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“O movimento na direção de abordagens
dirigidas por modelo é na verdade o mesmo
fenômeno que já vem ocorrendo há déca-
das – o movimento para níveis de abstra-
ções cada vez mais altos.”




Este relatório apresenta uma linguagem textual para modelagem con-
ceitual (baseada em classes/associações da UML e em restrições da
OCL) e um compilador que pode gerar código em qualquer linguagem
ou tecnologia através de templates de texto extensíveis. A linguagem
e o compilador permitem a especificação da informação gerenciada por
sistemas de software cada vez mais distribuídos e em constante mu-
dança. A partir de uma única fonte, a geração de código automática
mantém as implementações consistentes com sua especificação atra-
vés das diferentes plataformas e tecnologias. Além disso, na medida
em que o horizonte tecnológico se expande, os templates textuais po-
dem ser modificados para adotar novas tecnologias. Diferentemente de
outras abordagens, tais como MDA e MPS, espera-se que o suporte fer-
ramental acompanhando esta linguagem, juntamente com sua natureza
textual, facilite a integração do desenvolvimento de software dirigido
por modelos no fluxo de trabalho dos desenvolvedores de software.
Palavras-chave: Modelagem conceitual. Geração de código. Desen-
volvimento de software dirigido por modelos. Engenharia dirigida por
modelos. Metaprogramação. Programação generativa.

Abstract
This report presents a textual language for conceptual modeling (based
on UML classes/associations and OCL constraints) and a compiler that
can generate code in any target language or technology via extensible
textual templates. The language and compiler allow the specification
of information managed by ever-changing, increasingly distributed soft-
ware systems. From a single source, automated code generation keeps
implementations consistent with the specification across the different
platforms and technologies. Furthermore, as the technology landscape
evolves, the target templates may be extended to embrace new techno-
logies. Unlike other approaches, such as MDA and MPS, the built-in
tooling support, along with the textual nature of this modeling language
and its extensible templates, is expected to facilitate the integration of
model-driven software development into the workflow of software deve-
lopers.
Keywords: Conceptual modeling. Code generation. Model-driven
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1 INTRODUÇÃO
O desenvolvimento de um sistema de software se dá em parte
pela codificação do seu domínio. Como ilustrado de forma simplificada
na figura 1, esta codificação é proveniente de uma conceitualização do
domínio que se encontra na mente do desenvolvedor do sistema.
Na realidade atual, os sistemas de software são bem mais com-
plexos do que ilustrado na figura 1. O desenvolvimento de um sistema
típico pode envolver dezenas ou centenas de desenvolvedores, que co-
dificam um número cada vez maior de componentes distribuídos pela
infra-estrutura tecnológica das organizações e da Internet.
Figura 1 – Sistema Simples
Como ilustrado na figura 2, não somente o próprio sistema é dis-
tribuído, mas também a sua conceitualização é distribuída pelas mentes
de um grande número de desenvolvedores e por todos os componentes
do sistema. Isto gera um enorme custo de desenvolvimento e manuten-
ção, a fim de manter estas conceitualizações em sincronia e atualizadas.
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Figura 2 – Sistemas Atuais
Para resolver este desafio imposto por sistemas de software cada
vez mais distribuídos e em constante mudança, Model-Driven Architec-
ture, ou MDA (OMG, 2014a), é uma iniciativa que tem sido promovida
pelo Object Management Group (OMG). Como ilustrado na figura 3,
MDA tem guiado o uso de modelos de alto nível – criados com pa-
drões do próprio OMG, como Unified Modeling Language (UML) (OMG,
2015a), Object Constraint Language (OCL) (OMG, 2014b) e Meta Ob-
ject Facility (MOF) (OMG, 2016) – para produzir artefatos de software
e implementações através de tranformações automatizadas.
Figura 3 – Model-Driven Architecture / Development - MDA / MDD
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Como uma de suas propostas de valor, o guia do MDA (OMG,
2014a) advoga que:
“Automação reduz o tempo e o custo de se efetuar um de-
sign, reduz o tempo e o custo de mudanças e da manutenção
e produz resultados que garantem a consistência em todos
os artefatos derivados. Por exemplo, manualmente produ-
zindo todos os artefatos [...] necessários para implementar
um conjunto de processos e serviços para uma organização
é difícil e propenso a erros. Produzir artefatos através de
um modelo é mais confiável e mais rápido. ”
MDA fornece orientações e padrões para se colocar em prática
esta visão, mas deixa para os fornecedores da área de desenvolvimento
de software a tarefa de fornecer as ferramentas (ilustradas na figura
3) que devem automatizar o processo de geração de implementações a
partir de modelos. Na prática, apesar dos padrões, os desenvolvedores
acabaram dependentes dos ambientes de desenvolvimento e das ferra-
mentas de um determinado fornecedor. XML Metadata Interchange
(XMI) (OMG, 2015b) é o padrão da OMG que permite interoperabi-
lidade entre ferramentas, mas, sendo baseado em Extensible Markup
Language (XML), este não é adequado para edição de modelos em edi-
tores de texto, independemente das ferramentas. O mesmo problema
afeta Metaprogramming System (MPS), apresentado por Voelter (VO-
ELTER, 2014), que requer editores projecionais para a edição de seus
modelos.
Figura 4 – CML-Driven Development
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A linguagem de modelagem conceitual (CML) e o seu compila-
dor extensível (apresentados neste relatório e ilustrados na figura 4)
são conjuntamente uma alternativa a MDA e MPS. Enquanto MPS é
um ambiente integrado de desenvolvimento baseado em linguagens de
domínio específico (DSLs), a proposta aqui apresentada (CML) provê
um compilador que tem:
• como entrada, arquivos-fonte escritos na sua própria linguagem,
que provê uma sintaxe abstrata similar a (mas menos abran-
gente que) uma combinação de UML (OMG, 2015a) e OCL (OMG,
2014b).
• como saída, arquivos em qualquer outra linguagem, através de
templates de texto extensíveis que podem ser fornecidos por uma
biblioteca básica do próprio compilador, por bibliotecas de ter-
ceiros, ou ainda pelos próprios desenvolvedores de software.
Os arquivos de entrada representam a modelagem conceitual de
um determinado sistema e os arquivos de saída são os artefatos que
podem ser utilizados na implementação do sistema.
1.1 OBJETIVOS
De acordo com Thalheim (THALHEIM, 2011), a escolha de uma
linguagem de modelagem conceitual tem a ver com seu próposito. O
autor sugere que a linguagem é simplesmente um atravessador ma-
peando algumas propriedades da origem (o espaço do problema) que
podem ter utilidade aos seus usuários para se alcançar o destino – ou
seja, encontrar uma solução.
Neste contexto, o propósito de CML – a linguagem e compilador
propostos neste trabalho – é permitir que desenvolvedores de software
possam transformar modelos conceituais (representados em forma de
texto) em código executável numa gama extensível de tecnologias. Para
atingir este propósito, esta linguagem é concebida com os objetivos
específicos apresentados nas próximas subseções.
1.1.1 Experiência do Desenvolvedor
CML segue o princípio estabelecido pelo manifesto de Conceptual-
Model Programming (CMP) (EMBLEY; LIDDLE; PASTOR, 2011):
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“Modelagem conceitual é programação. A instância do mo-
delo conceitual é código, ou seja, ao invés de ‘o código é
o modelo’, a frase se torna ‘o modelo é o código’. Um
compilador de modelos conceituais assegura que a execução
do programa corresponde à especificação conceitual, desta
forma fazendo a instância do modelo conceitual diretamente
executável.”
Além disso, CML também tem a intenção de permitir desen-
volvedores de software a fazer modelagem conceitual no mesmo fluxo
de trabalho que eles estão acostumados a fazer programação. CML
se esforça a ser não apenas o código (como advogado por CMP), mas
também parecer-se com código (sintaticamente falando), procurando
compatibilidade com a mentalidade, as ferramentas e o fluxo de traba-
lho dos desenvolvedores de software.
1.1.2 Evolução da Linguagem
Espera-se que CML evolua juntamente com seu compilador e
as ferramentas relacionadas. Diferentemente do poder de expressidade
visto em UML (OMG, 2015a) e OWL 2 (W3C, 2012), com sua grande
quantidade de opções para modelagem, esta primeira versão da lingua-
gem de CML e seu compilador intencionalmente suportam um número
limitado de cenários.
As opções de modelagem disponíveis nesta primeira versão de
CML suportam generalização/especialização, associações unidirecionais
e bidirecionais (com cardinalidade zero-ou-um e zero-ou-mais) e a habi-
lidade de definir atributos e associações derivados através de expressões
inspiradas em OCL (OMG, 2014b).
Estas construções da linguagem CML já foram utilizadas na
especificação e implementação do próprio metamodelo do compilador
CML.
1.1.3 Geração de Código Extensível
Algumas das declarações suportadas pela linguagem CML pos-
sibilitam a geração de código numa gama ampla de linguagens e tecno-
logias. Entre as funcionalidades que precisam ser suportadas por esta
linguagem, encontram-se a habilidade de:
• dividir modelos em vários módulos que podem ser compartilhados
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como bibliotecas;
• especificar como deve proceder a geração de código para as platformas-
alvo;
• e anotar os elementos do modelo para fornecer informação adici-
onal sobre estes durante a geração de código.
Para que seja possível então dar o suporte necessário à geração
de código, estas funcionalidades devem estar disponíveis numa única
linguagem e devem ser compatíveis entre si e com backend do compila-
dor.
1.1.4 Independência de Fornecedores
Como colocado na seção introdutória, MDA (OMG, 2014a), atra-
vés de seus padrões, incentivou desenvolvedores de ferramentas de de-
senvolvimento de software a prover soluções para o desenvolvimento di-
rigido por modelos. Porém, os desenvolvedores acabaram dependentes
dos ambientes de desenvolvimento e das ferramentas de um determi-
nado fornecedor.
CML, sendo uma linguagem textual, cuja única dependência é
em seu compilador open-source, pretende seguir a tradição da lingua-
gem C, que permitiu a evolução de ferramentas e programas tanto na
comunidade de desenvolvedores open-source – nos sistemas Unix/Linux
– como no âmbito dos fornecedores comerciais – como Microsoft, IBM
e tantos outros. O desenvolvimento de CML, portanto, deve garan-
tir que seu código-fonte possa ser editado, tanto por editores de texto
convencionais, quanto por ferramentas fornecidas comercialmente. Da
mesma forma, o compilador CML, sendo open-source, serve como uma
implementação de referência; e a linguagem CML, através de sua especi-
ficação (em anexo A), permite a implementação de outros compiladores
e ferramentas.
Espera-se assim que os modelos conceituais criados com CML
serão independentes não apenas das tecnologias e linguagens para as
quais se gera código, mas também independentes das ferramentas que
se utiliza para criar os modelos conceituais.
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1.2 LIMITAÇÕES
Em termos de modelagem, esta primeira versão da linguagem
CML permite modelar somente os aspectos estruturais de um sistema
de informação, como caracterizado por Wazlawick no capítulo 6 do seu
livro (WAZLAWICK, 2014). De forma sucinta, em CML, modela-se con-
ceitos, seus atributos e associações, permitindo a definição de derivações
através de expressões. Ainda nos aspectos estruturais, existem algumas
limitações em CML, tais como um limitado número de cardinalidades
(somente um, zero-ou-um e zero-ou-mais).
Os aspectos funcionais de um sistema de informação, tais como
os contratos de componentes do sistema (capítulo 8 do livro de Waz-
lawick), ainda não podem ser modelados em CML. Também não é pos-
sível implementar em CML as operações descritas pelos contratos.
Apesar destas limitações de modelagem conceitual, o compila-
dor extensível de CML permite a criação de templates textuais que
podem gerar código implementando operações a partir dos modelos
conceituais, tais como operações CRUD (Create-Read-Update-Delete)
e também consultas a partir de expressões em CML. De fato, o módulo
básico fornecido com o compilador possui templates que implementam
modelos orientados a objetos com operações de consulta e modificação
nas linguagens Java e Python.
1.3 ORGANIZAÇÃO
O capítulo 2 apresenta os trabalhos relacionados que influencia-
ram a concepção e o desenvolvimento de CML. São linguagens, ferra-
mentas e frameworks que foram projetadas para modelagem conceitual
ou para geração de código a partir de modelos conceituais.
O capítulo 3 apresenta a linguagem de modelagem conceitual
proposta neste trabalho. Já o capítulo 4 discorre sobre o compilador
e o ferramental de suporte a este. No capítulo 5, descreve-se o pro-
cesso de desenvolvimento da linguagem CML e de seu compilador. Na
sequência, o capítulo 6 faz uma análise de custo-benefício do uso de
CML no desenvolvimento de software. Por último, o capítulo 7 faz as
considerações finais deste trabalho.
Salienta-se aqui também a importância dos documentos anexa-
dos a este relatório. O anexo A é uma cópia integral da especificação
da linguagem. Logo após, o anexo B contém o artigo (resumo deste
relatório) que foi submetido a International Conference on Concep-
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tual Modeling 2017. O último anexo (C) contém a listagem de todo
código-fonte que implementa o compilador CML, assim como exemplos
de código gerado por CML.
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2 TRABALHOS CORRELATOS
As próximas seções apresentam outras linguagens, ferramentas
e frameworks que se comparam de alguma forma com CML – a so-
lução proposta neste trabalho. Assim como CML, estas soluções per-
mitem a geração de código a partir de modelos conceituais. Cada se-
ção apresenta uma categoria diferente, enumerando soluções específicas
e caracterizando-as de acordo com suas diferenças e sua relevância a
CML.
2.1 LINGUAGENS TEXTUAIS
Esta seção apresenta as linguagens baseadas em texto projetadas
para geração código a partir de modelos conceituais. Quando compa-
radas a CML, as linguages seguintes são as mais relevantes por causa
da sua natureza textual. Apesar da sua relevância, é importante salien-
tar que a maior parte das soluções apresentadas nesta seção promovem
a modelagem através de linguagens de domínio específico (DSLs), en-
quanto CML é uma linguagem genérica para modelagem em qualquer
domínio.
2.1.1 MPS
Meta Programming System (MPS) é um ambiente de desenvol-
vimento desenvolvido por JetBrains que, de acordo com Voelter (VO-
ELTER, 2014), possui as seguintes características:
• desenvolvedores podem definir linguagens – usualmente, lingua-
gens de domínio específico (DSLs), mas não limitado a estas –
que são totalmente integradas umas com as outras;
• o “código-fonte” é uma árvore da sintaxe abstrata (ou ainda uma
instância do metamodelo da linguagem), persistido em XML, que
nunca é diretamente editado pelo desenvolvedor;
• cada linguagem é definida em três partes: o metamodelo (a defi-
nição da linguagem), os editores projecionais (de natureza textual
ou gráfica), e os geradores de código;
• desenvolvedores manipulam o “código-fonte” (na verdade, os mo-
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delos conceituais na forma de uma árvore sintática abstrata -
AST) através dos editores projecionais.
• o ambiente de desenvolvimento é capaz de persistir modelos in-
completos ou inválidos (ou seja, não seguindo as regras da lin-
guagem) para posterior resolução de erros, assim como é possível
salvar programas com erros de sintaxe ou semântica em qualquer
editor de texto.
Uma característica fundamental de MPS é a dependência no am-
biente de desenvolvimento – e de seus editores projecionais – para a
edição dos modelos conceituais. Também é característico a necessidade
de se definir linguagens (ou de se reutilizar linguagens pré-definidas por
terceiros) antes de se iniciar o processo de modelagem.
2.1.2 Linguagem de Modelagem “M”
Apesar do seu nome, a linguagem de modelagem “M” desenvol-
vida pela Microsoft (MICROSOFT, 2009), como parte do projeto Oslo
(que foi descontinuado posteriormente), é essencialmente uma lingua-
gem que permite especificar outras linguagens textuais, tais como lin-
guagens de domínio específico (DSLs). Estas linguagens, consequente-
mente, permitem criar modelos (em forma de texto) usando conceitos
de um determinado domínio. Outra característica importante da lin-
guagem “M” é que, ao se definir a sintaxe de uma DSL, também é
possível se definir transformações do modelo textual em estruturas de
dados que representam a sintaxe abstrata do modelo (AST). Esta re-
presentação em AST, por sua vez, pode ser processada posteriormente
para se gerar código em outras tecnologias.
No exemplo da figura 5, uma DSL é definida para se especificar
modelos de qualquer tipo de loja. Cada sentença que começa com
syntax representa uma regra de produção da gramática. A regra Main
é a primeira regra a ser avaliada pelo compilador. Nesta linguagem
de exemplo, chamada de StoreLanguage, é possível definir um modelo
textual de uma loja que contém determinados tipos de produtos, cada
um com uma lista de atributos específicos, como mostra a figura 6.
Uma vez definido ummodelo, como o da figura 6, pode-se processá-
lo pelo compilador “M” a fim de gerar uma representação, como ilus-
trado na figura 7. A estrutura desta representação foi definida pelas






" s t o r e " name :Name "{" l i s t : Product∗ "}"
=> id (name ) [ valuesof ( l i s t ) ] ;
syntax Product =
"product " name :Name "{" l i s t : Att r ibute ∗ "}"
=> id (name ) [ valuesof ( l i s t ) ] ;
syntax Attr ibute =
" a t t r i bu t e " name :Name " : " type : Type ' ; '
=> id (name ) [ type ] ;
syntax Type = ( " St r ing " | "Decimal" ) ;
token Name =
("A" . . "Z" | "a" . . "z" | "_" )
( "A" . . "Z" | "a" . . "z" | "0" . . "9" | "_" ) ∗ ;
interleave Whitespace = ( "␣" | "\n" )+;
}





attribute t i t l e : S t r ing ;




attribute name : S t r ing ;
attribute i s s u e : S t r ing ;
attribute p r i c e : Decimal ;
}
}





t i t l e [ S t r ing ] ,
p r i c e [ Decimal ]
] ,
Magazine [
t i t l e [ S t r ing ] ,
i s s u e [ S t r ing ] ,
p r i c e [ Decimal ]
]
]
Figura 7 – Representação do modelo definido na figura 6.
Possuindo a estrutura da figura 7, é possível então gerar código
em várias tecnologias diferentes, tais como:
• Um esquema em SQL para criação de um banco de dados para a
loja modelada.
• Um modelo orientado a objetos em C#, que permite consultar
produtos da loja armazenados no banco de dados.
• Uma API REST para accessar os produtos da loja através da
Internet.
Para que isto seja possível, entretando, é necessário que ferra-
mentas adicionais sejam fornecidas para processar a representação da
figura 7. Antes de ser descontinuado, o projeto Oslo da Microsoft pre-
tendia fornecer tais ferramentas de geração de código no Visual Studio
e no SQL Server.
2.1.3 Xtext
Xtext, como descrito por Bettini (BETTINI, 2016), é uma lingua-
gem textual disponível no ambiente de desenvolvimento Eclipse para
a implementação de linguagens de programação e linguagens de domí-
nio específico (DSLs). A partir da especificação da gramática de uma
linguagem em Xtext, é possível gerar automaticamente o lexer, o par-
ser, a sintaxe abstrata (o metamodelo), o gerador de código Java e
até mesmo editores no Eclipse. Se for necessário, também é possível
adaptar o metamodelo e a geração de código para resolver questões es-
pecíficas de cada domínio ou aplicação. Recentemente, Xtext também
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está disponível no ambiente de desenvolvimento da JetBrains: IntelliJ
IDEA.
Similarmente ao exemplo usado para demonstrar a linguagem
“M” na seção 2.1.2, o exemplo da figura 8 apresenta uma DSL criada
em Xtext que permite especificar modelos de qualquer tipo de loja.
Observe que a especificação da linguagem é basicamente uma lista de
regras, cada uma definindo uma produção gramatical e também a sin-
taxe abstrata, com suas classes (Store, Product, Attribute), associações
(products, attributes) e propriedades (name, type), a ser construída a
partir dos elementos de texto.
Figura 8 – DSL para lojas especificada em Xtext no IntellIJ IDEA.
A regra Store é a primeira regra a ser avaliada pelo compilador.
Esta regra (similarmente à regra Main no exemplo da linguagem “M”
na seção 2.1.2), juntamente com as demais, permite definir um modelo
textual de uma loja que contém determinados tipos de produtos, cada
um com uma lista de atributos específicos, como mostra a figura 9.
Observe na figura que este é o mesmo modelo criado com a linguagem
“M” na figura 6. Também observe na figura 9 que Xtext gerou um plugin
para IntelliJ IDEA, permitindo a edição do modelo com highlight syntax
e com erros sublinhados em vermelho no editor.
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Figura 9 – Modelo criado no IntelliJ IDEA com a DSL StoreLanguage
definida na figura 8 em Xtext.
A partir de um modelo, como ilustrado na figura 9, é possível
então criar geradores de código através da linguagem Xtend (seção
2.4). Também é possível manipular os modelos diretamente em EMF,
apresentado na seção 2.3.
2.1.4 MM-DSL
MM-DSL (VISIC; KARAGIANNIS, 2014) permite a definição de
metamodelos (sintaxe abstrata) que servem de entrada para a geração
de ferramentas de domínio específico (DSTs).
2.1.5 ThingML
ThingML (HARRAND et al., 2016) inclui uma linguagem de mode-
lagem de sistemas embutidos e uma ferramenta extensível para geração
de código em várias plataformas. Entre as plataformas suportadas es-
tão: Arduino, Linux, Java, Android, e JavaScript.
O conceito principal em ThingML é chamado de "thing", ou
coisa em Português. Uma coisa em ThingML define um componente
que pode enviar e receber mensagens de forma assíncrona. As mensa-
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gens são enviadas e recebidas através de portas. O comportamento de
uma coisa é definido através de uma máquina de estado.
thing Hel loWorldCl ient {
message h e l l o ( ) ;
message msg(m : St r ing ) ;
required port h e l l o {
sends h e l l o
receives msg
}
statechart behavior in i t I n i t {
state I n i t {
on entry do h e l l o ! h e l l o ( ) end
internal event m : h e l l o ?msg
guard m.m == "world"




thing Hel loWorldServer {
message h e l l o ( ) ;
message msg(m : St r ing ) ;
provided port h e l l o {
receives h e l l o
sends msg
}
statechart behavior in i t I n i t {
state I n i t {
transition t −> B event h e l l o ? h e l l o
}
state B {




configuration hel loWorldConf {
instance c l i e n t : Hel loWorldCl ient
instance s e r v e r : Hel loWorldServer
connector c l i e n t . h e l l o => se rv e r . h e l l o
}
Figura 10 – Exemplo de modelo conceitual na linguagem ThingML.
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No exemplo da figura 10, definiu-se duas coisas (um cliente cha-
mado HelloWorldClient e um servidor chamado HelloWorldSer-
ver) que trocam duas mensagens. Através da porta hello, HelloWorld-
Client envia uma mensagem hello e HelloWorldServer responde com
uma mensagem msg(m : String). Um statechart (ou máquina de es-
tado) define o comportamento do servidor, que deve enviar a mensagem
hello!msg("world") logo após receber hello. No bloco configuration,
são definidas uma instância do cliente e outra do servidor, e a porta
hello do cliente é conetada à porta hello do servidor.
Uma vez definido um modelo conceitual em ThingML, é possível
gerar código para diferentes plataformas. Por exemplo, na figura 11,
um modelo em ThingML (no editor que se encontra na parte de baixo)
gerou código em C (no editor de cima) que está rodando num Arduino.
Figura 11 – Modelo de ThingML gerando código C que roda no Ar-
duino. Origem: ThingML web site (FLEUREY; MORIN, 2017).
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2.1.6 XML
Como demonstrado por Gheraibia e Bourouis (GHERAIBIA; BOU-
ROUIS, 2012), é possível utilizar XML para se definir um modelo con-
ceital e posteriormente definir templates em XSLT para a geração de
código. Porém, antes de se definir modelos em XML, é preciso definir
um metamodelo em XML Schema. Esta seção demonstra esta abor-
dagem através do mesmo exemplo usado nas seções anteriores para se
modelar lojas.
Neste caso, como ilustrado na figura 13, ao invés de se definir
uma DSL para lojas, define-se um XML Schema. Um modelo de lo-
jas, como definido por este schema, inicia-se com um elemento store,
que contém uma lista de elementos product, que por sua vez contém
elementos attribute.
<?xml version=" 1 .0 " encoding="UTF−8" ?>
<store name="BookStore"
xmlns=" ht tp : //www. example . com/ s t o r e ">
<product name="Book">
<attribute name=" t i t l e " type=" St r ing "/>
<attribute name=" pr i c e " type="Decimal"/>
</product>
<product name="Magazine">
<attribute name="name" type=" St r ing "/>
<attribute name=" i s s u e " type=" St r ing "/>
<attribute name=" pr i c e " type="Decimal"/>
</product>
</store>
Figura 12 – Um modelo em XML de uma loja de livros.
A figura 12 mostra um modelo de uma loja de livros usando o
XML Schema da figura 13. Observe como o conteúdo é similar ao do
modelo apresentado na figura 6 (na linguagem “M”) e ao conteúdo do
modelo apresentado na figura 9 (em Xtext). Também como naqueles
casos, é possível gerar código para o modelo da figura 12, mas neste
caso usando Extensible Stylesheet Language Transformation (XSLT).
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<?xml version=" 1 .0 " encoding="UTF−8" ?>
<xs:schema
xmlns:xs=" ht tp : //www.w3 . org /2001/XMLSchema"
xmlns:st=" ht tp : //www. example . com/ s t o r e "
targetNamespace=" ht tp : //www. example . com/ s t o r e "
elementFormDefault=" qu a l i f i e d ">













<xs:element name=" a t t r i b u t e "




type=" x s : s t r i n g "/>
</xs:complexType>
<xs:complexType name="Attr ibute ">
<xs:attribute name="name"
type=" x s : s t r i n g "/>
<xs:attribute name="type"
type=" st :Att r ibuteType "/>
</xs:complexType>
<xs:simpleType name="AttributeType ">
<xs:restr ict ion base=" x s : s t r i n g ">




Figura 13 – XML Schema para modelos de lojas.
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2.2 LINGUAGENS GRÁFICAS
Esta seção enumera as linguagens gráficas projetadas para ge-
ração de código a partir de modelos conceituais. Apesar de CML – a
solução proposta neste trabalho – ser uma linguagem textual, as se-
guintes linguagens têm uma certa relevância, pois também têm como
próposito a geração de código em linguagens de programação:
• FCML (KARAGIANNIS et al., 2016) incorpora and expande lingua-
gens de modelagem (tais como ER, UML, and BPMN) através
da ferramenta OMNILab a fim de gerar código.
• MetaEdit+ (TOLVANEN, 2004) é um ambiente de desenvolvimento
que permite a criação de ferramentas de modelagem e geradores
de código para linguagens de domínio específico (DSLs) visuais.
• MDA (OMG, 2014a) é a iniciativa da OMG para difundir o uso
de UML (OMG, 2015a) em desenvolvimento baseado em modelos.
• IFML (BRAMBILLA; MAURI; UMUHOZA, 2014) é uma linguagem
de alto nível da OMG que pode ser usada para gerar interfaces
de usuário em diferentes plataformas, tais como na Web e em
dispositivos móveis.
• MPS (VOELTER, 2014), como mostrado na seção 2.1, além de
modelos textuais, também permite a criação de modelos gráficos.
O maior obstáculo das linguagens gráficas, como abordado na
seção 1.1.1, é a dificuldade de integrá-las no fluxo de trabalho, nas
ferramentas e na mentalidade de grande parte dos desenvolvedores de
software, que estão habituados com as linguagens de programação tex-
tuais, seus compiladores e com editores de texto.
A seleção da ferramenta gráfica também envolve tempo e custo
(licenças, treinamento, atualizações), estabelecendo uma depêndencia
num determinado fornecedor ou num ambiente de desenvolvimento com
um certo grau de risco.
2.3 FRAMEWORKS
Alguns frameworks permitem a geração de código a partir de
modelos conceituais, mas sem uma linguagem de modelagem – gráfica
ou textual. Eclipse Modeling Framework, ou EMF (STEINBERG et al.,
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2008), é o exemplo clássico de framework que permite modelagem sem
uma linguagem para tal. A modelagem é feita através de editores no
ambiente de desenvolvimento Eclipse, ou via uma interface de progra-
mação, e os modelos são armazenados no formato ECORE/XML.
Frameworks podem ser usadas também como a infra-estrutura
de linguagens de modelagem. EMF, por exemplo, é a framework que
supporta Xtext (BETTINI, 2016), apresentado na subseção 2.1.3. É pos-
sível imaginar que outras linguagens de modelagem possam usar EMF.
De fato, o compilador extensível de CML permite a implementação de
templates que tenham EMF como alvo.
2.4 LINGUAGENS DE TEMPLATE
Como apresentado na seção 4.3, o compilador CML usa a lin-
guagem StringTemplate (PARR, 2004) na geração de código. Existem
outras linguagens projetadas para geração de código a partir de tem-
plates, enumeradas a seguir:
• EGL (ROSE et al., 2008) é uma linguagem de templates que pos-
sibilita a geração de código a partir de modelos.
• MOFScript (OLDEVIK et al., 2005) permite a geração de código a
partir de modelos definidos em qualquer tipo de metamodelo.
• Xpand (GREIFENBERG et al., 2016) permite a definição de tem-
plates com múltiplas regiões de variabilidade.
• Xtext/Xtend (BETTINI, 2016) permite a definição de DSLs tex-
tuais para se gerar código de modelos conceituais editados em
Eclipse.
• JET (BOAS, 2004) permite a geração de código a partir de mode-
los em EMF (STEINBERG et al., 2008).
• XSLT (GHERAIBIA; BOUROUIS, 2012) é a linguagem de templates
normalmente utilizada para geração de código a partir de modelos
XML.
Um dos pontos fortes de StringTemplate, a linguagem de templa-
tes adotada por CML, é seu mecanismo de extensibilidade. É possível
definir um conjunto padrão de templates e depois extendê-los com as
partes específicas de cada linguagem-alvo ou tecnologia. Também é
possível compartilhar templates em bibliotecas. Este mesmo nível de
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extensibilidade também está disponível em Xpand (GREIFENBERG et
al., 2016).
2.5 LINGUAGENS SUPORTANDO ASSOCIAÇÕES
Tal como CML, existe um número de linguagens de programação
que permitem a declaração de associações bidirecionais:
• DSM (BALZER; GROSS; EUGSTER, 2007) é uma linguagem de pro-
gramação orientada-a-objetos com suporte a associações.
• Fibonacci (ALBANO et al., 1993) é uma linguagem de programação
para bancos de dados orientados a objetos que permite a mode-
lagem de papéis de associações.
• ASSOCIATION# (CARDOSO, 2011) é uma extensão da lingua-
gem C# que permite a modelagem de associações.
• RelJ (BIERMAN; WREN, 2005) é uma extensão da linguagem Java
que suporta associações.
Um desvantagem chave da maior parte das linguagens acima é
o fato de seus modelos conceituais não poderem ser reutilizados para
gerar código em outras linguagens ou tecnologias; estas linguagens são,
para todos os efeitos, a linguagem-alvo.
2.6 OUTRAS LINGUAGENS
Existem outras linguagens conceituais cujo foco original não foi
a geração de código, mas sim servir de artefatos de modelagem.
Linguagens tais como OWL (W3C, 2012) and Telos (MYLOPOU-
LOS et al., 1990) foram projetadas como metamodelos de ontologias
para suportar a representação e o armazenamento de conhecimento,
e também para automatizar raciocínio a partir de bases de conheci-
mento. OWL sendo a lingua franca da Web semântica, enquanto Telos
foi criado para armazenar ontologias em bancos de dados orientados a
objetos.
Outras linguagens, como UML (OMG, 2015a) and ER (CHEN,
2011), foram originalmente imaginadas como ferramentas para dar su-
porte à análise e ao projeto de sistemas de software; somente depois
de algum tempo estas foram reorientadas para o desenvolvimento de
software baseado em modelos (MDSD).
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A relevância destas linguagens para CML vem da força de ex-
pressividade na modelagem conceitual provida por seus metamodelos.
CML deve continuar expandindo suas capacidades de modelagem ins-
pirado nas construções disponíveis nestas linguagens.
UML e ER, juntamente com OCL (OMG, 2014b), serão usadas
no capítulo 3 como bases de comparação do metamodelo da linguagem
CML.
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3 CML: A LINGUAGEM
Este capítulo apresenta CML, a linguagem de modelagem con-
ceitual proposta neste trabalho. A seção 3.1 apresenta CML através
de um exemplo. Uma versão simplificada do metamodelo de CML
(da estrutura da sintaxe abstrata), que é suficiente para representar o
exemplo da seção 3.1, é apresentada na seção 3.2. As seções seguintes
apresentam em mais detalhe cada um dos elementos do metamodelo de
CML. (O anexo A, contendo a especificação da linguagem, provê uma
descrição formal da sintaxe concreta, do metamodelo e das invariantes
do metamodelo da CML.)
3.1 EXEMPLO
Esta seção apresenta através de um exemplo a sintaxe concreta
de CML. No exemplo da figura 14, alguns conceitos, tais como Book
and Customer, são modelados em CML. A sintaxe declarando cada
conceito, baseada em blocos, lembra a sintaxe da linguagem C (ISO,
2011).
Cada conceito declara uma lista de propriedades. A declaração
de uma propriedade é inspirada na forma como a linguagem Pascal
(JENSEN; WIRTH, 1974) declara variáveis, onde o nome é seguido por
dois-pontos (“:”) e depois pela declaração do tipo.
A sintaxe de expressões em CML, tal como a expressão usada
para definir orderedBooks no conceito BookStore, é parcialmente ins-
pirada em expressões de OCL (OMG, 2014b). A sintaxe da expressão
em goldCustomers é original, mas sua semântica também é baseada em
expressões de consulta em OCL.
Como visto no bloco CustomerOrder, CML também permite a
declaração de associações bidirecionais através do pareamento de pro-
priedades de diferentes conceitos. As associações unidirecionais são
representadas apenas por uma única propriedade partindo da origem
da associação, como é o caso da propriedade books em BookStore.
Na subseção 3.1.1, o modelo do exemplo da figura 14 é ilustrado
como uma árvore sintática abstrata, que se assemelha ao modelo de re-
presentação interna usado pelo compilador. O mapeamento do exemplo





books : Book ∗ ;
customers : Customer ∗ ;
o rde r s : Order ∗ ;
/ goldCustomers = customers | s e l e c t : t o t a l S a l e s > 1000 ;




t i t l e : S t r ing ;
p r i c e : Decimal ;




o rde r s : Order ∗ ;




customer : Customer ;
i tems : Item ∗ ;




book : Book ;
quant i ty : I n t eg e r ;




Order . customer : Customer ;
Customer . o rde r s : Order ∗ ;
}
Figura 14 – Modelo em CML adaptado da loja de livros fictícia Livir;
um estudo de caso no livro de Wazlawick (WAZLAWICK, 2014).
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3.1.1 Árvore de Sintaxe Abstrata
O conceito BookStore especificado no modelo da figura 14, quando
lido pelo compilador CML, gera uma árvore de sintaxe abstrata1 (ou
simplesmente AST) semelhante à ilustrada na figura 15.
Figura 15 – AST gerada pelo compilador CML após a leitura da espe-
cificação do conceito BookStore apresentado na figura 14.
Para o compilador CML, esta AST resultante corresponde à sua
representação interna do conceito BookStore, assim como especificado
pelo código em CML da figura 14. Usando a terminologia para me-
tamodelos de EMOF (OMG, 2016), cada nodo na figura 15 representa
uma instância de uma classe do metamodelo da linguagem CML. O
nó-raíz é uma instância da classe Concept e seus subnós são instâncias
da classe Property. Esta, por sua vez, tem como subnós instâncias das
classes Type e Expression.
Uma vez que a AST da figura 15 é gerada e validada interna-
mente pelo compilador CML, esta serve como a entrada dos templates
extensíveis (apresentados na seção 4.3) durante a fase de geração de
código.
Para que o compilador CML possa gerar a AST, é necessário
definir o metamodelo da linguagem CML, que é formalizado pela es-
pecificação da linguagem no anexo A, e ilustrado na seção 3.2. Antes
desta, a subseção 3.1.2 faz um mapeamento de modelos conceituais cri-
ados em CML (como o da figura 14) para modelos correspondentes em
UML (OMG, 2015a) e OCL (OMG, 2014b).
1Na figura 15, mostra-se apenas parte da árvore do modelo CML definido na
figura 14; somente a parte que se refere ao conceito BookStore. Uma árvore similar
seria gerada pelo compilador para todos os conceitos do modelo.
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3.1.2 Mapeamento para UML/OCL
Parte do metamodelo de CML, como apresentado na seção 3.2,
pode ser considerado um pequeno subconjunto do metamodelo de UML
(OMG, 2015a). Portanto, os elementos estruturais (ou estáticos) de
modelos escritos em CML podem ser transformados em diagramas de
classes em UML. O exemplo do modelo em CML mostrado na figura
14 é mapeado para o modelo em UML da figura 16.
Figura 16 – O diagrama de classe representando em UML (OMG, 2015a)
o mesmo modelo codificado em CML pela figura 14.
No diagrama de classe da figura 16, os conceitos em CML (Bo-
okStore, Book, Customer e Order) são mapeados para classes em UML.
As propriedades em CML que representam atributos, tais como title,
quantity e price do conceito Book, são mapeadas para atributos em
UML dentro de cada classe. As propriedades em CML que represen-
tam o destino de associações unidirecionais (books, customers e orders
de BookStore) são mapeadas para associações em UML com os res-
pectivos papéis (mostrando a direção de navegação e a cardinalidade
junto ao nome de cada papel). A associação bidirecional CustomerOr-
der (formada pelas propriedades: Customer.orders e Order.customer)
é mapeada para uma associação em UML com navegabilidade bidirec-
tional, ou seja, sem setas na linha de associação.
Como demonstrado por este exemplo, CML permite criar mo-
delos em texto com o mesmo nível conceitual que UML. Ao mesmo
tempo, quando comparado com o metamodelo de UML, o metamodelo
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de CML disponibiliza apenas um núcleo dos elementos fornecidos por
UML, como é apresentado na seção 3.2.
Além dos elementos estruturais de um modelo conceitual, CML
também permite o uso de expressões para definir o valor inicial de atri-
butos e para definir propriedades derivadas; tanto as que representam
atributos derivados, quanto aquelas que representam associações deri-
vadas. Estas expressões são apenas parcialmente baseadas na sintaxe
de OCL (OMG, 2014b), mas seguem fortemente as semânticas de OCL,
como formalmente definido pelo anexo A na especificação da linguagem
CML.
Por exemplo, a expressão em CML mostrada a seguir (extraída
da figura 14) é uma expressão de navegação tal qual como em OCL:
/orderedBooks = orders.items.book;
Usando propriedades que representam o destino de associações,
a expressão acima “navega” (uma força de expressão) a partir de uma
instância de BookStore, passando por todas as instâncias de orders
ligadas a instância de BookStore, e então por todas as instâncias de
items de todas as orders, a fim de resultar em todos os livros (books)
que já foram pedidos por clientes.
Como outro exemplo, a seguinte expressão em CML (também
extraída da figura 14) já não segue a sintaxe de OCL:
/goldCustomers = customers | select: totalSales > 1000;
Entretanto, a expressão acima é semanticamente idêntica à ex-
pressão seguinte em OCL:
derive: customers->select(totalSales > 1000)
Ambas as expressões acima (uma, em CML; outra, em OCL)
resultam na mesma coleção de instâncias de Customer que compraram
mais de 1000 em dinheiro na loja (BookStore). A seção 3.6 explica as
diferenças sintáticas e as equivalências semânticas de expressões entre
CML e OCL.
3.2 METAMODELO
Representado como um diagrama de classe EMOF2 (OMG, 2016),
o metamodelo ilustrado na figura 17 é uma versão simplificada do me-
2EMOF é basicamente um subconjunto bem definido da UML que permite espe-
cificar qualquer tipo de metamodelo, tais como a própria UML, o metamodelo ER
e, como mostrado aqui, o metamodelo da linguagem CML.
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tamodelo de CML. Como mostrado neste diagrama, uma instância de
Concept é composta de zero-ou-mais instâncias de Property. Cada ins-
tância de Property pode estar ligada a uma instância de Type e, opci-
onalmente, a uma instância de Expression. Se duas ou mais instâncias
de Property representam uma associação bidirecional, deve haver uma
instância de Association que as liga. Associações unidirecionais são
representadas somente por uma instância de Property (na verdade, re-
presentando o papel-destino da associação), permitindo a navegação
de uma instância-origem (o conceito contento a propriedade) para uma
instância-destino (determinada pela instância Type de uma proprie-
dade).
Figura 17 – This class diagram renders the EMOF (OMG, 2016) model
defining the CML metamodel.
No artigo UML and OCL in Conceptual Modeling, Gogolla (GO-
GOLLA; THALHEIM, 2011) apresenta, através do mapeamento do me-
tamodelo de UML (OMG, 2015a) para o metamodelo de ER (CHEN,
2011), como modelos UML, somado às expressões definidas em OCL
(OMG, 2014b), podem ser usados na especificação de modelos concei-
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tuais. Também, em seu livro, Wazlawick (WAZLAWICK, 2014) siste-
maticamente preescreveu um método de modelagem conceitual usando
UML and OCL.
Já que um dos objetivos de CML é permitir a especificação de
modelos conceituais, tais como aqueles especificados em ER e UML/OCL,
para apresentar os elementos principais do metamodelo da linguagem
CML, uma abordagem semelhante àquela de Gogolla é usada nas pró-
ximas seções para mostrar a correspondência de cada um dos ele-
mentos apresentados no metamodelo de CML aos metamodelos ER
e UML/OCL. O anexo A contém uma especificação formalizada dos
elementos da linguagem CML.
3.3 CONCEITOS
Em CML, um conceito pode representar qualquer coisa que tem
um significado coerente, coeso e relevante no domínio do sistema sendo
modelado. Por exemplo, como visto no modelo escrito em CML da
figura 14, conceitos como Book e Customer têm signifcado e relavência
no domínio de uma loja de livros.
A tabela 1 resume o mapeamento de um conceito entre o meta-
modelo de CML e os metamodelos de UML (OMG, 2015a) e ER (CHEN,
2011).
Metamodelo Termo Observações
CML Concept Somente possuem atributos e associa-
ções.
UML Class Possuem atributos, associações e opera-
ções (comportamento).
ER Entity Type Possuem atributos e papéis de relacio-
namentos. Cada instância é chamada
de entidade.
Tabela 1 – Mapeamento de Conceito para UML (OMG, 2015a) e ER
(CHEN, 2011).
Em UML, um conceito corresponde a uma classe, que descreve
um conjunto de objetos contendo a mesma estrutura e comportamento.
CML, porém, não modela o comportamento; apenas os atributos e as
associações relacionadas a um conceito. Já, em ER, cada conceito cor-
responderia a conjunto de entidades possuindo os mesmos atributos,
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enquanto cada entidade individualmente corresponderia a uma única
instância de um conceito.
Um conceito pode possuir uma lista de propriedades que repre-
sentam atributos ou associações. Propriedades são apresentadas na
subseção 3.3.1. Também é possível especializar um conceito a partir de
outro conceito mais genérico. Generalização e especialização são apre-
sentadas na subseção 3.3.2. Por fim, a subseção 3.3.3 aborda conceitos
abstratos, ou simplesmente abstrações.
3.3.1 Propriedades
Um conceito possui uma lista de propriedades que representam
atributos ou destinos de associações unidirecionais. Por exemplo, no
modelo da figura 14 escrito em CML, o conceito Book possui as pro-
priedades title, price e quantity, todas declaradas com tipos primitivos
(descritos na subseção 3.4.1). Enquanto o conceito BookStore possui
as propriedades books e orders, que já representam o destino de asso-
ciações (descritos na subseção 3.5.1).
A tabela 2 faz o mapeamento de propriedades no metamodelo de
CML para os metamodelos de UML (OMG, 2015a) e ER (CHEN, 2011).
Metamodelo Termo Observações
CML Property Modela um atributo ou o papel-




UML possui classes específicas
para atributos e associações.
ER Attribute /
Role
ER também modela attributos
como parte de uma entidade e
papéis como parte de relaciona-
mento.
Tabela 2 – Mapeamento de Property para UML (OMG, 2015a) e ER
(CHEN, 2011).
Uma propriedade em CML, portanto, pode conter um valor de
um tipo primitivo, correspondendo neste caso a atributos nos metamo-
delos UML (OMG, 2015a) e ER (CHEN, 2011); ou pode conter uma refe-
rência (ou até uma sequência de referências) ligando-se a uma instância
de outro conceito, correspondendo então à papéis de relacionamentos
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em ER e ao destino de associações em UML.
3.3.2 Generalização/Especialização
Em CML, um conceito pode ser generalizado por outro conceito.
Em outras palavras, um conceito pode ser considerado uma especializa-
ção de outro conceito. O primeiro pode ser chamado de especialização;
o segundo, de generalização.
Por exemplo, no modelo CML da figura 18, o conceito Rectan-
gle é uma especialização do conceito Shape, que por consequência é
a generalização de Rectangle. Uma generalização, como Shape, pos-
sui propriedades, como color e area, que se aplicam a um conjunto
maior de instâncias, enquanto uma especialização, como Rectangle,
possui propriedades que se aplicam a apenas um subconjunto daquelas
instâncias, como é o caso de width e height.
A tabela 3 mostra o mapeamento de generalizações entre o meta-
modelo de CML e os metamodelos de UML (OMG, 2015a) e ER (CHEN,
2011).
Em CML, de acordo com a figura 17, existe uma metaclasse cha-
mada Inheritance que se associa de um lado com a generalização e de
outro com a especialização; cada conceito possui uma associação com
Inheritance chamada generalizations, que mantém uma sequência de
conceitos que são suas generalizações, e outra associação specializati-
ons, que permite acesso às especializações de um conceito. No me-
tamodelo da UML, o relacionamento de generalização/especialização
ocorre entre classes e é representado pela metaclasse Generalization.
Na versão original do metamodelo ER, o relacionamento de generaliza-
ção/especialização não estava disponível.
Explorando mais o exemplo da figura 18, observa-se que proprie-
dades, tais como o atributo area de Shape, podem ser redefinidas pelas
especializações, como é feito por Rectangle, Rhombus e Square. Al-
gumas especializações podem também definir novas propriedades, como
p e q, que são características somente das instâncias de Rhombus.
A figura 18 mostra ainda que um conceito pode ser a especializa-
ção de dois ou mais conceitos, como é o caso de Square, que especializa
Rectangle e Rhombus, e portanto pode redefinir as propriedades de
ambas as generalizações.
Se uma propriedade for definida por mais de uma generalização,
como acontece com a propriedade area em Square, então é preciso
redefinir esta propriedade na especialização a fim de evitar conflito na
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−− Genera l i zação de Rectangle e Rhombus :
@concept Shape
{
−− As e s p e c i a l i z a ç õ e s abaixo compartilham " co l o r " :
c o l o r : S t r ing ;
−− As e s p e c i a l i z a ç õ e s abaixo redef inem " area " :
area : Double ;
}
−− Espe c i a l i z a ç ão de Shape :
@concept Rectangle : Shape
{
−− Novos a t r i bu t o s que caracte r i zam um retângu lo :
width : Double ; he ight : Double ;
−− Rede f in i ção do a t r i bu to " area " :
/ area = width ∗ he ight ;
}
−− Losângo é outra e s p e c i a l i z a ç ã o de Shape :
@concept Rhombus : Shape
{
−− Atr ibutos com o comprimento das d i agona i s
−− caracte r i zam um losângo :
p : Double ; q : Double ;
−− Outra r e d e f i n i ç ã o do a t r i bu to " area " :
/ area = (p ∗ q ) / 2 ;
}
−− Espe c i a l i z a ç ão de ambos Rectangle e Rhombus :
@concept Square : Rectangle , Rhombus
{
−− Único a t r i bu to que c a r a c t e r i z a um quadrado :
s ide_length : Double ;
−− Redef in indo os a t r i bu t o s de Rectangle :
/width = side_length ;
/ he ight = s ide_length ;
−− Redef in indo os a t r i bu t o s de Rhombus :
/p = side_length ∗ 1.41421356237d ; // r a i z quadrada de 2
/q = p ;
−− É ob r i g a t ó r i a a r e d e f i n i ç ã o do a t r i bu to " area "
−− para r e s o l v e r o c o n f l i t o de d e f i n i ç ã o
−− ent re Rectangle e Rhombus :
/ area = s ide_length ^ 2 ;
}
Figura 18 – Modelo em CML demonstrando especialização/generaliza-
ção entre conceitos. Adaptado do exemplo de Lee (LEE, 2004).
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Metamodelo Termo Observações
CML Inheritance Em CML, a metaclasse Inheritance
mantém as associações entre generali-
zações e especializações.
UML Generalization O relacionamento de generalization/s-
pecialization em UML ocorre entre clas-
ses. Generalização é o nome da meta-
classe no metamodelo da UML.
ER — A versão original de ER não possui o
relacionamento de especialização/gene-
ralização.
Tabela 3 – Mapeamento de Generalização para UML (OMG, 2015a) e
ER (CHEN, 2011).
definição. Se uma redefinição apropriada para ambas as generalizações
não for possível, isto pode ser uma indicação que a especialização ou
as generalizações são incoerentes do ponto de vista do domínio sendo
modelado.
3.3.3 Abstrações
Uma abstração em CML é um conceito que não representa ins-
tâncias específicas, mas serve somente como uma generalização para
outros conceitos mais específicos. Portanto, todas as instâncias de uma
abstração são primeiro instâncias de suas especializações.
Por exemplo, no modelo CML da figura 19, o conceito Shape é
marcado como@abstraction. Como tal, nenhuma instância de Shape
é diretamente instanciada. Além disso, Shape pode definir proprieda-
des abstratas, tais como area, que é simplesmente uma propriedade
derivada sem uma expressão definida. Uma abstração também pode
definir propriedades concretas, como é o caso de color em Shape. O
conceitoCircle já é uma especialização de Shape que obrigatoriamente
redefine a propriedade area (provendo uma expressão), e portanto é
considerado um conceito concreto. Como tal, Circle pode então ter
suas próprias instâncias, que são indiretamente instâncias de Shape.
Circle também pode redefinir propriedades concretas, tais como co-
lor, mas a redefinição não é um requisito neste caso. Finalmente, em
UnitCircle, pode-se observar que a redefinição de uma propriedade
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abstrata, como area, pode ser feita de forma concreta; ou seja, esta
não precisa ser necessariamente uma propriedade derivada. A situação
oposta também é permitida em CML, onde uma propriedade concreta
é redefinida como uma propriedade derivada, como ilustrado pela pro-
priedade radius em UnitCircle.
A tabela 4 mostra o mapeamento de conceitos abstratos entre o
metamodelo de CML e o metamodelo de UML (OMG, 2015a). Enquanto
no metamodelo de CML a metaclasse Concept possui um atributo cha-
mado abstract do tipo Boolean para marcar um conceito como abstrato,
o metamodelo da UML tem um atributo chamado isAbstract (também
Boolean) na metaclasse Class. A versão original do metamodelo ER
(CHEN, 2011), como uma consequência da falta de relacionamentos do





Em CML, a metaclasse Concept
possui um atributo chamado abs-




Em UML, a metaclasse Class tem
um atributo chamado isAbstract
para o mesmo próposito.
ER — A versão original de ER não possui
entidades abstratas.
Tabela 4 – Mapeamento de Conceitos Abstratos para UML (OMG,
2015a) e ER (CHEN, 2011).
Em CML, além de conceitos abstratos, é possível definir propri-
edades abstratas, como mostra a tabela 5. Em UML, atributos são
sempre concretos; somente operações podem ser abstratas. No caso de
uma operação, UML possui um meta-atributo chamado isAbstract do
tipo Boolean. Em CML, porém, existe um meta-atributo derivado cha-
mado abstract na metaclasse Property. Este tem o valor true quando
uma propriedade é derivada mas não é definida por uma expressão.
Vale também salientar que, em CML, somente abstrações podem
definir propriedades abstratas. Por consequência, as especializações de
abstrações precisam necessariamente redefinir as propriedades abstra-
tas, ou então devem ser declaradas elas mesmas como abstrações.
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−− Como um conce i t o abstrato ,
−− i n s t â n c i a s nunca são diretamente c r i ada s
−− a p a r t i r de Shape .
@abstraction Shape
{
−− Uma propr iedade der ivada sem uma expres são
−− é cons iderada uma propr iedade abs t ra ta .
−− Somente c on c e i t o s ab s t r a t o s podem te r propr i edades
−− ab s t r a t a s .
/ area : Double ;
−− Conce i tos ab s t r a t o s podem te r propr i edades conc r e ta s :
c o l o r : S t r ing ;
}
−− Todas as i n s t â n c i a s de C i r c l e são também i n s t â n c i a s
−− de Shape .
@concept Ci r c l e : Shape
{
rad iu s : Double ;
−− Para s e r cons iderado um conce i t o concreto ,
−− Ci r c l e tem que r e d e f i n i r as propr i edades
−− ab s t r a t a s herdadas de Shape .
/ area = 3.14159d ∗ rad iu s ^ 2 .0 d ;
−− Ci r c l e pode também d e f i n i r propr i edades de Shape .
−− Porém , a r e d e f i n i ç ã o não é ob r i g a t ó r i a nes te caso .
c o l o r = "Blue" ;
}
@concept Uni tC i r c l e : C i r c l e
{
−− Observe que a r e d e f i n i ç ã o de uma propr iedade
−− abs t ra ta pode s e r concre ta ;
−− ou se ja , e s t a não p r e c i s a s e r mais uma
−− propr iedade derivada , como o c o r r i a em C i r c l e .
area = 3.14159d ;
−− No caso acima , porém , s e r i a melhor r e d e f i n i r
−− " area " ainda como uma propr iedade derivada ,
−− para se e v i t a r que o va l o r de " area " s e j a
−− modi f icado após a i n s t an c i a ç ão de Un i tC i r c l e .
−− I s t o f o i f e i t o na r e d e f i n i ç ã o de " rad iu s " abaixo .
−− Observe que , em Ci rc l e , " rad iu s " era concreta ,
−− mas sua r e d e f i n i ç ã o abaixo a f e z der ivada .
−− I s t o também é permit ido em CML,
−− da mesma forma que a s i tuação oposta ,
−− como f o i f e i t a acima com " area " .
/ rad iu s = 1 .0 d ;
}






Em CML, propriedades podem ser abs-
tratas. A metaclasse Property possui
um meta-atributo derivado chamado
abstract do tipo Boolean que retorna
true quando uma propriedade é deri-




Em UML, propriedades são sempre con-
cretas, somente operações podem ser
abstratas. A metaclasse Operation tem
um meta-atributo chamado isAbstract.
ER — A versão original de ER não possui atri-
butos abstratos.
Tabela 5 – Mapeamento de Propriedades Abstratas para UML (OMG,
2015a) e ER (CHEN, 2011).
3.4 ATRIBUTOS
Um atributo em CML é uma propriedade de tipos primitivos
(apresentados na subseção 3.4.1). No modelo da figura 14 em CML, as
propriedades title, price e quantity do conceito Book são atributos,
pois seus tipos são primitivos, respectivamente: String, Decimal e
Integer.
A tabela 6 apresenta o mapeamento de um atributo entre o meta-
modelo de CML e os metamodelos de UML (OMG, 2015a) e ER (CHEN,
2011).
Metamodelo Termo Observações
CML Attribute São propriedades de tipos primitivos.
UML Attribute São representados pela associação attri-
bute entre a metaclasse Classe e a me-
taclasse Property.
ER Attribute Formalmente definido como uma função
de um Entity Set para um Value Set.
Tabela 6 – Mapeamento de Attributo em CML para UML (OMG, 2015a)
e ER (CHEN, 2011).
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EmUML, atributos são representados como uma meta-associação
chamada attribute entre a metaclasse Class e a metaclasse Property.
Em ER, um atributo é definido formalmente como uma função que tem
como domínio um Entity Set (ou Entity Type) e como contra-domínio
um Value Set (ou seja, um Primitive Type).
Em CML, atributos não-derivados servem como uma variável
(ou um slot), que faz parte da instância de um conceito, e que mantém
um valor de um determinado tipo primitivo. Um valor inicial pode ser
especificado como uma expressão.
A subseção 3.4.1 enumera os tipos primitivos suportados por
CML. A subseção 3.4.2 trata de atributos derivados. A seção 3.6 cobre
em detalhes os tipos de expressões que podem ser usadas em CML para
inicializar atributos e para definir atributos derivados.
3.4.1 Tipos Primitivos
Um tipo primitivo em CML é um dos tipos de dados pré-definidos
pela linguagem, de acordo com as tabelas 7 e 8. Um tipo primitivo
define o tipo de dado que pode ser armazenado (guardado) pelo atributo
de uma instância.
No metamodelo ER, um tipo de dado é formalmente definido
como um conjunto de valores que servem como o contra-domínio de
uma função atributo. De acordo com o artigo original de ER (CHEN,
2011), para cada conjunto de valores (ou seja, tipo de dado), existe um
predicado que pode ser usado para verificar se um determinado valor
pertence ao conjunto, ou seja, é de um determinado tipo. Em CML,
expressões literais são sintaticamente definidas para cada tipo primitivo,
permitindo assim que o tipo seja inferido através da expressão literal.
Pode-se dizer assim que a forma sintática de uma expressão literal em
CML (subseção 3.6.1) serve como o predicado do metamodelo ER.
Ainda no artigo original de ER, é dito que valores num deter-
minado conjunto podem ser equivalentes a valores em outro conjunto.
Em CML, também, expressões literais do tipo Integer, por exemplo, são
equivalentes a expressões literais do tipo Decimal, e da mesma forma
com outros tipos numéricos. Isto permite que expressões de um tipo
primitivo possam ser promovidas em expressões de outro tipo, a fim de
permitir a inferência de tipo em expressões compostas, tais como em
expressões com operadores (subseção 3.6.3).
O metamodelo UML (OMG, 2015a) contém uma metaclasse es-
pecífica para representar tipos primitivos, chamada de PrimitiveType.
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Assim como em CML, UML também define notação sintática de expres-
sões literais para cada tipo primitivo. CML, entretanto, não tem corres-
pondência direta aos tipos primitivos e expressões literais da UML. Ao
invés disto, CML procura ter uma correspondência mais direta com lin-
guagens de programação, visto que atributos e expressões em CML são
traduzidos para várias linguagens-alvo, como enumerado pelas tabelas
7 e 8.
CML Java C# C++ Python TypeScript
(JS)
String String string wstring str string
Sequência de caracteres Unicode de 16 bits.
Boolean boolean bool bool bool boolean
Únicos valores são as expressões literais: true, false.
Integer int int int32_t int number
Inteiro positivos e negativos de 32 bits em complemento de 2.
Decimal* BigDecimal decimal decimal128 Decimal number
Precisão arbitrária, ponto-fixo, ou ponto-flutuante no sistema decimal, de-
pendendo da linguagem-alvo.
*A especificação do tipo Decimal varia de acordo com a
linguagem-alvo. Comparado aos tipos ponto-flutuante binários,
o tipo Decimal é mais adequado aos cálculos monetários, porém
com um custo de performance.
Tabela 7 – Tipos Primitivos Essenciais de CML.
3.4.2 Atributos Derivados
Em CML, quando o valor de um atributo precisa ser determinado
pela avaliação de uma expressão, este é chamado de atributo derivado.
Seu valor não pode ser alterado ou definido de nenhuma outra forma.
No exemplo da figura 18, o atributo area de Rectangle é um
exemplo de atributo derivado. O valor de area é sempre calculado a
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CML Java C# C++ Python TypeScript
(JS)
Byte byte byte int8_t int number
Inteiros positivos e negativos de 8 bits em complemento de 2.
Short short short int16_t int number
Inteiros positivos e negativos de 16 bits em complemento de 2.
Long long long int64_t long number
Inteiros positivos e negativos de 64 bits em complemento de 2.
Float float float float* float number
Ponto-flutuante de 32 bits - IEEE 754.
Double double double double* float number
Ponto-flutuante de 64 bits - IEEE 754.
*A especificação dos tipos ponto-flutuante em C++ podem
variar, dependendo do hardware e compilador.
Tabela 8 – Tipos Primitivos Adicionais em CML.
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partir dos valores de width e height, que não são atributos derivados
e ao invés armazenam seus valores. Já no conceito Square, width e
height são atributos derivados de site_length.
Em outro caso, agora na figura 19, observa-se que o atributo area
de UnitCircle não é um atributo derivado, pois não tem o prefixo “/”
antes do seu nome, apesar de ter uma expressão na sua definição. Neste
caso, a expressão serve apenas para definir um valor inicial ao atributo
na instanciação do conceito UnitCircle.
A tabela 9 apresenta o mapeamento de um atributo derivado do
metamodelo de CML para os metamodelos de UML (OMG, 2015a) e
ER (CHEN, 2011).
No metamodelo de UML, a metaclasse Property tem um meta-
atributo chamado isDerived, que determina se um atributo é derivado
ou não. Um atributo derivado em UML pode ser definido por uma
expressão em OCL (OMG, 2014b); enquanto CML tem expressões como
parte da linguagem, como é visto na seção 3.6.
Metamodelo Termo Observações
CML Derived Attribute Em CML, a metaclasse Property possui
um meta-atributo derived, e permite a
definição usando expressões da própria
linguagem.
UML Derived Attribute Em UML, a metaclasse Property possui
um meta-atributo isDerived. A defini-
ção pode ser feita com expressões em
OCL.
ER — Atributos derivados não são diferenci-
ados de atributos de memória, ou são
definidos como operações de consulta.
Tabela 9 – Mapeamento de atributos derivados em CML para UML
(OMG, 2015a) e ER (CHEN, 2011).
O metamodelo ER, na sua forma original, não permite a qua-
lificação de atributos derivados como parte de um Entity Type, mas é
possível definir operações de consulta nas quais o resultado pode ser
equivalente a valores de propriedades derivadas em CML. Entretanto,
pode-se dizer que ER, ao definir um atributo como uma função de um
conjunto de entidades para um conjunto de valores, não prescreve que
todos atributos devem ser baseados em memória, nem impede que a
definição de uma função atributo seja feita por uma expressão. No me-
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tamodelo de CML e em sua sintaxe, por outro lado, é necessário definir
que um atributo, ou é baseado em memória (um atributo não-derivado,
não-abstrato, ou seja um slot), ou então é derivado de uma expressão.
3.5 ASSOCIAÇÕES
Em CML, uma associação representa uma relação entre dois
conceitos. Cada tupla desta relação representa uma ligação entre ins-
tâncias destes conceitos. Quando dois conceitos A e B possuem uma
associação entre si, suas instâncias são ligadas de tal forma que é pos-
sível acessar uma instância do conceito A a partir de uma instância do
conceito B, ou vice-versa.
A tabela 10 apresenta o mapeamento de uma associação entre
o metamodelo de CML e os metamodelos de UML (OMG, 2015a) e ER
(CHEN, 2011).
Metamodelo Termo Observações
CML Association Uma associação pode ser representada
apenas por uma Propriedade no Con-
ceito de origem, se for unidirecional e
não haver restrição de cardinalidade na
origem; ou pela metaclasse Associação,
se for bidirecional.
UML Association Sempre representada pela metaclasse
Associação.
ER Relationship Formalmente definido como uma tupla
contendo referências às entidades que
fazem parte do relacionamento.
Tabela 10 – Mapeamento de Associação em CML para UML (OMG,
2015a) e ER (CHEN, 2011).
O metamodelo UML (OMG, 2015a) tem uma metaclasse chamada
Associação que possui instâncias de Propriedade para as quais os tipos
são instâncias de Classe participantes da associação.
No metamodelo CML, por outro lado, a metaclasse Associação
é necessária somente quando se define associações bidirecionais com
restrição de cardinalidade para os dois papéis da associação, como des-
crito na subseção 3.5.2. Enquanto associações unidirecionais (que não
possuem restrição de cardinalidade na origem da associação) são re-
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presentadas por instâncias da metaclasse Propriedade, como descrito
na subseção 3.5.1.
No metamodelo ER (CHEN, 2011), cada associação é conhecida
como um conjunto de relacionamento, sendo cada tupla neste conjunto
chamada de relacionamento. Diferentemente de CML e UML, num
modelo ER, as tuplas de um conjunto de relacionamento podem ser
consultadas diretamente, não havendo a noção de propriedade em cada
Tipo de Entidade, que permitiria acesso aos relacionamentos.
Assim como UML, CML também permite a definição de asso-
ciações derivadas através de expressões. Este tipo de associação será
descrito na subção 3.5.3.
3.5.1 Associações Unidirecionais
Associações unidirecionais em CML são representadas por ins-
tâncias da metaclasse Propriedade. O conceito que dá origem à associ-
ação possui a propriedade cujo o tipo é o nome do outro conceito que
faz parte da associação. Somente instâncias do conceito-origem podem
acessar instâncias do conceito-destino através de sua propriedade, que
serve como o papel do conceito-destino se usarmos a terminologia da
UML.
No exemplo da figura 14, as propriedades em CML que represen-
tam o destino de associações unidirecionais (books, customers e orders
de BookStore) seriam equivalentes a associações em UML com os res-
pectivos papéis (mostrando a direção de navegação e a cardinalidade
junto ao nome de cada papel). Porém, em CML, é necessário apenas
definir as propriedades.
No metamodelo ER, as tuplas de um conjunto de relacionamento
(equivalente a uma associação em CML) podem ser consultadas dire-
tamente, portanto não há necessidade de se expressar a direcionalidade
da associação.
É importante esclarecer que, se existir a necessidade de restringir
a cardinalidade na origem de uma associação unidirectional, esta não
pode ser representada em CML pela metaclasse Propriedade. É neces-




Associações bidirecionais possuem ligações que podem ser aces-
sadas a partir de cada instância participante da associação. O acesso se
dá através de uma propriedade (papel) que faz referência a uma ou mais
instâncias do outro conceito participando da associação. O metamo-
delo de CML representa uma associação bidirecional com a metaclasse
Associação.
No exemplo da figura 20, Employment é uma instância da me-
taclasse Associação. Employment define uma associação bidirecional
entre Employee e Organization através da propriedade employer
de Employee e da propriedade employees de Organization.
@concept Employee
{
name : S t r ing ;




name : S t r ing ;




Employee . employer ;
Organizat ion . employees ;
}
Figura 20 – Exemplo de associação bidirecional.
Devido à bidirecionalidade da associação Employment, se a
propriedade employer de uma instância de Employee faz referência
a uma instância de Organization, torna-se possível acessar aquela ins-
tância de Employee a partir da propriedade employees da instância
de Organization. Isto se dá porque toda instância de Employee que
atribuir à sua propriedade employer uma referência a uma instân-
cia de Organization terá sua referência automaticamente incluída na
propriedade employees daquela instância de Organization.
Uma restrição importante em CML é não ser possível definir
uma associação bidirecional entre dois conceitos onde o tipo de am-
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bas as propriedades participantes da associação tenha cardinalidade
maior que zero. Esta restrição é necessária porque pelo menos uma das
instâncias participantes precisa ser criada antes que uma ligação seja
estabelecida.
3.5.3 Associações Derivadas
Associações derivadas são representadas por propriedades deri-
vadas, que associam um conceito-origem a um conceito-destino através
de expressões. Para se obter referência a um conceito-destino a partir de
um conceito-origem, é preciso avaliar a expressão da propriedade. En-
tre as sub-expressões que formam a expressão da associação derivada,
existem caminhos para outras associações, que servem como base para
a associação derivada.
No exemplo da figura 14, a expressão de orderedBooks em Bo-
okStore é um exemplo de expressão usando um caminho (seção 3.6.2)
para definir uma associação derivada. Compreensões (seção 3.6.7) tam-
bém podem ser usadas para definir associações derivadas.
Enquanto associações derivadas em CML são necessariamente
unidirecionais, por serem definidas por expressões, UML não impõe
tal restrição, permitindo modelar associações bidirecionais derivadas
em seu modelo. Este caso pode ser modelado em CML através de duas
associações derivadas, uma definida na origem e outra no destino, desde
que ambas sejam derivadas a partir de expressões baseadas na mesma
associação bidirecional.
3.6 EXPRESSÕES
Em CML, expressões são usadas para atribuir valores iniciais a
atributos ou para definir propriedades derivadas. Como visto nos exem-
plos das seções anteriores, existem vários tipos de expressões em CML,
permitindo a definição de valores simples de tipos primitivos até associ-
ações derivadas mais complexas. Diferentemente de UML, que utiliza
OCL como uma linguagem auxiliar para definir expressões, CML incor-
pora expressões em sua própria sintaxe, permitindo assim que modelos
conceituais sejam completamente definidos pela linguagem.
As subseções seguintes vão apresentar cada um dos tipos de ex-
pressões suportadas por CML.
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3.6.1 Expressões Literais
Para cada um dos tipos primitivos suportados por CML, existem
expressões literais que permitem representar seus valores.
A tabela 11 apresenta exemplos e a sintaxe das expressões literals
para os tipos primitivos essenciais, os quais são suficientes para modelar
um grande conjunto de domínios.
Tipo Sintaxe Exemplo
String ’"’ (’\\’[btnr"\\] | . )*? ’"’ "Hello!\n"
Boolean ’true’ | ’false’ true
Integer (’0’..’9’)+ 123456
Decimal (’0’..’9’)* ’.’ (’0’..’9’)+ 1234.567
Tabela 11 – Expressões Literais dos Tipos Primitivos Essenciais
A tabela 12 apresenta as expressões literais dos tipos primiti-
vos adicionais. Este são necessários quando se precisa ter acesso aos
tipos correspondentes das linguagens de programação convencionais,
tais como inteiros curtos/longos e ponto-flutuantes.
Tipo Sintaxe Exemplo
Byte (’0’..’9’)+ ’b’ 127b
Short (’0’..’9’)+ ’s’ 1234s
Long (’0’..’9’)+ ’l’ 1234567l
Float (’0’..’9’)* ’.’ (’0’..’9’)+ ’f’ 1234.567f
Double (’0’..’9’)* ’.’ (’0’..’9’)+ ’d’ 1234.567d
Tabela 12 – Expressões Literais dos Tipos Primitivos Adicionais
É importante observar que, como cada tipo primitivo tem seus
próprios valores literais, é possível determinar o tipo de cada expressão
literal em CML. Este recurso é necessário porque CML faz inferên-
cia automática do tipo de propriedades definidas por uma expressão, e
também porque permite evitar a combinação de expressões numéricas
e de ponto-flutuante, que poderiam gerar perda de precisão. Em con-
traste, OCL possui uma única sintaxe para todos os tipos númericos,
e por isto OCL não pode inferir os tipos primitivos a partir de suas
expressões literais.
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3.6.2 Expressões de Caminho
Expressões de caminho permitem acessar os valores de propri-
edades de um conceito, sejam atributos ou destinos de associações, e
também valores de parâmetros em expressões lambda.
No exemplo da figura 21, no conceito Rectangle, o atributo
area é definido pela multiplicação dos valores dos atributos width
e height, que são referenciados por duas expressões de caminho. O
resultado destas expressões serão os respectivos valores das atributos
correspondentes.
Também na figura 21, o conceito BookStore contém a associ-
ação derivada ordered_books, que é definida por uma expressão de
caminho. Esta percorre os destinos de associação orders de BookS-
tore, items de Order e book de Item. O resultado é uma sequência




o rde r s : Order ∗ ;








book : Book ;
qty : i n t e g e r ;
/ d e s c r i p t i o n = book . t i t l e ;




t i t l e : s t r i n g ;
p r i c e : decimal ;
}
Figura 21 – Exemplos de Expressões de Caminho.
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Outra forma de interpretar o caminho de expressão orders.items.book
é transformá-lo na seguinte expressão equivalente em OCL:
orders->collect(items)->flatten()->collect(book)
Na expressão OCL acima, enumera-se a coleção de orders para
coletar as coleções de items de cada instância de Order em orders.
Como o resultado é uma coleção de outras coleções, usa-se flatten()
para transformá-la numa única coleção de instâncias de Item. Final-
mente, enumera-se esta última coleção a fim de gerar uma coleção com
as instâncias de Book que são associadas às instâncias de Item.
Pela explicação acima, é possível perceber, que apesar de sucin-
tas, as expressões de caminho envolvem uma série de operações, sendo
assim uma forma poderosa de acessar instâncias e valores de proprie-
dades.
3.6.3 Expressões com Operadores
A linguagem CML permite o uso de operadores aritméticos, re-
lacionais, lógicos e referenciais. A maior parte dos operadores são infi-
xados, com apenas três prefixados. O uso de parênteses é permitido a
fim de estabelecer precedência.
A tabela 13 mostra os operadores aritméticos em ordem de pre-
cedência. Estes operadores só aceitam como operandos as expressões
de tipos primitivos númericos e de ponto-flutuante. Os operadores de
adição e subtração também podem ser prefixados.
Operadores Operações Associatividade Exemplo
^ Exponenciação Direita 3 ^ 2
*, /, % Mult., Div., Mod. Esquerda 6 * 2 / 3 % 4
+, -∗ Adição, Subtração Esquerda 6 + 2 - 1
∗Os operadores de adição e subtração também podem ser prefixados.
Tabela 13 – Operadores Aritméticos em Ordem de Precedência
A tabela 14 mostra os operadores relacionais. Estes operadores
só aceitam como operandos as expressões de tipos relacionais; o que
inclui String, os tipos númericos e os de ponto-flutuante; são excluídos
o tipo Boolean e os tipos referenciais.
A tabela 15 mostra os operadores referenciais. Estes operadores
só aceitam como operandos as referências a instâncias de conceitos; o
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Operadores Operações Exemplo
<, <=, >, >= Ordenação 3 < 2
==, != Igualdade, Desigualdade 6 != 3
Tabela 14 – Operadores Relacionais
que exclue todos os tipos primitivos. O operador de conversão incon-
dicional de tipo (as!) pode causar uma exceção em tempo de execução
se o tipo real da instância não for compatível com o tipo esperado.
O operador de conversão condicional (as?) seleciona automaticamente
somente as instâncias compatíveis e nunca causa uma exceção.






























Tabela 15 – Operadores Referenciais
A tabela 16 mostra os operadores lógicos em ordem de precedên-
cia. Estes operadores só aceitam como operandos as expressões do tipo
Boolean. Com exceção do operador de negação (not), que é prefixado,
todos os outros operadores lógicos são infixados. A associatividade dos
operadores infixados é sempre da esquerda para a direita.
Finalmente, a tabela 17 mostra a ordem de precedência entre as
diferentes classes de operadores.
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Operadores Operações Exemplo
not Negação not p
and Conjunção p and q
or Disjunção p or q
xor Disjunção Exclusiva p xor q
implies Implicação p implies q
Tabela 16 – Operadores Lógicos em Ordem de Precedência
Operadores Classe
+, -, not Prefixados
+, -, *, /, ... Aritméticos
<, >, ... Relacionais
===, !==, ... Referenciais
and, or, ... Lógicos
Tabela 17 – Classes de Operadores em Ordem de Precedência
3.6.4 Expressões Condicionais
As expressões condicionais permitem alternar a avaliação de uma
ou mais expressões. O operando da condição que determina a alter-
nância é sempre uma expressão do tipo Boolean. Os demais operandos
podem ser de qualquer tipo, incluindo os tipos primitivos.
Estas expressões se dividem em três categorias: unária – somente
avalia a única expressão se a condição for verdadeira; binária – resulta
na primeira expressão se a condição for verdadeira e na segunda ex-
pressão se a condição for falsa; opcional – resulta na expressão que tem
um valor presente.





Se <cond> é verdadeira,
retorne <expr>, senão
resultado é vazio.




Se <cond> é falsa,
retorne <expr>, senão
resultado é vazio.




Se <cond> é verdadeira,
retorne <expr1>, senão
retorne <expr2>.




resultar num valor, senão
retorne <expr2> se
resultar num valor, senão
o resultado é vazio.
item.book or? item.other
Tabela 18 – Expressões Condicionais
Para as expressões condicionais unárias (if e unless), o tipo
resultante sempre é o tipo do operando expr. Se a cardinalidade do tipo
do operando for sequência (*), a cardinalidade do resultado também
será sequência. Senão, a cardinalidade do resultado é opcional (?).
No caso da expressão condicional binária (if-then-else), o tipo
resultante é o mais próximo super-tipo entre expr1 e expr2. A cardina-
lidade do resultado será aquela que abrange a cardinalidade das duas
expressões. Se não foi possível encontrar um super-tipo, a expressão é
considerada inválida.
Já na expressão condicional opcional, se present(<expr1>) é ver-
dadeiro, retorna <expr1>. Se present(<expr1>) é falso e present(<expr2>)
é verdadeiro, retorna <expr2>. Senão, o resultado é vazio. Assim como
nas expressões binárias, tipo resultante é o mais próximo super-tipo
entre o primeiro e o segundo operando, e a cardinalidade do resultado
será aquela que abrange a cardinalidade das duas expressões.
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3.6.5 Invocações
Invocações permitem aplicar uma função a um número de ar-
gumentos que correspondem aos seus parâmetros. Em CML, existem
algumas funções pré-definidas pelo módulo cml_base, mas novas fun-
ções podem ser definidas através de @function.
No exemplo da figura 22, o conceito Order define um atributo
derivado total_items através da invocação da função count(), que
é definida em cml_base. Como único argumento, a função count()
recebe uma sequência de valores provenientes do caminho items e,
quando avaliada, retorna o número de elementos nesta sequência.
@concept Order
{
items : Item ∗ ;
tota l_items = count ( items ) ;
}
@concept Item ;
Figura 22 – Exemplos de Invocações.
Diferentemente de CML, OCL não permite a invocação de fun-
ções. As invocações em OCL são de operações ou métodos sobre uma
instância de uma classe (usando o operador “.”) ou de uma coleção
(usando o operador “->”).
3.6.6 Lambdas
CML permite o uso de expressões lambda como um argumento
na invocação de uma função. Existem várias funções pré-definidas pelo
módulo cml_base que se utilizam de expressões lambda.
No exemplo da figura 23, o conceito BookStore define uma as-
sociação derivada premium_orders, que é definida pela invocação da
função select. O primeiro argumento da invocação define a associação
orders como a origem da derivação. O segundo argumento define uma
expressão lambda que seleciona elementos da propriedade orders. A
invoção de select retorna, neste caso, somente as instâncias em orders
cuja a avaliação da expressão total > 1000.00 seja verdadeira.
Observe que expressões lambda são colocadas entre colchetes,




o rde r s : Order ∗ ;




t o t a l : Decimal ;
}
Figura 23 – Exemplo do Uso de Expressões Lambda
taticamente o escopo em que será executada a expressão. Em total >
1000.00, o total será avaliado dentro do escopo da expressão lambda,
sempre que esta for invocada pela função select. Neste caso, total
refere-se ao atributo de uma instância de Order encontrada em or-
ders.
Em OCL, também é permitido o uso de lambda (chamado de
closure em OCL) nas operações sobre coleções.
3.6.7 Compreensões
CML permite um tipo de expressão chamada de compreensão,
que é uma forma flexível e expressiva de construir novas sequências, ou
de calcular resultados, a partir de sequências existentes. As compre-
ensões se assemelham à notação de construção de conjuntos em Mate-
mática, ou às compreensões de lista na linguagem Python, ou ainda às
compreensões for na linguagem Scala.
No exemplo da figura 24, o conceito BookStore define uma as-
sociação derivada premium_orders, que é definida por uma compre-
ensão. A sequência de entrada definida pela propriedade orders, que
serve como a associação original, é seguida por uma barra vertical. Ao
lado direito da barra, encontra-se uma expressão com a palavra-chave
select seguida de dois-pontos e da expressão total > 1000.00.
Da mesma forma como correu com a invocação do exemplo da
figura 23, a compreensão da figura 24 retorna somente as instâncias em
orders cuja a avaliação da expressão total > 1000.00 seja verdadeira.





o rde r s : Order ∗ ;




t o t a l : Decimal ;
}
Figura 24 – Exemplos de uma expressão de compreensão.
As compreensões em CML são encadeadas usando barras ver-
ticais, enquando operações sobre coleções em OCL usam “->”, como
ilustrado na figura 25.
// Em OCL:
top_orders−>s e l e c t ( items−>ex i s t s ( qty > 10))
−>s e l e c t ( t o t a l > 100)
// Em CML:
top_orders | s e l e c t : ( i tems | e x i s t s : qty > 10)
| s e l e c t : t o t a l > 100 ;
Figura 25 – Comparação sintática de uma compreensão em CML com
seu equivalente em OCL.
3.7 COMPARAÇÃO DE CML COM UML / OCL E ER
A tabela 19 resume a comparação de CML com os metamodelos
de UML / OCL e ER.
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CML UML / OCL ER
Conceito Classe Tipo de Entidade









Idem Operações de Con-
sulta
Generalização / Especiali-
zação / Herança Múltipla
Idem, incluindo operações Não Disponível
Abstrações Classes Abstratas Não Disponível
Atributos / Associações
Abstratas
Não Disponível Não Disponível
Consultas Extensíveis Parcialmente através de
closures em OCL
Não Disponível
Tabela 19 – Comparação de CML com UML / OCL e ER
A seguir, algumas das diferenças são enumeradas:
• CML define conceitos através de atributos e associações, a fim
de manter-se agnóstico de paradigmas de programação, enquanto
UML também permite a definição de operações em classes.
• CML define tanto atributos quanto associações através de propri-
edades, enquanto UML requer a definição explícita de associações,
sejam elas unidirecionais ou bidirecionais.
• ER não permite a definição explícita de atributos e associações
derivados, tal como em CML e OCL.
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• Generalização / especialização são suportados tanto por CML
quando UML, mas não na versão original de ER. UML também
permite a herança de operações.
• Abstrações, ou classes abstratas, não estão disponível em ER.
• Atributos e associações abstratas são possíveis em CML, mas não
em UML e ER.
• CML permite maior extensibilidade nas consultas usadas na de-
finição de atributos e associações derivadas através de funcões,
enquanto OCL já é mais restrito, não permitindo a definição de
funções nas linguagens-alvo. Já, ER, baseado no modelo relacio-
nal, só permite as operações pré-definidas deste modelo.
Pode-se então verificar que CML possui um conjunto básico de
construções em seu metamodelo que permitem a modelagem conceitual
de forma textual. CML tem um poder de exprevisidade similar a UML




4 CML: O COMPILADOR
Este capítulo apresenta o compilador CML, que permite gerar có-
digo em qualquer linguagem de programação. Para tanto, este precisa
de templates escritos especificamente para gerar código numa determi-
nada linguagem. Um conjunto padrão de templates são fornecidos com
a biblioteca base do compilador CML. Bibliotecas de terceiros podem
fornecer seus próprios templates a fim de gerar código para tecnologias
ou plataformas específicas. Desenvolvedores também podem estender
templates existentes para adaptar as implementações às características
específicas de seus projetos.
A seção 4.1 apresenta a arquitetura do compilador CML, en-
quanto as próximas seções apresentam seus componentes: a seção 4.2
introduz as noções de construtores e tarefas; a seção 4.3 apresenta em
mais detalhes os templates que suportam a geração de código; e, por
fim, a seção 4.4 aborda módulos e bibliotecas.
4.1 ARQUITETURA DO COMPILADOR
A arquitetura do compilador CML é apresentada na figura 26.
Figura 26 – Uma visão geral da arquitetura do compilador CML.
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Os dois componentes principais do compilador CML, juntamente
com os tipos de artefatos que eles manipulam, são:
• Frontend: processa os arquivos-fonte CML, gerando uma repre-
sentação interna de um modelo CML. Durante o processamento,
validações sintáticas e semânticas são executadas, e erros são
apresentados ao desenvolvedor. Se os arquivos-fonte são proces-
sados e validados de forma bem sucedida, a representação interna
(AST) do modelo CML serve de entrada para o Backend.
• Backend: recebe a AST do modelo CML como entrada. Baseado
na especificação-alvo provida juntamente com o modelo CML, o
Backend seleciona que templates usar na geração de código. As-
sim, os arquivos-alvo são gerados e ficam disponíveis para serem
consumidos por outras ferramentas.
Observa-se na figura 26 a importância dos templates na geração
de código. Estes servem de entrada, juntamente com a AST, para
o Backend. De certa forma, é possível considerá-los uma espécie de
código-fonte, assim como o código de entrada em CML, pois não seria
possível executar a geração de código sem os templates e estes também
podem ser fornecidos pelos próprios desenvolvedores.
4.2 CONSTRUTORES E TAREFAS
Uma vez capturada a essência de um modelo conceitual usando
a linguagem CML (como apresentado no capítulo 3), é possível então
gerar código para diversas finalidades a partir deste modelo. Diferente-
mente de compiladores tradicionais, o processo de geração de código do
compilador CML pode ser modificado ou complementado a fim de se
gerar código apropriado para diferentes tipos de aplicações, tecnologias
e linguagens de programação.
Foi necessário então adicionar ao metamodelo da linguagem CML
dois termos – construtores e tarefas – que organizam a estrutura de
templates de geração de código, permitindo sua extensão e execução.
Os dois termos, e a teoria por trás deles, foram definidos por David
Deutsch no artigo Teoria de Construtores (DEUTSCH, 2013). Esta teo-
ria foi concebida como um arquetipo para expressar teorias científicas;
porém, devido à sua aplicabilidade, CML usa esta teoria para organizar
o processo de geração de código.
Um construtor é algo que pode causar a transformação de um
determinado substrato em outro. Em CML, um construtor representa
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um grupo de templates de geração de código; o substrado de entrada é
a representação interna (AST) do modelo definido na linguagem CML;
e o substrato de saída são os arquivos-alvo gerados pelos templates. O
processo de geração de código é chamado de construção.
Para que ocorra uma construção a partir de um modelo de en-
trada, é preciso definir o alvo desejado como saída e o construtor que
executará a transformação. Em CML, estes elementos são definidos
por uma tarefa. Um módulo CML pode conter uma ou mais tarefas
que definem, além de seu construtor, alguns atributos que orientam o
construtor a gerar arquivos-alvo de acordo com certos parâmetros.
A figura 27 mostra dois exemplos de tarefas definidas em CML:
a tarefa livir_poj usa o construtor poj para gerar código em Java; e a
tarefa livir_pop usa o construtor pop para gerar código em Python.
Cada uma das tarefas especifica alguns atributos que irão definir o nome
de módulos, diretórios e arquivos gerados.
@task l i v i r_po j : poj
{
groupId = " l i v i r " ;
a r t i f a c t I d = " l i v i r −books" ;
a r t i f a c tV e r s i o n = "1.0−SNAPSHOT" ;
packageName = " l i v i r . books" ;
packagePath = " l i v i r /books" ;
}
@task l i v i r_pop : pop
{
moduleName = " l i v i r_books " ;
moduleVersion = " 1 .0 " ;
}
Figura 27 – Exemplos de tarefas definidas em CML.
4.3 TEMPLATES DE GERAÇÃO DE CÓDIGO
Os templates extensíveis usados pelo compilador CML são im-
plementados em StringTemplate. Parr desenvolveu a linguagem String-
Template para geração de código (PARR, 2004). Esta linguagem foi
adotada para uso no compilador CML por garantir a separação entre
os modelos definidos em CML e os templates utilizados na geração de
código.
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Os templates são definidos através de expressões sem efeito cola-
teral, ou seja, as expressões permitem percorrer os modelos sem causar
a alteração do estado do compilador. As expressões também são in-
dependentes de ordem de execução, ou seja, um template pode ser
invocado a partir de qualquer ponto de outro template e sempre gerará
o mesmo resultado se os mesmos parâmetros forem utilizados. Outra
vantagem de StringTemplate é o fato de reforçar um estilo mais decla-
rativo/funcional (ao invés de imperativo), impedindo assim a inclusão
de código mais complexo nos próprios templates, o que melhora a ma-
nutenibilidade dos mesmos.
Se considerarmos uma gramática de linguagem como uma função
que gera modelos a partir de texto (função esta especificada de forma
declarativa através de produções), pode-se dizer que um template es-
crito em StringTemplate é basicamente a função inversa de uma gra-
mática (também especificada de forma declarativa), gerando texto a
partir de um modelo.
O compilador CML usa StringTemplate para dois propósitos:
• Definição de nomes de arquivos e estrutura de diretórios: cada
construtor (definido na seção 4.2) gera sua própria estrutura de
diretórios através de um arquivo de template chamado “files.stg”.
Este template pode usar os atributos definidos por uma tarefa
(também definida na seção 4.2) para derivar o nome dos arquivos-
alvo e o nome de seus diretórios. Um exemplo é mostrado abaixo:
model_files(task, model) ::= <<
pom_file|pom.xml
>>
concept_files(task, concept) ::= <<
concept_file|<task.packagePath>/<concept.name; format="pascal-case">.java
>>
• Geração do conteúdo dos arquivos-alvo: Cada arquivo-alvo lis-
tado no template “files.stg” precisa fazer referência a um outro
template que gera o contéudo do arquivo-alvo. O template de
conteúdo recebe como entrada um elemento-raiz do modelo CML,
que provê toda a informação necessária para gerar o seu conteúdo.
O tipo de elemento do modelo recebido como entrada pelo tem-
plate de conteúdo depende de qual função do template “files.stg”
listou o arquivo-alvo. Por exemplo, se o arquivo-alvo foi listado
por concept_files, então o elemento-raiz passado para o tem-
plate de conteúdo será um conceito do modelo CML. Um arquivo
de conteúdo típico é mostrado abaixo:
81
import "/design/poj.stg"





No exemplo que mostra um template “files.stg”, dois tipos de
arquivo-alvo são criados pelo construtor. Um arquivo para o módulo
“pom.xml” (baseado no template “pom_file”); e um arquivo com a ex-
tensão “.java” para cada conceito do modelo CML (baseado no template
“concept_file”). No exemplo do template de conteúdo, “concept_file”
gera uma classe DTO (Data Transfer Object) em Java. O template
que define uma DTO é importado de “/design/poj.stg” e é aplicado
pela invocação class(concept).
4.4 MÓDULOS E BIBLIOTECAS
Ao desenvolver um único componente, é suficiente manter um
único diretório com todos os arquivos-fonte de um modelo CML. Porém,
quando mais de um componente está sendo desenvolvido como parte
de um sistema maior, é necessário separar o código-fonte em CML
compartilhado entre os vários componentes. Alguns sistemas também
lidam com vários domínios, o que torna benéfico a separação do código-
fonte em vários modelos.
Para permitir isto, CML introduz a noção de módulos. Agru-
pando um conjunto de elementos de um modelo CML, um módulo em
CML é conceitualmente similar aos pacotes em UML (OMG, 2015a). Fi-
sicamente, cada módulo é um diretório no sistema de arquivos contendo
os seguintes sub-diretórios:
• source: onde fica o código-fonte escrito em CML.
• templates: um diretório opcional contendo arquivos de templates.
• tests: outro diretório opcional contendo testes que verificam o
código gerado.
• targets: criado pelo compilador CML; contém os arquivos-alvo
gerados por cada tarefa executada pelo módulo.
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A figura 28 é um exemplo de uma estrutura de diretório típica
de um módulo CML.
Figura 28 – Estrutura de Diretório de Módulo CML
Ummódulo é definido em CML pela declaração@module, como
ilustrado na figura 29. Se um módulo precisa fazer referência a elemen-
tos de outro módulo, a declaração @module pode incluir uma decla-
ração @import que define o nome do módulo contendo os elementos
desejados. O compilador irá então compilar o módulo importado antes
do módulo corrente.
83
@module l i v i r_books
{
@import l i v i r_produc t s ;
}
Figura 29 – Exemplo de declaração de módulo em CML.
Um módulo CML não tem especificação de versão, sendo man-
tido dentro do mesmo repositório de código que contém os módulos
que importa. Entretanto, é planejado para uma versão futura de CML
o empacotamento de um módulo em uma biblioteca, a qual teria uma
versão e o mesmo nome do módulo. A biblioteca então poderia ser pu-
blicada num repositório público (ou de uma organização) para que seja
compartilhada com outros desenvolvedores e projetos. Uma biblioteca
CML seria desta forma o empacomento de um módulo para distribuição
com uma versão específica.
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5 O PROCESSO DE DESENVOLVIMENTO DE CML
A figura 30 ilustra o processo de desenvolvimento da linguagem
CML e do seu compilador. A seção 5.1 descreve as atividades envolvi-
das na implementação do compilador, enquanto a seção 5.2 aborda o
processo de bootstrapping do metamodelo do compilador.
O processo iniciou-se com o desenvolvimento de um protótipo
para validar a viabilidade das tecnologias usadas no projeto, tais como
ANTLR (PARR, 2007) e StringTemplate (PARR, 2004); e também para
definir a arquitetura do compilador, como apresentada no capítulo 4.
A seguir, pesquisou-se as soluções existentes (relatadas no capítulo 2),
que serviram de inspiração e de bases de comparação durante o desen-
volvimento.
Figura 30 – Diagrama do Processo de Desenvolvimento de CML
Como pode-se verificar no diagrama, o processo de desenvolvi-
mento de CML não tem estado final, ou seja, o processo é iterativo
e contínuo; cada uma das atividades se repete continuamente, apri-
morando a linguagem e o compilador. O resultado apresentado neste
trabalho é um snapshot inicial do que ainda se pretende realizar em
trabalhos futuros, como enumerados na seção 7.1.
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5.1 IMPLEMENTAÇÃO E TESTE DO COMPILADOR
Como mostra a figura 30, a definição da linguagem se deu em
paralelo com sua implementação. Na medida em que a sintaxe era
definida em ANTLR, o metamodelo correspondente da linguagem era
definido em Java, e os templates da biblioteca básica eram definidos
em StringTemplate. Módulos de testes eram então definidos (usando
a própria infra-estrutura de teste do compilador) para se verificar as
novas construções acrescentadas na linguagem. Erros na execução dos
testes exigiam modificações tanto na sintaxe, quanto no metamodelo
e nos templates. Este processo iterativo se repetia para cada nova
construção da linguagem.
Outro aspecto importante durante a definição da linguagem foi
a comparação com o metamodelo e as construções existentes nas lin-
guagens UML e OCL, a fim de guarantir que a linguagem CML possua
um número essencial de construções de modelagem, e também para
que CML seja bem fundamentada semanticamente. O resultado destas
comparações foi relatado no capítulo 3.
A infra-estrutura de teste permitiu a definição de módulos cuja
a entrada é código de teste em CML. Ao executar um módulo de teste,
o próprio compilador CML verifica automaticamente se a saída corres-
ponde ao código desejado na linguagem-alvo, reportando as diferenças
encontradas entre o código gerado e o código esparado. A verificação
de código gerado em Java e Python permitiu validar a flexibilidade do
metamodelo da linguagem CML e dos templates da biblioteca básica do
compilador CML; visto que Java é uma linguagem estática, fortemente
tipada, enquanto Python é uma linguagem dinâmica com sintaxe muito
característica, bem diferente da família de linguagens que se basearam
na sintaxe do C, como é o caso do Java.
A infra-estrutura de teste do compilador também permite exe-
cutar o código gerado em Python e em Java, a fim de verificar seu
comportamento em tempo de execução. A figura 31 mostra a execução
de um módulo de teste pelo compilador CML.
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Testing associations/bidirectional with task vehicles_cmlc_py:
- Verifying the compiler 's output ...OK
- Verifying missing target files ...OK
- Verifying target file: setup.py ...OK
- Verifying target file: cml_associations_bidirectional_vehicles_cmlc/__init__.py ...OK
- Checking types of Python module: cml_associations_bidirectional_vehicles_cmlc ...OK
- Installing Python package: vehicles_cmlc_py ...OK
- Running Python client: clients/vehicles_cmlc_py/client.py ...OK
- SUCCESS
Testing associations/bidirectional with task vehicles_pop:
- Verifying the compiler 's output ...OK
- Verifying missing target files ...OK
- Verifying target file: setup.py ...OK
- Verifying target file: cml_associations_bidirectional_vehicles_pop/__init__.py ...OK
- Checking types of Python module: cml_associations_bidirectional_vehicles_pop ...OK
- Installing Python package: vehicles_pop ...OK
- Running Python client: clients/vehicles_pop/client.py ...OK
- SUCCESS
Testing specializations/redefinitions with task shapes_cmlc_java:
- Verifying the compiler 's output ...OK
- Verifying missing target files ...OK
- Verifying target file: pom.xml ...OK
- Verifying target file: src/main/java/shapes/cmlc/Rectangle.java ...OK
- Verifying target file: src/main/java/shapes/cmlc/Circle.java ...OK
- Verifying target file: src/main/java/shapes/cmlc/UnitCircle.java ...OK
- Verifying target file: src/main/java/shapes/cmlc/Square.java ...OK
- Verifying target file: src/main/java/shapes/cmlc/RedUnitCircle.java ...OK
- Verifying target file: src/main/java/shapes/cmlc/Shape.java ...OK
- Verifying target file: src/main/java/shapes/cmlc/Rhombus.java ...OK
- Building Maven module: shapes_cmlc_java ................................................ OK
- Running Java client: clients/shapes_cmlc_java/pom.xml ............................. OK
- SUCCESS
Testing specializations/redefinitions with task shapes_cmlc_py:
- Verifying the compiler 's output ...OK
- Verifying missing target files ...OK
- Verifying target file: setup.py ...OK
- Verifying target file: cml_specializations_redefinitions_shapes_cmlc/__init__.py ...OK
- Checking types of Python module: cml_specializations_redefinitions_shapes_cmlc ...OK
- Installing Python package: shapes_cmlc_py ...OK
- Running Python client: clients/shapes_cmlc_py/client.py ...OK
- SUCCESS
Testing expressions/types with task poj:
- Verifying the compiler 's output ...OK
- Verifying missing target files ...OK
- Verifying target file: src/main/java/types/poj/Descendant.java ...OK
- Verifying target file: src/main/java/types/poj/Ancestor.java ...OK
- Verifying target file: src/main/java/types/poj/Types.java ...OK
- Building Maven module: poj ................................................ OK
- SUCCESS
Testing expressions/types with task pop:
- Verifying the compiler 's output ...OK
- Verifying missing target files ...OK
- Verifying target file: cml_expressions_types_pop/__init__.py ...OK
- Checking types of Python module: cml_expressions_types_pop ...OK
- Installing Python package: pop ...OK
- SUCCESS
Testing specializations/compatible_generalizations with task compatible_generalizations:
- Verifying the expected errors from compiler ...OK
- SUCCESS
Testing specializations/abstract_property_redefinition with task ...
- Verifying the expected errors from compiler ...OK
- SUCCESS
Testing specializations/generalization_compatible_redefinition with task ...
- Verifying the expected errors from compiler ...OK
- SUCCESS
Testing specializations/conflict_redefinition with task conflict_redefinition:
- Verifying the expected errors from compiler ...OK
- SUCCESS
Testing specializations/not_own_generalization with task not_own_generalization:
- Verifying the expected errors from compiler ...OK
- SUCCESS
Figura 31 – Execução de Módulos de Teste
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5.2 BOOTSTRAPPING DO METAMODELO
Assim que uma versão relativamente completa do compilador
estava disponível, iniciou-se o processo de bootstrapping, onde o me-
tamodelo da linguagem CML começou a ser convertido da linguagem
Java para a própria linguagem CML, como ilustrado na figura 32.
Figura 32 – Diagrama do Processo de Bootstrapping do Metamodelo
de CML
Para que o processo de bootstrapping fosse auto-sustentável, ape-
nas parte do metamodelo foi selecionada para conversão em cada ite-
ração. Uma vez validada a conversão de uma parte do metamodelo,
uma nova versão do compilador era gerada e usada para se converter
a próxima parte. Assim foi possível guarantir que o compilador conti-
nuasse funcionando e seu metamodelo fosse gradativamente convertido
para CML.
Durante o processo de bootstrapping foram detectadas uma série
de deficiências tanto no metamodelo, como no código gerado, que não
haviam sido verificadas originalmente com os módulos de teste. As-
sim, alterou-se a linguagem e os testes para se corrigir as deficiências,
melhorando tanto a linguagem CML, quanto a qualidade do código
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gerado.
Vale salientar também que a modelagem do metamodelo da lin-
guagem CML na própria linguagem auxiliou na sua formalização atra-
vés de sua especificação em UML/OCL (anexo A), visto que modela-
gens em CML podem ser facilmente convertidas para UML/OCL, como
demonstrado nas comparações do capítulo 3.
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6 ANÁLISE DE CUSTO-BENEFÍCIO
Esta análise foi inspirada pelo trabalho A General Economics
Model of Software Reuse (GAFFNEY JR.; CRUICKSHANK, 1992) e pro-
cura estabelecer algumas equações que modelam o custo do desenvol-
vimento de software com o auxílio de modelagem conceitual. Diferen-
temente do trabalho mencionado, esta análise estabelece apenas uma
tese baseada no modelo matemático. Esta análise, entretanto, abre a
porta para que trabalhos futuros utilizem este modelo na verificação
desta tese através de experimentos que avaliem o desempenho de CML
em projetos concretos.
Dado um sistema distribuído composto de um ou mais compo-
nentes (N) que precisam implementar o mesmo modelo conceitual, e
desconsiderando as bibliotecas reutilizadas pelos componentes, tem-se





onde, para cada componente do sistema, Ai é o custo de desenvolvi-
mento do código de aplicação e Mi é o custo de desenvolvimento do
modelo conceitual, includindo o código de suporte para persistência e
transporte de dados.
Supondo que já existam construtores disponíveis em módulos
CML para cada um dos tipos de componentes do sistema, e que seja
necessário apenas definir um modelo conceitual para tal sistema, pode-
se redefinir o custo de desenvolvimento total sem o custo de projeto,
implementação e teste do modelo conceitual (Tm):




onde M é o custo de análise e definição do modelo conceitual em CML,
que é incorrido uma única vez, ou seja, não há custo de desenvolvimento
do modelo para cada componente do sistema, pois os construtores se







ou seja, que o custo de definição do modelo conceitual em CML é
provavelmente bem menor que o custo de desenvolvimento do modelo
individualmente para cada componente.
Assim, pode-se concluir que:
M Mo → Tm  To, (6.4)
ou seja, que CML pode reduzir consideravelmente o custo de desen-
volvimento se o custo de análise e definição do modelo conceitual em
CML é bem menor que o custo de projeto, implementação e teste de
um modelo individual desenvolvido para cada componente.
É possível aceitar a conclusão na expressão 6.4 tendo-se como
premissas: que os construtores existentes fazem a “parte pesada” da
implementação; que não é necessário testar o código gerado pelos cons-
trutores; e que a linguagem CML é mais sucinta e expressiva na defi-
nição de modelos do que a linguagem de programação usada em cada
componente. Na prática, porém, é preciso fazer mais algumas conside-
rações:
• Mesmo que CML traga consigo construtores que sirvam uma série
de sistemas, é bem provável que alguns sistemas precisem, ou
complementar os construtores existentes, ou implementar novos
construtores para uma determinada situação. Isto vai gerar custo
adicional de desenvolvimento. Vale salientar, porém, que este
custo pode ser amortizado se mais de um componente do sistema
usar o novo construtor.
• Além disso, mesmo que os construtores existentes sejam bem tes-
tados e de boa qualidade, provavelmente haverá a necessidade de
testes de integração entre o código de aplicação e o código gerado
que implementa o modelo; o que pode incorrer em custo adicional.
• Ainda, mesmo que a linguagem CML seja mais adequada para
a modelagem conceitual do que uma linguagem de programação
convencional, o modelo em CML precisará levar em consideração
os cenários de todos os componentes do sistema. Portanto, este
custo (M) será provavelmente maior que o custo individual de
93
desenvolvimento do modelo de cada componente (Mi) – mesmo
que M Mo, provavelmente M > Mi.
Levando em consideração as questões acima, revisa-se a equação
6.2:






(Ai + Ii), (6.5)
onde C é o custo de implementação de um ou mais novos construtores
(ou o custo de extensão de construtores existentes); ε representa a
taxa de eficiência de modelagem em CML (se ε > 1, incorre-se em
custo adicional para modelar em CML, acima da média do custo de
modelagem individual de cada componente: MoN ); e Ii representa o
custo de integração do modelo CML em cada componente.
Para que a modelagem conceitual em CML traga prejuízo ao de-
senvolvimento, seria preciso que uma ou mais das seguintes conjecturas
fossem verdade:
• o custo de implementação de um ou mais construtores seja bem
maior que o custo de modelagem e implementação individual de
todos os componentes (C >= Mo);
• a eficiência de modelagem em CML seja muito baixa (ε >= N);
• ou o custo de integração do código gerado por CML seja maior
que o custo de modelagem e implementação individual de cada
componente (Ii >= Mi).
Para evitar os cenários acima, o objetivo então é fazer com que o
custo real (Tf ) seja o mais próximo possível do custo ideal (Tm). Para
alcançá-lo (Tf ≈ Tm):
• É necessário a disponibilidade de um grande número de constru-
tores de alta qualidade, suportando várias tecnologias e lingua-
gens. Espera-se que isto seja possível na medida em que CML
atinja uma número crítico de usuários e que vários módulos de
construtores estejam disponíveis publicamente ou dentro de or-
ganizações. Desta forma, o custo dos construtores (C) deve ser
amortizado ao longo do tempo, assim como o custo de integração
(Ii) deve ser reduzido.
• Com o uso contínuo de CML, espera-se que o processo de mode-
lagem se torne mais eficiente. Espera-se que os desenvolvedores
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habituem-se a desenvolver modelos conceituais, que acostumem-
se a englobar no modelo os cenários de vários componentes do
sistema, e que o compilador CML seja integrado na ferramentá-
lia disponível aos desenvolvedores, tais como editores de texto,
IDEs, build systems, etc. Inicialmente, espera-se ε  1; porém,
difundindo-se o uso de CML, espera-se uma gradual melhora na
eficiência até que se atinja ε < 1.
• Mesmo nos primeiros projetos que adotarem CML (quando as
condições esperadas pelos dois itens acima não sejam ainda uma
realidade), é improvável que: o desenvolvimento de construto-
res seja tão custoso (C >= Mo); a modelagem em CML seja
tão ineficiente (ε >= N); e o custo de integração seja tão alto
(Ii >= Mi); quanto descrito anteriormente pelos cenários de pior
caso. Espera-se assim que os pequenos ganhos iniciais deverão in-
centivar os early adopters que eventualmente criarão as condições
esperadas descritas nos dois itens anteriores.
Sem considerar outras questões que não foram abordadas aqui,
esta análise parece então trazer a tese de que, quanto maior o uso de
CML (ou qualquer compilador/linguagem que suporte de forma equiva-
lente a modelagem conceitual com geração de código), maior o potencial




Neste trabalho apresentou-se uma nova linguagem textual para
modelagem conceitual – CML. Seu compilador permite a geração de
código em várias linguagens-alvo e tecnologias através de templates ex-
tensíveis e modulares.
Apesar do seu foco em modelagem, a sintaxe da linguagem CML
é semelhante a de linguagens de programação, o que a torna familiar
a um grande grupo de desenvolvedores de software e permite o uso de
editores de texto para modelagem conceitual. Seu compilador tam-
bém permite a integração da modelagem conceitual dentro do fluxo
de trabalho dos desenvolvedores e nas ferramentas que estes utilizam.
CML propicia, desta forma, a aplicação do princípio de que o modelo
é o código, divulgado pelo manifesto Conceptual Model Programming
(EMBLEY; LIDDLE; PASTOR, 2011).
Embora não possua a expressidade da linguagem UML (OMG,
2015a), as opções de modelagem disponíveis nesta primeira versão de
CML, tais como generalização/especialização, associações unidirecio-
nais/bidirecionais e atributos/associações derivados, se mostraram su-
ficientes para a modelagem dos aspectos estruturais de alguns sistemas
de software. A especificação e implementação do próprio metamodelo
do compilador CML, usando versões sucessivas do mesmo compilador
(bootstrapping), mostrou a aplicabilidade da linguagem e do compilador
CML.
Esta versão inicial do compilador CML fornece, como parte da
sua biblioteca base, quatro construtores para geração de código nas lin-
guagens Java e Python. Dois construtores básicos permitem a geração
de Data Transfer Objects (DTOs), um para Java e outro para Python.
Outros dois construtores geram código em Java e Python que sintetiza
herança múltipla nestas linguagens. (A versão Java destes dois últi-
mos foi usada na própria implementação do compilador CML. Além
disso, todos os construtores acima implementam associações bidireci-
onais.) Através destes construtores, o compilador CML demonstrou
sua flexibilidade na geração de código em diferentes linguagems-alvo e
em diferentes paradigmas de projeto e implementação. Sendo assim, é
possível extrapolar seu uso para gerar código em outras linguagens, em
outros tipos de design e em outras tecnologias.
Enquanto outras soluções, como a linguagem M (MICROSOFT,
2009) e Xtext (BETTINI, 2016), requerem a criação de uma DSL, CML
tem uma linguagem básica para modelagem. As outras soluções de-
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pendentem dos IDEs para criação e edição dos modelos baseados em
DSLs; CML só depende do compilador; a linguagem CML pode ser
usada em qualquer editor de texto. Além disso, CML sabe construir
seus próprios artefatos, que podem posteriormente ser consumidos por
outros sistemas de build, e permite ainda a combinação de tarefas para
gerar artefatos mais complexos.
Com a liberação do compilador CML como um projeto open-
source, mesmo ainda com suas limitações atuais, CML dá o primeiro
passo para eventualmente se tornar uma alternativa a MPS (VOELTER,
2014) e a MDA (OMG, 2014a) na geração de código a partir de modelos
conceituais. De fato, no capítulo 6 foi demonstrado que, dado a dispo-
nibilidade do compilador CML e o surgimento de um número maior de
construtores, é possível vislumbrar o impacto positivo que CML pode
trazer na redução do custo de desenvolvimento de software.
7.1 TRABALHOS FUTUROS
Abaixo, sugerem-se alguns trabalhos que poderiam dar continui-
dade ao projeto CML:
• Seria muito útil para a validação e o aprimoramento de CML, as-
sim como para diminuir o custo de desenvolvimento de software
em projetos que eventualmente adotassem CML, a implementa-
ção de construtores para vários tipos de tecnologias, tais como:
– servidores e clientes REST;
– a camada de acesso e o esquema de banco de dados;
– sistemas do tipo MapReduce e serverless;
– camada de acesso remoto e de banco de dados local de apli-
cativos móveis;
– além de outras tecnologias atuais.
• A modelagem e a construção de alguns tipos diferentes de sis-
temas também possibilitaria a validação e o aprimoramento de
CML, como por exemplo:
– a modelagem de sistemas de informação, como a loja de
livros fictícia Livir (WAZLAWICK, 2014).
– sistemas de computação gráfica, modelando os elementos
gráficos em CML e criando construtores que geram código
em C/C++ (Cairo), Java e JavaScript.
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– sistemas embutidos, tal qual é feito com ThingML (HAR-
RAND et al., 2016).
• Usar construtores para portar o compilador CML para outras
linguagens (Python, JavaScript, C#, C/C++, etc.) seria uma
forma de validar a capacidade de CML suportar várias tecnologias
e linguagens.
• Permitir a especificação de DSLs através de uma extensão de
CML – uma linguagem de especificação de linguagens – que ge-
raria ASTs usando o metamodelo da própria CML e usaria o
compilador da CML para gerar código.
• Expandir a linguagem CML para permitir a especificação de com-
ponentes e seus contratos, como já é feito com OCL (WAZLAWICK,
2014), mas com a habilidade de geração de código.
• Prover mais mecanismos de modelagem conceitual na linguagem
CML, como suportar outras cardinalidades, conjuntos e outros ti-
pos de coleções, invariantes, associações qualificadas, além de ou-
tros formalismos provenientes de linguagens como UML e OWL.
• Permitir a definição de outros tipos de dados, além dos tipos
primitivos, que seriam úteis em domínios específicos, tais como
números complexos na área científica ou moedas na área finan-
ceira.
• Pesquisa de campo: adotar CML em determinados projetos, acom-
panhar seu uso e coletar dados quantitativos e qualitativos do seu
desempenho, usando o modelo de custo-benefício apresentado no
capítulo 6.
Qualquer uma das sugestões de trabalho acima seria uma contri-
buição significativa no amadurecimento de CML e na redução do custo
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This document specifies the Conceptual Modeling Language, or CML for
short. CML enables the modeling of the information of software sys-
tems. It focuses on modeling the structural aspects of such systems, hav-
ing less emphasis on the behavioral aspects. Using CML, it is possible to
represent the information as understood by the system users, while dis-
regarding its physical organization as implemented by target languages
or technologies.
In this first part of the CML specification, the first chapter will pro-
vide an overview of the CML compiler’s architecture, and the second
chapter describes the organization and notation used in the remainder
of this document. The second part describes that structural constructs
of the language that enable conceptual modeling. The third part covers
values and expressions. The fourth part focuses on the semantics of type
checking. The fifth part describes code generation. The last part will




The CML compiler has as input, source files defined using its own con-
ceptual language (as specified in this document), which provides an ab-
stract syntax similar to (but less comprehensive than) a combination of
UML [4] and OCL [3]; and, as output, any target languages based on
extensible templates, which may be provided by the compiler’s base li-
braries, by third-party libraries, or even by developers.
The CML compiler’s overall architecture follows the standard com-
piler design literature [2]. An overview diagram of the architecture is
shown in figure 2.1. The two main components of the compiler, and the
Figure 2.1: An architectural overview of the CML compiler.
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artifacts they work with, are presented in the next sections.
2.1 The Compiler Frontend
The frontend receives as input the CML source files. It will parse the files
and generate an internal representation of the CML model.
Syntactical and semantic validations will be performed at this point.
Any syntax and constraint errors are presented to the developer, inter-
rupting the progress to the next phase. If the source files are parsed and
validated successfully, then the internal representation (the AST) of the
CML model is provided as the input to the backend component.
2.2 The Compiler Backend
The backend receives the CML model AST as input. Based on the target
specification provided by the AST, chooses which extensible templates to
use for code generation. The target files are then generated, and become
available to be consumed by other tools. The task declaration plays the
key role of determining the kind of target to be generated.
CML extensible templates are implemented in StringTemplate [7]. The
CML compiler uses StringTemplate for two purposes:
• File names and directory structure: each type of target generated by
the CML compiler requires a different directory structure. The CML
compiler expects each target type to define a template file named
“files.stg” (also known as files template), which will contain the path
of all files to be generated. The files template may use information
provided by the task declaration in order to determine the file/direc-
tory names.
• File content generation: each file listed under the files template will
have a corresponding content template that specifies how the file’s
content must be generated. The content template will receive as in-
put one root-level element of the CML model, which will provide
information to generate the file’s content. Each type of top-level
model element should have a corresponding content template. Tem-
plates are described in Code Generation part of this specification.
Three
Specification and Notations
The first two parts of this specification specify all elements of CML meta-
model needed for conceptual modeling. Every chapter in these two parts
starts with a definition, which is followed by: an example; the specifica-
tion of the concrete syntax; the abstract syntax; and then how to trans-
form the concrete syntax into the abstract one.
The first paragrah of each chapter has an informal description of a
CML metamodel element. If a correspondence exists to an element of
the Entity-Relationship (ER) [1] metamodel, or to an element of the Uni-
fied Modeling Language (UML) [4] metamodel, it is provided with some
comments of their differences.
Examples are provided in a separate section for each declaration of a
metamodel element. These sections refer to a verbatim figure containing
the examples, and describes them as needed. The examples are provided
for illustrative purposes only, and they are not intended to be normative.
They may be excerpts of larger CML source files, and thus may not be
successfully compiled on their own.
The concrete syntax of each CML metamodel element is described on
its own section. This type of section refers to a verbatim figure, which
contains the actual ANTLR [6] grammar specifying the syntax for the
CML metamodel element in question, and it must be considered norma-
tive. The appendix § A presents all the grammar rules in a single listing.
The abstract syntax of each CML metamodel element is described on
the next section. This type of section refers to two types of figure: the first
figure presents a class diagram with the EMOF [5]-based metamodel of
the element being described; the second figure specifies the transforma-
tion from the concrete syntax into instances of the metamodel classes,
which are the nodes of the abstract syntax tree (the intermediate repre-
sentation described in the Compiler Overview).
5
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The constraints of each CML metamodel element are described on its
own section. These sections refer to a verbatim figure, which contains the
OCL [3] invariants (and its definitions) of the CML metamodel element
in question, and it must be considered normative. Each invariant has a
name in the format inv_name so that it can be referred by the compiler’s
error messages and users. Derived properties may also be defined before
the constraints in order to simplify the constraint expressions.
All metamodel elements referred by one of the descriptions defined
above (definitions, examples, etc.) are emphasized in italic. If the descrip-
tions of a CML metamodel element refer to another metamodel element,
the corresponding chapter or section defining the other element is pro-
vided in parenthesis, like so (§ 3).
Some sections may not follow the structure defined above. These nor-
mally provide additional semantic information in plain English, which






A concept in CML represents anything that has a coherent, cohesive and
relevant meaning in a domain. In the ER [1] metamodel, it corresponds
to an entity set (or an entity type); in UML [4], to a class. The CML concept
differs, however, from the UML class, because it has only properties (§ 5),
while the UML class may also have operations.
4.1 Example
Listing 4.1 presents some examples of concepts declared in CML. As shown,
a concept may have zero or more properties (§ 5), and a property may op-
tionally declare a type (§ 26). Also, as shown in the concept EBook of the
example, a concept may specialize (§ 8) another concept.
4.2 Syntax
Listing 4.2 specifies the syntax used to declare a concept. The concept
keyword is followed by a NAME. Optionally, a list of other NAMEs may
be enumerated, referring to other concepts that are generalizations (§ 8)
of the declared concept. A list of properties (§ 5) may be declared under
the concept block. And the abstract keyword may precede the concept
keyword, making a concept abstract (§ 9).
Figure 4.1 presents the Concept metaclass in an EMOF [5] class dia-
gram, and listing 4.3 specifies the concept transformation from its concrete
syntax to its abstract syntax. For each concept parsed by the compiler, an
instance of the Concept class will be created, and its properties will be
assigned according to parsed information:
8
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// Empty concept :
@concept Book ;
// Property without a type :
@concept Tit ledBook
{
t i t l e ;
}
// Property with the S t r i n g type :
@concept Str ingTi t ledBook
{
t i t l e : S t r i n g ;
}
// S p e c i a l i z i n g another concept :
@concept Ebook : Book ;
Listing 4.1: Concept Examples
conceptDec lara t ion returns [ TempConcept concept ] :
(ABSTRACTION | CONCEPT) NAME
( ' : ' g e n e r a l i z a t i o n s ) ?
( ' ; ' | p r o p e r t y L i s t ) ;
g e n e r a l i z a t i o n s :
NAME ( ' , ' NAME) * ;
Listing 4.2: Concept Concrete Syntax
• name: assigned with the value of the terminal node NAME.
• abstract: set to true if the abstract keyword is found before the con-
cept keyword; otherwise, set to false.
• elements: an ordered set referencing all properties parsed in the con-
cept block.
• generalizations: an ordered set referencing all concepts whose NAMEs
were enumerated in the GeneralizationList.
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Figure 4.1: Concept Abstract Syntax
node Concept :
' a b s t r a c t ' ?
' concept ' NAME
( ' : ' G e n e r a l i z a t i o n L i s t ) ?
( ' ; ' | P r o p e r t y L i s t )
{
name = NAME;
a b s t r a c t = ' a b s t r a c t ' ? ;
elements = P r o p e r t y L i s t . Property * ;
g e n e r a l i z a t i o n s = for name in G e n e r a l i z a t i o n L i s t .NAME*
| yield Model . concept [name ] ;
}
node G e n e r a l i z a t i o n L i s t : NAME ( ' , ' NAME) * ;
Listing 4.3: Concept AST Instantiation




−> s e l e c t ( c| c != s e l f and c . name = s e l f . name)
−>isEmpty ( )
Listing 4.4: Concept Constraints
4.3 Model Validation
Listing 4.4 presents the invariants of the Concept metaclass:




A property in CML may hold values of primitive types (§ 26), in which case
they correspond to attributes (§ 6) on the ER [1] and UML [4] metamod-
els. Or they may hold references, or sequences of references, linking to
instances of other concepts (§ 4), in which case they correspond to a rela-
tionship on the ER metamodel, or to associations (§ 7) on the UML meta-
model.
5.1 Example
Listing 5.1 shows some properties declared in CML. As shown, a property
may be an attribute (§ 6) of a primitive type (§ 26), or represent the role (or
end) of an association (§ 7).
−− A t t r i b u t e s of p r i m i t i v e types :
@concept Book
{
t i t l e : S t r i n g ;
quant i ty : I n t e g e r ;
}
−− Role in u n i d i r e c t i o n a l a s s o c i a t i o n :
@concept Order
{
customer : Customer ;
}
Listing 5.1: Property Examples
12
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p r o p e r t y L i s t :
' { ' ( proper tyDec lara t ion ' ; ' ) * ' } ' ;
proper tyDeclara t ion returns [ Property property ] :
DERIVED? NAME ( ' : ' typeDec lara t ion ) ? ( ' = ' express ion ) ? ;
DERIVED : ' / ' ;
Listing 5.2: Property Concrete Syntax
node P r o p e r t y L i s t : ' { ' ( Property ' ; ' ) * ' } ' ;
node Property : ' / ' ? NAME ( ' : ' Type ) ? ( ' = ' STRING) ?
{
name = NAME;
derived = ' / ' ? ;
value = unwrap (STRING ? ) ;
type = Type ? ;
}
Listing 5.3: Property AST Instantiation
5.2 Syntax
Listing 5.2 specifies the syntax used to declare a property. The NAME is
followed by a typeDeclaration (§ 26). Optionally, an expression (§ 11) may
be specified in order to set the initial value.
Figure 4.1 presents the Property metaclass in an EMOF [5] class dia-
gram of the CML metamodel, and listing 5.3 specifies the transformation
from the property concrete syntax to its abstract syntax. For each property
parsed by the compiler, an instance of the Property class will be created,
and its properties will be assigned according to parsed information:
• name: assigned with the value of the terminal node NAME.
• type: if typeDeclaration is provided, type is set with the instance of
the Type class matching the typeDeclaration.
• expression: if provided, it contains the instance of the Expression
class matching the parsed expression.
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context Property
inv unique_property_name :
s e l f . scope . p r o p e r t i e s
−> s e l e c t ( p| p != s e l f and p . name = s e l f . name)
−>isEmpty ( )
context Property
inv p r o p e r t y _ t y p e _ s p e c i f i e d _ o r _ i n f e r r e d :
type−>notEmpty ( ) or expression−>notEmpty ( )
context Property
inv property_type_ass ignable_from_express ion_type :
type−>notEmpty ( ) and expression−>notEmpty ( ) implies
type . isAssignableFrom ( express ion . type )
Listing 5.4: Property Constraints
5.3 Model Validation
Listing 5.4 presents the invariants of the Property metaclass:
• unique_property_name: Each property must have a unique NAME
within its concept (§ 4).
• property_type_specified_or_inferred: Either the property explicitly de-
fines a type or it defines an expression, from which the type is in-
ferred. That is required for both regular, slot-based properties (which
may provide an initialization expression) and derived properties (which
may have an expression defining the derivation).
• property_type_assignable_from_expression_type: When both a type and
expression are defined for a property, the type inferred from the ex-
pression should be assignable to the declared type. That is required
for both regular, slot-based properties (which may provide an initial-
ization expression) and derived properties (which may have an expres-
sion defining the derivation).
Six
Attributes
In CML, attributes are properties (§ 5) of primitive types (§ 26). They corre-
spond to the Attribute metaclass in the ER [1] metamodel; in the UML [4]
metamodel, to the association attribute between the metaclass Class and
the metaclass Property.
Attributes serve as a slot that holds a value of the specified primitive
type. An initial value may be specified as an expression (§ 11). Some at-
tributes, however, may be continuosly derive their value from an expres-
sion (not only initially), in which case they are called derived attributes
(§ 6.3).
While initial values are only set when a concept (§ 4) is instantiated, the
value of derived attributes is always evaluated from the given expression,
and they cannot be set any other way.
6.1 Example
Listing 6.1 presents some examples of attributes declared in CML. As
shown, the attribute a is a regular attribute definition that specifies the
primitive type (§ 26) of the values that can be held by the attribute’s slot.
The attribute b is an example showing how an attribute can be defined
with an initial value. As shown by the attribute c, an attribute may be
derived from an expression that refers to other attributes. In order to dif-
ferentiate attributes with initial values from derived attributes, a forward
slash (“/”) prefixes the name of the latter. Attributes d and e are exam-
ples where the type of the attribute, instead of being specified, is inferred
from the given expression. Type inference is possible for both regular,
slot-based attributes and derived attributes that provide an expression.
15
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@concept A t t r i b u t e s
{
−− A t t r i b u t e with a s l o t f o r values of a p r i m i t i v e type :
a : I n t e g e r ;
−− An a t t r i b u t e with an i n i t i a l value :
b : S t r i n g = " i n i t i a l value " ;
−− A derived a t t r i b u t e :
/c : Decimal = 2 . 0 * a ;
−− An a t t r i b u t e with type i n f e r r e d from i t s i n i t i a l value :
d = 3 ; −− I n f e r r e d as I n t e g e r based on constant " 3 "
−− A derived a t t r i b u t e with type i n f e r r e d from express ion :
/e = 2 . 0 d * a ; −− I n f e r r e d as Double based on " 2 . 0 d * a "
}
Listing 6.1: Attribute Example
6.2 Syntax
Listing 5.2 specifies the syntax used to declare any kind of property (§ 5),
including attributes. The NAME of an attribute is followed by a typeDec-
laration of a primitive type (§ 26). Optionally, an expression (§ 11) may be
specified in order to set the initial value. A derived attribute must be
prefixed with the forward-slash character, as specified by DERIVED, in
which case the given expression defines the value of the attribute at all
times.
Since an attribute in CML is just a property (§ 5) with primitive types
(§ 26), the property metaclass in the CML metamodel is used to repre-
sent attributes. Figure 4.1 presents the property metaclass in an EMOF [5]
class diagram, and listing 5.3 specifies the property transformation from
its concrete syntax to its abstract syntax.
6.3 Derived Attributes
A concept in CML may have attributes (§ 6) that do not hold specific val-
ues, but instead provide a value derived from an expression (§ 11). These
are called derived attributes. Unlike an expression used to initialize a non-
derived attribute, the expression of a derived attribute is evaluated every
time the attribute is queried.
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In the UML [4] metamodel, the Property metaclass has a meta-attribute
named isDerived, which determines whether an attribute is derived or not.
A derived attribute in UML may be defined using a OCL [3] constraint;
while CML has expressions as part of the language.
The ER [1] metamodel, in its original form, does not allow for the
differentiation of derived attributes as part of an entity set, but it is possible
to define retrieval operations whose results would equal to values of derived
properties in CML. It can be said, however, that ER, by defining an attribute
as a function from the entity set to the value set, does not prescribe that
all attributes are memory-based, nor does it prevent the definition of an
attribute function as an expression.
The CML metamodel and its syntax, on the other hand, define whether
an attribute is memory-based (a non-derived attribute) or it is derived from
an expression (a derived attribute).
Seven
Associations
In CML, an association represents a relation between two concepts (§ 4),
where a reference to an instance of each concept is found in every tuple
that is part of the relation. When concepts have an association between
themselves, its instances are linked in such way that it is possible to access
an instance of one concept from an instance of the other concept.
The UML [4] metamodel has a metaclass named Association that has
Property instances, whose types are the Class instances that are part of the
association. In UML, the name of each Property instance in the Association
metaclass is known as the role of the corresponding Class in the associa-
tion.
On the CML metamodel, on other hand, the Association metaclass is
only needed when it is necessary to define bidirectional associations, whose
links are accessible from either association end. For unidirectional associa-
tions, where only one association end is accessible, only a property is de-
fined in the source concept, making its type the target concept.
On the ER [1] metamodel, each association is known as a relationship
set, and each tuple in this set is called a relationship. Unlike CML and
UML, the tuples in a relationship set of an ER model can be queried di-
rectly, and no notion of property is required as part of the entity type in
order to access those relationships.
As it is case for attributes (§ 6), associations in CML can also be derived
from other associations (just as well as in UML); they are called derived
associations (§ 7.4).
7.1 Example
Listing 7.1 presents some examples of associations declared in CML. The
concept Vehicle contains the property driver, which may optionally refer
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to an instance of Employee, meaning that a driver may or may not be
assigned to a single Vehicle. The concept Vehicle also has the property
owner, which always refers to an instance of Organization, meaning that
an owner must always be assigned to each instance of Vehicle. Similarly,
the concept Employee has the property employer, which must always
be assigned to an instance of Organization.
Just below the declaration of Organization, we observe an associa-
tion named Employment, which enumerates two properties: the first is
employer from the concept Employee; the second is employees from
the concept Organization. What this association implies is a correspon-
dence between these two properties. Every time a reference to an in-
stance of Organization is assigned to the slot employer of an instance
of Employee, a reference to this same instance of Employee must be as-
signed to the slot employees of the Organization instance. However,
since the type of employees in the concept Organization is a sequence
of Employee instances, the reference to the instance of Employee will
actually be appended to the sequence being held by the slot employees
of the concept Organization, and maintained along with the other Em-
ployee instances already found in the sequence. Thus, the association
Employment actually characterizes a bidirectional association.
The association VehicleOwnership is another example of a bidirec-
tional association; in this case, between Vehicle’s owner property and Or-
ganization’s fleet property. It can be noticed, though, in this second bidi-
rectional association, that the types of the properties are declared along with
their names; such a type declaration, in the association declaration, is op-
tional in CML, but must match the original property declaration under the
concept declaration, if present.
The driver property in the concept Vehicle is a different case, since
this property does not participate in any association declaration on listing
7.1. That’s because there is no corresponding property in the concept Em-
ployee representing the other end of the association. As such, the property
driver is representing the source end of a unidirectional association.
The property drivers in the concept Organization is derived association
(§ 7.4).
7.2 Syntax
The concrete syntax used to declare an association in CML is specified by
listing 7.2. First, the association keyword is followed by a NAME. Then,
a list of association ends are declared under the association block. For each
CHAPTER 7. ASSOCIATIONS 20
@concept Vehic le
{
p l a t e : S t r i n g ;
dr iver : Employee ? ;




name : S t r i n g ;




name : S t r i n g ;
employees : Employee * ;
f l e e t : Vehic le * ;




Employee . employer ;




Vehic le . owner : Organization ;
Organization . f l e e t : Vehic le * ;
}
Listing 7.1: Association Example
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a s s o c i a t i o n D e c l a r a t i o n
returns [ Assoc ia t ion a s s o c i a t i o n ] :
ASSOCIATION NAME
' { ' ( assoc ia t ionEndDec lara t ion ' ; ' ) * ' } ' ;
a ssoc ia t ionEndDec lara t ion
returns [ Assoc ia t ion a s s o c i a t i o n ] :
conceptName=NAME ' . ' propertyName=NAME
( ' : ' typeDec lara t ion ) ? ;
Listing 7.2: Association Concrete Syntax
declaration of an association end, The conceptName and propertyName
are optionally followed by a typeDeclaration.
The Association metaclass is presented in the EMOF [5] class diagram
of figure 7.1, and its instantiation from the concrete syntax is specified by
listing 7.3. For each parsed association, an instance of the Association meta-
class will be created, and its meta-properties will be assigned according
to parsed information:
• name: assigned with the value of the token NAME.
• members: an ordered set referencing all associationEnd instances parsed
in the association block.
7.3 Model Validation
The invariants of the metaclasses Association and AssociationEnd are spec-
ified by listing 7.4:
• association_end_property_found_in_model: Each association end enu-
merated under an association must correspond to a property of the
same name under the specified concept.
• association_end_type_matches_property_type: If a type is specified for
a given association end, its name and cardinality must match the type
of the corresponding property.
• association_must_have_two_association_ends: An association must have
exaclty two association ends, since only binary associations are sup-
ported in CML.
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node Assoc ia t ion :
' a s s o c i a t i o n ' NAME ' { ' ( AssociationEnd ' ; ' ) * ' } '
{
name = NAME;
members = AssociationEnd * ;
}
node AssociationEnd :
conceptName=NAME ' . ' propertyName=NAME ( ' : ' type=Type ) ?
{
concept = Model . concepts
−>s e l e c t ( concept . name = conceptName )
−> f i r s t ( )
property = concept . a l l P r o p e r t i e s
−>s e l e c t ( property . name = propertyName )
−> f i r s t ( )
}
Listing 7.3: Association AST Instantiation
Figure 7.1: Association Abstract Syntax
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context AssociationEnd
inv associat ion_end_property_found_in_model :
concept−>notEmpty ( ) and property−>notEmpty ( )
context AssociationEnd
inv associat ion_end_type_matches_property_type :
s e l f . propertyType−>notEmpty ( ) and
s e l f . property−>notEmpty ( ) implies
s e l f . propertyType . name = property . type . name and
s e l f . propertyType . c a r d i n a l i t y = property . type . c a r d i n a l i t y
context Assoc ia t ion
inv associat ion_must_have_two_associat ion_ends :
associat ionEnds−>count ( ) = 2
context Assoc ia t ion
def : f i r s t = associat ionEnds−> f i r s t ( )
def : l a s t = associat ionEnds−> l a s t ( )
inv association_end_types_must_match :
associat ionEnds−>count ( ) = 2 and
f i r s t −>notEmpty ( ) and l a s t −>notEmpty ( ) and
f i r s t . concept−>notEmpty ( ) and
f i r s t . property−>notEmpty ( ) and
l a s t . concept−>notEmpty ( ) and
l a s t . property−>notEmpty ( ) implies
f i r s t . concept . name = l a s t . property . type . name and
l a s t . concept . name = f i r s t . property . type . name
inv proper ty_must_be_par t_of_s ing le_assoc ia t ion :
inv n o _ a s s o c i a t i o n s _ o f _ p r i m i t i v e _ t y p e s :
Listing 7.4: Association Constraints
• association_end_types_must_match: The concept of one association end
must correspond to the type of the property of the other association
end, and vice-versa.
7.4 Derived Associations
Derived associations are declared by derived properties (§ 5), which associate
a source-concept to a target-concept via an expression (§ 11). In order to ob-
tain a reference to a target-concept (§ 4), it is necessary to evaluate the ex-
pression of the derived property. Among the possible sub-expressions that
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are part of the expression of the derived association, there are path expres-




A concept (§ 4) in CML may be generalized by another concept. In other
words, a concept may be considered a specialization of another concept.
Generalized concepts have properties (§ 5) that apply to a larger set of in-
stances, while specialized concepts have properties that only apply to a
subset of those instances.
In the UML [4] metamodel, such generalization/specialization rela-
tionship between classes is known as generalization, which is the name of
the metaclass in the UML metamodel. The original version of the ER [1]
metamodel lacked this kind of relationship between entity types.
8.1 Example
Figure 8.1 presents some examples of generalization/specialization rela-
tionships declared in CML. As shown, a concept (§ 4) may specialize zero
or more other concepts. The latter are called the generalizations, while the
former is called the specialization. A generalization, such as Shape, may
define attributes (§ 6), such as color and area, or also the roles in unidire-
cional associations (§ 7). Both attributes and roles are properties (§ 5) shared
among all its specializations. Some of these properties may be redefined
by the some of the specializations, as it is the case with the area prop-
erty, which is redefined by Rectangle, Rhombus and Square. Some spe-
cializations may also define new properties, such as width and height in
Rectangle, which characterize only instances of this specialization. A
concept may be a specialization of two or more other concepts, as seen
with Square, which specializes both Rectangle and Rhombus, and thus
can redefine properties of both generalizations. If a property has been de-
fined by more than one generalization, then it must be redefined by the
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specialization in order to resolve the definition conflict, which is the case
with area in Square. If a redefinition suitable for both generalizations is
unattainable, it may be an indication that either the specialization or the
generalizations are unsound from the domain’s prospective.
8.2 Syntax
Figure 4.2 specifies the syntax used to declare a concept (§ 4), and in turn
its generalizations. A list of NAMEs may be enumerated after the de-
clared concept’s NAME, referring to other concepts that this concept is a
specialization of.
Figure 4.1 presents the Concept metaclass in an EMOF [5] class dia-
gram of the CML metamodel, and figure 4.3 specifies the concept trans-
formation from its concrete syntax to its abstract syntax. There is a uni-
direcional association in the Concept class that keeps track of the general-
ization/specialization relationships, which is named generalizations. It is
an ordered set referencing all concepts whose NAMEs were enumerated in
the GeneralizationList of the declared concept.
8.3 Model Validation
Figure 8.2 presents the invariants of the Concept and Property classes re-
lated to generalizations:
• not_own_generalization: A concept (§ 4) may not be listed on its own
GeneralizationList, nor on the GeneralizationList of its direct or indi-
rect generalizations.
• compatible_generalizations: The generalizations of a concept must all be
compatible between themselves, that is, no two generalizations may
have a property with the same name but a different type.
• generalization_compatible_redefinition: A property may only be rede-
fined with the same type defined in the generalizations.
• conflict_redefinition: A concept is required to redefine a property that
has been defined by two or more of its generalizations in order to
resolve the definition conflict. That is required only if the property
has been initialized or derived in at least one of the generalizations.
Otherwise, the redefinition is not required.
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−− G en e r a l i za t ion of C i r c l e and Rectangle :
@concept Shape
{
−− S p e c i a l i z a t i o n s below share the c o l o r a t t r i b u t e as−i s :
c o l o r : S t r i n g ;
−− S p e c i a l i z a t i o n s below r e d e f i n e the area a t t r i b u t e :
area : Double ;
}
−− S p e c i a l i z a t i o n of Shape :
@concept Rectangle : Shape
{
−− New a t t r i b u t e s t h a t c h a r a c t e r i z e a r e c t a n g l e :
width : Double ;
height : Double ;
−− R e d e f i n i t i o n of the area a t t r i b u t e :
/area = width * height ;
}
−− Another s p e c i a l i z a t i o n of Shape :
@concept Rhombus : Shape
{
−− Diagonal a t t r i b u t e s t h a t c h a r a c t e r i z e a rhombus :
p : Double ;
q : Double ;
−− Another r e d e f i n i t i o n of the area a t t r i b u t e :
/area = ( p * q ) / 2 . 0 d ;
}
−− S p e c i a l i z a t i o n of both Rectangle and Rhombus :
@concept Square : Rectangle , Rhombus
{
−− Only a t t r i b u t e needed to c h a r a c t e r i z e a square :
s ide_ length : Double ;
−− R e d e f i n i t i o n s of Rectangle ' s a t t r i b u t e s :
/width = s ide_ length ;
/height = s ide_ length ;
−− R e d e f i n i t i o n s of Rhombus ' a t t r i b u t e s :
/p = s ide_ length * 1 .41421356237d ; −− square root of 2
/q = p ;
−− Required to r e d e f i n e area in order to r e s o l v e c o n f l i c t
−− between Rectangle ' s area and Rhombus ' area :
/area = s ide_ length ^ 2 . 0 d ;
}
Figure 8.1: Generalization Examples
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context Concept :: all_generalizations: Set(Concept)
derive:
generalizations ->closure(generalizations)






not elements ->exists(p2| p1.name == p2.name)
)
)
context Concept :: generalization_pairs




->select(g2| g1 != g2)
->collect(g2| Tuple { left: g1 , right: g2 })
)->flatten ()
context Concept :: generalization_property_pairs





->select(p2| p1 != p2 and p1.name = p2.name)

















->select(left.derived or left.expression ->notEmpty () or
right.derived or right.expression ->notEmpty ())




->select(property| self.name = property.name)
->forAll(property|
self.type.name = property.type.name and
self.type.cardinality = property.type.cardinality
)
Figure 8.2: Generalization Constraints
Nine
Abstractions
An abstraction in CML is a concept (§ 4) that cannot create instances on its
own, but instead serves as a generalization (§ 8) for other concepts, which
in turn can create their own instances. Thus, all instances of an abstraction
are first instances of its specializations.
In CML, an abstraction may also define a derived property (§ 5) without
providing an expression (§ 11) in its definition; such properties are called
abstract properties.
CML’s support for abstractions matches UML’s [4], which allows the
declaration of abstract classes by setting the isAbstract attribute of a Class
instance to true. UML also allows the declaration of abstract attributes and
abstract operations.
The original version of the ER [1] metamodel, however, as a con-
sequence of lacking the generalization/specialization relationship, has not
considered the notion of abstract entities.
9.1 Example
Listing 9.1 presents an example of an abstract concept declared in CML.
As shown, the concept Shape is tagged as abstract, and as such no di-
rect instances of Shape are ever instantiated. As an abstract concept, Shape
can define abstract properties, like area, which is just a derived property (§ 5)
without an expression (§ 11). An abstract concept may also define concrete
properties, such as color in Shape. The concept Circle is a especialization of
Shape that must redefine the property area (and provide an expression) if
it is to be considered a concrete concept. As a concrete concept, Circle may
have direct instances, which are in turn instances of Shape as well. Circle
may also redefine concrete properties of Shape, like color, but the redefini-
tion is not a requirement in this case. In UnitCircle, we can observe that
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the redefinition of an abstract property, such as area, may be made con-
crete; meaning it does not need to be redefined as a derived property. The
converse situation is also allowed in CML, where a concrete property is re-
defined by as a derived property, as illustrated with the property radius in
UnitCircle.
9.2 Syntax
Listing 4.2 specifies the syntax used to declare a concept (§ 4) in CML. It
shows that a concept may be tagged with the abstract keyword in order
to convey it as an abstract concept. Listing 5.2 specifies the syntax used to
declare a property (§ 5) in CML. It shows that a property may be prefixed
with a forward slash (“/”) in order to mark it as a derived property. If the
optional expression is not provided, the property is then considered an
abstract property.
Figure 4.1 presents the concept metamodel in an EMOF [5] class dia-
gram, and listing 4.3 specifies the concept transformation from its concrete
syntax to its abstract syntax. There is a Boolean attribute named abstract
in the Concept class that determines whether a concept is abstract or not.
9.3 Model Validation
Listing 9.2 presents the invariants of the Concept and Property classes in
CML’s EMOF [5] metamodel related to abstract concepts:
• abstract_property_redefinition: A concrete concept must redefine con-
cretely all abstract properties of its generalizations.
• abstract_property_in_abstract_concept: Only abstract concepts may have
abstract properties.
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−− As an a b s t r a c t concept ,
−− no d i r e c t i n s t a n c e s of Shape are ever crea ted .
@abstraction Shape
{
−− A derived property without an express ion
−− i s considered a b s t r a c t .
−− Only a b s t r a c t concepts may have a b s t r a c t p r o p e r t i e s .
/area : Double ;
−− Abstrac t concepts may a l s o have concre te p r o p e r t i e s :
c o l o r : S t r i n g ;
}
−− All i n s t a n c e s of C i r c l e are in turn i n s t a n c e s of Shape .
@concept C i r c l e : Shape
{
radius : Double ;
−− In order to be considered a concre te concept ,
−− C i r c l e must r e d e f i n e the a b s t r a c t p r o p e r t i e s
−− i n h e r i t e d from Shape .
/area = 3 .14159d * radius ^ 2 ;
−− C i r c l e may a l s o r e d e f i n e concre te p r o p e r t i e s of Shape .
−− However , the r e d e f i n i t i o n i s not required in t h i s case .
c o l o r = " Blue " ;
}
@concept U n i t C i r c l e : C i r c l e
{
−− Observe below t h a t the r e d e f i n i t i o n of
−− an a b s t r a c t property may be concre te ;
−− t h a t i s , i t does not have to be derived
−− as i t was done in C i r c l e .
area = 3 .14159d ;
−− In the case above , however ,
−− i t i s d e s i r a b l e to r e d e f i n e " area " as a derived property ,
−− in order to guarantee area ' s value cannot be modified
−− a f t e r the i n s t a n t i a t i o n of U n i t C i r c l e .
−− This i s done with the r e d e f i n i t i o n of " radius " below .
−− Notice that , in Circ le , radius was concrete ,
−− but i t s r e d e f i n i t i o n below makes i t derived .
−− That ' s allowed in CML j u s t as the other way around ,
−− as i t was done with " area " above .
/radius = 1 . 0 d ;
}
Listing 9.1: Abstract Concept Example
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context Property : : a b s t r a c t : Boolean
derive :
s e l f . derived and s e l f . expression−>isEmpty ( )
context Property : : concre te : Boolean
derive :
not s e l f . a b s t r a c t
context Concept
inv a b s t r a c t _ p r o p e r t y _ r e d e f i n i t i o n :
s e l f . concre te implies
s e l f . g e n e r a l i z a t i o n s . a l l _ p r o p e r t i e s
−> s e l e c t ( a b s t r a c t )
−>f o r A l l ( p1|
s e l f . p r o p e r t i e s
−> s e l e c t ( p2| p1 . name = p2 . name )




inv a b s t r a c t _ p r o p e r t y _ i n _ a b s t r a c t _ c o n c e p t :
s e l f . a b s t r a c t implies s e l f . scope . a b s t r a c t




CML provides built-in functions in the cml_base module. Most built-in
functions are defined via template functions (§ 10.2) for each target pro-
gramming language or technology. The templates that implement the
built-in functions must ensure they are pure functions (just like declared
functions § 10.3) so that their invocations from declared functions (§ 10.3) or
lambdas (§ 23) do not invalidate their purity.
10.2 Template Functions
In CML, template functions allow the definition of a function in the tar-
get programming language via StringTemplate [7]. The declaration of
a template function only defines the function signature, while the function
expression is defined in StringTemplate for each target programming lan-
guage.
10.3 Declared Functions
In CML, functions may be defined by a signature and a corresponding ex-
pression (§ 11). The function signature declares the parameter and the result-
ing type (§ 25). Such a function is translated to a target programming lan-
guage much like a derived attribute (§ 6.3), except that it does not belong
to any particular concept (§ 4) and it may be invoked by any expression, in
any scope.
Functions declared in CML are pure functions, which means they have
the following characteristics:
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• they always evaluate to the same result given the same arguments;
• their evaluation does not cause any side-effects or state mutation.
If a declared function in its definition invokes other functions, then those
functions (being them other declared functions or template functions § 10.2)
must provide the same guarantees listed above in order for the declared
function to be considered pure.
10.4 Comprehension Functions
Some functions, being declared (§ 10.3) or just templates (§ 10.2), may be
used in comprehension expressions (§ 10.4) if they have a specific signature.
They may have one or more parameters as long as the first parameter is






An expression in CML is used to compute values (§ 26) or references (§ 27.1)
to concept instances (§ 4). They are used to initialize or derive properties
(§ 5). On the UML [4] metamodel, it corresponds to the Expression meta-
class; in OCL [3], to OclExpressionCS.
CML expressions are designed to provide the same level of expressiv-
ity provided by OCL expressions, but the CML syntax varies from OCL’s;
sintactically, they differ especially on OCL’s collection operations, which
correspond to comprehensions (§ 24) in CML.
CML allows the use of operators in expressions. The categories of opera-
tors in CML are: arithmetic operators (§ 13), relational operators (§ 15), logical
operators (§ 14), referential operators (§ 16), type-checking operators (§ 19) and
type-casting operators (§ 20). Most of the operators in CML are infixed, with
just three of them (not, + and -) being used as a prefix. The use of paren-
thesis is allowed to estabilish precedence.
Besides the operators listed above, CML also offers the following ex-
pressions: paths (§ 21), invocations (§ 22), lambdas (§ 23) and comprehensions
(§ 24). They are all presented in the following chapters.
11.1 Examples
Listing 11.1 has some examples of expressions in CML. As shown, there
are different types of expressions: literal values (§ 12), prefixed/infixed ex-
pressions (§ 13, § 14, § 15, § 16, § 20, § 20), conditional expressions (§ 18), path
expressions (§ 21) and comprehension expressions (§ 24), among others.
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@concept Expressions
{
−− L i t e r a l Values :
c : S t r i n g = " SomeString " ;
d : I n t e g e r = 1 2 3 ;
−− P r e f i x Expression :
p r e f i x e d _ s u b t r a c t i o n = −2;
−− I n f i x Expressions :
a r i t h m e t i c = 1 + 2 ;
r e l a t i o n a l = 3 == 3 ;
l o g i c a l = q and p ;
−− Condit ional Expression :
i f _ t h e n _ e l s e = i f a > 0 then a e lse b ;
−− Path Expression :
path = somePath . bar ;
−− Comprehension Expression :
s e l e c t i o n = items | s e l e c t : name == " t h i s " ;
}
Listing 11.1: Expression Example
11.2 Syntax
Listing 11.2 specifies the syntax of all kinds of expressions in CML. It also
lists them in their order of precedence.
Observe that the grammar in listing 11.2 is ambiguous. ANTLR [6]
resolves the ambiguity based on the order in which the expression alter-
natives are listed. Thus, the order in listing 11.2 defines the precedence
order among all operators in CML.
Also, according to ANTLR, and as required by CML, all expressions
in the grammar are left-to-right associative, except for the exponentia-
tion expression, which is right-to-left associative, as defined by the <as-
soc=right> clause.
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express ion returns [ Expression expr ]
: l i t e r a l E x p r e s s i o n
| pathExpression
| lambdaExpression
| invocat ionExpress ion
| comprehensionExpression
// Grouping
| ' ( ' inner=express ion ' ) '
// Arithmetic Expressions :
| operator = ( ' + ' | '− ' ) express ion
| <assoc=r ight > express ion operator = '^ ' express ion
| express ion operator = ( ' * ' | ' / ' | '% ' ) express ion
| express ion operator = ( ' + ' | '− ' ) express ion
// S t r i n g Concatenation :
| express ion operator = '& ' express ion
// R e l a t i o n a l Expressions :
| express ion operator =( ' < ' | ' <= ' | ' > ' | ' >= ' ) express ion
| express ion operator =( '== ' | ' ! = ' ) express ion
// R e f e r e n t i a l Expressions :
| express ion operator =( '=== ' | ' ! = = ' ) express ion
// Type−Checking :
| express ion operator =( IS | ISNT ) type=typeDeclara t ion
// Type−Casting :
| express ion operator =(AS | ASB | ASQ) type=typeDeclara t ion
// Logica l Expressions :
| operator=NOT express ion
| express ion operator=AND express ion
| express ion operator=OR express ion
| express ion operator=XOR express ion
| express ion operator=IMPLIES express ion
// Condit ional Expressions :
| IF cond=express ion
THEN then=express ion ELSE e l s e _ =express ion
| then=express ion con j =(GIVEN | UNLESS) cond=express ion
| then=express ion (ORQ | XORQ) e l s e _ =express ion
Listing 11.2: Expression Syntax
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11.3 Metamodel
Figure 11.1 displays the metamodel of expressions in CML.
Figure 11.1: Metamodel of Expressions
11.4 Model Synthesis
For each kind of expression parsed by the compiler, an instance of the
Expression metaclass is created, and its properties are assigned according
to parsed information:
• kind: a String value matching the Expression subclass; for example,
for the Literal subclass, kind = "literal".
• type: a derived attribute that computes the Type of the expression;
each Expression subclass will do its own Type computation by pro-
viding its own definition for this derived attribute.
Twelve
Literal Expressions
For each one of the primitive types (§ 26), there are corresponding lit-
eral expressions that can represent their values. In CML, as it is the case
with UML [4], OCL [3] and ER [1], each primitive type may considered a
mathematical set. A literal value allowed by a type (§ 25) corresponds to
an element belonging to this set.
CML is able to infer the primitive type of a property (§ 5) based on the
syntax of a literal expression. Each primitive type in CML has a unique
syntax. In contrast, OCL has the same literal syntax for all numeric types,
and thus cannot infer a primitive type from a literal expression.
12.1 Examples











Table 12.1: Literal Expressions for Primitive Types
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12.2 Syntax
Table 12.2 displays the syntax of literal expressions in CML.
Type Syntax
String ’"’ (’\\’[btnr"\\] | . )*? ’"’
Boolean ’true’ | ’false’
Integer (’0’..’9’)+




Float (’0’..’9’)* ’.’ (’0’..’9’)+ ’f’
Double (’0’..’9’)* ’.’ (’0’..’9’)+ ’d’
Table 12.2: Literal Expressions for Primitive Types
12.3 Metamodel
Figure 12.1 displays the metamodel of literal expressions in CML.
Figure 12.1: Metamodel of Literal Expressions
Thirteen
Arithmetic Expressions
Arithmetic expressions are composed by the arithmetic operators, which only
accept as operands the expressions of numeric (§ 26.4) and floating-point
(§ 26.5) types.
13.1 Examples
Table 13.1 displays examples of arithmetic expressions in CML.
Operator Operation Example
^ Exponentiation 3 ^ 2
*, /, % Multiplication, Division, Modulo 6 * 2 / 3 % 4
+, - Addition, Subtraction 6 + 2 - 1
Table 13.1: Examples using the Arithmetic Operators
13.2 Syntax
Listing 11.2 specifies the syntax of the arithmetic expressions in CML. It
also lists them in their order of precedence in relation to other kinds of
expressions.
13.3 Metamodel
Figure 13.1 displays the metamodel of arithmetic expressions in CML.
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Figure 13.1: Metamodel of Arithmetic Expressions
13.4 Model Validation




*, /, % Multiplication, Division, Modulo Left
+, -∗ Addition, Subtraction Left
∗The addition/subtraction operators may also be prefixed in the unary form.
Table 13.2: Arithmetic Operators in Precedence Order
All arithmetic operators are infixed, but the addition (+) and subtraction
(-) operators may also be prefixed when used in the unary form. The
associativity of the arithmetic operators is from left to right, except for
the exponentiation operator (^), where it is from right to left.
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A validation error should reported by the compiler if any of the operands
of an arithmetic expression is inferred to be of a type other than numeric
(§ 26.4) or floating-point (§ 26.5).
Fourteen
Logical Expressions
Logical expressions are composed by the logical operators, which only accept
as operands the expressions (§ 11) of the Boolean type (§ 26.3).
14.1 Examples
Table 14.1 displays examples of logical expressions in CML.
Operator Operation Example
not Negation not p
and Conjunction p and q
or Disjunction p or q
xor Exclusive Disjunction p xor q
implies Implication p implies q
Table 14.1: Logical Operators in Precedence Order
14.2 Syntax
Listing 11.2 specifies the syntax of the logical expressions in CML. It also
lists them in their order of precedence in relation to other kinds of expres-
sions.
14.3 Metamodel
Figure 14.1 displays the metamodel of logical expressions in CML.
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Figure 14.1: Metamodel of Logical Expressions
14.4 Model Validation







Table 14.2: Logical Operators in Precedence Order
All logical operators are infixed, except for the negation operator (not),
which is prefixed and unary. The associativity of the binary operators is
always from left to right.
A validation error should reported by the compiler if any of the operands
of a logical expression is inferred to be of a type other than Boolean.
Fifteen
Relational Expressions
Relational expressions are composed by the relational operators, which only
accept as operands the expressions (§ 11) of a relational type, which include
String (§ 26.6), the numeric (§ 26.4) and floating-point (§ 26.5) types, but ex-
clude Boolean (§ 26.3) and reference types (§ 27.1).
15.1 Examples
Table 15.1 shows examples of the relational expressions in CML.
Operators Operation Example
<, <=, >, >= Ordering 3 < 2
==, != Equality, Unequality 6 != 3
Table 15.1: Relational Operators
15.2 Syntax
Listing 11.2 specifies the syntax of the relational expressions in CML. It
also lists them in their order of precedence in relation to other kinds of
expressions.
15.3 Metamodel
Figure 15.1 displays the metamodel of relational expressions in CML.
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Figure 15.1: Metamodel of Relational Expressions
15.4 Model Validation
Table 15.2 shows the precende order of the relational operators in CML.
Operators Operation
<, <=, >, >= Ordering
==, != Equality, Unequality
Table 15.2: Relational Operators
All relational operators are infixed. There is no associativity between
them.
A validation error should reported by the compiler if any of the operands
of a relational expression is inferred to be of a type other than String (§ 26.6),
numeric (§ 26.4) or floating-point (§ 26.5).
Sixteen
Referential Expressions
Referential expressions are composed by the referential operators, which only
accept as operands the expressions (§ 11) resulting in references (§ 27.1).
That excludes all primitive types (§ 26).
The referential equality operator (is) results in the true value if both
operands reference the same instance. The referential inequality operator
(is) results in true if the refecences do not point to the same instance.
16.1 Examples
Table 16.1 shows examples of referential expressions in CML.
Operator Operation Example
=== Referential Equality product === book
!== Referencial Inequality product !== book
Table 16.1: Referential Operators
16.2 Syntax
Listing 11.2 specifies the syntax of the referential expressions in CML. It
also lists them in their order of precedence in relation to other kinds of
expressions.
16.3 Metamodel
Figure 16.1 displays the metamodel of referential expressions in CML.
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Figure 16.1: Metamodel of Referential Expressions
16.4 Model Validation
The referential operators are infixed. There is no associativity between
them.
A validation error should reported by the compiler if any of the operands




Expressions (§ 11) of the primitive types (§ 26), such as the String type (§ 26.6),
may be combined with the ampersand (&) operator for string concatena-
tion.
17.1 Examples




number : i n t e g e r ;
s t r e e t : s t r i n g ;
c i t y : s t r i n g ;
s t a t e : s t r i n g ;
zip : s t r i n g ;
/display = number & " " & s t r e e t & "\n" &
c i t y & " , " & s t a t e & " " & zip ;
}
Listing 17.1: Example of String Concatenation
17.2 Syntax
Listing 11.2 specifies the syntax of the string concatenation expressions in
CML. It also lists them in their order of precedence in relation to other
kinds of expressions.
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17.3 Metamodel
Figure 17.1 displays the metamodel of string concatenations in CML.
Figure 17.1: Metamodel of String Concatenations
17.4 Model Validation
Only an expression inferred to be of a primitive type (§ 26) may be used as
an operand of a string concatenation expression. It is allowed that none
of the operands are of String type. All operands are converted to String
before concatenation.
The associativity of the concatenation operator is from left to right,
just like the arithmetic operators (§ 13).
17.5 Type Inference / Conformance
The resulting expression is always of the String type, regardless of the
operand types.
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17.6 Model Translation
The operands are concatenated using the string concatenation operation
provided by the target language. If the operand type is not String, then it
is evaluated and the resulting value is converted to a String value, which
is then concatenated with the other String values. The conversion of the
operands is dependent on the target programming language, but it is nor-
mally done using the standard methods, such as Objects.toString() in Java,
or str() in Python.
Eighteen
Conditional Expressions
In CML, conditional expressions allow alternating between one or more
expressions (§ 11) based on some condition, which is an expression of Boolean
type (§ 26.3). The remaining operands of a conditional expression – the
alternating expressions – may be of any type (§ 25), including the primitive
types (§ 26) and references (§ 27.1).
The conditional expressions are divided in three categories:
• unary: only evaluates a single expression if the condition evaluates to
true.
• binary: results in the evaluation of the first expression if the condi-
tion evaluates to true; otherwise, it results in the evaluation of the
second expression.
• optional: the condition is implicit; it results in the first expression
if it provides a value; else, it results in the second expression if it
provides a value; otherwise, it results in none.
The resulting type of a conditional expression is based on the type of its
operands. The cardinality is also based on the operands.
18.1 Examples
Table 18.1 displays examples of conditional expressions in CML.
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Expression Example
unary given item.book given item.qty > 2
unary unless item.book unless item.qty <= 2
binary if-then-else if item.qty > 10 then 0.9 else 1.0
conditional or item.book or? item.accessory
conditional xor item.book xor? item.accessory
Table 18.1: Conditional Expressions
18.2 Syntax
Listing 11.2 specifies the syntax of the conditional expressions in CML. The
table 18.2 is another representation of the syntax.
Expression Example
unary given <expr> given <cond>
unary unless <expr> unless <cond>
binary if-then-else if <cond> then <expr1> else <expr2>
conditional or <expr1> or? <expr2>
conditional xor <expr1> xor? <expr2>
Table 18.2: Syntax of Conditional Expressions
18.3 Model Validation
In conditional expressions, the condition must be of Boolean type, and the
alternatives must be of compatible types.
Nineteen
Type Checking
The type-checking operator (is) results in the true value if the instance
referenced by the first operand is of the type (§ 25) specified by the second
operand, or it is an specialization of such type. The nagative type-checking
operator (is) results in true if the type does not match.
19.1 Examples
The table 19.1 shows examples of the type-checking expressions.
Operator Operation Example
is Type-Checking product is Book
isnt Negative Type-Checking product isnt Book
Table 19.1: Examples of Type-Checking Expressions
19.2 Syntax
Listing 11.2 specifies the syntax of the type-checking expressions in CML. It
also lists them in their order of precedence in relation to other kinds of
expressions. The table 19.2 is another representation of the syntax.
Operator Operation Syntax
is Type-Checking <expr> is <typeDeclaration>
isnt Negative Type-Checking <expr> isnt <typeDeclaration>




There are three type-casting operators in CML. The safe type-casting operator
(as) may only be applied when the casting is guaranteed to work and
the resulting expression has the same cardinality as the original one. The
forced type-casting operator (as!) may raise an exception at runtime if the
actual type of the instance is not compatible with the expected type. The
conditional type-casting operator (as?) automatically selects the compatible
instances, never raising an expception at runtime.
20.1 Examples
The table 20.1 presents the type-casting expressions.
Oper. Operation Example
as Safe Type-Casting products as Book*
as! Forced Type-Casting products as! Book
as? Condicional Type-Casting products as? Book?
Table 20.1: Examples of Type-Casting Expressions
20.2 Syntax
Listing 11.2 specifies the syntax of the type-casting expressions in CML. It
also lists them in their order of precedence in relation to other kinds of
expressions. The table 20.2 is another representation of the syntax.
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Operator Operation Syntax
as Safe Type-Casting <expr> as <typeDeclaration>
as! Forced Type-Casting <expr> as! <typeDeclaration>
as? Condicional Type-Casting <expr> as? <typeDeclaration>
Table 20.2: Syntax of Type-Casting Expressions
Twenty-one
Path Expressions
Path expressions allow accessing the values (§ 26) and references (§ 27.1) of
properties (§ 5) in instances of a concept (§ 4). Be them attributes (§ 6) or
association roles (§ 7), path expressions will traverse through each property
in the path in order to find the intended values or references. They can also
be applied to lambda parameters (§ 23).
21.1 Examples
Listing 21.1 presents some examples of path expressions in CML.
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@concept BookStore
{
orders : Order * ;








book : Book ;
qty : i n t e g e r ;
/ d e s c r i p t i o n = book . t i t l e ;




t i t l e : s t r i n g ;
p r i c e : decimal ;
}
Listing 21.1: Examples of Path Expressions
21.2 Syntax
Listing 21.2 specifies the syntax of path expressions in CML.
// Let Expressions :
| LET var=NAME ' = ' varExpr=express ion IN resul tExpr=express ion ;
Listing 21.2: Syntax of Path Expressions
Twenty-two
Invocation Expressions
Invocations apply a function (§ 10.1) to some expressions (§ 11) – the argu-
ments – that correspond to the function parameters. CML provides some
built-in functions in the base module. New functions may be defined via
template functions (§ 10.2) or via declared functions (§ 10.3).
22.1 Examples
Listing 22.1 presents an example of an invocation expression in CML.
@concept Order
{
items : Item * ;




amount : decimal ;
}
Listing 22.1: Invocation Example
22.2 Syntax
Listing 22.2 specifies the syntax of invocation expressions in CML.
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lambdaParameterList returns [ Seq<Str ing > params ] :
NAME ( ' , ' NAME) * '− > ';
Listing 22.2: Syntax of Invocation Expressions
Twenty-three
Lambda Expressions
A lambda expression may be used as an argument of the invocation (§ 22)
of a function (§ 10.1). CML provides some built-in functions in the base
module that accept a lambda expression as an argument.
Lambda expressions may be seen as an inline function definition. Just
like functions, lambda expressions may have a number of parameters that are
used in its inner expression.
Just like OCL ([3]), CML allows a parameterless lambda expression to
have an undeclared, implicit parameter, which serves as its scope. This
implicit parameter in the lambda expression is inferred from the function
declaring the lambda as one of its parameters. Functions may declare a
lambda parameter with a function type declaration (§ 27.3).
Additionally, a lambda expression in CML is considered a pure function
(just like declared functions § 10.3) given that the invocations performed by
its inner expression are also pure functions or lambdas.
23.1 Examples
Listing 23.1 presents an example of a lambda expression in CML.
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@concept BookStore
{
orders : Order * ;




t o t a l : decimal ;
}
Listing 23.1: Lambda Example
23.2 Syntax
Listing 23.2 specifies the syntax of lambda expressions in CML.
pathExpression returns [ Path path ] :
NAME ( ' . ' NAME) * ;
lambdaExpression returns [Lambda lambda ] :
' { ' lambdaParameterList ? express ion ' } ' ;
Listing 23.2: Syntax of Lambda Expressions
Twenty-four
Comprehension Expressions
CML supports a special kind of expression (§ 11) called comprehension. It
is a flexible and expressive way to calculate values (§ 26) or to query ref-
erences (§ 27.1). It is thus a more powerful construct than path expressions
(§ 21), but it can also combined with the latter.
The comprehension expressions have a similar purpose to the set builder
notation in Mathematics, and also to list comprehensions in Python, or for
comprehensions in Scala. Unlike those languages, in CML, comprehensions
can be combined using the pipe (|) operator and functions (§ 10.4), mak-
ing them more extensible.
24.1 Examples
Listing 24.1 presents an example of a comprehension expression in CML.
@concept BookStore
{
orders : Order * ;




t o t a l : decimal ;
}
Listing 24.1: Example of Comprehension Expression
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24.2 Syntax
Listing 24.2 specifies the syntax of comprehension expressions in CML.
invocat ionExpress ion returns [ Invocat ion invocat ion ] :
NAME ' ( ' express ion ( ' , ' express ion ) * ' ) ' lambdaExpression ? ;
comprehensionExpression returns [ Comprehension comprehension ] :
( pathExpression |
FOR enumeratorDeclarat ion ( ' , ' enumeratorDeclarat ion ) * )
queryStatement +;
enumeratorDeclarat ion returns [ Enumerator enumerator ] :
var=NAME IN pathExpression ;
queryStatement returns [ Query query ] :
' | ' (NAME | keywordExpression + ) ;






CML is a statically-typed language. All its properties (§ 5) and expressions
(§ 11) must have a type declared or inferred at compilation time. Addi-
tionally:
• the type of a property must be compatible with the type of its expres-
sion;
• the type of the operands in an expression must be compatible with its
operator;
• the type of a property redefinition must be compatible with the origi-
nal property definition in the generalization;
• and the type of the arguments in a invocation must be compatible
with the type of the declared parameters of the corresponding func-
tion.
In order to allow the compiler to verify the types during the model
validation, the model elements that must have an associated type are
all specializations of the TypedElement metaclass, which has the abstract
property type. Each TypedElement specialization must redefine the type
property in order to be able to infer its type.
All types are specializations of the metaclass Type, which represents
the type declaration or type inference of a TypedElement.
Among other properties, Type defines the min_cardinality and the max
_cardinality allowed on a TypedElement. CML only allows specific cardi-
nality options:
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• A type with the min/max cardinality equal to one is called “re-
quired”. It is declared as required when no suffix is provided in
a type declaration.
• A type with cardinality zero-or-one is called “optional”. It is de-
clared as optional by the question-mark (?) suffix in a type declara-
tion.
• A type with cardinality zero-or-more is called “sequential”. It is
declared as sequential by the asterisk-mark (*) suffix in a type decla-
ration.
The direct specializations of Type are the following metaclasses:
• ValueType: for types that contain values, such as the primitive types
(§ 26).
• ReferenceType: for types that contain references to the actual instances,
such as the concept types (§ 27.1).
• TupleType: for types that declare tuples used as an argument or a
result of a function (§ 10.1).
• FunctionType: used in functions to declare that an argument accepts
a lambda expression (§ 23).




A primitive type in CML is one of the pre-defined value types supported
by the language, as shown in tables 26.1 and 26.2.
In the ER [1] metamodel, a data type is formally defined as a set of
values that can be held by an attribute (§ 6). The original ER paper [1]
states that, for each value set (i.e. data type), there is a predicate that can
be used to test whether a value belongs to the set. In CML, instead, literal
expressions are syntactically defined for each primitive type, so that the type
can be inferred from the literal expression.
On the original ER paper, it is also said that values in a value set may be
equivalent to values in another value set. In CML, also, literal expressions
of the Integer type may be equivalent to literal expressions of the Decimal
type, and so with other numeric types. This allows expressions (§ 11) of
a primitive type to be promoted to expressions of another primitive type in
order to allow type inference of composite expressions.
In the UML [4] metamodel, there is a specific metaclass named Primi-
tiveType, which matches to the same notion in CML.
26.1 Example
Figure 26.1 presents examples of atributes declared with primitive types in
CML. Each example corresponds to one of the primitive types supported
by the language, as shown in tables 26.1 and 26.2. The target construc-
tors of CML’s base module will translate the primitive types to Java, C#,
C/C++, Python, and TypeScript (JavaScript), according to the mapping
shown in the tables.
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@concept Primit iveTypes
{
−− Core P r i m i t i v e Types :
−− Only values are the l i t e r a l express ions : true , f a l s e
a : Boolean ;
−− 32−b i t signed two ' s complement i n t e g e r
c : I n t e g e r ;
−− Arbi t rary p r e c i s i o n a r i t h m e t i c .
−− BigDecimal in Java ; decimal in C# ; decimal128 in C++.
d : Decimal ;
−− 16−b i t Unicode c h a r a c t e r sequences
−− as in Java , C# , C++ ( std : : wstring ) , and J a v a S c r i p t .
b : S t r i n g ;
−− Addit ional P r i m i t i v e Types :
−− 8−b i t signed two ' s complement i n t e g e r
e : Byte ;
−− 16−b i t signed two ' s complement i n t e g e r
f : Short ;
−− 64−b i t signed two ' s complement i n t e g e r
g : Long ;
−− 32−b i t IEEE 754 f l o a t i n g point
h : F l o a t ;
−− 64−b i t IEEE 754 f l o a t i n g point
i : Double ;
}
Figure 26.1: Example of Primitive Types
CHAPTER 26. PRIMITIVE TYPES 72
CML Java C# C++ Python TypeScript
(JavaScript)
String String string std::wstring str string
16-bit Unicode character sequences.
Boolean boolean bool bool bool boolean
Only values are the literal expressions: true, false.
Integer int int int32_t int number
32-bit signed two’s complement integer.
Decimal* BigDecimal decimal decimal128 Decimal number
Arbitrary precision, fixed-point, or decimal floating-point, depending on the target
language.
*The specification of Decimal type varies by target programming lan-
guage. Compared to the binary floating-point types (Float and Dou-
ble), the Decimal type is better suited for monetary calculations at a
performance cost.
Table 26.1: Core Primitive Types in CML.
26.2 Syntax
Figure 26.2 specifies the syntax used to declare any kind of type, including
primitive types. The NAME of the type may be any of the primitive types
defined in the column named CML of the tables 26.1 and 26.2. Optionally,
cardinality may also be specified for a primitive type. The ‘*’ cardinality
suffix allows zero or more values to be stored in a property as a sequence
type. The ‘?’ cardinality suffix allows a single value to be stored, or none.
If no cardinality is specified, a value must be assigned to the attribute
when its concept is instantiated.
Figure 7.1 presents the Type metaclass in an EMOF [5] class diagram
of the CML metamodel, and figure 26.3 specifies the transformation from
the type concrete syntax to its abstract syntax.
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CML Java C# C++ Python TypeScript
(JavaScript)
Specification
Byte byte byte int8_t int number 8-bit signed two’s
complement inte-
ger
Short short short int16_t int number 16-bit signed two’s
complement inte-
ger
Long long long int64_t long number 64-bit signed two’s
complement inte-
ger
Float float float float* float number 32-bit IEEE 754 bi-
nary floating point
Double double double double* float number 64-bit IEEE 754 bi-
nary floating point
*C++ floating point types may vary by hardware and compiler
Table 26.2: Additional Primitive Types in CML.
26.3 Boolean Type
The Boolean type accepts only two literal expressions (§ 12): true or false.
When either of these two literals is found in expressions (§ 11), its type is
inferred to be Boolean.
Any expression of the Boolean type may be used as an operand of logical
expressions (§ 14).
26.4 Numeric Types
The numeric types are the following in CML (from the smallest set to the
largest one): Byte, Short, Integer, Long and Decimal. They belong to the
group of primitive types (§ 26), which are shown in tables 26.1 and 26.2.
There is a specific literal expression syntax (§ 12) for each numeric type,
which allows the type to be inferred uniquely. Literal expressions of a
narrower-range type may be equivalent to literal expressions of the wider-
range one. This allows type inference of arithmetic expressions (§ 13) and
relational expressions (§ 15).
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typeDeclaration returns [Type type]
: name=NAME cardinality? // named type
| tuple=tupleTypeDeclaration // tuple type
| params=tupleTypeDeclaration '->' result=typeDeclaration // function type
| '(' inner=typeDeclaration ')';
cardinality:
('?' | '*');
tupleTypeDeclaration returns [TupleType type]:
'(' ( tupleTypeElementDeclaration (',' tupleTypeElementDeclaration )* )? ')'
cardinality ?;
tupleTypeElementDeclaration returns [TupleTypeElement element ]:
(name=NAME ':')? type=typeDeclaration;
typeParameterList returns [Seq <TypeParameter > params ]:
'<' typeParameter (',' typeParameter )* '>';
typeParameter returns [TypeParameter param]:
name=NAME;
Figure 26.2: Type Declaration Syntax
node Type : NAME CARDINALITY?
{
name = NAME;
c a r d i n a l i t y = CARDINALITY ? ;
}
Figure 26.3: Type AST Instantiation
26.5 Floating-Point Types
The floating-point types in CML are Float and Double for single-precision
(32-bit) and double-precision (64-bit), respectively. They belong to the
group of primitive types (§ 26), which are shown in tables 26.1 and 26.2.
Each floating-point type has a specific literal expression syntax (§ 12),
which allows them to be inferred uniquely. Literal expressions of the Float
type may be equivalent to literal expressions within the same range of the
Double type. This allows type inference of arithmetic expressions (§ 13) and
relational expressions (§ 15).
In order to prevent data/precision loss, it is disallowed the coercion
of a value of a numeric type (§ 26.4) to a value of a floating-point type, and
vice-versa. That means it is only possible to combine expressions (§ 11) of
floating-point and numeric types with explicit conversion.
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26.6 String Type
The String type in CML represents a 16-bit Unicode character sequence,
matching the same type in other programming languages, as described
in table 26.1.
There is a specific literal expression syntax (§ 12) for String values, which
allows them to be inferred uniquely. Expressions (§ 11) of the String type
may be the operands of relational expressions (§ 15). They may also be
combined with the ampersand (&) operator for concatenation (§ 17), in




In CML, all type declarations referring to the name of a concept (§ 4) are in-
stances of the ReferenceType metaclass (§ 25); in short, the type declaration
declares a reference type. A property (§ 5) of a concept A, whose type is de-
clared or inferred to be of a concept B, holds a reference to an instance of
concept B; not the actual instance. This allows the properties of a concept
C to also reference the same instance of B.
Models in CML do not to keep track of the memory used to store
the actual instances. CML expects the target programming language or
technology to support some kind of reference management, such as a
garbage collector in Java or automatic reference counting in Swift, or still
a database. CML does not require any particular implementation.
The path expressions (§ 21) whose result is of a reference type may be
used in referential expressions (§ 16), type-checking expressions (§ 19), type-
casting expressions (§ 20) and in invocations (§ 22).
27.2 Tuple Types
Tuples may be declared as the type of an argument or the result of a func-
tion (§ 10.1). A type declaration that declares a tuple is an instance of the
TupleType metaclass.
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27.3 Function Types
A function type declaration may used in functions (§ 10.1) to declare that an
















moduleDeclaration returns [TempModule module]:
MODULE NAME ’{’ importDeclaration* ’}’;
importDeclaration returns [Import _import]:
IMPORT NAME ’;’;
// Concept Declarations:
conceptDeclaration returns [TempConcept concept]:
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// Property Declarations:
propertyList:
’{’ (propertyDeclaration ’;’)* ’}’;
propertyDeclaration returns [Property property]:

















(’->’ resultType=typeDeclaration)? (’=’ expression)? ’;’;
functionParameterList returns [Seq<FunctionParameter> params]:
’(’ functionParameterDeclaration? (’,’ functionParameterDeclaration)* ’)’;
functionParameterDeclaration returns [FunctionParameter param]:
name=NAME ’:’ type=typeDeclaration;
// Type Declarations:
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typeDeclaration returns [Type type]
: name=NAME cardinality? // named type
| tuple=tupleTypeDeclaration // tuple type
| params=tupleTypeDeclaration ’->’ result=typeDeclaration // function type
| ’(’ inner=typeDeclaration ’)’;
cardinality:
(’?’ | ’*’);
tupleTypeDeclaration returns [TupleType type]:
’(’ ( tupleTypeElementDeclaration (’,’ tupleTypeElementDeclaration)* )? ’)’
cardinality?;
tupleTypeElementDeclaration returns [TupleTypeElement element]:
(name=NAME ’:’)? type=typeDeclaration;
typeParameterList returns [Seq<TypeParameter> params]:
’<’ typeParameter (’,’ typeParameter)* ’>’;
typeParameter returns [TypeParameter param]:
name=NAME;
// Task Declarations:













| ’(’ inner=expression ’)’
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// Arithmetic Expressions:
| operator=(’+’ | ’-’) expression
| <assoc=right> expression operator=’^’ expression
| expression operator=(’*’ | ’/’ | ’%’) expression
| expression operator=(’+’ | ’-’) expression
// String Concatenation:
| expression operator=’&’ expression
// Relational Expressions:
| expression operator=(’<’ | ’<=’ | ’>’ | ’>=’) expression
| expression operator=(’==’ | ’!=’) expression
// Referential Expressions:
| expression operator=(’===’ | ’!==’) expression
// Type-Checking:
| expression operator=(IS | ISNT) type=typeDeclaration
// Type-Casting:
| expression operator=(AS | ASB | ASQ) type=typeDeclaration
// Logical Expressions:
| operator=NOT expression
| expression operator=AND expression
| expression operator=OR expression
| expression operator=XOR expression
| expression operator=IMPLIES expression
// Conditional Expressions:
| IF cond=expression
THEN then=expression ELSE else_=expression
| then=expression conj=(GIVEN | UNLESS) cond=expression
| then=expression (ORQ | XORQ) else_=expression
// Let Expressions:
| LET var=NAME ’=’ varExpr=expression IN resultExpr=expression;
pathExpression returns [Path path]:
NAME (’.’ NAME)*;
lambdaExpression returns[Lambda lambda]:
’{’ lambdaParameterList? expression ’}’;
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lambdaParameterList returns[Seq<String> params]:
NAME (’,’ NAME)* ’->’;
invocationExpression returns [Invocation invocation]:
NAME ’(’ expression (’,’ expression)* ’)’ lambdaExpression?;
comprehensionExpression returns [Comprehension comprehension]:
(pathExpression |
FOR enumeratorDeclaration (’,’ enumeratorDeclaration)*)
queryStatement+;
enumeratorDeclaration returns [Enumerator enumerator]:
var=NAME IN pathExpression;
queryStatement returns [Query query]:
’|’ (NAME | keywordExpression+);
keywordExpression returns [Keyword keyword]:
NAME ’:’ lambdaParameterList? expression;
// Names:
// All reserved words must be declared before NAME.
















BOOLEAN: ’true’ | ’false’;
















( ’A’..’Z’ | ’a’..’z’ | ’0’..’9’ | ’_’ )*;
// Literals:
literalExpression returns [Literal literal]:
BOOLEAN | STRING |
INTEGER | LONG | SHORT | BYTE | DECIMAL |
FLOAT | DOUBLE;
STRING:
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(’0’..’9’)* ’.’ (’0’..’9’)+;
FLOAT:
(’0’..’9’)* ’.’ (’0’..’9’)+ ’f’;
DOUBLE:
(’0’..’9’)* ’.’ (’0’..’9’)+ ’d’;
// Ignoring Whitespace:
WS:
( ’ ’ | ’\t’ | ’\f’ | ’\n’ | ’\r’ )+ -> skip;
// Ignoring Comments:
COMMENT:
((’//’ | ’–’) .*? ’\n’ | ’/*’ .*? ’*/’ ) -> skip;
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Abstract. This paper presents a textual programming language for conceptual
modeling (based on UML classes/associations and OCL constraints) and a com-
piler that can generate code in any target language or technology via extensible
textual templates. The language and compiler allow the specification of infor-
mation managed by ever-changing, increasingly distributed software systems.
From a single source, automated code generation keeps implementations con-
sistent with the specification across the different platforms and technologies.
Furthermore, as the technology landscape evolves, the target templates may
be extended to embrace new technologies. Unlike other approaches, such as
MDA and MPS, the built-in tooling support, along with the textual nature of
this modeling language and its extensible templates, is expected to facilitate the
integration of model-driven software development into the workflow of software
developers.
1. Introduction
In order to address the challenges of the ever-changing, increasingly distributed technolo-
gies used on software systems, Model-Driven Architecture (MDA [OMG 2014a]) from
Object Management Group (OMG) has been promoting model-driven software develop-
ment. In particular, MDA has guided the use of high-level models (created with OMG
standards, such as UML [OMG 2015], OCL [OMG 2014b] and MOF [OMG 2016]) to
derive software artifacts and implementations via automated transformations. As one of
its value propositions, the MDA guide [OMG 2014a] advocates:
“Automation reduces the time and cost of realizing a design, reduces the
time and cost for changes and maintenance and produces results that en-
sure consistency across all of the derived artifacts.”
MDA provides guidance and standards in order to realize this vision, but it leaves
to software vendors the task of providing the tools that automate the process of generating
the implementations from the models. The key role played by tools has been demonstrated
by Voelter [Voelter 2014] in his Generic Tools, Specific Languages approach for model-
driven software development. Voelter [Voelter 2014] has used domain-specific languages
(DSLs) with the Metaprogramming System (MPS) in order to generate software artifacts.
Unlike MDA, which is based on UML/MOF models, MPS allows the specification of
models using domain-specific editors.
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The conceptual modeling language and extensible compiler presented here are
an alternative approach to MPS. While the latter is a fully integrated development envi-
ronment based on domain-specific languages and their projectional editors1, the former
(hereby called CML) is a compiler. As input, CML has source files defined using its
own conceptual language, which provides an abstract syntax similar to (but less com-
prehensive than) a combination of UML [OMG 2015] and OCL [OMG 2014b]; and, as
output, any target languages, based on extensible templates that may be provided by the
compiler’s base libraries, by third-party libraries, or even by developers. Both the CML
language and compiler are in its initial stage of development, as part of the author’s Com-
puter Sciences Bachelor Technical Report, and available as an open source project online
[dos Santos 2017].
Section 2 explains the motivation for creating yet another language for conceptual
modeling. The next two sections present the language (section 3) and the compiler with its
extensible templates (section 4). Section 5 compares CML to other languages, tools and
frameworks that can also generate code from conceptual models. We conclude in section
6, reiterating the objectives being pursued by CML and exploring options to validate the
use of the CML compiler.
2. Why A New Language?
Thalheim [Thalheim 2011] has observed that the choice of a conceptual modeling lan-
guage has to do with its purpose. He suggests that a language is just a carrier mapping
some properties of the origin (the problem space) that can provide utility to its users.
In this context, the purpose of the CML language is being a tool that allows soft-
ware developers to transform text-based conceptual models into executable code of an
extensible range of technologies. In order to achieve this purpose, a new language is
designed with the following goals (among others):
• Developer Experience: CML follows the principle “the model is the
code” as laid out on the Conceptual-Model Programming (CMP) manifesto
[Embley et al. 2011]. Furthermore, CML is also intended to enable software de-
velopers to do conceptual modeling on the same workflow they are used to doing
programming; that is, using text editors and a compiler. CML strives to not only be
the code (as advocated by CMP), but also look like code (syntactically speaking),
pursuing compatibility with developers’ mindset, toolset and workflow. By pro-
viding its own syntax based on existing programming languages, CML then pro-
motes the modeling-as-programming approach. The UML [OMG 2015] notation,
on the other hand, being graphical, is not suited for mainstream, textual program-
ming. However, the Human Usable Textual Notation (HUTN) [Rose et al. 2008a]
is a textual syntax for MOF-based [OMG 2016] metamodels, and as such, it can
also be used for UML models. The syntax of the structural (static) elements of
CML models is based on HUTN.
• Language Evolution: This initial version is being designed for the validation of
the model-driven development approach offered by CML. Unlike the expressive
power seen on UML [OMG 2015] and OWL 2 [W3C 2012] with their breadth of
1Projectional editors in MPS do not rely on parsers. Instead, the abstract syntax tree (AST) is modified
directly. MPS renders the visual representation of the AST based on the DSL editor definition.
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features, the CML language initially supports generalization/specialization, bidi-
rectional associations (with zero-or-one and zero-or-many cardinality) and the
ability to define derived attributes and associations with OCL-like expressions.
These features have already allowed the specification of CML compiler’s own
metamodel in CML itself. The CML compiler is thus the first system used to
validate CML’s aplicability, and will continue to do so as the language evolves.
• Extensible Target Generation: Some of the language features should enable the
generation of code into a wide range of target languages and technologies. Among
the features that must be provided by the CML language, it is the ability to break
models into modules (already available); the ability to share modules as libraries
(planned); the ability to specify different code generation targets (already avail-
able); and the ability to annotate model elements in order to provide more in-
formation for specific targets during code generation (also planned). In order to
effectively support code generation, these language features must be available in
a single language, so that they can be compatible with each other and with the
compiler backend.
Section 5 provides further motivation for developing CML, comparing it to related
work.
3. The Language
This section presents an overview of the conceptual modeling language. The concrete
syntax is presented using an example in subsection 3.1. The mapping of the CML example
to UML [OMG 2015] and OCL [OMG 2014b] is illustrated in subsection 3.2. The CML
metamodel (the abstract syntax’s structure) is presented in subsection 3.3. (The CML
Specification [dos Santos 2017], which is under development, should eventually provide
a formal description of the concrete syntax, along with its mapping to the abstract syntax.)
3.1. An Example
On the example of figure 1, some concepts, such as Book and Customer, are declared
in CML. The block-based syntax declaring each concept resembles the C [ISO 2011]
language’s syntax. Each concept declares a list of properties. The property declarations
are based on the Pascal [Jensen and Wirth 1974] style for variable declarations, where the
name is followed by a colon (“:”) and then the type declaration. Part of the CML syntax
for expressions, such as the expression in BookStore’s orderedBooks, is based on OCL
[OMG 2014b] expressions. While the syntax of the expression in goldCustomers is new,
its semantics also match OCL [OMG 2014b] query expressions.
The key language features: Book and Customer are concepts; title and price un-
der the Book concept are attributes; totalSales under the Customer concept is a derived
attribute; the properties books and customers declared under the BookStore concept rep-
resent unidirectional associations (in UML [OMG 2015], they would correspond to the
association roles); CustomerOrder binds two unidirectional associations (represented by
the orders property under the Customer concept and by the customer property under the
Order concept) into a single bidirectional association; the properties goldCustomers and
orderedBooks under the BookStore concept are examples of derived associations.
These language features are defined in the subsection 3.3.
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concept BookStore {
books: Book*; customers: Customer*; orders: Order*;




title: String; price: Decimal; quantity: Integer = 0;
}
concept Customer {
orders: Order*; /totalSales = sum(orders.total);
}
concept Order {





Figure 1. Adapted from the fictional Livir bookstore; a case study by Wazlawick
[Wazlawick 2014].
3.2. Mapping CML Source to UML and OCL
Part of the CML metamodel (presented in section 3.3) may be considered a small subset of
the UML [OMG 2015] metamodel. Thus, the structural (static) elements of CML models
can be transformed into UML class diagrams. The example CML model in the listing of
figure 1 is mapped to the UML model in figure 2.
In figure 2, the CML concepts (BookStore, Book, Customer and Order) are
mapped to corresponding UML classes. The CML properties that represent attributes
(such as title, quantity and price of Book) are mapped to UML attributes under each class.
The CML properties that represent unidirectional associations (books, customers, and
goldCustomers of BookStore) are mapped to UML associations with corresponding roles
(showing the navigability direction, and matching the property names and cardinality.)
The CML bidirectional association CustomerOrder (comprised by two CML properties:
Customer.orders and Order.customer) is mapped to a UML association with bidirectional
navigability (that is, no direction arrows.) As demonstrated by this example, CML strives
to enable modeling at the same conceptual level as allowed by UML. That being said,
when compared to the UML metamodel, the CML metamodel supports only a core set of
its elements, as shown in subsection 3.3.
Besides the structural elements of a conceptual model (as seen above), CML also
has expressions that can set initial values to attributes, and define derived properties
for both attributes and associations. CML expressions are partially based on the OCL
[OMG 2014b] syntax, but they follow closely the OCL semantics. For example, the fol-
lowing CML expression (extracted from figure 1) is a path-based navigation expression
209




Using association properties, the expression above navigates from one instance of
BookStore, passing through all linked orders, and then through all items of all orders, in
order to return all books that have been ordered. As another example, the following CML
expression (also extracted from figure 1) does not follow the OCL syntax:
/goldCustomers = customers | select: totalSales > 1000;
However, the expression above closely matches the semantics of the following
OCL expression:
derive: customers->select(totalSales > 1000)
Both the CML expression and the OCL excerpt above evaluate to a set of Customer
instances that have bought more than 1000 in the BookStore.
The OCL syntax for expressions that process collections of instances has the fol-
lowing general form:
collection->method_name(predicate or function)
The expression above is based on method invocations (an influence from UML’s
object-oriented paradigm), and thus it has an imperative style. CML, on the other hand,
intends to be agnostic towards programming paradigms. By using extensible comprehen-
sions [Trinder 1992] to define derived attributes and associations, CML’s syntax is more
declarative, similar to SQL [ISO 2016] or C#’s LINQ [Torgersen 2007]. In CML, smaller
expressions can also be combined into larger ones. For example:
/goldOrders = for order in bookStore.orders,
goldCustomer in bookStore.goldCustomers
| select: order.customer == goldCustomer | yield: order
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Above, all orders from goldCustomers are returned. The sub-expressions are eval-
uated sequentially: the for expression provides a cross join of all (order, goldCustomer)
pairs; the select expression selects only the pairs that have matching customers; Finally,
the yield expression maps selected pairs into a sequence of orders. Sub-expressions like
for, select and yield can be combined in different configurations in order to derive any
required attributes and associations.
3.3. The CML Metamodel (Abstract Syntax)
In the article UML and OCL in Conceptual Modeling, Gogolla
[Gogolla and Thalheim 2011] shows, by mapping the UML [OMG 2015] meta-
model to the ER [Chen 2011] metamodel, how UML models (augmented by OCL
[OMG 2014b] constraints) can be used to specify conceptual models. Also, Wazlawick
[Wazlawick 2014] systematically prescribes a method for conceptual modeling using
UML and OCL. Since one key CML goal is enabling the specification of conceptual
models (such as those specified by ER models and UML/OCL models), in order to
present the key elements of the CML metamodel, a similar approach to Gogolla’s is used
to map the CML metamodel to the ER metamodel, and to the UML/OCL metamodel.
The EMOF [OMG 2016] model presented by figure 3 is a simplified version of the
CML metamodel. As shown, a Concept is composed of zero-or-more Property instances.
Each Property must have a Type and an optional Expression. If two Property instances
represent both ends of the same bidirectional association, there must be an Association
instance that binds them. Unidirectional associations are only represented by a single
Property instance (actually representing the association role) that enables the navigation
from the source Concept instance to the target one, which is represented by the property’s
Type.
Next, there is a description for the key metamodel elements:
• Concept: According to Wazlawick [Wazlawick 2014], a concept represents com-
plex information that has a coherent meaning in the domain. They aggregate at-
tributes and cannot be described as primitive values. They may also be associ-
ated with other concepts. On the ER metamodel, it is known as Entity Type; on
the UML metamodel, as Class. CML’s Concept differs, however, from the UML
Class, because it has only Property instances, while the UML Class may also have
Operation instances.
• Property: May hold values of primitive types, in which case they represent an
attribute on the ER and UML metamodels; or may hold references (or collections
of references) linking to instances of other concepts. On the ER metamodel, a set
of all reference pairs linking one Entity Type to another is known as a Relationship;
on the UML metamodel, it is known as a unidirectional Association.
• Association: Unlike the ER and UML metamodels, in the CML metamodel, only
a bidirectional Association is represented with the Association class. Using UML
terminology, they bind the reference (non-primitive) properties, so that the Associ-
ation links are accessible from each participating association end. It directly repre-
sents in the CML metamodel what normally requires additional implementation in
programming languages. It is inspired2 on the work of Cardoso [Cardoso 2011],
2The syntax used in CML resembles the syntax of a struct in C [ISO 2011], while Cardoso
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Figure 3. Simplified EMOF [OMG 2016] model defining the CML metamodel.
which extends the C# language to represent bidirectional associations; it is also
inspired on the work of Balzer et. al. [Balzer et al. 2007], which uses member
interposition to model relationships.
• Type: They may be of: a primitive type (such as Boolean, String, and Decimal);
a reference to a Concept instance (cardinality equal to one); a sequence of refer-
ences (cardinality equal to zero-or-many); or optional, meaning their value may
or may not have been set (also defined by the cardinality property). CML also
supports the tuple and lambda types, which are used in expressions.
• Inheritance: Following the the UML [OMG 2015] metamodel, CML provides the
generalization/specialization relationship. In CML, a Concept may be a special-
ization of two or more other Concept instances. If a Property has been defined by
more than one generalization, CML requires it to be redefined by the specializa-
tion in order to resolve the definition conflict.
4. The Extensible Compiler
In order to realize the CMP [Embley et al. 2011] manifesto’s vision, the CML compiler
can generate code in any target language if the corresponding templates are provided. A
set of core templates is provided by CML compiler’s base module, which is currently
supporting Java and Python. In order to target specific technologies or platforms, third-
party modules can also provide their own templates, along with their conceptual models.
Developers can also extend existing templates in order to adapt the implementation to
characteristics specific to their projects.
[Cardoso 2011] uses a verbose syntax. Also, unlike CML, Cardoso does not bind properties that represent
each association end; instead, associations – unidirectional or bidirectional – are declared independently of
class properties.
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Figure 4. An architectural overview of the CML compiler.
Subsection 4.1 provides an overview of the CML compiler’s architecture. Next,
subsection 4.2 introduces the CML compiler’s extensible templates. Finally, subsection
4.3 lays out the CML compiler’s mechanism for organizing and sharing conceptual mod-
els and extensible templates.
4.1. Compiler Overview
An overview diagram of the architecture is shown in figure 4. The two main components
of the compiler, and the artifacts they work with, are presented below:
• Frontend: receives as input the CML source files. It parses the files into an internal
representation of the CML model. Syntactical and semantic validations are then
executed. Any errors are presented to the developer, interrupting the progress to
the next phase. If the source files are parsed and validated successfully, the CML
model serves then as the input to the backend component.
• Backend: receives the CML model as input. Based on the constructor defined by a
task, the backend chooses which extensible templates to use for code generation.
The target files are then generated to be consumed by other tools. The task and
associated constructor play a key role in determining the kind of target to be
generated.
4.2. Extensible Templates
Parr has formalized and developed the StringTemplate [Parr 2004] language for code gen-
eration. CML’s extensible templates are implemented in StringTemplate. The CML com-
piler uses StringTemplate for two purposes:
• File names and directory structure: each type of target generated by the CML
compiler requires a different directory structure. The CML compiler expects each
constructor to define a template file named “files.stg” (also known as files tem-
plate), which will contain the path of all files to be generated. The files template
may use information provided by the task (introduced in subsection 4.1) in order
to determine the file/directory names. An example of a files template is shown
below:
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model_files(task, model) ::= <<
pom_file|pom.xml
>>
concept_files(task, concept) ::= <<
concept_file|src/main/java/<task.packagePath>/<concept.name; format="pascal-case">.java
>>
• File content generation: each file listed under the files template must have a corre-
sponding content template that specifies how the file’s content must be generated.
The content template will receive as input one root-level element of the CML
model, which will provide information to generate the file’s content. The type of
model element received as input by the content template depends on which func-
tion of the files template has defined the file to be generated. A typical content
template is shown below:
import "/design/poj.stg"





On the files template example, two types of files are created by this constructor:
one file for the CML module (named “pom.xml”, and based on the “pom file” template);
and one for each concept found in the CML model (with the file extension “.java”, and
based on the “concept file” template.)
On the content template example, the “concept file” content template is displayed,
which can generate a Data Type Object (DTO) class in Java. The actual template that
knows how to generate the class is imported from “/design/poj.stg”.
4.3. Modules and Libraries
When developing a single application, having a single directory to maintain all the CML
source code is sufficient. But, once more than one application is developed as part of
a larger project, and CML model elements are shared among them, it is necessary to
separate the common source code. Also, some applications cover different domains, and
it may be beneficial to separate the source code into different CML models.
In order to allow that, CML supports modules. Grouping a set of CML model
elements, a module in CML is conceptually similar to a UML [OMG 2015] package.
Physically, each module is a directory containing the following sub-directories:
• source: where the CML source files reside.
• templates: optional directory containing templates for code generation.
• tests: optional directory containing tests that verify the generated code.
• targets: created by the CML compiler to contain each target sub-directory, which
in turn contains the target files generated for a given target.
Under the source directory, the module is defined by a module specification. If
a module needs to reference CML model elements in other modules, then import state-
ments define the name of the other modules. The CML compiler should then compile the
imported modules before compiling the current module.
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A CML module has no version as it is maintained in the same code repository
with the other modules it imports. However, it is planned that a future version of CML
will allow packaging a module as a library, which will have a version and the same name
as the module. Such a library will in turn be published into a public (or company-wide)
library site in order to be shared with other developers. A CML library is expected to
become a packaged, read-only, versioned module.
5. Related Work
This section compares CML to other languages, tools and frameworks that can also gen-
erate code from conceptual models. Each paragraph covers a different category, enumer-
ating specific solutions and characterizing their relevance to CML, and also their differ-
ences.
When compared to CML, the text-based languages are the most relevant. MPS
[Voelter 2014] is a development environment for DSLs. Strictly speaking, its DSLs are
not textual, since their AST is directly edited on projectional editors. However, the
editors allow textual representations. Unlike MPS, the DSLs created with the M lan-
guage [Brunelie`re et al. 2010] are truly textual. It was part of the discontinued Oslo
project from Microsoft, which incorporated into Visual Studio similar capabilities to
what is available on MPS. Xtext/Xtend [Bettini 2016] allows the definition of textual
DSLs to generate code from conceptual models edited on Eclipse. It is similar to the
Oslo project from Microsoft, and based on EMF [Steinberg et al. 2008]. MM-DSL
[Visic and Karagiannis 2014], on the other hand, allows the definition of metamodels
(abstract syntax; not the actual DSLs), which serve as input to generate domain-specific
modeling tools. ThingML [Harrand et al. 2016] is also a language and code generation
framework for the development of software in embedded devices. XML may also be used
for conceptual modeling, and XSLT then used to create the templates for code genera-
tion, as shown by Gheraibia et all [Gheraibia and Bourouis 2012]. Observe that most of
the solutions previously mentioned enable modeling via DSLs, while CML is a generic
language for modeling in any domain.
Graphical languages also have some relevance to CML, despite the latter being a
textual language, because the former have also been used to generate code in other target
languages. MPS [Voelter 2014], besides the textual models, also allows the creation of
graphical models. FCML [Karagiannis et al. 2016], on other hand, incorporates and ex-
tends conceptual modeling languages (ER, UML, and BPMN) via the OMNILab tool in
order to generate code. MetaEdit+ [Tolvanen 2004] is another development environment
that allows the creation of modeling tools and code generators for visual DSLs. As men-
tioned previously in this article, MDA [OMG 2014a] is the initiative from OMG to use
UML [OMG 2015] for model-driven development. IFML [Brambilla et al. 2014] is an
example from OMG of a high-level language that can be used to generate user interfaces
on different platforms, such as the Web, or on mobile devices. The major drawback of
graphical languages, as covered in section 2, is their difficulty to integrate seamlessly with
the text-based, compiler-based workflow of software developers.
Frameworks also allow code generation from conceptual models, but lack a mod-
eling language – graphical or textual. EMF [Steinberg et al. 2008] is a classical example,
where modeling is done via editors on Eclipse or via a programming interface, and the
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models are stored in the ECORE/XML format. Frameworks may also be used as the
infrastructure of modeling languages. EMF, for example, is the framework supporting
Xtext [Bettini 2016]. Conceivably, other modeling languages may also target EMF. In
fact, CML’s extensible compiler allows the implementation of templates that target EMF.
As seen in previous sections, the CML compiler uses StringTemplate
[Parr 2004] as the language for its code generation templates. There are other
template languages designed for code generation from conceptual models. Xpand
[Greifenberg et al. 2016] allows the definition of templates with multiple variability re-
gions. EGL [Rose et al. 2008b] is another language that allows code generation from
models. MOFScript [Oldevik et al. 2005] allows code generation from models defined
by any type of metamodel. JET [van Emde Boas, Ghica 2004] allows code generation
from EMF [Steinberg et al. 2008] models. One strength of StringTemplate is its extensi-
bility mechanisms. It is possible to define a core set of templates that define patterns, and
then extend them with the specifics of each target language or technology. It is also pos-
sible to share templates as libraries, which can be further extended for specific purposes
by third-parties. Xpand also allows this level of extensibility.
Just like CML, there are programming languages that provide the ability to declare
bidirectional associations. DSM [Balzer et al. 2007] is an object-oriented programming
language with support for associations. Fibonacci [Albano et al. 1993] is programming
language for object-oriented databases that allows the modeling of association roles. AS-
SOCIATION# [Cardoso 2011], on the other hand, is an extension to C# that allows the
modeling of associations. Likewise, RelJ [Bierman and Wren 2005] is a Java extension
with support for associations. One key drawback of these languages is the fact that their
conceptual models cannot be reused to generate code in any other language or technology;
they are, for all intents and purposes, the target language.
There are also other conceptual languages whose original focus has not been to
support code generation or implementation, but to serve solely as modeling artifacts. Lan-
guages, such as OWL [W3C 2012] and Telos [Mylopoulos et al. 1990], have been de-
signed as ontology metamodels to support the representation and storage of knowledge,
and to allow automated reasoning from knowledgebases; OWL being the lingua franca
of the semantic web, while Telos has been created to store ontologies in a object-oriented
database. Other languages, like UML [OMG 2015] and ER [Chen 2011], have been orig-
inally intended as tools to support the analysis and design of software systems, and only
later have been repurposed for model-driven software development. The relevance of
these languages to CML comes from the expressivity power their metamodels provide for
conceptual modeling. For that reason, CML should continue to expand its capabilities by
borrowing features from these languages.
6. Conclusion
The CML language and compiler make it possible to specify, in a single high-level lan-
guage, the concepts of ever-changing, increasingly distributed software systems. As op-
posed to modeling concepts, their properties and associations in each target language,
from a single CML model, the CML extensible templates generate code that keeps the im-
plementations (across the different platforms and technologies) consistent with the spec-
ification. Also, as the technology landscape evolves, these textual CML models can be
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reused to generate code in new target languages and technologies.
The initial version of CML has been designed to validate this textual, model-driven
approach of software development. The use of the CML compiler to model and implement
CML’s own metamodel has shown to reduce the amount of manually written code, and
made the metamodel more readable, maintainable and reusable. Other applications of
CML are needed in order to provide qualitative evidence that CML can indeed be used as
a single source to implement multiple targets. Quantitative cost-benefit analysis (based
on the implementation effort of hand-written vs generated lines-of-code, perhaps using
a method adapted from the work of Gaffney et al [Gaffney and Cruickshank 1992]) may
also provide data that shows whether the investment – made on the development of CML
models – pays off. The data collected, together with the feedback provided by software
developers, should then inform the iterative evolution of CML features.
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ANEXO C -- Código-Fonte do Compilador

==> cml−compi ler /cml−bootstrapping / cml base /README. txt
This d i r e c t o r y i s here j u s t to ensure i t i s not p o s s i b l e to r ep l a c e the cml base module i n s t a l l e d with the CML compi ler .
I f the compi lat ion o f the cml language module f a i l s because o f the cml base module ,
i t i s probably because i t i s mistakenly t ry ing to pick i t up from th i s l oca t i on ,
as opposed to f i nd ing i t in CML MODULES PATH.
==> cml−compi ler /cml−bootstrapping / cml language / source / a s s o c i a t i o n s . cml
@concept ASSOCIATION: NAMEDELEMENT, SCOPE
{
/ a s s o c i a t i on end s = members as ? ASSOCIATION END∗ ;
/ f i r s t e n d = f i r s t ( a s s o c i a t i o n end s ) ;
/ l a s t end = l a s t ( a s s o c i a t i o n end s ) ;
/ proper ty types = a s s o c i a t i on end s . a s s o c i a t ed p rope r ty . type ;
/ r ev e r s ed p rope r ty type s = reve r s e ( proper ty types ) ;
/ one to one = a s s o c i a t i on end s | a l l : one ;
/ one to many = f i r s t o n e t o l a s t many or f i r s t many t o l a s t o n e ;
/ f i r s t o n e t o l a s t many = f i r s t e n d . one and l a s t end .many ;
/ f i r s t many t o l a s t o n e = f i r s t e n d .many and l a s t end . one ;
/ one property = i f f i r s t o n e t o l a s t many then f i r s t e n d . a s s o c i a t ed p rope r ty e l s e l a s t end . a s s o c i a t ed p rope r ty ;
/many property = i f f i r s t many t o l a s t o n e then f i r s t e n d . a s s o c i a t ed p rope r ty e l s e l a s t end . a s s o c i a t ed p rope r ty ;
/ d i a gn o s t i c i d = ” a s s o c i a t i o n ” & name ;
}
@concept ASSOCIATION END: MODEL ELEMENT
{
concept name : s t r i n g ;
property name : s t r i n g ;
property type : TYPE? ;
a s s o c i a t ed concep t : CONCEPT? ;
a s s o c i a t ed p rope r ty : PROPERTY? ;
/ a s s o c i a t i o n = parent as ? ASSOCIATION? ;
/ a s s o c i a t ed p rope r t y type = as so c i a t ed p rope r ty . type ;
/one = as s o c i a t ed p rope r t y type | e x i s t s : s i n g l e ;
/many = as so c i a t ed p rope r t y type | e x i s t s : sequence ;
/ d i a gn o s t i c i d = ” a s s o c i a t i o n end ” & concept name & ”.” & property name &
i f present ( property type ) then ” : ” & property type . d i a g n o s t i c i d as ! s t r i n g e l s e ”” ;
}
@assoc ia t ion ASSOCIATION END PROPERTY
{
ASSOCIATION END. a s s o c i a t ed p rope r ty ;
PROPERTY. a s s o c i a t i on end ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / cmlc tasks . cml
@task cml language java : cmlc java
{
groupId = ”cml ” ;
a r t i f a c t I d = ”cml−language−generated ” ;
a r t i f a c tVe r s i o n = ”master−SNAPSHOT”;
packageName = ”cml . language . generated ” ;
packagePath = ”cml/ language / generated ” ;
classTypeNamePrefix = ”” ;
}
@task cml language py : cmlc py
{
moduleName = ” cml language ” ;
moduleVersion = ”master−SNAPSHOT”;
classTypeNamePrefix = ”CML” ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / concepts . cml
@abstract ion CONCEPT: NAMEDELEMENT, PROPERTY LIST
{
abs t r a c t i on : BOOLEAN;
g en e r a l i z a t i o n s : INHERITANCE∗ ;
s p e c i a l i z a t i o n s : INHERITANCE∗ ;
/ ance s to r s = g en e r a l i z a t i o n s . ances to r ;
/ descendants = s p e c i a l i z a t i o n s . descendant ;
/ a l l a n c e s t o r s : CONCEPT∗ = d i s t i n c t ( concat ( i nh e r i t e d anc e s t o r s , ance s to r s ) ) ;
/ a l l p r o p e r t i e s : PROPERTY∗ = concat ( p rope r t i e s , i n h e r i t e d n on r e d e f i n e d p r op e r t i e s ) ;
/ i n h e r i t e d an c e s t o r s = d i s t i n c t ( ance s to r s . a l l a n c e s t o r s ) ;
/ i n h e r i t e d p r o p e r t i e s = d i s t i n c t ( ance s to r s . a l l p r o p e r t i e s ) ;
/ i n h e r i t e d a b s t r a c t p r o p e r t i e s = i n h e r i t e d p r o p e r t i e s | s e l e c t : abs t rac t ;
/ i n h e r i t e d n on r e d e f i n e d p r op e r t i e s = f o r i nh e r i t e d in i n h e r i t e d p r o p e r t i e s
| s e l e c t : ( f o r p in s e l f . p r op e r t i e s | none : p . name == inhe r i t e d . name ) ;
/ s up e r p r op e r t i e s = i nh e r i t e d n on r e d e f i n e d p r op e r t i e s | s e l e c t : not der ived ;
/ non de r i v ed p rope r t i e s = p rop e r t i e s
| s e l e c t : not der ived
| s o r t : p1 , p2 −>
i f p re sent ( p1 ) and empty (p2 ) then +1
e l s e i f empty ( p1 ) and present ( p2 ) then −1
e l s e 0 ;
/ i n v o c a t i o n p r op e r t i e s = concat ( supe r p rope r t i e s , non de r i v ed p rope r t i e s ) ;
/ s l o t p r o p e r t i e s = p rop e r t i e s | s e l e c t : s l o t ;
/ d e r i v ed p r op e r t i e s = p rop e r t i e s | s e l e c t : der ived ;
/ a s s o c i a t i o n p r o p e r t i e s = p rop e r t i e s | s e l e c t : present ( a s s o c i a t i o n ) ;
/ i n i t p r o p e r t i e s = a l l p r o p e r t i e s | s e l e c t : i n i t ;
/ n o n i n i t p r o p e r t i e s = a l l p r o p e r t i e s | s e l e c t : n on i n i t ;
/ p r i n t a b l e p r o p e r t i e s = a l l p r o p e r t i e s | s e l e c t : p r i n t ab l e ;
/ proper ty types = a l l p r o p e r t i e s . type ;
/ proper ty concept s =
proper ty types
| s e l e c t : not p r im i t i v e
| s e l e c t : t −> present ( concept o f (model , t ) )
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| c o l l e c t : t −> concept o f (model , t ) as ! CONCEPT
| d i s t i n c t ;
/ a s s o c i a t i o n s = model . a s s o c i a t i o n s | s e l e c t : ( a s s o c i a t i o n end s | e x i s t s : a s s o c i a t ed concep t === s e l f ) ;
/∗
/ dependencies = d i s t i n c t ( concat ( inhe r i t ed dependenc i e s , proper ty dependenc ie s ) ) ;
/ proper ty dependenc ie s = d i s t i n c t ( concat (
t r an s i t i v e p r op e r t y c on c ep t s | c o l l e c t : i nhe r i t ed dependenc i e s ,
t r a n s i t i v e p r op e r t y c on c ep t s | c o l l e c t : name ) ) ;
/ i nhe r i t ed dependenc i e s = a l l a n c e s t o r s | s e l e c t : name | d i s t i n c t ;
/ t r an s i t i v e p r op e r t y c on c ep t s = s e l f | r e cur s e depth : proper ty concept s ;
/ proper ty concept s = proper ty types | r e j e c t : p r im i t i v e | y i e l d : concept | d i s t i n c t ;
/ r e d e f i n ed an c e s t o r s : CONCEPT REDEF∗ ;
/ r e d e f i n e d i n h e r i t e d c o n c r e t e p r o p e r t i e s : PROPERTY∗ ;
∗/




ances tor : CONCEPT;
descendant : CONCEPT;
}
@assoc ia t ion GENERALIZATION
{
INHERITANCE. descendant ;
CONCEPT. g e n e r a l i z a t i o n s ;
}
@assoc ia t ion SPECIALIZATION
{
INHERITANCE. ances tor ;









prop : PROPERTY; // shortened name because Python get s confused with a property c a l l e d ” property ” .
r ede f i n ed : BOOLEAN;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / concept s pose t . cml
@function i n t e r s e c t i o n ( sa : CONCEPT∗ , sb : CONCEPT∗) = sa | s e l e c t : a −> ( sb | e x i s t s : b −> b === a ) ;
@function s u p e r l i s t ( c : CONCEPT) = concat ( c , c . a l l a n c e s t o r s ) ;
@function sub ( a : CONCEPT, b : CONCEPT) = (a === b) or ( a . a l l a n c e s t o r s | i n c l ude s : b ) ;
@function l e a s t ( s : CONCEPT∗) = f o r a in s | s e l e c t : ( f o r b in s | a l l : sub (a , b ) ) ;
@function least upper bound ( a : CONCEPT, b : CONCEPT) = l e a s t ( i n t e r s e c t i o n ( s u p e r l i s t ( a ) , s u p e r l i s t (b ) ) ) ;
==> cml−compi ler /cml−bootstrapping / cml language / source / elements . cml
@abstract ion ELEMENT
{
/ d i a gn o s t i c i d : s t r i n g ;
}
@abstract ion MODEL ELEMENT: ELEMENT
{
parent : SCOPE? ;
l o c a t i on : LOCATION? ;
/model : MODEL? = parent . model ;
/module : MODULE? = parent . module ;
}
@abstract ion NAMEDELEMENT: MODEL ELEMENT
{
name : s t r i n g ;
}
@abstract ion TYPED ELEMENT: NAMEDELEMENT
{
/ type : TYPE;
}
@abstract ion SCOPE: MODEL ELEMENT
{




l i n e : i n t e g e r ;
column : i n t e g e r ;
element : MODEL ELEMENT;
}
@assoc ia t ion MEMBERSHIP
{
MODEL ELEMENT. parent ;
SCOPE. members ;
}
@assoc ia t ion LOCALIZATION
{
LOCATION. element ;
MODEL ELEMENT. l o c a t i on ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / exp r e s s i on s . cml
@abstract ion EXPRESSION: SCOPE
{
/kind : s t r i n g ;
/ type : TYPE;
2
224
/operands = members as ? EXPRESSION∗ ;
/ match ing re su l t type = type ;
/ boolean = type . boolean ;
/numeric = type . numeric ;
/ f l o a t = type . f l o a t ;
/ a r i thmet i c = numeric or f l o a t ;
/ r e l a t i o n a l = type . r e l a t i o n a l ;
/ r e f e r e n t i a l = type . r e f e r e n t i a l ;




text : s t r i n g ;
type : TYPE;
/kind = ” l i t e r a l ” ;




va r i ab l e : s t r i n g ;
/ kind = ” l e t ” ;
/ var iab leExpr = f i r s t ( operands ) as ! EXPRESSION;
/ resu l tExpr = l a s t ( operands ) as ! EXPRESSION;
/ type = resu l tExpr . type ;
/ d i a gn o s t i c i d =
” l e t ” & va r i ab l e & ” = ” & var iab leExpr . d i a g n o s t i c i d &
” in ” & resu l tExpr . d i a g n o s t i c i d ;
}
@abstract ion INFIX : EXPRESSION
{
operator : s t r i n g ;
/ operat ion : s t r i n g ? ;
/ l e f t = f i r s t ( operands ) as ! EXPRESSION;
/ r i gh t = l a s t ( operands ) as ! EXPRESSION;
/ d i a gn o s t i c i d = l e f t . d i a gn o s t i c i d & ” ” & operator & ” ” & r i gh t . d i a g n o s t i c i d ;
/ boo lean type = VALUE TYPE(”” , pr imit ive type name (” boolean ” ) ) ;
/ unde f ined type = UNDEFINED TYPE(” Incompatib le operand ( s ) f o r operator ’” & operator & ” ’ :\n” &
”− l e f t operand i s ’” & l e f t . d i a g n o s t i c i d & ” : ” & l e f t . type . d i a g n o s t i c i d & ” ’\n” &
”− r i gh t operand i s ’” & r i gh t . d i a gn o s t i c i d & ” : ” & r i gh t . type . d i a g n o s t i c i d & ” ’ ” ) ;
/ type =
i f l e f t . type . undef ined then l e f t . type
e l s e i f r i gh t . type . undef ined then r i gh t . type
e l s e i n f e r r e d t yp e ;




/kind = ” ar i thmet i c ” ;
/ operat ion =
i f operator == ”+” then ”add” as ! s t r i n g ?
e l s e i f operator == ”−” then ”sub” as ! s t r i n g ?
e l s e i f operator == ”∗” then ”mul” as ! s t r i n g ?
e l s e i f operator == ”/” then ”div ” as ! s t r i n g ?
e l s e i f operator == ”%” then ”mod” as ! s t r i n g ?
e l s e i f operator == ”ˆ” then ”exp” as ! s t r i n g ? // type−ca s t i ng neces sary un t i l c ond i t i o na l s are f i x ed to support ”none”
e l s e none ;
/ i n f e r r e d t yp e =
i f l e f t . a r i thmet i c and r i gh t . a r i thmet i c then
(
i f subtype ( l e f t . type . name , r i gh t . type . name) then r i gh t . type
e l s e i f subtype ( r i gh t . type . name , l e f t . type . name) then l e f t . type
e l s e unde f ined type
)




/kind = ” l o g i c a l ” ;
/ operat ion = operator as ? s t r i n g ? ;




/kind = ” r e l a t i o n a l ” ;
/ operat ion =
i f operator == ”==” then ”eq” as ! s t r i n g ?
e l s e i f operator == ”!=” then ” not eq ” as ! s t r i n g ?
e l s e i f operator == ”>” then ”gt ” as ! s t r i n g ?
e l s e i f operator == ”>=” then ” gte ” as ! s t r i n g ?
e l s e i f operator == ”<” then ” l t ” as ! s t r i n g ?
e l s e i f operator == ”<=” then ” l t e ” as ! s t r i n g ? // type−ca s t i ng neces sary un t i l c ond i t i o na l s are f i x ed to support ”none”
e l s e none ;




/kind = ” r e f e r e n t i a l ” ;
/ operat ion =
i f operator == ”===” then ” r e f e q ” as ! s t r i n g ?
e l s e i f operator == ”!==” then ” no t r e f e q ” as ! s t r i n g ? // type−ca s t i ng neces sary un t i l c ond i t i o na l s are f i x ed to support ”none”
e l s e none ;
/ i n f e r r e d t yp e = i f l e f t . r e f e r e n t i a l and r i gh t . r e f e r e n t i a l then boo lean type e l s e unde f ined type ;
}
@concept STRING CONCAT: INFIX
{
/kind = ” s t r i n g c on ca t ” ;
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/ operat ion =
i f operator == ”&” then kind as ! s t r i n g ? // type−ca s t i ng neces sary un t i l c ond i t i o na l s are f i x ed to support ”none”
e l s e none ;
/ s t r i n g t yp e = VALUE TYPE(”” , pr imit ive type name (” s t r i n g ” ) ) ;
/ i n f e r r e d t yp e = i f l e f t . p r im i t i v e and r i gh t . p r im i t i v e then s t r i n g t yp e e l s e unde f ined type ;
}
@abstract ion CONDITIONAL: EXPRESSION
{
/kind = ” cond i t i ona l ” ;
/condExpr = f i r s t ( operands ) as ! EXPRESSION;
/thenExpr = f i r s t ( operands | s e l e c t : o −> o !== condExpr and o !== elseExpr ) as ! EXPRESSION;
/ e l seExpr = l a s t ( operands ) as ! EXPRESSION;
/∗
/thenType = thenEpr . type ;
/ elseType = elseExpr . type ;
/ type =
i f thenType . p r im i t i v e and elseType . p r im i t i v e then
(
i f subtype ( thenType . name , elseType . name) then thenType
e l s e i f subtype ( elseType . name , thenType . name) then elseType
e l s e unde f ined type
)
e l s e i f present ( thenType . concept ) and present ( elseType . concept ) then
(
i f count ( concept lub ) == 1 then f i r s t ( concept lub ) as ! TYPE
)
/ concept lub = lower upper bound ( concept o f (model , thenType ) , concept o f (model , e lseType ) ) ;
/ unde f ined type = UNDEFINED TYPE( thenType . d i a g n o s t i c i d & ” |” & elseType . d i a g n o s t i c i d ) ;
∗/
/ d i a gn o s t i c i d = ” i f ” & condExpr . d i a g n o s t i c i d & ” then ” & thenExpr . d i a g n o s t i c i d & ” e l s e ” & elseExpr . d i a g n o s t i c i d ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source /models . cml
@concept MODEL: NAMEDELEMENT, SCOPE
{
/name = ”model ” ;
/model = s e l f as ? MODEL? ;
/module = f i r s t ( modules ) ;
/modules = members as ? MODULE∗ ;
/ ta sks = modules . ta sks ;
/ concepts = modules . concepts ;
/ a s s o c i a t i o n s = modules . a s s o c i a t i o n s ;
/∗
/ templates = modules . templates ;
/ ordered concept s = concepts | s o r t : c1 , c2 −>
i f ( c1 . dependencies | i n c l ude s : c2 . name) and ( c2 . dependencies | i n c l ude s : c1 . name) then (
// I f concepts depend on each other , the more gene ra l one i s l i s t e d f i r s t :
i f c1 . i nhe r i t ed dependenc i e s | i n c l ude s : c2 . name then +1
e l s e i f c2 . i nhe r i t ed dependenc i e s | i n c l ude s c1 . name then −1
e l s e 0
)
e l s e i f c1 . dependencies | i n c l ude s : c2 . name then +1
e l s e i f c2 . dependencies | i n c l ude s : c1 . name then −1
e l s e 0 ;
∗/
/ d i a gn o s t i c i d = name ;
}
@function concept o f (m: MODEL? , t : TYPE) = m. concepts | s e l e c t : c −> c . name == t . name | f i r s t ;
==> cml−compi ler /cml−bootstrapping / cml language / source /modules . cml
@concept MODULE: NAMEDELEMENT, SCOPE
{
/module = s e l f as ? MODULE? ;
/ imports = members as ? IMPORT∗ ;
/ ta sks = members as ? TASK∗ ;
/ concepts = members as ? CONCEPT∗ ;
/ a s s o c i a t i o n s = members as ? ASSOCIATION∗ ;
/∗
/ templates = f o r m in members | s e l e c t : m i s TEMPLATE;
/ a l l c o n c e p t s = concat ( concepts , imported concepts ) ;
/ a l l t emp l a t e s = concat ( templates , imported templates ) ;
/ imported concepts = imported modules | y i e l d : concepts ;
/ imported templates = imported modules | y i e l d : templates ;
/ imported modules = imports | y i e l d : imported module ;
∗/




imported module : MODULE;
f i r s t imp o r t : boolean ;
/ d i a gn o s t i c i d = ” import ” & name ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / p r im i t i v e s . cml
// Template func t i on s on th i s f i l e are implemented by the cml−p r im i t i v e s Maven module .
// Under cml . p r im i t i v e s . Types :
@function pr imit ive type name (name : s t r i n g ) −> s t r i n g ;
@function boolean (name : s t r i n g ) −> boolean ;
@function s t r i n g (name : s t r i n g ) −> boolean ;
@function numeric (name : s t r i n g ) −> boolean ;
@function f l o a t (name : s t r i n g ) −> boolean ;
@function subtype ( s : s t r ing , t : s t r i n g ) −> boolean ;
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==> cml−compi ler /cml−bootstrapping / cml language / source / p r op e r t i e s . cml
@concept PROPERTY: TYPED ELEMENT, SCOPE
{
der ived : BOOLEAN;
dec l a r ed type : TYPE? ;
value : EXPRESSION? ;
a s s o c i a t i on end : ASSOCIATION END? ;
/ concept = parent as ? CONCEPT? ;
/ a s s o c i a t i o n = as s o c i a t i on end . a s s o c i a t i o n ;
/ concre te = not abs t rac t ;
/ abs t rac t = der ived and empty ( value ) ;
/ i n i t = present ( value ) and not der ived ;
/ non in i t = empty ( value ) and not der ived ;
/ s l o t = not ( der ived or present ( a s s o c i a t i on end ) ) ;
/ p r i n t ab l e = ( s l o t and not type . sequence ) or type . p r im i t i v e ;
/ type = i f present ( dec l a r ed type ) then dec l a r ed type as ! TYPE
e l s e i f present ( value ) then value . type . i n f e r r e d t yp e as ! TYPE
e l s e UNDEFINED TYPE(”No type or expre s s i on de f ined f o r property : ” & name ) ;
/named parent = parent as ? NAMEDELEMENT? ;
/ d i a gn o s t i c i d = i f present ( named parent )
then ” property ” & named parent . name & ”.” & name & ” : ” & type . d i a g n o s t i c i d
e l s e ” property ” & name & ” : ” & type . d i a g n o s t i c i d ;
}
@abstract ion PROPERTY LIST: SCOPE
{
/ p r op e r t i e s = members as ? PROPERTY∗ ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / tasks . cml
@concept TASK: NAMEDELEMENT, PROPERTY LIST
{
cons t ruc to r : CONSTRUCTOR? ;




name : s t r i n g ;
/ d i a gn o s t i c i d = name ;
}
==> cml−compi ler /cml−bootstrapping / cml language / source / types . cml
@abstract ion TYPE: ELEMENT
{
c a r d i n a l i t y : s t r i n g ;
/name = ”” ;
/m in ca rd ina l i t y = i f c a r d i n a l i t y == ”?” or c a r d i n a l i t y == ”∗” then 0 e l s e 1 ;
/max card ina l i ty = i f c a r d i n a l i t y == ”∗” or c a r d i n a l i t y == ”+” then 2140000000 e l s e 1 ;
/ concept : CONCEPT? = none ;
/ e lement type : TYPE = s e l f ;
/ kind = i f c a r d i n a l i t y == ”” then ” requ i r ed ”
e l s e i f c a r d i n a l i t y == ”?” then ” opt i ona l ”
e l s e i f c a r d i n a l i t y == ”∗” then ” sequence ”
e l s e ”unknown ” ;
/match ing re su l t type = s e l f ;
/ base type = s e l f ;
/ parameter = de f ined and not p r im i t i v e and empty ( concept ) ;
/ de f ined = not undef ined ;
/ undef ined = f a l s e ;
/ something = de f ined and not nothing ;
/ nothing = f a l s e ;
/ boolean = f a l s e ;
/numeric = f a l s e ;
/ f l o a t = f a l s e ;
/ s t r i n g = f a l s e ;
/ p r im i t i v e = f a l s e ;
/ r e l a t i o n a l = f a l s e ;
/ r e f e r e n t i a l = present ( concept ) and not sequence ;
/ s i n g l e = ( requ i r ed or opt i ona l ) and not sequence ;
/ r equ i r ed = kind == ” requ i r ed ” ;
/ opt i ona l = kind == ” opt i ona l ” ;
/ sequence = kind == ” sequence ” ;
/ i n f e r r e d c a r d i n a l i t y = ca r d i n a l i t y ;
/ i n f e r r e d t yp e : TYPE = s e l f ;
/ d i a g n o s t i c i d = name & ca r d i n a l i t y ;
}
@concept VALUE TYPE: TYPE
{
name : s t r i n g ;
/ e lement type : TYPE = VALUE TYPE(”” , pr imit ive type name (name ) ) ;
/ boolean = boolean (name ) ;
/ s t r i n g = s t r i n g (name ) ;
/numeric = numeric (name ) ;
/ f l o a t = f l o a t (name ) ;
/ p r im i t i v e = boolean or numeric or f l o a t or s t r i n g ;
/ r e l a t i o n a l = numeric or f l o a t or s t r i n g ;
}
@concept REFERENCE TYPE: TYPE
{
name : s t r i n g ;
/ e lement type = REFERENCE TYPE(”” , name ) ;




@concept UNDEFINED TYPE: TYPE
{
e r ror message : s t r i n g ;
/name = ”UNDEFINED” ;
/ c a r d i n a l i t y = ”” ;
/ undef ined = true ;
/ parent : SCOPE? = none ;
/ l o c a t i on : LOCATION? = none ;
}
==> cml−compi ler /cml−bootstrapping / cml language / templates / con s t ruc to r s / java / dependencies . s tg
dependencies ( ) : := <<
\<dependency>
\<groupId>org . j e t b r a i n s\</groupId>
\<a r t i f a c t I d>annotat ions\</a r t i f a c t I d>




\<a r t i f a c t I d>j o o l\</a r t i f a c t I d>





\<a r t i f a c t I d>cml−p r im i t i v e s\</a r t i f a c t I d>
\<vers ion><task . a r t i f a c tVe r s i on >\</vers ion>
\</dependency>
>>
==> cml−compi ler /cml−bootstrapping / cml language / templates / con s t ruc to r s / java / pom f i l e . s tg
import ”/ con s t ruc to r s / java / dependencies . s tg ”
import ” cml base : / con s t ruc to r s / java / pom f i l e . s tg ”
==> cml−compi ler /cml−bootstrapping / cml language / templates / con s t ruc to r s / cmlc java / c o n c e p t f i l e . s tg
import ”/ lang / java / func t i on s . s tg ”
import ” cml base : / con s t ruc to r s / cmlc java / c o n c e p t f i l e . s tg ”
==> cml−compi ler /cml−bootstrapping / cml language / templates / con s t ruc to r s / cmlc java / f i l e s . s tg
import ” cml base : / con s t ruc to r s / cmlc java / f i l e s . s tg ”
==> cml−compi ler /cml−bootstrapping / cml language / templates / con s t ruc to r s / cmlc py/ f i l e s . s tg
import ” cml base : / con s t ruc to r s / cmlc py/ f i l e s . s tg ”
==> cml−compi ler /cml−bootstrapping / cml language / templates / con s t ruc to r s / cmlc py/ i n i t f i l e . s tg
import ”/ lang /py/ func t i on s . s tg ”
import ” cml base : / con s t ruc to r s / cmlc py/ i n i t f i l e . s tg ”
==> cml−compi ler /cml−bootstrapping / cml language / templates / lang / java / func t i on s . s tg
invoca t i on pr imi t i ve type name ( args ) : := <<
cml . p r im i t i v e s . Types . primitiveTypeName(< expre s s i on ( args . name)>)
>>
i nvoca t i on boo l ean ( args ) : := <<
cml . p r im i t i v e s . Types . boo lean (< expre s s i on ( args . name)>)
>>
i n v o c a t i o n s t r i n g ( args ) : := <<
cml . p r im i t i v e s . Types . s t r i n g (< expre s s i on ( args . name)>)
>>
invocat ion numer ic ( args ) : := <<
cml . p r im i t i v e s . Types . numeric(< expre s s i on ( args . name)>)
>>
i n v o c a t i o n f l o a t ( args ) : := <<
cml . p r im i t i v e s . Types . f l o a t (< expre s s i on ( args . name)>)
>>
i nvocat ion subtype ( args ) : := <<
cml . p r im i t i v e s . Types . subtype(< expre s s i on ( args . s )> , <expre s s i on ( args . t )>)
>>
==> cml−compi ler /cml−bootstrapping / cml language / templates / lang /py/ func t i on s . s tg
invoca t i on pr imi t i ve type name ( args ) : := ”\”\””
invoca t i on boo l ean ( args ) : := ”True”
i n v o c a t i o n s t r i n g ( args ) : := ”True”
invocat ion numer ic ( args ) : := ”True”
i n v o c a t i o n f l o a t ( args ) : := ”True”
invocat ion subtype ( args ) : := ”True”
==> cml−compi ler /cml−bootstrapping / cml language / t e s t s / foundat ion /membership/ expected / cml language java /cml−compiler−output . txt
model f i l e s :
− pom. xml
cml language f i l e s :
− s r c /main/ java /cml/ language / generated /CmlLanguageFunctions . java
ASSOCIATION f i l e s :
− s r c /main/ java /cml/ language / generated /Assoc i a t i on . java
ASSOCIATION END f i l e s :
− s r c /main/ java /cml/ language / generated /Associat ionEnd . java
CONCEPT f i l e s :
− s r c /main/ java /cml/ language / generated /Concept . java
INHERITANCE f i l e s :
− s r c /main/ java /cml/ language / generated / Inhe r i t ance . java
CONCEPT REDEF f i l e s :
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− s r c /main/ java /cml/ language / generated /ConceptRedef . java
PROPERTY REDEF f i l e s :
− s r c /main/ java /cml/ language / generated /PropertyRedef . java
ELEMENT f i l e s :
− s r c /main/ java /cml/ language / generated /Element . java
MODEL ELEMENT f i l e s :
− s r c /main/ java /cml/ language / generated /ModelElement . java
NAMEDELEMENT f i l e s :
− s r c /main/ java /cml/ language / generated /NamedElement . java
TYPED ELEMENT f i l e s :
− s r c /main/ java /cml/ language / generated /TypedElement . java
SCOPE f i l e s :
− s r c /main/ java /cml/ language / generated /Scope . java
LOCATION f i l e s :
− s r c /main/ java /cml/ language / generated /Location . java
EXPRESSION f i l e s :
− s r c /main/ java /cml/ language / generated /Express ion . java
LITERAL f i l e s :
− s r c /main/ java /cml/ language / generated / L i t e r a l . java
LET f i l e s :
− s r c /main/ java /cml/ language / generated /Let . java
INFIX f i l e s :
− s r c /main/ java /cml/ language / generated / I n f i x . java
ARITHMETIC f i l e s :
− s r c /main/ java /cml/ language / generated /Arithmetic . java
LOGICAL f i l e s :
− s r c /main/ java /cml/ language / generated / Log i ca l . java
RELATIONAL f i l e s :
− s r c /main/ java /cml/ language / generated / Re la t i ona l . java
REFERENTIAL f i l e s :
− s r c /main/ java /cml/ language / generated / Re f e r e n t i a l . java
STRING CONCAT f i l e s :
− s r c /main/ java /cml/ language / generated / StringConcat . java
CONDITIONAL f i l e s :
− s r c /main/ java /cml/ language / generated /Condit iona l . java
MODEL f i l e s :
− s r c /main/ java /cml/ language / generated /Model . java
MODULE f i l e s :
− s r c /main/ java /cml/ language / generated /Module . java
IMPORT f i l e s :
− s r c /main/ java /cml/ language / generated / Import . java
PROPERTY f i l e s :
− s r c /main/ java /cml/ language / generated /Property . java
PROPERTY LIST f i l e s :
− s r c /main/ java /cml/ language / generated / PropertyLi s t . java
TASK f i l e s :
− s r c /main/ java /cml/ language / generated /Task . java
CONSTRUCTOR f i l e s :
− s r c /main/ java /cml/ language / generated /Constructor . java
TYPE f i l e s :
− s r c /main/ java /cml/ language / generated /Type . java
VALUE TYPE f i l e s :
− s r c /main/ java /cml/ language / generated /ValueType . java
REFERENCE TYPE f i l e s :
− s r c /main/ java /cml/ language / generated /ReferenceType . java
UNDEFINED TYPE f i l e s :
− s r c /main/ java /cml/ language / generated /UndefinedType . java
ASSOCIATION END PROPERTY f i l e s :
− s r c /main/ java /cml/ language / generated /Associat ionEndProperty . java
GENERALIZATION f i l e s :
− s r c /main/ java /cml/ language / generated /Gene ra l i z a t i on . java
SPECIALIZATION f i l e s :
− s r c /main/ java /cml/ language / generated / Sp e c i a l i z a t i o n . java
MEMBERSHIP f i l e s :
− s r c /main/ java /cml/ language / generated /Membership . java
LOCALIZATION f i l e s :
− s r c /main/ java /cml/ language / generated / Loca l i z a t i on . java
==> cml−compi ler /cml−bootstrapping / cml language / t e s t s / foundat ion /membership/ expected / cml language java / ignored− l i s t . txt
ALL
==> cml−compi ler /cml−bootstrapping /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”








<a r t i f a c t I d>cml−bootstrapping</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
<packaging>pom</packaging>
<prope r t i e s>
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<cml language . path>${ pro j e c t . based i r }/ cml language</cml language . path>




<a r t i f a c t I d>cml−pr imi t ive s</a r t i f a c t I d>






<groupId>org . codehaus . mojo</groupId>
<a r t i f a c t I d>exec−maven−plugin</a r t i f a c t I d>








<con f i gura t i on>
<executable>cml</executable>












<con f i gura t i on>
<executable>mvn</executable>
<workingDirectory>${ cml language . path}/ t a r g e t s / cml language java</workingDirectory>
<arguments>
<argument>ve r s i on s : set</argument>
<argument>−DnewVersion=${ pro j e c t . v e r s i on}</argument>
</arguments>








<con f i gura t i on>
<executable>mvn</executable>
<workingDirectory>${ cml language . path}/ t a r g e t s / cml language java</workingDirectory>
<arguments>
<argument>clean</argument>
<argument>i n s t a l l </argument>
</arguments>







==> cml−compi ler /cml−f rontend /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<parent>
<groupId>cml</groupId>




<a r t i f a c t I d>cml−f rontend</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<cml . j a r . name>cml−compiler</cml . j a r . name>




<a r t i f a c t I d>cml−language</a r t i f a c t I d>





<a r t i f a c t I d>cml−generator</a r t i f a c t I d>





<a r t i f a c t I d>jun i t</a r t i f a c t I d>





<a r t i f a c t I d>hamcrest−i n t eg ra t i on </a r t i f a c t I d>
<vers ion >1.3</vers ion>
</dependency>
<dependency>
<groupId>com . goog le . guava</groupId>
<a r t i f a c t I d>guava</a r t i f a c t I d>




<groupId>org . apache . maven . shared</groupId>
<a r t i f a c t I d>maven−invoker</a r t i f a c t I d>







<finalName>${cml . j a r . name}</finalName>
<plugins>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<vers ion >3.0.0</ vers ion>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>cml . f rontend . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r iptorRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>














==> cml−compi ler /cml−f rontend / s r c /main/ java /cml/ frontend /Compiler . java
package cml . f rontend ;
import cml . generator . Generator ;
import cml . i o . Console ;
import cml . i o . Fi leSystem ;
import cml . i o . ModuleManager ;
import cml . language . foundat ion . TempModel ;
import cml . language . l oader . ModelLoader ;
pub l i c i n t e r f a c e Compiler
{
i n t compile ( St r ing modulePath , St r ing targetName ) ;
s t a t i c Compiler createCompi ler ( )
{
f i n a l Console conso l e = Console . createSystemConsole ( ) ;
re turn createCompi ler ( conso l e ) ;
}
s t a t i c Compiler createCompi ler ( f i n a l Console conso l e )
{
f i n a l Fi leSystem f i l eSy s t em = FileSystem . c r ea t e ( conso l e ) ;
f i n a l ModuleManager moduleManager = ModuleManager . c r ea t e ( conso le , f i l eSy s t em ) ;
f i n a l ModelLoader modelLoader = ModelLoader . c r ea t e ( conso le , moduleManager ) ;
f i n a l Generator generator = Generator . c r ea t e ( conso le , f i l eSystem , moduleManager ) ;
re turn new CompilerImpl ( f i l eSystem , moduleManager , modelLoader , generator ) ;
}
}
c l a s s CompilerImpl implements Compiler
{
pr iva t e s t a t i c f i n a l St r ing TARGETS DIR = ”/ ta r g e t s ” ;
p r i va t e f i n a l Fi leSystem f i l eSy s t em ;
pr i va t e f i n a l ModuleManager moduleManager ;
p r i va t e f i n a l ModelLoader modelLoader ;
p r i va t e f i n a l Generator generator ;
CompilerImpl ( Fi leSystem f i l eSystem , ModuleManager moduleManager , ModelLoader modelLoader , Generator generator )
{
t h i s . f i l eSy s t em = f i l eSy s t em ;
t h i s . moduleManager = moduleManager ;
t h i s . modelLoader = modelLoader ;
t h i s . generator = generator ;
}
@Override
pub l i c i n t compile ( f i n a l St r ing modulePath , f i n a l St r ing targetName )
{
f i n a l St r ing moduleName = f i l eSy s t em . extractName (modulePath ) ;
f i n a l St r ing modulesBaseDir = f i l eSy s t em . extractParentPath (modulePath ) ;
moduleManager . c l ea rBaseDi r s ( ) ;
moduleManager . addBaseDir ( System . getenv (”CML MODULES PATH” ) ) ;
moduleManager . addBaseDir ( modulesBaseDir ) ;
f i n a l TempModel model = TempModel . c r ea t e ( ) ;
f i n a l i n t exitCode = modelLoader . loadModel (model , moduleName ) ;
i f ( exitCode == 0)
{





==> cml−compi ler /cml−f rontend / s r c /main/ java /cml/ frontend /Launcher . java
package cml . f rontend ;
pub l i c f i n a l c l a s s Launcher
{
pr iva t e s t a t i c f i n a l St r ing TEST TASK NAME = ” t e s t ” ;
p r i va t e s t a t i c f i n a l i n t EXIT CODE EXPECTED ARGUMENTS = 51;
p r i va t e Launcher ( ) {}
pub l i c s t a t i c void main ( f i n a l St r ing . . . args )
{
i f ( args . l ength >= 1)
{
f i n a l St r ing targetName = args [ 0 ] ;




f i n a l Tester t e s t e r = new Tester ( ) ;
f i n a l St r ing testName = args . l ength > 1 ? args [ 1 ] : nu l l ;
f i n a l St r ing taskName = args . l ength > 2 ? args [ 2 ] : nu l l ;
f i n a l i n t exitCode = t e s t e r . t e s t ( testName , taskName ) ;
System . e x i t ( exitCode ) ;
}
e l s e
{
f i n a l Compiler compi ler = Compiler . createCompi ler ( ) ;
f i n a l St r ing modulePath = ” . ” ;
f i n a l i n t exitCode = compi ler . compile (modulePath , targetName ) ;
System . e x i t ( exitCode ) ;
}
}
e l s e
{
System . out . p r i n t l n (” Expected arguments . Usage : cml [<task name> | t e s t [< test module >] [<task name > ] ] ” ) ;




==> cml−compi ler /cml−f rontend / s r c /main/ java /cml/ frontend /ModuleTest . java
package cml . f rontend ;
import cml . i o . Console ;
import com . goog le . common . i o . F i l e s ;
import org . apache . maven . shared . invoker . ∗ ;
import org . codehaus . p lexus . u t i l . c l i . CommandLineException ;
import org . codehaus . p lexus . u t i l . c l i . Commandline ;
import org . codehaus . p lexus . u t i l . c l i . WriterStreamConsumer ;
import org . hamcrest . core . I s ;
import org . jooq . lambda . Seq ;
import org . j un i t . After ;
import org . j un i t . Before ;
import org . j un i t . Test ;
import org . j un i t . runner . RunWith ;
import org . j un i t . runners . Parameterized ;
import java . i o . ∗ ;
import java . nio . char s e t . Charset ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c cml . f rontend . Compiler . createCompi ler ;
import s t a t i c cml . i o . Console . c r ea t eSt r ingConso l e ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c j un i t . framework . TestCase . a s s e r tEqua l s ;
import s t a t i c org . apache . commons . i o . F i l eU t i l s . c l eanDi r e c to ry ;
import s t a t i c org . codehaus . p lexus . u t i l . c l i . CommandLineUtils . executeCommandLine ;
import s t a t i c org . hamcrest . CoreMatchers . equalTo ;
import s t a t i c org . hamcrest . CoreMatchers . i s ;
import s t a t i c org . hamcrest . MatcherAssert . assertThat ;
import s t a t i c org . jooq . lambda . Seq . empty ;
import s t a t i c org . jooq . lambda . Seq . seq ;
import s t a t i c org . j un i t . Assert . as ser tTrue ;
@RunWith( Parameterized . c l a s s )
pub l i c c l a s s ModuleTest
{
pr iva t e s t a t i c f i n a l Charset FILE ENCODING = Charset . forName (”UTF−8”);
p r i va t e s t a t i c f i n a l i n t PROCESS TIMEOUT IN SECONDS = 60;
p r i va t e s t a t i c f i n a l St r ing SOURCE PATH = ” source ” ;
p r i va t e s t a t i c f i n a l St r ing TEMPLATES PATH = ” templates ” ;
p r i va t e s t a t i c f i n a l St r ing TARGETS PATH = ” ta r g e t s ” ;
p r i va t e s t a t i c f i n a l St r ing TESTS PATH = ” t e s t s ” ;
p r i va t e s t a t i c f i n a l St r ing EXPECTED PATH = ”expected ” ;
p r i va t e s t a t i c f i n a l St r ing CLIENTS PATH = ” c l i e n t s ” ;
p r i va t e s t a t i c f i n a l St r ing COMPILER OUTPUT TXT = ”cml−compiler−output . txt ” ;
p r i va t e s t a t i c f i n a l St r ing COMPILER ERROR TXT = ”cml−compiler−e r r o r s . txt ” ;
p r i va t e s t a t i c f i n a l St r ing CLIENT OUTPUT TXT = ”expected−c l i e n t−output . txt ” ;
p r i va t e s t a t i c f i n a l St r ing CLIENT JAR SUFFIX = ”−jar−with−dependencies . j a r ” ;
p r i va t e s t a t i c f i n a l St r ing IGNORED LIST TXT = ” ignored− l i s t . txt ” ;
p r i va t e s t a t i c f i n a l St r ing CLIENT PY = ” c l i e n t . py ” ;
p r i va t e s t a t i c f i n a l St r ing POMXML = ”pom. xml ” ;
s t a t i c St r ing selectedTestName ;
s t a t i c St r ing selectedTaskName ;
@Parameterized . Parameters (name = ”{0} ({1})”)
pub l i c s t a t i c List<Object []> t e s tP r op e r t i e s ( )
{
return expectedDirs ( )
.map( expectedDir −> new Object [ ] {
testNameOf ( expectedDir ) ,
taskNameOf ( expectedDir ) ,
t e s tDi rOf ( expectedDir ) ,
moduleDirOf ( expectedDir ) ,
expectedDir
})
. f i l t e r ( p r op e r t i e s −> i sSe lectedTestModule ( p r op e r t i e s [ 0 ] ) )
. f i l t e r ( p r op e r t i e s −> i sSe l e c t edTask ( p r op e r t i e s [ 1 ] ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pr iva t e s t a t i c boolean i sSe lectedTestModule ( f i n a l Object property )
{
return selectedTestName == nu l l | | property . equa l s ( selectedTestName ) | | ( ( St r ing ) property ) . startsWith ( selectedTestName + ”/”) ;
}
pr iva t e s t a t i c boolean i sSe l e c t edTask ( f i n a l Object property )
{
return selectedTaskName == nu l l | | property . equa l s ( selectedTaskName ) ;
}
s t a t i c Seq<Str ing> selectedTestNames ( )
{
return expectedDirs ( ) .map( d i r −> testNameOf ( d i r ) ) . f i l t e r ( testName −> i sSe lectedTestModule ( testName ) ) ;
}
s t a t i c Seq<Str ing> selectedTaskNames ( )
{
return expectedDirs ( ) .map( d i r −> taskNameOf ( d i r ) ) . f i l t e r ( testName −> i sSe lectedTestModule ( testName ) ) ;
}




return t e s tD i r s ( ) . f latMap (moduleDir −> subDirsOf ( expectedPathOf (moduleDir ) ) ) ;
}
pr iva t e s t a t i c Seq<Fi le> t e s tD i r s ( )
{
return subDirsOf (TESTS PATH)
. flatMap ( t e s tD i r −> subDirsOf ( t e s tD i r . getAbsolutePath ( ) ) )
. f i l t e r ( t e s tD i r −> sourceDirOf ( t e s tD i r ) . i sD i r e c t o r y ( ) | | expectedDirOf ( t e s tD i r ) . i sD i r e c t o r y ( ) ) ;
}
pr iva t e f i n a l St r ing testName ;
p r i va t e f i n a l St r ing taskName ;
p r i va t e f i n a l F i l e t e s tD i r ;
p r i va t e f i n a l F i l e moduleDir ;
p r i va t e f i n a l F i l e expectedDir ;
p r i va t e f i n a l F i l e ta rge tD i r ;
p r i va t e St r ing compilerOutput ;
p r i va t e boolean tes tPassed ;
pub l i c ModuleTest ( St r ing testName , St r ing taskName , F i l e te s tDir , F i l e moduleDir , F i l e expectedDir )
{
t h i s . testName = testName ;
t h i s . taskName = taskName ;
t h i s . t e s tD i r = te s tD i r ;
t h i s . moduleDir = moduleDir ;
t h i s . expectedDir = expectedDir ;
t h i s . t a rge tD i r = new F i l e (moduleDir , TARGETS PATH + ”/” + taskName ) ;
}
@Before
pub l i c void compileTestModule ( ) throws Exception
{
f i n a l Console conso l e = crea t eSt r ingConso l e ( ) ;
f i n a l Compiler compi ler = createCompi ler ( conso l e ) ;
compi ler . compile ( moduleDir . getPath ( ) , taskName ) ;
compilerOutput = conso l e . t oSt r ing ( ) ;
}
@After
pub l i c void c leanTargetDir ( ) throws Exception
{
i f ( t e s tPassed & targe tD i r . i sD i r e c t o r y ( ) )
{




pub l i c void ver i fyTestModule ( ) throws IOException
{
System . out . p r i n t l n (”\n\nTesting ” + testName + ” with task ” + taskName + ” : ” ) ;
i f ( ver i fyCompilerOutput ( ) )
{
v e r i f yTa r g e tF i l e s ( ) ;
// Bui ld ing generated ta rge t :
buildMavenModule ( ) ;
checkPythonTypes ( ) ;
insta l lPythonPackage ( ) ;
// Executing c l i e n t s :
executeJavaCl ient ( ) ;
executePythonClient ( ) ;
}
System . out . p r in t (”− SUCCESS” ) ;
te s tPassed = true ;
}
pr iva t e boolean veri fyCompilerOutput ( ) throws IOException
{
f i n a l F i l e expectedOutputFi le = new F i l e ( expectedDir , COMPILER OUTPUT TXT) ;
f i n a l F i l e expec tedErrorF i l e = new F i l e ( expectedDir , COMPILER ERROR TXT) ;
i f ( expectedOutputFi le . i s F i l e ( ) )
{
System . out . p r in t (”− Ver i f y ing the compiler ’ s output . . . ” ) ;
assertThatOutputMatches (” Compiler ’ s output ” , expectedOutputFile , compilerOutput ) ;
System . out . p r i n t l n (”OK” ) ;
}
e l s e i f ( expec tedErrorF i l e . i s F i l e ( ) )
{
System . out . p r in t (”− Ver i f y ing the expected e r r o r s from compi ler . . . ” ) ;
assertThatOutputMatches (” Compiler ’ s output ” , expectedErrorFi l e , compilerOutput ) ;
System . out . p r i n t l n (”OK” ) ;
}
e l s e
{
System . out . p r i n t l n (”− Ignored the compiler ’ s output . ” ) ;
}
return expectedOutputFi le . i s F i l e ( ) | | ! expec tedErrorF i l e . i s F i l e ( ) ; // should cont inue ?
}
pr iva t e void v e r i f yTa r g e tF i l e s ( )
{
System . out . p r in t (”− Ver i f y ing miss ing ta rge t f i l e s . . . ” ) ;
assertThat (
”Should have found a l l expected f i l e s , but miss ing :\n− ” + mi s s i ngF i l e s ( ) . t oS t r ing (”/n− ”) ,
m i s s i n gF i l e s ( ) . count ( ) , i s ( equalTo (0L ) ) ) ;
System . out . p r i n t l n (”OK” ) ;
v e r i f i e d F i l e s ( ) . forEach ( t h i s : : v e r i f yTa rg e tF i l e ) ;
undec l a r ed IgnoredF i l e s ( ) . forEach ( i gno r edF i l e −> System . out . p r i n t l n (”− Ignored ta rge t f i l e : ” + re la t ivePathOfTarge tF i l e ( i gno r edF i l e ) ) ) ;
}
pr iva t e void buildMavenModule ( )
{
i f ( isMavenModule ( ) )
{
System . out . p r in t (”− Bui ld ing Maven module : ” + targe tD i r . getName ( ) + ” ” ) ;
buildMavenModule ( ta rge tD i r ) ;
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System . out . p r i n t l n (”OK” ) ;
}
}
pr iva t e void checkPythonTypes ( )
{
i f ( isPythonModule ( ) )
{
subDirsOf ( ta rge tD i r . getAbsolutePath ( ) ) . forEach (ModuleTest : : checkPythonTypes ) ;
}
}
pr iva t e void insta l lPythonPackage ( )
{
i f ( isPythonModule ( ) )
{
insta l lPythonPackage ( ta rge tD i r ) ;
}
}
pr iva t e void executeJavaCl ient ( )
{
f i n a l F i l e j avaCl i entDi r = c l i e n tD i r ( ) ;
i f (new F i l e ( javaCl ientDir , POMXML) . i s F i l e ( ) )
{
System . out . p r in t (”− Running Java c l i e n t : ” + c l i e n t F i l e (POMXML) + ” . . . ” ) ;
executeJavaCl ient ( javaCl i entDi r ) ;
System . out . p r i n t l n (”OK” ) ;
}
}
pr iva t e void executePythonClient ( )
{
f i n a l F i l e pythonClient = new F i l e ( c l i e n tD i r ( ) , CLIENT PY) ;
i f ( pythonClient . i s F i l e ( ) )
{
System . out . p r in t (”− Running Python c l i e n t : ” + c l i e n t F i l e (CLIENT PY) + ” . . . ” ) ;
executePythonClient ( pythonClient ) ;
System . out . p r i n t l n (”OK” ) ;
}
}
pr iva t e F i l e c l i e n tD i r ( )
{
return new F i l e ( t e s tD i r + ”/” + c l i en tPath ( ) ) ;
}
pr iva t e St r ing c l i en tPath ( )
{
return CLIENTS PATH + ”/” + taskName ;
}
pr iva t e St r ing c l i e n t F i l e ( St r ing f i leName )
{
return c l i en tPath ( ) + ”/” + fi leName ;
}
pr iva t e void v e r i f yTa rg e tF i l e ( f i n a l F i l e expec tedF i l e )
{
f i n a l St r ing r e l a t i v ePath = re lat ivePathOfExpectedFi l e ( expec tedF i l e ) ;
f i n a l F i l e t a r g e tF i l e = new F i l e ( targetDir , r e l a t i v ePath ) ;
System . out . p r in t (”− Ver i f y ing ta rge t f i l e : ” + re l a t i v ePath + ” . . . ” ) ;
assertThatOutputMatches (” Target f i l e : ” + re la t ivePath , expectedFi l e , t a r g e tF i l e ) ;
System . out . p r i n t l n (”OK” ) ;
}
pr iva t e boolean isPythonModule ( )
{
return new F i l e ( targetDir , ” setup . py ” ) . i s F i l e ( ) ;
}
pr iva t e boolean isMavenModule ( )
{
return new F i l e ( targetDir , ”pom. xml ” ) . i s F i l e ( ) ;
}
pr iva t e St r ing re la t ivePathOfExpectedFi l e ( F i l e expec tedF i l e )
{
return expec tedF i l e . getAbsolutePath ( ) . r ep l a c e ( expectedDir . getAbsolutePath ( ) + ”/” , ”” ) ;
}
pr iva t e St r ing re l a t ivePathOfTarge tF i l e ( F i l e t a r g e tF i l e )
{
return t a r g e tF i l e . getAbsolutePath ( ) . r ep l a c e ( ta rge tD i r . getAbsolutePath ( ) + ”/” , ”” ) ;
}
pr iva t e Seq<Fi le> mi s s i ngF i l e s ( )
{
return expec t edF i l e s ( ) . f i l t e r ( f i l e −> ! ta rgetConta insExpectedFi l e ( f i l e ) ) ;
}
pr iva t e Seq<Fi le> v e r i f i e d F i l e s ( )
{
return expec t edF i l e s ( ) . f i l t e r ( t h i s : : ta rgetConta insExpectedFi l e ) ;
}
pr iva t e Seq<Fi le> i g no r edF i l e s ( )
{
return t a r g e tF i l e s ( ) . f i l t e r ( f i l e −> ! expectedConta insTargetFi le ( f i l e ) ) ;
}




f i n a l St r ing s t r = F i l e s . t oSt r ing (new F i l e ( expectedDir , IGNORED LIST TXT) , FILE ENCODING) ;
i f ( s t r . trim ( ) . equa l s (” ALL ”))
{
return i gno r edF i l e s ( ) ;
}
e l s e
{
return seq ( a sL i s t ( s t r . s p l i t (”\n ” ) ) ) .map( r e l a t i v ePath −> new F i l e ( targetDir , r e l a t i v ePath ) ) ;
}
}




return empty ( ) ;
}
}
pr iva t e Seq<Fi le> undec l a r ed IgnoredF i l e s ( )
{
return i gno r edF i l e s ( ) . removeAll ( d e c l a r ed I gno r edF i l e s ( ) ) ;
}
pr iva t e Seq<Fi le> expec t edF i l e s ( )
{
return f i l e sO f ( expectedDir . getAbsolutePath ( ) ) . f i l t e r ( f i l e −> ! f i l e . getName ( ) . equa l s (COMPILER OUTPUT TXT))
. f i l t e r ( f i l e −> ! i s I g n o r e dL i s t F i l e ( f i l e ) ) ;
}
pr iva t e boolean i s I g n o r e dL i s tF i l e ( f i n a l F i l e f i l e )
{
return f i l e . ge tParentF i l e ( ) . equa l s ( expectedDir ) && f i l e . getName ( ) . equa l s (IGNORED LIST TXT) ;
}
pr iva t e Seq<Fi le> t a r g e tF i l e s ( )
{
return f i l e sO f ( ta rge tD i r . getAbsolutePath ( ) ) ;
}
pr iva t e boolean targetConta insExpectedFi l e ( F i l e expec tedF i l e )
{
f i n a l F i l e t a r g e tF i l e = fromExpectedToTargetFile ( expec tedF i l e ) ;
re turn t a r g e tF i l e s ( ) . conta ins ( t a r g e tF i l e ) ;
}
pr iva t e boolean expectedConta insTargetFi le ( F i l e t a r g e tF i l e )
{
f i n a l F i l e expec tedF i l e = fromTargetToExpectedFile ( t a r g e tF i l e ) ;
re turn expec t edF i l e s ( ) . conta ins ( expec tedF i l e ) ;
}
pr iva t e F i l e fromExpectedToTargetFile ( F i l e expec tedF i l e )
{
f i n a l St r ing expectedFi lePath = expec tedF i l e . getAbsolutePath ( ) ;
f i n a l St r ing expectedDirPath = expectedDir . getAbsolutePath ( ) ;
f i n a l St r ing targetDirPath = targe tD i r . getAbsolutePath ( ) ;
re turn new F i l e ( expectedFi lePath . r ep l a c e ( expectedDirPath , targetDirPath ) ) ;
}
pr iva t e F i l e fromTargetToExpectedFile ( F i l e t a r g e tF i l e )
{
f i n a l St r ing ta rge tF i l ePath = t a r g e tF i l e . getAbsolutePath ( ) ;
f i n a l St r ing targetDirPath = targe tD i r . getAbsolutePath ( ) ;
f i n a l St r ing expectedDirPath = expectedDir . getAbsolutePath ( ) ;
re turn new F i l e ( ta rge tF i l ePath . r ep l a c e ( targetDirPath , expectedDirPath ) ) ;
}
pr iva t e s t a t i c St r ing testNameOf ( f i n a l F i l e expectedDir )
{
f i n a l F i l e moduleDir = testDirOf ( expectedDir ) ;
re turn moduleDir . ge tParentF i l e ( ) . getName ( ) + ”/” + moduleDir . getName ( ) ;
}
pr iva t e s t a t i c St r ing taskNameOf ( f i n a l F i l e expectedDir )
{
return expectedDir . getName ( ) ;
}
pr iva t e s t a t i c F i l e te s tDirOf ( f i n a l F i l e expectedDir )
{
return expectedDir . ge tParentF i l e ( ) . ge tParentF i l e ( ) ;
}
pr iva t e s t a t i c F i l e moduleDirOf ( f i n a l F i l e expectedDir )
{
f i n a l F i l e t e s tD i r = testDirOf ( expectedDir ) ;
re turn sourceDirOf ( t e s tD i r ) . i sD i r e c t o r y ( ) ? t e s tD i r : rootModuleDirOf ( t e s tD i r ) ;
}
pr iva t e s t a t i c F i l e rootModuleDirOf ( f i n a l F i l e t e s tD i r )
{
f i n a l F i l e d i r = t e s tD i r . ge tParentF i l e ( ) . ge tParentF i l e ( ) . ge tParentF i l e ( ) ;
asser tTrue (
”Expected module to be found in path : ” + d i r . getAbsolutePath ( ) ,
sourceDirOf ( d i r ) . i sD i r e c t o r y ( ) | | templatesDirOf ( d i r ) . i sD i r e c t o r y ( ) ) ;
re turn d i r ;
}
pr iva t e s t a t i c F i l e sourceDirOf ( f i n a l F i l e moduleDir )
{
return new F i l e (moduleDir , SOURCE PATH) ;
}
pr iva t e s t a t i c F i l e templatesDirOf ( f i n a l F i l e moduleDir )
{
return new F i l e (moduleDir , TEMPLATES PATH) ;
}
pr iva t e s t a t i c F i l e expectedDirOf ( f i n a l F i l e t e s tD i r )
{
return new F i l e ( expectedPathOf ( t e s tD i r ) ) ;
}
pr iva t e s t a t i c St r ing expectedPathOf ( f i n a l F i l e t e s tD i r )
{
return t e s tD i r . getAbsolutePath ( ) + ”/” + EXPECTED PATH;
}
pr iva t e s t a t i c Seq<Fi le> subDirsOf ( St r ing basePath )
{
f i n a l F i l e [ ] subDirs = new F i l e ( basePath ) . l i s t F i l e s ( F i l e : : i sD i r e c t o r y ) ;
f i n a l List<Fi le> subDirL i s t = asL i s t ( subDirs == nu l l ? new F i l e [ 0 ] : subDirs ) ;
re turn seq ( subDirL i s t ) ;
}
pr iva t e s t a t i c Seq<Fi le> f i l e sO f ( St r ing basePath )
{
f i n a l F i l e [ ] f i l e s = new F i l e ( basePath ) . l i s t F i l e s ( F i l e : : i s F i l e ) ;
f i n a l List<Fi le> f i l e L i s t = a sL i s t ( f i l e s == nu l l ? new F i l e [ 0 ] : f i l e s ) ;
f i n a l Seq<Fi le> subF i l e s = subDirsOf ( basePath ) . flatMap ( subDir −> f i l e sO f ( subDir . getAbsolutePath ( ) ) ) ;
re turn seq ( f i l e L i s t ) . concat ( subF i l e s ) ;
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}pr iva t e s t a t i c void executeJavaCl ient ( F i l e c l i entModuleDir )
{
buildMavenModule ( c l i entModuleDir ) ;
f i n a l F i l e c l i en tTarge tD i r = new F i l e ( c l ientModuleDir , ” ta rge t ” ) ;
assertThat (” Cl i ent ta rge t d i r must e x i s t : ” + c l i entTargetDi r , c l i en tTarge tD i r . e x i s t s ( ) , I s . i s ( t rue ) ) ;
f i n a l Optional<Fi le> c l i en tJarPath = f i l e sO f ( c l i en tTarge tD i r . getAbsolutePath ( ) )
. f i l t e r ( f i l e −> f i l e . getAbsolutePath ( )
. endsWith (CLIENT JAR SUFFIX ) ) . f i n dS i n g l e ( ) ;
asser tTrue (” Cl i ent j a r should have been found at : ” + c l i entTargetDi r , c l i en tJarPath . i sP r e s en t ( ) ) ;
executeJar ( c l i entTargetDi r , c l i en tJarPath . get ( ) . getAbsolutePath ( ) ) ;
}
pr iva t e s t a t i c void executeJar ( f i n a l F i l e c l i entTargetDi r , f i n a l St r ing jarPath )
{




f i n a l i n t exitCode = executeJar ( c l i en tTarge tD i r . getPath ( ) , jarPath , emptyList ( ) , outputStream ) ;
f i n a l St r ing actualCl ientOutput = st r ingOf ( outputStream ) ;
f i n a l F i l e expectedOutputFi le = new F i l e ( c l i en tTarge tD i r . ge tParentF i l e ( ) , CLIENT OUTPUT TXT) ;
i f ( expectedOutputFi le . i s F i l e ( ) )
{
assertThatOutputMatches (” Cl ient ’ s output ” , expectedOutputFile , actualCl ientOutput ) ;
}
e l s e
{
System . out . p r i n t l n (”\n− Ignored the Java c l i e n t ’ s output . ” ) ;
}
assertThat (
”Cl ient ’ s e x i t code : ” + exitCode + ” − output :\n−−−\n” + actualCl ientOutput + ”\n−−−”,
exitCode , i s ( 0 ) ) ;
}
catch (CommandLineException except ion )
{
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n(”−−−−−−−−”);
System . out . p r i n t l n (” Error running c l i e n t : ” + c l i en tTarge tD i r . getName ( ) ) ;
System . out . p r i n t l n ( s t r ingOf ( outputStream ) ) ;
throw new RuntimeException (”CommandLineException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
catch ( IOException except ion )
{
System . out . p r i n t l n ( ) ;
throw new RuntimeException (” IOException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
pr iva t e s t a t i c i n t executeJar (
f i n a l St r ing currentDirPath ,
f i n a l St r ing jarPath ,
f i n a l List<Str ing> args ,
f i n a l ByteArrayOutputStream outputStream ) throws CommandLineException , IOException
{
f i n a l F i l e j a r F i l e = new F i l e ( jarPath ) ;
assertThat (” Jar f i l e must e x i t : ” + j a rF i l e , j a r F i l e . e x i s t s ( ) , i s ( t rue ) ) ;
f i n a l F i l e javaBinDir = new F i l e ( System . getProperty (” java . home”) , ” bin ” ) ;
assertThat (” Java bin d i r must e x i t : ” + javaBinDir , javaBinDir . e x i s t s ( ) , i s ( t rue ) ) ;
f i n a l F i l e javaExecFi l e = new F i l e ( javaBinDir , ” java ” ) ;
assertThat (” Java exec f i l e must e x i t : ” + javaExecFi le , javaExecFi l e . e x i s t s ( ) , i s ( t rue ) ) ;
f i n a l Commandline commandLine = new Commandline ( ) ;
commandLine . setWorkingDirectory ( currentDirPath ) ;
commandLine . setExecutab le ( javaExecFi l e . getAbsolutePath ( ) ) ;
commandLine . createArg ( ) . setValue (”− j a r ” ) ;
commandLine . createArg ( ) . setValue ( j a r F i l e . getAbsolutePath ( ) ) ;
f o r ( f i n a l St r ing arg : args ) commandLine . createArg ( ) . setValue ( arg ) ;
f i n a l Writer wr i t e r = new OutputStreamWriter ( outputStream ) ;
f i n a l WriterStreamConsumer systemOut = new WriterStreamConsumer ( wr i t e r ) ;
f i n a l WriterStreamConsumer systemErr = new WriterStreamConsumer ( wr i t e r ) ;
re turn executeCommandLine ( commandLine , systemOut , systemErr , PROCESS TIMEOUT IN SECONDS) ;
}
pr iva t e s t a t i c void buildMavenModule ( f i n a l F i l e moduleDir )
{
f i n a l St r ing m2 home = System . getenv (”M2 HOME”) ;
assertThat (
” In order to bu i ld the generated module , Maven should be i n s t a l l e d and M2 HOME se t . ” ,
new F i l e (m2 home ) . i sD i r e c t o r y ( ) ) ;
System . setProperty (”maven . home” , m2 home ) ;
f i n a l Invocat ionRequest reques t = new Defau l t Invocat ionRequest ( ) ;
r eques t . s e tBaseDi rec tory (moduleDir ) ;
r eques t . setGoals ( a sL i s t (” c l ean ” , ” i n s t a l l ” ) ) ;
r eques t . s e t I n t e r a c t i v e ( f a l s e ) ;
f i n a l Console conso l e = crea t eSt r ingConso l e ( ) ;
f i n a l Invoker invoker = new Defau l t Invoker ( ) ;
invoker . setOutputHandler ( l i n e −> {
System . out . p r in t ( ” . ” ) ;




f i n a l Invocat ionResu l t r e s u l t = invoker . execute ( reques t ) ;
assertThat (
”Maven f a i l u r e − e x i t code : ” + r e s u l t . getExitCode ( ) + ”\n” + conso l e . t oSt r ing ( ) ,
r e s u l t . getExitCode ( ) , i s ( equalTo ( 0 ) ) ) ;
}
catch ( MavenInvocationException except ion )
{
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n(”−−−−−−−−”);
System . out . p r i n t l n (” Error running Maven : ” ) ;
System . out . p r i n t l n ( conso l e . t oSt r ing ( ) ) ;
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throw new RuntimeException (”MavenInvocationException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
pr iva t e s t a t i c void checkPythonTypes ( f i n a l F i l e moduleDir )
{
System . out . p r in t (”− Checking types o f Python module : ” + moduleDir . getName ( ) + ” . . . ” ) ;
assertThat (
” In order to check types o f the generated module , Python 3 should be i n s t a l l e d and PYTHONHOME se t . ” ,
new F i l e (pythonCmd(” python3 ” ) ) . i s F i l e ( ) ) ;
t ry ( ByteArrayOutputStream outputStream = new ByteArrayOutputStream ( ) )
{
// https :// github . com/python/mypy
f i n a l Commandline commandLine = new Commandline ( ) ;
commandLine . setExecutab le (pythonCmd(” python3 ” ) ) ;
commandLine . createArg ( ) . setValue (”−m”) ;
commandLine . createArg ( ) . setValue (”mypy” ) ;
commandLine . createArg ( ) . setValue (moduleDir . getCanonicalPath ( ) ) ;
f i n a l Writer wr i t e r = new OutputStreamWriter ( outputStream ) ;
f i n a l WriterStreamConsumer systemOut = new WriterStreamConsumer ( wr i t e r ) ;
f i n a l WriterStreamConsumer systemErr = new WriterStreamConsumer ( wr i t e r ) ;
t ry
{
f i n a l i n t exitCode = executeCommandLine ( commandLine , systemOut , systemErr , PROCESS TIMEOUT IN SECONDS) ;
assertThat (
”mypy ’ s e x i t code : ” + exitCode + ”\nmypy ’ s output : \n−−−\n” + st r ingOf ( outputStream ) + ”−−−\n” ,
exitCode , I s . i s ( 0 ) ) ;
}
catch (CommandLineException except ion )
{
System . out . p r i n t l n(”−−−−−−−−”);
System . out . p r i n t l n (” Error running mypy : ” ) ;
System . out . p r i n t l n ( s t r ingOf ( outputStream ) ) ;
throw new RuntimeException (”CommandLineException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
catch ( IOException except ion )
{
throw new RuntimeException (” IOException : ” + except ion . getMessage ( ) , except ion ) ;
}
System . out . p r i n t l n (”OK” ) ;
}
pr iva t e s t a t i c void insta l lPythonPackage ( f i n a l F i l e packageDir )
{
System . out . p r in t (”− I n s t a l l i n g Python package : ” + packageDir . getName ( ) + ” . . . ” ) ;
assertThat (
” In order to i n s t a l l the generated Python package , pip should be i n s t a l l e d . ” ,
new F i l e (pythonCmd(” pip3 ” ) ) . i s F i l e ( ) ) ;
t ry ( ByteArrayOutputStream outputStream = new ByteArrayOutputStream ( ) )
{
// −−upgrade : ove rwr i t ing prev ious i n s t a l l a t i o n − https :// packaging . python . org / i n s t a l l i n g
f i n a l Commandline commandLine = new Commandline ( ) ;
commandLine . setExecutab le (pythonCmd(” pip3 ” ) ) ;
commandLine . createArg ( ) . setValue (” i n s t a l l ” ) ;
commandLine . createArg ( ) . setValue(”−−upgrade ” ) ;
commandLine . createArg ( ) . setValue ( packageDir . getCanonicalPath ( ) ) ;
f i n a l Writer wr i t e r = new OutputStreamWriter ( outputStream ) ;
f i n a l WriterStreamConsumer systemOut = new WriterStreamConsumer ( wr i t e r ) ;
f i n a l WriterStreamConsumer systemErr = new WriterStreamConsumer ( wr i t e r ) ;
t ry
{
f i n a l i n t exitCode = executeCommandLine ( commandLine , systemOut , systemErr , PROCESS TIMEOUT IN SECONDS) ;
assertThat (
”pip ’ s e x i t code : ” + exitCode + ”\npip ’ s output : \n−−−\n” + st r ingOf ( outputStream ) + ”−−−\n” ,
exitCode , i s ( 0 ) ) ;
}
catch (CommandLineException except ion )
{
System . out . p r i n t l n(”−−−−−−−−”);
System . out . p r i n t l n (” Error running pip : ” ) ;
System . out . p r i n t l n ( s t r ingOf ( outputStream ) ) ;
throw new RuntimeException (”CommandLineException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
catch ( IOException except ion )
{
throw new RuntimeException (” IOException : ” + except ion . getMessage ( ) , except ion ) ;
}
System . out . p r i n t l n (”OK” ) ;
}
pr iva t e s t a t i c void executePythonClient ( F i l e c l i e n t )
{
assertThat (
” In order to run the Python c l i e n t , Python 3 should be i n s t a l l e d and PYTHONHOME se t . ” ,
new F i l e (pythonCmd(” python3 ” ) ) . i s F i l e ( ) ) ;
t ry ( ByteArrayOutputStream outputStream = new ByteArrayOutputStream ( ) )
{
// Executing Python module − https ://www. python . org /dev/peps/pep−0338/#current−behaviour
f i n a l Commandline commandLine = new Commandline ( ) ;
commandLine . setExecutab le (pythonCmd(” python3 ” ) ) ;
commandLine . createArg ( ) . setValue ( c l i e n t . getCanonicalPath ( ) ) ;
f i n a l Writer wr i t e r = new OutputStreamWriter ( outputStream ) ;
f i n a l WriterStreamConsumer systemOut = new WriterStreamConsumer ( wr i t e r ) ;
f i n a l WriterStreamConsumer systemErr = new WriterStreamConsumer ( wr i t e r ) ;
t ry
{
i n t exitCode = executeCommandLine ( commandLine , systemOut , systemErr , PROCESS TIMEOUT IN SECONDS) ;
f i n a l St r ing actualCl ientOutput = st r ingOf ( outputStream ) ;
f i n a l F i l e expectedOutputFi le = new F i l e ( c l i e n t . ge tParentF i l e ( ) , CLIENT OUTPUT TXT) ;
i f ( expectedOutputFi le . i s F i l e ( ) )
{
assertThatOutputMatches (” Cl ient ’ s output ” , expectedOutputFile , actualCl ientOutput ) ;
}




System . out . p r i n t l n (”\n− Ignored the Python c l i e n t ’ s output . ” ) ;
}
assertThat (
”Cl ient ’ s e x i t code : ” + exitCode + ”\noutput : \n−−−\n” + actualCl ientOutput + ”−−−\n” ,
exitCode , i s ( 0 ) ) ;
}
catch (CommandLineException except ion )
{
System . out . p r i n t l n(”−−−−−−−−”);
System . out . p r i n t l n (” Error running c l i e n t : ” ) ;
System . out . p r i n t l n ( s t r ingOf ( outputStream ) ) ;
throw new RuntimeException (”CommandLineException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
catch ( IOException except ion )
{
throw new RuntimeException (” IOException : ” + except ion . getMessage ( ) , except ion ) ;
}
}
pr iva t e s t a t i c St r ing s t r ingOf ( f i n a l ByteArrayOutputStream outputStream )
{
return new Str ing ( outputStream . toByteArray ( ) , FILE ENCODING) ;
}
pr iva t e s t a t i c St r ing pythonCmd( Str ing cmd)
{
f i n a l St r ing pythonHomeDir = System . getenv (”PYTHONHOME”) ;
return pythonHomeDir + ”/ bin /” + cmd ;
}
pr iva t e s t a t i c void assertThatOutputMatches (
f i n a l St r ing reason ,
f i n a l F i l e expectedOutputFile ,
f i n a l St r ing actualOutput ) throws IOException
{
f i n a l St r ing expectedOutput = F i l e s . t oSt r ing ( expectedOutputFile , FILE ENCODING) ;
a s s e r tEqua l s ( reason , expectedOutput , actualOutput ) ;
}
pr iva t e s t a t i c void assertThatOutputMatches (
f i n a l St r ing reason ,
f i n a l F i l e expectedOutputFile ,




f i n a l St r ing expectedOutput = F i l e s . t oSt r ing ( expectedOutputFile , FILE ENCODING) ;
f i n a l St r ing actualOutput = F i l e s . t oS t r ing ( actualOutputFi le , FILE ENCODING) ;
a s s e r tEqua l s ( reason , expectedOutput , actualOutput ) ;
}
catch ( IOException except ion )
{




==> cml−compi ler /cml−f rontend / s r c /main/ java /cml/ frontend /Tester . java
package cml . f rontend ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . j un i t . i n t e r n a l . TextListener ;
import org . j un i t . runner . Desc r ip t i on ;
import org . j un i t . runner . JUnitCore ;
import org . j un i t . runner . Result ;
import org . j un i t . runner . n o t i f i c a t i o n . Fa i lu r e ;
c l a s s Tester
{
pr iva t e s t a t i c f i n a l i n t EXIT CODE SUCCESS = 0 ;
p r i va t e s t a t i c f i n a l i n t EXIT CODE TESTS FAILED = 52;
i n t t e s t ( f i n a l @Nullable St r ing testName , f i n a l @Nullable St r ing taskName )
{
f i n a l JUnitCore j un i t = new JUnitCore ( ) ;
j un i t . addListener (new TextListener ( System . out )
{
@Override
pub l i c void t e s tS t a r t ed ( f i n a l Desc r ip t i on d e s c r i p t i on ) {}
@Override
protected void printHeader ( f i n a l long runTime )
{
System . out . p r i n t l n ( ) ;
super . pr intHeader ( runTime ) ;
}
@Override
protected void p r i n tFa i l u r e s ( f i n a l Result r e s u l t )
{
System . out . p r i n t l n ( ) ;
super . p r i n tFa i l u r e s ( r e s u l t ) ;
}
@Override
protected void p r i n tFa i l u r e ( Fa i lu r e f a i l u r e , S t r ing p r e f i x ) {
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n ( p r e f i x + ”) ” + headerOf ( f a i l u r e ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n ( f a i l u r e . getMessage ( ) ) ;
}
pr iva t e St r ing headerOf ( f i n a l Fa i lu r e f a i l u r e )
{
f i n a l St r ing header = f a i l u r e . getTestHeader ( ) ;
f i n a l i n t s t a r t = ” ver i fyTestModule ” . l ength ( ) + 1 ;
f i n a l i n t end = header . indexOf (ModuleTest . c l a s s . getName ( ) ) − 2 ;
return header . subs t r ing ( s ta r t , end ) ;
}
} ) ;
ModuleTest . selectedTestName = testName ;
ModuleTest . selectedTaskName = taskName ;
f i n a l Result r e s u l t = jun i t . run (ModuleTest . c l a s s ) ;




i f ( testName != nu l l && ModuleTest . se lectedTestNames ( ) . count ( ) == 0)
{
System . out . p r i n t l n (” Test module not found : ” + testName ) ;
}
i f ( taskName != nu l l && ModuleTest . selectedTaskNames ( ) . count ( ) == 0)
{
System . out . p r i n t l n (”Task not found : ” + taskName ) ;
}
}
return testsExecuted ( r e su l t , testName , taskName ) && r e s u l t . wasSucces s fu l ( ) ? EXIT CODE SUCCESS : EXIT CODE TESTS FAILED ;
}
pr iva t e boolean test sExecuted ( f i n a l Result r e su l t , S t r ing testName , St r ing taskName )
{
return ( testName == nu l l && taskName == nu l l ) | | r e s u l t . getRunCount ( ) > 0 ;
}
}
==> cml−compi ler /cml−generator /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”




<a r t i f a c t I d>cml−compiler</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
</parent>






<a r t i f a c t I d>cml−language</a r t i f a c t I d>





<a r t i f a c t I d>cml−templates</a r t i f a c t I d>




<a r t i f a c t I d>cml−io</a r t i f a c t I d>





<a r t i f a c t I d>jun i t</a r t i f a c t I d>




<groupId>com . goog le . guava</groupId>
<a r t i f a c t I d>guava</a r t i f a c t I d>





==> cml−compi ler /cml−generator / s r c /main/ java /cml/ generator /Generator . java
package cml . generator ;
import cml . i o . Console ;
import cml . i o . Di rectory ;
import cml . i o . Fi leSystem ;
import cml . i o . ModuleManager ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Constructor ;
import cml . language . generated . Task ;
import cml . templates . TemplateGroupFile ;
import cml . templates . TemplateRenderer ;
import cml . templates . TemplateRepository ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelFunctions . targetOf ;
import s t a t i c cml . language . f unc t i on s . ModelVis i torFunct ions . v i s i tMode l ;
pub l i c i n t e r f a c e Generator
{
i n t generate (TempModel model , f i n a l St r ing targetName , f i n a l St r ing targetDirPath ) ;
s t a t i c Generator c r ea t e ( Console conso le , Fi leSystem f i l eSystem , ModuleManager moduleManager )
{
f i n a l TemplateRepository templateRepos i tory = TemplateRepository . c r ea t e (moduleManager ) ;
f i n a l TemplateRenderer templateRenderer = TemplateRenderer . c r ea t e ( conso l e ) ;
f i n a l TargetF i l eRepos i tory ta r g e tF i l eRepo s i t o ry = TargetF i l eRepos i tory . c r ea t e ( templateRepository , templateRenderer ) ;
f i n a l TargetFi leRenderer ta rge tF i l eRendere r = TargetFi leRenderer . c r ea t e ( conso le , f i l eSystem , ta rge tF i l eRepos i t o ry , templateRenderer ) ;
re turn new GeneratorImpl ( conso le , f i l eSystem , moduleManager , t a rge tF i l eRepos i t o ry , ta rge tF i l eRendere r ) ;
}
}
c l a s s GeneratorImpl implements Generator
{
pr iva t e s t a t i c f i n a l i n t SUCCESS = 0 ;
p r i va t e s t a t i c f i n a l i n t FAILURE CONSTRUCTOR UNKNOWN = 101;
p r i va t e s t a t i c f i n a l i n t FAILURE CONSTRUCTOR UNDEFINED = 102;
p r i va t e s t a t i c f i n a l i n t FAILURE TASK UNDECLARED = 103;
p r i va t e s t a t i c f i n a l St r ing NO SOURCE FILE HAS DECLARED TASK = ”no source f i l e has dec la red task named : %s ” ;
p r i va t e s t a t i c f i n a l St r ing NO CONSTRUCTOR DEFINED FOR TASK = ”no cons t ruc to r de f ined f o r task : %s ” ;
p r i va t e s t a t i c f i n a l St r ing NO TEMPLATES FOUND FOR CONSTRUCTOR = ”unable to f i nd templates f o r cons t ruc to r : %s ” ;
p r i va t e f i n a l Console conso l e ;
p r i va t e f i n a l Fi leSystem f i l eSy s t em ;
pr i va t e f i n a l ModuleManager moduleManager ;
p r i va t e f i n a l TargetF i l eRepos i tory ta r g e tF i l eRepo s i t o ry ;
p r i va t e f i n a l TargetFi leRenderer ta rge tF i l eRendere r ;
GeneratorImpl (
Console conso le ,
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FileSystem f i l eSystem ,
ModuleManager moduleManager ,
TargetF i l eRepos i tory ta rge tF i l eRepos i t o ry ,
TargetFi leRenderer ta rge tF i l eRendere r )
{
t h i s . conso l e = conso l e ;
t h i s . f i l eSy s t em = f i l eSy s t em ;
t h i s . moduleManager = moduleManager ;
t h i s . t a r g e tF i l eRepo s i t o ry = ta rg e tF i l eRepo s i t o ry ;
t h i s . t a rge tF i l eRendere r = targe tF i l eRendere r ;
}
@Override
pub l i c i n t generate (TempModel model , f i n a l St r ing targetName , f i n a l S t r ing targetDirPath )
{
TemplateGroupFile . setModuleManager (moduleManager ) ;
f i n a l Optional<Task> t a rg e t = targetOf (model , targetName ) ;
i f ( ! t a rg e t . i sP r e s en t ( ) )
{
conso l e . e r r o r (NO SOURCE FILE HAS DECLARED TASK, targetName ) ;
return FAILURE TASK UNDECLARED;
}
f i n a l Optional<Constructor> cons t ruc to r = ta rge t . get ( ) . getConstructor ( ) ;
i f ( ! c ons t ruc to r . i sP r e s en t ( ) )
{
conso l e . e r r o r (NO CONSTRUCTOR DEFINED FOR TASK, ta rge t . get ( ) . getName ( ) ) ;
re turn FAILURE CONSTRUCTOR UNDEFINED;
}
i f ( ! t a r g e tF i l eRepo s i t o ry . templatesFoundFor ( ta rge t . get ( ) ) )
{
conso l e . e r r o r (NO TEMPLATES FOUND FOR CONSTRUCTOR, cons t ruc to r . get ( ) . getName ( ) ) ;
re turn FAILURE CONSTRUCTOR UNKNOWN;
}
f i n a l Optional<Directory> ta rge tD i r = f i l eSy s t em . f i ndD i r e c to ry ( targetDirPath ) ;
ta rge tD i r . i fP r e s en t ( f i l eSy s t em : : c l eanDi r e c to ry ) ;
f i n a l TargetGenerator targetGenerator = new TargetGenerator ( targetF i l eRenderer , t a rg e t . get ( ) , targetDirPath ) ;




==> cml−compi ler /cml−generator / s r c /main/ java /cml/ generator /TargetF i l e . java
package cml . generator ;
import cml . templates . TemplateFile ;
import java . u t i l . Optional ;
c l a s s TargetF i l e
{
pr iva t e s t a t i c f i n a l char EXTENSION SEPARATOR = ’ . ’ ;
TargetF i l e ( f i n a l S t r ing path , f i n a l St r ing templateName )
{
t h i s . path = path ;
t h i s . templateName = templateName ;
}
// Att r ibute s :
p r i va t e f i n a l St r ing path ;




Str ing getExtens ion ( )
{
return path . subs t r ing ( path . la s t IndexOf (EXTENSION SEPARATOR) + 1 ) ;
}
//−−−
pr iva t e f i n a l St r ing templateName ;




// As soc i a t i on s :
p r i va t e TemplateFile t emplateF i l e ;
Optional<TemplateFile> getTemplateFi le ( )
{
return Optional . o fNu l l ab l e ( t emplateF i l e ) ;
}
void setTemplateFi le ( f i n a l TemplateFile t emplateF i l e )
{
t h i s . t emplateF i l e = templateF i l e ;
}
}
==> cml−compi ler /cml−generator / s r c /main/ java /cml/ generator /TargetFi leRenderer . java
package cml . generator ;
import cml . i o . Console ;
import cml . i o . Fi leSystem ;
import cml . language . generated . L i t e r a l ;
import cml . language . generated . NamedElement ;
import cml . language . generated . Task ;
import cml . templates . TemplateRenderer ;
import java . i o . F i l e ;
import java . u t i l . HashMap ;
import java . u t i l . L i s t ;
import java . u t i l .Map;
pub l i c i n t e r f a c e TargetFi leRenderer
{
void renderTarge tF i l e s (Task task , St r ing targetDirPath , St r ing f i l eType , NamedElement namedElement ) ;
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s t a t i c TargetFi leRenderer c r ea t e (
Console conso le ,
Fi leSystem f i l eSystem ,
TargetF i l eRepos i tory ta rge tF i l eRepos i t o ry ,
TemplateRenderer templateRenderer )
{
return new TargetFi leRendererImpl ( conso le , f i l eSystem , ta rge tF i l eRepos i t o ry , templateRenderer ) ;
}
}
c l a s s TargetFi leRendererImpl implements TargetFi leRenderer
{
pr iva t e s t a t i c f i n a l St r ing TASK = ” task ” ;
p r i va t e f i n a l Console conso l e ;
p r i va t e f i n a l Fi leSystem f i l eSy s t em ;
pr i va t e f i n a l TargetF i l eRepos i tory ta r g e tF i l eRepo s i t o ry ;
p r i va t e f i n a l TemplateRenderer templateRenderer ;
TargetFi leRendererImpl (
Console conso le ,
Fi leSystem f i l eSystem ,
TargetF i l eRepos i tory ta rge tF i l eRepos i t o ry ,
TemplateRenderer templateRenderer )
{
t h i s . conso l e = conso l e ;
t h i s . f i l eSy s t em = f i l eSy s t em ;
t h i s . t a r g e tF i l eRepo s i t o ry = ta rg e tF i l eRepo s i t o ry ;
t h i s . templateRenderer = templateRenderer ;
}
@Override
pub l i c void renderTarge tF i l e s (
f i n a l Task task ,
f i n a l St r ing targetDirPath ,
f i n a l St r ing modelElementType ,
f i n a l NamedElement namedElement )
{
f i n a l Map<Str ing , Object> templateArgs = new HashMap<>();
templateArgs . put (TASK, getTarge tProper t i e s ( task ) ) ;
templateArgs . put (modelElementType , namedElement ) ;
f i n a l List<TargetFi le> t a r g e tF i l e s = ta rg e tF i l eRepo s i t o ry . f i ndTarge tF i l e s ( task , modelElementType , templateArgs ) ;
i f ( t a r g e tF i l e s . s i z e ( ) > 0)
{
i f ( ! namedElement . getName ( ) . equa l s (”model ”) )
{
conso l e . p r i n t l n ( ) ;
}
conso l e . p r i n t l n (”%s f i l e s : ” , namedElement . getName ( ) ) ;
t a r g e tF i l e s . forEach ( t a r g e tF i l e −> r enderTargetF i l e ( t a r g e tF i l e , targetDirPath , templateArgs ) ) ;
}
}
pr iva t e void renderTargetF i l e (
f i n a l TargetF i l e t a r g e tF i l e ,
f i n a l St r ing targetDirPath ,
f i n a l Map<Str ing , Object> templateArgs )
{
conso l e . p r i n t l n (”− %s ” , t a r g e tF i l e . getPath ( ) ) ;
i f ( t a r g e tF i l e . getTemplateFi le ( ) . i sP r e s en t ( ) )
{
f i n a l St r ing contents = templateRenderer . renderTemplate (
t a r g e tF i l e . getTemplateFi le ( ) . get ( ) ,
t a r g e tF i l e . getTemplateName ( ) ,
templateArgs ) ;
f i n a l St r ing path = targetDirPath + F i l e . separatorChar + t a r g e tF i l e . getPath ( ) ;
f i l eSy s t em . c r e a t eF i l e ( path , contents ) ;
}
e l s e
{
conso l e . p r i n t l n (” ( not found template f o r : %s )” , t a r g e tF i l e . getPath ( ) ) ;
}
}
pr iva t e s t a t i c Map<Str ing , Object> getTarge tProper t i e s ( f i n a l Task task )
{
f i n a l Map<Str ing , Object> p r op e r t i e s = new HashMap<>();
// no inspec t i on ConstantCondit ions
task . g e tPrope r t i e s ( )
. stream ()
. f i l t e r ( property −> property . getValue ( ) . i sP r e s en t ( ) && property . getValue ( ) . get ( ) i n s t an c eo f L i t e r a l )
. forEach ( property −> p r op e r t i e s . put ( property . getName ( ) , ( ( L i t e r a l ) property . getValue ( ) . get ( ) ) . getText ( ) ) ) ;
re turn p r op e r t i e s ;
}
}
==> cml−compi ler /cml−generator / s r c /main/ java /cml/ generator / TargetF i l eRepos i tory . java
package cml . generator ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . generated . Task ;
import cml . templates . TemplateFile ;
import cml . templates . TemplateRenderer ;
import cml . templates . TemplateRepository ;
import java . u t i l . L i s t ;
import java . u t i l .Map;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . moduleOf ;
import s t a t i c cml . language . f unc t i on s . ModuleFunctions . selfOrImportedModuleOf ;
import s t a t i c java . u t i l . Arrays . stream ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
i n t e r f a c e TargetF i l eRepos i tory
{
boolean templatesFoundFor (Task task ) ;
List<TargetFi le> f i ndTarg e tF i l e s (Task task , St r ing f i l eType , Map<Str ing , Object> templateArgs ) ;
s t a t i c TargetF i l eRepos i tory c r ea t e ( TemplateRepository templateRepository , TemplateRenderer templateRenderer )
{





c l a s s TargetFi leRepos i toryImpl implements TargetF i l eRepos i tory
{
pr iva t e s t a t i c f i n a l St r ing STG EXT = ”. s tg ” ;
p r i va t e s t a t i c f i n a l St r ing GROUP FILES = ” f i l e s ” + STG EXT;
pr i va t e s t a t i c f i n a l St r ing FILES SUFFIX = ” f i l e s ” ;
p r i va t e s t a t i c f i n a l St r ing FILE LINE SEPARATOR = ”\\|” ;
p r i va t e s t a t i c f i n a l St r ing TEMPLATE NAME SEPARATOR = ” : ” ;
// Co l l abora to r s :
p r i va t e f i n a l TemplateRepository templateRepos i tory ;
p r i va t e f i n a l TemplateRenderer templateRenderer ;
TargetFi leRepos i toryImpl ( TemplateRepository templateRepository , TemplateRenderer templateRenderer )
{
t h i s . templateRepos i tory = templateRepos i tory ;
t h i s . templateRenderer = templateRenderer ;
}
@Override
pub l i c boolean templatesFoundFor (Task task )
{
return f indFi lesTemplateForTask ( task ) . i sP r e s en t ( ) ;
}
@Override
pub l i c List<TargetFi le> f i ndTarg e tF i l e s (
f i n a l Task task ,
f i n a l St r ing modelElementType ,
f i n a l Map<Str ing , Object> templateArgs )
{
f i n a l Optional<TemplateFile> f i l eTempla t e s = findFi lesTemplateForTask ( task ) ;
i f ( f i l eTempla t e s . i sP r e s en t ( ) && moduleOf ( task ) . i sP r e s en t ( ) )
{
f i n a l St r ing moduleName = f i l eTempla t e s . get ( ) . getModuleName ( ) ;
f i n a l Optional<TempModule> module = selfOrImportedModuleOf (moduleOf ( task ) . get ( ) , moduleName ) ;
i f (module . i sP r e s en t ( ) && task . getConstructor ( ) . i sP r e s en t ( ) )
{
f i n a l St r ing templateName = modelElementType + FILES SUFFIX ;
f i n a l St r ing f i l e s = templateRenderer . renderTemplate ( f i l eTempla t e s . get ( ) , templateName , templateArgs ) ;
i f ( f i l e s . trim ( ) . l ength ( ) > 0)
{
f i n a l St r ing constructorName = task . getConstructor ( ) . get ( ) . getName ( ) ;
re turn stream ( f i l e s . s p l i t (”\n”))
.map( l i n e −> l i n e . s p l i t (FILE LINE SEPARATOR))
.map( pa i r −> c r ea t eTarge tF i l e (module . get ( ) , constructorName , pa i r [ 1 ] , pa i r [ 0 ] ) )




return emptyList ( ) ;
}
pr iva t e Optional<TemplateFile> f indFi lesTemplateForTask (Task task )
{
i f (moduleOf ( task ) . i sP r e s en t ( ) & task . getConstructor ( ) . i sP r e s en t ( ) )
{
f i n a l TempModule module = moduleOf ( task ) . get ( ) ;
f i n a l St r ing constructorName = task . getConstructor ( ) . get ( ) . getName ( ) ;
re turn f indTemplateFi le (module , constructorName , GROUP FILES ) ;
}
return Optional . empty ( ) ;
}
pr iva t e TargetF i l e c r ea t eTarge tF i l e (
f i n a l TempModule module ,
S t r ing constructorName ,
f i n a l St r ing targetFi l ePath ,
St r ing templateFileName )
{
f i n a l St r ing [ ] pa i r = templateFileName . s p l i t (TEMPLATE NAME SEPARATOR) ;
i f ( pa i r . l ength == 2)
{
constructorName = pa i r [ 0 ] ;
templateFileName = pa i r [ 1 ] ;
}
f i n a l TargetF i l e t a r g e tF i l e = new TargetF i l e ( targetFi l ePath , templateFileName ) ;
f i n a l Optional<TemplateFile> t emplateF i l e = f indTemplateFi le (
module , constructorName , templateFileName + STG EXT) ;
templateF i l e . i f P r e s en t ( t a r g e tF i l e : : setTemplateFi le ) ;
re turn t a r g e tF i l e ;
}
pr iva t e Optional<TemplateFile> f indTemplateFi le (
f i n a l TempModule module ,
f i n a l St r ing constructorName ,
f i n a l St r ing templateFileName )
{
f i n a l Optional<TemplateFile> t emplateF i l e = templateRepos i tory . f indTemplate (
module . getName ( ) ,
constructorName ,
templateFileName ) ;
i f ( t emplateF i l e . i sP r e s en t ( ) )
{
return templateF i l e ;
}
e l s e
{
f o r ( f i n a l TempModule importedModule : module . getImportedModules ( ) )
{
f i n a l Optional<TemplateFile> importedTemplateFile = templateRepos i tory . f indTemplate (
importedModule . getName ( ) ,
constructorName ,
templateFileName ) ;











==> cml−compi ler /cml−generator / s r c /main/ java /cml/ generator /TargetGenerator . java
package cml . generator ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Assoc i a t i on ;
import cml . language . generated . NamedElement ;
import cml . language . generated . Task ;
import cml . language . l oader . ModelVis i tor ;
c l a s s TargetGenerator implements ModelVis i tor
{
pr iva t e s t a t i c f i n a l St r ing MODEL = ”model ” ;
p r i va t e s t a t i c f i n a l St r ing MODULE = ”module ” ;
p r i va t e s t a t i c f i n a l St r ing CONCEPT = ”concept ” ;
p r i va t e s t a t i c f i n a l St r ing ASSOCIATION = ” a s s o c i a t i o n ” ;
p r i va t e f i n a l TargetFi leRenderer ta rge tF i l eRendere r ;
p r i va t e f i n a l Task task ;
p r i va t e f i n a l St r ing targetDirPath ;
TargetGenerator (
TargetFi leRenderer targetF i l eRenderer ,
Task task ,
St r ing targetDirPath )
{
t h i s . t a rge tF i l eRendere r = targe tF i l eRendere r ;
t h i s . task = task ;
t h i s . targetDirPath = targetDirPath ;
}
@Override
pub l i c void v i s i t (TempModel model )
{
gene ra t eTarge tF i l e s (MODEL, model ) ;
}
@Override
pub l i c void v i s i t ( f i n a l TempModule module )
{
gene ra t eTarge tF i l e s (MODULE, module ) ;
}
@Override
pub l i c void v i s i t (TempConcept concept )
{
gene ra t eTarge tF i l e s (CONCEPT, concept ) ;
}
@Override
pub l i c void v i s i t ( As soc ia t i on a s s o c i a t i o n )
{
gene ra t eTarge tF i l e s (ASSOCIATION, a s s o c i a t i o n ) ;
}
pr iva t e void gene ra t eTarge tF i l e s ( St r ing namedElementType , NamedElement namedElement )
{
ta rge tF i l eRendere r . r ende rTarge tF i l e s ( task , targetDirPath , namedElementType , namedElement ) ;
}
}
==> cml−compi ler /cml−generator / s r c / t e s t / java / templates / lang /common/Fie ldTest . java
package templates . lang . common ;
import cml . language . generated . Property ;
import cml . language . types .TempNamedType ;
import org . j un i t . Test ;
import java . i o . IOException ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s Fie ldTest extends LangTest
{
pub l i c Fie ldTest ( St r ing targetLanguage )
{
super ( targetLanguage ) ;
}
@Override
protected St r ing getExpectedOutputPath ( )
{
return ” f i e l d ” ;
}
@Test
pub l i c void f i e l d t y p e o p t i o n a l ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”?” ; // opt i ona l
f i e l d t y p e ( c a rd ina l i t y , ” opt i ona l . txt ” ) ;
}
@Test
pub l i c void f i e l d t y p e r e q u i r e d ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”” ; // requ i r ed
f i e l d t y p e ( c a rd ina l i t y , ” r equ i r ed . txt ” ) ;
}
@Test
pub l i c void f i e l d t y p e s e qu en c e ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”∗” ; // sequence
f i e l d t y p e ( c a rd ina l i t y , ” sequence . txt ” ) ;
}
pr iva t e void f i e l d t y p e ( St r ing ca rd ina l i t y , S t r ing expectedOutputPath ) throws IOException
{
f o r ( St r ing name : commonNameFormats )
{
f i n a l Property property = Property . c reateProperty (
name ,
nul l , nul l , emptyList ( ) , f a l s e ,
TempNamedType . c r ea t e (name , c a r d i n a l i t y ) , nul l , nu l l ) ;






==> cml−compi ler /cml−generator / s r c / t e s t / java / templates / lang /common/GenericTest . java
package templates . lang . common ;
import org . j un i t . Test ;
import org . j un i t . exper imenta l . t h e o r i e s . DataPoints ;
import org . j un i t . exper imenta l . t h e o r i e s . FromDataPoints ;
import org . j un i t . exper imenta l . t h e o r i e s . Theory ;
import org . s t r ing t emp la t e . v4 .ST ;
import java . u t i l . ArrayList ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c org . hamcrest . CoreMatchers . i s ;
import s t a t i c org . hamcrest . MatcherAssert . assertThat ;
pub l i c c l a s s GenericTest extends TemplateTest
{
@DataPoints (” trueCondi t ions ”)
pub l i c s t a t i c f i n a l Object [ ] t rueCondi t ions = { Boolean .TRUE, s i n g l e t o nL i s t (” Item ”) } ;
@DataPoints (” f a l s eCond i t i on s ”)
pub l i c s t a t i c f i n a l Object [ ] f a l s eCond i t i on s = { Boolean .FALSE, nul l , emptyList ( ) , new ArrayList ( ) } ;
@Override
protected St r ing getTemplatePath ( )
{
return ” lang /common/ gene r i c ” ;
}
@Theory
pub l i c void newLine I f t rue (@FromDataPoints (” trueCondi t ions ”) Object cond )
{
testTemplateWithCond (” newLineIf ” , cond , ”\n ” ) ;
}
@Theory
pub l i c void n ewL in e I f f a l s e (@FromDataPoints (” f a l s eCond i t i on s ”) Object cond )
{
testTemplateWithCond (” newLineIf ” , cond , ”” ) ;
}
@Theory
pub l i c void newLine I fE i the r t rue (
@FromDataPoints (” trueCondi t ions ”) Object trueCond ,
@FromDataPoints (” f a l s eCond i t i on s ”) Object fa lseCond )
{
testTemplateWithCond2 (” newLineI fE i ther ” , trueCond , falseCond , ”\n ” ) ;
testTemplateWithCond2 (” newLineI fE i ther ” , falseCond , trueCond , ”\n ” ) ;
}
@Theory
pub l i c void n ewL in e I fE i t h e r f a l s e (@FromDataPoints (” f a l s eCond i t i on s ”) Object cond )
{
testTemplateWithCond2 (” newLineI fE i ther ” , cond , cond , ”” ) ;
}
@Theory
pub l i c void newLine I f2 t rue (@FromDataPoints (” t rueCondi t ions ”) Object cond )
{
testTemplateWithCond2 (” newLineIf2 ” , cond , cond , ”\n ” ) ;
}
@Theory
pub l i c void n ewL in e I f 2 f a l s e (@FromDataPoints (” f a l s eCond i t i on s ”) Object cond )
{
testTemplateWithCond2 (” newLineIf2 ” , cond , cond , ”” ) ;
}
@Theory
pub l i c void newLineIf2 mixed (
@FromDataPoints (” trueCondi t ions ”) Object trueCond ,
@FromDataPoints (” f a l s eCond i t i on s ”) Object fa lseCond )
{
testTemplateWithCond2 (” newLineIf2 ” , trueCond , falseCond , ”” ) ;
testTemplateWithCond2 (” newLineIf2 ” , falseCond , trueCond , ”” ) ;
}
@Theory
pub l i c void commaIf true (@FromDataPoints (” trueCondi t ions ”) Object cond )
{
testTemplateWithCond (” commaIf ” , cond , ” , ” ) ;
}
@Theory
pub l i c void commaI f fa l se (@FromDataPoints (” f a l s eCond i t i on s ”) Object cond )
{
testTemplateWithCond (” commaIf ” , cond , ”” ) ;
}
@Theory
pub l i c void commaIf2 true (@FromDataPoints (” trueCondi t ions ”) Object cond )
{
testTemplateWithCond2 (” commaIf2 ” , cond , cond , ” , ” ) ;
}
@Theory
pub l i c void commaI f2 fa l se (@FromDataPoints (” f a l s eCond i t i on s ”) Object cond )
{
testTemplateWithCond2 (” commaIf2 ” , cond , cond , ” ” ) ;
}
@Theory
pub l i c void commaIf2 mixed (
@FromDataPoints (” trueCondi t ions ”) Object trueCond ,
@FromDataPoints (” f a l s eCond i t i on s ”) Object fa lseCond )
{
testTemplateWithCond2 (” commaIf2 ” , trueCond , falseCond , ” ” ) ;
testTemplateWithCond2 (” commaIf2 ” , falseCond , trueCond , ” ” ) ;
}
@Test
pub l i c void l i n e l i s t ( )
{
t e s tL i n eL i s t ( emptyList ( ) , ” ” ) ;
t e s tL i n eL i s t ( a sL i s t (” a ”) , ”a ” ) ;
t e s tL i n eL i s t ( a sL i s t (” a ” , ”b”) , ”a\n\nb ” ) ;
t e s tL i n eL i s t ( a sL i s t (” a ” , nu l l ) , ”a ” ) ;
t e s tL i n eL i s t ( a sL i s t (” a ” , nul l , ”c ”) , ”a\n\nc ” ) ;
t e s tL i n eL i s t ( a sL i s t ( nul l , ”b” , ”c ”) , ”b\n\nc ” ) ;
t e s tL i n eL i s t ( a sL i s t ( nul l , nul l , ”c ”) , ”c ” ) ;
t e s tL i n eL i s t ( a sL i s t ( nul l , nul l , nu l l ) , ” ” ) ;
t e s tL i n eL i s t ( a sL i s t (” a ” , ””) , ”a ” ) ;
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t e s tL i n eL i s t ( a sL i s t (” a ” , ”” , ”c ”) , ”a\n\nc ” ) ;
t e s tL i n eL i s t ( a sL i s t (”” , ”b” , ””) , ”b ” ) ;
t e s tL i n eL i s t ( a sL i s t (” a ” , ”b” , ”c ”) , ”a\n\nb\n\nc ” ) ;
t e s tL i n eL i s t ( a sL i s t (new ST(”< f i r s t ( [\” a\” , \”d\”])>”) , ”b” , ”c ”) , ”a\n\nb\n\nc ” ) ;
}
pr iva t e void testTemplateWithCond ( St r ing templateName , Object cond , St r ing expectedResult )
{
f i n a l ST template = getTemplate ( templateName ) ;
template . add (” cond ” , cond ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThat ( r e su l t , i s ( expectedResult ) ) ;
}
pr iva t e void testTemplateWithCond2 ( St r ing templateName , Object cond1 , Object cond2 , St r ing expectedResult )
{
f i n a l ST template = getTemplate ( templateName ) ;
template . add (” cond1 ” , cond1 ) ;
template . add (” cond2 ” , cond2 ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThat ( r e su l t , i s ( expectedResult ) ) ;
}
pr iva t e void t e s tL i n eL i s t ( Object l i s t , S t r ing expectedResult )
{
testTemplateWithList (” l i n e l i s t ” , l i s t , expectedResult ) ;
}
pr iva t e void testTemplateWithList ( St r ing templateName , Object l i s t , S t r ing expectedResult )
{
f i n a l ST template = getTemplate ( templateName ) ;
template . add (” l i s t ” , l i s t ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThat ( r e su l t , i s ( expectedResult ) ) ;
}
}
==> cml−compi ler /cml−generator / s r c / t e s t / java / templates / lang /common/GetterTest . java
package templates . lang . common ;
import cml . language . generated . Property ;
import cml . language . generated . ValueType ;
import cml . language . types .TempNamedType ;
import org . j un i t . Test ;
import java . i o . IOException ;
import s t a t i c cml . p r im i t i v e s . Types .INTEGER;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s GetterTest extends LangTest
{
pub l i c GetterTest ( St r ing targetLanguage )
{
super ( targetLanguage ) ;
}
@Override
protected St r ing getExpectedOutputPath ( )
{
return ” g e t t e r ” ;
}
@Test
pub l i c void g e t t e r c a l l o p t i o n a l ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”?” ; // opt i ona l
g e t t e r c a l l ( c a r d i n a l i t y ) ;
}
@Test
pub l i c void g e t t e r c a l l r e q u i r e d ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = nu l l ; // r equ i r ed
g e t t e r c a l l ( c a r d i n a l i t y ) ;
}
@Test
pub l i c void g e t t e r c a l l s e q u e n c e ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”∗” ; // sequence
g e t t e r c a l l ( c a r d i n a l i t y ) ;
}
@Test
pub l i c void g e t t e r t y p e r e qu i r e d ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”” ; // requ i r ed
g e t t e r t yp e ( c a rd ina l i t y , ” r equ i r ed . txt ” ) ;
}
@Test
pub l i c void g e t t e r t y p e op t i o n a l ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”?” ; // opt i ona l
g e t t e r t yp e ( c a rd ina l i t y , ” opt i ona l . txt ” ) ;
}
@Test
pub l i c void g e t t e r t yp e s equenc e ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”∗” ; // sequence
g e t t e r t yp e ( c a rd ina l i t y , ” sequence . txt ” ) ;
}
@Test
pub l i c void g e t t e r t yp e s e qu en c e i n t e g e r ( ) throws IOException
{





pub l i c void i n t e r f a c e g e t t e r r e q u i r e d ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”” ; // requ i r ed
i n t e r f a c e g e t t e r ( c a rd i na l i t y , ” r equ i r ed . txt ” ) ;
}
@Test
pub l i c void i n t e r f a c e g e t t e r o p t i o n a l ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”?” ; // opt i ona l
i n t e r f a c e g e t t e r ( c a rd i na l i t y , ” opt i ona l . txt ” ) ;
}
@Test
pub l i c void i n t e r f a c e g e t t e r s e q u e n c e ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”∗” ; // sequence
i n t e r f a c e g e t t e r ( c a rd i na l i t y , ” sequence . txt ” ) ;
}
@Test
pub l i c void c l a s s g e t t e r r e q u i r e d ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”” ; // requ i r ed
c l a s s g e t t e r ( c a rd i na l i t y , ” r equ i r ed . txt ” ) ;
}
@Test
pub l i c void c l a s s g e t t e r o p t i o n a l ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”?” ; // opt i ona l
c l a s s g e t t e r ( c a rd i na l i t y , ” opt i ona l . txt ” ) ;
}
@Test
pub l i c void c l a s s g e t t e r s e q u e n c e ( ) throws IOException
{
f i n a l St r ing c a r d i n a l i t y = ”∗” ; // sequence
c l a s s g e t t e r ( c a rd i na l i t y , ” sequence . txt ” ) ;
}
pr iva t e void g e t t e r t yp e ( St r ing ca rd ina l i t y , S t r ing expectedOutput ) throws IOException
{
f o r ( St r ing name : commonNameFormats )
{
testTemplateWithType (” g e t t e r t yp e ” , TempNamedType . c r ea t e (name , c a r d i n a l i t y ) , expectedOutput ) ;
}
}
pr iva t e void g e t t e r c a l l ( S t r ing c a r d i n a l i t y ) throws IOException
{
testTemplateWithProperty (” g e t t e r c a l l ” , c reateProperty ( c a r d i n a l i t y ) , ” expected . txt ” ) ;
}
pr iva t e void i n t e r f a c e g e t t e r ( St r ing ca rd ina l i t y , S t r ing expectedOutput ) throws IOException
{
testTemplateWithProperty (” i n t e r f a c e g e t t e r ” , c reateProperty ( c a r d i n a l i t y ) , expectedOutput ) ;
}
pr iva t e void c l a s s g e t t e r ( St r ing ca rd ina l i t y , S t r ing expectedOutputFileName ) throws IOException
{
testTemplateWithProperty (” f i e l d g e t t e r ” , c reateProperty ( c a r d i n a l i t y ) , expectedOutputFileName ) ;
}
pr iva t e s t a t i c Property createProperty ( St r ing c a r d i n a l i t y )
{
return Property . c reateProperty (
”SomeProperty ” ,
nul l , nul l , emptyList ( ) , f a l s e ,
TempNamedType . c r ea t e (” someType” , c a r d i n a l i t y ) , nul l , nu l l ) ;
}
}
==> cml−compi ler /cml−generator / s r c / t e s t / java / templates / lang /common/LangTest . java
package templates . lang . common ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . generated . Assoc i a t i on ;
import cml . language . generated . NamedElement ;
import cml . language . generated . Property ;
import cml . language . generated . Type ;
import com . goog le . common . i o . Resources ;
import org . j un i t . runner . RunWith ;
import org . j un i t . runners . Parameterized ;
import org . j un i t . runners . Parameterized . Parameters ;
import org . s t r ing t emp la t e . v4 .ST ;
import java . i o . F i l e ;
import java . i o . IOException ;
import java . net .URL;
import java . nio . char s e t . Charset ;
import java . u t i l . Co l l e c t i on ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c j un i t . framework . TestCase . a s s e r tEqua l s ;
import s t a t i c j un i t . framework . TestCase . a s se r tNotNul l ;
@RunWith( Parameterized . c l a s s )
pub l i c abs t rac t c l a s s LangTest extends TemplateTest
{
pr iva t e s t a t i c f i n a l Charset OUTPUT FILE ENCODING = Charset . forName (”UTF−8”);
p r i va t e s t a t i c f i n a l St r ing EXPECTED OUTPUT PATH = ”/%s/%s/%s/%s ” ;
p r i va t e s t a t i c f i n a l St r ing LANG GROUP PATH = ” lang/%s ” ;
p r i va t e s t a t i c f i n a l St r ing TEMPLATES LANG = ” templates / lang ” ;
@Parameters
pub l i c s t a t i c Co l l e c t i on<Str ing> targetLanguageExtension ( )
{
return a sL i s t (” java ” , ”py ” ) ;
}
pr iva t e f i n a l St r ing targetLanguageExtension ;
LangTest ( St r ing targetLanguageExtension )
{
t h i s . targetLanguageExtension = targetLanguageExtension ;
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}protected abs t rac t St r ing getExpectedOutputPath ( ) ;





protected St r ing getTemplatePath ( )
{
return format (LANG GROUP PATH, targetLanguageExtension ) ;
}
void t e s tAs s o c i a t i onC l a s s ( Assoc ia t i on a s so c i a t i on , St r ing expectedOutputPath ) throws IOException
{
f i n a l St r ing templateName = ” a s s o c i a t i o n c l a s s ” ;
f i n a l ST template = getTemplate ( templateName ) ;
as se r tNotNul l (” Expected template : ” + templateName , template ) ;
template . add (” a s s o c i a t i o n ” , a s s o c i a t i o n ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThatOutputMatches ( expectedOutputPath + ”.” + getTargetLanguageExtension ( ) , r e s u l t ) ;
}
void testConceptClass (TempConcept concept , S t r ing expectedOutputPath ) throws IOException
{
f i n a l St r ing templateName = ” c l a s s ” ;
f i n a l ST template = getTemplate ( templateName ) ;
as se r tNotNul l (” Expected template : ” + templateName , template ) ;
template . add (” concept ” , concept ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThatOutputMatches ( expectedOutputPath + ”.” + getTargetLanguageExtension ( ) , r e s u l t ) ;
}
void testTemplateWithConcept ( St r ing templateName , TempConcept concept , S t r ing expectedOutputPath )
throws IOException
{
testTemplate ( templateName , ” concept ” , concept , expectedOutputPath ) ;
}
void testTemplateWithProperty ( St r ing templateName , Property property , St r ing expectedOutputPath )
throws IOException
{
testTemplate ( templateName , ” property ” , property , expectedOutputPath ) ;
}
void testTemplateWithType ( St r ing templateName , Type type , St r ing expectedOutputPath ) throws IOException
{
testTemplate ( templateName , ” type ” , type , expectedOutputPath ) ;
}
void testTemplateWithNamedElement ( St r ing templateName , NamedElement namedElement , St r ing expectedOutputPath )
throws IOException
{
testTemplate ( templateName , ”named element ” , namedElement , expectedOutputPath ) ;
}
void testTemplateWithNamedElement ( St r ing templateName , Type type , St r ing expectedOutputPath )
throws IOException
{
testTemplate ( templateName , ”named element ” , type , expectedOutputPath ) ;
}
void assertThatOutputMatches ( St r ing expectedOutputPath , St r ing actualOutput ) throws IOException
{




getExpectedOutputPath ( ) ,
expectedOutputPath ) ;
f i n a l URL expectedOutputResource = getClas s ( ) . getResource ( expectedOutputPath ) ;
a s se r tNotNul l (” Expected output r e source must e x i s t : ” + expectedOutputPath , expectedOutputResource ) ;
f i n a l St r ing expectedOutput = Resources . t oSt r ing ( expectedOutputResource , OUTPUT FILE ENCODING) ;
a s s e r tEqua l s ( expectedOutputPath , expectedOutput , actualOutput ) ;
}
pr iva t e void testTemplate ( St r ing templateName , St r ing paramName , Object paramValue , S t r ing expectedOutputPath )
throws IOException
{
i f ( ! getExpectedOutputPath ( ) . endsWith ( templateName ) )
{
expectedOutputPath = templateName + F i l e . s eparato r + expectedOutputPath ;
}
f i n a l ST template = getTemplate ( templateName ) ;
as se r tNotNul l (” Expected template : ” + templateName , template ) ;
template . add (paramName , paramValue ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThatOutputMatches ( expectedOutputPath , r e s u l t ) ;
}
}
==> cml−compi ler /cml−generator / s r c / t e s t / java / templates / lang /common/NamedTypeTest . java
package templates . lang . common ;
import cml . language . generated . ValueType ;
import cml . language . types .TempNamedType ;
import cml . templates . NameRenderer ;
import org . j un i t . Test ;
import org . s t r ing t emp la t e . v4 .ST ;
import java . i o . IOException ;
import java . u t i l . Locale ;
import s t a t i c cml . p r im i t i v e s . Types .PRIMITIVE TYPE NAMES;
import s t a t i c org . hamcrest . CoreMatchers . i s ;
import s t a t i c org . hamcrest . MatcherAssert . assertThat ;
pub l i c c l a s s NamedTypeTest extends LangTest
{
pub l i c NamedTypeTest ( St r ing targetLanguageExtension )
{





protected St r ing getExpectedOutputPath ( )
{
return ” type ” ;
}
@Test
pub l i c void p r im i t i v e t ype s ( ) throws IOException
{
f o r ( St r ing typeName : PRIMITIVE TYPE NAMES)
{
f i n a l ValueType type = ValueType . createValueType (”” , typeName ) ;
f i n a l St r ing expectedOutputPath = NameRenderer . pascalCase ( Locale . ge tDe fau l t ( ) , typeName ) + ” . txt ” ;




pub l i c void type name ( )
{
f o r ( St r ing name : commonNameFormats )
{
type name (name ) ;
}
}
pr iva t e void type name ( St r ing name)
{
f i n a l ST template = getTemplate (” type name ” ) ;
template . add (” named element ” , TempNamedType . c r ea t e (name , nu l l ) ) ;
f i n a l St r ing r e s u l t = template . render ( ) ;
assertThat ( r e su l t , i s ( pascalCase (name ) ) ) ;
}
}
==> cml−compi ler /cml−generator / s r c / t e s t / java / templates / lang /common/TemplateTest . java
package templates . lang . common ;
import cml . i o . Console ;
import cml . i o . Fi leSystem ;
import cml . i o . ModuleManager ;
import cml . templates . NameRenderer ;
import cml . templates . TemplateGroupFile ;
import org . j un i t . Before ;
import org . j un i t . exper imenta l . t h e o r i e s . Theor ies ;
import org . j un i t . runner . RunWith ;
import org . s t r ing t emp la t e . v4 .ST ;
import org . s t r ing t emp la t e . v4 . STGroupFile ;
import java . u t i l . Co l l e c t i on ;
import java . u t i l . Locale ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eCo l l e c t i on ;
@RunWith( Theor ies . c l a s s )
pub l i c abs t rac t c l a s s TemplateTest
{
s t a t i c f i n a l Co l l e c t i on<Str ing> commonNameFormats = unmod i f i ab l eCo l l e c t i on ( a sL i s t (
”SomeName” ,
”someName” ,
”some name ” ,
”some−name”
) ) ;
p r i va t e s t a t i c f i n a l St r ing TEMPLATE GROUP PATH = ”%s :/%s . s tg ” ;
p r i va t e s t a t i c f i n a l St r ing MODULENAME = ”cml base ” ;
p r i va t e s t a t i c f i n a l St r ing CML MODULES BASE DIR = ” . . / . . / cml−modules ” ;
p r i va t e STGroupFile groupFi le ;
@Before
pub l i c void setUp ( )
{
groupFi le = createTemplateGroupFile ( getTemplatePath ( ) ) ;
groupFi le . r e g i s t e rRende r e r ( St r ing . c l a s s , new NameRenderer ( ) ) ;
}
ST getTemplate ( St r ing templateName )
{
return groupFi le . get InstanceOf ( templateName ) ;
}
/∗∗
∗ The path to the template f i l e without the f i l e extens ion .
∗ <p>
∗ Used to load the template f i l e and to load the expected output f i l e s .
∗∗/
protected abs t rac t St r ing getTemplatePath ( ) ;
s t a t i c St r ing pascalCase ( St r ing name)
{
return NameRenderer . pascalCase ( Locale . ge tDe fau l t ( ) , name ) ;
}
s t a t i c St r ing camelCase ( St r ing name)
{
return NameRenderer . camelCase ( Locale . ge tDe fau l t ( ) , name ) ;
}
s t a t i c St r ing underscoreCase ( St r ing name)
{
return NameRenderer . underscoreCase ( Locale . ge tDe fau l t ( ) , name ) ;
}
s t a t i c TemplateGroupFile createTemplateGroupFile ( St r ing templatePath )
{
f i n a l Console conso l e = Console . createSystemConsole ( ) ;
f i n a l Fi leSystem f i l eSy s t em = FileSystem . c r ea t e ( conso l e ) ;
f i n a l ModuleManager moduleManager = ModuleManager . c r ea t e ( conso le , f i l eSy s t em ) ;
moduleManager . addBaseDir (CML MODULES BASE DIR) ;
TemplateGroupFile . setModuleManager (moduleManager ) ;




}==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s /modules/ exp r e s s i on s / source /main . cml
concept Employee
{
number : In t ege r ;
name : St r ing ;
employer : Organizat ion ;
/employerName = employer . name ;
/ se l fEmployee = s e l f ;




name : St r ing ;
employees : Employee ∗ ;
/employeeNames = employees . name ;
/employerNames = employees . employer . name ;
/ employers = employees . employer ;
/employeeNumbers = employees . number ;
}
a s s o c i a t i o n Employment
{
Employee . employer ;
Organizat ion . employees ;
}
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / f i e l d / f i e l d t y p e / opt i ona l . txt
@Nullable SomeName
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / f i e l d / f i e l d t y p e / requ i r ed . txt
SomeName
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / f i e l d / f i e l d t y p e / sequence . txt
List<SomeName>
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / f i e l d g e t t e r / opt i ona l . txt
pub l i c Optional<SomeType> getSomeProperty ( )
{
return Optional . o fNu l l ab l e ( someProperty ) ;
}
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / f i e l d g e t t e r / r equ i r ed . txt




==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / f i e l d g e t t e r / sequence . txt
pub l i c List<SomeType> getSomeProperty ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( someProperty ) ;
}
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / g e t t e r c a l l / expected . txt
getSomeProperty ( )
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / g e t t e r t yp e / opt i ona l . txt
Optional<SomeName>
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / g e t t e r t yp e / requ i r ed . txt
SomeName
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / g e t t e r t yp e / sequence . txt
List<SomeName>
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / g e t t e r t yp e / s equence in t eg e r . txt
List<Integer>
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / i n t e r f a c e g e t t e r / opt i ona l . txt
Optional<SomeType> getSomeProperty ( ) ;
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / i n t e r f a c e g e t t e r / r equ i r ed . txt
SomeType getSomeProperty ( ) ;
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / g e t t e r / i n t e r f a c e g e t t e r / sequence . txt
List<SomeType> getSomeProperty ( ) ;
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Boolean . txt
boolean
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Byte . txt
byte
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Decimal . txt
BigDecimal
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Double . txt
double
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Float . txt
f l o a t




==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Long . txt
long
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/Short . txt
short
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang / java / type/type name/ Str ing . txt
St r ing
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ f i e l d / f i e ld name / expected . txt
s e l f . some name
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ f i e l d / f i e l d t y p e / opt i ona l . txt
Optional [ SomeName ]
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ f i e l d / f i e l d t y p e / requ i r ed . txt
SomeName
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ f i e l d / f i e l d t y p e / sequence . txt
L i s t [ SomeName ]
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / f i e l d g e t t e r / opt i ona l . txt
@property
def some property ( s e l f ) −> ’ Optional [ SomeType ] ’ :
r e turn some property
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / f i e l d g e t t e r / r equ i r ed . txt
@property
def some property ( s e l f ) −> ’ SomeType ’ :
re turn some property
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / f i e l d g e t t e r / sequence . txt
@property
def some property ( s e l f ) −> ’ L i s t [ SomeType ] ’ :
r e turn some property
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / g e t t e r c a l l / expected . txt
some property
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / g e t t e r t yp e / opt i ona l . txt
Optional [ SomeName ]
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / g e t t e r t yp e / requ i r ed . txt
SomeName
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / g e t t e r t yp e / sequence . txt
L i s t [ SomeName ]
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / g e t t e r t yp e / s equence in t eg e r . txt
L i s t [ i n t ]
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / i n t e r f a c e g e t t e r / opt i ona l . txt
@abstractproperty
def some property ( s e l f ) −> ’ Optional [ SomeType ] ’ :
pass
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / i n t e r f a c e g e t t e r / r equ i r ed . txt
@abstractproperty
def some property ( s e l f ) −> ’ SomeType ’ :
pass
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ g e t t e r / i n t e r f a c e g e t t e r / sequence . txt
@abstractproperty
def some property ( s e l f ) −> ’ L i s t [ SomeType ] ’ :
pass
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Boolean . txt
bool
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Byte . txt
i n t
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Decimal . txt
Decimal
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Double . txt
f l o a t
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Float . txt
f l o a t
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/ In t ege r . txt
i n t
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Long . txt
i n t
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/Short . txt
i n t
==> cml−compi ler /cml−generator / s r c / t e s t / r e s ou r c e s / templates / lang /py/ type/type name/ Str ing . txt
s t r
==> cml−compi ler /cml−i o /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”






<a r t i f a c t I d>cml−compiler</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
</parent>






<a r t i f a c t I d>commons−io</a r t i f a c t I d>





<a r t i f a c t I d>j oo l</a r t i f a c t I d>





==> cml−compi ler /cml−i o / s r c /main/ java /cml/ i o /Console . java
package cml . i o ;
import s t a t i c java . lang . St r ing . format ;
pub l i c i n t e r f a c e Console
{
de f au l t void p r i n t l n ( )
{
p r i n t l n ( ” ” ) ;
}
void pr in t ( St r ing message , Object . . . args ) ;
void p r i n t l n ( St r ing message , Object . . . args ) ;
void i n f o ( f i n a l St r ing message , f i n a l Object . . . args ) ;
void e r r o r ( f i n a l S t r ing message , f i n a l Object . . . args ) ;
s t a t i c Console createSystemConsole ( )
{
return new SystemConsole ( ) ;
}
s t a t i c Console c r ea t eSt r ingConso l e ( )
{
return new Str ingConso le ( ) ;
}
}
c l a s s SystemConsole implements Console
{
@Override
pub l i c void pr in t ( f i n a l St r ing message , f i n a l Object . . . args )
{
System . out . p r in t ( format (message , args ) ) ;
}
@Override
pub l i c void p r i n t l n ( f i n a l St r ing message , f i n a l Object . . . args )
{
System . out . p r i n t l n ( format (message , args ) ) ;
}
@Override
pub l i c void i n f o ( St r ing message , Object . . . args )
{
// System . out . p r i n t l n ( St r ing . format (” In fo : ” + message , args ) ) ;
}
@Override
pub l i c void e r r o r ( f i n a l St r ing message , f i n a l Object . . . args )
{
System . out . p r i n t l n ( format (” Error : ” + message , args ) ) ;
}
}
c l a s s Str ingConso le implements Console
{
pr iva t e St r ingBu i lde r s t r = new St r ingBu i lde r ( ) ;
@Override
pub l i c void pr in t ( f i n a l St r ing message , f i n a l Object . . . args )
{
s t r . append ( format (message , args ) ) ;
}
@Override
pub l i c void p r i n t l n ( f i n a l St r ing message , f i n a l Object . . . args )
{
s t r . append ( format (message , args ) ) . append ( ’\n ’ ) ;
}
@Override




pub l i c void e r r o r ( f i n a l St r ing message , f i n a l Object . . . args )
{
s t r . append ( format (” Error : ” + message , args ) ) . append ( ’\n ’ ) ;
}
@Override
pub l i c St r ing toSt r ing ( )
{
return s t r . t oS t r ing ( ) ;
}
}
==> cml−compi ler /cml−i o / s r c /main/ java /cml/ i o /Directory . java
package cml . i o ;
import java . i o . F i l e ;




pr iva t e f i n a l St r ing path ;
Di rectory ( f i n a l St r ing path )
{
t h i s . path = path ;
}
pub l i c St r ing getName ( )
{
return new F i l e ( path ) . getName ( ) ;
}





==> cml−compi ler /cml−i o / s r c /main/ java /cml/ i o /Fi leSystem . java
package cml . i o ;
import org . apache . commons . i o . F i l eU t i l s ;
import java . i o . F i l e ;
import java . i o . IOException ;
import java . i o . Pr intWriter ;
import java . net . MalformedURLException ;
import java . net .URL;
import java . u t i l . ArrayList ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s o r t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eL i s t ;
import s t a t i c org . apache . commons . i o . F i l eU t i l s . forceMkdir ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c i n t e r f a c e Fi leSystem
{
Optional<Directory> f i ndD i r e c to ry ( Directory baseDir , S t r ing dirName ) ;
Optional<Directory> f i ndD i r e c to ry ( St r ing path ) ;
List<Directory> f indSubDirs ( Di rectory baseDir ) ;
List<SourceFi le> f i ndSou r c eF i l e s ( Di rectory sourceDir ) ;
Optional<SourceFi le> f i ndSou r c eF i l e ( Di rectory d i r ec to ry , St r ing name ) ;
Optional<URL> getURL( Directory d i r ec to ry , St r ing path ) ;
S t r ing extractParentPath ( St r ing path ) ;
S t r ing extractName ( St r ing path ) ;
void c r e a t eF i l e ( St r ing path , St r ing content ) ;
void c l eanDi r e c to ry ( Directory d i r e c t o r y ) ;
s t a t i c Fi leSystem cr ea t e ( Console conso l e )
{
return new FileSystemImpl ( conso l e ) ;
}
}
c l a s s FileSystemImpl implements Fi leSystem
{
pr iva t e s t a t i c f i n a l St r ing EXCEPTION FILE CREATION FAILED = ”Unexpected except ion . F i l e should have been created : ” ;
p r i va t e s t a t i c f i n a l St r ing EXCEPTION DIRECTORY DELETION FAILED = ”Unexpected except ion . Dir should have been de l e t ed : ” ;
p r i va t e s t a t i c f i n a l St r ing ERROR BUILDING FILE URL = ”Error bu i ld ing f i l e URL: %s ” ;
p r i va t e s t a t i c f i n a l St r ing FILE URL PREFIX = ” f i l e : / / ” ;
p r i va t e s t a t i c f i n a l St r ing CML FILE EXT = ”cml ” ;
p r i va t e f i n a l Console conso l e ;
Fi leSystemImpl ( Console conso l e )
{
t h i s . conso l e = conso l e ;
}
@Override
pub l i c Optional<Directory> f i ndD i r e c to ry ( Directory baseDir , S t r ing dirName )
{
return f i ndD i r e c to ry ( baseDir . getPath ( ) + F i l e . s eparato r + dirName ) ;
}
@Override
pub l i c List<Directory> f indSubDirs ( Di rectory baseDir )
{
f i n a l St r ing canonica lPath = getCanon i ca lF i l e ( baseDir . getPath ( ) ) . getPath ( ) ;
f i n a l F i l e [ ] subDirs = new F i l e ( canonicalPath ) . l i s t F i l e s ( F i l e : : i sD i r e c t o r y ) ;
f i n a l List<Fi le> subDirL i s t = asL i s t ( subDirs == nu l l ? new F i l e [ 0 ] : subDirs ) ;
re turn seq ( subDirL i s t ) .map( subDir −> f i ndD i r e c t o ry ( subDir . getPath ( ) ) )
. f i l t e r ( Optional : : i sP r e s en t )
.map( Optional : : get )
. t oL i s t ( ) ;
}
@Override
pub l i c Optional<Directory> f i ndD i r e c to ry ( f i n a l St r ing path )
{
f i n a l F i l e f i l e = getCanon i ca lF i l e ( path ) ;
f i n a l Di rectory d i r e c t o r y = f i l e . i sD i r e c t o r y ( ) ? new Directory ( path ) : nu l l ;
r e turn Optional . o fNu l l ab l e ( d i r e c t o r y ) ;
}
@Override
pub l i c Optional<URL> getURL( Directory baseDir , S t r ing path )
{
i f ( ! path . startsWith ( F i l e . s eparato r ) )
{
path = F i l e . s eparato r + path ;
}
f i n a l F i l e f i l e = getCanon i ca lF i l e ( baseDir . getPath ( ) + path ) ;




f i n a l URL ur l = new URL(FILE URL PREFIX + f i l e . getPath ( ) ) ;




catch (MalformedURLException except ion )
{
conso l e . e r r o r (ERROR BUILDING FILE URL , except ion . getMessage ( ) ) ;
}
}
return Optional . empty ( ) ;
}
@Override
pub l i c List<SourceFi le> f i ndSou r c eF i l e s ( Di rectory sourceDir )
{
f i n a l St r ing canonica lPath = getCanon i ca lF i l e ( sourceDir . getPath ( ) ) . getPath ( ) ;
f i n a l F i l e [ ] f i l e s = new F i l e ( canonicalPath ) . l i s t F i l e s ( F i l e : : i s F i l e ) ;
f i n a l List<Fi le> f i l e L i s t = asL i s t ( f i l e s == nu l l ? new F i l e [ 0 ] : f i l e s ) ;
f i n a l List<SourceFi le> s ou r c eF i l e s = seq ( f i l e L i s t ) .map( f i l e −> f i ndSou r c eF i l e ( sourceDir , f i l e . getName ( ) ) )
. f i l t e r ( Optional : : i sP r e s en t )
.map( Optional : : get )
. f i l t e r ( f i l e −> f i l e . getExtens ion ( ) . equa l s (CML FILE EXT))
. t oL i s t ( ) ;
f i n a l List<SourceFi le> a l l = new ArrayList<>(s ou r c eF i l e s ) ;
f o r ( Di rectory subDir : f indSubDirs ( sourceDir ) )
{
a l l . addAll ( f i ndSou r c eF i l e s ( subDir ) ) ;
}
s o r t ( a l l ) ;
re turn unmod i f i ab l eL i s t ( a l l ) ;
}
@Override
pub l i c Optional<SourceFi le> f i ndSou r c eF i l e ( f i n a l Di rectory d i r ec to ry , f i n a l St r ing name)
{
f i n a l F i l e f i l e = getCanon i ca lF i l e ( d i r e c t o r y . getPath ( ) + F i l e . s eparato r + name ) ;
f i n a l SourceF i l e s ou r c eF i l e = f i l e . i s F i l e ( ) ? new SourceF i l e ( f i l e . getPath ( ) ) : nu l l ;
r e turn Optional . o fNu l l ab l e ( s ou r c eF i l e ) ;
}
@Override
pub l i c St r ing extractParentPath ( St r ing path )
{
f i n a l F i l e f i l e = getCanon i ca lF i l e ( path ) ;
re turn f i l e . ge tParentF i l e ( ) . getPath ( ) ;
}
@Override
pub l i c St r ing extractName ( St r ing path )
{
f i n a l F i l e f i l e = getCanon i ca lF i l e ( path ) ;
re turn f i l e . getName ( ) ;
}
@Override




f i n a l F i l e f i l e = new F i l e ( path ) ;
i f ( ! f i l e . ge tParentF i l e ( ) . e x i s t s ( ) )
{
forceMkdir ( f i l e . ge tParentF i l e ( ) ) ;
}
t ry ( f i n a l Pr intWriter output = new PrintWriter ( f i l e ) )
{
output . p r in t ( content ) ;
}
}
catch ( f i n a l IOException except ion )
{








F i l eU t i l s . c l eanDi r e c to ry (new F i l e ( d i r e c t o r y . getPath ( ) ) ) ;
}
catch ( f i n a l IOException except ion )
{
throw new RuntimeException (EXCEPTION DIRECTORY DELETION FAILED + d i r e c t o r y . getPath ( ) , except ion ) ;
}
}
pr iva t e s t a t i c F i l e ge tCanon i ca lF i l e ( St r ing path )
{
F i l e f i l e = new F i l e ( path ) ;
t ry
{
return f i l e . g e tCanon i ca lF i l e ( ) ;
}
catch ( IOException except ion )
{




==> cml−compi ler /cml−i o / s r c /main/ java /cml/ i o /ModuleManager . java
package cml . i o ;
import java . i o . F i l e ;
import java . net .URL;
import java . u t i l . ArrayList ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c i n t e r f a c e ModuleManager
{
void c l ea rBaseDi r s ( ) ;
void addBaseDir ( St r ing path ) ;
Optional<Directory> f indModuleDir ( St r ing moduleName ) ;
Optional<Directory> f indSourceDir ( St r ing moduleName ) ;
List<SourceFi le> f i ndSou r c eF i l e s ( St r ing moduleName ) ;
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Optional<URL> f indTemplateFi le ( St r ing path ) ;
S t r ing getModuleName ( St r ing path ) ;
S t r ing getModuleRelativePath ( St r ing path ) ;
S t r ing getModulePath ( St r ing moduleName , St r ing r e l a t i v ePath ) ;
s t a t i c ModuleManager c r ea t e ( Console conso le , Fi leSystem f i l eSy s t em )
{
return new ModuleManagerImpl ( conso le , f i l eSy s t em ) ;
}
}
c l a s s ModuleManagerImpl implements ModuleManager
{
pr iva t e s t a t i c f i n a l St r ing MODULE BASE DIR NOT FOUND = ”module base d i r not found : %s ” ;
p r i va t e s t a t i c f i n a l St r ing UNABLE TO FIND MODULE = ”unable to f i nd module : %s ” ;
p r i va t e s t a t i c f i n a l St r ing NO TEMPLATES DIR = ”no templates d i r f o r module : %s ” ;
p r i va t e s t a t i c f i n a l St r ing MODULE NAME SEPARATOR = ” : ” ;
p r i va t e s t a t i c f i n a l St r ing SOURCE DIR = ” source ” ;
p r i va t e s t a t i c f i n a l St r ing TEMPLATES DIR = ” templates ” ;
p r i va t e f i n a l List<Directory> baseDi rL i s t = new ArrayList <>();
p r i va t e f i n a l Console conso l e ;
p r i va t e f i n a l Fi leSystem f i l eSy s t em ;
ModuleManagerImpl ( Console conso le , Fi leSystem f i l eSy s t em )
{
t h i s . conso l e = conso l e ;
t h i s . f i l eSy s t em = f i l eSy s t em ;
}
@Override
pub l i c void c l ea rBaseDi r s ( )
{
baseDi rL i s t . c l e a r ( ) ;
}
@Override
pub l i c void addBaseDir ( St r ing path )
{
f i n a l Optional<Directory> baseDir = f i l eSy s t em . f i ndD i r e c to ry ( path ) ;
i f ( baseDir . i sP r e s en t ( ) )
{
baseDi rL i s t . add ( baseDir . get ( ) ) ;
}
e l s e
{




pub l i c Optional<Directory> f indModuleDir ( St r ing moduleName)
{
f o r ( Di rectory baseDir : baseDi rL i s t )
{
f i n a l Optional<Directory> moduleDir = f i l eSy s t em . f i ndD i r e c to ry ( baseDir , moduleName ) ;





return Optional . empty ( ) ;
}
pub l i c Optional<Directory> f indSourceDir ( St r ing moduleName)
{
f i n a l Optional<Directory> moduleDir = findModuleDir (moduleName ) ;
i f ( moduleDir . i sP r e s en t ( ) )
{
return f i l eSy s t em . f i ndD i r e c to ry (moduleDir . get ( ) , SOURCE DIR) ;
}
e l s e
{
conso l e . e r r o r (UNABLE TO FIND MODULE, moduleName ) ;




pub l i c List<SourceFi le> f i ndSou r c eF i l e s ( St r ing moduleName)
{
f i n a l Optional<Directory> sourceDir = f indSourceDir (moduleName ) ;
i f ( sourceDir . i sP r e s en t ( ) )
{
return f i l eSy s t em . f i ndSou r c eF i l e s ( sourceDir . get ( ) ) ;
}
e l s e
{
conso l e . e r r o r (UNABLE TO FIND MODULE, moduleName ) ;




pub l i c Optional<URL> f indTemplateFi le ( St r ing path )
{
f i n a l Optional<Directory> moduleDir = findModuleDir ( getModuleName ( path ) ) ;
i f ( moduleDir . i sP r e s en t ( ) )
{
f i n a l Optional<Directory> templatesDir = f i l eSy s t em . f i ndD i r e c to ry (moduleDir . get ( ) , TEMPLATES DIR) ;
i f ( templatesDir . i sP r e s en t ( ) )
{
return f i l eSy s t em . getURL( templatesDir . get ( ) , getModuleRelativePath ( path ) ) ;
}
e l s e
{
conso l e . i n f o (NO TEMPLATES DIR, getModuleName ( path ) ) ;
}
}
e l s e
{




return Optional . empty ( ) ;
}
@Override
pub l i c St r ing getModuleName ( St r ing path )
{
f i n a l St r ing [ ] pa i r = path . s p l i t (MODULE NAME SEPARATOR) ;
return pa i r . l ength == 2 ? pa i r [ 0 ] : ” unspec i f i ed module ” ;
}
@Override
pub l i c St r ing getModuleRelativePath ( St r ing path )
{
f i n a l St r ing [ ] pa i r = path . s p l i t (MODULE NAME SEPARATOR) ;
return pa i r . l ength == 2 ? pa i r [ 1 ] : path ;
}
@Override
pub l i c St r ing getModulePath ( St r ing moduleName , St r ing r e l a t i v ePath )
{
i f ( ! r e l a t i v ePath . startsWith ( F i l e . s epara to r ) )
{
r e l a t i v ePath = F i l e . s eparato r + re l a t i v ePath ;
}
return moduleName + MODULE NAME SEPARATOR + re l a t i v ePath ;
}
}
==> cml−compi ler /cml−i o / s r c /main/ java /cml/ i o / SourceF i l e . java
package cml . i o ;
pub l i c c l a s s SourceF i l e implements Comparable<SourceFi le>
{
pr iva t e s t a t i c f i n a l char EXTENSION SEPARATOR = ’ . ’ ;
p r i va t e f i n a l St r ing path ;
SourceF i l e ( f i n a l St r ing path )
{
t h i s . path = path ;
}




Str ing getExtens ion ( )
{
return path . subs t r ing ( path . la s t IndexOf (EXTENSION SEPARATOR) + 1 ) ;
}
@Override
pub l i c i n t compareTo ( f i n a l SourceF i l e other )
{
return path . compareTo ( other . path ) ;
}
}
==> cml−compi ler /cml−language /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”




<a r t i f a c t I d>cml−compiler</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
</parent>












<a r t i f a c t I d>cml−io</a r t i f a c t I d>




<groupId>org . ant l r</groupId>
<a r t i f a c t I d>ant l r4−runtime</a r t i f a c t I d>




<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>





<a r t i f a c t I d>j oo l</a r t i f a c t I d>





<a r t i f a c t I d>jun i t</a r t i f a c t I d>





<a r t i f a c t I d>cml−templates</a r t i f a c t I d>









<groupId>org . ant l r</groupId>
<a r t i f a c t I d>ant l r4−maven−plugin</a r t i f a c t I d>

















import org . jooq . lambda . ∗ ;
import cml . language . f e a t u r e s . ∗ ;
import cml . language . exp r e s s i on s . ∗ ;
import cml . language . types . ∗ ;
import cml . language . foundat ion . ∗ ;
import cml . language . generated . ∗ ;
}
import CompilationUnits , Ignored ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Annotations . g4
grammar Annotations ;
import Names ;
annotat i onL i s t :
’ [ ’ ( annotat ionDec larat ion ( ’ , ’ annotat ionDec larat ion )∗ )? ’ ] ’ ;
annotat ionDec larat ion :
NAME;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports / As soc i a t i on s . g4
grammar As soc i a t i on s ;
import Names , Types ;
a s s o c i a t i onDec l a r a t i on
re turns [ Assoc i a t i on a s s o c i a t i o n ] :
ASSOCIATION NAME
’{ ’ ( a s soc ia t i onEndDec la ra t i on ’ ; ’ ) ∗ ’} ’ ;
a s soc ia t i onEndDec la ra t ion
re turns [ Assoc i a t i on a s s o c i a t i o n ] :
conceptName=NAME ’ . ’ propertyName=NAME
( ’ : ’ typeDec larat ion ) ? ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Compilat ionUnits . g4
grammar Compilat ionUnits ;
import Modules , Concepts , Assoc ia t ions , Tasks , Templates , Functions ;
compi lat ionUnit :
d e c l a r a t i on s ∗ ;
d e c l a r a t i on s
: moduleDeclarat ion
| conceptDec larat ion
| a s s o c i a t i onDec l a r a t i on
| ta skDec la ra t i on
| templateDec larat ion
| f unc t i onDec l a ra t i on ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Concepts . g4
grammar Concepts ;
import Names , Prope r t i e s ;
conceptDec larat ion re turns [ TempConcept concept ] :
(ABSTRACTION | CONCEPT) NAME
( ’ : ’ g e n e r a l i z a t i o n s )?
( ’ ; ’ | prope r tyL i s t ) ;
g e n e r a l i z a t i o n s :
NAME ( ’ , ’ NAME) ∗ ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports / Express ions . g4
grammar Express ions ;
import L i t e r a l s , Types ;
expre s s i on re turns [ Express ion expr ]
: l i t e r a l E xp r e s s i o n
| pathExpress ion
| lambdaExpression
| i nvocat ionExpres s ion
| comprehensionExpress ion
// Grouping
| ’ ( ’ inner=expre s s i on ’ ) ’
34
256
// Arithmetic Express ions :
| operator =( ’+’ | ’− ’) expre s s i on
| <assoc=r ight> expre s s i on operator = ’ˆ ’ expre s s i on
| expre s s i on operator =( ’∗ ’ | ’/ ’ | ’% ’) expre s s i on
| expre s s i on operator =( ’+’ | ’− ’) expre s s i on
// St r ing Concatenation :
| expre s s i on operator=’&’ expre s s i on
// Re la t i ona l Express ions :
| expre s s i on operator=(’< ’ | ’<=’ | ’> ’ | ’>=’) expre s s i on
| expre s s i on operator=(’==’ | ’ != ’) expre s s i on
// Re f e r e n t i a l Express ions :
| expre s s i on operator=(’===’ | ’ !== ’) expre s s i on
// Type−Checking :
| expre s s i on operator=(IS | ISNT) type=typeDec larat ion
// Type−Casting :
| expre s s i on operator=(AS | ASB | ASQ) type=typeDec larat ion
// Log i ca l Express ions :
| operator=NOT expre s s i on
| expre s s i on operator=AND expre s s i on
| expre s s i on operator=OR expre s s i on
| expre s s i on operator=XOR expre s s i on
| expre s s i on operator=IMPLIES expre s s i on
// Condit iona l Express ions :
| IF cond=expre s s i on
THEN then=expre s s i on ELSE e l s e =expre s s i on
| then=expre s s i on conj=(GIVEN | UNLESS) cond=expre s s i on
| then=expre s s i on (ORQ | XORQ) e l s e =expre s s i on
// Let Express ions :
| LET var=NAME ’= ’ varExpr=expre s s i on IN resu l tExpr=expre s s i on ;
pathExpress ion re turns [ Path path ] :
NAME ( ’ . ’ NAME) ∗ ;
lambdaExpression re turns [ Lambda lambda ] :
’{ ’ lambdaParameterList ? expre s s i on ’} ’ ;
lambdaParameterList r e turns [ Seq<Str ing> params ] :
NAME ( ’ , ’ NAME)∗ ’−> ’;
i nvocat ionExpres s ion re turns [ Invocat ion invocat ion ] :
NAME ’( ’ expre s s i on ( ’ , ’ expre s s i on )∗ ’ ) ’ lambdaExpression ? ;
comprehensionExpress ion re turns [ Comprehension comprehension ] :
( pathExpress ion |
FOR enumeratorDeclarat ion ( ’ , ’ enumeratorDeclarat ion )∗ )
queryStatement+;
enumeratorDeclarat ion re turns [ Enumerator enumerator ] :
var=NAME IN pathExpress ion ;
queryStatement re turns [ Query query ] :
’ | ’ (NAME | keywordExpression +);
keywordExpression re turns [ Keyword keyword ] :
NAME ’ : ’ lambdaParameterList ? expre s s i on ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Functions . g4
grammar Functions ;
import Names , Types , Annotations , Express ions ;
f unc t i onDec l a ra t i on re turns [ Function funct i on ] :
annotat i onL i s t ?
FUNCTION name=NAME
typeParams=typeParameterList ?
params=funct ionParameterL i s t
(’−>’ resu ltType=typeDec larat ion )? ( ’= ’ expre s s i on )? ’ ; ’ ;
funct ionParameterL i s t r e turns [ Seq<FunctionParameter> params ] :
’ ( ’ funct ionParameterDec larat ion ? ( ’ , ’ funct ionParameterDec larat ion )∗ ’ ) ’ ;
funct ionParameterDec larat ion re turns [ FunctionParameter param ] :
name=NAME ’ : ’ type=typeDec larat ion ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports / Ignored . g4
l e x e r grammar Ignored ;
// import : none
// Ignor ing Whitespace :
WS:
( ’ ’ | ’\ t ’ | ’\ f ’ | ’\n ’ | ’\ r ’ )+ −> sk ip ;
// Ignor ing Comments :
COMMENT:
( ( ’ // ’ | ’−−’) .∗? ’\n ’ | ’/∗ ’ .∗? ’∗/ ’ ) −> sk ip ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports / L i t e r a l s . g4
grammar L i t e r a l s ;
import Names ;
l i t e r a l E xp r e s s i o n re turns [ L i t e r a l l i t e r a l ] :
BOOLEAN | STRING |
INTEGER | LONG | SHORT | BYTE | DECIMAL |
FLOAT | DOUBLE;
STRING:
’” ’ (ESC | . )∗? ’ ” ’ ;
fragment ESC: ’\\ ’ [ btnr ”\\ ] ;
INTEGER:




( ’ 0 ’ . . ’ 9 ’ )+ ’ l ’ ;
SHORT:
( ’ 0 ’ . . ’ 9 ’ )+ ’ s ’ ;
BYTE:
( ’ 0 ’ . . ’ 9 ’ )+ ’b ’ ;
DECIMAL:
( ’ 0 ’ . . ’ 9 ’ ) ∗ ’ . ’ ( ’ 0 ’ . . ’ 9 ’ )+ ;
FLOAT:
( ’ 0 ’ . . ’ 9 ’ ) ∗ ’ . ’ ( ’ 0 ’ . . ’ 9 ’ )+ ’ f ’ ;
DOUBLE:
( ’ 0 ’ . . ’ 9 ’ ) ∗ ’ . ’ ( ’ 0 ’ . . ’ 9 ’ )+ ’d ’ ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Modules . g4
grammar Modules ;
import Names ;
moduleDeclarat ion re turns [ TempModule module ] :
MODULE NAME ’{ ’ importDec larat ion ∗ ’} ’ ;
importDec larat ion re turns [ Import import ] :
IMPORT NAME ’ ; ’ ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Names . g4
l e x e r grammar Names ;
// import : none
// Al l r e s e rved words must be dec la red be fo r e NAME.
// Otherwise , they are recogn ized as a NAME ins tead .
FOR: ’ for ’ ;
IN : ’ in ’ ;
AS : ’ as ’ ;
ASB: ’ as ! ’ ;
ASQ: ’ as ? ’ ;
IS : ’ i s ’ ;
ISNT : ’ i snt ’ ;
IF : ’ i f ’ ;
THEN: ’ then ’ ;
ELSE: ’ e l s e ’ ;
GIVEN: ’ given ’ ;
UNLESS: ’ unless ’ ;
LET: ’ l e t ’ ;
ORQ: ’ or ? ’ ;
XORQ: ’ xor ? ’ ;
BOOLEAN: ’ true ’ | ’ f a l s e ’ ;
AND: ’ and ’ ;
OR: ’ or ’ ;
XOR: ’ xor ’ ;
IMPLIES : ’ impl i e s ’ ;
NOT: ’ not ’ ;
TEMPLATE: ’ @template ’ ;
FUNCTION: ’ @function ’ ;
ABSTRACTION: ’ @abstraction ’ ;
CONCEPT: ’@concept ’ ;
TASK: ’@task ’ ;
ASSOCIATION: ’ @assoc iat ion ’ ;
MODULE: ’@module ’ ;
IMPORT: ’@import ’ ;
NAME:
( ’A’ . . ’ Z ’ | ’ a ’ . . ’ z ’ )
( ’A’ . . ’ Z ’ | ’ a ’ . . ’ z ’ | ’ 0 ’ . . ’ 9 ’ | ’ ’ ) ∗ ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports / Prope r t i e s . g4
grammar Prope r t i e s ;
import Names , Types , Express ions ;
p rope r tyL i s t :
’{ ’ ( p roper tyDec la rat ion ’ ; ’ ) ∗ ’} ’ ;
p roper tyDec la rat ion re turns [ Property property ] :
DERIVED? NAME ( ’ : ’ typeDec larat ion )? ( ’= ’ expre s s i on ) ? ;
DERIVED: ’ / ’ ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Tasks . g4
grammar Tasks ;
import Names , Prope r t i e s ;
t a skDec la ra t i on re turns [ Task task ] :
TASK NAME
cons t ruc to rDec l a ra t i on ?
( ’ ; ’ | prope r tyL i s t ) ;
c on s t ruc to rDec l a ra t i on : ’ : ’ NAME;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Templates . g4
grammar Templates ;
import Names , Functions ;
templateDec larat ion re turns [ Template template ] :
TEMPLATE
func t i onDec l a ra t i on ;
==> cml−compi ler /cml−language / s r c /main/ ant l r 4 / imports /Types . g4
grammar Types ;
import Names ;
typeDec larat ion re turns [ Type type ]
: name=NAME ca rd i n a l i t y ? // named type
| tup le=tupleTypeDeclarat ion // tup le type
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| params=tupleTypeDeclarat ion ’−>’ r e s u l t=typeDec larat ion // funct i on type
| ’ ( ’ inner=typeDec larat ion ’ ) ’ ;
c a r d i n a l i t y :
( ’ ? ’ | ’ ∗ ’ ) ;
tupleTypeDeclarat ion re turns [ TupleType type ] :
’ ( ’ ( tupleTypeElementDeclaration ( ’ , ’ tupleTypeElementDeclaration )∗ )? ’ ) ’ c a r d i n a l i t y ? ;
tupleTypeElementDeclaration re turns [ TupleTypeElement element ] :
(name=NAME ’ : ’ ) ? type=typeDec larat ion ;
typeParameterList r e turns [ Seq<TypeParameter> params ] :
’< ’ typeParameter ( ’ , ’ typeParameter )∗ ’> ’ ;
typeParameter r e turns [ TypeParameter param ] :
name=NAME;
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Comprehension . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import cml . language . types .TempNamedType ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . jooq . lambda . Seq ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . stream . Stream ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eL i s t ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Comprehension extends Express ionBase
{
pr iva t e f i n a l @Nullable Path path ;
p r i va t e f i n a l List<Enumerator> enumerators ;
p r i va t e f i n a l List<Query> que r i e s ;
pub l i c Comprehension (
@SuppressWarnings (” Nul lableProblems ”) f i n a l Path path ,
f i n a l Stream<Query> que r i e s )
{
t h i s . path = path ;
t h i s . enumerators = emptyList ( ) ;
t h i s . que r i e s = que r i e s . c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c Comprehension (
f i n a l Stream<Enumerator> enumerators ,
f i n a l Stream<Query> que r i e s )
{
t h i s . path = nu l l ;
t h i s . enumerators = enumerators . c o l l e c t ( t oL i s t ( ) ) ;
t h i s . que r i e s = que r i e s . c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c Optional<Path> getPath ( )
{
return Optional . o fNu l l ab l e ( path ) ;
}
pub l i c List<Enumerator> getEnumerators ( )
{
return unmod i f i ab l eL i s t ( enumerators ) ;
}
pub l i c List<Query> getQuer ie s ( )
{
return unmod i f i ab l eL i s t ( que r i e s ) ;
}
pub l i c List<Expression> getExpres s ions ( )
{
return seq ( enumerators ) .map( Enumerator : : getPath )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c Seq<Str ing> getEnumeratorVariablesForQuery ( f i n a l Query query )
{
return seq ( enumerators ) .map( Enumerator : : ge tVar iab l e )
. concat ( query . getExpressionParams ( ) ) ;
}
@Override
pub l i c St r ing getKind ( )
{
return ” comprehension ” ;
}
@Override
pub l i c TempNamedType getType ( )
{
throw new UnsupportedOperationException (” Unexpected type i n f e r e n c e o f a comprehension . Should have been transformed into an invocat i on . ” ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
throw new UnsupportedOperationException (” Unexpected d i agno s t i c o f a comprehension . Should have been transformed into an invocat i on . ” ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Enumerator . java
package cml . language . exp r e s s i on s ;
pub l i c c l a s s Enumerator
{
pr iva t e f i n a l St r ing va r i ab l e ;
p r i va t e f i n a l Path path ;
pub l i c Enumerator ( St r ing var iab l e , Path path )
{
t h i s . v a r i ab l e = va r i ab l e ;




pub l i c St r ing getVar iab l e ( )
{
return va r i ab l e ;
}





==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Express ionBase . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . ∗ ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c abs t rac t c l a s s Express ionBase implements Express ion
{
protected f i n a l Express ion expre s s i on ;
Express ionBase ( )
{
t h i s ( nul l , emptyList ( ) ) ;
}
Express ionBase ( Scope scope )
{
t h i s ( scope , emptyList ( ) ) ;
}
Express ionBase ( List<Expression> operands )
{
t h i s ( nul l , operands ) ;
}
Express ionBase ( Scope parent , List<Expression> operands )
{
f i n a l Element element = Element . extendElement ( t h i s ) ;
f i n a l ModelElement modelElement = ModelElement . extendModelElement ( th i s , element , parent , nu l l ) ;
f i n a l Scope scope = Scope . extendScope ( th i s , element , modelElement , seq ( operands ) .map( s −> (ModelElement ) s ) . t oL i s t ( ) ) ;
expre s s i on = Express ion . extendExpress ion ( th i s , element , modelElement , scope ) ;
}
@Override
pub l i c Optional<Location> getLocat ion ( )
{
return expre s s i on . getLocat ion ( ) ;
}
@Override
pub l i c Optional<Scope> getParent ( )
{
return expre s s i on . getParent ( ) ;
}
@Override
pub l i c Optional<Model> getModel ( )
{
return expre s s i on . getModel ( ) ;
}
@Override
pub l i c Optional<Module> getModule ( )
{
return expre s s i on . getModule ( ) ;
}
@Override
pub l i c List<ModelElement> getMembers ( )
{
return expre s s i on . getMembers ( ) ;
}
@Override
pub l i c St r ing getKind ( )
{
return expre s s i on . getKind ( ) ;
}
@Override
pub l i c Type getType ( )
{
return expre s s i on . getType ( ) ;
}
@Override
pub l i c Type getMatchingResultType ( )
{
return expre s s i on . getMatchingResultType ( ) ;
}
@Override
pub l i c boolean i sBoo lean ( )
{
return expre s s i on . i sBoo lean ( ) ;
}
@Override
pub l i c boolean isNumeric ( )
{
return expre s s i on . isNumeric ( ) ;
}
@Override
pub l i c boolean i sF l o a t ( )
{
return expre s s i on . i sF l o a t ( ) ;
}
@Override
pub l i c boolean i sAr i thmet i c ( )
{
return expre s s i on . i sAr i thmet i c ( ) ;
}
@Override




return expre s s i on . i sR e l a t i o n a l ( ) ;
}
@Override
pub l i c boolean i sR e f e r e n t i a l ( )
{
return expre s s i on . i s R e f e r e n t i a l ( ) ;
}
@Override
pub l i c boolean i sP r im i t i v e ( )
{
return expre s s i on . i sP r im i t i v e ( ) ;
}
@Override
pub l i c List<Expression> getOperands ( )
{
return expre s s i on . getOperands ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s / Inva l idExpre s s i on . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Type ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . Optional ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Optional . o fNu l l ab l e ;
pub l i c c l a s s Inva l idExpre s s i on extends Express ionBase
{
pr iva t e f i n a l @Nullable St r ing text ;
pub l i c Inva l idExpre s s i on ( f i n a l @Nullable St r ing text )
{
t h i s . t ext = text ;
}
pub l i c Optional<Str ing> getText ( )
{
return o fNu l l ab l e ( text ) ;
}
@Override
pub l i c St r ing getKind ( )
{
return ” i nva l i d ” ;
}
@Override
pub l i c Type getType ( )
{
return createUndefinedType ( format (”Unable to i n f e r type o f i n va l i d expre s s i on : ’%s ’ ” , t ext ) ) ;
}
@Override





==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s / Invocat ion . java
package cml . language . exp r e s s i on s ;
import cml . language . f e a t u r e s . Function ;
import cml . language . f e a t u r e s . FunctionParameter ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . generated . Concept ;
import cml . language . generated . Express ion ;
import cml . language . generated . NamedElement ;
import cml . language . generated . Type ;
import cml . language . types . ∗ ;
import org . j e t b r a i n s . annotat ions . NotNull ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . jooq . lambda . Seq ;
import org . jooq . lambda . tup le . Tuple2 ;
import java . u t i l . ∗ ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . moduleOf ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . ∗ ;
import s t a t i c cml . language . generated . NamedElement . extendNamedElement ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . toMap ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c i n t e r f a c e Invocat ion extends Expression , NamedElement
{
Str ing MESSAGE UNABLE TO FIND FUNCTION OF INVOCATION = ”Unable to f i nd funct i on o f invocat i on : ” ;
S t r ing MESSAGE SHOULD MATCH NUMBER OF PARAMS IN FUNCTION = ”Number o f arguments in invocat ion should match the number o f parameters in funct i on : ” ;
S t r ing MESSAGE SHOULD MATCH PARAMETER TYPE IN FUNCTION = ”Argument type should match parameter type in funct i on : ” ;
List<Expression> getArguments ( ) ;
Map<Str ing , Expression> getNamedArguments ( ) ;
d e f au l t List<FunctionParameter> getParameters ( )
{
i f ( getFunction ( ) . i sP r e s en t ( ) )
{
return getFunction ( ) . get ( ) . getParameters ( ) ;
}
e l s e i f ( getConcept ( ) . i sP r e s en t ( ) )
{
f i n a l Concept concept = getConcept ( ) . get ( ) ;
re turn seq ( concept . g e t Invoca t i onPrope r t i e s ( ) )
.map(p −> new FunctionParameter (p . getName ( ) , p . getType ( ) ) )
. t oL i s t ( ) ;
}
e l s e
{





de f au l t Map<FunctionParameter , Expression> getParameterizedArguments ( )
{
return seq ( getParameters ( ) )
. z ip ( getArguments ( ) )
. c o l l e c t ( toMap( Tuple2 : : v1 , Tuple2 : : v2 ) ) ;
}
de f au l t Map<FunctionType , Lambda> getTypedLambdaArguments ( )
{
return seq ( getParameterizedArguments ( ) ) . f i l t e r ( t −> t . v1 . getType ( ) i n s t an c eo f FunctionType )
. f i l t e r ( t −> t . v2 i n s t an c eo f Lambda)
.map( t −> new Tuple2<>((FunctionType ) t . v1 . getType ( ) , (Lambda) t . v2 ) )
. c o l l e c t ( toMap( Tuple2 : : v1 , Tuple2 : : v2 ) ) ;
}
de f au l t Map<Type , Lambda> getUntypedParameterlessLambdaArguments ( )
{
return seq ( getParameterizedArguments ( ) ) . f i l t e r ( t −> ! ( t . v1 . getType ( ) i n s t an c eo f FunctionType ) )
. f i l t e r ( t −> t . v2 i n s t an c eo f Lambda)
.map( t −> new Tuple2<>(t . v1 . getType ( ) , (Lambda) t . v2 ) )
. f i l t e r ( t −> t . v2 . getParameters ( ) . count ( ) == 0)
. c o l l e c t ( toMap( Tuple2 : : v1 , Tuple2 : : v2 ) ) ;
}
Optional<Function> getFunction ( ) ;
void setFunct ion (@NotNull Function funct i on ) ;
Optional<Concept> getConcept ( ) ;
void setConcept (@NotNull Concept concept ) ;
d e f au l t Type get In ferredType ( )
{
i f ( getFunction ( ) . i sP r e s en t ( ) )
{
f i n a l Type resultType = getFunction ( ) . get ( ) . getType ( ) ;
re turn getMatchingTypeOf ( resultType ) ;
}
e l s e i f ( getConcept ( ) . i sP r e s en t ( ) )
{
f i n a l Concept concept = getConcept ( ) . get ( ) ;
f i n a l TempNamedType namedType = TempNamedType . c r ea t e ( concept . getName ( ) ) ;
namedType . setConcept ( concept ) ;
re turn namedType ;
}
e l s e
{
return createUndefinedType (MESSAGE UNABLE TO FIND FUNCTION OF INVOCATION + getName ( ) ) ;
}
}
de f au l t Type getMatchingTypeOf ( f i n a l Type type )
{
i f ( getParameters ( ) . s i z e ( ) == getArguments ( ) . s i z e ( ) )
{
i f ( type i n s t an c eo f TupleType )
{
f i n a l TupleType tupleType = (TupleType ) type ;
f i n a l Seq<TupleTypeElement> matchingElements = tupleType . getElements ( )
.map( e −> new TupleTypeElement ( getMatchingTypeOf ( e . getType ( ) ) , e . getName ( ) . o rE l se ( nu l l ) ) ) ;
re turn new TupleType ( matchingElements ) ;
}
e l s e i f ( type . i sParameter ( ) )
{
i n t paramIndex = getParamIndexOfMatchingType ( getParameters ( ) , type ) ;
i f ( paramIndex < getArguments ( ) . s i z e ( ) )
{
Type paramType = getArguments ( ) . get ( paramIndex ) . getMatchingResultType ( ) ;
i f ( paramType . i sUndef ined ( ) )
{
paramIndex = getParamIndexOfMatchingType ( getParameters ( ) , type , paramIndex ) ;
i f ( paramIndex < getArguments ( ) . s i z e ( ) )
{
paramType = getArguments ( ) . get ( paramIndex ) . getMatchingResultType ( ) ;
}
}
i f ( paramType i n s t an c eo f TupleType && type i n s t an c eo f MemberType)
{
f i n a l TupleType tupleType = (TupleType ) paramType ;
f i n a l MemberType memberType = (MemberType) type ;
paramType = tupleType . getElementTypes ( )
. get (memberType . getParamIndex ( ) )
. o rE l se ( createUndefinedType (MESSAGE SHOULD MATCH PARAMETER TYPE IN FUNCTION + getName ( ) ) ) ;
}
return wi thCard ina l i ty (paramType , type . g e tCard ina l i t y ( ) ) ;
}
e l s e
{
return createUndefinedType (MESSAGE SHOULD MATCH PARAMETER TYPE IN FUNCTION + getName ( ) ) ;
}
}





e l s e
{
return createUndefinedType (MESSAGE SHOULD MATCH NUMBER OF PARAMS IN FUNCTION + getName ( ) ) ;
}
}
de f au l t void createScopeFor (Lambda lambda )
{
a s s e r t lambda . getFunctionType ( ) . i sP r e s en t ( ) | | lambda . getParameters ( ) . count ( ) == 0 ;
a s s e r t ! lambda . i s InnerExpress ionInSomeScope ( ) ;
f i n a l Optional<Type> scopeType = lambda . getExpectedScopeType ( ) ;
i f ( scopeType . i sP r e s en t ( ) )
{
f i n a l Type matchingType = getMatchingTypeOf ( scopeType . get ( ) ) ;
a s s e r t matchingType . getConcept ( ) . i sP r e s en t ( ) : ”Expected concept but found ’” + matchingType . ge tD iagnos t i c Id ( ) + ” ’ f o r lambda : ” + lambda . ge tD iagnos t i c Id ( ) + ” − ” + scopeType . get ( ) . g e tD iagnos t i c Id ( ) ;
f i n a l Optional<Concept> concept = matchingType . getConcept ( ) ;
a s s e r t concept . i sP r e s en t ( ) ;
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new LambdaScope ( concept . get ( ) , lambda ) ;
}
e l s e
{
f i n a l Optional<TempModule> module = moduleOf ( t h i s ) ;
a s s e r t module . i sP r e s en t ( ) ;
f i n a l LambdaScope lambdaScope = new LambdaScope ( th i s , lambda ) ;
i f ( lambda . getFunctionType ( ) . i sP r e s en t ( ) )
{
lambda . getTypedParameters ( )




de f au l t boolean typeMatches ( f i n a l FunctionParameter param , f i n a l Express ion argument )
{
f i n a l Type paramType = param . getMatchingResultType ( ) ;
f i n a l Type argumentType = argument . getMatchingResultType ( ) ;
re turn ! argumentType . i sUndef ined ( ) && isAss ignableFrom ( getMatchingTypeOf (paramType ) , argumentType ) ;
}
s t a t i c Invocat ion c r ea t e ( St r ing name , List<Expression> arguments )
{
return new Invocat ionImpl (name , arguments ) ;
}
s t a t i c Invocat ion c r ea t e ( St r ing name , LinkedHashMap<Str ing , Expression> namedArguments )
{
return new Parameter izedInvocat ion (name , namedArguments ) ;
}
}
c l a s s Invocat ionImpl extends Express ionBase implements Invocat ion
{
pr iva t e f i n a l NamedElement namedElement ;
p r i va t e f i n a l List<Expression> arguments ;
p r i va t e @Nullable Function funct i on ;
p r i va t e @Nullable Concept concept ;
Invocat ionImpl ( St r ing name , List<Expression> arguments )
{
super ( seq ( arguments ) . t oL i s t ( ) ) ;
namedElement = extendNamedElement ( th i s , express ion , express ion , name ) ;
t h i s . arguments = new ArrayList<>(arguments ) ;
}
@Override
pub l i c List<Expression> getArguments ( )
{
return unmod i f i ab l eL i s t ( arguments ) ;
}
@Override
pub l i c Map<Str ing , Expression> getNamedArguments ( )
{
return seq ( getParameters ( ) )
. z ip ( getArguments ( ) )
. c o l l e c t ( toMap( t −> t . v1 ( ) . getName ( ) , Tuple2 : : v2 ) ) ;
}
@Override
pub l i c Optional<Function> getFunction ( )
{
return Optional . o fNu l l ab l e ( func t i on ) ;
}
@Override
pub l i c void setFunct ion (@NotNull Function funct i on )
{
a s s e r t t h i s . func t i on == nu l l ;
t h i s . func t i on = funct i on ;
}
@Override
pub l i c Optional<Concept> getConcept ( )
{
return Optional . o fNu l l ab l e ( concept ) ;
}
@Override
pub l i c void setConcept (@NotNull f i n a l Concept concept )
{
a s s e r t t h i s . concept == nu l l ;
t h i s . concept = concept ;
}
@Override
pub l i c St r ing getKind ( )
{
return ” invocat ion ” ;
}
@Override
pub l i c Type getType ( )
{
return get In ferredType ( ) ;
}
@Override
pub l i c Type getMatchingResultType ( )
{
return expre s s i on . getMatchingResultType ( ) ;
}
@Override
pub l i c St r ing getName ( )
{
return namedElement . getName ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{




}c l a s s Parameter izedInvocat ion extends Express ionBase implements Invocat ion
{
pr iva t e f i n a l NamedElement namedElement ;
p r i va t e f i n a l LinkedHashMap<Str ing , Expression> namedArguments ;
p r i va t e @Nullable Function funct i on ;
p r i va t e @Nullable Concept concept ;
Parameter izedInvocat ion ( St r ing name , LinkedHashMap<Str ing , Expression> namedArguments )
{
super ( seq ( namedArguments . va lues ( ) ) . t oL i s t ( ) ) ;
namedElement = extendNamedElement ( th i s , express ion , express ion , name ) ;
t h i s . namedArguments = new LinkedHashMap<>(namedArguments ) ;
}
@Override
pub l i c List<Expression> getArguments ( )
{
return new ArrayList<>(namedArguments . va lues ( ) ) ;
}
@Override
pub l i c Map<Str ing , Expression> getNamedArguments ( )
{
return unmodifiableMap (namedArguments ) ;
}
@Override
pub l i c Optional<Function> getFunction ( )
{
return Optional . o fNu l l ab l e ( func t i on ) ;
}
@Override
pub l i c void setFunct ion (@NotNull Function funct i on )
{
a s s e r t t h i s . func t i on == nu l l ;
t h i s . func t i on = funct i on ;
}
@Override
pub l i c Optional<Concept> getConcept ( )
{
return Optional . o fNu l l ab l e ( concept ) ;
}
@Override
pub l i c void setConcept (@NotNull f i n a l Concept concept )
{
t h i s . concept = concept ;
}
@Override
pub l i c St r ing getKind ( )
{
return ” invocat ion ” ;
}
@Override
pub l i c Type getType ( )
{
return get In ferredType ( ) ;
}
@Override
pub l i c Type getMatchingResultType ( )
{
return expre s s i on . getMatchingResultType ( ) ;
}
@Override
pub l i c St r ing getName ( )
{
return namedElement . getName ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
f i n a l Seq<Str ing> namedArguments = seq ( getNamedArguments ( ) ) .map( t −> format(”%s : %s ” , t . v1 , t . v2 . ge tD iagnos t i c Id ( ) ) ) ;
re turn format(”%s(%s ) −> %s ” , getName ( ) , namedArguments . t oS t r ing (” , ”) , getType ( ) . ge tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Keyword . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import org . jooq . lambda . Seq ;
import java . u t i l . L i s t ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Keyword
{
pr iva t e f i n a l St r ing name ;
p r i va t e f i n a l List<Str ing> parameters ;
p r i va t e f i n a l Express ion expre s s i on ;
pub l i c Keyword ( f i n a l St r ing name , f i n a l Seq<Str ing> parameters , f i n a l Express ion expre s s i on )
{
t h i s . name = name ;
t h i s . parameters = parameters . t oL i s t ( ) ;
t h i s . expre s s i on = expre s s i on ;
}




pub l i c Seq<Str ing> getParameters ( )
{




pub l i c Express ion getExpress ion ( )
{
return expre s s i on ;
}
pub l i c Express ion getLambdaExpression ( )
{
return new Lambda( seq ( parameters ) , expre s s i on ) ;
}
@Override
pub l i c St r ing toSt r ing ( )
{
return parameters . isEmpty ( ) ?
format(”%s : %s }” , getName ( ) , expre s s i on ) :
format (”{ %s : %s −> %s }” , getName ( ) , seq ( parameters ) . t oS t r ing (” , ”) , expre s s i on ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Lambda . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import cml . language . generated . Type ;
import cml . language . types . FunctionType ;
import cml . language . types .MemberType ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . jooq . lambda . Seq ;
import org . jooq . lambda . tup le . Tuple2 ;
import java . u t i l . L i s t ;
import java . u t i l .Map;
import java . u t i l . Optional ;
import java . u t i l . OptionalLong ;
import java . u t i l . f unc t i on . Function ;
import s t a t i c cml . language . f unc t i on s . ScopeFunctions . typeOfVariableNamed ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyMap ;
import s t a t i c java . u t i l . Optional . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . toMap ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Lambda extends Express ionBase
{
pr iva t e f i n a l List<Str ing> parameters ;
p r i va t e f i n a l Express ion innerExpres s ion ;
p r i va t e @Nullable FunctionType functionType ;
pub l i c Lambda( f i n a l Seq<Str ing> parameters , f i n a l Express ion innerExpres s ion )
{
t h i s . parameters = parameters . t oL i s t ( ) ;
t h i s . innerExpres s ion = innerExpres s ion ;
}
pub l i c Seq<Str ing> getParameters ( )
{
return seq ( parameters ) ;
}
pub l i c Express ion get InnerExpres s ion ( )
{
return innerExpres s ion ;
}
@Override
pub l i c List<Expression> getOperands ( )
{
return Seq . o f ( innerExpres s ion ) . t oL i s t ( ) ;
}
pub l i c Optional<FunctionType> getFunctionType ( )
{
return o fNu l l ab l e ( functionType ) ;
}
pub l i c void setFunctionType ( @Nullable FunctionType functionType )
{
a s s e r t t h i s . functionType == nu l l ;
t h i s . functionType = functionType ;
}
pub l i c Map<Str ing , Type> getTypedParameters ( )
{
i f ( functionType == nu l l )
{
return emptyMap ( ) ;
}
i f ( parameters . s i z e ( ) == getParamTypeCount ( ) )
{
return getParameters ( ) . z ip ( getParamTypes ( ) )
. c o l l e c t ( toMap( Tuple2 : : v1 , Tuple2 : : v2 ) ) ;
}
e l s e i f ( getParamTypeCount ( ) == 1)
{
f i n a l Function<Str ing , MemberType> mapping = paramName −>
{
f i n a l OptionalLong paramIndex = getParameters ( ) . indexOf (paramName ) ;
a s s e r t paramIndex . i sP r e s en t ( ) ;
re turn new MemberType( functionType . getSingleParamType ( ) , paramName , paramIndex . getAsLong ( ) ) ;
} ;
r e turn getParameters ( ) . z ip ( getParameters ( ) .map(mapping ) )
. c o l l e c t ( toMap( Tuple2 : : v1 , Tuple2 : : v2 ) ) ;
}
e l s e
{
return getTypeDefinedParams ( ) . z ip ( getParamTypes ( ) )
. concat ( getUntypedParams ( ) )
. c o l l e c t ( toMap( Tuple2 : : v1 , Tuple2 : : v2 ) ) ;
}
}
pub l i c Seq<Tuple2<Str ing , Type>> getUntypedParams ( )
{
return getTypeUndefinedParams ( ) . z ip ( getTypeUndefinedParams ( )
.map(p −> createUndefinedType (”Unable to i n f e r type o f parameter : ” + p ) ) ) ;
}




return getParameters ( ) . l im i t ( getParamTypeCount ( ) ) ;
}
pub l i c Seq<Str ing> getTypeUndefinedParams ( )
{
return getParameters ( ) . sk ip ( getParamTypeCount ( ) ) ;
}
pub l i c Seq<Type> getParamTypes ( )
{
a s s e r t functionType != nu l l ;
r e turn functionType . getParamTypes ( ) ;
}
pub l i c long getParamTypeCount ( )
{
return getParamTypes ( ) . count ( ) ;
}
pub l i c Optional<Type> getExpectedScopeType ( )
{
i f ( parameters . isEmpty ( ) && functionType != nu l l && functionType . i sS ingleParam ( ) )
{
return o f ( functionType . getSingleParamType ( ) ) ;
}
e l s e
{




pub l i c St r ing getKind ( )
{
return ”lambda ” ;
}
@Override
pub l i c Type getType ( )
{
return functionType == nu l l ? createUndefinedType (” Function type not s p e c i f i e d f o r : ” + getDiagnos t i c Id ( ) ) : functionType ;
}
@Override
pub l i c Type getMatchingResultType ( )
{
return (Type ) innerExpres s ion . getType ( ) ;
}
pub l i c boolean is InnerExpress ionInSomeScope ( )
{
return innerExpres s ion . getParent ( ) . i sP r e s en t ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return parameters . isEmpty ( ) ?
format (”{ %s }” , innerExpres s ion . ge tD iagnos t i c Id ( ) ) :
format (”{ %s −> %s }” , seq ( parameters ) .map( t h i s : : s t r ingOf ) . t oS t r ing (” , ”) , innerExpres s ion . ge tD iagnos t i c Id ( ) )
+ ” − i n f e r r e d r e s u l t type : ” + getMatchingResultType ( ) . g e tD iagnos t i c Id ( ) ;
}
pr iva t e St r ing s t r ingOf ( f i n a l St r ing parameter )
{
f i n a l Optional<Type> actualType = typeOfVariableNamed ( parameter , innerExpres s ion ) ;
f i n a l Type formalType = getTypedParameters ( ) . get ( parameter ) ;
re turn actualType .map( t −> parameter + ” : ” + t . ge tD iagnos t i c Id ( ) )
. orElseGet ( ( ) −> formalType == nu l l ? parameter : formalType . ge tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /LambdaScope . java
package cml . language . exp r e s s i on s ;
import cml . language . foundat ion . ScopeBase ;
import cml . language . generated . Scope ;
import cml . language . generated . Type ;
import java . u t i l . HashMap ;
import java . u t i l .Map;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmodifiableMap ;
pub l i c c l a s s LambdaScope extends ScopeBase
{
pr iva t e f i n a l Map<Str ing , Type> parameters = new HashMap<>();
pub l i c LambdaScope ( Scope parent , Lambda lambda )
{
super ( parent , s i n g l e t o nL i s t ( lambda . get InnerExpres s ion ( ) ) ) ;
}
pub l i c void addParameter ( f i n a l St r ing name , f i n a l Type type )
{
parameters . put (name , type ) ;
}
pub l i c Map<Str ing , Type> getParameters ( )
{
return unmodifiableMap ( parameters ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return parameters . t oS t r ing ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Path . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Let ;
import cml . language . generated . Scope ;
import cml . language . generated . Type ;
import cml . language . types .TempNamedType ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
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import java . u t i l . L inkedList ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . se l fTypeOf ;
import s t a t i c cml . language . f unc t i on s . ScopeFunctions . scopeOfType ;
import s t a t i c cml . language . f unc t i on s . ScopeFunctions . typeOfVariableNamed ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . w i thCard ina l i ty ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eL i s t ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . j o i n i n g ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Path extends Express ionBase
{
pr iva t e f i n a l @Nullable Path base ;
p r i va t e f i n a l St r ing name ;
pub l i c s t a t i c Path c r ea t e ( List<Str ing> names )
{
Path path = nu l l ;
f o r ( St r ing name : names )
{
f i n a l Path base = path ;




pub l i c Path ( @Nullable Path base , S t r ing name)
{
super ( s i n g l e t o nL i s t ( base ) ) ;
t h i s . base = base ;
t h i s . name = name ;
}
pub l i c List<Str ing> getNames ( )
{
List<Str ing> names = new LinkedList <>();
names . add ( getName ( ) ) ;
Optional<Path> path = getBase ( ) ;
whi le ( path . i sP r e s en t ( ) )
{
names . add (0 , path . get ( ) . getName ( ) ) ;
path = path . get ( ) . getBase ( ) ;
}
return unmod i f i ab l eL i s t ( names ) ;
}
pub l i c List<Str ing> getMemberNames ( )
{
a s s e r t getNames ( ) . s i z e ( ) >= 1: ”Path must have at l e a s t one name in order to determine i t s member names . ” ;
re turn getNames ( ) . stream ( ) . sk ip ( 1 ) . c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c boolean i sVa r i ab l e ( )
{
i f ( i s F i r s t ( ) )
{
Optional<LambdaScope> lambdaScope = getLambdaScope ( getParent ( ) ) ;
whi le ( lambdaScope . i sP r e s en t ( ) )
{




lambdaScope = getLambdaScope ( lambdaScope . get ( ) . getParent ( ) ) ;
}
Optional<Let> l e tScope = getLetScope ( getParent ( ) ) ;
whi le ( l e tScope . i sP r e s en t ( ) )
{




l e tScope = getLetScope ( l e tScope . get ( ) . getParent ( ) ) ;
}
}
return f a l s e ;
}
@SuppressWarnings (” OptionalUsedAsFieldOrParameterType ”)
p r i va t e Optional<LambdaScope> getLambdaScope ( Optional<Scope> parent )
{
whi le ( parent . i sP r e s en t ( ) && ! ( parent . get ( ) i n s t an c eo f LambdaScope ) )
{
parent = parent . get ( ) . getParent ( ) ;
}
return seq ( parent ) . ca s t (LambdaScope . c l a s s ) . f i n dF i r s t ( ) ;
}
pr iva t e Optional<Let> getLetScope ( Optional<Scope> parent )
{
whi le ( parent . i sP r e s en t ( ) && ! ( parent . get ( ) i n s t an c eo f Let ) )
{
parent = parent . get ( ) . getParent ( ) ;
}
return seq ( parent ) . ca s t ( Let . c l a s s ) . f i n dF i r s t ( ) ;
}
pub l i c boolean i s F i r s t ( )
{
return ! getBase ( ) . i sP r e s en t ( ) ;
}
pub l i c boolean i sLa s t ( )
{




pub l i c Type getType ( )
{
a s s e r t getNames ( ) . s i z e ( ) >= 1: ” In order to be able to determine i t s type , path must have at l e a s t one name . ” ;
a s s e r t getParent ( ) . i sP r e s en t ( ) : ” In order to be able to determine i t s type , path must be bound to a scope : ” + getNames ( ) + ” ” + getLocat ion ( ) ;
Scope scope = getParent ( ) . get ( ) ;
i f ( i s S e l f ( ) ) return sel fTypeOf ( scope ) ;
i f ( isNone ( ) ) return TempNamedType .NOTHING;
f i n a l St r ing variableName = getNames ( ) . get ( 0 ) ;
f i n a l Optional<Type> variableType = typeOfVariableNamed ( variableName , scope ) ;
S t r ingBu i lde r intermediatePath = new St r ingBu i lde r ( variableName ) ;
i f ( var iableType . i sP r e s en t ( ) )
{
Type type = variableType . get ( ) ;
f o r ( f i n a l St r ing memberName : getMemberNames ( ) )
{
intermediatePath . append ( ” . ” ) . append (memberName ) ;
f i n a l Optional<Scope> opt iona lScope = scopeOfType ( type , scope ) ;
i f ( opt iona lScope . i sP r e s en t ( ) )
{
scope = opt iona lScope . get ( ) ;
f i n a l Optional<Type> memberType = typeOfVariableNamed (memberName , scope ) ;
i f (memberType . i sP r e s en t ( ) )
{
i f (memberType . get ( ) . i sUndef ined ( ) )
{
return memberType . get ( ) ;
}
e l s e
{
f i n a l St r ing c a r d i n a l i t y = memberType . get ( ) . g e tCard ina l i t y ( ) ;
type = withCard ina l i ty (
memberType . get ( ) ,
type . i sSequence ( ) ? ”∗” : (memberType . get ( ) . i sRequ i red ( ) && type . i sOpt iona l ( ) ? ”?” : c a r d i n a l i t y ) ) ;
}
}
e l s e
{
return createUndefinedType (”Unable to f i nd type o f member : ” + intermediatePath ) ;
}
}
e l s e
{





e l s e
{
return createUndefinedType (”Unable to f i nd type o f va r i ab l e : ” + intermediatePath ) ;
}
}
pub l i c Type getOrig inalType ( )
{
a s s e r t getNames ( ) . s i z e ( ) >= 1: ” In order to be able to determine i t s type , path must have at l e a s t one name . ” ;
a s s e r t getParent ( ) . i sP r e s en t ( ) : ” In order to be able to determine i t s type , path must be bound to a scope : ” + getNames ( ) + ” ” + getLocat ion ( ) ;
Scope scope = getParent ( ) . get ( ) ;
i f ( i s S e l f ( ) ) return sel fTypeOf ( scope ) ;
f i n a l St r ing variableName = getNames ( ) . get ( 0 ) ;
f i n a l Optional<Type> variableType = typeOfVariableNamed ( variableName , scope ) ;
S t r ingBu i lde r intermediatePath = new St r ingBu i lde r ( variableName ) ;
i f ( var iableType . i sP r e s en t ( ) )
{
Type type = variableType . get ( ) ;
f o r ( f i n a l St r ing memberName : getMemberNames ( ) )
{
intermediatePath . append ( ” . ” ) . append (memberName ) ;
f i n a l Optional<Scope> opt iona lScope = scopeOfType ( type , scope ) ;
i f ( opt iona lScope . i sP r e s en t ( ) )
{
scope = opt iona lScope . get ( ) ;
f i n a l Optional<Type> memberType = typeOfVariableNamed (memberName , scope ) ;
i f (memberType . i sP r e s en t ( ) )
{
type = memberType . get ( ) ;
}
e l s e
{
return createUndefinedType (”Unable to f i nd type o f member : ” + intermediatePath ) ;
}
}
e l s e
{





e l s e
{
return createUndefinedType (”Unable to f i nd type o f va r i ab l e : ” + intermediatePath ) ;
}
}
pub l i c boolean i s S e l f ( )
{




pub l i c boolean isNone ( )
{
return getNames ( ) . s i z e ( ) == 1 && getNames ( ) . get ( 0 ) . equa l s (” none ” ) ;
}
pub l i c Optional<Path> getBase ( )
{
return Optional . o fNu l l ab l e ( base ) ;
}





pub l i c St r ing getKind ( )
{
return ”path ” ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return getNames ( ) . stream ( ) . c o l l e c t ( j o i n i n g ( ” . ” ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Query . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import org . j e t b r a i n s . annotat ions . NotNull ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . jooq . lambda . Seq ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . stream . Stream ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eL i s t ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . jooq . lambda . Seq . empty ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Query
{
pr iva t e f i n a l @Nullable St r ing name ;
p r i va t e f i n a l List<Keyword> keywords ;
pub l i c Query ( f i n a l @NotNull S t r ing name)
{
t h i s . name = name ;
t h i s . keywords = emptyList ( ) ;
}
pub l i c Query ( f i n a l Stream<Keyword> keywords )
{
t h i s . name = nu l l ;
t h i s . keywords = keywords . c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c List<Keyword> getKeywords ( )
{
return unmod i f i ab l eL i s t ( keywords ) ;
}
pub l i c St r ing getInvocationName ( )
{
f i n a l Optional<Keyword> f i r s t = seq ( keywords ) . f i n dF i r s t ( ) ;
a s s e r t name != nu l l | | f i r s t . i sP r e s en t ( ) ;
re turn f i r s t .map(Keyword : : getName ) . o rE l se (name ) ;
}
pub l i c Optional<Expression> getExpress ion ( )
{
f i n a l Optional<Keyword> f i r s t = seq ( keywords ) . f i n dF i r s t ( ) ;
re turn f i r s t .map(Keyword : : getExpress ion ) ;
}
pub l i c Seq<Str ing> getExpressionParams ( )
{
f i n a l Optional<Keyword> f i r s t = seq ( keywords ) . f i n dF i r s t ( ) ;
re turn f i r s t .map(Keyword : : getParameters ) . o rE l se ( empty ( ) ) ;
}
pub l i c List<Keyword> getExtraKeywords ( )
{
return seq ( keywords ) . sk ip ( 1 ) . t oL i s t ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /TempConditional . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Concept ;
import cml . language . generated . Condit iona l ;
import cml . language . generated . Express ion ;
import cml . language . generated . Type ;
import cml . language . types .TempNamedType ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelFunctions . conceptOf ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . f i r s tGene ra l i z a t i onAss i gnab l eFrom ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sAss ignableFrom ;
import s t a t i c cml . language . generated . Condit iona l . extendCondit iona l ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
pub l i c c l a s s TempConditional extends Express ionBase implements Condit iona l
{
pr iva t e f i n a l Condit iona l c ond i t i ona l ;
pub l i c TempConditional ( Express ion cond , Express ion then , Express ion e l s e )
{
super ( a sL i s t ( cond , then , e l s e ) ) ;
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t h i s . c ond i t i ona l = extendCondit iona l ( th i s , express ion , express ion , express ion , expre s s i on ) ;
}
@Override
pub l i c St r ing getKind ( )
{
return cond i t i ona l . getKind ( ) ;
}
@Override
pub l i c Express ion getCondExpr ( )
{
return cond i t i ona l . getCondExpr ( ) ;
}
@Override
pub l i c Express ion getThenExpr ( )
{
return cond i t i ona l . getThenExpr ( ) ;
}
@Override
pub l i c Express ion getElseExpr ( )
{
return cond i t i ona l . getElseExpr ( ) ;
}
@Override
pub l i c Type getType ( )
{
f i n a l Type thenType = getThenExpr ( ) . getType ( ) ;
f i n a l Type elseType = getElseExpr ( ) . getType ( ) ;








e l s e
{
f i n a l Optional<Concept> concept1 = getModel ( ) . f latMap (m −> conceptOf (m, thenType . getName ( ) ) ) ;
f i n a l Optional<Concept> concept2 = getModel ( ) . f latMap (m −> conceptOf (m, elseType . getName ( ) ) ) ;
i f ( concept1 . i sP r e s en t ( ) && concept2 . i sP r e s en t ( ) )
{
f i n a l Optional<Type> thenTypeGeneral izat ion = f i r s tGene ra l i z a t i onAss i gnab l eFrom ( thenType , e lseType ) ;
i f ( thenTypeGeneral izat ion . i sP r e s en t ( ) )
{
return thenTypeGeneral izat ion . get ( ) ;
}
e l s e
{
f i n a l Optional<Type> e l s eTypeGenera l i za t i on = f i r s tGene ra l i z a t i onAss i gnab l eFrom ( thenType , elseType ) ;
i f ( e l s eTypeGenera l i za t i on . i sP r e s en t ( ) )
{





return TempNamedType . c r ea t e ( thenType . ge tD iagnos t i c Id ( ) + ” |” + elseType . ge tD iagnos t i c Id ( ) ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return cond i t i ona l . g e tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /TypeCast . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import cml . language . generated . Type ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sCastAl lowed ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
pub l i c c l a s s TypeCast extends Express ionBase
{
pub l i c s t a t i c f i n a l St r ing ASB = ”asb ” ;
pub l i c s t a t i c f i n a l St r ing ASQ = ”asq ” ;
p r i va t e f i n a l Express ion expr ;
p r i va t e f i n a l St r ing operator ;
p r i va t e f i n a l Type castType ;
pub l i c TypeCast ( Express ion expr , f i n a l St r ing operator , f i n a l Type castType )
{
super ( s i n g l e t o nL i s t ( expr ) ) ;
t h i s . expr = expr ;
t h i s . operator = operator ;
t h i s . castType = castType ;
}













pub l i c St r ing getKind ( )
{





pub l i c Type getType ( )
{
f i n a l Type exprType = expr . getType ( ) ;








”%s :\n− l e f t operand i s ’%s : %s ’\n− r i gh t operand i s ’%s ’ ” ,
d iagnost icMessage ( operator , exprType , castType ) ,
expr . ge tD iagnos t i c Id ( ) ,
exprType . ge tD iagnos t i c Id ( ) ,
castType . ge tD iagnos t i c Id ( ) ) ) ;
}
}
pr iva t e s t a t i c St r ing diagnost icMessage ( St r ing operator , Type exprType , Type castType )
{
i f ( operator . equa l s (ASQ) && castType . i sRequ i red ( ) )
{
return ”Cannot use ’ as ? ’ to cas t to required−c a r d i n a l i t y type ” ;
}
e l s e i f ( operator . equa l s (ASB) && exprType . i sSequence ( ) && castType . i sRequ i red ( ) )
{
return ”Cannot cas t from sequence type to required−c a r d i n a l i t y type ” ;
}
e l s e i f ( exprType . i sSequence ( ) && castType . i sOpt iona l ( ) )
{
return ”Cannot cas t from sequence type to opt iona l−c a r d i n a l i t y type ” ;
}
e l s e
{
return format (” Incompatib le operand ( s ) f o r operator ’%s ’ ” ,




pub l i c St r ing ge tD iagnos t i c Id ( )
{
return expr . ge tD iagnos t i c Id ( ) + ( operator . equa l s (ASB) ? ”as ! ” : ” as ?”) + castType . ge tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /TypeCheck . java
package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import cml . language . generated . Type ;
import cml . language . types .TempNamedType ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sAss ignableFrom ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
pub l i c c l a s s TypeCheck extends Express ionBase
{
pr iva t e f i n a l Express ion expr ;
p r i va t e f i n a l St r ing operator ;
p r i va t e f i n a l Type checkedType ;
pub l i c TypeCheck ( Express ion expr , f i n a l S t r ing operator , f i n a l Type checkedType )
{
super ( s i n g l e t o nL i s t ( expr ) ) ;
t h i s . expr = expr ;
t h i s . operator = operator ;
t h i s . checkedType = checkedType ;
}













pub l i c St r ing getKind ( )
{
return ” type check ” ;
}
@Override
pub l i c Type getType ( )
{
f i n a l Type exprType = expr . getType ( ) ;








” Incompatib le operand ( s ) f o r operator ’%s ’ : \ n− l e f t operand i s ’%s : %s ’\n− r i gh t operand i s ’%s ’ ” ,
getOperator ( ) ,
expr . ge tD iagnos t i c Id ( ) ,
exprType . ge tD iagnos t i c Id ( ) ,




pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format(”%s i s %s ” , expr . ge tD iagnos t i c Id ( ) , checkedType . ge tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / exp r e s s i on s /Unary . java
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package cml . language . exp r e s s i on s ;
import cml . language . generated . Express ion ;
import cml . language . generated . Type ;
import cml . language . types .TempNamedType ;
import java . u t i l . Co l l e c t i on ;
import java . u t i l . HashMap ;
import java . u t i l .Map;
import java . u t i l . Optional ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eCo l l e c t i on ;
pub l i c c l a s s Unary extends Express ionBase
{
pr iva t e f i n a l Co l l e c t i on<Str ing> LOGIC OPERATORS = unmod i f i ab l eCo l l e c t i on ( s i n g l e t o nL i s t (
”not”
) ) ;
p r i va t e f i n a l Co l l e c t i on<Str ing> NUMERIC OPERATORS = unmod i f i ab l eCo l l e c t i on ( a sL i s t (
”+”, ”−”
) ) ;
p r i va t e s t a t i c Map<Str ing , Str ing> OPERATIONS =
new HashMap<Str ing , Str ing >()
{{
put (”+” , ”unary add ” ) ;
put (”−” , ” unary sub ” ) ;
put (” not ” , ”not ” ) ;
}} ;
p r i va t e f i n a l St r ing operator ;
p r i va t e f i n a l Express ion subExpr ;
pub l i c Unary ( St r ing operator , Express ion subExpr )
{
super ( s i n g l e t o nL i s t ( subExpr ) ) ;
t h i s . operator = operator ;
t h i s . subExpr = subExpr ;
}




pub l i c Optional<Str ing> getOperat ion ( )
{
f i n a l St r ing operat ion = OPERATIONS. get ( getOperator ( ) ) ;
re turn Optional . o fNu l l ab l e ( operat ion ) ;
}





pub l i c St r ing getKind ( )
{
return ”unary ” ;
}
@Override
pub l i c Type getType ( )
{
f i n a l Type subExprType = subExpr . getType ( ) ;
















” Incompatib le operand ’%s ’ o f type ’%s ’ f o r operator ’%s ’ . ” ,
getSubExpr ( ) . ge tD iagnos t i c Id ( ) ,
subExprType . ge tD iagnos t i c Id ( ) ,




pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format(”%s %s ” , getOperator ( ) , getSubExpr ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / f e a t u r e s /Function . java
package cml . language . f e a t u r e s ;
import cml . language . foundat ion . ScopeBase ;
import cml . language . generated . Express ion ;
import cml . language . generated . Type ;
import cml . language . types . TypeParameter ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . jooq . lambda . Seq ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . stream . Stream ;
import s t a t i c cml . language . generated . UndefinedType . createUndefinedType ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eL i s t ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;




pr iva t e St r ing name ;
p r i va t e Type type ;
p r i va t e List<TypeParameter> typeParams ;
pub l i c Function ( f i n a l St r ing name , f i n a l Type type , f i n a l Stream<FunctionParameter> parameters )
{
t h i s ( nul l , name , type , parameters ) ;
}
pub l i c Function ( @Nullable f i n a l TempModule module , f i n a l St r ing name , f i n a l Type type , f i n a l Stream<FunctionParameter> parameters )
{
t h i s (module , name , type , parameters , empty ( ) , nu l l ) ;
}
pub l i c Function ( @Nullable f i n a l TempModule module , f i n a l St r ing name , f i n a l Type type , f i n a l Stream<FunctionParameter> parameters , f i n a l Seq<TypeParameter> typeParams , f i n a l @Nullable Express ion expre s s i on )
{
super (module , seq ( concat ( seq ( parameters ) , seq ( Optional . o fNu l l ab l e ( expre s s i on ) ) ) ) . t oL i s t ( ) ) ;
t h i s . name = name ;
t h i s . type = type ;
t h i s . typeParams = typeParams . t oL i s t ( ) ;
}




pub l i c Type getType ( )
{
return type == nu l l && getExpress ion ( ) . i sP r e s en t ( ) ?
getExpress ion ( ) . get ( ) . getType ( ) :
( type == nu l l ? createUndefinedType (”Unable to f i nd type o f func t i on : ” + getDiagnos t i c Id ( ) ) : type ) ;
}
pub l i c List<FunctionParameter> getParameters ( )
{
return seq ( getMembers ( ) ) . f i l t e r (m −> m in s t anc eo f FunctionParameter )
. ca s t ( FunctionParameter . c l a s s )
. t oL i s t ( ) ;
}
pub l i c List<TypeParameter> getTypeParams ( )
{
return unmod i f i ab l eL i s t ( typeParams ) ;
}
pub l i c Optional<Expression> getExpress ion ( )
{
return seq ( getMembers ( ) ) . f i l t e r (m −> m in s t anc eo f Express ion )
. ca s t ( Express ion . c l a s s )
. f i n dF i r s t ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format (
” funct i on %s(%s ) −> %s ” , getName ( ) ,
seq ( getParameters ( ) ) . t oS t r ing (” , ”) ,
getType ( ) . ge tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / f e a t u r e s /FunctionParameter . java
package cml . language . f e a t u r e s ;
import cml . language . generated . Type ;
import cml . language . types . TypedElementBase ;
import s t a t i c java . lang . St r ing . format ;
pub l i c c l a s s FunctionParameter extends TypedElementBase
{
pub l i c FunctionParameter ( f i n a l St r ing name , f i n a l Type type )
{
super (name , type ) ;
}
pub l i c Type getMatchingResultType ( )
{
return getType ( ) . getMatchingResultType ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format(”%s : %s ” , getName ( ) , getType ( ) . ge tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / f e a t u r e s /TempConcept . java
package cml . language . f e a t u r e s ;
import cml . language . generated . ∗ ;
import java . u t i l . ArrayList ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . stream . Stream ;
import s t a t i c cml . language . f unc t i on s . ConceptFunctions . r ede f inedAnces to r s ;
import s t a t i c cml . language . f unc t i on s . ConceptFunctions . r ede f i n ed Inhe r i t edConc r e t ePrope r t i e s ;
import s t a t i c cml . language . generated . Concept . extendConcept ;
import s t a t i c cml . language . generated . Element . extendElement ;
import s t a t i c cml . language . generated . ModelElement . extendModelElement ;
import s t a t i c cml . language . generated . NamedElement . extendNamedElement ;
import s t a t i c cml . language . generated . PropertyLi s t . extendPropertyList ;
import s t a t i c cml . language . generated . Scope . extendScope ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c java . u t i l . stream . Stream . concat ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c i n t e r f a c e TempConcept extends Concept , PropertyLi s t
{
de f au l t List<Str ing> getDependencies ( )
{
return concat (
getGenera l i zat ionDependenc ie s ( ) . stream ( ) ,
getPropertyDependencies ( ) . stream ( ) )
. d i s t i n c t ( )
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. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<Str ing> getGenera l i zat ionDependenc ie s ( )
{
return getAl lAnces to r s ( ) . stream ()
.map(Concept : : getName )
. f i l t e r (name −> ! name . equa l s ( getName ( ) ) )
. d i s t i n c t ( )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<Str ing> getPropertyDependencies ( )
{
f i n a l Stream<Str ing> g en e r a l i z a t i o n s = getTrans i t ivePropertyConcepts ( ) . stream ()
. flatMap ( concept −> concept . ge tGenera l i zat ionDependenc ie s ( ) . stream ( ) ) ;
f i n a l Stream<Str ing> di rectDependenc ie s = getTrans i t ivePropertyConcepts ( ) . stream ()
.map(TempConcept : : getName ) ;
return concat ( g en e r a l i z a t i on s , d i rec tDependenc ie s )
. f i l t e r (name −> ! name . equa l s ( getName ( ) ) )
. d i s t i n c t ( )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<TempConcept> getTrans i t ivePropertyConcepts ( )
{
f i n a l List<TempConcept> concepts = new ArrayList <>();
seq ( getPropertyConcepts ( ) ) .map( c −> (TempConcept ) c ) . forEach ( c −> c . appendToPropertyConcepts ( concepts ) ) ;
re turn concepts ;
}
de f au l t void appendToPropertyConcepts ( List<TempConcept> concepts )
{
i f ( ! concepts . conta ins ( t h i s ) )
{
concepts . add ( t h i s ) ;
seq ( getPropertyConcepts ( ) ) .map( c −> (TempConcept ) c ) . forEach ( c −> c . appendToPropertyConcepts ( concepts ) ) ;
}
}
@SuppressWarnings (” unused ”)
de f au l t List<ConceptRedef> getRedef inedAncestors ( )
{
return rede f inedAnces to r s ( th i s , t h i s ) ;
}
@SuppressWarnings (” unused ”)
de f au l t List<Property> ge tRede f ined Inhe r i t edConcre t ePrope r t i e s ( )
{
return r ede f i n ed Inhe r i t edConc r e t ePrope r t i e s ( t h i s ) ;
}
de f au l t List<TempConcept> g e tA l lGene r a l i z a t i on s ( )
{
f i n a l List<TempConcept> g en e r a l i z a t i o n s = new ArrayList <>();
getAncestors ( ) . forEach ( c −> ( ( TempConcept ) c ) . appendToGeneral izat ions ( g e n e r a l i z a t i o n s ) ) ;
re turn g en e r a l i z a t i o n s ;
}
de f au l t void appendToGeneral izat ions ( List<TempConcept> g en e r a l i z a t i o n s )
{
i f ( ! g e n e r a l i z a t i o n s . conta ins ( t h i s ) )
{
g en e r a l i z a t i o n s . add ( t h i s ) ;
getAncestors ( ) . forEach ( c −> ( ( TempConcept ) c ) . appendToGeneral izat ions ( g e n e r a l i z a t i o n s ) ) ;
}
}
s t a t i c TempConcept c r ea t e (TempModule module , S t r ing name)
{
return c r ea t e (module , name , f a l s e , emptyList ( ) , nu l l ) ;
}
s t a t i c TempConcept c r ea t e (TempModule module , S t r ing name , List<Property> prope r tyL i s t )
{
return new ConceptImpl (module , name , f a l s e , propertyLi s t , nu l l ) ;
}
s t a t i c TempConcept c r ea t e (TempModule module , S t r ing name , boolean abs t rac t , List<Property> propertyLi s t , Location l o c a t i on )
{
return new ConceptImpl (module , name , abs t rac t , propertyLi s t , l o c a t i on ) ;
}
}
c l a s s ConceptImpl implements TempConcept
{
pr iva t e f i n a l Concept concept ;
ConceptImpl (TempModule module , S t r ing name , boolean abst rac t ion , f i n a l List<Property> prope r t i e s , Location l o c a t i on )
{
f i n a l Element element = extendElement ( t h i s ) ;
f i n a l ModelElement modelElement = extendModelElement ( th i s , element , module , l o c a t i on ) ;
f i n a l NamedElement namedElement = extendNamedElement ( th i s , element , modelElement , name ) ;
f i n a l Scope scope = extendScope ( th i s , element , modelElement , seq ( p r op e r t i e s ) .map(p −> (ModelElement )p ) . t oL i s t ( ) ) ;
f i n a l PropertyLi s t p rope r tyL i s t = extendPropertyList ( th i s , element , modelElement , scope ) ;
t h i s . concept = extendConcept ( th i s , element , modelElement , scope , namedElement , propertyLi s t , abs t rac t ion , emptyList ( ) , emptyList ( ) ) ;
}
@Override
pub l i c Optional<Location> getLocat ion ( )
{
return concept . getLocat ion ( ) ;
}
@Override
pub l i c Optional<Scope> getParent ( )
{
return concept . getParent ( ) ;
}
@Override
pub l i c Optional<Model> getModel ( )
{
return concept . getModel ( ) ;
}
@Override




return concept . getModule ( ) ;
}
@Override
pub l i c St r ing getName ( )
{
return concept . getName ( ) ;
}
@Override
pub l i c List<ModelElement> getMembers ( )
{
return concept . getMembers ( ) ;
}
@Override
pub l i c List<Property> ge tPrope r t i e s ( )
{
return concept . g e tPrope r t i e s ( ) ;
}
@Override
pub l i c boolean i sAbs t r a c t i on ( )
{
return concept . i sAbs t r a c t i on ( ) ;
}
@Override
pub l i c List<Property> getDer ivedProper t i e s ( )
{
return concept . ge tDer ivedProper t i e s ( ) ;
}
@Override
pub l i c List<Property> ge tAs so c i a t i onPrope r t i e s ( )
{
return concept . g e tAs so c i a t i onPrope r t i e s ( ) ;
}
@Override
pub l i c List<Type> getPropertyTypes ( )
{
return concept . getPropertyTypes ( ) ;
}
@Override
pub l i c List<Assoc iat ion> ge tAs so c i a t i on s ( )
{
return concept . g e tAs so c i a t i on s ( ) ;
}
@Override
pub l i c List<Property> g e t I n i tP r op e r t i e s ( )
{
return concept . g e t I n i tP r op e r t i e s ( ) ;
}
@Override
pub l i c List<Property> ge tNonIn i tPrope r t i e s ( )
{
return concept . ge tNonIn i tProper t i e s ( ) ;
}
@Override
pub l i c List<Property> ge tPr i n t ab l ePrope r t i e s ( )
{
return concept . g e tP r i n t ab l ePrope r t i e s ( ) ;
}
@Override
pub l i c List<Concept> getPropertyConcepts ( )
{
return concept . getPropertyConcepts ( ) ;
}
@Override
pub l i c List<Property> getNonDer ivedPropert ies ( )
{
return concept . getNonDer ivedPropert ies ( ) ;
}
@Override
pub l i c List<Property> ge t Invoca t i onPrope r t i e s ( )
{
return concept . g e t Invoca t i onPrope r t i e s ( ) ;
}
@Override
pub l i c List<Property> g e tS l o tP rope r t i e s ( )
{
return concept . g e tS l o tP rope r t i e s ( ) ;
}
@Override
pub l i c List<Inher i tance> ge tGene ra l i z a t i on s ( )
{
return concept . g e tGene ra l i z a t i on s ( ) ;
}
@Override
pub l i c List<Inher i tance> g e t Sp e c i a l i z a t i o n s ( )
{
return concept . g e t S p e c i a l i z a t i o n s ( ) ;
}
@Override
pub l i c List<Concept> getAncestors ( )
{
return concept . getAncestors ( ) ;
}
@Override
pub l i c List<Concept> getDescendants ( )
{
return concept . getDescendants ( ) ;
}
@Override
pub l i c List<Concept> getAl lAnces to r s ( )
{
return concept . ge tAl lAnces to r s ( ) ;
}
@Override
pub l i c List<Property> g e tA l lP rope r t i e s ( )
{




pub l i c List<Concept> ge t Inhe r i t edAnce s to r s ( )
{
return concept . g e t Inhe r i t edAnce s to r s ( ) ;
}
@Override
pub l i c List<Property> g e t I nh e r i t e dPrope r t i e s ( )
{
return concept . g e t I nh e r i t e dPrope r t i e s ( ) ;
}
@Override
pub l i c List<Property> ge t Inhe r i t edAbs t r a c tPrope r t i e s ( )
{
return concept . g e t Inhe r i t edAbs t r a c tPrope r t i e s ( ) ;
}
@Override
pub l i c List<Property> get Inher i t edNonRede f inedProper t i e s ( )
{
return concept . ge t Inher i t edNonRede f inedProper t i e s ( ) ;
}
@Override
pub l i c List<Property> getSuperProper t i e s ( )
{
return concept . ge tSuperProper t i e s ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return concept . ge tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / f e a t u r e s /Template . java
package cml . language . f e a t u r e s ;
import cml . language . foundat ion . NamedElementBase ;
pub l i c c l a s s Template extends NamedElementBase
{
pr iva t e f i n a l Function funct i on ;
pub l i c Template (TempModule module , Function funct i on )
{
super (module , funct i on . getName ( ) ) ;
t h i s . func t i on = funct i on ;
}
pub l i c Function getFunction ( )
{
return funct i on ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return funct i on . ge tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / f e a t u r e s /TempModule . java
package cml . language . f e a t u r e s ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . ∗ ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c cml . language . generated . Element . extendElement ;
import s t a t i c cml . language . generated . ModelElement . extendModelElement ;
import s t a t i c cml . language . generated . Module . extendModule ;
import s t a t i c cml . language . generated . NamedElement . extendNamedElement ;
import s t a t i c cml . language . generated . Scope . extendScope ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c java . u t i l . stream . Stream . concat ;
pub l i c i n t e r f a c e TempModule extends NamedElement , Scope , Module
{
de f au l t List<TempModule> getImportedModules ( )
{
return getImports ( ) . stream ()
.map( Import : : getImportedModule )
.map(m −> (TempModule)m)
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<TempConcept> getImportedConcepts ( )
{
return getImportedModules ( )
. stream ()
. flatMap (m −> m. getConcepts ( ) . stream ( ) )
.map( c −> (TempConcept ) c )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<TempConcept> getAl lConcepts ( )
{
return concat (
getConcepts ( ) . stream ( ) ,
getImportedConcepts ( ) . stream ( ) )
.map( c −> (TempConcept ) c )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<Template> getTemplates ( )
{
return getMembers ( ) . stream ()
. f i l t e r ( e −> e i n s t an c eo f Template )
.map( e −> ( Template ) e )
. c o l l e c t ( t oL i s t ( ) ) ;
}




return getMembers ( ) . stream ()
. f i l t e r ( e −> e i n s t an c eo f Function )
.map( e −> ( Function ) e )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<Function> getDef inedFunct ions ( )
{
return getMembers ( ) . stream ()
. f i l t e r ( e −> e i n s t an c eo f Function )
.map( e −> ( Function ) e )
. f i l t e r ( f −> f . getExpress ion ( ) . i sP r e s en t ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
s t a t i c TempModule c r ea t e (TempModel model , S t r ing name)
{
return new TempModuleImpl (model , name ) ;
}
}
c l a s s TempModuleImpl implements TempModule
{
pr iva t e f i n a l Module module ;
TempModuleImpl (TempModel model , S t r ing name)
{
f i n a l Element element = extendElement ( t h i s ) ;
f i n a l ModelElement modelElement = extendModelElement ( th i s , element , model , nu l l ) ;
f i n a l NamedElement namedElement = extendNamedElement ( th i s , element , modelElement , name ) ;
f i n a l Scope scope = extendScope ( th i s , element , modelElement , emptyList ( ) ) ;
t h i s . module = extendModule ( th i s , element , modelElement , namedElement , scope ) ;
}
@Override
pub l i c Optional<Location> getLocat ion ( )
{
return module . getLocat ion ( ) ;
}
@Override
pub l i c Optional<Scope> getParent ( )
{
return module . getParent ( ) ;
}
@Override
pub l i c Optional<Model> getModel ( )
{
return module . getModel ( ) ;
}
@Override
pub l i c St r ing getName ( )
{
return module . getName ( ) ;
}
@Override
pub l i c List<ModelElement> getMembers ( )
{
return module . getMembers ( ) ;
}
@Override
pub l i c Optional<Module> getModule ( )
{
return module . getModule ( ) ;
}
@Override
pub l i c List<Import> getImports ( )
{
return module . getImports ( ) ;
}
@Override
pub l i c List<Task> getTasks ( )
{
return module . getTasks ( ) ;
}
@Override
pub l i c List<Concept> getConcepts ( )
{
return module . getConcepts ( ) ;
}
@Override
pub l i c List<Assoc iat ion> ge tAs so c i a t i on s ( )
{
return module . g e tAs so c i a t i on s ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return module . ge tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /Diagnost i c . java
package cml . language . foundat ion ;
import cml . language . generated . Element ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . ArrayList ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s Diagnost i c
{
pr iva t e f i n a l St r ing code ;
p r i va t e f i n a l Element element ;
p r i va t e f i n a l @Nullable St r ing message ;
p r i va t e f i n a l List<? extends Element> pa r t i c i p an t s ;
pub l i c Diagnost i c ( St r ing code , Element element )
{




pub l i c Diagnost i c ( St r ing code , Element element , @Nullable St r ing message )
{
t h i s ( code , element , message , emptyList ( ) ) ;
}
pub l i c Diagnost i c ( St r ing code , Element element , List<? extends Element> pa r t i c i p an t s )
{
t h i s ( code , element , nul l , p a r t i c i p an t s ) ;
}
@SuppressWarnings (”WeakerAccess ”)
pub l i c Diagnost i c ( St r ing code , Element element , @Nullable St r ing message , List<? extends Element> pa r t i c i p an t s )
{
t h i s . code = code ;
t h i s . element = element ;
t h i s . message = message ;
t h i s . p a r t i c i p an t s = new ArrayList<>(p a r t i c i p an t s ) ;
}








pub l i c Optional<Str ing> getMessage ( )
{
return Optional . o fNu l l ab l e ( message ) ;
}
pub l i c List<? extends Element> ge tPa r t i c i pan t s ( )
{
return pa r t i c i p an t s ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion / Invar i ant . java
package cml . language . foundat ion ;
import cml . language . generated . ModelElement ;
pub l i c i n t e r f a c e Invar iant<T extends ModelElement>
{
boolean eva luate (T s e l f ) ;
D iagnost i c c r ea t eD iagno s t i c (T s e l f ) ;
d e f au l t boolean i s C r i t i c a l ( )
{
return f a l s e ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion / Invar i an tVa l ida to r . java
package cml . language . foundat ion ;
import cml . language . generated . ModelElement ;
import java . u t i l . L i s t ;
@Funct iona l Inter face
pub l i c i n t e r f a c e Invar iantVa l idator<T extends ModelElement>
{
List<Invar iant<T>> ge t Inva r i an t s ( ) ;
d e f au l t void va l i d a t e (T s e l f , L ist<Diagnost ic> d i a gno s t i c s )
{
f o r ( Invar iant<T> i nva r i an t : g e t Inva r i an t s ( ) )
{
i f ( ! i nva r i an t . eva luate ( s e l f ) )
{
d i a gno s t i c s . add ( inva r i an t . c r ea t eD iagno s t i c ( s e l f ) ) ;





==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /ModelElementBase . java
package cml . language . foundat ion ;
import cml . language . generated . ∗ ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . Optional ;
import s t a t i c cml . language . generated . Element . extendElement ;
import s t a t i c cml . language . generated . ModelElement . extendModelElement ;
pub l i c abs t rac t c l a s s ModelElementBase implements ModelElement
{
protected f i n a l Element element ;
protected f i n a l ModelElement modelElement ;
protected ModelElementBase ( )
{
t h i s ( nu l l ) ;
}
protected ModelElementBase ( @Nullable Scope parent )
{
element = extendElement ( t h i s ) ;
modelElement = extendModelElement ( th i s , element , parent , nu l l ) ;
}
@Override
pub l i c Optional<Location> getLocat ion ( )
{
return modelElement . getLocat ion ( ) ;
}
@Override
pub l i c Optional<Scope> getParent ( )
{





pub l i c Optional<Model> getModel ( )
{
return modelElement . getModel ( ) ;
}
@Override
pub l i c Optional<Module> getModule ( )
{
return modelElement . getModule ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /NamedElementBase . java
package cml . language . foundat ion ;
import cml . language . generated . NamedElement ;
import cml . language . generated . Scope ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import s t a t i c cml . language . generated . Element . extendElement ;
import s t a t i c cml . language . generated . NamedElement . extendNamedElement ;
pub l i c abs t rac t c l a s s NamedElementBase extends ModelElementBase implements NamedElement
{
pr iva t e f i n a l NamedElement namedElement ;
pub l i c NamedElementBase ( St r ing name)
{
t h i s ( nul l , name ) ;
}
pub l i c NamedElementBase ( @Nullable Scope parent , S t r ing name)
{
super ( parent ) ;
namedElement = extendNamedElement ( th i s , extendElement ( t h i s ) , modelElement , name ) ;
}
@Override
pub l i c St r ing getName ( )
{
return namedElement . getName ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /Pair . java
package cml . language . foundat ion ;
import cml . language . generated . ModelElement ;
import java . u t i l . Objects ;
import s t a t i c java . u t i l . Objects . hash ;
pub l i c c l a s s Pair<T extends ModelElement>
{
pr iva t e f i n a l T l e f t ;
p r i va t e f i n a l T r i gh t ;
pub l i c Pair (T l e f t , T r i gh t )
{
t h i s . l e f t = l e f t ;
t h i s . r i gh t = r i gh t ;
}
pub l i c T ge tLe f t ( )
{
return l e f t ;
}
pub l i c T getRight ( )
{
return r i gh t ;
}
@Override
pub l i c boolean equa l s ( Object o )
{
i f ( t h i s == o ) return true ;
i f ( o == nu l l | | getClas s ( ) != o . getClas s ( ) ) return f a l s e ;
Pair<?> pa i r = ( Pair<?>) o ;
re turn ( Objects . equa l s ( l e f t , pa i r . l e f t ) &&
Objects . equa l s ( r ight , pa i r . r i gh t ) ) | |
( Objects . equa l s ( l e f t , pa i r . r i gh t ) &&
Objects . equa l s ( r ight , pa i r . l e f t ) ) ;
}
@Override
pub l i c i n t hashCode ( )
{
f i n a l i n t h1 = l e f t == nu l l ? 0 : l e f t . hashCode ( ) ;
f i n a l i n t h2 = r i gh t == nu l l ? 0 : r i gh t . hashCode ( ) ;
re turn h1 > h2 ? hash (h2 , h1 ) : hash (h1 , h2 ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /Parameter . java
package cml . language . foundat ion ;
import cml . language . generated . ∗ ;
import cml . language . types .TempNamedType ;
import cml . language . types . TypedElementBase ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . siblingNamed ;
import s t a t i c cml . language . generated . ModelElement . extendModelElement ;
import s t a t i c cml . language . generated . NamedElement . extendNamedElement ;
import s t a t i c java . u t i l . Optional . empty ;
pub l i c i n t e r f a c e Parameter extends TypedElement
{
Optional<Str ing> getScopeName ( ) ;
d e f au l t Optional<Parameter> getParameterScope ( )
{




return siblingNamed ( getScopeName ( ) . get ( ) , th i s , Parameter . c l a s s ) ;
}
e l s e
{
return empty ( ) ;
}
}
s t a t i c Parameter c r ea t e ( St r ing name , TempNamedType type , @Nullable St r ing scopeName )
{
return new ParameterImpl (name , type , scopeName ) ;
}
}
c l a s s ParameterImpl extends TypedElementBase implements Parameter
{
pr iva t e f i n a l @Nullable St r ing scopeName ;
ParameterImpl ( St r ing name , TempNamedType type , @Nullable St r ing scopeName )
{
super (name , type ) ;
t h i s . scopeName = scopeName ;
}
@Override
pub l i c Optional<Str ing> getScopeName ( )
{
return Optional . o fNu l l ab l e ( scopeName ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return getType ( ) . g e tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /ScopeBase . java
package cml . language . foundat ion ;
import cml . language . generated . ModelElement ;
import cml . language . generated . Scope ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . L i s t ;
pub l i c abs t rac t c l a s s ScopeBase extends ModelElementBase implements Scope
{
protected f i n a l Scope scope ;
pub l i c ScopeBase ( @Nullable Scope parent , List<ModelElement> members )
{
super ( parent ) ;
t h i s . scope = Scope . extendScope ( th i s , element , modelElement , members ) ;
}
@Override
pub l i c List<ModelElement> getMembers ( )
{
return scope . getMembers ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / foundat ion /TempModel . java
package cml . language . foundat ion ;
import cml . language . f e a t u r e s . Function ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . f e a t u r e s . Template ;
import cml . language . generated . ∗ ;
import java . u t i l . Comparator ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c cml . language . generated . Element . extendElement ;
import s t a t i c cml . language . generated . ModelElement . extendModelElement ;
import s t a t i c cml . language . generated . NamedElement . extendNamedElement ;
import s t a t i c cml . language . generated . Scope . extendScope ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
pub l i c i n t e r f a c e TempModel extends NamedElement , Scope , Model
{
de f au l t List<TempConcept> getOrderedConcepts ( )
{
return getConcepts ( ) . stream ()
.map( c −> (TempConcept ) c )
. so r ted ( byDependencyOrder ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
s t a t i c Comparator<TempConcept> byDependencyOrder ( )
{
return (TempConcept c1 , TempConcept c2 ) −> {
t ry
{
f i n a l boolean c1 g t c 2 = c1 . getDependencies ( ) . conta ins ( c2 . getName ( ) ) ;
f i n a l boolean c2 g t c 1 = c2 . getDependencies ( ) . conta ins ( c1 . getName ( ) ) ;
i f ( c 1 g t c 2 && c2 g t c1 )
{
// I f concepts depend on each other , the more gene ra l one i s l i s t e d f i r s t :
i f ( c1 . getGenera l i zat ionDependenc ie s ( ) . conta ins ( c2 . getName ( ) ) ) return +1;
e l s e i f ( c2 . getGenera l i zat ionDependenc ie s ( ) . conta ins ( c1 . getName ( ) ) ) return −1;
e l s e return 0 ;
}
e l s e i f ( c 1 g t c 2 ) return +1;
e l s e i f ( c 2 g t c 1 ) return −1;
e l s e return 0 ;
}
catch ( Throwable e )
{
e . pr intStackTrace ( ) ;






de f au l t List<Template> getTemplates ( )
{
return getModules ( ) . stream ()
.map(m −> (TempModule)m)
. flatMap (m −> m. getTemplates ( ) . stream ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<Function> getFunct ions ( )
{
return getModules ( ) . stream ()
.map(m −> (TempModule)m)
. flatMap (m −> m. getFunct ions ( ) . stream ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
de f au l t List<Function> getDef inedFunct ions ( )
{
return getModules ( ) . stream ()
.map(m −> (TempModule)m)
. flatMap (m −> m. getDef inedFunct ions ( ) . stream ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
s t a t i c TempModel c r ea t e ( )
{
return new ModelImpl ( ) ;
}
}
c l a s s ModelImpl implements TempModel
{
pr iva t e f i n a l Model model ;
ModelImpl ( )
{
f i n a l Element element = extendElement ( t h i s ) ;
f i n a l ModelElement modelElement = extendModelElement ( th i s , element , nul l , nu l l ) ;
f i n a l NamedElement namedElement = extendNamedElement ( th i s , element , modelElement , ” ” ) ;
f i n a l Scope scope = extendScope ( th i s , element , modelElement , emptyList ( ) ) ;
t h i s . model = Model . extendModel ( th i s , element , modelElement , namedElement , scope ) ;
}
@Override
pub l i c Optional<Location> getLocat ion ( )
{
return model . getLocat ion ( ) ;
}
@Override
pub l i c Optional<Scope> getParent ( )
{
return model . getParent ( ) ;
}
@Override
pub l i c List<ModelElement> getMembers ( )
{
return model . getMembers ( ) ;
}
@Override
pub l i c Optional<Model> getModel ( )
{
return model . getModel ( ) ;
}
@Override
pub l i c Optional<Module> getModule ( )
{
return model . getModule ( ) ;
}
@Override
pub l i c List<Module> getModules ( )
{
return model . getModules ( ) ;
}
@Override
pub l i c List<Task> getTasks ( )
{
return model . getTasks ( ) ;
}
@Override
pub l i c List<Concept> getConcepts ( )
{
return model . getConcepts ( ) ;
}
@Override
pub l i c List<Assoc iat ion> ge tAs so c i a t i on s ( )
{
return model . g e tAs so c i a t i on s ( ) ;
}
@Override
pub l i c St r ing getName ( )
{
return model . getName ( ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return model . g e tD iagnos t i c Id ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s /ConceptFunctions . java
package cml . language . f unc t i on s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Pair ;
import cml . language . generated . ConceptRedef ;
import cml . language . generated . Property ;
import cml . language . generated . PropertyRedef ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . f unc t i on . Function ;
import java . u t i l . stream . Stream ;
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import s t a t i c cml . language . generated . ConceptRedef . createConceptRedef ;
import s t a t i c cml . language . generated . PropertyRedef . c reatePropertyRedef ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c java . u t i l . stream . Stream . concat ;
import s t a t i c org . jooq . lambda . Seq . seq ;
@SuppressWarnings (”WeakerAccess ”)
pub l i c c l a s s ConceptFunctions
{
pub l i c s t a t i c List<Property> r ede f i n ed Inhe r i t edConc r e t ePrope r t i e s (TempConcept concept )
{
return concept . g e t I nh e r i t e dPrope r t i e s ( )
. stream ()
. f i l t e r ( Property : : i sConcre te )
.map(p −> propertyOf ( concept , p . getName ( ) ) . o rE l se (p ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c s t a t i c Optional<Property> propertyOf (TempConcept concept , S t r ing propertyName )
{
return concept . g e tPrope r t i e s ( ) . stream ()
. f i l t e r (p −> p . getName ( ) . equa l s ( propertyName ) )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Function<TempConcept , ConceptRedef> conceptRedef ined (TempConcept concept , TempConcept rede fBase )
{
return c −> {
f i n a l List<PropertyRedef> propertyRedefs = c . getNonDer ivedPropert ies ( )
. stream ()
.map(p −> propertyOf ( concept , p . getName ( ) ) . o rE l se (p ) )
. f i l t e r (p −> p . getConcept ( ) . i sP r e s en t ( ) )
.map(p −> createPropertyRedef (p , p . getConcept ( ) . get ( ) == redefBase ) )
. c o l l e c t ( t oL i s t ( ) ) ;
re turn createConceptRedef ( c , propertyRedefs ) ;
} ;
}
pub l i c s t a t i c Function<ConceptRedef , ConceptRedef> overr idden ( List<ConceptRedef> r e d e f i n i t i o n s )
{
return conceptRedef −> {
f i n a l Optional<ConceptRedef> ove r r i d e = r e d e f i n i t i o n s . stream ()
. f i l t e r ( o −> o . getConcept ( ) == conceptRedef . getConcept ( ) )
. f i n dF i r s t ( ) ;
i f ( ove r r i d e . i sP r e s en t ( ) )
{
f i n a l List<PropertyRedef> propertyRedefs = conceptRedef . getPropertyRedefs ( )
. stream ()
.map(p −> propertyRedefOf ( ove r r i d e . get ( ) . getPropertyRedefs ( ) , p ) . o rE l se (p ) )
. c o l l e c t ( t oL i s t ( ) ) ;
re turn createConceptRedef ( conceptRedef . getConcept ( ) , propertyRedefs ) ;
}






pub l i c s t a t i c Optional<PropertyRedef> propertyRedefOf ( List<PropertyRedef> propertyRedefs , PropertyRedef propertyRedef )
{
return propertyRedefs . stream ()
. f i l t e r (p −> p . getProp ( ) . getName ( ) . equa l s ( propertyRedef . getProp ( ) . getName ( ) ) )
. f i l t e r (p −> p . i sRede f ined ( ) )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c List<ConceptRedef> r ede f inedAnces to r s (TempConcept concept )
{
return rede f inedAnces to r s ( concept , concept ) ;
}
pub l i c s t a t i c List<ConceptRedef> r ede f inedAnces to r s (TempConcept concept , TempConcept rede fBase )
{
f i n a l List<ConceptRedef> r e d e f i n i t i o n s = concept . ge tAl lAnces to r s ( )
. stream ()
.map( c −> (TempConcept ) c )
.map( conceptRedef ined ( concept , rede fBase ) )
. c o l l e c t ( t oL i s t ( ) ) ;
f i n a l Stream<ConceptRedef> i n h e r i t e dRed e f i n i t i o n s = concept . getAncestors ( )
. stream ()
. flatMap ( c −> r ede f inedAnces to r s ( ( TempConcept ) c , rede fBase )
. stream ( ) )
.map( overr idden ( r e d e f i n i t i o n s ) ) ;
re turn seq ( concat ( i nh e r i t e dRede f i n i t i on s , r e d e f i n i t i o n s . stream ( ) ) )
. d i s t i n c t ( r −> r . getConcept ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c s t a t i c List<Pair<TempConcept>> g en e r a l i z a t i o nPa i r s (TempConcept concept )
{
return concept . getAncestors ( ) . stream ( ) . flatMap (
c1 −> concept . getAncestors ( ) . stream ()
. f i l t e r ( c2 −> c1 != c2 )
.map( c2 −> new Pair<>((TempConcept ) c1 , (TempConcept ) c2 ) )
)
. d i s t i n c t ( )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c s t a t i c List<Pair<Property>> gene ra l i z a t i onPrope r tyPa i r s (TempConcept concept )
{
return g en e r a l i z a t i o nPa i r s ( concept ) . stream ( ) . flatMap ( pa i r −>
pa i r . g e tLe f t ( ) . g e tA l lP rope r t i e s ( ) . stream ( ) . flatMap (p1 −>
pa i r . getRight ( )
. g e tA l lP rope r t i e s ( )
. stream ()
. f i l t e r ( p2 −> p1 != p2 )
. f i l t e r ( p2 −> p1 . getName ( ) . equa l s ( p2 . getName ( ) ) )
.map(p2 −> new Pair<>(p1 , p2 ) )
)
)
. d i s t i n c t ( )
. c o l l e c t ( t oL i s t ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s /ModelElementFunctions . java
package cml . language . f unc t i on s ;
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import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . generated . Import ;
import cml . language . generated . ModelElement ;
import cml . language . types .TempNamedType ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ScopeFunctions .memberNamed ;
import s t a t i c java . u t i l . Optional . empty ;
@SuppressWarnings (”WeakerAccess ”)
pub l i c c l a s s ModelElementFunctions
{
pub l i c s t a t i c Optional<TempModule> moduleOf (ModelElement element )
{
i f ( element i n s t an c eo f Import )
{
f i n a l Import import = ( Import ) element ;
f i n a l TempModule module = (TempModule) import . getImportedModule ( ) ;
re turn Optional . o f (module ) ;
}
e l s e i f ( element i n s t an c eo f TempModule)
{
f i n a l TempModule module = (TempModule) element ;
re turn Optional . o f (module ) ;
}
e l s e
{
// no inspec t i on Convert2MethodRef
return element . getParent ( ) . flatMap ( s −> moduleOf ( s ) ) ;
}
}
pub l i c s t a t i c TempNamedType sel fTypeOf (ModelElement element )
{
i f ( element i n s t an c eo f TempConcept )
{
f i n a l TempConcept concept = (TempConcept ) element ;
f i n a l TempNamedType namedType = TempNamedType . c r ea t e ( concept . getName ( ) ) ;
namedType . setConcept ( concept ) ;
re turn namedType ;
}
e l s e
{
a s s e r t element . getParent ( ) . i sP r e s en t ( ) : ”Parent scope requ i r ed in order to determine s e l f ’ s type . ” ;
re turn sel fTypeOf ( element . getParent ( ) . get ( ) ) ;
}
}
pub l i c s t a t i c <T> Optional<T> siblingNamed ( St r ing name , ModelElement element , Class<T> c l a z z )
{
i f ( element . getParent ( ) . i sP r e s en t ( ) )
{
return memberNamed(name , element . getParent ( ) . get ( ) , c l a z z ) ;
}
e l s e
{




==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s /ModelFunctions . java
package cml . language . f unc t i on s ;
import cml . language . f e a t u r e s . Function ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . f e a t u r e s . Template ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . ∗ ;
import java . u t i l . Optional ;
@SuppressWarnings (” unused ”)
pub l i c c l a s s ModelFunctions
{
pub l i c s t a t i c Optional<TempModule> moduleOf (TempModel model , S t r ing name)
{
f o r ( f i n a l Module module : model . getModules ( ) )
{
i f (module . getName ( ) . equa l s (name ) )
{
return Optional . o f ( (TempModule) module ) ;
}
}
return Optional . empty ( ) ;
}
pub l i c s t a t i c Optional<Concept> conceptOf (Model model , S t r ing name)
{
return model . getConcepts ( )
. stream ()
. f i l t e r ( concept −> concept . getName ( ) . equa l s (name ) )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Optional<Assoc iat ion> a s so c i a t i onOf (TempModel model , S t r ing name)
{
return model . g e tAs so c i a t i on s ( )
. stream ()
. f i l t e r ( a s s o c i a t i o n −> a s s o c i a t i o n . getName ( ) . equa l s (name ) )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Optional<Task> targetOf (TempModel model , S t r ing name)
{
return model . getTasks ( )
. stream ()
. f i l t e r ( t a rg e t −> t a rg e t . getName ( ) . equa l s (name ) )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Optional<Template> templateOf (TempModel model , S t r ing name)
{
return model . getTemplates ( )
. stream ()
. f i l t e r ( t −> t . getName ( ) . equa l s (name ) )
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. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Optional<Function> funct ionOf (TempModel model , S t r ing name)
{
return model . getFunct ions ( )
. stream ()
. f i l t e r ( t −> t . getName ( ) . equa l s (name ) )
. f i n dF i r s t ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s /ModelVis i torFunct ions . java
package cml . language . f unc t i on s ;
import cml . language . f e a t u r e s . Function ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Assoc i a t i on ;
import cml . language . generated . Express ion ;
import cml . language . generated . Property ;
import cml . language . l oader . ModelVis i tor ;
import s t a t i c org . jooq . lambda . Seq . seq ;
@SuppressWarnings (”WeakerAccess ”)
pub l i c c l a s s ModelVis i torFunct ions
{
pub l i c s t a t i c void v i s i tMode l (TempModel model , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t (model ) ;
model . getModules ( ) . forEach (m −> vis i tModule ( (TempModule) m, v i s i t o r ) ) ;
model . getConcepts ( ) . forEach ( c −> v i s i tConcept ( ( TempConcept ) c , v i s i t o r ) ) ;
model . g e tAs so c i a t i on s ( ) . forEach ( a −> v i s i tA s s o c i a t i o n (a , v i s i t o r ) ) ;
}
pub l i c s t a t i c void v i s i tModule (TempModule module , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t (module ) ;
module . getDef inedFunct ions ( ) . forEach ( f −> v i s i tFunc t i on ( f , v i s i t o r ) ) ;
}
pub l i c s t a t i c void v i s i tFunc t i on ( Function funct ion , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t ( func t i on ) ;
func t i on . getExpress ion ( ) . i fP r e s en t ( expre s s i on −> v i s i tExp r e s s i o n ( express ion , v i s i t o r ) ) ;
}
pub l i c s t a t i c void v i s i tConcept (TempConcept concept , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t ( concept ) ;
seq ( concept . g e tPrope r t i e s ( ) ) . forEach (p −> v i s i tP rope r t y (p , v i s i t o r ) ) ;
}
pub l i c s t a t i c void v i s i tA s s o c i a t i o n ( Assoc ia t i on a s so c i a t i on , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t ( a s s o c i a t i o n ) ;
a s s o c i a t i o n . getAssoc iat ionEnds ( ) . forEach ( v i s i t o r : : v i s i t ) ;
}
pub l i c s t a t i c void v i s i tP rope r t y ( Property property , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t ( property ) ;
property . getValue ( ) . i fP r e s en t ( expre s s i on −> v i s i tExp r e s s i on ( express ion , v i s i t o r ) ) ;
}
pub l i c s t a t i c void v i s i tExp r e s s i on ( Express ion express ion , ModelVis i tor v i s i t o r )
{
v i s i t o r . v i s i t ( expre s s i on ) ;
expre s s i on . getOperands ( ) . forEach ( e −> v i s i tExp r e s s i on ( e , v i s i t o r ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s /ModuleFunctions . java
package cml . language . f unc t i on s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Import ;
import cml . language . generated . Locat ion ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelFunctions . moduleOf ;
import s t a t i c cml . language . generated . Import . createImport ;
@SuppressWarnings (” unused ”)
pub l i c c l a s s ModuleFunctions
{
pub l i c s t a t i c Optional<TempModule> importedModuleOf (TempModule module , S t r ing name)
{
f o r ( f i n a l TempModule m: module . getImportedModules ( ) )
{
i f (m. getName ( ) . equa l s (name ) )
{
return Optional . o f (m) ;
}
}
return Optional . empty ( ) ;
}
pub l i c s t a t i c Optional<TempModule> selfOrImportedModuleOf (TempModule module , S t r ing name)
{
i f (module . getName ( ) . equa l s (name ) )
{
return Optional . o f (module ) ;
}




pub l i c s t a t i c Optional<TempConcept> conceptOf (TempModule module , S t r ing name)
{
return module . getAl lConcepts ( )
. stream ()
. f i l t e r ( concept −> concept . getName ( ) . equa l s (name ) )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Import createImportOfModule ( f i n a l St r ing moduleName , f i n a l Locat ion locat i on , f i n a l TempModule importingModule )
{
a s s e r t importingModule . getModel ( ) . i sP r e s en t ( ) ;
f i n a l TempModel model = (TempModel ) importingModule . getModel ( ) . get ( ) ;
f i n a l Optional<TempModule> ex ist ingModule = moduleOf (model , moduleName ) ;
f i n a l boolean f i r s t Impo r t = ! ex ist ingModule . i sP r e s en t ( ) ;
f i n a l TempModule importedModule = f i r s t Impo r t ? TempModule . c r ea t e (model , moduleName) : ex ist ingModule . get ( ) ;
re turn createImport (moduleName , importingModule , l o ca t i on , importedModule , f i r s t Impo r t ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s / ScopeFunctions . java
package cml . language . f unc t i on s ;
import cml . language . exp r e s s i on s . LambdaScope ;
import cml . language . exp r e s s i on s . Path ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . generated . ∗ ;
import cml . language . types .TempNamedType ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . se l fTypeOf ;
import s t a t i c java . u t i l . Optional . empty ;
import s t a t i c java . u t i l . Optional . o fNu l l ab l e ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
@SuppressWarnings (”WeakerAccess ”)
pub l i c c l a s s ScopeFunctions
{
pub l i c s t a t i c <T> List<T> membersOf ( Scope scope , Class<T> c l a z z )
{
// no inspec t i on unchecked
return scope . getMembers ( )
. stream ()
. f i l t e r ( e −> c l a z z . i sAss ignableFrom ( e . ge tClas s ( ) ) )
.map( e −> (T) e )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pub l i c s t a t i c <T> Optional<T> memberNamed( St r ing name , Scope scope , Class<T> c l a z z )
{
// no inspec t i on unchecked
return membersOf ( scope , NamedElement . c l a s s )
. stream ()
. f i l t e r ( e −> name . equa l s ( e . getName ( ) ) )
. f i l t e r ( e −> c l a z z . i sAss ignableFrom ( e . ge tClas s ( ) ) )
.map( e −> (T) e )
. f i n dF i r s t ( ) ;
}
pub l i c s t a t i c Optional<Type> typeOfMemberNamed( St r ing name , Scope scope )
{
f i n a l Optional<TypedElement> typedElement = memberNamed(name , scope , TypedElement . c l a s s ) ;
re turn typedElement .map( e −> e . getType ( ) ) ;
}
pub l i c s t a t i c <T> Optional<T> elementNamed ( St r ing name , Scope scope , Class<T> c l a z z )
{
f i n a l Optional<T> member = memberNamed(name , scope , c l a z z ) ;




e l s e i f ( scope . getParent ( ) . i sP r e s en t ( ) )
{
return elementNamed (name , scope . getParent ( ) . get ( ) , c l a z z ) ;
}
return empty ( ) ;
}
pub l i c s t a t i c Optional<Scope> scopeOfType (Type type , Scope scope )
{
i f ( type i n s t an c eo f TempNamedType)
{
f i n a l TempNamedType namedType = (TempNamedType) type ;
return elementNamed (namedType . getName ( ) , scope , Scope . c l a s s ) ;
}
return empty ( ) ;
}
pub l i c s t a t i c Optional<Type> typeOfVariableNamed ( St r ing name , Scope scope )
{
i f (name . equa l s (” s e l f ” ) )
{
return o fNu l l ab l e ( se l fTypeOf ( scope ) ) ;
}
e l s e i f ( scope i n s t an c eo f Let )
{
f i n a l Let l e t = ( Let ) scope ;
i f ( l e t . ge tVar iab l e ( ) . equa l s (name ) )
{
return Optional . o f ( l e t . getVariableExpr ( ) . getType ( ) ) ;
}
}
e l s e i f ( scope i n s t an c eo f LambdaScope )
{
f i n a l LambdaScope lambdaScope = (LambdaScope ) scope ;
f i n a l Optional<Type> type = o fNu l l ab l e ( lambdaScope . getParameters ( ) . get (name ) ) ;
i f ( type . i sP r e s en t ( ) ) return type ;
}
e l s e i f ( scope i n s t an c eo f Path )
{
f i n a l Path path = (Path ) scope ;
f i n a l Optional<Scope> typeScope = scopeOfType ( path . getType ( ) , scope ) ;
f i n a l Optional<Type> type = typeScope . flatMap ( s −> typeOfVariableNamed (name , s ) ) ;




e l s e i f ( scope i n s t an c eo f TempConcept )
{
f i n a l Optional<Type> memberType = typeOfMemberNamed(name , scope ) ;
i f (memberType . i sP r e s en t ( ) ) return memberType ;
f i n a l TempConcept concept = (TempConcept ) scope ;
f o r ( Concept ances tor : concept . getAncestors ( ) )
{
f i n a l Optional<Type> type = typeOfVariableNamed (name , ances tor ) ;
i f ( type . i sP r e s en t ( ) ) return type ;
}
}
e l s e
{
f i n a l Optional<Type> memberType = typeOfMemberNamed(name , scope ) ;
i f (memberType . i sP r e s en t ( ) ) return memberType ;
}
return scope . getParent ( ) . f latMap ( s −> typeOfVariableNamed (name , s ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / func t i on s /TypeFunctions . java
package cml . language . f unc t i on s ;
import cml . language . exp r e s s i on s . TypeCast ;
import cml . language . f e a t u r e s . FunctionParameter ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . generated . Type ;
import cml . language . generated . ValueType ;
import cml . language . types . FunctionType ;
import cml . language . types .MemberType ;
import cml . language . types .TempNamedType ;
import cml . language . types . TupleType ;
import java . u t i l . L i s t ;
import java . u t i l . Objects ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . se l fTypeOf ;
import s t a t i c cml . language . generated . ValueType . createValueType ;
import s t a t i c cml . p r im i t i v e s . Types . subtype ;
import s t a t i c org . jooq . lambda . Seq . seq ;
import s t a t i c org . jooq . lambda . Seq . z ip ;
@SuppressWarnings (”WeakerAccess ”)
pub l i c c l a s s TypeFunctions
{
pub l i c s t a t i c Type wi thCard ina l i ty (Type type , St r ing c a r d i n a l i t y )
{
i f ( type i n s t an c eo f ValueType )
{
return createValueType ( ca rd ina l i t y , type . getName ( ) ) ;
}
e l s e i f ( type i n s t an c eo f TempNamedType)
{
f i n a l TempNamedType namedType = (TempNamedType) type ;
f i n a l TempNamedType newType = TempNamedType . c r ea t e (namedType . getName ( ) , c a r d i n a l i t y ) ;
namedType . getConcept ( ) .map( c −> (TempConcept ) c ) . i fP r e s en t (newType : : setConcept ) ;
re turn newType ;
}
e l s e i f ( type i n s t an c eo f TupleType )
{
f i n a l TupleType tupleType = (TupleType ) type ;
return new TupleType ( seq ( tupleType . getElements ( ) ) , c a r d i n a l i t y ) ;
}




e l s e
{
throw new UnsupportedOperationException (” wi thCard ina l i ty (” + type + ” , ” + ca r d i n a l i t y + ” ) ” ) ;
}
}
pub l i c s t a t i c boolean isElementTypeAssignableFrom (Type leftType , Type rightType )
{
a s s e r t l e f tType . i sRequ i red ( ) ;
a s s e r t rightType . i sRequ i red ( ) ;
i f ( l e f tType i n s t an c eo f ValueType && rightType i n s t an c eo f ValueType )
{
return subtype ( rightType . getName ( ) , l e f tType . getName ( ) ) ;
}
e l s e i f ( l e f tType i n s t an c eo f TempNamedType)
{
f i n a l TempNamedType leftNamedType = (TempNamedType) le f tType ;
i f ( r ightType i n s t an c eo f TempNamedType)
{
f i n a l TempNamedType rightNamedType = (TempNamedType) rightType ;




e l s e i f ( leftNamedType . getConcept ( ) . i sP r e s en t ( ) && rightNamedType . getConcept ( ) . i sP r e s en t ( ) )
{
return seq ( rightNamedType . getConcept ( ) ) .map( c −> (TempConcept ) c )
. f latMap ( c −> c . g e tA l lGene r a l i z a t i on s ( ) . stream ( ) )
. anyMatch ( c −> isElementTypeAssignableFrom ( leftNamedType , se l fTypeOf ( c ) ) ) ;
}
}
return f a l s e ;
}
e l s e i f ( l e f tType i n s t an c eo f TupleType )
{
f i n a l TupleType leftTupleType = (TupleType ) le f tType ;
i f ( r ightType i n s t an c eo f TupleType )
{
f i n a l TupleType rightTupleType = (TupleType ) rightType ;
return z ip ( le ftTupleType . getElements ( ) , rightTupleType . getElements ( ) ) . al lMatch ( t −> t . v1 . i sAss ignableFrom ( t . v2 ) ) ;
}




e l s e i f ( l e f tType i n s t an c eo f FunctionType )
{
f i n a l FunctionType le f tFunct ionType = ( FunctionType ) le f tType ;
i f ( r ightType i n s t an c eo f FunctionType )
{
f i n a l FunctionType rightFunctionType = ( FunctionType ) rightType ;
return isAss ignableFrom ( le f tFunct ionType . getParams ( ) , r ightFunctionType . getParams ( ) ) &&
isAssignableFrom ( le f tFunct ionType . getResu l t ( ) , r ightFunctionType . getResu l t ( ) ) ;
}
return f a l s e ;
}
e l s e i f ( l e f tType i n s t an c eo f MemberType)
{
f i n a l MemberType leftMemberType = (MemberType) le f tType ;
return isElementTypeAssignableFrom ( leftMemberType . getBaseType ( ) , r ightType ) ;
}
e l s e
{
return f a l s e ;
}
}
pub l i c s t a t i c boolean i sCard ina l i tyAss ignab leFrom (Type thisType , Type thatType )
{
return Objects . equa l s ( thisType . g e tCard ina l i t y ( ) , thatType . g e tCard ina l i t y ( ) ) | |
( thisType . i sOpt iona l ( ) && thatType . i sRequ i red ( ) ) | | ( thisType . i sSequence ( ) ) ;
}
pub l i c s t a t i c boolean isAss ignableFrom (Type thisType , Type thatType )
{
i f ( thatType . i sNothing ( ) )
{
return thisType . isSomething ( ) && ! thisType . i sRequ i red ( ) ;
}
e l s e
{
return isElementTypeAssignableFrom ( thisType . getElementType ( ) , thatType . getElementType ( ) ) &&
isCard ina l i tyAss ignab leFrom ( thisType , thatType ) ;
}
}
pub l i c s t a t i c boolean isEqualTo (Type thisType , Type thatType )
{
i f ( thisType i n s t an c eo f ValueType && thatType i n s t an c eo f ValueType )
{
return isNameEquals ( thisType , thatType ) && i sCard ina l i t yEqua l s ( thisType , thatType ) ;
}
e l s e i f ( thisType i n s t an c eo f TempNamedType && thatType i n s t an c eo f TempNamedType)
{
return isNameEquals ( thisType , thatType ) && i sCard ina l i t yEqua l s ( thisType , thatType ) ;
}
return f a l s e ;
}
pub l i c s t a t i c boolean isNameEquals ( f i n a l Type thisType , f i n a l Type thatType )
{
a s s e r t thisType . getName ( ) != nu l l ;
a s s e r t thatType . getName ( ) != nu l l ;
i f ( thisType . i sP r im i t i v e ( ) && thatType . i sP r im i t i v e ( ) )
{
return thisType . getName ( ) . equa l s IgnoreCase ( thatType . getName ( ) ) ;
}
e l s e
{
return thisType . getName ( ) . equa l s ( thatType . getName ( ) ) ;
}
}
pub l i c s t a t i c boolean i sCard ina l i t yEqua l s ( f i n a l Type thisType , f i n a l Type thatType )
{
return Objects . equa l s ( thisType . g e tCard ina l i t y ( ) , thatType . g e tCard ina l i t y ( ) ) ;
}
@SuppressWarnings (” S imp l i f i ab l e I f S t a t emen t ”)
pub l i c s t a t i c boolean isCastAl lowed ( St r ing operator , Type exprType , Type castType )
{
i f ( operator . equa l s (TypeCast .ASQ) && castType . i sRequ i red ( ) )
{
return f a l s e ;
}
e l s e i f ( operator . equa l s (TypeCast .ASB) && castType . i sRequ i red ( ) )
{
return ( isElementTypeAssignableFrom ( exprType . getElementType ( ) , castType . getElementType ( ) ) | |
isElementTypeAssignableFrom ( castType . getElementType ( ) , exprType . getElementType ( ) ) )
&& exprType . i s S i n g l e ( ) ;
}
e l s e
{
return i sGenera l i zat ionAss ignab leFrom ( exprType , castType ) ;
}
}
pub l i c s t a t i c boolean i sGenera l i zat ionAss ignab leFrom ( f i n a l Type exprType , f i n a l Type castType )
{
return isElementGenera l izat ionAss ignableFrom ( exprType . getElementType ( ) , castType . getElementType ( ) ) &&
isCard ina l i tyAss ignab leFrom ( castType , exprType ) ;
}
@SuppressWarnings (” S imp l i f i ab l e I f S t a t emen t ”)
pub l i c s t a t i c boolean isElementGenera l izat ionAss ignableFrom ( f i n a l Type thisElementType , f i n a l Type thatElementType )
{
i f ( isElementTypeAssignableFrom ( thisElementType , thatElementType ) ) return true ;
re turn seq ( thisElementType . getConcept ( ) ) .map( c −> (TempConcept ) c )
. f latMap ( c −> c . g e tA l lGene r a l i z a t i on s ( ) . stream ( ) )
. anyMatch ( c −> isElementTypeAssignableFrom ( sel fTypeOf ( c ) , thatElementType ) ) ;
}
pub l i c s t a t i c Optional<Type> f i r s tGene ra l i z a t i onAss i gnab l eFrom ( f i n a l Type leftType , f i n a l Type rightType )
{
f i n a l Type leftElementType = le f tType . getElementType ( ) ;
f i n a l Type rightElementType = rightType . getElementType ( ) ;
f i n a l Optional<TempConcept> match = seq ( leftElementType . getConcept ( ) ) .map( c −> (TempConcept ) c )
. f latMap ( c −> c . g e tA l lGene r a l i z a t i on s ( ) . stream ( ) )
. f i n dF i r s t ( c −> isElementTypeAssignableFrom ( sel fTypeOf ( c ) , rightElementType ) ) ;
re turn match .map( c −> withCard ina l i ty ( se l fTypeOf ( c ) , l e f tType . g e tCard ina l i t y ( ) ) ) ;
}




return getParamIndexOfMatchingType ( parameters , type , −1);
}
pub l i c s t a t i c i n t getParamIndexOfMatchingType ( List<FunctionParameter> parameters , Type type , i n t sk ipIndex )
{
a s s e r t type . isParameter ( ) : ”Must be c a l l e d only when type i s a parameter . ” ;
i n t index = 0 ;
f o r ( FunctionParameter parameter : parameters )
{
i f ( isElementTypeAssignableFrom ( parameter . getMatchingResultType ( ) . getElementType ( ) , type . getBaseType ( ) . getElementType ( ) ) )
{







==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /AbstractPropertyInAbstractConcept . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s AbstractPropertyInAbstractConcept implements Invar iant<Property>
{
@Override
pub l i c boolean eva luate ( Property s e l f )
{
i f ( s e l f . getParent ( ) . i sP r e s en t ( ) && s e l f . getParent ( ) . get ( ) i n s t an c eo f TempConcept )
{
f i n a l TempConcept concept = (TempConcept ) s e l f . getParent ( ) . get ( ) ;
re turn s e l f . i sConcre te ( ) | | concept . i sAbs t r a c t i on ( ) ;
}
e l s e
{




pub l i c Diagnost i c c r ea t eD iagnos t i c ( Property s e l f )
{
return new Diagnost i c (” ab s t r a c t p r op e r t y i n ab s t r a c t c on c ep t ” , s e l f , emptyList ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s / Abst rac tProper tyRede f in i t i on . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import java . u t i l . L i s t ;
import java . u t i l . f unc t i on . Pred icate ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Abst rac tProper tyRede f in i t i on implements Invar iant<TempConcept>
{
@Override
pub l i c boolean eva luate (TempConcept s e l f )
{
return s e l f . i sAbs t r a c t i on ( ) | | seq ( s e l f . g e t Inhe r i t edAbs t r a c tPrope r t i e s ( ) ) . al lMatch ( abst ractPropertyRede f inedIn ( s e l f ) ) ;
}
pr iva t e Predicate<Property> abstractPropertyRede f inedIn (TempConcept s e l f )
{
return p1 −> s e l f . g e tPrope r t i e s ( )
. stream ()
. f i l t e r ( p2 −> p1 . getName ( ) . equa l s ( p2 . getName ( ) ) )
. f i l t e r ( Property : : i sConcre te )
. count ( ) > 0 ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c (TempConcept s e l f )
{
f i n a l List<Property> ab s t r a c tP rope r t i e s = seq ( s e l f . g e t Inhe r i t edAbs t r a c tPrope r t i e s ( ) )
. f i l t e r ( abst ractPropertyRede f inedIn ( s e l f ) . negate ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
re turn new Diagnost i c (” a b s t r a c t p r o p e r t y r e d e f i n i t i o n ” , s e l f , ab s t r a c tP rope r t i e s ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /AssociationEndPropertyFoundInModel . java
package cml . language . i nva r i an t s ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Associat ionEnd ;
import cml . language . generated . ModelElement ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c java . u t i l . stream . Stream . concat ;
import s t a t i c java . u t i l . stream . Stream . o f ;
pub l i c c l a s s AssociationEndPropertyFoundInModel implements Invar iant<AssociationEnd>
{
@Override
pub l i c boolean eva luate ( Associat ionEnd s e l f )
{





pub l i c Diagnost i c c r ea t eD iagnos t i c ( Associat ionEnd s e l f )
{
@SuppressWarnings (” ConstantCondit ions ”)
f i n a l List<ModelElement> pa r t i c i p an t s = concat ( o f ( s e l f . getAssociatedConcept ( ) ) , o f ( s e l f . getAssoc iatedProperty ( ) ) )
. f i l t e r ( Optional : : i sP r e s en t )
.map( e −> (ModelElement ) e . get ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
re turn new Diagnost i c (” a s s o c i a t i on end prope r ty f ound in mode l ” , s e l f , p a r t i c i p an t s ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /AssociationEndTypeMatchesPropertyType . java
package cml . language . i nva r i an t s ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Associat ionEnd ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . isEqualTo ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
pub l i c c l a s s AssociationEndTypeMatchesPropertyType implements Invar iant<AssociationEnd>
{
@Override
pub l i c boolean eva luate ( Associat ionEnd s e l f )
{
return ! s e l f . getPropertyType ( ) . i sP r e s en t ( ) | |
! s e l f . getAssoc iatedProperty ( ) . i sP r e s en t ( ) | |
isEqualTo ( s e l f . getPropertyType ( ) . get ( ) , s e l f . getAssoc iatedProperty ( ) . get ( ) . getType ( ) ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( Associat ionEnd s e l f )
{
a s s e r t s e l f . getAssoc iatedProperty ( ) . i sP r e s en t ( ) ;
re turn new Diagnost i c (
” a s so c i a t i on end type matche s p rope r ty type ” ,
s e l f ,
s i n g l e t o nL i s t ( s e l f . getAssoc iatedProperty ( ) . get ( ) ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /AssociationEndTypesMustMatch . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Assoc i a t i on ;
import cml . language . generated . Associat ionEnd ;
import cml . language . generated . Property ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelElementFunctions . se l fTypeOf ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . isEqualTo ;
pub l i c c l a s s AssociationEndTypesMustMatch implements Invar iant<Assoc iat ion>
{
@Override
pub l i c boolean eva luate ( Assoc ia t i on s e l f )
{




f i n a l Optional<AssociationEnd> f i r s t = s e l f . getAssoc iat ionEnds ( ) . stream ( ) . f i n dF i r s t ( ) ;
f i n a l Optional<AssociationEnd> l a s t = s e l f . getAssoc iat ionEnds ( ) . stream ( ) . reduce ( ( previous , next ) −> next ) ;




f i n a l Associat ionEnd end1 = f i r s t . get ( ) ;
f i n a l Associat ionEnd end2 = l a s t . get ( ) ;
i f ( ! end1 . getAssoc iatedConcept ( ) . i sP r e s en t ( ) | | ! end1 . getAssoc iatedProperty ( ) . i sP r e s en t ( ) | |




f i n a l TempConcept f i r s tConcep t = end1 . getAssociatedConcept ( ) .map( c −> (TempConcept ) c ) . get ( ) ;
f i n a l TempConcept secondConcept = end2 . getAssoc iatedConcept ( ) .map( c −> (TempConcept ) c ) . get ( ) ;
f i n a l Property f i r s tP r op e r t y = end1 . getAssoc iatedProperty ( ) . get ( ) ;
f i n a l Property secondProperty = end2 . getAssoc iatedProperty ( ) . get ( ) ;
re turn typesMatch ( f i r s tConcept , secondProperty ) && typesMatch ( secondConcept , f i r s tP r op e r t y ) ;
}
pr iva t e s t a t i c boolean typesMatch (TempConcept concept , Property property )
{
return isEqualTo ( property . getType ( ) . getElementType ( ) , se l fTypeOf ( concept ) ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( Assoc i a t i on s e l f )
{
return new Diagnost i c (” as soc ia t ion end types must match ” , s e l f , s e l f . getAssoc iat ionEnds ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /AssociationMustHaveTwoAssociationEnds . java
package cml . language . i nva r i an t s ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Assoc i a t i on ;
pub l i c c l a s s AssociationMustHaveTwoAssociationEnds implements Invar iant<Assoc iat ion>
{
@Override
pub l i c boolean eva luate ( Assoc ia t i on s e l f )
{





pub l i c Diagnost i c c r ea t eD iagnos t i c ( Assoc i a t i on s e l f )
{
return new Diagnost i c (” a s s o c i a t i on mus t have two a s s o c i a t i on end s ” , s e l f , s e l f . getAssoc iat ionEnds ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /Compat ib leGenera l i zat ions . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import java . u t i l . L i s t ;
import java . u t i l . stream . Stream ;
import s t a t i c cml . language . f unc t i on s . ConceptFunctions . g ene r a l i z a t i onPrope r tyPa i r s ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sAss ignableFrom ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . isEqualTo ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
pub l i c c l a s s Compat ib leGenera l i zat ions implements Invar iant<TempConcept>
{
@Override
pub l i c boolean eva luate (TempConcept s e l f )
{
return gene ra l i z a t i onPrope r tyPa i r s ( s e l f )
. stream ()
. al lMatch ( pa i r −> isEqualTo ( pa i r . g e tLe f t ( ) . getType ( ) , pa i r . getRight ( ) . getType ( ) ) ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c (TempConcept s e l f )
{
f i n a l List<Property> c o n f l i c t i n gP r o p e r t i e s = gene ra l i z a t i onPrope r tyPa i r s ( s e l f )
. stream ()
. f i l t e r ( pa i r −> ! isEqualTo ( pa i r . g e tLe f t ( ) . getType ( ) , pa i r . getRight ( ) . getType ( ) ) )
. f latMap ( pa i r −> Stream . o f ( pa i r . g e tLe f t ( ) , pa i r . getRight ( ) ) )
. c o l l e c t ( t oL i s t ( ) ) ;
re turn new Diagnost i c (” c ompa t i b l e g en e r a l i z a t i on s ” , s e l f , c o n f l i c t i n gP r o p e r t i e s ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s / Con f l i c tRed e f i n i t i o n . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . foundat ion . Pair ;
import cml . language . generated . Property ;
import java . u t i l . L i s t ;
import java . u t i l . f unc t i on . Pred icate ;
import java . u t i l . stream . Stream ;
import s t a t i c cml . language . f unc t i on s . ConceptFunctions . g ene r a l i z a t i onPrope r tyPa i r s ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sAss ignableFrom ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
pub l i c c l a s s Con f l i c tRed e f i n i t i o n implements Invar iant<TempConcept>
{
@Override
pub l i c boolean eva luate (TempConcept s e l f )
{
return ge tCon f l i c t i ngPrope r tyPa i r s ( s e l f )
.map( Pair : : g e tLe f t )
. al lMatch ( propertyRedef inedIn ( s e l f ) ) ;
}
pr iva t e Stream<Pair<Property>> ge tCon f l i c t i ngPrope r tyPa i r s (TempConcept s e l f )
{
return gene ra l i z a t i onPrope r tyPa i r s ( s e l f )
. stream ()
. f i l t e r ( pa i r −> i sAss ignableFrom ( pa i r . g e tLe f t ( ) . getType ( ) , pa i r . getRight ( ) . getType ( ) ) )
. f i l t e r ( pa i r −> pa i r . g e tLe f t ( ) . i sDer ived ( ) | |
pa i r . g e tLe f t ( ) . getValue ( ) . i sP r e s en t ( ) | |
pa i r . getRight ( ) . i sDer ived ( ) | |
pa i r . getRight ( ) . getValue ( ) . i sP r e s en t ( ) ) ;
}
pr iva t e Predicate<Property> propertyRedef inedIn (TempConcept s e l f )
{
return p1 −> s e l f . g e tPrope r t i e s ( )
. stream ()
. anyMatch (p2 −> p1 . getName ( ) . equa l s ( p2 . getName ( ) ) ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c (TempConcept s e l f )
{
f i n a l List<Property> c o n f l i c t i n gP r o p e r t i e s = ge tCon f l i c t i ngPrope r tyPa i r s ( s e l f )
. f latMap ( pa i r −> Stream . o f ( pa i r . g e tLe f t ( ) , pa i r . getRight ( ) ) )
. f i l t e r ( propertyRedef inedIn ( s e l f ) . negate ( ) )
. c o l l e c t ( t oL i s t ( ) ) ;
re turn new Diagnost i c (” c o n f l i c t r e d e f i n i t i o n ” , s e l f , c o n f l i c t i n gP r o p e r t i e s ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s / Expres s i on Invar iant . java
package cml . language . i nva r i an t s ;
import cml . language . exp r e s s i on s . Invocat ion ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Express ion ;
pub l i c c l a s s Expres s i on Invar iant implements Invar iant<Expression>
{
pr iva t e f i n a l Invoca t i on Invar i an t invoca t i on Inva r i an t = new Invoca t i on Invar i an t ( ) ;
@Override









f o r ( f i n a l Express ion expr : s e l f . getOperands ( ) )
{
f i n a l boolean pass = eva luate Invar i ant sOf ( expr ) ;
i f ( ! pass ) return f a l s e ;
}
return eva luate Invar i ant sOf ( s e l f ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( f i n a l Express ion s e l f )
{
f o r ( f i n a l Express ion expr : s e l f . getOperands ( ) )
{
f i n a l boolean pass = eva luate Invar i ant sOf ( expr ) ;
i f ( ! pass ) return createDiagnos t i cOf ( expr ) ;
}
return createDiagnos t i cOf ( s e l f ) ;
}
@SuppressWarnings (” S imp l i f i ab l e I f S t a t emen t ”)
p r i va t e boolean eva luate Invar i ant sOf ( f i n a l Express ion expr )
{
i f ( expr i n s t an c eo f Invocat ion ) return invoca t i on Inva r i an t . eva luate ( ( Invocat ion ) expr ) ;
e l s e return true ;
}
pr iva t e Diagnost i c c reateDiagnos t i cOf ( f i n a l Express ion expr )
{
i f ( expr i n s t an c eo f Invocat ion ) return invoca t i on Inva r i an t . c r ea t eD iagnos t i c ( ( Invocat ion ) expr ) ;
e l s e throw new I l lega lArgumentExcept ion (” Unexpected d i agno s t i c f o r expre s s i on : ” + expr ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /Genera l i za t i onCompat ib l eRede f in i t i on . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import java . u t i l . L i s t ;
import java . u t i l . stream . Co l l e c t o r s ;
import java . u t i l . stream . Stream ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sAss ignableFrom ;
pub l i c c l a s s Genera l i za t i onCompat ib l eRede f in i t i on implements Invar iant<Property>
{
@Override
pub l i c boolean eva luate ( Property s e l f )
{
return ge tRede f inedProper t i e s ( s e l f ) . al lMatch (p −> i sAss ignableFrom (p . getType ( ) , s e l f . getType ( ) ) ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( Property s e l f )
{
f i n a l List<Property> c o n f l i c t i n gP r o p e r t i e s = getRede f inedProper t i e s ( s e l f )
. f i l t e r (p −> ! i sAss ignableFrom (p . getType ( ) , s e l f . getType ( ) ) )
. c o l l e c t ( Co l l e c t o r s . t oL i s t ( ) ) ;
re turn new Diagnost i c (” g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n ” , s e l f , c o n f l i c t i n gP r o p e r t i e s ) ;
}
pr iva t e Stream<Property> getRede f inedProper t i e s ( Property s e l f )
{
i f ( s e l f . getParent ( ) . i sP r e s en t ( ) && s e l f . getParent ( ) . get ( ) i n s t an c eo f TempConcept )
{
f i n a l TempConcept concept = (TempConcept ) s e l f . getParent ( ) . get ( ) ;
re turn concept . g e t I nh e r i t e dPrope r t i e s ( ) . stream ()
. f i l t e r (p −> p . getName ( ) . equa l s ( s e l f . getName ( ) ) ) ;
}
e l s e
{




==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s / Invoca t i on Invar i ant . java
package cml . language . i nva r i an t s ;
import cml . language . exp r e s s i on s . Invocat ion ;
import cml . language . f e a t u r e s . Function ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . ModelElement ;
import org . jooq . lambda . tup le . Tuple2 ;
import java . u t i l . L i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Invoca t i on Invar i ant implements Invar iant<Invocat ion>
{
pr iva t e s t a t i c f i n a l St r ing MESSAGE UNABLE TO FIND FUNCTION OF INVOCATION = ”Unable to f i nd funct i on o f invocat i on : ” ;
p r i va t e s t a t i c f i n a l St r ing MESSAGE SHOULD MATCH NUMBER OF PARAMS IN FUNCTION = ”Number o f arguments in invocat ion should match the number o f parameters in funct i on : ” ;
p r i va t e s t a t i c f i n a l St r ing MESSAGE SHOULD MATCH PARAMETER TYPE IN FUNCTION = ”Argument type should match parameter type in funct i on : ” ;
p r i va t e s t a t i c f i n a l St r ing MESSAGE SHOULD MATCH NUMBER OF PROPS IN CONCEPT = ”Number o f arguments in invocat i on should match the number o f p r op e r t i e s in concept : ” ;
p r i va t e s t a t i c f i n a l St r ing MESSAGE SHOULD MATCH PARAMETER TYPE IN CONCEPT PROPERTY = ”Argument type should match parameter type in concept property : ” ;
@Override
pub l i c boolean eva luate ( f i n a l Invocat ion s e l f )
{
i f ( s e l f . getParameters ( ) . s i z e ( ) == s e l f . getArguments ( ) . s i z e ( ) )
{
return seq ( s e l f . getParameterizedArguments ( ) ) . al lMatch ( t −> s e l f . typeMatches ( t . v1 , t . v2 ) ) ;
}
return f a l s e ;
}
@Override




return new Diagnost i c (
” mat ch ing func t i on f o r i nvo ca t i on ” ,
s e l f ,
getDiagnost icMessage ( s e l f ) ,
g e tD iagno s t i cPa r t i c i pan t s ( s e l f ) ) ;
}
pr iva t e St r ing getDiagnost icMessage ( f i n a l Invocat ion s e l f )
{
i f ( s e l f . getFunction ( ) . i sP r e s en t ( ) )
{
f i n a l Function funct i on = s e l f . getFunction ( ) . get ( ) ;
i f ( func t i on . getParameters ( ) . s i z e ( ) == s e l f . getArguments ( ) . s i z e ( ) )
{
return MESSAGE SHOULD MATCH PARAMETER TYPE IN FUNCTION + s e l f . getName ( ) ;
}
e l s e
{
return MESSAGE SHOULD MATCH NUMBER OF PARAMS IN FUNCTION + s e l f . getName ( ) ;
}
}
e l s e i f ( s e l f . getConcept ( ) . i sP r e s en t ( ) )
{
i f ( s e l f . getParameters ( ) . s i z e ( ) == s e l f . getArguments ( ) . s i z e ( ) )
{
return MESSAGE SHOULD MATCH PARAMETER TYPE IN CONCEPT PROPERTY + s e l f . getName ( ) ;
}
e l s e
{
return MESSAGE SHOULD MATCH NUMBER OF PROPS IN CONCEPT + s e l f . getName ( ) ;
}
}
return MESSAGE UNABLE TO FIND FUNCTION OF INVOCATION + s e l f . getName ( ) ;
}
pr iva t e List<? extends ModelElement> ge tD iagno s t i cPa r t i c i pan t s ( f i n a l Invocat ion s e l f )
{
i f ( s e l f . getFunction ( ) . i sP r e s en t ( ) )
{
f i n a l Function funct i on = s e l f . getFunction ( ) . get ( ) ;
i f ( func t i on . getParameters ( ) . s i z e ( ) == s e l f . getArguments ( ) . s i z e ( ) )
{
return seq ( s e l f . getParameterizedArguments ( ) ) . f i l t e r ( t −> ! s e l f . typeMatches ( t . v1 , t . v2 ) )
. f latMap ( Tuple2 : : toSeq )
.map( e −> (ModelElement ) e )
. t oL i s t ( ) ;
}
}
return emptyList ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /NotOwnGeneralization . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
pub l i c c l a s s NotOwnGeneralization implements Invar iant<TempConcept>
{
@Override
pub l i c boolean eva luate (TempConcept s e l f )
{
return ! s e l f . g e tA l lGene r a l i z a t i on s ( ) . conta ins ( s e l f ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c (TempConcept s e l f )
{
return new Diagnost i c (” no t own gene ra l i z a t i on ” , s e l f ) ;
}
@Override





==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /PropertyTypeAssignableFromExpressionType . java
package cml . language . i nva r i an t s ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . i sAss ignableFrom ;
import s t a t i c java . lang . St r ing . format ;
pub l i c c l a s s PropertyTypeAssignableFromExpressionType implements Invar iant<Property>
{
@Override
pub l i c boolean eva luate ( Property s e l f )
{
return ! ( s e l f . getDeclaredType ( ) . i sP r e s en t ( ) && s e l f . getValue ( ) . i sP r e s en t ( ) ) | |
i sAss ignableFrom ( s e l f . getDeclaredType ( ) . get ( ) , s e l f . getValue ( ) . get ( ) . getType ( ) ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( Property s e l f )
{
a s s e r t s e l f . getDeclaredType ( ) . i sP r e s en t ( ) ;
a s s e r t s e l f . getValue ( ) . i sP r e s en t ( ) ;
re turn new Diagnost i c (
” p r ope r t y type a s s i gnab l e f r om exp r e s s i on type ” ,
s e l f ,
format (
”Declared type i s %s but type i n f e r r e d from expre s s i on i s %s . ” ,
s e l f . getDeclaredType ( ) . get ( ) . g e tD iagnos t i c Id ( ) ,
s e l f . getValue ( ) . get ( ) . getType ( ) . ge tD iagnos t i c Id ( ) ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s / PropertyTypeSpec i f i edOrIn fer red . java
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package cml . language . i nva r i an t s ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import cml . language . generated . UndefinedType ;
pub l i c c l a s s PropertyTypeSpec i f i edOrIn fer red implements Invar iant<Property>
{
@Override
pub l i c boolean eva luate ( Property s e l f )
{
return s e l f . getType ( ) . i sDe f ined ( ) ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( Property s e l f )
{
a s s e r t s e l f . getType ( ) i n s t an c eo f UndefinedType ;
f i n a l UndefinedType undefinedType = (UndefinedType ) s e l f . getType ( ) ;
re turn new Diagnost i c (
” p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d ” ,
s e l f ,
undefinedType . getErrorMessage ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / i nva r i an t s /UniquePropertyName . java
package cml . language . i nva r i an t s ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Invar i ant ;
import cml . language . generated . Property ;
import java . u t i l . L i s t ;
import java . u t i l . stream . Co l l e c t o r s ;
import java . u t i l . stream . Stream ;
pub l i c c l a s s UniquePropertyName implements Invar iant<Property>
{
@Override
pub l i c boolean eva luate ( Property s e l f )
{
return g e tCon f l i c t i n gP r op e r t i e s ( s e l f ) . count ( ) == 0 ;
}
@Override
pub l i c Diagnost i c c r ea t eD iagnos t i c ( Property s e l f )
{
f i n a l List<Property> pa r t i c i p an t s = ge tCon f l i c t i n gP rop e r t i e s ( s e l f ) . c o l l e c t ( Co l l e c t o r s . t oL i s t ( ) ) ;
re turn new Diagnost i c (” unique property name ” , s e l f , p a r t i c i p an t s ) ;
}
pr iva t e Stream<Property> g e tCon f l i c t i n gP rop e r t i e s ( Property s e l f )
{
i f ( s e l f . getParent ( ) . i sP r e s en t ( ) && s e l f . getParent ( ) . get ( ) i n s t an c eo f TempConcept )
{
f i n a l TempConcept concept = (TempConcept ) s e l f . getParent ( ) . get ( ) ;
re turn concept . g e tPrope r t i e s ( )
. stream ()
. f i l t e r (p −> p != s e l f && p . getName ( ) . equa l s ( s e l f . getName ( ) ) ) ;
}
e l s e
{




==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /FunctionLinker . java
package cml . language . l oader ;
import cml . language . exp r e s s i on s . Invocat ion ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Express ion ;
import s t a t i c cml . language . f unc t i on s . ModelFunctions . ∗ ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s FunctionLinker implements ModelVis i tor
{
pr iva t e TempModel model ;
@Override
pub l i c void v i s i t ( f i n a l TempModel model )
{
t h i s . model = model ;
}
@Override
pub l i c void v i s i t ( f i n a l Express ion expre s s i on )
{
i f ( expre s s i on i n s t an c eo f Invocat ion )
{
f i n a l Invocat ion invocat ion = ( Invocat ion ) expre s s i on ;
i f ( ! i nvocat i on . getFunction ( ) . i sP r e s en t ( ) && ! invocat ion . getConcept ( ) . i sP r e s en t ( ) )
{
funct ionOf (model , invocat ion . getName ( ) ) . i fP r e s en t ( f −> i nvocat ion . setFunct ion ( f ) ) ;
i f ( ! i nvocat i on . getFunction ( ) . i sP r e s en t ( ) )
{
templateOf (model , invocat ion . getName ( ) ) . i fP r e s en t ( t −> i nvocat ion . setFunct ion ( t . getFunction ( ) ) ) ;
}
i f ( invocat ion . getFunction ( ) . i sP r e s en t ( ) )
{
seq ( invocat i on . getTypedLambdaArguments ( ) ) . f i l t e r ( t −> ! t . v2 . getFunctionType ( ) . i sP r e s en t ( ) )
. forEach ( t −> t . v2 . setFunctionType ( t . v1 ) ) ;
}
}
i f ( ! i nvocat i on . getFunction ( ) . i sP r e s en t ( ) && ! invocat ion . getConcept ( ) . i sP r e s en t ( ) )
{







==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /LambdaScopeLinker . java
package cml . language . l oader ;
import cml . language . exp r e s s i on s . Invocat ion ;
import cml . language . generated . Express ion ;
pub l i c c l a s s LambdaScopeLinker implements ModelVis i tor
{
@Override
pub l i c void v i s i t ( f i n a l Express ion expre s s i on )
{
i f ( expre s s i on i n s t an c eo f Invocat ion )
{
f i n a l Invocat ion invocat ion = ( Invocat ion ) expre s s i on ;
// Fi r s t , l e t s arguments l i n k scope o f i t s own lambdas .
// E. g . : s e l e c t ( r e cu r s e ( s e l f , { ch i l d r en }) , { ranking > 10 })
invocat ion . getArguments ( ) . forEach ( t h i s : : v i s i t ) ;
i f ( invocat i on . getFunction ( ) . i sP r e s en t ( ) )
{
i nvocat ion . getTypedLambdaArguments ( ) . forEach (
( functionType , lambda ) −>
{
i f ( lambda . getFunctionType ( ) . i sP r e s en t ( ) && ! lambda . i s InnerExpress ionInSomeScope ( ) )
{
i nvocat ion . createScopeFor ( lambda ) ;
}
} ) ;
invocat ion . getUntypedParameterlessLambdaArguments ( ) . forEach (
( functionType , lambda ) −>
{
i f ( ! lambda . i s InnerExpress ionInSomeScope ( ) )
{







==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelAugmentationException . java
package cml . language . l oader ;
c l a s s ModelAugmentationException extends ModelLoadingException
{
ModelAugmentationException ( St r ing message , Object . . . args )
{
super (message , args ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelAugmenter . java
package cml . language . l oader ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . generated . ∗ ;
import cml . language . grammar . CMLBaseListener ;
import cml . language . grammar . CMLParser ;
import cml . language . grammar . CMLParser . ConceptDeclarationContext ;
import cml . language . types .TempNamedType ;
import org . an t l r . v4 . runtime . ParserRuleContext ;
import org . an t l r . v4 . runtime . Token ;
import org . an t l r . v4 . runtime . t r e e . ParseTree ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . stream . Co l l e c t o r s ;
import s t a t i c cml . language . f unc t i on s . ModuleFunctions . conceptOf ;
import s t a t i c cml . language . generated . Associat ionEnd . createAssoc iat ionEnd ;
import s t a t i c cml . language . generated . Inhe r i t ance . c r e a t e I nh e r i t an c e ;
import s t a t i c org . jooq . lambda . Seq . seq ;
c l a s s ModelAugmenter extends CMLBaseListener
{
pr iva t e s t a t i c f i n a l St r ing NO CONCEPT NAME PROVIDED FOR ASSOCIATION END = ”No concept name provided f o r a s s o c i a t i o n end . ” ;
p r i va t e s t a t i c f i n a l St r ing NO PROPERTY NAME PROVIDED FOR ASSOCIATION END = ”No property name provided f o r a s s o c i a t i o n end . ” ;
p r i va t e f i n a l TempModule module ;
ModelAugmenter (TempModule module )
{
t h i s . module = module ;
}
@Override
pub l i c void enterConceptDec larat ion ( ConceptDeclarationContext ctx )
{
i f ( ctx . g e n e r a l i z a t i o n s ( ) != nu l l )
{
f i n a l List<Str ing> ancestorNames = ctx . g e n e r a l i z a t i o n s ( ) .NAME()
. stream ()
.map( ParseTree : : getText )
. c o l l e c t ( Co l l e c t o r s . t oL i s t ( ) ) ;
f i n a l List<TempConcept> foundAncestors = ancestorNames . stream ()
.map(name −> conceptOf (module , name ) )
. f i l t e r ( Optional : : i sP r e s en t )
.map( Optional : : get )
. c o l l e c t ( Co l l e c t o r s . t oL i s t ( ) ) ;
f i n a l List<Str ing> foundAncestorNames = foundAncestors . stream ()
.map(NamedElement : : getName )
. c o l l e c t ( Co l l e c t o r s . t oL i s t ( ) ) ;
foundAncestors . forEach ( ances to r −> c r e a t e I nh e r i t an c e ( ancestor , ctx . concept ) ) ;
f i n a l List<Str ing> missingAncestorNames = ancestorNames . stream ()
. f i l t e r (name −> ! foundAncestorNames . conta ins (name ) )
. c o l l e c t ( Co l l e c t o r s . t oL i s t ( ) ) ;




f i n a l St r ing miss ingAncestors = missingAncestorNames . t oSt r ing ( ) ;
throw new ModelAugmentationException (
”Unable to f i nd ance s to r s : %s ” ,





pub l i c void enterAssoc ia t ionEndDec larat ion (CMLParser . Assoc iat ionEndDeclarat ionContext ctx )
{
i f ( ctx . conceptName == nu l l )
{
throw new ModelSynthesisException (NO CONCEPT NAME PROVIDED FOR ASSOCIATION END) ;
}
i f ( ctx . propertyName == nu l l )
{
throw new ModelSynthesisException (NO PROPERTY NAME PROVIDED FOR ASSOCIATION END) ;
}
f i n a l Assoc i a t i on a s s o c i a t i o n = ctx . a s s o c i a t i o n ;
f i n a l St r ing conceptName = ctx . conceptName . getText ( ) ;
f i n a l St r ing propertyName = ctx . propertyName . getText ( ) ;
f i n a l @Nullable Type propertyType = ( ctx . typeDec larat ion ( ) == nu l l ) ? nu l l : ctx . typeDec larat ion ( ) . type ;
f i n a l Optional<TempConcept> concept = conceptOf (module , conceptName ) ;
f i n a l Optional<Property> property = seq ( concept ) . flatMap ( c −> c . g e tA l lP rope r t i e s ( ) . stream ( ) )
. f i l t e r (p −> p . getName ( ) . equa l s ( propertyName ) )
. f i n dF i r s t ( ) ;
c reateAssoc iat ionEnd ( a s s o c i a t i on , l o ca t i onOf ( ctx ) , conceptName , propertyName , propertyType , concept . o rE l se ( nu l l ) , property . o rE l se ( nu l l ) ) ;
}
@Override
pub l i c void enterTypeDeclarat ion (CMLParser . TypeDeclarationContext ctx )
{
f i n a l Type type = ctx . type ;
i f ( type != nu l l && type i n s t an c eo f TempNamedType && ! type . i sP r im i t i v e ( ) )
{
f i n a l TempNamedType namedType = (TempNamedType) type ;
conceptOf (module , namedType . getName ( ) ) . i fP r e s en t (namedType : : setConcept ) ;
}
}
pr iva t e Location locat i onOf ( ParserRuleContext ctx )
{
return crea teLocat ion ( ctx , nu l l ) ;
}
pr iva t e Location createLocat ion ( ParserRuleContext ctx , ModelElement element )
{
f i n a l Token token = ctx . ge tS ta r t ( ) ;
re turn Location . c r ea teLocat i on ( token . getLine ( ) , token . getCharPos i t ionInLine ( ) + 1 , element ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelLoader . java
package cml . language . l oader ;
import cml . i o . Console ;
import cml . i o . Di rectory ;
import cml . i o . ModuleManager ;
import cml . i o . SourceF i l e ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Element ;
import cml . language . generated . Import ;
import cml . language . generated . Locat ion ;
import cml . language . generated . ModelElement ;
import cml . language . grammar . CMLLexer ;
import cml . language . grammar . CMLParser ;
import cml . language . grammar . CMLParser . CompilationUnitContext ;
import org . an t l r . v4 . runtime . ANTLRInputStream ;
import org . an t l r . v4 . runtime . CommonTokenStream ;
import org . an t l r . v4 . runtime . t r e e . ParseTreeWalker ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . i o . Fi leInputStream ;
import java . i o . IOException ;
import java . u t i l . ArrayList ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ModelVis i torFunct ions . v i s i tMode l ;
import s t a t i c cml . language . f unc t i on s . ModuleFunctions . createImportOfModule ;
import s t a t i c cml . language . f unc t i on s . ModuleFunctions . importedModuleOf ;
pub l i c i n t e r f a c e ModelLoader
{
i n t loadModel (TempModel model , S t r ing moduleName ) ;
s t a t i c ModelLoader c r ea t e ( Console conso le , ModuleManager moduleManager )
{
return new ModelLoaderImpl ( conso le , moduleManager ) ;
}
}
c l a s s ModelLoaderImpl implements ModelLoader
{
pr iva t e s t a t i c f i n a l St r ing CML BASE MODULE = ” cml base ” ;
p r i va t e s t a t i c f i n a l i n t SUCCESS = 0 ;
p r i va t e s t a t i c f i n a l i n t FAILURE SOURCE FILE NOT FOUND = 2;
pr i va t e s t a t i c f i n a l i n t FAILURE FAILED LOADING MODEL = 3;
p r i va t e s t a t i c f i n a l i n t FAILURE MODEL VALIDATION = 4;
p r i va t e s t a t i c f i n a l St r ing NO SOURCE FILES IN MODULE = ”no source f i l e s in module : %s ” ;
p r i va t e s t a t i c f i n a l St r ing NO SOURCE DIR IN MODULE = ”no source d i r in module : %s ” ;
p r i va t e f i n a l Console conso l e ;
p r i va t e f i n a l ModuleManager moduleManager ;
ModelLoaderImpl ( f i n a l Console conso le , f i n a l ModuleManager moduleManager )
{
t h i s . conso l e = conso l e ;
t h i s . moduleManager = moduleManager ;
}
@Override






f i n a l i n t exitCode = loadModule (model , moduleName , nu l l ) ;
i f ( exitCode == SUCCESS)
{
l i nkFunct ions (model ) ;
linkLambdaScope (model ) ;




catch ( f i n a l Throwable except ion )
{
i f ( except ion . getMessage ( ) == nu l l )
{
conso l e . e r r o r (”Unable to parse source f i l e s . ” ) ;
}
e l s e
{
conso l e . e r r o r ( except ion . getMessage ( ) ) ;
}
i f ( ! ( except ion i n s t an c eo f ModelLoadingException ) )
{
except ion . pr intStackTrace ( System . e r r ) ;
}
return FAILURE FAILED LOADING MODEL;
}
}
pr iva t e i n t loadModule (TempModel model , S t r ing moduleName , @Nullable Import import ) throws IOException
{
TempModule module ;
i f ( import == nu l l )
{
module = TempModule . c r ea t e (model , moduleName ) ;
}
e l s e i f ( import . i sF i r s t Impor t ( ) )
{
module = (TempModule) import . getImportedModule ( ) ;
}




f i n a l Optional<Directory> sourceDir = moduleManager . f indSourceDir (moduleName ) ;
i f ( sourceDir . i sP r e s en t ( ) )
{
f i n a l List<SourceFi le> s ou r c eF i l e s = moduleManager . f i ndSou r c eF i l e s (moduleName ) ;
i f ( s ou r c eF i l e s . isEmpty ( ) )
{
conso l e . e r r o r (NO SOURCE FILES IN MODULE, moduleName ) ;
return FAILURE SOURCE FILE NOT FOUND;
}
f i n a l List<CompilationUnitContext> compi lat ionUnitContexts = new ArrayList <>();
f o r ( SourceF i l e s ou r c eF i l e : s ou r c eF i l e s )
{
f i n a l CompilationUnitContext compi lat ionUnitContext = parse ( s ou r c eF i l e ) ;
synthes izeModule (module , compi lat ionUnitContext ) ;
compi lat ionUnitContexts . add ( compi lat ionUnitContext ) ;
}
addBaseModule (module ) ;
f o r ( Import i : module . getImports ( ) )
{
i n t exitCode = loadModule (model , i . getName ( ) , i ) ;





f o r ( CompilationUnitContext compi lat ionUnitContext : compi lat ionUnitContexts )
{
augmentModule (module , compi lat ionUnitContext ) ;
}
}
e l s e
{




pr iva t e void addBaseModule (TempModule module )
{
i f ( ! module . getName ( ) . equa l s (CML BASE MODULE) && ! importedModuleOf (module , CML BASE MODULE) . i sP r e s en t ( ) )
{
createImportOfModule (CML BASE MODULE, nul l , module ) ;
}
}
pr iva t e void synthes izeModule (TempModule module , CompilationUnitContext compi lat ionUnitContext )
{
f i n a l ParseTreeWalker walker = new ParseTreeWalker ( ) ;
f i n a l ModelSynthes izer modelSynthes izer = new ModelSynthes izer (module ) ;
walker . walk ( modelSynthesizer , compi lat ionUnitContext ) ;
}
pr iva t e void augmentModule (TempModule module , CompilationUnitContext compi lat ionUnitContext )
{
f i n a l ParseTreeWalker walker = new ParseTreeWalker ( ) ;
f i n a l ModelAugmenter modelAugmenter = new ModelAugmenter (module ) ;
walker . walk (modelAugmenter , compi lat ionUnitContext ) ;
}
pr iva t e void l inkFunct ions ( f i n a l TempModel model )
{
v i s i tMode l (model , new FunctionLinker ( ) ) ;
}
pr iva t e void linkLambdaScope ( f i n a l TempModel model )
{
v i s i tMode l (model , new LambdaScopeLinker ( ) ) ;
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}pr iva t e i n t val idateModel (TempModel model )
{
f i n a l ModelValidator modelVal idator = new ModelValidator ( ) ;
v i s i tMode l (model , modelVal idator ) ;




e l s e
{
f o r ( Diagnost i c d i agno s t i c : modelVal idator . g e tD iagnos t i c s ( ) )
{
conso l e . p r in t (
”\ nFai led va l i d a t i on : r equ i r ed %s : in %s ” ,
d i a gno s t i c . getCode ( ) ,
d i a gno s t i c . getElement ( ) . g e tD iagnos t i c Id ( ) ) ;
p r in tLocat ion ( d i agno s t i c . getElement ( ) ) ;
i f ( d i a gno s t i c . getMessage ( ) . i sP r e s en t ( ) )
{
conso l e . p r i n t l n ( d i agno s t i c . getMessage ( ) . get ( ) ) ;
}
f o r ( Element element : d i a gno s t i c . g e tPa r t i c i pan t s ( ) )
{
conso l e . p r in t (”− %s ” , element . ge tD iagnos t i c Id ( ) ) ;
p r in tLocat ion ( element ) ;
}
}
return FAILURE MODEL VALIDATION;
}
}
pr iva t e void pr intLocat ion ( Element element )
{
i f ( element i n s t an c eo f ModelElement )
{
f i n a l ModelElement modelElement = (ModelElement ) element ;
i f ( modelElement . getLocat ion ( ) . i sP r e s en t ( ) )
{
f i n a l Locat ion l o c a t i on = modelElement . getLocat ion ( ) . get ( ) ;
conso l e . p r in t (” (%d:%d)” , l o c a t i on . getLine ( ) , l o c a t i on . getColumn ( ) ) ;
}
}
conso l e . p r i n t l n ( ” ” ) ;
}
pr iva t e CompilationUnitContext parse ( SourceF i l e s ou r c eF i l e ) throws IOException
{
t ry ( f i n a l Fi leInputStream f i l e InputSt r eam = new FileInputStream ( sou r c eF i l e . getPath ( ) ) )
{
f i n a l ANTLRInputStream input = new ANTLRInputStream( f i l e InputSt r eam ) ;
f i n a l CMLLexer l e x e r = new CMLLexer( input ) ;
f i n a l CommonTokenStream tokens = new CommonTokenStream( l e x e r ) ;
f i n a l CMLParser par se r = new CMLParser ( tokens ) ;
f i n a l SyntaxErrorLi s tener syntaxErrorL i s t ener = new SyntaxErrorLi s tener ( conso l e ) ;
par se r . g e tE r r o rL i s t en e r s ( ) . c l e a r ( ) ;
par se r . addErrorL i s tener ( syntaxErrorL i s t ener ) ;




==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelLoadingException . java
package cml . language . l oader ;
import s t a t i c java . lang . St r ing . format ;
c l a s s ModelLoadingException extends RuntimeException
{
ModelLoadingException ( St r ing message , Object . . . args )
{
super ( format (message , args ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelSynthesisException . java
package cml . language . l oader ;
c l a s s ModelSynthesisException extends ModelLoadingException
{
ModelSynthesisException ( St r ing message , Object . . . args )
{
super (message , args ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelSynthes izer . java
package cml . language . l oader ;
import cml . language . exp r e s s i on s . ∗ ;
import cml . language . f e a t u r e s . ∗ ;
import cml . language . generated . ∗ ;
import cml . language . grammar . CMLBaseListener ;
import cml . language . grammar . CMLParser ;
import cml . language . grammar . CMLParser . ∗ ;
import cml . language . types . ∗ ;
import org . an t l r . v4 . runtime . ParserRuleContext ;
import org . an t l r . v4 . runtime . Token ;
import org . an t l r . v4 . runtime . t r e e . ParseTree ;
import org . jooq . lambda . Seq ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . concurrent . atomic . AtomicInteger ;
import java . u t i l . stream . Stream ;
import s t a t i c cml . language . f unc t i on s . ModuleFunctions . createImportOfModule ;
import s t a t i c cml . language . generated . Arithmetic . c r ea teAr i thmet i c ;
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import s t a t i c cml . language . generated . Assoc ia t i on . c r e a t eAs so c i a t i on ;
import s t a t i c cml . language . generated . Constructor . c r eateConst ructor ;
import s t a t i c cml . language . generated . Log i ca l . c r e a t eLog i c a l ;
import s t a t i c cml . language . generated . Property . c reateProperty ;
import s t a t i c cml . language . generated . Re f e r e n t i a l . c r e a t eRe f e r e n t i a l ;
import s t a t i c cml . language . generated . Re l a t i ona l . c r e a t eRe l a t i ona l ;
import s t a t i c cml . language . generated . Str ingConcat . c reateStr ingConcat ;
import s t a t i c cml . language . generated . ValueType . createValueType ;
import s t a t i c cml . language . t rans forms . Invocat ionTransforms . invocat ionOf ;
import s t a t i c cml . p r im i t i v e s . Types .BOOLEAN;
import s t a t i c cml . p r im i t i v e s . Types .BYTE;
import s t a t i c cml . p r im i t i v e s . Types .DECIMAL;
import s t a t i c cml . p r im i t i v e s . Types .DOUBLE;
import s t a t i c cml . p r im i t i v e s . Types .FLOAT;
import s t a t i c cml . p r im i t i v e s . Types .INTEGER;
import s t a t i c cml . p r im i t i v e s . Types .LONG;
import s t a t i c cml . p r im i t i v e s . Types .SHORT;
import s t a t i c cml . p r im i t i v e s . Types .STRING;
import s t a t i c cml . p r im i t i v e s . Types . ∗ ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c java . u t i l . Optional . o fNu l l ab l e ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . jooq . lambda . Seq . empty ;
import s t a t i c org . jooq . lambda . Seq . seq ;
c l a s s ModelSynthes izer extends CMLBaseListener
{
pr iva t e s t a t i c f i n a l St r ing QUOTE = ”\””;
p r i va t e s t a t i c f i n a l St r ing INVALID MODULE NAME = ”Module d e c l a r a t i on name (%s ) should match the module ’ s d i r e c t o r y name : %s ” ;
p r i va t e s t a t i c f i n a l St r ing NO NAME PROVIDED FOR CONCEPT = ”No name provided f o r concept . ” ;
p r i va t e s t a t i c f i n a l St r ing NO NAME PROVIDED FOR ASSOCIATION = ”No name provided f o r a s s o c i a t i o n . ” ;
p r i va t e s t a t i c f i n a l St r ing NO NAME PROVIDED FOR PROPERTY = ”No name provided f o r property . ” ;
p r i va t e s t a t i c f i n a l St r ing NO NAME PROVIDED FOR TARGET = ”No name provided f o r task . ” ;
p r i va t e f i n a l TempModule module ;
ModelSynthes izer (TempModule module )
{
t h i s . module = module ;
}
@Override
pub l i c void ex i tModuleDec larat ion ( ModuleDeclarationContext ctx )
{
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
i f ( ! name . equa l s (module . getName ( ) ) )
{




pub l i c void ex i t ImportDec la rat ion ( ImportDeclarat ionContext ctx )
{
f i n a l St r ing moduleName = ctx .NAME( ) . getText ( ) ;
f i n a l Locat ion l o c a t i on = locat i onOf ( ctx ) ;
ctx . import = createImportOfModule (moduleName , l oca t i on , module ) ;
}
@Override
pub l i c void ex i tConceptDec larat ion ( ConceptDeclarationContext ctx )
{
i f ( ctx .NAME() == nu l l )
{
throw new ModelSynthesisException (NO NAME PROVIDED FOR CONCEPT) ;
}
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
f i n a l boolean ab s t r a c t = ctx .ABSTRACTION() != nu l l ;
f i n a l List<Property> prope r tyL i s t = seq ( ctx . p rope r tyL i s t ( ) == nu l l ? empty ( ) : ctx . p rope r tyL i s t ( ) . p roper tyDec la rat ion ( ) )
.map( node −> node . property )
. t oL i s t ( ) ;
ctx . concept = TempConcept . c r ea t e (module , name , abs t rac t , propertyLi s t , l o ca t i onOf ( ctx ) ) ;
}
@Override
pub l i c void ex i tAs s o c i a t i onDec l a r a t i on ( Assoc ia t ionDec larat ionContext ctx )
{
i f ( ctx .NAME() == nu l l )
{
throw new ModelSynthesisException (NO NAME PROVIDED FOR ASSOCIATION) ;
}
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
ctx . a s s o c i a t i o n = c r ea t eAs so c i a t i on (name , module , l o ca t i onOf ( ctx ) , emptyList ( ) ) ;
seq ( ctx . a s soc ia t i onEndDec la ra t i on ( ) == nu l l ? empty ( ) : ctx . a s soc ia t i onEndDec la ra t ion ( ) )
. forEach ( node −> node . a s s o c i a t i o n = ctx . a s s o c i a t i o n ) ;
}
@Override
pub l i c void ex i tTaskDec larat ion ( TaskDeclarationContext ctx )
{
i f ( ctx .NAME() == nu l l )
{
throw new ModelSynthesisException (NO NAME PROVIDED FOR TARGET) ;
}
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
f i n a l Constructor cons t ruc to r = ctx . con s t ruc to rDec l a ra t i on ( ) == nu l l ? nu l l : c r eateConst ructor ( ctx . cons t ruc to rDec l a ra t i on ( ) .NAME( ) . getText ( ) ) ;
f i n a l List<ModelElement> prope r tyL i s t = seq ( ctx . p rope r tyL i s t ( ) == nu l l ? empty ( ) : ctx . p rope r tyL i s t ( ) . proper tyDec la rat ion ( ) )
.map( node −> (ModelElement ) node . property )
. t oL i s t ( ) ;
ctx . task = Task . createTask (name , module , l o ca t i onOf ( ctx ) , propertyLis t , cons t ruc to r ) ;
}
@Override
pub l i c void ex i tTemplateDec larat ion ( f i n a l TemplateDeclarationContext ctx )
{
i f ( ! ctx . f unc t i onDec l a ra t i on ( ) . func t i on . getParent ( ) . i sP r e s en t ( ) )
{




pub l i c void ex i tPrope r tyDec la ra t i on ( PropertyDeclarat ionContext ctx )
{




throw new ModelSynthesisException (NO NAME PROVIDED FOR PROPERTY) ;
}
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
f i n a l Type type = ( ctx . typeDec larat ion ( ) == nu l l ) ? nu l l : ctx . typeDec larat ion ( ) . type ;
f i n a l Express ion value = ( ctx . expre s s i on ( ) == nu l l ) ? nu l l : ctx . expre s s i on ( ) . expr ;
ctx . property = createProperty (name , nul l , l o ca t i onOf ( ctx ) , s i n g l e t o nL i s t ( value ) , ctx .DERIVED() != nul l , type , value , nu l l ) ;
}
@Override
pub l i c void ex i tTypeDec larat ion ( TypeDeclarationContext ctx )
{
i f ( ctx .NAME() == nu l l )
{
i f ( ctx . params != nu l l ) ctx . type = new FunctionType ( ctx . params . type , ctx . r e s u l t . type ) ;
e l s e i f ( ctx . tup le != nu l l ) ctx . type = ctx . tup le . type ;
e l s e i f ( ctx . inner != nu l l ) ctx . type = ctx . inner . type ;
}
e l s e
{
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
f i n a l St r ing c a r d i n a l i t y = ( ctx . c a r d i n a l i t y ( ) == nu l l ) ? ”” : ctx . c a r d i n a l i t y ( ) . getText ( ) ;
i f ( p r im i t i v e (name ) )
{
ctx . type = createValueType ( ca rd ina l i t y , primitiveTypeName (name ) ) ;
}
e l s e
{





pub l i c void exitTupleTypeDeclarat ion ( f i n a l TupleTypeDeclarationContext ctx )
{
f i n a l Seq<TupleTypeElement> elements = seq ( ctx . tupleTypeElementDeclaration ( ) ) .map( c −> c . element ) ;
f i n a l St r ing c a r d i n a l i t y = ( ctx . c a r d i n a l i t y ( ) == nu l l ) ? ”” : ctx . c a r d i n a l i t y ( ) . getText ( ) ;
ctx . type = new TupleType ( elements , c a r d i n a l i t y ) ;
}
@Override
pub l i c void exitTupleTypeElementDeclaration ( f i n a l TupleTypeElementDeclarationContext ctx )
{
f i n a l Type type = ctx . type . type ;
f i n a l Optional<Str ing> name = o fNu l l ab l e ( ctx . name ) .map(Token : : getText ) ;
ctx . element = new TupleTypeElement ( type , name . orE l se ( nu l l ) ) ;
}
@Override
pub l i c void ex i tFunct i onDec la ra t i on ( f i n a l Funct ionDeclarat ionContext ctx )
{
f i n a l St r ing name = ctx . name . getText ( ) ;
f i n a l Type type = ctx . resultType == nu l l ? nu l l : ctx . resultType . type ;
f i n a l Stream<FunctionParameter> params = ctx . funct ionParameterL i s t ( ) . params ;
i f ( ctx . parent i n s t an c eo f TemplateDeclarationContext )
{
ctx . func t i on = new Function (name , type , params ) ;
}
e l s e
{
f i n a l Seq<TypeParameter> typeParams = ctx . typeParameterList ( ) == nu l l ? empty ( ) : ctx . typeParameterList ( ) . params ;
f i n a l Express ion expr = ctx . expre s s i on ( ) == nu l l ? nu l l : ctx . expre s s i on ( ) . expr ;




pub l i c void ex i tFunct ionParameterList ( f i n a l FunctionParameterListContext ctx )
{
ctx . params = seq ( ctx . funct ionParameterDec larat ion ( ) ) .map( c −> c . param ) ;
}
@Override
pub l i c void ex i tFunct ionParameterDec larat ion ( f i n a l FunctionParameterDeclarationContext ctx )
{
f i n a l St r ing name = ctx . name . getText ( ) ;
ctx . param = new FunctionParameter (name , ctx . type . type ) ;
}
@Override
pub l i c void exitTypeParameterList ( f i n a l TypeParameterListContext ctx )
{
ctx . params = seq ( ctx . typeParameter ( ) ) .map( c −> c . param ) ;
}
@Override
pub l i c void exitTypeParameter ( f i n a l TypeParameterContext ctx )
{
f i n a l St r ing name = ctx . name . getText ( ) ;
ctx . param = new TypeParameter (name ) ;
}
@Override
pub l i c void ex i tExpre s s i on ( Express ionContext ctx )
{
i f ( ctx . l i t e r a l E xp r e s s i o n ( ) != nu l l ) ctx . expr = ctx . l i t e r a l E xp r e s s i o n ( ) . l i t e r a l ;
e l s e i f ( ctx . pathExpress ion ( ) != nu l l ) ctx . expr = ctx . pathExpress ion ( ) . path ;
e l s e i f ( ctx . lambdaExpression ( ) != nu l l ) ctx . expr = ctx . lambdaExpression ( ) . lambda ;
e l s e i f ( ctx . invocat ionExpres s i on ( ) != nu l l ) ctx . expr = ctx . invocat ionExpres s i on ( ) . invocat i on ;
e l s e i f ( ctx . comprehensionExpress ion ( ) != nu l l ) ctx . expr = invocat ionOf ( ctx . comprehensionExpress ion ( ) . comprehension ) ;
e l s e i f ( ctx . operator != nu l l && ctx . type != nu l l ) ctx . expr = createTypeExpress ion ( ctx ) ;
e l s e i f ( ctx . operator != nu l l && ctx . expre s s i on ( ) . s i z e ( ) == 1) ctx . expr = createUnary ( ctx ) ;
e l s e i f ( ctx . operator != nu l l && ctx . expre s s i on ( ) . s i z e ( ) == 2) ctx . expr = c r e a t e I n f i x ( ctx ) ;
e l s e i f ( ctx . cond != nu l l ) ctx . expr = cond i t i ona lExpres s i onOf ( ctx ) ;
e l s e i f ( ctx . varExpr != nu l l ) ctx . expr = le tExpres s ionOf ( ctx ) ;
e l s e i f ( ctx . inner != nu l l ) ctx . expr = ctx . inner . expr ;
c r ea teLocat i on ( ctx , ctx . expr ) ;
}
pr iva t e Express ion createTypeExpress ion ( f i n a l Express ionContext ctx )
{
a s s e r t ctx . expre s s i on ( ) . s i z e ( ) == 1 ;
f i n a l Express ion expr = ctx . expre s s i on ( ) . get ( 0 ) . expr ;
f i n a l St r ing operator = ctx . operator . getText ( ) . r ep l a c e ( ’ ? ’ , ’ q ’ ) . r ep l a c e ( ’ ! ’ , ’b ’ ) ;
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i f ( operator . equa l s (TypeCast .ASB) | | operator . equa l s (TypeCast .ASQ))
{
f i n a l Type castType = ctx . type . type ;
return new TypeCast ( expr , operator , castType ) ;
}
e l s e
{
f i n a l Type checkedType = ctx . type . type ;
return new TypeCheck ( expr , operator , checkedType ) ;
}
}
pr iva t e Unary createUnary ( Express ionContext ctx )
{
f i n a l St r ing operator = ctx . operator . getText ( ) ;
f i n a l Express ion expr = ctx . expre s s i on ( ) . get ( 0 ) . expr ;
re turn new Unary ( operator , expr ) ;
}
pr iva t e I n f i x c r e a t e I n f i x ( Express ionContext ctx )
{
f i n a l St r ing operator = ctx . operator . getText ( ) ;
f i n a l Express ion l e f t = ctx . expre s s i on ( ) . get ( 0 ) . expr ;
f i n a l Express ion r i gh t = ctx . expre s s i on ( ) . get ( 1 ) . expr ;
i f ( ar i thmet icOperator ( operator ) )
{
return createAr i thmet i c ( operator , a sL i s t ( l e f t , r i gh t ) , nul l , l o ca t i onOf ( ctx ) ) ;
}
e l s e i f ( l o g i c a lOpe ra to r ( operator ) )
{
return c r e a t eLog i c a l ( operator , a sL i s t ( l e f t , r i gh t ) , nul l , l o ca t i onOf ( ctx ) ) ;
}
e l s e i f ( r e l a t i ona lOpe ra to r ( operator ) )
{
return c r e a t eRe l a t i ona l ( operator , a sL i s t ( l e f t , r i gh t ) , nul l , l o ca t i onOf ( ctx ) ) ;
}
e l s e i f ( r e f e r e n t i a lOpe r a t o r ( operator ) )
{
return c r e a t eRe f e r e n t i a l ( operator , a sL i s t ( l e f t , r i gh t ) , nul l , l o ca t i onOf ( ctx ) ) ;
}
e l s e i f ( s t r ingOperator ( operator ) )
{
return createStr ingConcat ( operator , a sL i s t ( l e f t , r i gh t ) , nul l , l o ca t i onOf ( ctx ) ) ;
}
e l s e
{
throw new I l l e g a l S t a t eExc ep t i on (” Unexpected operator accepted by par se r : ” + operator + locat i onOf ( ctx ) . t oS t r ing ( ) ) ;
}
}
pr iva t e TempConditional cond i t i ona lExpre s s i onOf ( f i n a l Express ionContext ctx )
{
f i n a l Express ion cond = ctx . cond . expr ;
f i n a l Express ion then = ctx . then . expr ;
f i n a l Express ion e l s e = ctx . e l s e . expr ;
re turn new TempConditional ( cond , then , e l s e ) ;
}
pr iva t e Express ion l e tExpres s ionOf ( f i n a l Express ionContext ctx )
{
f i n a l Express ion var iab leExpr = ctx . varExpr . expr ;
f i n a l Express ion resu l tExpr = ctx . re su l tExpr . expr ;
f i n a l St r ing va r i ab l e = ctx . var . getText ( ) ;
re turn Let . c r ea teLet ( a sL i s t ( var iableExpr , re su l tExpr ) , nul l , l o ca t i onOf ( ctx ) , v a r i ab l e ) ;
}
@Override
pub l i c void ex i tPathExpress ion ( PathExpressionContext ctx )
{
f i n a l List<Str ing> pathNames = ctx .NAME()
. stream ()
.map( ParseTree : : getText )
. c o l l e c t ( t oL i s t ( ) ) ;
ctx . path = Path . c r ea t e ( pathNames ) ;
}
@Override
pub l i c void ex i tL i t e r a lExp r e s s i o n ( L i te ra lExpres s ionContext ctx )
{
f i n a l St r ing text = getText ( ctx ) ;
i f ( t ext != nu l l )
{
f i n a l ValueType type = createValueType (”” , primitiveTypeNameOf ( ctx ) ) ;




pub l i c void exitLambdaExpression ( f i n a l LambdaExpressionContext ctx )
{
f i n a l Seq<Str ing> parameters = ctx . lambdaParameterList ( ) == nu l l ? empty ( ) : ctx . lambdaParameterList ( ) . params ;
f i n a l Express ion expr = ctx . expre s s i on ( ) . expr ;
ctx . lambda = new Lambda( parameters , expr ) ;
}
@Override
pub l i c void exitLambdaParameterList ( f i n a l LambdaParameterListContext ctx )
{
ctx . params = seq ( ctx .NAME( ) ) .map( ParseTree : : getText ) ;
}
@Override
pub l i c void ex i t Invoca t i onExpre s s i on ( Invocat ionExpress ionContext ctx )
{
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
f i n a l Optional<Lambda> lambda = o fNu l l ab l e ( ctx . lambdaExpression ( ) ) .map( c −> c . lambda ) ;
f i n a l List<Expression> arguments = expres s i onsOf ( ctx ) . concat ( seq ( lambda ) ) . t oL i s t ( ) ;
ctx . invocat i on = Invocat ion . c r ea t e (name , arguments ) ;
}
pr iva t e Seq<Expression> expres s ionsOf ( f i n a l Invocat ionExpress ionContext ctx )
{
f i n a l AtomicInteger index = new AtomicInteger ( 2 ) ;
re turn seq ( ctx . expre s s i on ( ) ) .map( e −> {
f i n a l i n t i = index . incrementAndGet ( ) ;






pub l i c void exitComprehensionExpress ion ( ComprehensionExpressionContext ctx )
{
f i n a l Path path = ctx . pathExpress ion ( ) == nu l l ? nu l l : ctx . pathExpress ion ( ) . path ;
f i n a l Stream<Enumerator> enumerators = ctx . enumeratorDeclarat ion ( )
. stream ()
.map( e −> e . enumerator ) ;
f i n a l Stream<Query> que r i e s = ctx . queryStatement ( )
. stream ( ) .map(q −> q . query ) ;
i f ( path == nu l l )
{
ctx . comprehension = new Comprehension ( seq ( enumerators ) , seq ( que r i e s ) ) ;
}
e l s e
{




pub l i c void exitEnumeratorDeclarat ion ( EnumeratorDeclarationContext ctx )
{
f i n a l St r ing va r i ab l e = ctx . var . getText ( ) ;
f i n a l Path path = ctx . pathExpress ion ( ) . path ;
ctx . enumerator = new Enumerator ( var iab l e , path ) ;
}
@Override
pub l i c void exitQueryStatement ( f i n a l QueryStatementContext ctx )
{
i f ( ctx .NAME() == nu l l )
{
f i n a l Stream<Keyword> keywords = ctx . keywordExpression ( )
. stream ()
.map(k −> k . keyword ) ;
ctx . query = new Query ( keywords ) ;
}
e l s e
{
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;




pub l i c void exitKeywordExpression ( f i n a l KeywordExpressionContext ctx )
{
f i n a l St r ing name = ctx .NAME( ) . getText ( ) ;
f i n a l Seq<Str ing> parameters = ctx . lambdaParameterList ( ) == nu l l ? empty ( ) : ctx . lambdaParameterList ( ) . params ;
f i n a l Express ion expre s s i on = ctx . expre s s i on ( ) . expr ;
ctx . keyword = new Keyword (name , parameters , expre s s i on ) ;
}
pr iva t e s t a t i c St r ing getText ( L i t e ra lExpres s ionContext ctx )
{
i f ( ctx .BOOLEAN() != nu l l ) re turn ctx .BOOLEAN( ) . getText ( ) ;
e l s e i f ( ctx .STRING() != nu l l ) return unwrap ( ctx .STRING( ) . getText ( ) ) ;
e l s e i f ( ctx .INTEGER() != nu l l ) return ctx .INTEGER( ) . getText ( ) ;
e l s e i f ( ctx .DECIMAL() != nu l l ) return ctx .DECIMAL( ) . getText ( ) ;
e l s e i f ( ctx .LONG() != nu l l ) return e x t r a c t Su f f i x ( ctx .LONG( ) . getText ( ) ) ;
e l s e i f ( ctx .SHORT() != nu l l ) return e x t r a c t Su f f i x ( ctx .SHORT( ) . getText ( ) ) ;
e l s e i f ( ctx .BYTE() != nu l l ) re turn e x t r a c t Su f f i x ( ctx .BYTE( ) . getText ( ) ) ;
e l s e i f ( ctx .FLOAT() != nu l l ) return e x t r a c t Su f f i x ( ctx .FLOAT( ) . getText ( ) ) ;
e l s e i f ( ctx .DOUBLE() != nu l l ) return e x t r a c t Su f f i x ( ctx .DOUBLE( ) . getText ( ) ) ;
e l s e return nu l l ;
}
pr iva t e s t a t i c St r ing e x t r a c t Su f f i x ( St r ing text )
{
return text . subs t r ing (0 , t ext . l ength ( ) − 1 ) ;
}
pr iva t e s t a t i c St r ing primitiveTypeNameOf ( L i te ra lExpres s ionContext ctx )
{
i f ( ctx .BOOLEAN() != nu l l ) re turn BOOLEAN;
e l s e i f ( ctx .STRING() != nu l l ) return STRING;
e l s e i f ( ctx .INTEGER() != nu l l ) return INTEGER;
e l s e i f ( ctx .LONG() != nu l l ) return LONG;
e l s e i f ( ctx .SHORT() != nu l l ) return SHORT;
e l s e i f ( ctx .BYTE() != nu l l ) re turn BYTE;
e l s e i f ( ctx .DECIMAL() != nu l l ) return DECIMAL;
e l s e i f ( ctx .FLOAT() != nu l l ) return FLOAT;
e l s e i f ( ctx .DOUBLE() != nu l l ) re turn DOUBLE;
e l s e return nu l l ;
}
pr iva t e s t a t i c St r ing unwrap ( St r ing text )
{
i f ( t ext . startsWith (QUOTE))
{
text = text . subs t r ing ( 1 ) ;
}
i f ( t ext . endsWith (QUOTE))
{




pr iva t e Location locat i onOf ( ParserRuleContext ctx )
{
return crea teLocat ion ( ctx , nu l l ) ;
}
pr iva t e Location createLocat ion ( ParserRuleContext ctx , ModelElement element )
{
f i n a l Token token = ctx . ge tS ta r t ( ) ;
re turn Location . c r ea teLocat i on ( token . getLine ( ) , token . getCharPos i t ionInLine ( ) + 1 , element ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelValidator . java
package cml . language . l oader ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . foundat ion . Diagnost i c ;
import cml . language . foundat ion . Inva r i an tVa l ida to r ;
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import cml . language . generated . Assoc i a t i on ;
import cml . language . generated . Associat ionEnd ;
import cml . language . generated . Express ion ;
import cml . language . generated . Property ;
import cml . language . i nva r i an t s . ∗ ;
import java . u t i l . ArrayList ;
import java . u t i l . L i s t ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
pub l i c c l a s s ModelValidator implements ModelVis i tor
{
pr iva t e f i n a l Invar iantVa l idator<TempConcept> concept Invar iantVa l ida to r = ( ) −> a sL i s t (
new NotOwnGeneralization ( ) ,
new Compat ib leGenera l i zat ions ( ) ,
new Con f l i c tRed e f i n i t i o n ( ) ,
new Abst rac tProper tyRede f in i t i on ( )
) ;
p r i va t e f i n a l Invar iantVa l idator<Property> proper ty Invar i antVa l ida to r = ( ) −> a sL i s t (
new UniquePropertyName ( ) ,
new PropertyTypeSpec i f i edOrIn fer red ( ) ,
new PropertyTypeAssignableFromExpressionType ( ) ,
new Genera l i za t i onCompat ib l eRede f in i t i on ( ) ,
new AbstractPropertyInAbstractConcept ( )
) ;
p r i va t e f i n a l Invar iantVa l idator<Assoc iat ion> a s s o c i a t i on Inva r i an tVa l i d a t o r = ( ) −> a sL i s t (
new AssociationMustHaveTwoAssociationEnds ( ) ,
new AssociationEndTypesMustMatch ( )
) ;
p r i va t e f i n a l Invar iantVa l idator<AssociationEnd> as soc i a t i onEndInvar i antVa l ida to r = ( ) −> a sL i s t (
new AssociationEndPropertyFoundInModel ( ) ,
new AssociationEndTypeMatchesPropertyType ( )
) ;
p r i va t e f i n a l Invar iantVa l idator<Expression> exp r e s s i on Inva r i an tVa l i da to r = ( ) −> s i n g l e t o nL i s t (new Expres s ion Invar iant ( ) ) ;
p r i va t e f i n a l List<Diagnost ic> d i a gno s t i c s = new ArrayList <>();
List<Diagnost ic> ge tD iagnos t i c s ( )
{
return d i a gno s t i c s ;
}
@Override
pub l i c void v i s i t (TempConcept concept )
{
concept Invar iantVa l ida to r . v a l i d a t e ( concept , d i a gno s t i c s ) ;
}
@Override
pub l i c void v i s i t ( Property property )
{
prope r ty Invar i antVa l ida to r . v a l i d a t e ( property , d i a gno s t i c s ) ;
}
@Override
pub l i c void v i s i t ( As soc ia t i on a s s o c i a t i o n )
{
a s s o c i a t i on Inva r i an tVa l i d a t o r . v a l i d a t e ( a s s o c i a t i on , d i a gno s t i c s ) ;
}
@Override
pub l i c void v i s i t ( Associat ionEnd assoc iat ionEnd )
{
as soc i a t i onEndInvar i antVa l ida to r . v a l i d a t e ( assoc iat ionEnd , d i a gno s t i c s ) ;
}
@Override
pub l i c void v i s i t ( f i n a l Express ion expre s s i on )
{
exp r e s s i on Inva r i an tVa l i da to r . v a l i d a t e ( express ion , d i a gno s t i c s ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader /ModelVis i tor . java
package cml . language . l oader ;
import cml . language . f e a t u r e s . Function ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Assoc i a t i on ;
import cml . language . generated . Associat ionEnd ;
import cml . language . generated . Express ion ;
import cml . language . generated . Property ;
@SuppressWarnings (” unused ”)
pub l i c i n t e r f a c e ModelVis i tor
{
de f au l t void v i s i t (TempModel model ) {}
de f au l t void v i s i t (TempModule module ) {}
de f au l t void v i s i t ( Function funct i on ) {}
de f au l t void v i s i t (TempConcept concept ) {}
de f au l t void v i s i t ( Property property ) {}
de f au l t void v i s i t ( As soc ia t i on a s s o c i a t i o n ) {}
de f au l t void v i s i t ( Associat ionEnd assoc iat ionEnd ) {}
de f au l t void v i s i t ( Express ion expre s s i on ) {}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / loader / SyntaxErrorLi s tener . java
package cml . language . l oader ;
import cml . i o . Console ;
import org . an t l r . v4 . runtime . BaseErrorL i s tener ;
import org . an t l r . v4 . runtime . Recognit ionExcept ion ;
import org . an t l r . v4 . runtime . Recognizer ;
pub l i c c l a s s SyntaxErrorLi s tener extends BaseErrorL i s tener
{
pr iva t e f i n a l Console conso l e ;
SyntaxErrorLi s tener ( f i n a l Console conso l e )
{
t h i s . conso l e = conso l e ;
}
@Override




conso l e . p r i n t l n (” Syntax Error : %s (%s :%s )” , defaultErrorMessage , l i n e , charPos i t i on InL ine + 1 ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / trans forms / Invocat ionTransforms . java
package cml . language . t rans forms ;
import cml . language . exp r e s s i on s . Comprehension ;
import cml . language . exp r e s s i on s . Invocat ion ;
import cml . language . exp r e s s i on s . Lambda ;
import cml . language . exp r e s s i on s . Query ;
import cml . language . generated . Express ion ;
import java . u t i l . LinkedHashMap ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s Invocat ionTransforms
{
pub l i c s t a t i c Invocat ion invocat ionOf ( f i n a l Comprehension comprehension )
{
f i n a l List<Query> r eve r s edQuer i e s = seq ( comprehension . getQuer ie s ( ) ) . r e v e r s e ( ) . t oL i s t ( ) ;
re turn invocat ionOf ( comprehension , r eve r s edQuer i e s ) ;
}
pr iva t e s t a t i c Invocat ion invocat ionOf ( f i n a l Comprehension comprehension , f i n a l List<Query> que r i e s )
{
f i n a l Optional<Query> f i r s t = seq ( que r i e s ) . f i n dF i r s t ( ) ;
a s s e r t f i r s t . i sP r e s en t ( ) ;
f i n a l Query query = f i r s t . get ( ) ;
f i n a l St r ing name = query . getInvocationName ( ) ;
f i n a l LinkedHashMap<Str ing , Expression> arguments = new LinkedHashMap<>();
f i n a l List<Query> r e s t = seq ( que r i e s ) . sk ip ( 1 ) . t oL i s t ( ) ;
i f ( r e s t . isEmpty ( ) )
{
i f ( comprehension . getPath ( ) . i sP r e s en t ( ) )
{
arguments . put (” seq ” , comprehension . getPath ( ) . get ( ) ) ;
}
e l s e i f ( comprehension . getEnumerators ( ) . s i z e ( ) == 1)
{
seq ( comprehension . getEnumerators ( ) ) . f i n dF i r s t ( )
. i f P r e s en t ( e −> arguments . put (” seq ” , e . getPath ( ) ) ) ;
}
e l s e
{
arguments . put (” seq ” , Invocat ion . c r ea t e (” c r o s s j o i n ” , comprehension . ge tExpres s ions ( ) ) ) ;
}
}
e l s e
{
arguments . put (” seq ” , invocat ionOf ( comprehension , r e s t ) ) ;
}
query . getExpress ion ( ) . i fP r e s en t ( expr −> arguments . put (
” expr ” , new Lambda( comprehension . getEnumeratorVariablesForQuery ( query ) , expr ) ) ) ;
query . getExtraKeywords ( ) . forEach (k −> arguments . put (k . getName ( ) , k . getLambdaExpression ( ) ) ) ;
re turn Invocat ion . c r ea t e (name , arguments ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /BaseType . java
package cml . language . types ;
import cml . language . generated . Concept ;
import cml . language . generated . Type ;
import java . u t i l . Optional ;
import s t a t i c cml . language . generated . Element . extendElement ;
pub l i c abs t rac t c l a s s BaseType implements Type
{
pr iva t e f i n a l Type type ;
pub l i c BaseType ( )
{
t h i s ( ” ” ) ;
}
pub l i c BaseType ( St r ing c a r d i n a l i t y )
{
t h i s . type = Type . extendType ( th i s , extendElement ( t h i s ) , c a r d i n a l i t y ) ;
}
@Override
pub l i c St r ing ge tCard ina l i t y ( )
{
return type . g e tCard ina l i t y ( ) ;
}
@Override
pub l i c St r ing getName ( )
{
return type . getName ( ) ;
}
@Override
pub l i c i n t getMinCardinal i ty ( )
{
return type . getMinCardinal i ty ( ) ;
}
@Override
pub l i c i n t getMaxCardinal ity ( )
{
return type . getMaxCardinal ity ( ) ;
}
@Override
pub l i c Optional<Concept> getConcept ( )
{





pub l i c St r ing getKind ( )
{
return type . getKind ( ) ;
}
@Override
pub l i c Type getMatchingResultType ( )
{
return type . getMatchingResultType ( ) ;
}
@Override
pub l i c Type getBaseType ( )
{
return type . getBaseType ( ) ;
}
@Override
pub l i c boolean isParameter ( )
{
return type . isParameter ( ) ;
}
@Override
pub l i c boolean i sDe f ined ( )
{
return type . i sDe f ined ( ) ;
}
@Override
pub l i c boolean i sUndef ined ( )
{
return type . i sUndef ined ( ) ;
}
@Override
pub l i c boolean isSomething ( )
{
return type . isSomething ( ) ;
}
@Override
pub l i c boolean isNothing ( )
{
return type . i sNothing ( ) ;
}
@Override
pub l i c boolean i sR e l a t i o n a l ( )
{
return type . i sR e l a t i o n a l ( ) ;
}
@Override
pub l i c boolean i sR e f e r e n t i a l ( )
{
return type . i sR e f e r e n t i a l ( ) ;
}
@Override
pub l i c boolean i sP r im i t i v e ( )
{
return type . i sP r im i t i v e ( ) ;
}
@Override
pub l i c boolean isNumeric ( )
{
return type . isNumeric ( ) ;
}
@Override
pub l i c boolean i sF l o a t ( )
{
return type . i sF l o a t ( ) ;
}
@Override
pub l i c boolean i sBoo lean ( )
{
return type . i sBoo lean ( ) ;
}
@Override
pub l i c Type getElementType ( )
{
return type . getElementType ( ) ;
}
@Override
pub l i c boolean i s S t r i n g ( )
{
return type . i s S t r i n g ( ) ;
}
@Override
pub l i c boolean i s S i n g l e ( )
{
return type . i s S i n g l e ( ) ;
}
@Override
pub l i c boolean i sRequ i red ( )
{
return type . i sRequ i red ( ) ;
}
@Override
pub l i c boolean i sOpt iona l ( )
{
return type . i sOpt iona l ( ) ;
}
@Override
pub l i c boolean isSequence ( )
{
return type . i sSequence ( ) ;
}
@Override
pub l i c St r ing g e t I n f e r r edCa rd i na l i t y ( )
{





pub l i c Type get In ferredType ( )
{
return type . get In ferredType ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /FunctionType . java
package cml . language . types ;
import cml . language . generated . Type ;
import org . jooq . lambda . Seq ;
import java . u t i l . Optional ;
import s t a t i c java . lang . St r ing . format ;
pub l i c c l a s s FunctionType extends BaseType
{
pr iva t e f i n a l TupleType params ;
p r i va t e f i n a l Type r e s u l t ;
pub l i c FunctionType ( f i n a l TupleType params , f i n a l Type r e s u l t )
{
t h i s . params = params ;
t h i s . r e s u l t = r e s u l t ;
}




pub l i c Type getResu l t ( )
{
return r e s u l t ;
}
pub l i c Seq<Type> getParamTypes ( )
{
return params . getElements ( ) .map(TupleTypeElement : : getType ) ;
}
pub l i c boolean isSingleParam ()
{
return getParams ( ) . getElements ( ) . count ( ) == 1 ;
}
pub l i c Type getSingleParamType ( )
{
a s s e r t i sSingleParam ( ) ;
f i n a l Optional<TupleTypeElement> s i n g l e = getParams ( ) . getElements ( ) . f i n dS i n g l e ( ) ;
a s s e r t s i n g l e . i sP r e s en t ( ) ;
re turn s i n g l e . get ( ) . getType ( ) ;
}
pub l i c Type getMatchingResultType ( )
{
return getResu l t ( ) ;
}
@Override
pub l i c boolean i s S t r i n g ( )
{
return f a l s e ;
}
@Override
pub l i c Type getElementType ( )
{
a s s e r t i sRequ i red ( ) ;
re turn t h i s ;
}
@Override
pub l i c St r ing getKind ( )
{
return ” funct i on ” ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format(”%s −> %s ” , params . ge tDiagnos t i c Id ( ) , r e s u l t . g e tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /MemberType . java
package cml . language . types ;
import cml . language . generated . Type ;
import s t a t i c java . lang . St r ing . format ;
pub l i c c l a s s MemberType extends BaseType
{
pr iva t e f i n a l Type baseType ;
p r i va t e f i n a l St r ing name ;
p r i va t e f i n a l long paramIndex ;
pub l i c MemberType( f i n a l Type baseType , f i n a l St r ing name , f i n a l long paramIndex )
{
t h i s . baseType = baseType ;
t h i s . name = name ;
t h i s . paramIndex = paramIndex ;
}














pub l i c Type getElementType ( )
{
return t h i s ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format(”%s .%s ” , baseType , getName ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /TempNamedType . java
package cml . language . types ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . generated . Concept ;
import cml . language . generated . Element ;
import cml . language . generated . Type ;
import cml . language . generated . ValueType ;
import cml . p r im i t i v e s . Types ;
import org . j e t b r a i n s . annotat ions . NotNull ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . w i thCard ina l i ty ;
import s t a t i c cml . language . generated . Element . extendElement ;
import s t a t i c cml . language . generated . Type . extendType ;
pub l i c i n t e r f a c e TempNamedType extends Type
{
TempNamedType NOTHING = TempNamedType . c r ea t e (”NOTHING” , ”?” ) ;
ValueType BOOLEAN = ValueType . createValueType (”” , Types .BOOLEAN) ;
ValueType STRING = ValueType . createValueType (”” , Types .STRING) ;
St r ing getName ( ) ;
@Override
de f au l t Type get In ferredType ( )
{
return wi thCard ina l i ty ( th i s , g e t I n f e r r edCa rd i na l i t y ( ) ) ;
}
de f au l t boolean isNothing ( )
{
return getName ( ) . toUpperCase ( ) . equa l s (NOTHING. getName ( ) ) ;
}
@Override
de f au l t TempNamedType getElementType ( )
{
f i n a l TempNamedType elementType = TempNamedType . c r ea t e ( getName ( ) ) ;
getConcept ( ) .map( c −> (TempConcept ) c ) . i fP r e s en t ( elementType : : setConcept ) ;
re turn elementType ;
}
void setConcept (@NotNull Concept concept ) ;
s t a t i c TempNamedType c r ea t e ( St r ing name)
{
return new NamedTypeImpl (name , ”” ) ;
}
s t a t i c TempNamedType c r ea t e ( St r ing name , St r ing c a r d i n a l i t y )
{
return new NamedTypeImpl (name , c a r d i n a l i t y ) ;
}
}
c l a s s NamedTypeImpl implements TempNamedType
{
pr iva t e f i n a l Type type ;
p r i va t e f i n a l St r ing name ;
p r i va t e Concept concept ;
NamedTypeImpl ( St r ing name , St r ing c a r d i n a l i t y )
{
f i n a l Element element = extendElement ( t h i s ) ;
t h i s . type = extendType ( th i s , element , c a r d i n a l i t y ) ;
t h i s . name = name ;
}
@Override
pub l i c St r ing getKind ( )
{
return type . getKind ( ) ;
}
@Override
pub l i c Type getMatchingResultType ( )
{
return type . getMatchingResultType ( ) ;
}
@Override
pub l i c Type getBaseType ( )
{
return type . getBaseType ( ) ;
}
@Override
pub l i c boolean isParameter ( )
{
return type . isParameter ( ) ;
}
@Override
pub l i c boolean i sDe f ined ( )
{
return type . i sDe f ined ( ) ;
}
@Override
pub l i c boolean i sUndef ined ( )
{




pub l i c boolean isSomething ( )
{
return type . isSomething ( ) ;
}
@Override
pub l i c boolean i sBoo lean ( )
{
return type . i sBoo lean ( ) ;
}
@Override
pub l i c boolean isNumeric ( )
{
return type . isNumeric ( ) ;
}
@Override
pub l i c boolean i sF l o a t ( )
{
return type . i sF l o a t ( ) ;
}
@Override
pub l i c boolean i s S t r i n g ( )
{
return type . i s S t r i n g ( ) ;
}
@Override
pub l i c boolean i sP r im i t i v e ( )
{
return type . i sP r im i t i v e ( ) ;
}
@Override
pub l i c boolean i sR e l a t i o n a l ( )
{
return isNumeric ( ) | | i sF l o a t ( ) | | i s S t r i n g ( ) ;
}
@Override
pub l i c boolean i sR e f e r e n t i a l ( )
{
return type . i sR e f e r e n t i a l ( ) ;
}
@Override
pub l i c boolean i s S i n g l e ( )
{
return type . i s S i n g l e ( ) ;
}
@Override
pub l i c boolean i sRequ i red ( )
{
return type . i sRequ i red ( ) ;
}
@Override
pub l i c boolean i sOpt iona l ( )
{
return type . i sOpt iona l ( ) ;
}
@Override
pub l i c boolean isSequence ( )
{
return type . i sSequence ( ) ;
}
@Override
pub l i c St r ing g e t I n f e r r edCa rd i na l i t y ( )
{
return type . g e t I n f e r r edCa rd i na l i t y ( ) ;
}
@Override





pub l i c St r ing ge tCard ina l i t y ( )
{
return type . g e tCard ina l i t y ( ) ;
}
@Override
pub l i c i n t getMinCardinal i ty ( )
{
return type . getMinCardinal i ty ( ) ;
}
@Override
pub l i c i n t getMaxCardinal ity ( )
{
return type . getMaxCardinal ity ( ) ;
}
@Override
pub l i c Optional<Concept> getConcept ( )
{
return Optional . o fNu l l ab l e ( concept ) ;
}
pub l i c void setConcept (@NotNull Concept concept )
{
a s s e r t t h i s . concept == nu l l ;
t h i s . concept = concept ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return i sUndef ined ( ) ? getName ( ) : getName ( ) + ge tCard ina l i t y ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /TupleType . java
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package cml . language . types ;
import cml . language . generated . Type ;
import org . jooq . lambda . Seq ;
import java . u t i l . L i s t ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . w i thCard ina l i ty ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c org . jooq . lambda . Seq . seq ;
pub l i c c l a s s TupleType extends BaseType
{
pr iva t e f i n a l List<TupleTypeElement> elements ;
pub l i c TupleType ( f i n a l Seq<TupleTypeElement> elements )
{
t h i s ( elements , ” ” ) ;
}
pub l i c TupleType ( f i n a l Seq<TupleTypeElement> elements , S t r ing c a r d i n a l i t y )
{
super ( c a r d i n a l i t y ) ;
t h i s . e lements = elements . t oL i s t ( ) ;
}
pub l i c Seq<TupleTypeElement> getElements ( )
{
return seq ( elements ) ;
}
pub l i c Seq<Type> getElementTypes ( )
{
return seq ( elements ) .map(TupleTypeElement : : getType ) ;
}
@Override
pub l i c Type getElementType ( )
{
return wi thCard ina l i ty ( th i s , ” ” ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return format (”(% s )” , seq ( e lements ) .map( e −> e . ge tD iagnos t i c Id ( ) ) . t oS t r ing (” , ” ) ) + ge tCard ina l i t y ( ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /TupleTypeElement . java
package cml . language . types ;
import cml . language . foundat ion . ModelElementBase ;
import cml . language . f unc t i on s . TypeFunctions ;
import cml . language . generated . Type ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . u t i l . Optional ;
import s t a t i c java . lang . St r ing . format ;
import s t a t i c java . u t i l . Optional . o fNu l l ab l e ;
pub l i c c l a s s TupleTypeElement extends ModelElementBase
{
pr iva t e f i n a l Type type ;
p r i va t e f i n a l @Nullable St r ing name ;
pub l i c TupleTypeElement ( f i n a l Type type , f i n a l @Nullable St r ing name)
{
t h i s . type = type ;
t h i s . name = name ;
}




pub l i c Optional<Str ing> getName ( )
{
return o fNu l l ab l e (name ) ;
}
pub l i c boolean isAss ignableFrom ( f i n a l TupleTypeElement that )
{
return TypeFunctions . i sAss ignableFrom ( th i s . type , that . type ) &&
(name != nu l l ? name . equa l s ( that . name) : that . name == nu l l ) ;
}
@Override
pub l i c St r ing ge tD iagnos t i c Id ( )
{
return name == nu l l ? type . ge tD iagnos t i c Id ( ) : format(”%s : %s ” , name , type . ge tD iagnos t i c Id ( ) ) ;
}
}
==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /TypedElementBase . java
package cml . language . types ;
import cml . language . foundat ion . NamedElementBase ;
import cml . language . generated . Scope ;
import cml . language . generated . Type ;
import cml . language . generated . TypedElement ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
pub l i c abs t rac t c l a s s TypedElementBase extends NamedElementBase implements TypedElement
{
pr iva t e f i n a l Type type ;
pub l i c TypedElementBase ( f i n a l St r ing name , f i n a l Type type )
{
t h i s ( nul l , name , type ) ;
}
pub l i c TypedElementBase ( @Nullable f i n a l Scope parent , f i n a l St r ing name , f i n a l Type type )
{
super ( parent , name ) ;










==> cml−compi ler /cml−language / s r c /main/ java /cml/ language / types /TypeParameter . java
package cml . language . types ;
pub l i c c l a s s TypeParameter
{
pr iva t e f i n a l St r ing name ;
pub l i c TypeParameter ( f i n a l St r ing name)
{
t h i s . name = name ;
}





==> cml−compi ler /cml−language / s r c / t e s t / java /cml/ language /Express ionTest . java
package cml . language ;
import cml . i o . Console ;
import cml . i o . Fi leSystem ;
import cml . i o . ModuleManager ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . Express ion ;
import cml . language . generated . Property ;
import cml . language . generated . Type ;
import cml . language . generated . UndefinedType ;
import cml . language . l oader . ModelLoader ;
import cml . templates . ModelAdaptor ;
import org . j un i t . Test ;
import org . j un i t . runner . RunWith ;
import org . j un i t . runners . Parameterized ;
import org . s t r ing t emp la t e . v4 .ST ;
import org . s t r ing t emp la t e . v4 . STGroupFile ;
import java . i o . F i l e ;
import java . i o . Fi leInputStream ;
import java . i o . IOException ;
import java . u t i l . L i s t ;
import java . u t i l . Optional ;
import java . u t i l . P rope r t i e s ;
import s t a t i c cml . language . f unc t i on s . ModelFunctions . moduleOf ;
import s t a t i c cml . language . f unc t i on s . ModuleFunctions . conceptOf ;
import s t a t i c java . u t i l . Arrays . stream ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . jooq . lambda . Seq . seq ;
import s t a t i c org . j un i t . Assert . ∗ ;
@RunWith( Parameterized . c l a s s )
pub l i c c l a s s Express ionTest
{
pr iva t e s t a t i c f i n a l St r ing BASE PATH = ”./ s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest ” ;
p r i va t e s t a t i c f i n a l St r ing ENCODING = ”UTF−8”;
p r i va t e s t a t i c f i n a l char START CHAR = ’< ’ ;
p r i va t e s t a t i c f i n a l char STOP CHAR = ’> ’ ;
@Parameterized . Parameters (name = ”{0}”)
pub l i c s t a t i c List<Object []> modulePaths ( )
{
f i n a l F i l e f i l e = new F i l e (BASE PATH) ;
f i n a l F i l e [ ] f i l e s = f i l e . l i s t F i l e s ( F i l e : : i sD i r e c t o r y ) ;
re turn stream ( f i l e s == nu l l ? new F i l e [ 0 ] : f i l e s )
.map( f −> new Object [ ] { f . getName ( ) , f })
. c o l l e c t ( t oL i s t ( ) ) ;
}
pr iva t e f i n a l F i l e moduleDir ;
p r i va t e f i n a l Fi leSystem f i l eSy s t em ;
pr i va t e f i n a l ModuleManager moduleManager ;
p r i va t e f i n a l ModelLoader modelLoader ;
p r i va t e f i n a l STGroupFile groupFi le ;
pub l i c Express ionTest ( @SuppressWarnings (” unused ”) St r ing moduleName , F i l e moduleDir )
{
f i n a l Console conso l e = Console . createSystemConsole ( ) ;
t h i s . moduleDir = moduleDir ;
t h i s . f i l eSy s t em = FileSystem . c r ea t e ( conso l e ) ;
t h i s . moduleManager = ModuleManager . c r ea t e ( conso le , f i l eSy s t em ) ;
t h i s . modelLoader = ModelLoader . c r ea t e ( conso le , moduleManager ) ;
t h i s . groupFi l e = getOclTemplateGroup ( ) ;
}
@Test
pub l i c void expressionOCL () throws Exception
{
f i n a l TempConcept concept = loadExpres s ions ( ) ;
f i n a l Prope r t i e s expectedOCL = loadPrope r t i e s (” expec t ed oc l . p r op e r t i e s ” ) ;
f o r ( f i n a l Property property : seq ( concept . g e tPrope r t i e s ( ) ) )
{




pub l i c void expectedType ( ) throws Exception
{
f i n a l TempConcept concept = loadExpres s ions ( ) ;
f i n a l Prope r t i e s expectedType = loadPrope r t i e s (” expected type . p r op e r t i e s ” ) ;
f o r ( f i n a l Property property : seq ( concept . g e tPrope r t i e s ( ) ) )
{
assertExpectedType ( expectedType , property ) ;
}
}
pr iva t e TempConcept loadExpres s ions ( )
{
f i n a l St r ing modulesBaseDir = f i l eSy s t em . extractParentPath (moduleDir . getPath ( ) ) ;
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moduleManager . c l ea rBaseDi r s ( ) ;
moduleManager . addBaseDir ( modulesBaseDir ) ;
f i n a l TempModel model = TempModel . c r ea t e ( ) ;
modelLoader . loadModel (model , moduleDir . getName ( ) ) ;
f i n a l St r ing moduleName = moduleDir . getName ( ) ;
f i n a l Optional<TempModule> module = moduleOf (model , moduleName ) ;
asser tTrue (”Module should be found : ” + moduleName , module . i sP r e s en t ( ) ) ;
f i n a l Optional<TempConcept> concept = conceptOf (module . get ( ) , ” Express ions ” ) ;
asser tTrue (”The Express ions concept should be found in module : ” + moduleName , concept . i sP r e s en t ( ) ) ;
re turn concept . get ( ) ;
}
pr iva t e Prope r t i e s l oadPrope r t i e s ( St r ing f i leName ) throws IOException
{
f i n a l Prope r t i e s p r op e r t i e s = new Prope r t i e s ( ) ;
f i n a l F i l e p r o p e r t i e sF i l e = new F i l e (moduleDir , f i leName ) ;
t ry ( f i n a l Fi leInputStream f i l e InputSt r eam = new FileInputStream ( p r op e r t i e sF i l e ) )
{
p r op e r t i e s . load ( f i l e InputSt r eam ) ;
}
return p r op e r t i e s ;
}
pr iva t e s t a t i c STGroupFile getOclTemplateGroup ( )
{
f i n a l STGroupFile groupFi l e = new STGroupFile (
BASE PATH + Fi l e . s eparato r + ” oc l . s tg ” ,
ENCODING, START CHAR, STOP CHAR) ;
groupFi le . reg isterModelAdaptor ( Object . c l a s s , new ModelAdaptor ( ) ) ;
re turn groupFi le ;
}
pr iva t e void assertExpectedOCL ( Prope r t i e s expectedOCL , Property property )
{
f i n a l St r ing expectedOCLExpression = expectedOCL . getProperty ( property . getName ( ) ) ;
i f ( expectedOCLExpression == nu l l )
{
a s s e r tFa l s e (
”Expected non−i n i t property or miss ing property in expec t ed oc l . p r op e r t i e s f i l e : ” + property . getName ( ) ,
property . getValue ( ) . i sP r e s en t ( ) ) ;
}
e l s e
{
assertTrue (” Expected value f o r property : ” + property . getName ( ) , property . getValue ( ) . i sP r e s en t ( ) ) ;
f i n a l ST oclTemplate = groupFi le . get InstanceOf (” oc l ” ) ;
oclTemplate . add (” expr ” , property . getValue ( ) . get ( ) ) ;
a s s e r tEqua l s (
”Property should match OCL: ” + property . getName ( ) ,
expectedOCLExpression ,
oclTemplate . render ( ) ) ;
}
}
pr iva t e void assertExpectedType ( Prope r t i e s expectedTypes , Property property )
{
f i n a l St r ing expectedType = expectedTypes . getProperty ( property . getName ( ) ) ;
i f ( expectedType == nu l l )
{
a s s e r tFa l s e (
”Expected non−i n i t property or miss ing property in expected type . p r op e r t i e s f i l e : ” + property . getName ( ) ,
property . getValue ( ) . i sP r e s en t ( ) ) ;
}
e l s e
{
assertTrue (” Expected type f o r property : ” + property . getName ( ) , property . getValue ( ) . i sP r e s en t ( ) ) ;
f i n a l Express ion value = property . getValue ( ) . o rE l se ( nu l l ) ;
a s se r tNotNul l (” Should have i n i t f o r property : ” + property . getName ( ) , value ) ;
f i n a l Type type = value . getType ( ) ;
a s se r tNotNul l (” Should have computed type f o r property : ” + property . getName ( ) , type ) ;
i f ( type i n s t an c eo f UndefinedType )
{
f i n a l UndefinedType undefinedType = (UndefinedType ) type ;
f a i l (”Type Error o f property ’” + property . getName ( ) + ” ’ : ” + undefinedType . getErrorMessage ( ) ) ;
}
as s e r tEqua l s (
”Property should match expected type : ” + property . getName ( ) ,
expectedType ,




==> cml−compi ler /cml−language / s r c / t e s t / java /cml/ language / foundat ion /PairTest . java
package cml . language . foundat ion ;
import cml . language . generated . Property ;
import cml . language . types .TempNamedType ;
import org . j un i t . Test ;
import s t a t i c cml . language . generated . Property . c reateProperty ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
import s t a t i c org . j un i t . Assert . a s s e r tEqua l s ;
pub l i c c l a s s PairTest
{
@Test
pub l i c void equals hashCode ( ) throws Exception
{
f i n a l Property p1 = createProperty ( ”p1” , nul l , nul l , emptyList ( ) , f a l s e , TempNamedType . c r ea t e (” In t ege r ”) , nul l , nu l l ) ;
f i n a l Property p2 = createProperty ( ”p2” , nul l , nul l , emptyList ( ) , f a l s e , TempNamedType . c r ea t e (” Decimal ”) , nul l , nu l l ) ;
f i n a l Pair<Property> pa i r1 = new Pair<>(p1 , p2 ) ;
f i n a l Pair<Property> pa i r2 = new Pair<>(p2 , p1 ) ;
a s s e r tEqua l s ( pair1 , pa i r2 ) ;




}==> cml−compi ler /cml−language / s r c / t e s t / java /cml/ language /ModelLoaderTest . java
package cml . language ;
import cml . i o . Console ;
import cml . i o . Fi leSystem ;
import cml . i o . ModuleManager ;
import cml . language . f e a t u r e s . TempConcept ;
import cml . language . f e a t u r e s . TempModule ;
import cml . language . foundat ion . TempModel ;
import cml . language . generated . ∗ ;
import cml . language . l oader . ModelLoader ;
import cml . language . types .TempNamedType ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import org . j un i t . Before ;
import org . j un i t . Test ;
import java . u t i l . Optional ;
import s t a t i c cml . language . f unc t i on s . ConceptFunctions . propertyOf ;
import s t a t i c cml . language . f unc t i on s . ModelFunctions . a s s o c i a t i onOf ;
import s t a t i c cml . language . f unc t i on s . TypeFunctions . isEqualTo ;
import s t a t i c j un i t . framework . TestCase . a s se r tNotNul l ;
import s t a t i c org . hamcrest . CoreMatchers . i s ;
import s t a t i c org . hamcrest . CoreMatchers . sameInstance ;
import s t a t i c org . hamcrest . MatcherAssert . assertThat ;
import s t a t i c org . j un i t . Assert . ∗ ;
pub l i c c l a s s ModelLoaderTest
{
pr iva t e s t a t i c f i n a l St r ing BASE PATH = ” s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader /” ;
p r i va t e Fi leSystem f i l eSy s t em ;
pr i va t e ModuleManager moduleManager ;
p r i va t e ModelLoader modelLoader ;
@Before
pub l i c void setUp ( )
{
f i n a l Console systemConsole = Console . createSystemConsole ( ) ;
f i l eSy s t em = FileSystem . c r ea t e ( systemConsole ) ;
moduleManager = ModuleManager . c r ea t e ( systemConsole , f i l eSy s t em ) ;
modelLoader = ModelLoader . c r ea t e ( systemConsole , moduleManager ) ;
}
@Test
pub l i c void module ( )
{
f i n a l St r ing moduleName = ”module name ” ;
f i n a l TempModule module = loadModule (moduleName ) ;
f i n a l Concept concept = module . getConcepts ( ) . get ( 0 ) ;
assertThat (module . getName ( ) , i s (moduleName ) ) ;
assertThat ( concept . getName ( ) , i s (” SomeConcept ” ) ) ;
f i n a l St r ing anotherModuleName = ”another module ” ;
f i n a l Import import = module . getImports ( ) . get ( 0 ) ;
f i n a l TempModule anotherModule = (TempModule) import . getImportedModule ( ) ;
f i n a l Concept anotherConcept = anotherModule . getConcepts ( ) . get ( 0 ) ;
assertThat ( import . getName ( ) , i s ( anotherModuleName ) ) ;
assertThat ( anotherModule . getName ( ) , i s ( anotherModuleName ) ) ;
assertThat ( anotherConcept . getName ( ) , i s (” AnotherConcept ” ) ) ;
assertThat ( concept . getAncestors ( ) . get (0 ) , i s ( sameInstance ( anotherConcept ) ) ) ;
}
@Test
pub l i c void inval id module name ( )
{
f i n a l St r ing moduleName = ” inval id module name ” ;
f i n a l St r ing modulePath = BASE PATH + moduleName ;
f i n a l St r ing modulesBaseDir = f i l eSy s t em . extractParentPath (modulePath ) ;
moduleManager . c l ea rBaseDi r s ( ) ;
moduleManager . addBaseDir ( modulesBaseDir ) ;
f i n a l TempModel model = TempModel . c r ea t e ( ) ;
f i n a l i n t r e s u l t = modelLoader . loadModel (model , moduleName ) ;
assertThat ( r e su l t , i s ( 3 ) ) ;
}
@Test
pub l i c void conc re t e concept ( )
{
f i n a l TempConcept concept = loadConcept (” conc re t e concept ” ) ;
assertThat ( concept . getName ( ) , i s (”ModelElement ” ) ) ;
a s s e r tFa l s e (” Concept should be concre te . ” , concept . i sAbs t r a c t i on ( ) ) ;
}
@Test
pub l i c void de r ived prope r ty ( )
{
f i n a l TempConcept concept = loadConcept (” de r ived prope r ty ” ) ;
assertThat ( concept . getName ( ) , i s (” SomeConcept ” ) ) ;
asser tTrue (” der ivedProperty should be der ived . ” , propertyOf ( concept , ” der ivedProperty ” ) . get ( ) . i sDer ived ( ) ) ;
a s s e r tFa l s e (” nonDerivedProperty should not be der ived . ” , propertyOf ( concept , ” nonDerivedProperty ” ) . get ( ) . i sDer ived ( ) ) ;
}
@Test
pub l i c void abs t rac t concept ( )
{
f i n a l TempConcept concept = loadConcept (” abs t rac t concept ” ) ;
assertThat ( concept . getName ( ) , i s (”ModelElement ” ) ) ;
asser tTrue (”Concept should be abs t rac t . ” , concept . i sAbs t r a c t i on ( ) ) ;
}
@Test
pub l i c void exp r e s s i on s ( )
{
f i n a l TempConcept concept = loadConcept (” exp r e s s i on s ” ) ;
assertThat ( concept . getName ( ) , i s (” Express ions ” ) ) ;
assertPropertyFound ( concept , ” s t r ” , ”SomeString ” ) ;
assertPropertyFound ( concept , ” i n t ” , ”123”) ;
assertPropertyFound ( concept , ”dec ” , ”123 .456” ) ;
}
@Test




f i n a l Assoc i a t i on employment = loadAssoc i a t i on (”Employment ” ) ;
assertAssociat ionEndFound ( employment , ”Employee ” , ” employer ” ) ;
assertAssociat ionEndFound ( employment , ”Organizat ion ” , ” employees ” ) ;
f i n a l Assoc i a t i on vehic leOwnership = loadAssoc i a t i on (” VehicleOwnership ” ) ;
assertAssociat ionEndFound ( vehicleOwnership , ”Vehic l e ” , ”owner ” , TempNamedType . c r ea t e (” Organizat ion ” ) ) ;
assertAssociat ionEndFound ( vehicleOwnership , ”Organizat ion ” , ” f l e e t ” , TempNamedType . c r ea t e (” Vehic l e ” , ”∗” ) ) ;
}
pr iva t e TempModule loadModule ( St r ing sourceFileName )
{
return (TempModule) loadModel ( sourceFileName ) . getModules ( ) . get ( 0 ) ;
}
pr iva t e TempConcept loadConcept ( St r ing sourceFileName )
{
return (TempConcept ) loadModel ( sourceFileName ) . getConcepts ( ) . get ( 0 ) ;
}
pr iva t e Assoc i a t i on loadAssoc i a t i on ( St r ing name)
{
f i n a l Optional<Assoc iat ion> a s s o c i a t i o n = as soc i a t i onOf ( loadModel (” a s s o c i a t i o n s ”) , name ) ;
a s s e r t a s s o c i a t i o n . i sP r e s en t ( ) ;
re turn a s s o c i a t i o n . get ( ) ;
}
pr iva t e TempModel loadModel ( St r ing moduleName)
{
f i n a l St r ing modulePath = BASE PATH + moduleName ;
f i n a l St r ing modulesBaseDir = f i l eSy s t em . extractParentPath (modulePath ) ;
moduleManager . c l ea rBaseDi r s ( ) ;
moduleManager . addBaseDir ( modulesBaseDir ) ;
f i n a l TempModel model = TempModel . c r ea t e ( ) ;
modelLoader . loadModel (model , moduleName ) ;
return model ;
}
pr iva t e void assertPropertyFound (TempConcept concept , S t r ing propertyName , St r ing propertyValue )
{
f i n a l Property s t r = propertyOf ( concept , propertyName ) . o rE l se ( nu l l ) ;
a s se r tNotNul l ( propertyName , s t r ) ;
f i n a l L i t e r a l l i t e r a l = ( L i t e r a l ) s t r . getValue ( ) . o rE l se ( nu l l ) ;
a s se r tNotNul l ( propertyName , l i t e r a l ) ;
assertThat ( propertyName , l i t e r a l . getText ( ) , i s ( propertyValue ) ) ;
}
pr iva t e void assertAssociat ionEndFound ( Assoc ia t i on a s so c i a t i on , St r ing conceptName , St r ing propertyName )
{
assertAssociat ionEndFound ( a s s o c i a t i on , conceptName , propertyName , nu l l ) ;
}
pr iva t e void assertAssociat ionEndFound (
Assoc i a t i on a s so c i a t i on ,
St r ing conceptName , St r ing propertyName ,
@Nullable TempNamedType expectedType )
{
f i n a l Associat ionEnd assoc iat ionEnd = a s s o c i a t i o n . getAssoc iat ionEnds ( ) . stream ()
. f i l t e r ( assoc iat ionEnd1 −> assoc iat ionEnd1 . getConceptName ( ) . equa l s ( conceptName ) )
. f i l t e r ( assoc iat ionEnd2 −> assoc iat ionEnd2 . getPropertyName ( ) . equa l s ( propertyName ) )
. f i n dF i r s t ( ) . o rE l se ( nu l l ) ;
a s se r tNotNul l ( conceptName + ”.” + propertyName , assoc iat ionEnd ) ;
asser tTrue ( conceptName , assoc iat ionEnd . getAssoc iatedConcept ( ) . i sP r e s en t ( ) ) ;
asser tTrue ( conceptName + ”.” + propertyName , assoc iat ionEnd . getAssoc iatedProperty ( ) . i sP r e s en t ( ) ) ;
i f ( expectedType == nu l l )
{
a s s e r tFa l s e (”Did not expect type f o r : ” + conceptName + ”.” + propertyName , assoc iat ionEnd . getPropertyType ( ) . i sP r e s en t ( ) ) ;
}
e l s e
{
assertTrue (”Did expect type f o r : ” + conceptName + ”.” + propertyName , assoc iat ionEnd . getPropertyType ( ) . i sP r e s en t ( ) ) ;
asser tTrue (” Expected matching type f o r : ” + conceptName + ”.” + propertyName , isEqualTo ( expectedType , assoc iat ionEnd . getPropertyType ( ) . get ( ) ) ) ;
}
f i n a l TempConcept concept = assoc iat ionEnd . getAssoc iatedConcept ( ) .map( c −> (TempConcept ) c ) . get ( ) ;
a s s e r tEqua l s ( conceptName , concept . getName ( ) , conceptName ) ;
f i n a l Property property = assoc iat ionEnd . getAssoc iatedProperty ( ) . get ( ) ;
a s s e r tEqua l s ( conceptName + ”.” + propertyName , property . getName ( ) , propertyName ) ;
asser tTrue ( conceptName + ”.” + propertyName , concept . getMembers ( ) . conta ins ( property ) ) ;
}
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / comprehension/ expec t ed oc l . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
pa th ance s to r s = c l a s s . ance s to r s
s e l e c t qu e r y = top items−>s e l e c t ( ( name = ” th i s ”) )
s e l e c t qu e r y n e s t e d = top items−>s e l e c t ( ( name = ” th i s ”))−> s e l e c t ( ( qty > 10))
s e l e c t qu e r y n e s t e d n e s t e d = top items−>s e l e c t ( ( name = ” th i s ”))−> s e l e c t ( ( qty > 10))−> s e l e c t ( ( number <= 10))
se lect query embedded = top orders−>s e l e c t ( items−>e x i s t s ( ( qty > 10)))−> s e l e c t ( ( t o t a l > 100))
s e l e c t i n v o c a t i o n n e s t e d = top items−>s e l e c t ( ( name = ” th i s ”))−> s e l e c t ( ( qty > 10))
s e l e c t i n v o c a t i o n n e s t e d n e s t e d = top items−>s e l e c t ( ( name = ” th i s ”))−> s e l e c t ( ( qty > 10))−> s e l e c t ( ( number <= 10))
s e l e c t i n v o c a t i o n i n t e rmed i a t e = top orders−>s e l e c t ( items−>e x i s t s ( ( qty > 10)))−> s e l e c t ( ( t o t a l > 100))
r e j e c t qu e r y = top items−>r e j e c t ( ( name = ” th i s ”) )
y i e l d que ry = top orders−>c o l l e c t ( items)−> f l a t t e n ( )
y i e ld que ry un ique = top orders−>c o l l e c t ( items . product)−> f l a t t e n ()−>asSet ( )
r e c u r s e an c e s t o r s = c la s s−>c l o su r e ( ance s to r s)−> f l a t t e n ( )
r e cu r s e un ique = c la s s−>c l o su r e ( ance s to r s)−> f l a t t e n ()−>asSet ( )
r e c u r s e c h i l d r e n = chi ldren−>c l o su r e ( ch i l d r en)−> f l a t t e n ()−> s e l e c t ( ( ranking > 10))
r e c u r s e s e l f = s e l f−>c l o su r e ( ch i l d r en)−> f l a t t e n ()−> s e l e c t ( ( ranking > 10))
reduce query = top orders−>i t e r a t e ( order ; sum = 0 | (sum + order . t o t a l ) )
reduce enumerat ion = top orders−>i t e r a t e ( order ; sum = 0 | (sum + order . t o t a l ) )
enumeration = top orders−>s e l e c t ( order | ( order . t o t a l > 100))
enumerat ion y ie ld = top orders−>c o l l e c t ( order | order . items)−> f l a t t e n ( )
enumera t i on se l e c t = top orders−>s e l e c t ( order | ( order . t o t a l > 1000))−> c o l l e c t ( order | order . items)−> f l a t t e n ( )
enumeration embedded = top orders−>c o l l e c t ( order | order)−> f l a t t e n ()−> s e l e c t ( ( t o t a l > 100))
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enumerat ion embedded se lect = top orders−>s e l e c t ( order | ( order . t o t a l > 100))−> c o l l e c t ( items)−> f l a t t e n ( )
c r o s s j o i n enumera t i on = c r o s s j o i n ( top orders , go ld customers)−> s e l e c t ( order , go ld customer | ( order . customer = gold customer))−> c o l l e c t ( order , go ld customer | order)−> f l a t t e n ( )
c r o s s j o i n n e s t e d = c r o s s j o i n ( top orders , go ld customers)−> s e l e c t ( order , go ld customer | ( ( order . customer = gold customer ) and ( order . t o t a l > 1000)))−> c o l l e c t ( order , go ld customer | order . customer . name)−> f l a t t e n ( )
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / comprehension/ expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
pa th ance s to r s = Class ∗
s e l e c t qu e r y = Item∗
s e l e c t qu e r y n e s t e d = Item∗
s e l e c t qu e r y n e s t e d n e s t e d = Item∗
se lect query embedded = Order∗
s e l e c t i n v o c a t i o n n e s t e d = Item∗
s e l e c t i n v o c a t i o n n e s t e d n e s t e d = Item∗
s e l e c t i n v o c a t i o n i n t e rmed i a t e = Order∗
r e j e c t qu e r y = Item∗
y i e l d que ry = Item∗
y i e ld que ry un ique = Product∗
r e c u r s e an c e s t o r s = Class ∗
r e cu r s e un ique = Class ∗
r e c u r s e c h i l d r e n = Class ∗
r e c u r s e s e l f = Class ∗
reduce query = decimal
reduce enumerat ion = decimal
enumeration = Order∗
enumerat ion y ie ld = Item∗
enumera t i on se l e c t = Item∗
enumeration embedded = Order∗
enumerat ion embedded se lect = Item∗
c r o s s j o i n enumera t i on = Order∗
c r o s s j o i n n e s t e d = s t r i n g ∗
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / comprehension/ source /main . cml
@template @function s e l e c t<T>(seq : T∗ , expr : (T) −> BOOLEAN) −> T∗ ;
@template @function r e j e c t<T>(seq : T∗ , expr : (T) −> BOOLEAN) −> T∗ ;
@template @function y ie ld<T>(seq : T∗ , expr : (T) −> R∗) −> R∗ ;
@template @function d i s t i n c t<T>(seq : T∗) −> T∗ ;
@template @function ex i s t s<T>(seq : T∗ , expr : (T) −> BOOLEAN) −> BOOLEAN;
@template @function recurse<T, S>(seq : T∗ , expr : (T) −> S∗) −> S ∗ ;
@template @function reduce<T, S>(seq : T∗ , expr : (T, S) −> S , from : ( ) −> S) −> S ;
@template @function c r o s s j o i n<T, S>(seq1 : T∗ , seq2 : S∗) −> (T, S ) ∗ ;
@concept Express ions
{
top i tems : Item ∗ ;
c l a s s : Class ;
ch i l d r en : Class ∗ ;
t op o rde r s : Order ∗ ;
go ld customers : Customer ∗ ;
pa th ance s to r s = c l a s s . ance s to r s ;
s e l e c t qu e r y = top i tems | s e l e c t : name == ” th i s ” ;
s e l e c t qu e r y n e s t e d = top i tems | s e l e c t : name == ” th i s ” | s e l e c t : qty > 10 ;
s e l e c t qu e r y n e s t e d n e s t e d = top i tems | s e l e c t : name == ” th i s ” | s e l e c t : qty > 10 | s e l e c t : number <= 10;
se lect query embedded = top orde r s | s e l e c t : ( items | e x i s t s : qty > 10) | s e l e c t : t o t a l > 100 ;
s e l e c t i n v o c a t i o n n e s t e d = s e l e c t ( top i tems | s e l e c t : name == ” th i s ” , { qty > 10 } ) ;
s e l e c t i n v o c a t i o n n e s t e d n e s t e d = s e l e c t ( s e l e c t ( top i tems | s e l e c t : name == ” th i s ” , { qty > 10 }) , { number <= 10 } ) ;
s e l e c t i n v o c a t i o n i n t e rmed i a t e = top orde r s | s e l e c t : e x i s t s ( items , { qty > 10 }) | s e l e c t : t o t a l > 100 ;
r e j e c t qu e r y = top i tems | r e j e c t : name == ” th i s ” ;
y i e l d que ry = top orde r s | y i e l d : items ;
y i e l d que ry un ique = top orde r s | y i e l d : items . product | d i s t i n c t ;
r e c u r s e an c e s t o r s = c l a s s | r e cu r s e : ance s to r s ;
r e cu r s e un ique = c l a s s | r e cu r s e : ance s to r s | d i s t i n c t ;
r e c u r s e c h i l d r e n = ch i l d r en | r e cu r s e : ch i l d r en | s e l e c t : ranking > 10 ; // equ iva l en t to : s e l f | r e cu r s e ch i l d r en | . . .
r e c u r s e s e l f = s e l f | r e cu r s e : ch i l d r en | s e l e c t : ranking > 10 ;
reduce query = top orde r s | reduce : order , sum −> sum + order . t o t a l from : 0 ;
reduce enumerat ion = fo r order in top o rde r s | reduce : sum −> sum + order . t o t a l from : 0 ;
enumeration = fo r order in top o rde r s | s e l e c t : order . t o t a l > 100 ;
enumerat ion y ie ld = f o r order in top o rde r s | y i e l d : order . items ;
enumera t i on se l e c t = f o r order in top o rde r s | s e l e c t : order . t o t a l > 1000 | y i e l d : order . items ;
enumeration embedded = s e l e c t ( f o r order in top o rde r s | y i e l d : order , { t o t a l > 100 } ) ;
enumerat ion embedded se lect = y i e l d ( f o r order in top o rde r s | s e l e c t : order . t o t a l > 100 , { i tems } ) ;
c r o s s j o i n enumera t i on = fo r order in top orders , go ld customer in go ld customers
| s e l e c t : order . customer === gold customer
| y i e l d : order ;
c r o s s j o i n n e s t e d = y i e l d ( f o r order in top orders , go ld customer in go ld customers
| s e l e c t : order . customer === gold customer and order . t o t a l > 1000 ,




customer : Customer ;
items : Item ∗ ;


















ance s to r s : Class ∗ ;
c h i l d r en : Class ∗ ;
ranking : INTEGER;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / i f t h e n e l s e / expec t ed oc l . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
i f t h e n e l s e = ( i f a then b e l s e c end i f )
low precedence = (1 + ( i f ( ( a < 0) and (b = 3)) then 2 e l s e (3 ∗ (− 4)) end i f ) )
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / i f t h e n e l s e / expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
i f t h e n e l s e = in t e g e r | s t r i n g
low precedence = in t e g e r





i f t h e n e l s e = i f a then b e l s e c ;
low precedence = 1 + i f a < 0 and b == 3 then 2 e l s e 3 ∗ −4;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / i n f i x / expec t ed oc l . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
add i t i on = (1 + 2)
subt rac t i on = (2 − 1)
mu l t i p l i c a t i o n = (2 ∗ 3)
d i v i s i o n = (6 / 2)
modulus = (5 % 2)
a d d i t i o n l e f t a s s o c = ((1 + 2) + 3)
s u b t r a c t i o n l e f t a s s o c = ((3 − 2) − 1)
mu l t i p l i c a t i o n l e f t a s s o c = ((2 ∗ 3) ∗ 1)
d i v i s i o n l e f t a s s o c = ((12 / 6) / 2)
mu l t i p l i c a t i o n b e f o r e a dd i t i o n = (1 + (2 ∗ 3))
d i v i s i o n b e f o r e a dd i t i o n = (1 + (2 / 3))
d i v i s i o n b e f o r e s u b t r a c t i o n = (3 − (1 / 2))
mu l t i p l i c a t i o n b e f o r e s ub t r a c t i o n = (3 − (1 ∗ 2))
mu l t i p l i c a t i o n d i v i s i o n l e f t a s s o c = ((3 ∗ 4) / 2)
d i v i s i o n mu l t i p l i c a t i o n l e f t a s s o c = ((3 / 4) ∗ 2)
a d d i t i o n s u b t r a c t i o n l e f t a s s o c = ((3 − 4) + 2)
s u b t r a c t i o n a dd i t i o n l e f t a s s o c = ((3 + 4) − 2)
exponent ia t ion = (2 ˆ 3)
e xpon en t i a t i on r i gh t a s s o c = (2 ˆ (3 ˆ 4))
exponent ia t i on precedence = ((2 ˆ 3) + ((3 ˆ 4) ∗ (4 ˆ (5 ˆ 6 ) ) ) )
equa l i t y = (3 = 3)
i n equa l i t y = (2 <> 3)
l e s s t h an = (2 < 3)
l e s s o r e q u a l t h an = (2 <= 3)
grea t e r than = (3 > 2)
g r e a t e r o r e qua l t han = (3 >= 2)
and expr = (q and p)
or expr = (q or p)
xor expr = (q xor p)
imp l i e s exp r = (p imp l i e s q )
p r e c edenc e and be f o r e o r = (p or (q and r ) )
p r e c edenc e o r be f o r e and = (( p and q) or r )
p r e c ed en c e o r b e f o r e xo r = ( ( p or q ) xor r )
p r e c ed en c e xo r b e f o r e o r = (p xor (q or r ) )
p r e c ed en c e xo r b e f o r e imp l i e s = ( ( p xor q ) imp l i e s r )
p r e c ed en c e imp l i e s b e f o r e x o r = (p imp l i e s (q xor r ) )
boo l ean lower precedence = ( ( ( ( a > (1 + 1)) and (b >= (4 / 2 ) ) ) or ( ( c <= (3 ˆ 2)) and (d = (3 ∗ (− 2 ) ) ) ) ) xor ( ( not e ) and ( not f ) ) )
numeric = (2 . 0 ∗ 3)
f l o a t i n g p o i n t = (2 . 0 f ∗ 3 .0 d)
s t r c on ca t = ( ( ( s t r 1 + ”some”) + s t r 2 ) + ” e l s e ”)
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / i n f i x / expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
add i t i on = in t e g e r
subt rac t i on = in t e g e r
mu l t i p l i c a t i o n = in t e g e r
d i v i s i o n = in t e g e r
modulus = in t e g e r
a d d i t i o n l e f t a s s o c = in t e g e r
s u b t r a c t i o n l e f t a s s o c = in t e g e r
mu l t i p l i c a t i o n l e f t a s s o c = in t e g e r
d i v i s i o n l e f t a s s o c = in t e g e r
mu l t i p l i c a t i o n b e f o r e a dd i t i o n = in t e g e r
d i v i s i o n b e f o r e a dd i t i o n = in t e g e r
d i v i s i o n b e f o r e s u b t r a c t i o n = in t e g e r
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mu l t i p l i c a t i o n b e f o r e s ub t r a c t i o n = in t e g e r
mu l t i p l i c a t i o n d i v i s i o n l e f t a s s o c = in t e g e r
d i v i s i o n mu l t i p l i c a t i o n l e f t a s s o c = in t e g e r
a d d i t i o n s u b t r a c t i o n l e f t a s s o c = in t e g e r
s u b t r a c t i o n a dd i t i o n l e f t a s s o c = in t e g e r
exponent ia t ion = in t e g e r
e xpon en t i a t i on r i gh t a s s o c = in t e g e r
exponent ia t i on precedence = in t e g e r
equa l i t y = boolean
i n equa l i t y = boolean
l e s s t h an = boolean
l e s s o r e q u a l t h an = boolean
grea t e r than = boolean
g r e a t e r o r e qua l t han = boolean
and expr = boolean
or expr = boolean
xor expr = boolean
imp l i e s exp r = boolean
p r e c edenc e and be f o r e o r = boolean
p r e c edenc e o r be f o r e and = boolean
p r e c ed en c e o r b e f o r e xo r = boolean
p r e c ed en c e xo r b e f o r e o r = boolean
p r e c ed en c e xo r b e f o r e imp l i e s = boolean
p r e c ed en c e imp l i e s b e f o r e x o r = boolean
boo l ean lower precedence = boolean
numeric = decimal
f l o a t i n g p o i n t = double
s t r c on ca t = s t r i n g
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / i n f i x / source /main . cml
@concept Express ions
{
// Arithmetic Operators :
add i t i on = 1 + 2 ;
subt rac t i on = 2 − 1 ;
mu l t i p l i c a t i o n = 2 ∗ 3 ;
d i v i s i o n = 6 / 2 ;
modulus = 5 % 2 ;
// Le f t As so c i a t i v e :
a d d i t i o n l e f t a s s o c = 1 + 2 + 3 ;
s u b t r a c t i o n l e f t a s s o c = 3 − 2 − 1 ;
mu l t i p l i c a t i o n l e f t a s s o c = 2 ∗ 3 ∗ 1 ;
d i v i s i o n l e f t a s s o c = 12 / 6 / 2 ;
// Precedence o f mu l t i p l i c a t i o n and d i v i s i o n over add i t i on :
mu l t i p l i c a t i o n b e f o r e a dd i t i o n = 1 + 2 ∗ 3 ;
d i v i s i o n b e f o r e a dd i t i o n = 1 + 2 / 3 ;
// Precedence o f mu l t i p l i c a t i o n and d i v i s i o n over subt rac t i on :
d i v i s i o n b e f o r e s u b t r a c t i o n = 3 − 1 / 2 ;
mu l t i p l i c a t i o n b e f o r e s ub t r a c t i o n = 3 − 1 ∗ 2 ;
// Same precedence f o r mu l t i p l i c a t i o n and d i v i s i o n :
mu l t i p l i c a t i o n d i v i s i o n l e f t a s s o c = 3 ∗ 4 / 2 ;
d i v i s i o n mu l t i p l i c a t i o n l e f t a s s o c = 3 / 4 ∗ 2 ;
// Same precedence f o r add i t i on and subt rac t i on :
a d d i t i o n s u b t r a c t i o n l e f t a s s o c = 3 − 4 + 2 ;
s u b t r a c t i o n a dd i t i o n l e f t a s s o c = 3 + 4 − 2 ;
// Exponentiat ion :
exponent ia t ion = 2 ˆ 3 ;
e xpon en t i a t i on r i gh t a s s o c = 2 ˆ 3 ˆ 4 ;
exponent ia t i on precedence = 2ˆ3+3ˆ4∗4ˆ5ˆ6;
// Re l a t i ona l Operators :
e qua l i t y = 3 == 3 ;
i n equa l i t y = 2 != 3 ;
l e s s t h an = 2 < 3 ;
l e s s o r e q u a l t h an = 2 <= 3;
g r ea t e r than = 3 > 2 ;
g r e a t e r o r e qua l t han = 3 >= 2;
// Boolean Operators :
q : boolean ;
p : boolean ;
and expr = q and p ;
or expr = q or p ;
xor expr = q xor p ;
imp l i e s exp r = p imp l i e s q ;
// ”and” always takes precedence over ” or ” , and ”or ” over ”xor ” :
r : boolean ;
p r e c edenc e and be f o r e o r = p or q and r ;
p r e c edenc e o r be f o r e and = p and q or r ;
p r e c ed en c e o r b e f o r e xo r = p or q xor r ;
p r e c ed en c e xo r b e f o r e o r = p xor q or r ;
p r e c ed en c e xo r b e f o r e imp l i e s = p xor q imp l i e s r ;
p r e c ed en c e imp l i e s b e f o r e x o r = p imp l i e s q xor r ;
// Arithmetic and r e l a t i o n a l opera to r s always take precedence over boolean ones :
a : i n t e g e r ;
b : i n t e g e r ;
c : i n t e g e r ;
d : i n t e g e r ;
e : boolean ;
f : boolean ;
boo l ean lower precedence = a > 1+1 and b >= 4/2 or c <= 3ˆ2 and d == 3∗−2 xor not e and not f ;
// Numeric Types :
numeric = 2.0 ∗ 3 ;
// Binary Float ing−Point :
f l o a t i n g p o i n t = 2.0 f ∗ 3 .0 d ;
// St r ing concatenat ion :
s t r 1 : s t r i n g ;
s t r 2 : s t r i n g ;




==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / invocat i on / expec t ed oc l . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
pa th ance s to r s = c l a s s . ance s to r s
e x i s t s i n v o c a t i o n = top items−>e x i s t s ( ( name = ” th i s ”) )
s e l e c t i n v o c a t i o n = top items−>s e l e c t ( ( name = ” th i s ”) )
r e j e c t i n v o c a t i o n = top items−>r e j e c t ( ( name = ” th i s ”) )
s e l e c t invocat i on embedded = top orders−>s e l e c t ( items−>e x i s t s ( ( qty > 10)))−> s e l e c t ( ( t o t a l > 100))
y i e l d i n v o c a t i o n = top orders−>c o l l e c t ( items)−> f l a t t e n ( )
y i e l d i n v o c a t i o n d i s t i n c t = top orders−>c o l l e c t ( items . product)−> f l a t t e n ()−>asSet ( )
r e c u r s e an c e s t o r s = c la s s−>c l o su r e ( ance s to r s)−> f l a t t e n ( )
r e c u r s e d i s t i n c t = c la s s−>c l o su r e ( ance s to r s)−> f l a t t e n ()−>asSet ( )
r e c u r s e c h i l d r e n = chi ldren−>c l o su r e ( ch i l d r en)−> f l a t t e n ()−> s e l e c t ( ( ranking > 10))
r e c u r s e s e l f = s e l f−>c l o su r e ( ch i l d r en)−> f l a t t e n ( )
r e c u r s e s e l f n e s t e d = s e l f−>c l o su r e ( ch i l d r en)−> f l a t t e n ()−> s e l e c t ( ( ranking > 10))
r educe invoca t i on = top orders−>i t e r a t e ( order ; sum = 0.0 | (sum + order . t o t a l ) )
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / invocat i on / expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
pa th ance s to r s = Class ∗
e x i s t s i n v o c a t i o n = boolean
s e l e c t i n v o c a t i o n = Item∗
r e j e c t i n v o c a t i o n = Item∗
s e l e c t invocat i on embedded = Order∗
y i e l d i n v o c a t i o n = Item∗
y i e l d i n v o c a t i o n d i s t i n c t = Product∗
r e c u r s e an c e s t o r s = Class ∗
r e c u r s e d i s t i n c t = Class ∗
r e c u r s e c h i l d r e n = Class ∗
r e c u r s e s e l f = Class ∗
r e c u r s e s e l f n e s t e d = Class ∗
r educe invoca t i on = decimal
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / invocat i on / source /main . cml
@template @function ex i s t s<T>(seq : T∗ , expr : (T) −> Boolean ) −> BOOLEAN;
@template @function s e l e c t<T>(seq : T∗ , expr : (T) −> Boolean ) −> T∗ ;
@template @function r e j e c t<T>(seq : T∗ , expr : (T) −> Boolean ) −> T∗ ;
@template @function y ie ld<T>(seq : T∗ , expr : (T) −> R∗) −> R∗ ;
@template @function d i s t i n c t<T>(seq : T∗) −> T∗ ;
@template @function recurse<T, S>(seq : T∗ , expr : (T) −> S∗) −> S ∗ ;
@template @function reduce<T, S>(seq : T∗ , expr : (T, S) −> S , from : ( ) −> S) −> S ;
@concept Express ions
{
top i tems : Item ∗ ;
c l a s s : Class ;
ch i l d r en : Class ∗ ;
t op o rde r s : Order ∗ ;
pa th ance s to r s = c l a s s . ance s to r s ;
e x i s t s i n v o c a t i o n = e x i s t s ( top items , { name == ” th i s ” } ) ;
s e l e c t i n v o c a t i o n = s e l e c t ( top items , { name == ” th i s ” } ) ;
r e j e c t i n v o c a t i o n = r e j e c t ( top i tems ) { name == ” th i s ” } ; // t r a i l i n g lambdas
se l e c t invocat ion embedded = s e l e c t ( s e l e c t ( top orders , { e x i s t s ( items , { qty > 10 }) }) , { t o t a l > 100 } ) ;
y i e l d i n v o c a t i o n = y i e l d ( top orders , { i tems } ) ;
y i e l d i n v o c a t i o n d i s t i n c t = d i s t i n c t ( y i e l d ( top orders , { i tems . product } ) ) ;
r e c u r s e an c e s t o r s = recu r s e ( c l a s s , { ance s to r s } ) ;
r e c u r s e d i s t i n c t = d i s t i n c t ( r e cu r s e ( c l a s s , { ance s to r s } ) ) ;
r e c u r s e c h i l d r e n = s e l e c t ( r e cu r s e ( ch i ldren , { ch i l d r en }) , { ranking > 10 } ) ; // equ iva l en t to : s e l f | r e cu r s e ch i l d r en | . . .
r e c u r s e s e l f = re cu r s e ( s e l f , { ch i l d r en } ) ;
r e c u r s e s e l f n e s t e d = s e l e c t ( r e cu r s e ( s e l f , { ch i l d r en }) , { ranking > 10} ) ;




customer : Customer ;
items : Item ∗ ;















ance s to r s : Class ∗ ;
c h i l d r en : Class ∗ ;
ranking : INTEGER;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / l i t e r a l s / expec t ed oc l . p r op e r t i e s
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# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
L itera lTrueBoolean = true
L i t e ra lFa l s eBoo l ean = f a l s e
L i t e r a l S t r i n g I n i t = ”\\tSome \\” St r ing \\”\\n”
L i t e r a l I n t e g e r I n i t = 123
L i t e r a lDec ima l I n i t = 123.456
L i t e r a lDec ima l In i t 2 = .456
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / l i t e r a l s / expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
L itera lTrueBoolean = boolean
L i t e ra lFa l s eBoo l ean = boolean
L i t e r a l S t r i n g I n i t = s t r i n g
L i t e r a l I n t e g e r I n i t = in t e g e r
L i t e r a lDec ima l I n i t = decimal
L i t e r a lDec ima l In i t 2 = decimal
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / l i t e r a l s / source /main . cml
@concept Express ions
{
Litera lTrueBoolean = true ;
L i t e ra lFa l s eBoo l ean = f a l s e ;
L i t e r a l S t r i n g I n i t = ”\tSome \” St r ing \”\n ” ;
L i t e r a l I n t e g e r I n i t = 123 ;
L i t e r a lDec ima l I n i t = 123 .456 ;
L i t e r a lDec ima l In i t 2 = . 4 5 6 ;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / oc l . s tg
o c l ( expr ) : := <<
<({<expr . kind> o c l })( expr)>
>>
i n v o c a t i o n o c l ( invocat ion ) : := <<
<({< i nvocat ion . name>})( invocat ion . namedArguments)>
>>
lambda ocl ( lambda ) : := <<
< i f ( lambda . parameters)><lambda . parameters ; s epara to r =”, ”> | <endi f><\\>
<oc l ( lambda . innerExpres s ion)>
>>
e x i s t s ( args ) : := <<
<c o l l e c t i o n i n v o c a t i o n ( args , ” e x i s t s ” , ””)>
>>
s e l e c t ( args ) : := <<
<c o l l e c t i o n i n v o c a t i o n ( args , ” s e l e c t ” , ””)>
>>
r e j e c t ( args ) : := <<
<c o l l e c t i o n i n v o c a t i o n ( args , ” r e j e c t ” , ””)>
>>
y i e l d ( args ) : := <<
<c o l l e c t i o n i n v o c a t i o n ( args , ” c o l l e c t ” , ”−> f l a t t e n ()”)>
>>
r e cu r s e ( args ) : := <<
<c o l l e c t i o n i n v o c a t i o n ( args , ” c l o su r e ” , ”−> f l a t t e n ()”)>
>>
reduce ( args ) : := <<
<oc l ( args . seq)>−> i t e r a t e (<args . expr . parameters ; s eparato r =”; ”> = <oc l ( args . from . innerExpres s ion)> | <oc l ( args . expr . innerExpres s ion )>)
>>
d i s t i n c t ( args ) : := <<
<oc l ( args . seq)>−>asSet ( )
>>
f l a t t e n ( expr ) : := <<
(<expr> −> f l a t t e n ( ) )
>>
c r o s s j o i n ( args ) : := <<
c r o s s j o i n (<oc l ( args . seq1 )> , <oc l ( args . seq2 )>)
>>
c o l l e c t i o n i n v o c a t i o n ( args , operat ion , appendix ) : := <<
<oc l ( args . seq)>−><operat ion>(<oc l ( args . expr)>)<appendix>
>>
path oc l ( path ) : := <<
<path . names ; s epara to r=”.”>
>>
unary oc l ( unary ) : := <<
(<expr operato r ( unary)> <oc l ( unary . subExpr)>)
>>
a r i t hme t i c o c l ( expr ) : := <<
< i n f i x o c l ( expr)>
>>
l o g i c a l o c l ( expr ) : := <<
< i n f i x o c l ( expr)>
>>
r e l a t i o n a l o c l ( expr ) : := <<
< i n f i x o c l ( expr)>
>>
r e f e r e n t i a l o c l ( expr ) : := <<
< i n f i x o c l ( expr)>
>>
s t r i n g c o n c a t o c l ( expr ) : := <<
< i n f i x o c l ( expr)>
>>
i n f i x o c l ( i n f i x ) : := <<
(<oc l ( i n f i x . l e f t )> <expr operato r ( i n f i x )> <oc l ( i n f i x . r i gh t )>)
>>
expr operato r ( expr ) : := <<
< i f ( expr . operat ion)><\\>
<({operator <expr . operat ion>})()><\\>






operator unary add ( ) : := ”+”
operator unary sub ( ) : := ”−”
operator add ( ) : := ”+”
operator sub ( ) : := ”−”
operator mul ( ) : := ”∗”
ope ra to r d iv ( ) : := ”/”
operator mod ( ) : := ”%”
operator exp ( ) : := ”ˆ”
op e r a t o r s t r i n g c on ca t ( ) : := ”+”
opera to r eq ( ) : := ”=”
ope ra to r no t eq ( ) : := ”\<>”
op e r a t o r r e f e q ( ) : := ”=”
op e r a t o r n o t r e f e q ( ) : := ”\<>”
ope ra to r g t ( ) : := ”>”
ope ra to r g t e ( ) : := ”>=”
op e r a t o r l t ( ) : := ”\<”
op e r a t o r l t e ( ) : := ”\<=”
operator and ( ) : := ”and”
ope ra to r o r ( ) : := ”or ”
opera to r xor ( ) : := ”xor ”
ope r a t o r imp l i e s ( ) : := ” imp l i e s ”
operato r not ( ) : := ”not”
c o nd i t i o n a l o c l ( c ond i t i ona l ) : := <<
( i f <oc l ( c ond i t i ona l . condExpr)> then <oc l ( c ond i t i ona l . thenExpr)> e l s e <oc l ( c ond i t i ona l . e l seExpr)> end i f )
>>
l i t e r a l o c l ( l i t e r a l ) : := <<
<({ l i t e r a l < l i t e r a l . type . name>})( l i t e r a l . t ext )>
>>
l i t e r a l b o o l e a n ( text ) : := <<
<text>
>>
l i t e r a l s t r i n g ( text ) : := <<
”<text>”
>>
l i t e r a l i n t e g e r ( text ) : := <<
<text>
>>
l i t e r a l d e c im a l ( text ) : := <<
<text>
>>
l i t e r a l f l o a t ( text ) : := <<
<text>f
>>
l i t e r a l d o u b l e ( text ) : := <<
<text>d
>>
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / pa r en the s i s / expec t ed oc l . p r op e r t i e s
a dd i t i o n b e f o r e mu l t i p l i c a t i o n = ((1 + 2) ∗ 3)
a dd i t i o n b e f o r e d i v i s i o n = ((1 + 2) / 3)
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / pa r en the s i s / expected type . p r op e r t i e s
a dd i t i o n b e f o r e mu l t i p l i c a t i o n = in t e g e r
a dd i t i o n b e f o r e d i v i s i o n = in t e g e r
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest / pa r en the s i s / source /main . cml
@concept Express ions
{
add i t i o n b e f o r e mu l t i p l i c a t i o n = (1 + 2) ∗ 3 ;
a d d i t i o n b e f o r e d i v i s i o n = (1 + 2) / 3 ;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest /path/ expec t ed oc l . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
s e l f v a r = s e l f
s i n g l e v a r = foo
path var = somePath . bar
path var2 = somePath . oneMorePath . e tc
path var3 = somePathList . oneMorePath . e tc
de r i v ed va lue = value . f l a g
supe r de r i v ed va lu e = super va lue . f l a g
der ived some path = s e l f . somePath
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest /path/ expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
s e l f v a r = Express ions
s i n g l e v a r = s t r i n g
path var = in t e g e r
path var2 = decimal
path var3 = decimal ∗
de r i v ed va lue = boolean
supe r de r i v ed va lu e = boolean
der ived some path = SomeConcept
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest /path/ source /main . cml
@concept Express ions : AbstractConcept
{
foo : STRING;
somePath : SomeConcept ;
somePathList : SomeConcept ∗ ;
s e l f v a r = s e l f ;
der ived some path = s e l f . somePath ;
s i n g l e v a r = foo ;
path var = somePath . bar ;
path var2 = somePath . oneMorePath . e tc ;
path var3 = somePathList . oneMorePath . e tc ;
/ de r i v ed va lue = value . f l a g ;
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f l a g : BOOLEAN;
}
@abstract ion AbstractConcept : SuperAbstractConcept
{




super va lue : AnotherConcept ;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest /unary/ expec t ed oc l . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
p lus = (+ 1)
minus = (− 2)
not expr = ( not p)
una r y b e f o r e i n f i x = (((+ 1) ∗ (− 2)) + ((− 3) / (+ 4) ) )
una r y b e f o r e i n f i x 2 = ((1 ∗ (− 2)) − ((− 3) / (+ 4) ) )
una r y b e f o r e i n f i x 3 = ((1 − ((− 2) ∗ (− 3 ) ) ) + (+ 4))
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /Express ionTest /unary/ expected type . p r op e r t i e s
# suppress i n sp e c t i on ”UnusedProperty” f o r whole f i l e
p lus = in t e g e r
minus = in t e g e r
not expr = boolean
una r y b e f o r e i n f i x = in t e g e r
una r y b e f o r e i n f i x 2 = in t e g e r
una r y b e f o r e i n f i x 3 = in t e g e r




// Unary operato r s :
p lus = +1;
minus = −2;
not expr = not p ;
// Unary Precedence :
u n a r y b e f o r e i n f i x = +1 ∗ −2 + −3 / +4;
una r y b e f o r e i n f i x 2 = 1 ∗ −2 − −3 / +4;
una r y b e f o r e i n f i x 3 = 1 − −2 ∗ −3 + +4;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ abs t rac t concept / source /main . cml
@abstract ion ModelElement ;
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ another module / source /main . cml
// This module i s imported by : module name
@concept AnotherConcept ;
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ a s s o c i a t i o n s / source /main . cml
@concept Vehic l e
{
p la t e : S t r ing ;
d r i v e r : Employee ? ;




name : St r ing ;




name : St r ing ;
employees : Employee ∗ ;
f l e e t : Veh ic l e ∗ ;
d r i v e r s = f l e e t . d r i v e r ;
}
@assoc ia t ion Employment
{
Employee . employer ;
Organizat ion . employees ;
}
@assoc ia t ion VehicleOwnership
{
Vehic l e . owner : Organizat ion ;
Organizat ion . f l e e t : Veh ic l e ∗ ;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ conc re t e concept / source /main . cml
@concept ModelElement ;
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ de r ived prope r ty / source /main . cml
@concept SomeConcept
{
/ der ivedProperty : St r ing = ”A” ;




==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ exp r e s s i on s / source /main . cml
@concept Express ions
{
s t r = ”SomeString ” ;
i n t = 123 ;
dec = 123 .456 ;
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/ inval id module name / source /main . cml
@module incorrect module name
{
}
==> cml−compi ler /cml−language / s r c / t e s t / r e s ou r c e s /cml/ language /ModelLoader/module name/ source /main . cml
@module module name
{
@import another module ;
}
@concept SomeConcept : AnotherConcept ;
==> cml−compi ler /cml−package/pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<parent>
<groupId>cml</groupId>









<a r t i f a c t I d>cml−f rontend</a r t i f a c t I d>






<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<vers ion >3.0.0</ vers ion>
<con f i gura t i on>
<de s c r i p to r s>
<desc r ip to r>s r c /main/assembly/ d i s t r i b u t i o n . xml</de s c r ip to r>
</de s c r i p to r s>





==> cml−compi ler /cml−package/ s r c /main/assembly/ d i s t r i b u t i o n . xml
<assembly xmlns=”http ://maven . apache . org /ASSEMBLY/2 . 0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /ASSEMBLY/2 . 0 . 0 http ://maven . apache . org /xsd/assembly −2 .0 .0 . xsd”>




< f i l e S e t s>
<f i l e S e t>
<d i r ec to ry>${based i r }/ s r c /main/ resources</d i r ec to ry>
<inc ludes>
<inc lude >∗∗/∗</ inc lude>
<inc lude >∗∗/∗.∗</ inc lude>
</inc ludes>
<outputDirectory></outputDirectory>
</ f i l e S e t>
<f i l e S e t>
<d i r ec to ry>${based i r } / . . / . . / cml−modules</d i r ec to ry>
<inc ludes>
<inc lude >∗∗/∗.∗</ inc lude>
</inc ludes>
<outputDirectory>cml−modules</outputDirectory>
</ f i l e S e t>
</ f i l e S e t s>
< f i l e s >
< f i l e >
<source>${based i r }/ . . / cml−f rontend / ta rge t /cml−compiler−jar−with−dependencies . jar</source>
<outputDirectory>l i b</outputDirectory>
<destName>cml−compi ler . jar</destName>
</ f i l e >
</ f i l e s >
</assembly>
==> cml−compi ler /cml−package/ s r c /main/ r e s ou r c e s /bin /cml
#!/bin /bash
i f [ −z ”$CML BASE DIR” ] ; then
export CML BASE DIR=”##PREFIX##”
f i
export CML MODULES PATH=”$CML BASE DIR/cml−modules”
java −j a r ”$CML BASE DIR/ l i b /cml−compi ler . j a r ” ”$@”
==> cml−compi ler /cml−package/ s r c /main/ r e s ou r c e s /LICENSE . txt
Apache License
Vers ion 2 . 0 , January 2004
http ://www. apache . org / l i c e n s e s /
TERMS AND CONDITIONS FOR USE, REPRODUCTION, AND DISTRIBUTION
1 . De f i n i t i o n s .
” L icense ” s h a l l mean the terms and cond i t i on s f o r use , reproduct ion ,
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and d i s t r i b u t i o n as de f ined by Sec t i ons 1 through 9 o f t h i s document .
” L icensor ” s h a l l mean the copyr ight owner or en t i t y author i zed by
the copyr ight owner that i s grant ing the License .
” Legal Entity ” s h a l l mean the union o f the act ing en t i t y and a l l
other e n t i t i e s that contro l , are c on t r o l l e d by , or are under common
cont ro l with that en t i t y . For the purposes o f t h i s d e f i n i t i o n ,
” con t ro l ” means ( i ) the power , d i r e c t or i nd i r e c t , to cause the
d i r e c t i o n or management o f such ent i ty , whether by contrac t or
otherwise , or ( i i ) ownership o f f i f t y percent (50%) or more o f the
outstanding shares , or ( i i i ) b e n e f i c i a l ownership o f such en t i t y .
”You” ( or ”Your ”) s h a l l mean an ind i v i dua l or Legal Entity
e x e r c i s i n g permis s i ons granted by th i s L icense .
” Source ” form s h a l l mean the p r e f e r r ed form fo r making mod i f i ca t ions ,
i n c lud ing but not l im i t ed to so f tware source code , documentation
source , and con f i gu r a t i on f i l e s .
”Object ” form sh a l l mean any form r e s u l t i n g from mechanical
t rans format ion or t r an s l a t i o n o f a Source form , inc lud ing but
not l im i t ed to compiled ob j e c t code , generated documentation ,
and conver s i ons to other media types .
”Work” s h a l l mean the work o f authorship , whether in Source or
Object form , made ava i l a b l e under the License , as ind i ca t ed by a
copyr ight no t i c e that i s inc luded in or attached to the work
( an example i s provided in the Appendix below ) .
” Der ivat ive Works” s h a l l mean any work , whether in Source or Object
form , that i s based on ( or der ived from ) the Work and f o r which the
e d i t o r i a l r e v i s i on s , annotat ions , e l abora t i ons , or other mod i f i c a t i on s
represent , as a whole , an o r i g i n a l work o f authorsh ip . For the purposes
o f t h i s License , Der ivat ive Works s h a l l not inc lude works that remain
separab l e from , or merely l i n k ( or bind by name) to the i n t e r f a c e s of ,
the Work and Der ivat ive Works th e r e o f .
”Contr ibut ion ” s h a l l mean any work o f authorship , i n c lud ing
the o r i g i n a l ve r s i on o f the Work and any mod i f i c a t i on s or add i t i on s
to that Work or Der ivat ive Works thereo f , that i s i n t e n t i o n a l l y
submitted to L icensor f o r i n c l u s i o n in the Work by the copyr ight owner
or by an i nd i v i dua l or Legal Entity author i zed to submit on beha l f o f
the copyr ight owner . For the purposes o f t h i s d e f i n i t i o n , ” submitted ”
means any form of e l e c t r on i c , verbal , or wr i t ten communication sent
to the L icensor or i t s r ep r e s en ta t i v e s , i n c lud ing but not l im i t ed to
communication on e l e c t r o n i c mai l ing l i s t s , source code con t ro l systems ,
and i s s u e t rack ing systems that are managed by , or on beha l f of , the
L icensor f o r the purpose o f d i s cu s s i n g and improving the Work , but
exc lud ing communication that i s consp icuous ly marked or otherwi se
des ignated in wr i t ing by the copyr ight owner as ”Not a Contr ibut ion . ”
”Contr ibutor ” s h a l l mean Licensor and any ind i v i dua l or Legal Entity
on beha l f o f whom a Contr ibut ion has been r e c e i v ed by Licensor and
subsequent ly incorporated within the Work .
2 . Grant o f Copyright L icense . Subject to the terms and cond i t i on s o f
t h i s License , each Contr ibutor hereby grants to You a perpetual ,
worldwide , non−exc lu s ive , no−charge , royalty−f r e e , i r r e v o c ab l e
copyr ight l i c e n s e to reproduce , prepare Der ivat ive Works of ,
pub l i c l y d i sp lay , pub l i c l y perform , sub l i c en se , and d i s t r i b u t e the
Work and such Der ivat ive Works in Source or Object form .
3 . Grant o f Patent License . Subject to the terms and cond i t i on s o f
t h i s License , each Contr ibutor hereby grants to You a perpetual ,
worldwide , non−exc lu s ive , no−charge , royalty−f r e e , i r r e v o c ab l e
( except as s ta ted in t h i s s e c t i on ) patent l i c e n s e to make , have made ,
use , o f f e r to s e l l , s e l l , import , and otherwi se t r a n s f e r the Work ,
where such l i c e n s e app l i e s only to those patent c la ims l i c e n s a b l e
by such Contr ibutor that are n e c e s s a r i l y i n f r i n g ed by th e i r
Contr ibut ion ( s ) a lone or by combination o f t h e i r Contr ibut ion ( s )
with the Work to which such Contr ibut ion ( s ) was submitted . I f You
i n s t i t u t e patent l i t i g a t i o n aga ins t any en t i t y ( in c lud ing a
cross−claim or counterc la im in a lawsu i t ) a l l e g i n g that the Work
or a Contr ibut ion incorporated within the Work c on s t i t u t e s d i r e c t
or cont r ibutory patent infr ingement , then any patent l i c e n s e s
granted to You under t h i s L icense f o r that Work s h a l l terminate
as o f the date such l i t i g a t i o n i s f i l e d .
4 . Red i s t r i bu t i on . You may reproduce and d i s t r i b u t e cop i e s o f the
Work or Der ivat ive Works th e r e o f in any medium , with or without
mod i f i ca t i ons , and in Source or Object form , provided that You
meet the f o l l ow ing cond i t i on s :
( a ) You must g ive any other r e c i p i e n t s o f the Work or
Der ivat ive Works a copy o f t h i s L icense ; and
(b) You must cause any modi f ied f i l e s to carry prominent no t i c e s
s t a t i n g that You changed the f i l e s ; and
( c ) You must re ta in , in the Source form of any Der ivat ive Works
that You d i s t r i bu t e , a l l copyright , patent , trademark , and
a t t r i bu t i on no t i c e s from the Source form of the Work ,
exc lud ing those no t i c e s that do not pe r ta in to any part o f
the Der ivat ive Works ; and
(d) I f the Work in c lude s a ”NOTICE” text f i l e as part o f i t s
d i s t r i bu t i on , then any Der ivat ive Works that You d i s t r i b u t e must
inc lude a readable copy o f the a t t r i bu t i on no t i c e s contained
within such NOTICE f i l e , exc lud ing those no t i c e s that do not
pe r ta in to any part o f the Der ivat ive Works , in at l e a s t one
o f the f o l l ow ing p la c e s : within a NOTICE text f i l e d i s t r i bu t ed
as part o f the Der ivat ive Works ; within the Source form or
documentation , i f provided along with the Der ivat ive Works ; or ,
within a d i sp l ay generated by the Der ivat ive Works , i f and
wherever such third−party no t i c e s normally appear . The contents
o f the NOTICE f i l e are f o r in f o rmat i ona l purposes only and
do not modify the License . You may add Your own a t t r i bu t i on
no t i c e s within Der ivat ive Works that You d i s t r i bu t e , a l ong s ide
or as an addendum to the NOTICE text from the Work , provided
that such add i t i ona l a t t r i bu t i on no t i c e s cannot be construed
as modifying the License .
You may add Your own copyr ight statement to Your mod i f i c a t i on s and
may provide add i t i ona l or d i f f e r e n t l i c e n s e terms and cond i t i on s
f o r use , reproduct ion , or d i s t r i b u t i o n o f Your mod i f i ca t ions , or
f o r any such Der ivat ive Works as a whole , provided Your use ,
reproduct ion , and d i s t r i b u t i o n o f the Work otherwi se compl ies with
the cond i t i on s s ta ted in t h i s L icense .
5 . Submission o f Contr ibut ions . Unless You e x p l i c i t l y s t a t e otherwise ,
any Contr ibut ion i n t e n t i o n a l l y submitted f o r i n c l u s i o n in the Work
by You to the L icensor s h a l l be under the terms and cond i t i on s o f
t h i s License , without any add i t i ona l terms or cond i t i on s .
Notwithstanding the above , nothing here in s h a l l supersede or modify
the terms o f any separate l i c e n s e agreement you may have executed
with L icensor regard ing such Contr ibut ions .
99
321
6 . Trademarks . This L icense does not grant permiss ion to use the trade
names , trademarks , s e r v i c e marks , or product names o f the Licensor ,
except as r equ i r ed f o r reasonab le and customary use in de s c r i b i ng the
o r i g i n o f the Work and reproducing the content o f the NOTICE f i l e .
7 . Di sc la imer o f Warranty . Unless r equ i r ed by app l i c ab l e law or
agreed to in writ ing , L i censor prov ides the Work ( and each
Contr ibutor prov ides i t s Contr ibut ions ) on an ”AS IS” BASIS ,
WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, e i t h e r expres s or
implied , inc lud ing , without l im i t a t i on , any warrant i e s or cond i t i on s
o f TITLE , NON−INFRINGEMENT, MERCHANTABILITY, or FITNESS FOR A
PARTICULAR PURPOSE. You are s o l e l y r e s pon s i b l e f o r determining the
appropr ia t ene s s o f us ing or r e d i s t r i b u t i n g the Work and assume any
r i s k s a s s o c i a t ed with Your e x e r c i s e o f permis s i ons under t h i s L icense .
8 . L imitat ion o f L i a b i l i t y . In no event and under no l e g a l theory ,
whether in t o r t ( i n c lud ing neg l i g ence ) , contract , or otherwise ,
un l e s s r equ i r ed by app l i c ab l e law ( such as d e l i b e r a t e and g r o s s l y
neg l i g en t ac t s ) or agreed to in writ ing , s h a l l any Contr ibutor be
l i a b l e to You f o r damages , i n c lud ing any d i r e c t , i nd i r e c t , sp e c i a l ,
i n c i d en ta l , or consequent i a l damages o f any charac te r a r i s i n g as a
r e s u l t o f t h i s L icense or out o f the use or i n a b i l i t y to use the
Work ( inc lud ing but not l im i t ed to damages f o r l o s s o f goodwi l l ,
work stoppage , computer f a i l u r e or malfunction , or any and a l l
other commercial damages or l o s s e s ) , even i f such Contr ibutor
has been advised o f the p o s s i b i l i t y o f such damages .
9 . Accepting Warranty or Addit iona l L i a b i l i t y . While r e d i s t r i b u t i n g
the Work or Der ivat ive Works thereo f , You may choose to o f f e r ,
and charge a f e e for , acceptance o f support , warranty , indemnity ,
or other l i a b i l i t y ob l i g a t i o n s and/or r i g h t s c on s i s t en t with t h i s
L icense . However , in accept ing such ob l i ga t i on s , You may act only
on Your own beha l f and on Your s o l e r e s p on s i b i l i t y , not on beha l f
o f any other Contributor , and only i f You agree to indemnify ,
defend , and hold each Contr ibutor harmless f o r any l i a b i l i t y
incur red by , or c la ims a s s e r t ed against , such Contr ibutor by reason
o f your accept ing any such warranty or add i t i ona l l i a b i l i t y .
END OF TERMS AND CONDITIONS
APPENDIX: How to apply the Apache License to your work .
To apply the Apache License to your work , attach the f o l l ow ing
b o i l e r p l a t e not ice , with the f i e l d s enc lo sed by brackets ”{}”
rep laced with your own i d e n t i f y i n g in format ion . (Don ’ t inc lude
the brackets ! ) The text should be enc lo sed in the appropr ia te
comment syntax f o r the f i l e format . We a l s o recommend that a
f i l e or c l a s s name and de s c r i p t i on o f purpose be inc luded on the
same ” pr inted page” as the copyr ight no t i c e f o r e a s i e r
i d e n t i f i c a t i o n within third−party a r ch iv e s .
Copyright {yyyy} {name of copyr ight owner}
Licensed under the Apache License , Vers ion 2 .0 ( the ” License ” ) ;
you may not use t h i s f i l e except in compliance with the License .
You may obtain a copy o f the License at
http ://www. apache . org / l i c e n s e s /LICENSE−2.0
Unless r equ i r ed by app l i c ab l e law or agreed to in writ ing , so f tware
d i s t r i bu t ed under the License i s d i s t r i bu t ed on an ”AS IS” BASIS ,
WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, e i t h e r expres s or impl ied .
See the License f o r the s p e c i f i c language governing permis s i ons and
l im i t a t i o n s under the License .
==> cml−compi ler /cml−p r im i t i v e s /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”




<a r t i f a c t I d>cml−compiler</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
</parent>




==> cml−compi ler /cml−p r im i t i v e s / s r c /main/ java /cml/ p r im i t i v e s /Types . java
package cml . p r im i t i v e s ;
import java . u t i l . Co l l e c t i on ;
import java . u t i l . L i s t ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eCo l l e c t i on ;
import s t a t i c java . u t i l . Co l l e c t i o n s . unmod i f i ab l eL i s t ;
@SuppressWarnings ({” unused ” , ”WeakerAccess ”})
pub l i c c l a s s Types
{
pub l i c s t a t i c f i n a l St r ing BOOLEAN = ”boolean ” ;
pub l i c s t a t i c f i n a l St r ing STRING = ” s t r i n g ” ;
pub l i c s t a t i c f i n a l St r ing INTEGER = ” in t e g e r ” ;
pub l i c s t a t i c f i n a l St r ing LONG = ” long ” ;
pub l i c s t a t i c f i n a l St r ing SHORT = ” short ” ;
pub l i c s t a t i c f i n a l St r ing BYTE = ”byte ” ;
pub l i c s t a t i c f i n a l St r ing DECIMAL = ”decimal ” ;
pub l i c s t a t i c f i n a l St r ing FLOAT = ” f l o a t ” ;
pub l i c s t a t i c f i n a l St r ing DOUBLE = ”double ” ;
pub l i c s t a t i c f i n a l Co l l e c t i on<Str ing> PRIMITIVE TYPE NAMES = unmod i f i ab l eCo l l e c t i on ( a sL i s t (
BOOLEAN, INTEGER, DECIMAL, STRING, // ”REGEX” , // main p r im i t i v e types
BYTE, SHORT, LONG, FLOAT, DOUBLE // ”CHAR” // remaining p r im i t i v e types
) ) ;
pub l i c s t a t i c f i n a l List<Str ing> NUMERIC TYPE NAMES = unmod i f i ab l eL i s t ( a sL i s t (
BYTE, SHORT, INTEGER, LONG, DECIMAL // from narrower to wider
) ) ;
pub l i c s t a t i c f i n a l List<Str ing> BINARY FLOATING POINT TYPE NAMES = unmod i f i ab l eL i s t ( a sL i s t (
FLOAT, DOUBLE // from narrower to wider
) ) ;
pub l i c s t a t i c f i n a l List<Str ing> ARITHMETIC OPERATORS = unmod i f i ab l eL i s t ( a sL i s t (
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”+”, ”−”, ”∗” , ”/” , ”%”, ”ˆ”
) ) ;
p r i va t e s t a t i c f i n a l Co l l e c t i on<Str ing> LOGICAL OPERATORS = unmod i f i ab l eCo l l e c t i on ( a sL i s t (
”and” , ” or ” , ”xor ” , ” imp l i e s ”
) ) ;
p r i va t e s t a t i c f i n a l Co l l e c t i on<Str ing> RELATIONAL OPERATORS = unmod i f i ab l eCo l l e c t i on ( a sL i s t (
”==”, ”!=” , ”>”, ”>=”, ”<”, ”<=”
) ) ;
p r i va t e s t a t i c f i n a l Co l l e c t i on<Str ing> REFERENTIAL OPERATORS = unmod i f i ab l eCo l l e c t i on ( a sL i s t (
”===”, ”!==”
) ) ;
p r i va t e s t a t i c f i n a l Co l l e c t i on<Str ing> STRING OPERATORS = unmod i f i ab l eCo l l e c t i on ( s i n g l e t o nL i s t (”&”)) ;
pub l i c s t a t i c St r ing primitiveTypeName ( f i n a l St r ing name)
{
return name . toLowerCase ( ) ;
}
pub l i c s t a t i c boolean pr im i t i v e ( St r ing typeName )
{
return PRIMITIVE TYPE NAMES. conta ins ( primitiveTypeName ( typeName ) ) ;
}
pub l i c s t a t i c boolean numeric ( St r ing typeName )
{
return NUMERIC TYPE NAMES. conta ins ( primitiveTypeName ( typeName ) ) ;
}
pub l i c s t a t i c boolean f l o a t ( St r ing typeName )
{
return BINARY FLOATING POINT TYPE NAMES. conta ins ( primitiveTypeName ( typeName ) ) ;
}
pub l i c s t a t i c boolean boo lean ( St r ing typeName )
{
return primitiveTypeName ( typeName ) . equa l s (BOOLEAN) ;
}
pub l i c s t a t i c boolean s t r i n g ( St r ing typeName )
{
return primitiveTypeName ( typeName ) . equa l s (STRING) ;
}
// Used by template : invocat ion subtype ( args )
@SuppressWarnings (” S imp l i f i ab l e I f S t a t emen t ”)
pub l i c s t a t i c boolean subtype ( St r ing s , S t r ing t )
{
i f ( numeric ( s ) && numeric ( t ) )
{
return numericSubType ( s , t ) ;
}
e l s e i f ( f l o a t ( s ) && f l o a t ( t ) )
{
return binaryFloat ingPointSubtype ( s , t ) ;
}
e l s e i f ( p r im i t i v e ( s ) && pr im i t i v e ( t ) )
{
return primitiveTypeName ( s ) . equa l s ( primitiveTypeName ( t ) ) ;
}
e l s e
{
return f a l s e ;
}
}
pub l i c s t a t i c boolean numericSubType ( St r ing s , S t r ing t )
{
i f ( numeric ( s ) && numeric ( t ) )
{
f i n a l i n t i = NUMERIC TYPE NAMES. indexOf ( primitiveTypeName ( s ) ) ;
f i n a l i n t j = NUMERIC TYPE NAMES. indexOf ( primitiveTypeName ( t ) ) ;
re turn i <= j ;
}
return f a l s e ;
}
pub l i c s t a t i c boolean binaryFloat ingPointSubtype ( St r ing s , S t r ing t )
{
i f ( f l o a t ( s ) && f l o a t ( t ) )
{
f i n a l i n t i = BINARY FLOATING POINT TYPE NAMES. indexOf ( primitiveTypeName ( s ) ) ;
f i n a l i n t j = BINARY FLOATING POINT TYPE NAMES. indexOf ( primitiveTypeName ( t ) ) ;
re turn i <= j ;
}
return f a l s e ;
}
pub l i c s t a t i c boolean ar i thmet icOperator ( St r ing operator )
{
return ARITHMETIC OPERATORS. conta ins ( operator ) ;
}
pub l i c s t a t i c boolean l og i c a lOpe ra to r ( St r ing operator )
{
return LOGICAL OPERATORS. conta ins ( operator ) ;
}
pub l i c s t a t i c boolean r e l a t i ona lOpe ra to r ( St r ing operator )
{
return RELATIONAL OPERATORS. conta ins ( operator ) ;
}
pub l i c s t a t i c boolean r e f e r e n t i a lOpe r a t o r ( St r ing operator )
{
return REFERENTIAL OPERATORS. conta ins ( operator ) ;
}
pub l i c s t a t i c boolean st r ingOperator ( St r ing operator )
{
return STRING OPERATORS. conta ins ( operator ) ;
}
}
==> cml−compi ler /cml−templates /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
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<a r t i f a c t I d>cml−compiler</a r t i f a c t I d>
<vers ion>master−SNAPSHOT</vers ion>
</parent>






<a r t i f a c t I d>cml−io</a r t i f a c t I d>




<groupId>org . ant l r</groupId>
<a r t i f a c t I d>ST4</a r t i f a c t I d>





<a r t i f a c t I d>j oo l</a r t i f a c t I d>




<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>





<a r t i f a c t I d>commons−lang</a r t i f a c t I d>





==> cml−compi ler /cml−templates / s r c /main/ java /cml/ templates /ModelAdaptor . java
package cml . templates ;
import org . jooq . lambda . Seq ;
import org . s t r ing t emp la t e . v4 . I n t e r p r e t e r ;
import org . s t r ing t emp la t e . v4 .ST ;
import org . s t r ing t emp la t e . v4 . misc . ObjectModelAdaptor ;
import org . s t r ing t emp la t e . v4 . misc . STNoSuchPropertyException ;
import java . u t i l . Optional ;
pub l i c c l a s s ModelAdaptor extends ObjectModelAdaptor
{
@Override
pub l i c synchronized Object getProperty ( I n t e r p r e t e r interp , ST s e l f , Object o , Object property , St r ing propertyName )
throws STNoSuchPropertyException
{
f i n a l Object value = super . getProperty ( interp , s e l f , o , property , propertyName ) ;
i f ( value i n s t an c eo f Optional )
{
@SuppressWarnings (” rawtypes ”)
f i n a l Optional opt iona lValue = ( Optional ) value ;
// no inspec t i on unchecked
return opt iona lValue . o rE l se ( nu l l ) ;
}
e l s e i f ( value i n s t an c eo f Seq )
{
@SuppressWarnings (” rawtypes ”)
f i n a l Seq seq = ( Seq ) value ;
// no inspec t i on unchecked
return seq . t oL i s t ( ) ;
}






==> cml−compi ler /cml−templates / s r c /main/ java /cml/ templates /NameRenderer . java
package cml . templates ;
import org . s t r ing t emp la t e . v4 . Str ingRenderer ;
import java . u t i l . HashMap ;
import java . u t i l . L i s t ;
import java . u t i l . Locale ;
import java . u t i l .Map;
import java . u t i l . concurrent . atomic . AtomicInteger ;
import s t a t i c java . u t i l . Arrays . stream ;
import s t a t i c java . u t i l . Co l l e c t i o n s . synchronizedMap ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . t oL i s t ;
import s t a t i c org . apache . commons . lang . S t r i n gUt i l s . splitByCharacterTypeCamelCase ;
pub l i c c l a s s NameRenderer extends Str ingRenderer
{
pr iva t e s t a t i c f i n a l St r ing PASCAL CASE = ”pascal−case ” ;
p r i va t e s t a t i c f i n a l St r ing CAMEL CASE = ”camel−case ” ;
p r i va t e s t a t i c f i n a l St r ing UNDERSCORE CASE = ”underscore−case ” ;
p r i va t e s t a t i c f i n a l St r ing LOWER CASE = ” lower−case ” ;
p r i va t e s t a t i c f i n a l St r ing UPPER CASE = ”upper−case ” ;
p r i va t e s t a t i c f i n a l St r ing INDEXED = ” indexed ” ;
p r i va t e s t a t i c f i n a l St r ing INC INDEXED = ” inc−indexed ” ;
p r i va t e s t a t i c f i n a l St r ing UNDERSCORE = ” ” ;
p r i va t e s t a t i c f i n a l St r ing DASH = ”−”;
p r i va t e s t a t i c f i n a l St r ing DOT = ” . ” ;




pub l i c St r ing toSt r ing ( Object o , St r ing formatStr ing , Locale l o c a l e )
{




e l s e i f (PASCAL CASE. equa l s ( formatStr ing ) )
{
return pascalCase ( l o ca l e , o . t oSt r ing ( ) ) ;
}
e l s e i f (CAMEL CASE. equa l s ( formatStr ing ) )
{
return camelCase ( l o ca l e , o . t oS t r ing ( ) ) ;
}
e l s e i f (UNDERSCORE CASE. equa l s ( formatStr ing ) )
{
return underscoreCase ( l o ca l e , o . t oS t r ing ( ) ) ;
}
e l s e i f (LOWER CASE. equa l s ( formatStr ing ) )
{
return o . toSt r ing ( ) . toLowerCase ( l o c a l e ) ;
}
e l s e i f (UPPER CASE. equa l s ( formatStr ing ) )
{
return o . toSt r ing ( ) . toUpperCase ( l o c a l e ) ;
}
e l s e i f (INC INDEXED. equa l s ( formatStr ing ) )
{
return new indexed ( o . toSt r ing ( ) ) ;
}
e l s e i f (INDEXED. equa l s ( formatStr ing ) )
{
return indexed ( o . toSt r ing ( ) ) ;
}
e l s e
{
return super . t oS t r ing (o , formatStr ing , l o c a l e ) ;
}
}
pr iva t e St r ing new indexed ( f i n a l S t r ing text )
{
i n d i c e s . computeIfAbsent ( text , key −> new AtomicInteger ( 0 ) ) ;
re turn text + i nd i c e s . get ( text ) . incrementAndGet ( ) ;
}
pr iva t e St r ing indexed ( f i n a l St r ing text )
{
i n d i c e s . computeIfAbsent ( text , key −> new AtomicInteger ( 0 ) ) ;
re turn text + i nd i c e s . get ( text ) ;
}
pub l i c s t a t i c St r ing pascalCase ( Locale l o ca l e , S t r ing s t r )
{
f i n a l List<Str ing> words = words ( s t r ) ;
f i n a l S t r ingBu i lde r bu i l d e r = new St r ingBu i lde r ( s t r . l ength ( ) + words . s i z e ( ) ) ;
f o r ( St r ing p : words )
{
bu i l d e r . append ( c a p i t a l i z e d ( l o ca l e , p ) ) ;
}
return bu i l d e r . t oS t r ing ( ) ;
}
pub l i c s t a t i c St r ing camelCase ( Locale l o ca l e , S t r ing s t r )
{
f i n a l List<Str ing> words = words ( s t r ) ;
f i n a l S t r ingBu i lde r bu i l d e r = new St r ingBu i lde r ( s t r . l ength ( ) + words . s i z e ( ) ) ;
bu i l d e r . append (words . get ( 0 ) . toLowerCase ( l o c a l e ) ) ;
words . remove ( 0 ) ;
f o r ( St r ing p : words )
{
bu i l d e r . append ( c a p i t a l i z e d ( l o ca l e , p ) ) ;
}
return bu i l d e r . t oS t r ing ( ) ;
}
pub l i c s t a t i c St r ing underscoreCase ( Locale l o ca l e , S t r ing s t r )
{
f i n a l List<Str ing> words = words ( s t r ) ;
f i n a l S t r ingBu i lde r bu i l d e r = new St r ingBu i lde r ( s t r . l ength ( ) + words . s i z e ( ) ) ;
f o r ( St r ing p : words )
{
bu i l d e r . append (p . toLowerCase ( l o c a l e ) ) . append (UNDERSCORE) ;
}
return bu i l d e r . subs t r ing (0 , bu i l d e r . l ength ( ) − 1 ) ;
}
pr iva t e s t a t i c List<Str ing> words ( St r ing s t r )
{
return stream ( splitByCharacterTypeCamelCase ( s t r ) )
.map( St r ing : : trim )
. f i l t e r (word −> ! i s S epa ra to r (word ) )
. c o l l e c t ( t oL i s t ( ) ) ;
}
pr iva t e s t a t i c boolean i sSepa ra to r ( St r ing word )
{
return word . equa l s (UNDERSCORE) | | word . equa l s (DASH) | | word . equa l s (DOT) ;
}
pr iva t e s t a t i c St r ing c a p i t a l i z e d ( Locale l o ca l e , S t r ing word )
{
f i n a l S t r ingBu i lde r bu i l d e r = new St r ingBu i lde r (word . l ength ( ) ) ;
bu i l d e r . append (word . subs t r ing (0 , 1 ) . toUpperCase ( l o c a l e ) ) ;
bu i l d e r . append (word . subs t r ing ( 1 ) . toLowerCase ( l o c a l e ) ) ;
re turn bu i l d e r . t oS t r ing ( ) ;
}
}
==> cml−compi ler /cml−templates / s r c /main/ java /cml/ templates /TemplateFile . java
package cml . templates ;




pr iva t e f i n a l St r ing moduleName ;
p r i va t e f i n a l St r ing path ;
TemplateFile ( St r ing moduleName , f i n a l St r ing path )
{
t h i s . moduleName = moduleName ;
t h i s . path = path ;
}









==> cml−compi ler /cml−templates / s r c /main/ java /cml/ templates /TemplateGroupFile . java
package cml . templates ;
import cml . i o . ModuleManager ;
import org . an t l r . runtime . Recognit ionExcept ion ;
import org . an t l r . runtime . Token ;
import org . s t r ing t emp la t e . v4 . STGroup ;
import org . s t r ing t emp la t e . v4 . STGroupFile ;
import org . s t r ing t emp la t e . v4 . misc . ErrorManager ;
import org . s t r ing t emp la t e . v4 . misc . Misc ;
import org . s t r ing t emp la t e . v4 . misc . STLexerMessage ;
import java . net .URL;
import java . u t i l . Optional ;
pub l i c c l a s s TemplateGroupFile extends STGroupFile
{
pr iva t e s t a t i c f i n a l St r ing ENCODING = ”UTF−8”;
p r i va t e s t a t i c f i n a l char START CHAR = ’< ’ ;
p r i va t e s t a t i c f i n a l char STOP CHAR = ’> ’ ;
p r i va t e s t a t i c ModuleManager moduleManager ;
pub l i c s t a t i c void setModuleManager (ModuleManager moduleManager )
{
TemplateGroupFile . moduleManager = moduleManager ;
}
pub l i c TemplateGroupFile ( St r ing path )
{
super ( path , ENCODING, START CHAR, STOP CHAR) ;
errMgr = new ErrorManager ( )
{
@Override
pub l i c void l ex e rEr ro r ( f i n a l St r ing srcName , f i n a l S t r ing msg , f i n a l Token templateToken , f i n a l Recognit ionExcept ion e )
{
// Overr id ing to d i sp l ay the f u l l srcName :
l i s t e n e r . compileTimeError (new STLexerMessage ( srcName , msg , templateToken , e ) ) ;
}
} ;
reg isterModelAdaptor ( Object . c l a s s , new ModelAdaptor ( ) ) ;
r e g i s t e rRende r e r ( St r ing . c l a s s , new NameRenderer ( ) ) ;
}
@Override
pub l i c URL getURL( St r ing path )
{
f i n a l Optional<URL> t emplateF i l e = moduleManager . f indTemplateFi le ( path ) ;
re turn templateF i l e . o rE l se ( nu l l ) ;
}
@Override
pub l i c void importTemplates (Token fileNameToken )
{
f i n a l STGroup g = new TemplateGroupFile ( importFilePathOf ( fileNameToken ) ) ;
g . s e tL i s t e n e r ( g e tL i s t en e r ( ) ) ;
importTemplates (g , t rue ) ;
}
pr iva t e St r ing importFilePathOf ( f i n a l Token fileNameToken )
{
f i n a l St r ing f i l ePa th = Misc . s t r i p ( fileNameToken . getText ( ) , 1 ) ;
i f ( f i l ePa th . conta ins ( ” : / ” ) )
{
return f i l ePa th ;
}
e l s e
{
f i n a l St r ing moduleName = moduleManager . getModuleName ( getFileName ( ) ) ;




==> cml−compi ler /cml−templates / s r c /main/ java /cml/ templates /TemplateRenderer . java
package cml . templates ;
import cml . i o . Console ;
import org . s t r ing t emp la t e . v4 .ST ;
import org . s t r ing t emp la t e . v4 . STGroupFile ;
import java . u t i l .Map;
import java . u t i l .Map. Entry ;
pub l i c i n t e r f a c e TemplateRenderer
{
Str ing renderTemplate ( TemplateFile templateFi le , S t r ing templateName , Map<Str ing , Object> args ) ;
s t a t i c TemplateRenderer c r ea t e ( Console conso l e )
{
return new TemplateRendererImpl ( conso l e ) ;
}
}
c l a s s TemplateRendererImpl implements TemplateRenderer
{
pr iva t e s t a t i c f i n a l St r ing UNABLE TO LOAD TEMPLATE = ”Unable to load template named ’%s ’ from f i l e : %s ” ;
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pr iva t e f i n a l Console conso l e ;
TemplateRendererImpl ( Console conso l e )
{
t h i s . conso l e = conso l e ;
}
@Override
pub l i c St r ing renderTemplate ( TemplateFile templateFi le , S t r ing templateName , Map<Str ing , Object> args )
{
f i n a l STGroupFile groupFi l e = new TemplateGroupFile ( t emplateF i l e . getPath ( ) ) ;
f i n a l ST template = groupFi l e . get InstanceOf ( templateName ) ;
i f ( template == nu l l )
{
conso l e . i n f o (UNABLE TO LOAD TEMPLATE, templateName , templateF i l e . getPath ( ) ) ;
re turn ”” ;
}
f o r ( f i n a l Entry<Str ing , Object> entry : args . entrySet ( ) )
{
template . add ( entry . getKey ( ) , entry . getValue ( ) ) ;
}
return template . render ( ) ;
}
}
==> cml−compi ler /cml−templates / s r c /main/ java /cml/ templates /TemplateRepository . java
package cml . templates ;
import cml . i o . ModuleManager ;
import java . net .URL;
import java . u t i l . Optional ;
import s t a t i c java . lang . St r ing . format ;
pub l i c i n t e r f a c e TemplateRepository
{
Optional<TemplateFile> f indTemplate ( St r ing moduleName , St r ing constructorName , St r ing f i leName ) ;
s t a t i c TemplateRepository c r ea t e (ModuleManager moduleManager )
{
return new TemplateRepositoryImpl (moduleManager ) ;
}
}
c l a s s TemplateRepositoryImpl implements TemplateRepository
{
pr iva t e s t a t i c f i n a l St r ing CONSTRUCTORPATH = ”%s :/ con s t ruc to r s/%s/%s ” ;
p r i va t e f i n a l ModuleManager moduleManager ;
TemplateRepositoryImpl (ModuleManager moduleManager )
{
t h i s . moduleManager = moduleManager ;
}
@Override
pub l i c Optional<TemplateFile> f indTemplate (
f i n a l St r ing moduleName ,
f i n a l St r ing constructorName ,
f i n a l St r ing templateFileName )
{
f i n a l St r ing path = format (CONSTRUCTOR PATH, moduleName , constructorName , templateFileName ) ;
f i n a l Optional<URL> ur l = moduleManager . f indTemplateFi le ( path ) ;
re turn u r l . i sP r e s en t ( ) ? Optional . o f (new TemplateFile (moduleName , path ) ) : Optional . empty ( ) ;
}
}
==> cml−compi ler /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml</groupId>
















<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>





==> cml−compi ler / r e l e a s e
#!/ usr /bin /env bash
g i t d i f f−index −−qu i e t HEAD −−
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i f [ $? −ne 0 ] ; then
echo ”Please commit changes be fo r e doing a r e l e a s e . ”
e x i t
f i
c u r l −s ” https :// api . t r av i s−c i . org /cmlang/cml−compi ler . svg ?branch=master ” | grep pass > /dev/ nu l l
i f [ $? −ne 0 ] ; then
echo ”Please make sure you have a s u c c e s s f u l bu i ld be fo r e doing a r e l e a s e . ”
e x i t
f i
i f [ −z ”$1” ] ; then
echo Please s p e c i f y the r e l e a s e ve r s i on as the f i r s t argument .
echo Optional ly , a l s o s p e c i f y the snapshot ve r s i on to f o l l ow the r e l e a s e as the second argument .
e x i t 1
f i
CML SNAPSHOT VERSION=”$2”
i f [ −z ”$CML SNAPSHOT VERSION” ] ; then
CML SNAPSHOT VERSION=”master ”
f i
CML VERSION=”$1”
CML YEAR=$ ( echo ”${CML VERSION}” | cut −s −d ’ . ’ −f 1)
i f [ −z ”$CML YEAR” ] ; then
echo ”Miss ing year in : $CML VERSION”
ex i t 1
f i
CMLMONTH=$ ( echo ”${CML VERSION}” | cut −s −d ’ . ’ −f 2)
i f [ −z ”$CMLMONTH” ] ; then
echo ”Miss ing month in : $CML VERSION”
ex i t 1
f i
CML DAY=$ ( echo ”${CML VERSION}” | cut −s −d ’ . ’ −f 3 | cut −s −d’− ’ −f 1)
i f [ −z ”$CML DAY” ] ; then
echo ”Miss ing day or channel in : $CML VERSION”
ex i t 1
f i
CML CHANNEL=$ ( echo ”${CML VERSION}” | cut −s −d’− ’ −f 2)
i f [ −z ”$CML CHANNEL” ] ; then
echo ”Miss ing channel in : $CML VERSION”
ex i t 1
f i
CML PKG NAME=”cml−compiler−${CML VERSION} . z ip ”
CML RELEASE DIR=”cml−r e l e a s e s /cml−compi ler ”
CML ROOT=” . . / . . ”
i f [ ! −d ”${CMLROOT}/${CML RELEASE DIR}” ] ; then
echo
echo ERROR: Unable to f i nd l o c a l copy o f : https :// github . com/cmlang/${CML RELEASE DIR}
echo
ex i t 1
f i
i f [ ! −d ”${CMLROOT}/homebrew−cml” ] ; then
echo
echo ERROR: Unable to f i nd l o c a l copy o f : https :// github . com/cmlang/homebrew−cml
echo
ex i t 1
f i
i f [ −f ”${CMLROOT}/${CML RELEASE DIR}/${CML PKG NAME}” ] ; then
echo
echo WARNING: Vers ion ${CML VERSION} a l ready r e l e a s ed at : https :// github . com/cmlang/${CML RELEASE DIR}
echo
ex i t 1
f i
CML RELEASE NOTES=”${CML PKG NAME} . notes .md”
i f [ ! −f ”${CMLROOT}/${CML RELEASE DIR}/${CML RELEASE NOTES}” ] ; then
echo
echo REMINDER: Release notes r equ i r ed be fo r e r e l e a s i n g ve r s i on ${CML VERSION} :
echo − Please wr i te the r e l e a s e notes in : ${CML RELEASE NOTES}
echo − Once written , p l ea s e commit the . z ip . notes .md f i l e to the cml−r e l e a s e s r epo s i t o r y under the cml−compi ler d i r .
echo
echo After that , you should be able to run the r e l e a s e command again .
echo
ex i t 1
f i
g i t pu l l −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
mvn c lean i n s t a l l
i f [ $? −ne 0 ] ; then ex i t ; f i
mvn ve r s i on s : s e t −DnewVersion=${CML VERSION}
i f [ $? −ne 0 ] ; then ex i t ; f i
mvn c lean i n s t a l l
i f [ $? −ne 0 ] ; then ex i t ; f i
cd cml−package
i f [ $? −ne 0 ] ; then ex i t ; f i
mvn c lean assembly : s i n g l e
i f [ $? −ne 0 ] ; then ex i t ; f i
cd ta rge t
i f [ $? −ne 0 ] ; then ex i t ; f i
CML PKG SOURCE NAME=”cml−package−${CML VERSION}−d i s t r i b u t i o n . z ip ”
CML PKG SHA=$ ( shasum −a 256 ${CML PKG SOURCE NAME} | awk ’{ pr in t $1 } ’ )
i f [ $? −ne 0 ] ; then ex i t ; f i
CML ROOT=” . . / . . / . . / . . ”
cp ”${CML PKG SOURCE NAME}” ”${CMLROOT}/${CML RELEASE DIR}/${CML PKG NAME}”
i f [ $? −ne 0 ] ; then ex i t ; f i
cd ”${CMLROOT}/${CML RELEASE DIR}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t d i f f−index −−qu i e t HEAD −−
i f [ $? −ne 0 ] ; then
echo ”Uncommitted changes in the r e l e a s e d i r . ”
e x i t
f i
g i t pu l l −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
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CML PKG SHA TXT=”${CML PKG NAME} . sha256 . txt ”
echo ”${CML PKG SHA}” >> ”${CML PKG SHA TXT}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ”${CML PKG NAME}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ”${CML PKG SHA TXT}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ”${CML RELEASE NOTES}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t commit −m ”Committing ve r s i on ${CML VERSION} o f CML Compiler . ”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t tag −m ”CML Compiler ${CML VERSION}” −a ${CML VERSION}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t push −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
CML ROOT=” . . / . . ”
cd ”${CMLROOT}/homebrew−cml”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t d i f f−index −−qu i e t HEAD −−
i f [ $? −ne 0 ] ; then
echo ”Uncommitted changes in the Homebrew d i r . ”
e x i t
f i
g i t pu l l −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
CML FORMULA=”cml−compi ler . rb”
CML TAP URL=”https :// raw . g i thubusercontent . com/cmlang/cml−r e l e a s e s /master /cml−compi ler ”
cat <<EOF > ${CMLFORMULA}
c l a s s CmlCompiler < Formula
VERSION = ”${CML VERSION}”
desc ”The CML Compiler ”
homepage ” https :// github . com/cmlang”
ur l ”${CML TAP URL}/cml−compiler−#{VERSION} . z ip ”
sha256 ”${CML PKG SHA}”
def i n s t a l l
i n r ep l a c e ”bin /cml ” , ”##PREFIX##”, ”#{p r e f i x }/ l i b e x e c ”
l i b e x e c . i n s t a l l Dir [ ” ∗ ” ]
bin . i n s t a l l s ym l i n k l i b e x e c /” bin /cml”
end
t e s t do




i f [ $? −ne 0 ] ; then ex i t ; f i
CML MINOR VERSION=”${CML YEAR} . ${CMLMONTH} . ${CML DAY}”
CML MINOR VERSION JOINED=”${CML YEAR}${CMLMONTH}${CML DAY}”
CMLMINOR FORMULA=”cml−compiler@${CML MINOR VERSION} . rb”
sed ” s /CmlCompiler/CmlCompilerAT${CML MINOR VERSION JOINED}/g” < ${CMLFORMULA} > ”${CMLMINOR FORMULA}”
i f [ $? −ne 0 ] ; then ex i t ; f i
CMLMAJOR FORMULA=”cml−compiler@${CML YEAR} . rb”
sed ” s /CmlCompiler/CmlCompilerAT${CML YEAR}/g” < ${CMLFORMULA} > ”${CMLMAJOR FORMULA}”
i f [ $? −ne 0 ] ; then ex i t ; f i
CML CHANNEL CLASS=$ ( echo ${CML CHANNEL} | sed −e ’ s /ˆa/A/g ’ −e ’ s /ˆb/B/g ’ −e ’ s /ˆ s /S/g ’ )
CML CHANNEL FORMULA=”cml−compiler−${CML CHANNEL} . rb”
sed ” s /CmlCompiler/CmlCompiler${CML CHANNEL CLASS}/g” < ${CMLFORMULA} > ”${CML CHANNEL FORMULA}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ${CMLFORMULA}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ${CMLMAJOR FORMULA}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ${CMLMINOR FORMULA}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add ${CML CHANNEL FORMULA}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t commit −m ”Committing ve r s i on ${CML VERSION} o f CML Compiler . ”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t tag −m ”CML Compiler ${CML VERSION}” −a ${CML VERSION}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t push −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
CML ROOT=”..”
cd ”${CMLROOT}/cml−compi ler ”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add −A .
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t commit −m ”Committing ve r s i on : ${CML VERSION}”
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t tag −m ”Release ${CML VERSION}” −a ${CML VERSION}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t push −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
cd cml−compi ler
snapshot−ve r s i on ${CML SNAPSHOT VERSION}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t push −−tags o r i g i n master
i f [ $? −ne 0 ] ; then ex i t ; f i
echo
echo Vers ion ${CML VERSION} r e l e a s ed .
echo
echo Check r e l e a s e with :
echo \$ brew tap cmlang\/cml
echo \$ brew upgrade cml−compi ler
echo \$ cd \<module\/path\>
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echo \$ cml \<task name\>
echo
==> cml−compi ler / snapshot−ve r s i on
#!/ usr /bin /env bash
i f [ −z ”$1” ] ; then
echo Please s p e c i f y the snapshot ve r s i on as the only argument .
e x i t 1
f i
CML VERSION=”$1−SNAPSHOT”
mvn ve r s i on s : s e t −DnewVersion=${CML VERSION}
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t add −A .
i f [ $? −ne 0 ] ; then ex i t ; f i
g i t commit −m ”Committing snapshot ve r s i on : ${CML VERSION}”
i f [ $? −ne 0 ] ; then ex i t ; f i
==> cml−modules/ cml base / source / func t i on s . cml
@function empty<T>(seq : T∗) −> boolean ;
@function present<T>(seq : T∗) −> boolean ;
//@function present<T>(seq : T∗) −> boolean = not empty ( seq ) ;
@function f i r s t <T>(seq : T∗) −> T? ;
@function la s t<T>(seq : T∗) −> T? ;
@function ex i s t s<T>(seq : T∗ , expr : (T) −> boolean ) −> boolean ;
@function a l l<T>(seq : T∗ , expr : (T) −> boolean ) −> boolean ;
@function none<T>(seq : T∗ , expr : (T) −> boolean ) −> boolean ;
@function inc ludes<T>(seq : T∗ , expr : T) −> boolean ;
@function excludes<T>(seq : T∗ , expr : T) −> boolean ;
@function s e l e c t<T>(seq : T∗ , expr : (T) −> Boolean ) −> T∗ ;
@function r e j e c t<T>(seq : T∗ , expr : (T) −> Boolean ) −> T∗ ;
@function c o l l e c t<T>(seq : T∗ , expr : (T) −> R∗) −> R∗ ;
@function d i s t i n c t<T>(seq : T∗) −> T∗ ;
@function rever se<T>(seq : T∗) −> T∗ ;
@function sort<T>(seq : T∗ , expr : (T, T) −> i n t e g e r ) −> T∗ ;
@function compare<T>(expr1 : T, expr2 : T) −> i n t e g e r ;
@function concat<T>(seq1 : T∗ , seq2 : T∗) −> T∗ ;
@function count<T>(seq : T∗) −> long ;
@function c r o s s j o i n<T, S>(seq1 : T∗ , seq2 : S∗) −> (T, S ) ∗ ;
==> cml−modules/ cml base / templates / con s t ruc to r s / java / f i l e s . s tg
mod e l f i l e s ( task , model ) : := <<
j ava : pom f i l e |pom. xml
>>
modu l e f i l e s ( task , module ) : := <<
< i f (module . de f inedFunct ions)>
j ava : f u n c t i o n s f i l e | s r c /main/ java/<task . packagePath>/<module . name ; format=”pascal−case”>Functions . java
<endi f>
>>
c o n c e p t f i l e s ( task , concept ) : := <<
c o n c e p t f i l e | s r c /main/ java/<task . packagePath>/<concept . name ; format=”pascal−case ”>. java
>>
a s s o c i a t i o n f i l e s ( task , a s s o c i a t i o n ) : := <<
a s s o c i a t i o n f i l e | s r c /main/ java/<task . packagePath>/<a s s o c i a t i o n . name ; format=”pascal−case ”>. java
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / java / f u n c t i o n s f i l e . s tg
import ”/ lang / java . s tg ”
f u n c t i o n s f i l e ( task , module ) : := <<
package <task . packageName>;
<common imports ( task , module . model)>
publ ic<\ ><\\>
<s t ru c tu r e (
keyword=”c l a s s ” ,
header=func t i on s c l a s s name (module ) ,
b a s e l i s t=true ,
s e c t i o n s = [ func t i on s (module ) ]
)>
>>
f unc t i on s (module ) : := <<
<module . de f inedFunct ions : s t a t i c f u n c t i o n d e c l a r a t i o n ( ) ; s eparato r=”\n\n”>
>>
s t a t i c f u n c t i o n d e c l a r a t i o n ( funct i on ) : := <<
publ ic<\ ><\\>
<s t a t i c o p e r a t i o n (
name=function name ( funct i on ) ,
params=funct i on . parameters ,
r e s u l t t yp e=ge t t e r t yp e ( func t i on . type ) ,
type params=funct i on . typeParams ,
statements=func t i on exp r e s s i on ( funct i on )
)>
>>
function name ( funct i on ) : := <<
<f unc t i on . name ; format=”camel−case”>
>>
f un c t i on exp r e s s i on ( funct i on ) : := <<
<return ( f u n c t i o n r e s u l t ( func t i on ))>
>>
f u n c t i o n r e s u l t ( func t i on ) : := <<




p a t h r o o t c a l l s e l f f i e l d ( path ) : := <<
< i f ( path . type . op t i ona l )>Optional . o fNu l l ab l e (<endi f><\\>
<f i e ld name ( path)><\\>
< i f ( path . type . op t i ona l )>)<endi f>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / java / pom f i l e . s tg
pom f i l e ( task , model ) : := <<
<p r o j e c t s t a r t ()>
\<modelVersion >4.0.0\</modelVersion>
<module def ( task)>
\<prope r t i e s>
\<pro j e c t . bu i ld . sourceEncoding>UTF−8\</p ro j e c t . bu i ld . sourceEncoding>





<p lug in s ()>
\</bui ld>
<pro j e c t end ()>
>>
p r o j e c t s t a r t ( ) : := <<
\<pro j e c t
<pom ns()>
<x s i ()>
<n s l o c ()>
>>
pom ns ( ) : := <<
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
>>
x s i ( ) : := <<
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
>>
n s l o c ( ) : := <<
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
>>
pro j e c t end ( ) : := <<
\</pro jec t>
>>
module def ( task ) : := <<
\<groupId><task . groupId>\</groupId>
\<a r t i f a c t I d><task . a r t i f a c t I d >\</a r t i f a c t I d>
\<vers ion><task . a r t i f a c tVe r s i on >\</vers ion>
\<packaging>j a r\</packaging>
>>
dependencies ( ) : := <<
\<dependency>
\<groupId>org . j e t b r a i n s\</groupId>
\<a r t i f a c t I d>annotat ions\</a r t i f a c t I d>




\<a r t i f a c t I d>j o o l\</a r t i f a c t I d>




p lug in s ( ) : := <<
\<plugins>
\<plugin>
\<groupId>org . apache . maven . p lug in s\</groupId>
\<a r t i f a c t I d>maven−compiler−plug in\</a r t i f a c t I d>
\<vers ion >3.1\</vers ion>
\<con f i gura t i on>
\<source >1.8\</ source>
\<target >1.8\</ target>
\</con f i gura t i on>
\</plugin>
\<plugin>
\<groupId>org . apache . maven . p lug in s\</groupId>
\<a r t i f a c t I d>maven−source−plug in\</a r t i f a c t I d>












==> cml−modules/ cml base / templates / con s t ruc to r s / py/ f i l e s . s tg
mod e l f i l e s ( task , model ) : := <<
py : s e t u p f i l e | setup . py
i n i t f i l e |<python f i l e name ( task . moduleName)>/ i n i t . py
>>
python f i l e name (name) : := <<
<name ; format=”underscore−case”>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / py/ i n i t f i l e . s tg
i n i t f i l e ( task , model ) : := <<
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
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< i f (model . a s s o c i a t i o n s )>
<model . a s s o c i a t i o n s : p y a s s o c i a t i o n c l a s s ( ) ; s eparato r=”\n\n\n”>
<endi f>
<model . orderedConcepts : py conc ep t c l a s s ( ) ; s eparato r=”\n\n\n”>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / py/ s e t u p f i l e . s tg
s e t u p f i l e ( task , model ) : := <<
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’<task . moduleName ; format=”underscore−case ”> ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on=’<task . moduleVersion > ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’\< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [





==> cml−modules/ cml base / templates / con s t ruc to r s / cmlc java / a s s o c i a t i o n f i l e . s tg
import ”/ des ign / cmlc java . s tg ”
a s s o c i a t i o n f i l e ( task , a s s o c i a t i o n ) : := <<
package <task . packageName>;
import java . u t i l . ∗ ;
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import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
<a s s o c i a t i o n c l a s s ( a s s o c i a t i on , ” Impl”)>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / cmlc java / c o n c e p t f i l e . s tg
import ”/ des ign / cmlc java . s tg ”
c o n c e p t f i l e ( task , concept ) : := <<
package <task . packageName>;
<common imports ( task , concept . model)>
pub l i c < i n t e r f a c e ( concept , ” Impl”)>
<c l a s s 2 ( concept , ” Impl”)>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / cmlc java / f i l e s . s tg
import ”/ con s t ruc to r s / java / f i l e s . s tg ”
==> cml−modules/ cml base / templates / con s t ruc to r s / cmlc py/ f i l e s . s tg
import ”/ con s t ruc to r s / py/ f i l e s . s tg ”
==> cml−modules/ cml base / templates / con s t ruc to r s / cmlc py/ i n i t f i l e . s tg
import ”/ des ign / cmlc py . s tg ”
import ”/ con s t ruc to r s / py/ i n i t f i l e . s tg ”
py conc ep t c l a s s ( concept ) : := <<
< i n t e r f a c e ( concept , ” Impl”)>
<c l a s s 2 ( concept , ” Impl”)>
>>
py a s s o c i a t i o n c l a s s ( a s s o c i a t i o n ) : := <<
<a s s o c i a t i o n c l a s s ( a s s o c i a t i on , ””)>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / poj / a s s o c i a t i o n f i l e . s tg
import ”/ des ign /poj . s tg ”
a s s o c i a t i o n f i l e ( task , a s s o c i a t i o n ) : := <<
package <task . packageName>;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
<a s s o c i a t i o n c l a s s ( a s s o c i a t i on , ””)>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / poj / c o n c e p t f i l e . s tg
import ”/ des ign /poj . s tg ”
c o n c e p t f i l e ( task , concept ) : := <<
package <task . packageName>;
<common imports ( task , concept . model)>
pub l i c <c l a s s ( concept)>
>>
==> cml−modules/ cml base / templates / con s t ruc to r s / poj / f i l e s . s tg
import ”/ con s t ruc to r s / java / f i l e s . s tg ”
==> cml−modules/ cml base / templates / con s t ruc to r s /pop/ f i l e s . s tg
import ”/ con s t ruc to r s / py/ f i l e s . s tg ”
==> cml−modules/ cml base / templates / con s t ruc to r s /pop/ i n i t f i l e . s tg
import ”/ des ign /pop . s tg ”
import ”/ con s t ruc to r s / py/ i n i t f i l e . s tg ”
py conc ep t c l a s s ( concept ) : := <<
<c l a s s ( concept)>
>>
py a s s o c i a t i o n c l a s s ( a s s o c i a t i o n ) : := <<
<a s s o c i a t i o n c l a s s ( a s s o c i a t i on , ””)>
>>
==> cml−modules/ cml base / templates / des ign /cmlc/ a c t u a l s e l f . s tg
// des ign /cmlc
a c t u a l s e l f ( ) : := ” a c t u a l s e l f ”
a c t u a l s e l f t y p e ( concept ) : := ”< f i e l d t y p e o p t i o n a l ( concept )>”
a c t u a l s e l f d e c l ( concept ) : := ”<param decl ( a c t u a l s e l f ( ) , a c t u a l s e l f t y p e ( concept ))>”
a c t u a l s e l f f i e l d ( ) : := <<




==> cml−modules/ cml base / templates / des ign /cmlc/ c l a s s . s tg
// des ign /cmlc
c l a s s s e l f f i e l d ( concept ) : := <<
< f i e l d d e c l ( a c t u a l s e l f d e c l ( concept ))>
>>
extend invocat i on ( conceptRedef ) : := <<
< f i e l d a c c e s s ( conceptRedef . concept)> = <\\>
<type name ( conceptRedef . concept)>.< i n t e r face extend name ( type name ( conceptRedef . concept))><\\>
(< a c t u a l s e l f f i e l d ()>< ex t end invo ca t i on ex t r a a r g s ( conceptRedef)>)< s tatement terminator ()>
>>
ex t end invo ca t i on ex t r a a r g s ( conceptRedef ) : := <<
<commaIfEither ( conceptRedef . concept . a l lAnces to r s , conceptRedef . propertyRedefs)><\\>
<conceptRedef . concept . a l lAnce s t o r s : f i e l d a c c e s s ( ) ; s epara to r =”, ”><\\>
<commaIf2 ( conceptRedef . concept . a l lAnces to r s , conceptRedef . propertyRedefs)><\\>
<conceptRedef . propertyRedefs : ex t end invoca t i on a rg ( ) ; s eparato r =”, ”>
>>
==> cml−modules/ cml base / templates / des ign /cmlc/ invocat ion . s tg
invoca t i on concept ( concept , args ) : := <<
<type name ( concept)>.< i n t e r f a c e c r e a t e name ( type name ( concept ))>(<args : nu l l ab l e e xp r ( ) ; s eparato r =”, ”>)
>>
==> cml−modules/ cml base / templates / des ign /cmlc . s tg
import ”/ des ign /cmlc/ a c t u a l s e l f . s tg ”
import ”/ des ign /cmlc/ c l a s s . s tg ”
import ”/ des ign /cmlc/ invocat i on . s tg ”
==> cml−modules/ cml base / templates / des ign / cmlc java / c l a s s . s tg
// con s t ruc to r s / cmlc java
c l a s s p r ima ry con s t r u c t o r ( i nh e r i t e d p r op e r t i e s , supe r p rope r t i e s , ance s to r s ) : := <<
<c l a s s c o n s t r u c t o r (
[ a c t u a l s e l f d e c l ( concept ) , concept . superProper t i e s , concept . nonDer ivedPropert ies ] ,
c l a s s p r ima ry con s t ru c t o r s t a t emen t s ( )
)>
>>
c l a s s p r ima ry con s t ru c t o r s t a t emen t s ( ) : := <<
<a c t u a l s e l f i n i t ()>
< i f ( concept . r ede f inedAnce s to r s)><\\>
<concept . r ede f inedAnces to r s : ex tend invocat i on ( ) ; s epara to r=”\n”>
<endi f><\\>
<[ concept . s l o tP r op e r t i e s ] : f i e l d i n i t ( ) ; s eparato r=”\n”><\\>
<a s s o c i a t i o n l i n k c a l l s ( concept)>
>>
c l a s s e x t e n s i o n c on s t r u c t o r ( concept ) : := <<
< i f ( concept . a l lAnce s t o r s)><\\>
<c l a s s c o n s t r u c t o r (
[ a c t u a l s e l f d e c l ( concept ) , concept . a l lAnces to r s , concept . nonDer ivedPropert ies ] ,




c l a s s e x t en s i o n c on s t r u c t o r s t a t emen t s ( ) : := <<
<a c t u a l s e l f i n i t ()>
<[ concept . a l lAnce s to r s , concept . s l o tP r op e r t i e s ] : f i e l d i n i t ( ) ; s eparato r=”\n”><\\>
<a s s o c i a t i o n l i n k c a l l s ( concept)>
>>
a c t u a l s e l f i n i t ( ) : := <<
<a c t u a l s e l f f i e l d ()> = <a c t u a l s e l f ()> == nu l l ? <s e l f ()> : <a c t u a l s e l f ()>;
>>
ex t end invoca t i on a rg ( propertyRedef ) : := <<
< f i e l d o r d e f a u l t v a l u e ( propertyRedef . prop)>
>>
==> cml−modules/ cml base / templates / des ign / cmlc java / i n t e r f a c e . s tg
// con s t ruc to r s / cmlc java
in t e r f a c e p r imary c r ea t e method s ta t ement s ( concept ) : := <<
<return (
new ca l l (
in t e r f ace imp l name ( ) ,




i n t e r f a c e s e conda ry c r ea t e method ( concept ) : := <<
< i f ( concept . i n i t P r o p e r t i e s && c l a s s n ame su f f i x)><\\>
<s t a t i c o p e r a t i o n (
name=in t e r f a c e c r e a t e name ( inte r face name ( ) ) ,
params=[ concept . non In i tPrope r t i e s ] ,
r e s u l t t yp e=inte r face name ( ) ,
type params =[ ] ,




==> cml−modules/ cml base / templates / des ign / cmlc java . s tg
import ”/ des ign / cmlc java / i n t e r f a c e . s tg ”
import ”/ des ign / cmlc java / c l a s s . s tg ”
import ”/ des ign /cmlc . s tg ”
import ”/ des ign / java . s tg ”
import ”/ des ign /common . s tg ”
import ”/ lang / java . s tg ”
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==> cml−modules/ cml base / templates / des ign / cmlc py/ c l a s s . s tg
// con s t ruc to r s / cmlc py
c l a s s p r ima ry con s t r u c t o r ( i nh e r i t e d p r op e r t i e s , supe r p rope r t i e s , ance s to r s ) : := <<
< i f ( concept . ab s t r a c t i on | | ! concept . supe rPrope r t i e s)><\\>
<c l a s s c o n s t r u c t o r (
[ a c t u a l s e l f d e c l ( concept ) , ance s to r s : opt iona l param dec l ( ) , concept . nonDer ivedPropert ies ] ,
c l a s s p r ima ry con s t ru c t o r s t a t emen t s ( )
)><\\>
<e l s e><\\>
<c l a s s c o n s t r u c t o r (
[ a c t u a l s e l f d e c l ( concept ) , ance s to r s : opt iona l param dec l ( ) , concept . nonDerivedPropert ies , c l a s s p r imary cons t ruc to r keyword a rg s ( concept ) ] ,




c l a s s p r imary cons t ruc to r keyword a rg s ( concept ) : := ”∗∗kwargs”
c l a s s p r ima ry con s t ru c t o r s t a t emen t s ( ) : := <<
< i f ( s up e r p r op e r t i e s)><\\>
<concept . nonDer ivedPropert ies : f i e l d i n i t ( ) ; s eparato r=”\n”><\\>
<e l s e><\\>
<a c t u a l s e l f i n i t ()>
< i f ( concept . r ede f inedAnce s to r s)><\\>
<concept . r ede f inedAnces to r s : f i e l d i n i t o r e x t e n d i n v o c a t i o n ( ) ; s eparato r=”\n”>
<e l s e><\\>
<ance s to r s : f i e l d i n i t ( ) ; s eparato r=”\n”>
<endi f><\\>
<[ concept . s l o tP r op e r t i e s ] : f i e l d i n i t ( ) ; s eparato r=”\n”><\\>
<a s s o c i a t i o n l i n k c a l l s ( concept)><\\>
<endi f>
>>
f i e l d i n i t o r e x t e n d i n v o c a t i o n ( conceptRedef ) : := <<
< i f ( concept . ab s t r a c t i on)><\\>
< f i e l d i n i t ( conceptRedef . concept)><\\>
<e l s e><\\>
i f <f i e ld name ( conceptRedef . concept)> i s None :
<indent()><extend invocat i on ( conceptRedef)>
e l s e :
<indent()>< f i e l d i n i t ( conceptRedef . concept)><\\>
<endi f>
>>
a c t u a l s e l f i n i t ( ) : := <<
i f <a c t u a l s e l f ()> i s None :
<indent()>< a c t u a l s e l f f i e l d ()> = <s e l f ()> # type : <a c t u a l s e l f t y p e ( concept)>
e l s e :
<indent()>< a c t u a l s e l f f i e l d ()> = <a c t u a l s e l f ()>
>>
ex t end invoca t i on a rg ( propertyRedef ) : := <<
< i f ( propertyRedef . prop . der ived)><\\>
< f i e l d d e f a u l t v a l u e ( propertyRedef . prop . type)><\\>
<e l s e i f ( propertyRedef . r ede f i n ed)><\\>
<f i e ld name ( propertyRedef . prop)><\\>
<e l s e><\\>
kwargs [ ’< f i e ld name ( propertyRedef . prop)>’]<\\>
<endi f>
>>
==> cml−modules/ cml base / templates / des ign / cmlc py/ i n t e r f a c e . s tg
// con s t ruc to r s / cmlc py
in t e r f a c e p r imary c r ea t e method s ta t ement s ( concept ) : := <<
<return (
new ca l l (
in t e r f ace imp l name ( ) ,




keyword arg ( property ) : := ”< f i e ld name ( property)>=<f i e ld name ( property )>”
==> cml−modules/ cml base / templates / des ign / cmlc py . s tg
import ”/ des ign / cmlc py/ i n t e r f a c e . s tg ”
import ”/ des ign / cmlc py/ c l a s s . s tg ”
import ”/ des ign /cmlc . s tg ”
import ”/ des ign /py . s tg ”
import ”/ des ign /common . s tg ”
import ”/ lang /py . s tg ”
==> cml−modules/ cml base / templates / des ign /common/ a s s o c i a t i o n . s tg
a s s o c i a t i o n c l a s s ( a s s o c i a t i on , c l a s s n ame su f f i x ) : := <<
<modi f i e r (” pub l i c”)><\\>
<s t ru c tu r e (
keyword=”c l a s s ” ,
header=assoc ia t ion name ( a s s o c i a t i o n ) ,
b a s e l i s t=true ,
s e c t i o n s = [
a s s o c i a t i o n s i n g l e t o n ( a s s o c i a t i o n ) ,
a s soc i a t i on new ( a s s o c i a t i o n ) ,
a s s o c i a t i o n i n i t ( a s s o c i a t i o n ) ,
a s s o c i a t i o n f i e l d s ( a s s o c i a t i o n ) ,
a s s o c i a t i o n c on s t r u c t o r ( a s s o c i a t i o n ) ,
a s s o c i a t i on l i nk method s ( a s s o c i a t i o n ) ,




a s s o c i a t i o n i n i t ( a s s o c i a t i o n ) : := <<
<s t a t i c o p e r a t i o n (
name=” i n i t ” ,
params=[ a s s o c i a t i o n i n i t p a r am ( ) ] ,
r e s u l t t yp e=void ( ) ,
type params =[ ] ,
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statements=a s s o c i a t i o n i n i t s t a t emen t s ( a s s o c i a t i o n )
)>
>>
a s s o c i a t i o n i n i t s t a t emen t s ( a s s o c i a t i o n ) : := <<
<a s s o c i a t i o n . a s soc ia t ionEnds : a s s o c i a t i o n i n i t s t a t emen t ( a s s o c i a t i o n ) ; s epara to r=”\n”>
>>
a s s o c i a t i o n f i e l d s ( a s s o c i a t i o n ) : := <<
<a s s o c i a t i o n . a s soc ia t ionEnds : a s s o c i a t i o n f i e l d d e c l ( ) ; s eparato r=”\n”>
>>
a s s o c i a t i on l i nk me thod s ( a s s o c i a t i o n ) : := <<
< i f ( a s s o c i a t i o n . oneToMany)><\\>
<as soc ia t i on one to many l ink method ( a s s o c i a t i o n )>
<endi f><\\>
<a s s o c i a t i on l i nk method ( a s s o c i a t i o n)><\\>
< i f ( a s s o c i a t i o n . oneToOne)><\\>
<a s s o c i a t i on l i nk me thod r ev e r s ed ( a s s o c i a t i o n)><\\>
<endi f>
>>
as soc ia t i on one to many l ink method ( a s s o c i a t i o n ) : := <<
<modi f i e r (” synchronized”)><\\>
<i n s t anc e ope r a t i on (
name=”link many ” ,
params=[ a s s o c i a t i o n . oneProperty , a s s o c i a t i o n . manyProperty ] ,
r e s u l t t yp e=void ( ) ,
statements=assoc ia t i on one to many l ink method s ta tement s ( a s s o c i a t i o n )
)>
>>
a s s o c i a t i on l i nk method ( a s s o c i a t i o n ) : := <<
<modi f i e r (” synchronized”)><\\>
<i n s t anc e ope r a t i on (
name=”l i nk ” ,
params=a s s o c i a t i o n . propertyTypes ,
r e s u l t t yp e=void ( ) ,
statements=as so c i a t i on l i nk method s ta t ement s ( a s s o c i a t i o n . a s soc ia t ionEnds )
)>
>>
a s s o c i a t i on l i nk me thod r ev e r s ed ( a s s o c i a t i o n ) : := <<
<modi f i e r (” synchronized”)><\\>
<i n s t anc e ope r a t i on (
name=”l i nk ” ,
params=a s s o c i a t i o n . reversedPropertyTypes ,
r e s u l t t yp e=void ( ) ,
statements=as so c i a t i on l i nk method s ta t ement s ( a s s o c i a t i o n . a s soc ia t ionEnds )
)>
>>
a s so c i a t i on l i nk method s ta t ement s ( a s s o c i a t i on end s ) : := <<
<a s s o c i a t i o n end s : a s s o c i a t i o n l i n k s t a t emen t ( ) ; s eparato r=”\n\n”>
>>
a s s o c i a t i o n l i n k s t a t emen t ( a s s o c i a t i on end ) : := <<
< i f ( a s s o c i a t i on end . a s soc ia t edProper ty . type . sequence)><\\>
<a s s o c i a t i o n l i n k s t a t emen t s e q ( a s s o c i a t i on end)><\\>
<e l s e><\\>
<a s s o c i a t i o n l i n k s t a t emen t non s e q ( a s s o c i a t i on end)><\\>
<endi f>
>>
a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end ) : := <<
<a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end)><a s s o c i a t i o n l i n k s e q s u f f i x ()>
>>
a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end ) : := <<
<f i e ld name ( a s s o c i a t i on end . a s soc ia t edProper ty . type)>
>>
a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end ) : := <<
<f i e ld name ( a s s o c i a t i on end . assoc iatedConcept)>
>>
a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end ) : := <<
< f i e l d a c c e s s ( a s s o c i a t i on end . a s soc ia t edProper ty )>
>>
a s s o c i a t i o n g e t t e r s ( a s s o c i a t i o n ) : := <<
<a s s o c i a t i o n . a s soc ia t ionEnds : a s s o c i a t i o n g e t t e r ( ) ; s eparato r=”\n\n”>
>>
a s s o c i a t i o n g e t t e r ( a s s o c i a t i on end ) : := <<
<modi f i e r (” synchronized”)><\\>
<i n s t anc e ope r a t i on (
name=as so c i a t i on ge t t e r name ( a s s o c i a t i on end . a s soc ia t edProper ty ) ,
params=[ a s s o c i a t i on end . assoc iatedConcept ] ,
r e s u l t t yp e=a s s o c i a t i o n g e t t e r r e s u l t t y p e ( a s s o c i a t i on end ) ,
statements=a s s o c i a t i o n g e t t e r s t a t emen t s ( a s s o c i a t i on end )
)>
>>
a s s o c i a t i o n g e t t e r r e s u l t t y p e ( a s s o c i a t i on end ) : := <<
< i f ( a s s o c i a t i on end . a s soc ia t edProper ty . type . sequence)><\\>
<ge t t e r type s equence ( a s s o c i a t i on end . a s soc ia t edProper ty . type)><\\>
<e l s e><\\>
<g e t t e r t yp e op t i o n a l ( a s s o c i a t i on end . a s soc ia t edProper ty . type)><\\>
<endi f>
>>
a s s o c i a t i o n g e t t e r s t a t emen t s ( a s s o c i a t i on end ) : := <<
< i f ( a s s o c i a t i on end . a s soc ia t edProper ty . type . sequence)><\\>
<a s s o c i a t i o n g e t t e r s t a t emen t s s e q ( a s s o c i a t i on end)><\\>
<e l s e><\\>
<a s s o c i a t i o n g e t t e r s t a t emen t s non s e q ( a s s o c i a t i on end)><\\>
<endi f>
>>
a s s o c i a t i o n l i n k c a l l s ( concept ) : := <<
< i f ( concept . a s s o c i a t i o nP r op e r t i e s )>
<[ concept . a s s o c i a t i o nP r op e r t i e s ] : a s s o c i a t i o n l i n k c a l l ( ) ; s eparato r=”\n”><\\>
<endi f>
>>
a s s o c i a t i o n l i n k c a l l ( property ) : := <<
< i f ( property . type . sequence)><\\>
<a s s o c i a t i o n l i n k c a l l s e q ( property)><\\>
<e l s e><\\>





a s s o c i a t i o n c l a s s g e t t e r s ( p r op e r t i e s ) : := <<
<p r op e r t i e s : a s s o c i a t i o n c l a s s g e t t e r ( ) ; s epara to r=”\n\n”>
>>
a s s o c i a t i o n c l a s s g e t t e r ( property ) : := <<
<c l a s s g e t t e r a nn o t a t i o n s ( property)><\\>
<modi f i e r (” pub l i c”)><\\>
<i n s t anc e ope r a t i on (
name=getter name ( property ) ,
params=[ ] ,
r e s u l t t yp e=ge t t e r t yp e ( property . type ) ,
statements=return ( a s s o c i a t i o n c l a s s g e t t e r e x p r ( property ) )
)>
>>
==> cml−modules/ cml base / templates / des ign /common . s tg
import ”/ des ign /common/ a s s o c i a t i o n . s tg ”
==> cml−modules/ cml base / templates / des ign / java / a s s o c i a t i o n . s tg
a s s o c i a t i o n s i n g l e t o n ( a s s o c i a t i o n ) : := <<
pr iva t e s t a t i c f i n a l <assoc ia t ion name ( a s s o c i a t i o n )> s i n g l e t on = new <assoc ia t ion name ( a s s o c i a t i o n )>();
>>
as soc i a t i on new ( a s s o c i a t i o n ) : := ””
a s s o c i a t i o n i n i t p a r am () : := ”Class\<?> c l s ”
a s s o c i a t i o n i n i t s t a t emen t ( a s soc i a t i on end , a s s o c i a t i o n ) : := <<
i f (<type name ( a s s o c i a t i on end . assoc iatedConcept )>. c l a s s . i sAss ignableFrom ( c l s ) )
{
<indent()><type name ( a s s o c i a t i on end . assoc iatedConcept)><c l a s s name su f f i x >. set<type name ( a s s o c i a t i o n )>( s i n g l e t on ) ;
}
>>
assoc ia t ion name ( a s s o c i a t i o n ) : := <<
<type name ( a s s o c i a t i o n )>
>>
a s s o c i a t i o n f i e l d d e c l ( a s s o c i a t i on end ) : := <<
< i f ( a s s o c i a t i on end . a s soc ia t edProper ty . type . s i n g l e )><\\>
pr iva t e f i n a l Map\<< f i e l d t y p e ( a s s o c i a t i on end . assoc iatedConcept )> , < f i e l d t y p e ( a s s o c i a t i on end . a s soc ia t edProper ty)>\> <f i e ld name ( a s s o c i a t i on end . a s soc ia t edProper ty )> = new HashMap\<>();<\\>
<e l s e><\\>
pr iva t e f i n a l Map\<< f i e l d t y p e ( a s s o c i a t i on end . assoc iatedConcept )> , <a s s o c i a t i o n l i n k s e q t y p e ( a s s o c i a t i on end)>\> <f i e ld name ( a s s o c i a t i on end . a s soc ia t edProper ty )> = new HashMap\<>();<\\>
<endi f>
>>
a s s o c i a t i o n c on s t r u c t o r ( a s s o c i a t i o n ) : := ””
a s s o c i a t i o n l i n k s t a t emen t s e q ( a s s o c i a t i on end ) : := <<
f i n a l <a s s o c i a t i o n l i n k s e q t y p e ( a s s o c i a t i on end )> <a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> = <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>. computeIfAbsent(< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )> , key −> new LinkedHashSet\<>());
i f (!< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>. conta ins (< a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )>))
{
<indent()>< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>.add(< a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )>);
}
>>
a s s o c i a t i o n l i n k s e q t y p e ( a s s o c i a t i on end ) : := <<
Set\<<type name ( a s s o c i a t i on end . a s soc ia t edProper ty . type)>\>
>>
a s s o c i a t i o n l i n k s t a t emen t non s e q ( a s s o c i a t i on end ) : := <<
<a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>. put(< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )> , <a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )>);
>>
a s s o c i a t i o n l i n k s e q s u f f i x ( ) : := ” L i s t ”
a s s o c i a t i on ge t t e r name ( property ) : := <<
<property . name ; format=”camel−case”>Of
>>
a s s o c i a t i o n g e t t e r s t a t emen t s s e q ( a s s o c i a t i on end ) : := <<
f i n a l <a s s o c i a t i o n l i n k s e q t y p e ( a s s o c i a t i on end )> <a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> = <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>. get(< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>);
re turn (< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> == nu l l ) ? Co l l e c t i o n s . emptyList ( ) : new ArrayList\<>(<a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>);
>>
a s s o c i a t i o n g e t t e r s t a t emen t s non s e q ( a s s o c i a t i on end ) : := <<
return Optional . o fNu l l ab l e (< a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>. get(< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>));
>>
c l a s s a s s o c i a t i o n f i e l d ( a s s o c i a t i o n ) : := <<
pr iva t e s t a t i c < f i e l d t y p e ( a s s o c i a t i o n )> <f i e ld name ( a s s o c i a t i o n )>;
>>
a s s o c i a t i on s e t t e r name ( a s s o c i a t i o n ) : := <<
set<assoc ia t ion name ( a s s o c i a t i o n )>
>>
a s s o c i a t i on s e t t e r pa r am ( a s s o c i a t i o n ) : := <<
<assoc ia t ion name ( a s s o c i a t i o n )> a s s o c i a t i o n
>>
a s s o c i a t i o n s e t t e r s t a t emen t s ( a s s o c i a t i o n ) : := <<
<f i e ld name ( a s s o c i a t i o n )> = as s o c i a t i o n ;
>>
a s s o c i a t i o n s t a t i c i n i t i a l i z e r s t a t em e n t ( a s s o c i a t i on , concept ) : := <<
<assoc ia t ion name ( a s s o c i a t i o n )>. i n i t (< f i e l d t y p e ( concept )>. c l a s s ) ;
>>
as soc i a t i on one to many l ink method s ta tement s ( a s s o c i a t i o n ) : := <<
f o r (<type name ( a s s o c i a t i o n . manyProperty . type)> <f i e ld name ( a s s o c i a t i o n . manyProperty . type )>: <f i e ld name ( a s s o c i a t i o n . manyProperty)>) l i n k (< f i e ld name ( a s s o c i a t i o n . oneProperty )> , <f i e ld name ( a s s o c i a t i o n . manyProperty . type )>);
>>
a s s o c i a t i o n l i n k c a l l s e q ( property ) : := <<
<f i e ld name ( property . a s s o c i a t i o n )>. linkMany(< a c t u a l s e l f f i e l d ()> , <f i e ld name ( property )>);
>>
a s s o c i a t i o n l i n k c a l l n o n s e q ( property ) : := <<
<f i e ld name ( property . a s s o c i a t i o n )>. l i n k (< f i e ld name ( property )> , <a c t u a l s e l f f i e l d ()>);
>>
a s s o c i a t i o n c l a s s g e t t e r e x p r ( property ) : := <<
<f i e ld name ( property . a s s o c i a t i o n )>.< f i e ld name ( property)>Of(< a c t u a l s e l f ()>)<\\>






==> cml−modules/ cml base / templates / des ign / java . s tg
import ”/ des ign / java / a s s o c i a t i o n . s tg ”
==> cml−modules/ cml base / templates / des ign / p la in / a c t u a l s e l f . s tg
// des ign / p la in
a c t u a l s e l f ( ) : := ”< s e l f ()>”
a c t u a l s e l f f i e l d ( ) : := ”< s e l f ()>”
==> cml−modules/ cml base / templates / des ign / p la in / c l a s s . s tg
// des ign / p la in
c l a s s p r ima ry con s t r u c t o r ( i nh e r i t e d p r op e r t i e s , supe r p rope r t i e s , ance s to r s ) : := <<
< i f ( ance s to r s | | concept . nonDer ivedPropert ies)><\\>
<modi f i e r (” pub l i c”)><\\>
<c l a s s c o n s t r u c t o r (
[ ance s to r s : opt iona l param dec l ( ) , s upe r p rope r t i e s , concept . nonDer ivedPropert ies ] ,




c l a s s p r ima ry con s t ru c t o r s t a t emen t s ( ) : := <<
<supe r con s t ruc to r ( i n h e r i t e d p r o p e r t i e s )><\\>
<[ concept . s l o tP r op e r t i e s ] : f i e l d i n i t ( ) ; s eparato r=”\n”><\\>
<a s s o c i a t i o n l i n k c a l l s ( concept)>
>>
==> cml−modules/ cml base / templates / des ign / p la in / invocat ion . s tg
invoca t i on concept ( concept , args ) : := <<
<new ca l l ( type name ( concept ) , args : nu l l ab l e e xp r ())>
>>
==> cml−modules/ cml base / templates / des ign / p la in . s tg
import ”/ des ign / p la in / a c t u a l s e l f . s tg ”
import ”/ des ign / p la in / c l a s s . s tg ”
import ”/ des ign / p la in / invocat ion . s tg ”
==> cml−modules/ cml base / templates / des ign / poj / c l a s s . s tg
// con s t ruc to r s / poj
c l a s s s e c onda ry c on s t r u c t o r ( n on i n i t p r op e r t i e s , s up e r p r op e r t i e s ) : := <<
< i f ( ! i n t e r f a c e s && concept . i n i tP r o p e r t i e s )><\\>
<modi f i e r (” pub l i c”)><\\>
<c l a s s c o n s t r u c t o r ( n on i n i t p r op e r t i e s , c l a s s s e c onda ry con s t ru c t o r s t a t emen t s ( concept , s up e r p r op e r t i e s ))><\\>
<endi f>
>>
c l a s s s e c onda ry con s t ru c t o r s t a t emen t s ( concept , s up e r p r op e r t i e s ) : := <<
<t h i s c o n s t r u c t o r c a l l ( [ s upe r p rope r t i e s , concept . nonDer ivedPropert ies ])>
>>
==> cml−modules/ cml base / templates / des ign / poj . s tg
import ”/ des ign /poj / c l a s s . s tg ”
import ”/ des ign / p la in . s tg ”
import ”/ des ign / java . s tg ”
import ”/ des ign /common . s tg ”
import ”/ lang / java . s tg ”
==> cml−modules/ cml base / templates / des ign /pop . s tg
import ”/ des ign / p la in . s tg ”
import ”/ des ign /py . s tg ”
import ”/ des ign /common . s tg ”
import ”/ lang /py . s tg ”
==> cml−modules/ cml base / templates / des ign /py/ a s s o c i a t i o n . s tg
a s s o c i a t i on l i nk me thod s ( a s s o c i a t i o n ) : := <<
< i f ( a s s o c i a t i o n . oneToMany)><\\>
<as soc ia t i on one to many l ink method ( a s s o c i a t i o n )>
<endi f><\\>
<a s s o c i a t i on l i nk method ( a s s o c i a t i o n )>
>>
a s s o c i a t i o n s i n g l e t o n ( a s s o c i a t i o n ) : := <<
s i n g l e t o n = None
>>
as soc i a t i on new ( a s s o c i a t i o n ) : := <<
def new ( c l s ) −> ’<assoc ia t ion name ( a s s o c i a t i o n )> ’:
<indent ()> i f c l s . s i n g l e t o n i s None :
<indent()>< indent ()> c l s . s i n g l e t o n = super(<assoc ia t ion name ( a s s o c i a t i o n )> , c l s ) . new ( c l s )
<indent ()> return c l s . s i n g l e t o n
>>
assoc ia t ion name ( a s s o c i a t i o n ) : := <<
<type name ( a s s o c i a t i o n )>
>>
a s s o c i a t i o n i n i t ( a s s o c i a t i o n ) : := ””
a s s o c i a t i o n f i e l d d e c l ( a s s o c i a t i on end s ) : := ””
a s s o c i a t i o n c on s t r u c t o r ( a s s o c i a t i o n ) : := <<
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<i n s t anc e ope r a t i on (
name=constructor name ( type name ( a s s o c i a t i o n ) ) ,
params=[ ] ,
r e s u l t t yp e =[ ] ,
statements=a s s o c i a t i on c on s t r u c t o r s t a t emen t s ( a s s o c i a t i o n )
)>
>>
a s s o c i a t i o n c on s t r u c t o r s t a t emen t s ( a s s o c i a t i o n ) : := <<
<a s s o c i a t i o n . a s soc ia t ionEnds : a s s o c i a t i o n f i e l d i n i t ( ) ; s eparato r=”\n”>
>>
a s s o c i a t i o n f i e l d i n i t ( a s s o c i a t i on end ) : := <<
< f i e l d a c c e s s ( a s s o c i a t i on end . a s soc ia t edProper ty )> = {} # type : Dict [< f i e l d t y p e ( a s s o c i a t i on end . assoc iatedConcept )> , < f i e l d t y p e ( a s s o c i a t i on end . a s soc ia t edProper ty )>]
>>
a s s o c i a t i o n l i n k s t a t emen t s e q ( a s s o c i a t i on end ) : := <<
i f <a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )> in <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>:
<indent()>< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> = <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>[< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>]
e l s e :
<indent()>< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> = [< a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )>]
i f not (< a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )> in <a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>):
<indent()>< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>. append(< a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )>)
<a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>[< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>] = <a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>
>>
a s s o c i a t i o n l i n k s t a t emen t non s e q ( a s s o c i a t i on end ) : := <<
<a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>[< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>] = <a s s o c i a t i o n l i n k t a r g e t ( a s s o c i a t i on end )>
>>
a s s o c i a t i o n l i n k s e q s u f f i x ( ) : := ” l i s t ”
a s s o c i a t i on ge t t e r name ( property ) : := <<
<property . name ; format=”underscore−case”> o f
>>
a s s o c i a t i o n g e t t e r s t a t emen t s non s e q ( a s s o c i a t i on end ) : := <<
i f <a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )> in <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>:
<indent ()> return <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>[< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>]
e l s e :
<indent ()> return None
>>
a s s o c i a t i o n g e t t e r s t a t emen t s s e q ( a s s o c i a t i on end ) : := <<
i f <a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )> in <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>:
<indent()>< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> = <a s s o c i a t i o n l i n k f i e l d ( a s s o c i a t i on end )>[< a s s o c i a t i o n l i n k s o u r c e ( a s s o c i a t i on end )>]
e l s e :
<indent()>< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )> = [ ]
return l i s t (< a s s o c i a t i o n l i n k s e q ( a s s o c i a t i on end )>)
>>
c l a s s a s s o c i a t i o n f i e l d ( a s s o c i a t i o n ) : := <<
<f i e ld name ( a s s o c i a t i o n )> = <assoc ia t ion name ( a s s o c i a t i o n )>()
>>
c l a s s a s s o c i a t i o n s e t t e r ( a s s o c i a t i o n ) : := ””
as soc i a t i on one to many l ink method s ta tement s ( a s s o c i a t i o n ) : := <<
f o r <f i e ld name ( a s s o c i a t i o n . manyProperty . type)> in <f i e ld name ( a s s o c i a t i o n . manyProperty )>: s e l f . l i n k (< f i e ld name ( a s s o c i a t i o n . oneProperty . type)>=<f i e ld name ( a s s o c i a t i o n . oneProperty )> , <f i e ld name ( a s s o c i a t i o n . manyProperty . type)>=<f i e ld name ( a s s o c i a t i o n . manyProperty . type )>)
>>
a s s o c i a t i o n l i n k c a l l s e q ( property ) : := <<
s e l f . <f i e ld name ( property . a s s o c i a t i o n )>. l ink many(< a c t u a l s e l f f i e l d ()> , <f i e ld name ( property )>)
>>
a s s o c i a t i o n l i n k c a l l n o n s e q ( property ) : := <<
s e l f . <f i e ld name ( property . a s s o c i a t i o n )>. l i n k (< f i e ld name ( property . type)>=<f i e ld name ( property )> , <f i e ld name ( property . concept)>=<a c t u a l s e l f f i e l d ()>)
>>
a s s o c i a t i o n c l a s s g e t t e r e x p r ( property ) : := <<
s e l f . <f i e ld name ( property . a s s o c i a t i o n )>.< f i e ld name ( property)> o f (< a c t u a l s e l f f i e l d ()>)
>>
==> cml−modules/ cml base / templates / des ign /py . s tg
import ”/ des ign /py/ a s s o c i a t i o n . s tg ”
==> cml−modules/ cml base / templates / lang /common/block . s tg
b lock header ( keyword , content ) : := <<
<({<keyword> keyword})()><content><b lock header t e rminato r ()>
>>
b lock header t e rminato r ( ) : := ””
==> cml−modules/ cml base / templates / lang /common/ c a l l . s tg
import ”/ lang /common/ l i t e r a l . s tg ”
import ”/ lang /common/ type . s tg ”
import ”/ lang /common/ statement . s tg ”
c a l l (name , args ) : := <<
<name>(< c a l l a r g l i s t ( args )>)
>>
c a l l a r g l i s t ( args ) : := <<
<args : c a l l a r g ( ) ; s eparato r =”, ”>
>>
c a l l a r g ( arg ) : := <<
< i f ( arg . name)><\\>
<f i e ld name ( arg)><\\>




new ca l l ( c lass name , args ) : := <<
<c a l l ({<new keyword()><class name >}, a rgs)>
>>
i n i t c a l l (name , args ) : := <<
<name>(<args : f i e l d o r i n i t v a l u e ( ) ; s eparato r =”, ”>)
>>
s u p e r c o n s t r u c t o r c a l l ( p r op e r t i e s ) : := <<




t h i s c o n s t r u c t o r c a l l ( p r op e r t i e s ) : := <<
<th i s cons t ruc to r name ()>(< p r op e r t i e s : f i e l d o r i n i t v a l u e ( ) ; s eparato r =”, ”>)<s tatement terminator ()>
>>
==> cml−modules/ cml base / templates / lang /common/ c l a s s . s tg
import ”/ lang /common/ gene r i c . s tg ”
import ”/ lang /common/ ge t t e r . s tg ”
import ”/ lang /common/ t o s t r i n g . s tg ”
import ”/ lang /common/ i n t e r f a c e . s tg ”
c l a s s ( concept ) : := <<
<c l a s s 7 (
concept=concept ,
c l a s s n ame su f f i x =””,
abs t rac t=concept . abs t rac t ion ,
ance s to r s=concept . ancestors ,
i n t e r f a c e s =[ ] ,
f i e l d a n c e s t o r s =[ ] ,
d e l e g a t ed p r op e r t i e s =[ ] ,
s up e r p r op e r t i e s=concept . superProper t i e s ,
i n h e r i t e d p r o p e r t i e s=concept . r ede f i n ed Inhe r i t edConc r e t ePrope r t i e s
)>
>>
c l a s s 2 ( concept , c l a s s n ame su f f i x ) : := <<
<c l a s s 7 (
concept=concept ,
c l a s s n ame su f f i x=c l a s s name su f f i x ,
abs t rac t=f a l s e ,
ance s to r s =[ ] ,
i n t e r f a c e s =[ concept ] ,
f i e l d a n c e s t o r s=concept . a l lAnces to r s ,
d e l e g a t ed p r op e r t i e s=concept . inher i tedNonRedef inedPropert i e s ,
s up e r p r op e r t i e s =[ ] ,
i n h e r i t e d p r o p e r t i e s =[ ]
)>
>>
c l a s s 7 (
concept , c l a s s name su f f i x ,
abstract ,
ancestors , i n t e r f a c e s ,
f i e l d a n c e s t o r s ,
d e l e ga t ed p rope r t i e s , supe r p rope r t i e s , i n h e r i t e d p r o p e r t i e s
) : := <<
<c l a s s a b s t r a c t ()><\\>
<s t ru c tu r e (
keyword=”c l a s s ” ,
header=c l a s s h e ad e r ( ) ,
b a s e l i s t=true ,
s e c t i o n s = [
c l a s s a s s o c i a t i o n f i e l d s ( concept ) ,
c l a s s s e l f f i e l d ( concept ) ,
c l a s s f i e l d s ( f i e l d a n c e s t o r s , concept . s l o tP r op e r t i e s ) ,
c l a s s s e c onda ry c on s t r u c t o r ( concept . nonIn i tProper t i e s , s up e r p r op e r t i e s ) ,
c l a s s p r ima ry con s t r u c t o r ( i nh e r i t e d p r op e r t i e s , supe r p rope r t i e s , f i e l d a n c e s t o r s ) ,
c l a s s e x t e n s i o n c on s t r u c t o r ( concept ) ,
c l a s s g e t t e r s ( ) ,
c l a s s t o s t r i n g ( ) ,
c l a s s a s s o c i a t i o n s e t t e r s ( concept ) ,




c l a s s a b s t r a c t ( ) : := <<
< i f ( abs t rac t)><abstract keyword()><endi f>
>>
c l a s s h e ad e r ( ) : := <<
<c lass name()>< a n c e s t o r l i s t ( abstract , ancestors , i n t e r f a c e s )>
>>
c lass name ( ) : := <<
<type name ( concept)><c l a s s name su f f i x>
>>
c l a s s s e l f f i e l d ( concept ) : := ””
c l a s s f i e l d s ( f i e l d a n c e s t o r s , p r op e r t i e s ) : := <<
<a n c e s t o r f i e l d s ( f i e l d a n c e s t o r s )><\\>
<emptyLineIf2 ( f i e l d a n c e s t o r s , p r op e r t i e s)><\\>
<p r o p e r t y f i e l d s ( p r op e r t i e s )>
>>
c l a s s g e t t e r s ( ) : := <<
< l i n e l i s t ( [
f i e l d g e t t e r s ( concept . s l o tP r op e r t i e s ) ,
a s s o c i a t i o n c l a s s g e t t e r s ( concept . a s s o c i a t i o nP r op e r t i e s ) ,
d e r i v e d g e t t e r s ( concept . d e r i v edPrope r t i e s ) ,
d e l e g a t e d g e t t e r s ( d e l e g a t ed p r op e r t i e s )
])>
>>
a n c e s t o r f i e l d s ( ance s to r s ) : := <<
<ance s to r s : f i e l d d e c l ( ) ; s eparato r=”\n”>
>>
p r o p e r t y f i e l d s ( p r op e r t i e s ) : := <<
<p r op e r t i e s : f i e l d d e c l ( ) ; s eparato r=”\n”>
>>
f i e l d g e t t e r s ( p r op e r t i e s ) : := <<
<p r op e r t i e s : f i e l d g e t t e r ( ) ; s eparato r=”\n\n”>
>>
d e r i v e d g e t t e r s ( p r op e r t i e s ) : := <<
<p r op e r t i e s : d e r i v ed g e t t e r ( ) ; s eparato r=”\n\n”>
>>
de l e g a t e d g e t t e r s ( p r op e r t i e s ) : := <<
<p r op e r t i e s : d e l e g a t e g e t t e r ( ) ; s eparato r=”\n\n”>
>>
supe r con s t ruc to r ( i n h e r i t e d p r o p e r t i e s ) : := <<
< i f ( i n h e r i t e d p r o p e r t i e s )><\\>
<s u p e r c o n s t r u c t o r c a l l ( i n h e r i t e d p r o p e r t i e s )>
<endi f>
>>
c l a s s s e c onda ry c on s t r u c t o r ( n on i n i t p r op e r t i e s , s up e r p r op e r t i e s ) : := ””
c l a s s e x t e n s i o n c on s t r u c t o r ( concept ) : := ””
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c l a s s t o s t r i n g ( ) : := <<
<t o s t r i n g ( concept)>
>>
c l a s s c o n s t r u c t o r ( params , statements ) : := <<
<i n s t anc e ope r a t i on (
name=constructor name ( c lass name ( ) ) ,
params=params ,




f i e l d g e t t e r ( property ) : := <<
<c l a s s g e t t e r a nn o t a t i o n s ( property)><\\>
<modi f i e r (” pub l i c”)><\\>
<i n s t anc e ope r a t i on (
name=getter name ( property ) ,
params=[ ] ,
r e s u l t t yp e=ge t t e r t yp e ( property . type ) ,
statements=return ( g e t t e r f i e l d v a l u e ( property ) )
)>
>>
de r i v ed g e t t e r ( property ) : := <<
< i f ( property . value)><\\>
<d e r i v e d c on c r e t e g e t t e r ( property , d e r i v e d g e t t e r e xp r e s s i o n ( property . value))><\\>
<e l s e i f ( abs t rac t)><\\>
<d e r i v e d ab s t r a c t g e t t e r ( property)><\\>
<e l s e><\\>
<d e r i v e d c on c r e t e g e t t e r ( property , f i e l d o r d e f a u l t v a l u e ( property))><\\>
<endi f>
>>
d e r i v e d g e t t e r e xp r e s s i o n ( expr ) : := <<
< i f ( expr . type . sequence)><\\>
< t o l i s t ( expre s s i on ( expr))><\\>
<e l s e><\\>
<expre s s i on ( expr)><\\>
<endi f>
>>
d e r i v e d c on c r e t e g e t t e r ( property , expre s s i on ) : := <<
<c l a s s g e t t e r a nn o t a t i o n s ( property)><\\>
<modi f i e r (” pub l i c”)><\\>
<i n s t anc e ope r a t i on (
name=getter name ( property ) ,
params=[ ] ,
r e s u l t t yp e=ge t t e r t yp e ( property . type ) ,
statements=return ( expre s s i on )
)>
>>
d e r i v e d ab s t r a c t g e t t e r ( property ) : := <<
<modi f i e r (” pub l i c”)><\\>
<abstract keyword()><\\>
< i n t e r f a c e g e t t e r ( property)>
>>
d e l e g a t e g e t t e r ( property ) : := <<
<c l a s s g e t t e r a nn o t a t i o n s ( property)><\\>
<modi f i e r (” pub l i c”)><\\>
<i n s t anc e ope r a t i on (
name={<getter name ( property )>} ,
params=[ ] ,
r e s u l t t yp e=ge t t e r t yp e ( property . type ) ,
statements=return ({< f i e l d a c c e s s ( property . parent)>.< g e t t e r c a l l ( property )>})
)>
>>
c l a s s a s s o c i a t i o n f i e l d s ( concept ) : := <<
<concept . a s s o c i a t i o n s : c l a s s a s s o c i a t i o n f i e l d ( ) ; s eparato r=”\n”>
>>
c l a s s a s s o c i a t i o n f i e l d ( a s s o c i a t i o n ) : := <<
<concept . a s s o c i a t i o n s : c l a s s a s s o c i a t i o n f i e l d ( ) ; s eparato r=”\n\n”>
>>
c l a s s a s s o c i a t i o n s e t t e r s ( concept ) : := <<
<concept . a s s o c i a t i o n s : c l a s s a s s o c i a t i o n s e t t e r ( ) ; s epara to r=”\n\n”>
>>
c l a s s a s s o c i a t i o n s e t t e r ( a s s o c i a t i o n ) : := <<
<s t a t i c o p e r a t i o n (
name=as s o c i a t i on s e t t e r name ( a s s o c i a t i o n ) ,
params=[ a s s o c i a t i on s e t t e r pa r am ( a s s o c i a t i o n ) ] ,
r e s u l t t yp e=void ( ) ,
type params =[ ] ,
statements=a s s o c i a t i o n s e t t e r s t a t emen t s ( a s s o c i a t i o n )
)>
>>
c l a s s s t a t i c i n i t i a l i z e r ( concept ) : := <<
< i f ( concept . a s s o c i a t i o n s )><\\>
< s t a t i c i n i t i a l i z e r ( c l a s s s t a t i c i n i t i a l i z e r s t a t em e n t s ( concept))><\\>
<endi f>
>>
c l a s s s t a t i c i n i t i a l i z e r s t a t em e n t s ( concept ) : := <<
<concept . a s s o c i a t i o n s : a s s o c i a t i o n s t a t i c i n i t i a l i z e r s t a t em e n t ( concept ) ; s eparato r=”\n”>
>>
==> cml−modules/ cml base / templates / lang /common/ expre s s i on . s tg
expre s s i on ( expr ) : := <<
<({ expre s s i on <expr . kind>})( expr)>
>>
expre s s i on path ( path ) : := <<
<path expr ( path)>
>>
expre s s i on unary ( expr ) : := <<
< i f ( expr . operat ion)><\\>
(<({ operat ion <expr . operat ion >})( expr . subExpr)>)<\\>
<e l s e><\\>
<exp r e s s i on ope ra t o r ( expr)> <expre s s i on ( expr . subExpr)>
<endi f>
>>
operat ion unary add ( expr ) : := ”+<expre s s i on ( expr)>”
operat ion unary sub ( expr ) : := ”−<expre s s i on ( expr)>”
exp r e s s i on a r i t hme t i c ( expr ) : := <<




e x p r e s s i o n l o g i c a l ( expr ) : := <<
<e x p r e s s i o n i n f i x ( expr)>
>>
e x p r e s s i o n r e l a t i o n a l ( expr ) : := <<
<e x p r e s s i o n i n f i x ( expr)>
>>
e x p r e s s i o n r e f e r e n t i a l ( expr ) : := <<
<e x p r e s s i o n i n f i x ( expr)>
>>
e xp r e s s i o n s t r i n g c on c a t ( expr ) : := <<
<e x p r e s s i o n i n f i x ( expr)>
>>
e x p r e s s i o n i n f i x ( expr ) : := <<
< i f ( expr . operat ion)><\\>
(<({ operat ion <expr . operat ion >})( expr . l e f t , expr . r i gh t )>)<\\>
<e l s e><\\>
(<nu l l ab l e e xp r ( expr . l e f t )> <expr . operator> <nu l l ab l e e xp r ( expr . r i gh t )>)<\\>
<endi f>
>>
op e r a t i o n r e f e q ( l e f t , r i gh t ) : := <<
<({ op e r a t i o n r e f e q < l e f t . type . kind> <r i gh t . type . kind>})( l e f t , r i gh t )>
>>
op e r a t i o n r e f e q r e q u i r e d op t i o n a l ( l e f t , r i gh t ) : := ”<op e r a t i o n r e f e q r e q u i r e d r e q u i r e d ( l e f t , r i gh t )>”
op e r a t i o n r e f e q o p t i o n a l r e q u i r e d ( l e f t , r i gh t ) : := ”<op e r a t i o n r e f e q r e q u i r e d op t i o n a l ( r ight , l e f t )>”
op e r a t i o n r e f e q o p t i o n a l o p t i o n a l ( l e f t , r i gh t ) : := ”<op e r a t i o n r e f e q o p t i o n a l r e q u i r e d ( l e f t , r i gh t )>”
op e r a t i o n no t r e f e q ( l e f t , r i gh t ) : := <<
<({ op e r a t i o n no t r e f e q < l e f t . type . kind> <r i gh t . type . kind>})( l e f t , r i gh t )>
>>
op e r a t i o n n o t r e f e q r e qu i r e d op t i o n a l ( l e f t , r i gh t ) : := ”<op e r a t i o n n o t r e f e q r e qu i r e d r e qu i r e d ( l e f t , r i gh t )>”
op e r a t i o n n o t r e f e q op t i o n a l r e q u i r e d ( l e f t , r i gh t ) : := ”<op e r a t i o n n o t r e f e q r e qu i r e d op t i o n a l ( r ight , l e f t )>”
op e r a t i o n n o t r e f e q o p t i o n a l o p t i o n a l ( l e f t , r i gh t ) : := ”<op e r a t i o n n o t r e f e q op t i o n a l r e q u i r e d ( l e f t , r i gh t )>”
e x p r e s s i o n l i t e r a l ( l i t e r a l ) : := <<
<({ l i t e r a l e x p r < l i t e r a l . type . name ; format=”lower−case ”>})( l i t e r a l . t ext )>
>>
exp r e s s i on i nvo ca t i on ( invocat ion ) : := <<
< i f ( invocat ion . func t i on)><\\>
< i f ( invocat ion . func t i on . expre s s i on)><\\>
<c a l l ( operation name ( invocat ion . name ) , invocat i on . func t i on . parameters : e xp r e s s i on a rg ( invocat i on . namedArguments))><\\>
<e l s e i f ( invocat ion . namedArguments . seq)><\\>
<({ i nvocat ion <i nvocat ion . namedArguments . seq . type . kind> <i nvocat ion . name>})( invocat ion . namedArguments)><\\>
<e l s e><\\>
<({ i nvocat ion <i nvocat ion . name>})( invocat ion . namedArguments)><\\>
<endi f><\\>
<e l s e i f ( invocat ion . concept)><\\>
<i nvoca t i on concept ( invocat i on . concept , invocat i on . arguments)><\\>
<e l s e><\\>
<endi f>
>>
exp r e s s i on a rg (param , args ) : := <<
<({arg <args . ( param . name ) . type . kind> to <param . type . kind>})( args . ( param . name))>
>>
a r g r e qu i r e d t o r e qu i r e d ( arg ) : := <<
<expre s s i on ( arg)>
>>
a r g r e qu i r e d t o op t i o n a l ( arg ) : := <<
Optional . o f (< expre s s i on ( arg )>)
>>
a r g r equ i r ed t o s equenc e ( arg ) : := <<
Seq . o f (< expre s s i on ( arg )>). t oL i s t ( )
>>
a r g op t i o n a l t o op t i o n a l ( arg ) : := <<
<expre s s i on ( arg )>. o rE l se (< f i e l d d e f a u l t v a l u e ( expr . type )>)
>>
a r g op t i ona l t o s e quenc e ( arg ) : := <<
seq(< expre s s i on ( arg )>). t oL i s t ( )
>>
a rg s equence to s equence ( arg ) : := <<
seq(< expre s s i on ( arg )>). t oL i s t ( )
>>
expr e s s i on type check ( type check ) : := <<
<({ type check <type check . operator >})( type check . expr , type check . checkedType)>
>>
e xp r e s s i on t yp e c a s t ( type ca s t ) : := <<
<({ type ca s t <type ca s t . operator> from <type ca s t . expr . type . kind> to <type ca s t . castType . kind>})( type ca s t . expr , type ca s t . castType)>
>>
==> cml−modules/ cml base / templates / lang /common/ f i e l d . s tg
import ”/ lang /common/ type . s tg ”
f i e l d t y p e ( named element ) : := <<
< i f ( named element . type)><\\>
<({ f i e l d t y p e <named element . type . kind>})(named element . type)><\\>
<e l s e><\\>
<type name ( named element)><\\>
<endi f>
>>
f i e l d t y p e r e q u i r e d ( type ) : := <<
<type name ( type)>
>>
f i e l d o r d e f a u l t v a l u e ( property ) : := <<
< i f ( property . der ived)><\\>
< f i e l d d e f a u l t v a l u e ( property . type)><\\>
<e l s e><\\>
<f i e ld name ( property)><\\>
<endi f>
>>
f i e l d o r i n i t v a l u e ( property ) : := <<
< i f ( property . der ived)><\\>
< f i e l d d e f a u l t v a l u e ( property . type)><\\>
<e l s e i f ( property . value)><\\>
< l i t e r a l e x p r ( property . value)><\\>
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<e l s e><\\>
<f i e ld name ( property)><\\>
<endi f>
>>
f i e l d d e f a u l t v a l u e ( type ) : := <<
< i f ( type . numeric)>< i n t e g r a l z e r o ()><\\>
<e l s e i f ( type . f l o a t )>< f l o a t z e r o ()><\\>
<e l s e i f ( type . boolean)><boo l e an f a l s e ()><\\>
<e l s e><nu l l v a l u e ()><endi f>
>>
f i e l d a c c e s s ( element ) : := <<
< f i e l d a c c e s s p r e f i x >< i f ( element . name)>< f i e ld name ( element)><e l s e><element><endi f>
>>
==> cml−modules/ cml base / templates / lang /common/ gene r i c . s tg
newLineIf ( cond ) : := <<
< i f ( cond)><\n><endi f>
>>
emptyLineIf ( cond1 ) : := <<
< i f ( cond1)><\n><\n><endi f>
>>
newLineIf2 ( cond1 , cond2 ) : := <<
< i f ( cond1 && cond2)><\n><endi f>
>>
emptyLineIf2 ( cond1 , cond2 ) : := <<
< i f ( cond1 && cond2)><\n><\n><endi f>
>>
newLineI fE i ther ( cond1 , cond2 ) : := <<
< i f ( cond1 | | cond2)><\n><endi f>
>>
emptyLineI fEither ( cond1 , cond2 ) : := <<
< i f ( cond1 | | cond2)><\n><\n><endi f>
>>
commaIf ( cond ) : := <<
< i f ( cond)> , <endi f>
>>
commaIf2 ( cond1 , cond2 ) : := <<
< i f ( cond1 && cond2)> , <endi f>
>>
commaIfEither ( cond1 , cond2 ) : := <<
< i f ( cond1 | | cond2)> , <endi f>
>>
l i n e l i s t ( l i s t ) : := <<
< i f ( l i s t )><\\>
<t r im template ( a l l l i n e s ( l i s t ))><\\>
<endi f>
>>
t r im template ( template ) : := <<
<trim ( ( template ))>
>>
a l l l i n e s ( l i s t ) : := <<
< f i r s t l i n e ( l i s t )>< l i n e l i s t ( r e s t ( l i s t ))>
>>
f i r s t l i n e ( l i s t ) : := <<
< f i r s t ( l i s t )><\n><\n>
>>
==> cml−modules/ cml base / templates / lang /common/ ge t t e r . s tg
import ”/ lang /common/ f i e l d . s tg ”
g e t t e r t yp e ( type ) : := <<
<({ ge t t e r t ype <type . kind>})( type)>
>>
g e t t e r f i e l d v a l u e ( property ) : := <<
<({ g e t t e r f i e l d v a l u e <property . type . kind>})( property)>
>>
==> cml−modules/ cml base / templates / lang /common/ indentat ion . s tg
indent ( ) : := ” ”
==> cml−modules/ cml base / templates / lang /common/ i n t e r f a c e . s tg
import ”/ lang /common/ gene r i c . s tg ”
import ”/ lang /common/ operat ion . s tg ”
import ”/ lang /common/ ge t t e r . s tg ”
import ”/ lang /common/ c a l l . s tg ”
i n t e r f a c e ( concept , c l a s s n ame su f f i x ) : := <<
<s t ru c tu r e (
keyword=” i n t e r f a c e ” ,
header=in t e r f a c e h e ad e r ( concept ) ,
b a s e l i s t=concept . a l lP r op e r t i e s ,
s e c t i o n s = [
i n t e r f a c e g e t t e r s ( concept ) ,
i n t e r f a c e s e conda ry c r ea t e method ( concept ) ,
i n t e r f a c e p r imary c r ea t e method ( concept ) ,




i n t e r f a c e h e ad e r ( concept ) : := <<
<type name ( concept)><a n c e s t o r l i s t ( true , concept . ancestors , [ ])>
>>
i n t e r f a c e g e t t e r s ( concept ) : := <<
<concept . p r op e r t i e s : i n t e r f a c e g e t t e r ( ) ; s eparato r=”\n\n”>
>>
i n t e r f a c e s e conda ry c r ea t e method ( concept ) : := ””
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i n t e r f a c e p r imary c r ea t e method ( concept ) : := <<
< i f ( ! concept . ab s t r a c t i on && c l a s s n ame su f f i x)><\\>
<s t a t i c o p e r a t i o n (
name=in t e r f a c e c r e a t e name ( inte r face name ( ) ) ,
params=[ concept . superPropert i e s , concept . nonDer ivedPropert ies ] ,
r e s u l t t yp e=inte r face name ( ) ,
type params =[ ] ,




i n t e r f a c e p r imary c r ea t e method s ta t ement s ( concept ) : := ””
inte r face extend method ( ) : := <<
< i f ( c l a s s n ame su f f i x)><\\>
<i n t e r face extend method wi th params args (
[ a c t u a l s e l f d e c l ( concept ) , concept . a l lAnces to r s , concept . nonDer ivedPropert ies ] ,




i n t e r face extend method wi th params args ( params , args ) : := <<
<s t a t i c o p e r a t i o n (
name=inte r face extend name ( inte r face name ( ) ) ,
params=params ,
r e s u l t t yp e=inte r face name ( ) ,
type params =[ ] ,
statements=return ( new ca l l ( in te r f ace imp l name ( ) , args ) )
)>
>>
i n t e r f a c e c r e a t e name (name) : := <<
<operation name (({ create<name>}))>
>>
i n t e r face extend name (name) : := <<
<operation name (({ extend<name>}))>
>>
i n t e r f a c e g e t t e r ( property ) : := <<
< i n t e r f a c e g e t t e r a nn o t a t i o n s ( property)><\\>
< i n t e r f a c e o p e r a t i o n (
name=getter name ( property ) ,
params=[ ] ,
r e s u l t t yp e=ge t t e r t yp e ( property . type )
)>
>>
i n t e r f a c e o p e r a t i o n (name , params , r e s u l t t yp e ) : := <<
<i n s t anc e ope ra t i on heade r (name , params , r e s u l t t yp e)><\\>
<s tatement terminator()><\\>
<i n t e r f a c e ope r a t i on body ()>
>>
i n t e r f a c e ope r a t i on body ( ) : := ””
inte r face name ( ) : := <<
<type name ( concept)>
>>
i n t e r f ace imp l name ( ) : := <<
<type name ( concept)><c l a s s name su f f i x>
>>
==> cml−modules/ cml base / templates / lang /common/keyword . s tg
mod i f i e r (m) : := ””
abstract keyword ( ) : := ””
new keyword ( ) : := ””
==> cml−modules/ cml base / templates / lang /common/lambda . s tg
lambda : := [
” parameters ” : [ ] ,
” innerExpres s ion ” : f a l s e
]
lambda var : := [
”name” : ” item”
]
lambda new var name ( ) : := <<
<lambda var . name ; format=”inc−indexed”>
>>
lambda var name ( ) : := <<
<lambda var . name ; format=”indexed”>
>>
==> cml−modules/ cml base / templates / lang /common/ l i t e r a l . s tg
l i t e r a l e x p r ( l i t e r a l ) : := <<
<({ l i t e r a l e x p r < l i t e r a l . type . name ; format=”underscore−case ”>})( l i t e r a l . t ext )>
>>
==> cml−modules/ cml base / templates / lang /common/ operat ion . s tg
i n s t anc e ope r a t i on (name , params , r e su l t t ype , statements ) : := <<
<i n s t anc e ope ra t i on heade r (name , params , r e s u l t t yp e)><\\>
<block ( statements)>
>>
i n s t anc e ope ra t i on heade r (name , params , r e s u l t t yp e ) : := <<
<block header (” operat ion ” , ope ra t i on heade r content ( true , operation name (name ) , params , r e s u l t t yp e ))>
>>
s t a t i c o p e r a t i o n (name , params , r e su l t t ype , type params , statements ) : := <<
<s t a t i c op e r a t i o n h e ad e r (name , params , r e su l t t ype , type params)><\\>
<block ( statements)>
>>
s t a t i c op e r a t i o n h e ad e r (name , params , r e su l t t ype , type params ) : := <<
<s t a t i c o p e r a t i o n mod i f i e r ()><\\>
< i f ( type params)>\<<type params : type name ( ) ; s epara to r =”, ”>\><\ ><endi f><\\>




s t a t i c i n i t i a l i z e r ( statements ) : := <<
s t a t i c<block ( statements)>
>>
opt iona l param dec l (param) : := <<
<param decl ( f i e ld name (param ) , f i e l d t y p e o p t i o n a l (param))>
>>
==> cml−modules/ cml base / templates / lang /common/ statement . s tg
statement terminator ( ) : := ””
==> cml−modules/ cml base / templates / lang /common/ s t ru c tu r e . s tg
import ”/ lang /common/block . s tg ”
s t ru c tu r e ( keyword , header , b a s e l i s t , s e c t i o n s ) : := <<
<s t r u c t u r e ( f i e l d a c c e s s p r e f i x=f i e l d a c c e s s p r e f i x ( ) , . . . ) >
>>
s t r u c t u r e ( f i e l d a c c e s s p r e f i x , keyword , header , b a s e l i s t , s e c t i o n s ) : := <<
<block header ( keyword , header)><\\>
< i f ( b a s e l i s t )><s t ructure preamble ()><block ( l i n e l i s t ( s e c t i o n s ))>< e l s e><block empty()><endi f>
>>
s t ructure preamble ( ) : := ””
==> cml−modules/ cml base / templates / lang /common/ t o s t r i n g . s tg
t o s t r i n g ( concept ) : := <<
<modi f i e r (” pub l i c”)><\\>
<i n s t anc e ope r a t i on (
name=to s t r ing name ( ) ,
params=[ ] ,
r e s u l t t yp e=pr imit ive type name (” St r ing ”) ,
statements=return ( t o s t r i n g e xp r ( concept ) )
)>
>>
t o s t r i n g f i e l d s ( p rope r t i e s , sep ) : := <<
<p r op e r t i e s : t o s t r i n g f i e l d ( ) ; s epara to r={<sep>}>
>>
t o s t r i n g f i e l d v a l u e ( property ) : := <<
<({ t o s t r i n g f i e l d v a l u e <property . type . kind>})( property)>
>>
==> cml−modules/ cml base / templates / lang /common/ type . s tg
type name ( named element ) : := <<
<pre f ix type name ( named element , ””)>
>>
boxed type name ( named element ) : := <<
<pre f ix type name ( named element , ”boxed ”)>
>>
pre f ix type name ( named element , p r e f i x ) : := <<
< i f ( named element . p r im i t i v e)><\\>
<pre f i x p r im i t i v e type name ( named element . name , p r e f i x)><\\>
<e l s e i f ( named element . name)><\\>
<c las s type name ( named element . name)><\\>
<e l s e><\\>
<c las s type name ( named element)><\\>
<endi f>
>>
pr imit ive type name ( element name ) : := <<
<pre f i x p r im i t i v e type name ( element name , ””)>
>>
boxed pr imit ive type name ( element name ) : := <<
<pre f i x p r im i t i v e type name ( element name , ”boxed ”)>
>>
pre f i x p r im i t i v e type name ( element name , p r e f i x ) : := <<
<(pr imit ive type template name ( element name , p r e f i x ))()>
>>
pr imit ive type template name ( element name , p r e f i x ) : := <<
<pre f i x>pr im i t i v e type <element name ; format=”underscore−case”>
>>
boxed pr imi t i v e type boo l ean ( ) : := ”<pr im i t i v e type boo l e an ()>”
boxed p r im i t i v e t ype i n t e g e r ( ) : := ”<p r im i t i v e t yp e i n t e g e r ()>”
boxed pr imi t i v e type dec ima l ( ) : := ”<pr im i t i v e type dec ima l ()>”
boxed p r im i t i v e t yp e s t r i n g ( ) : := ”<p r im i t i v e t y p e s t r i n g ()>”
boxed pr im i t i v e type r egex ( ) : := ”<p r im i t i v e t ype r e g ex ()>”
boxed pr im i t i v e type byte ( ) : := ”<pr im i t i v e type by t e ()>”
boxed pr im i t i v e type sho r t ( ) : := ”<p r im i t i v e t yp e sho r t ()>”
boxed pr im i t i v e type l ong ( ) : := ”<p r im i t i v e t yp e l ong ()>”
box ed p r im i t i v e t yp e f l o a t ( ) : := ”<p r im i t i v e t y p e f l o a t ()>”
boxed pr imi t ive type doub l e ( ) : := ”<pr im i t i v e type doub l e ()>”
boxed pr im i t i v e type char ( ) : := ”<p r im i t i v e t ype cha r ()>”
==> cml−modules/ cml base / templates / lang /common . s tg
import ”/ lang /common/ gene r i c . s tg ”
import ”/ lang /common/ indentat ion . s tg ”
import ”/ lang /common/block . s tg ”
import ”/ lang /common/keyword . s tg ”
import ”/ lang /common/lambda . s tg ”
import ”/ lang /common/ l i t e r a l . s tg ”
import ”/ lang /common/ type . s tg ”
import ”/ lang /common/ f i e l d . s tg ”
import ”/ lang /common/ operat ion . s tg ”
import ”/ lang /common/ ge t t e r . s tg ”
import ”/ lang /common/ t o s t r i n g . s tg ”
import ”/ lang /common/ s t ru c tu r e . s tg ”
import ”/ lang /common/ i n t e r f a c e . s tg ”
import ”/ lang /common/ c l a s s . s tg ”
import ”/ lang /common/ statement . s tg ”
import ”/ lang /common/ c a l l . s tg ”
import ”/ lang /common/ expre s s i on . s tg ”
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==> cml−modules/ cml base / templates / lang / java / expre s s i on . s tg
nu l l ab l e e xp r ( expr ) : := <<
< i f ( expr . type . nothing)><\\>
<nu l l v a l u e ()><\\>
<e l s e i f ( expr . type . op t i ona l)><\\>
<expre s s i on ( expr )>. o rE l se (< f i e l d d e f a u l t v a l u e ( expr . type)>)<\\>
<e l s e><\\>
<expre s s i on ( expr)><\\>
<endi f>
>>
e xp r e s s i o n r e qu i r e d t o r e qu i r e d ( arg ) : := <<
<expre s s i on ( arg)>
>>
e xp r e s s i o n r e qu i r e d t o op t i o n a l ( arg ) : := <<
Optional . o f (< expre s s i on ( arg )>)
>>
exp r e s s i on r equ i r ed t o s e qu en c e ( arg ) : := <<
Seq . o f (< expre s s i on ( arg )>). t oL i s t ( )
>>
e xp r e s s i o n op t i o n a l t o op t i o n a l ( arg ) : := <<
<expre s s i on ( arg)>
>>
e xp r e s s i on op t i ona l t o s e qu en c e ( arg ) : := <<
seq(< expre s s i on ( arg )>). t oL i s t ( )
>>
exp r e s s i on s equence to s equence ( arg ) : := <<
seq(< expre s s i on ( arg )>). t oL i s t ( )
>>
e x p r e s s i o n l e t ( l e t ) : := <<
<e x p r e s s i o n l e t (”” , l e t )>
>>
e x p r e s s i o n l e t ( f i e l d a c c e s s p r e f i x , l e t ) : := <<
new Supp l i e r\<<boxed type name ( l e t . type)>\>() {
<indent ()> pub l i c <boxed type name ( l e t . type)> get ( )
<indent ()>{
<indent()>< indent ()> f i n a l < f i e l d t y p e ( l e t . var iab leExpr)> < l e t . v a r i ab l e ; format=”camel−case”> = <expre s s i on ( l e t . var iab leExpr )>;
<indent()>< indent()>< return ( expre s s i on ( l e t . r e su l tExpr ))>
<indent ()>}
} . get ( )
>>
==> cml−modules/ cml base / templates / lang / java / imports . s tg
common imports ( task , model ) : := <<
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
< i f (model . de f inedFunct ions)><\\>
<model . modules : f unc t i ons impor t ( task ) ; s epara to r=”\n”><\\>
<endi f>
>>
f unc t i ons impor t (module , task ) : := <<
< i f (module . de f inedFunct ions)> import s t a t i c <task . packageName>.< f unc t i on s c l a s s name (module)>.∗;< endi f>
>>
f unc t i on s c l a s s name (module ) : := <<
<type name (module)>Functions
>>
==> cml−modules/ cml base / templates / lang / java / invocat ion . s tg
invocat ion sequence empty ( args ) : := <<
<expre s s i on ( args . seq )>. isEmpty ( )
>>
i nvocat i on opt iona l empty ( args ) : := <<
!< expre s s i on ( args . seq )>. i sP r e s en t ( )
>>
i nvocat ion requ i r ed empty ( args ) : := <<
<expre s s i on ( args . seq)> == nu l l
>>
i nvoca t i on s equence p r e s en t ( args ) : := <<
!< expre s s i on ( args . seq )>. isEmpty ( )
>>
i n v o c a t i on op t i ona l p r e s en t ( args ) : := <<
<expre s s i on ( args . seq )>. i sP r e s en t ( )
>>
i n v o c a t i on r e qu i r ed p r e s en t ( args ) : := <<
<expre s s i on ( args . seq)> != nu l l
>>
i n v o c a t i o n s e q u e n c e f i r s t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). f i n dF i r s t ( )
>>
i n v o c a t i o n o p t i o n a l f i r s t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). f i n dF i r s t ( )
>>
i n v o c a t i o n r e q u i r e d f i r s t ( args ) : := <<




i n v o c a t i on s e qu en c e l a s t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). f i ndLas t ( )
>>
i n v o c a t i o n o p t i o n a l l a s t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). f i ndLas t ( )
>>
i n v o c a t i o n r e q u i r e d l a s t ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). f i ndLas t ( )
>>
i n v o c a t i o n s e qu en c e e x i s t s ( args ) : := <<
seq(< expre s s i on ( args . seq )>). anyMatch(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n o p t i o n a l e x i s t s ( args ) : := <<
seq(< expre s s i on ( args . seq )>). anyMatch(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n r e q u i r e d e x i s t s ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). anyMatch(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n s e qu en c e a l l ( args ) : := <<
seq(< expre s s i on ( args . seq )>). al lMatch(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n o p t i o n a l a l l ( args ) : := <<
seq(< expre s s i on ( args . seq )>). al lMatch(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n r e q u i r e d a l l ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). al lMatch(< expre s s i on ( args . expr )>)
>>
i nvocat ion sequence none ( args ) : := <<
seq(< expre s s i on ( args . seq )>). noneMatch(< expre s s i on ( args . expr )>)
>>
i nvoca t i on op t i ona l none ( args ) : := <<
seq(< expre s s i on ( args . seq )>). noneMatch(< expre s s i on ( args . expr )>)
>>
i nvoca t i on r equ i r ed none ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). noneMatch(< expre s s i on ( args . expr )>)
>>
i n vo ca t i on s equenc e i n c l ude s ( args ) : := <<
seq(< expre s s i on ( args . seq )>). conta ins (< expre s s i on ( args . expr . innerExpres s ion )>)
>>
i n v o c a t i o n op t i o n a l i n c l ud e s ( args ) : := <<
seq(< expre s s i on ( args . seq )>). conta ins (< expre s s i on ( args . expr . innerExpres s ion )>)
>>
i n v o c a t i o n r e qu i r e d i n c l ud e s ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). conta ins (< expre s s i on ( args . expr . innerExpres s ion )>)
>>
i nvoca t i on s equence exc lude s ( args ) : := <<
! seq(< expre s s i on ( args . seq )>). conta ins (< expre s s i on ( args . expr . innerExpres s ion )>)
>>
i n v o c a t i on op t i ona l e x c l ud e s ( args ) : := <<
! seq(< expre s s i on ( args . seq )>). conta ins (< expre s s i on ( args . expr . innerExpres s ion )>)
>>
i n v o c a t i on r equ i r ed ex c l ud e s ( args ) : := <<
! Seq . o f (< expre s s i on ( args . seq )>). conta ins (< expre s s i on ( args . expr . innerExpres s ion )>)
>>
i n v o c a t i o n s e qu en c e s e l e c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). f i l t e r (< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n o p t i o n a l s e l e c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). f i l t e r (< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n r e q u i r e d s e l e c t ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). f i l t e r (< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n s e qu en c e r e j e c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). removeAll ( seq(< expre s s i on ( args . seq )>). f i l t e r (< expre s s i on ( args . expr )>))
>>
i n v o c a t i o n o p t i o n a l r e j e c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). removeAll ( seq(< expre s s i on ( args . seq )>). f i l t e r (< expre s s i on ( args . expr )>))
>>
i n v o c a t i o n r e q u i r e d r e j e c t ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>). removeAll ( Seq . o f (< expre s s i on ( args . seq )>). f i l t e r (< expre s s i on ( args . expr )>))
>>
i n v o c a t i o n s e qu en c e c o l l e c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>).map(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n o p t i o n a l c o l l e c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>).map(< expre s s i on ( args . expr )>)
>>
i n v o c a t i o n r e q u i r e d c o l l e c t ( args ) : := <<
Seq . o f (< expre s s i on ( args . seq )>).map(< expre s s i on ( args . expr )>)
>>
i n vo ca t i on s equenc e s o r t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). so r t ed(< expre s s i on ( args . expr )>)
>>
invocat ion compare ( args ) : := <<
(< expre s s i on ( args . expr1)> \< <expre s s i on ( args . expr2 )>) ? −1 : ((< expre s s i on ( args . expr2)> \< <expre s s i on ( args . expr1 )>) ? +1 : 0)
>>
i n vo ca t i on s equenc e r ev e r s e ( args ) : := <<
seq(< expre s s i on ( args . seq )>). r e v e r s e ( )
>>
i nvoca t i on conca t ( args ) : := <<
concat(<a r g t o s e q ( args . seq1 )> , <a r g t o s e q ( args . seq2 )>)
>>
i nvocat i on sequence count ( args ) : := <<




i n v o c a t i o n s e qu en c e d i s t i n c t ( args ) : := <<
seq(< expre s s i on ( args . seq )>). d i s t i n c t ( )
>>
i n v o c a t i o n c r o s s j o i n ( args ) : := <<
c r o s sJo in (< expre s s i on ( args . seq1 )> , <expre s s i on ( args . seq2 )>)
>>
a r g t o s e q ( arg ) : := <<
<({ expre s s i on <arg . type . kind> t o s equence })( arg)>
>>
==> cml−modules/ cml base / templates / lang / java /lambda . s tg
express ion lambda ( lambda ) : := <<
< i f ( lambda . parameters)>(<lambda . parameters ; s epara to r =”, ” , format=”camel−case”>)<e l s e><lambda new var name()><endi f><\\>
<\ >−><\ ><expre s s i on ( lambda . innerExpres s ion)>
>>
==> cml−modules/ cml base / templates / lang / java / type . s tg
t yp e ch e ck i s ( expr , type ) : := <<
<expre s s i on ( expr)> i n s t an c eo f <type name ( type)>
>>
t ype che ck i s n t ( expr , type ) : := <<
!(< expre s s i on ( expr)> i n s t an c eo f <type name ( type )>)
>>
t yp e c a s t a s b f r om r equ i r e d t o r e qu i r e d ( expr , type ) : := <<
(<type name ( type)>)< expre s s i on ( expr)>
>>
t yp e c a s t a s b f r om r equ i r e d t o op t i o n a l ( expr , type ) : := <<
<t ype ca s t a sb f r om requ i r ed t o s equenc e ( expr , type )>. f i n dF i r s t ( )
>>
t ype ca s t a sb f r om requ i r ed t o s equenc e ( expr , type ) : := <<
<f rom requ i red ( expr)>.< cas t ( type)>
>>
t yp e c a s t a s b f r om op t i on a l t o r e qu i r e d ( expr , type ) : := <<
<t yp e ca s t a sb f r om op t i ona l t o s e quenc e ( expr , type )>. f i n dF i r s t ( ) . get ( )
>>
t yp e c a s t a s b f r om op t i o n a l t o op t i o n a l ( expr , type ) : := <<
<t yp e ca s t a sb f r om op t i ona l t o s e quenc e ( expr , type )>. f i n dF i r s t ( )
>>
t yp e ca s t a sb f r om op t i ona l t o s e quenc e ( expr , type ) : := <<
<f r om opt iona l ( expr)>.< cas t ( type)>
>>
type ca s t a sb f r om sequence to s equence ( expr , type ) : := <<
<f rom sequence ( expr)>.< cas t ( type)>
>>
t yp e c a s t a s q f r om r equ i r e d t o op t i o n a l ( expr , type ) : := <<
<t yp e ca s t a s q f r om requ i r ed t o s equenc e ( expr , type )>. f i n dF i r s t ( )
>>
t yp e ca s t a s q f r om requ i r ed t o s equenc e ( expr , type ) : := <<
<f rom requ i red ( expr)>.< o f type ( type)>
>>
t yp e c a s t a s q f r om op t i o n a l t o op t i o n a l ( expr , type ) : := <<
<t yp e c a s t a s q f r om op t i ona l t o s e quenc e ( expr , type )>. f i n dF i r s t ( )
>>
t yp e c a s t a s q f r om op t i ona l t o s e quen c e ( expr , type ) : := <<
<f r om opt iona l ( expr)>.< o f type ( type)>
>>
t ype ca s t a sq f r om sequence to s equence ( expr , type ) : := <<
<f rom sequence ( expr)>.< o f type ( type)>
>>
f rom requ i red ( expr ) : := <<
Seq . o f (< expre s s i on ( expr )>)
>>
f r om opt iona l ( expr ) : := <<
seq(< expre s s i on ( expr )>)
>>
f rom sequence ( expr ) : := <<
seq(< expre s s i on ( expr )>)
>>
o f type ( type ) : := <<
ofType(<type name ( type )>. c l a s s )
>>
cas t ( type ) : := <<
cas t (<type name ( type )>. c l a s s )
>>
==> cml−modules/ cml base / templates / lang / java . s tg
import ”/ lang / java / expre s s i on . s tg ”
import ”/ lang / java / invocat i on . s tg ”
import ”/ lang / java /lambda . s tg ”
import ”/ lang / java / type . s tg ”
import ”/ lang / java / imports . s tg ”
import ”/ lang /common . s tg ”
// Language
lang : := [
” f i e l d s ” : t rue
]
// Keywords
void ( ) : := ”void ”
s e l f ( ) : := ” th i s ”
// Mod i f i e r s
126
348
modi f i e r (m) : := <<
<m><\ >
>>
abstract keyword ( ) : := <<
abstract<\ >
>>




block ( statements ) : := <<
<\n>{<\n><indent()><statements ; anchor><\n>}
>>




statement terminator ( ) : := ” ;”
// Cal l
super constructor name ( ) : := ” super ”
th i s cons t ruc to r name ( ) : := ” th i s ”
// St r i ng s
to s t r ing name ( ) : := ” toSt r ing ”
t o s t r i n g e xp r ( concept ) : := <<
new St r ingBu i lde r (<type name ( concept )>. c l a s s . getSimpleName ( ) )
<indent()>< t o s t r i ng appends ( concept . p r i n t ab l eP rop e r t i e s ) ; anchor>
>>
t o s t r i ng appends ( p r op e r t i e s ) : := <<
. append ( ’ ( ’ )
<t o s t r i n g f i e l d s ( p rope r t i e s , ” . append (\” , \”)\n”)><\\>
<newLineIf ( p r op e r t i e s)><\\>
. append ( ’ ) ’ )
. t oS t r ing ( )
>>
t o s t r i n g f i e l d ( property ) : := <<
. append(”< f i e ld name ( property)>=”)< t o s t r i n g f i e l d v a l u e ( property)>
>>
t o s t r i n g f i e l d v a l u e r e q u i r e d ( property ) : := <<
. append ( St r ing . format (”\”%s \”” , <t o s t r i n g g e t t e r c a l l ( property )>))
>>
t o s t r i n g f i e l d v a l u e o p t i o n a l ( property ) : := <<
< i f ( property . type . boolean)><\\>
<t o s t r i n g f i e l d v a l u e r e q u i r e d ( property)><\\>
<e l s e><\\>
. append(< t o s t r i n g g e t t e r c a l l ( property )>. i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , <t o s t r i n g g e t t e r c a l l ( property )>) : ”not present”)<\\>
<endi f>
>>
t o s t r i n g f i e l d v a l u e s e q u e n c e ( property ) : := <<
. append(< t o s t r i n g g e t t e r c a l l ( property )>)
>>
t o s t r i n g g e t t e r c a l l ( property ) : := <<
<a c t u a l s e l f f i e l d ()>.< g e t t e r c a l l ( property)>
>>
// Operations
operat ion keyword ( ) : := ””
operation name (name) : := <<
<name ; format=”camel−case”>
>>
s t a t i c o p e r a t i o n mod i f i e r ( ) : := ” s t a t i c ”
ope ra t i on heade r content ( instance , name , params , r e s u l t t yp e ) : := <<
< i f ( r e s u l t t yp e)><r e su l t t ype><\ ><endi f><\\>
<name>(<params : va r de c l ( ) ; s eparato r =”, ”>)
>>
va r de c l ( ob j e c t ) : := <<
< i f ( ob j e c t . name | | ob j e c t . type)><\\>
< f i e l d t y p e ( ob j e c t )> <f i e ld name ( ob j e c t)><\\>




l o c a l v a r d e c l ( typed element ) : := <<
<va r de c l ( typed element)>
>>
param decl (name , type ) : := ”<type> <name>”
return ( expre s s i on ) : := <<
return <expre s s i on ; anchor>;
>>
// F i e l d s
f i e l d i n i t ( named element ) : := <<
< f i e l d a c c e s s ( named element)> = <f i e ld name ( named element )>;
>>
f i e ld name ( named element ) : := <<
<named element . name ; format=”camel−case”>
>>
f i e l d a c c e s s p r e f i x ( ) : := ” th i s . ”
f i e l d t y p e o p t i o n a l ( type ) : := <<
@Nullable <type name ( type)>
>>
f i e l d t yp e s e qu en c e ( type ) : := <<




f i e l d d e c l ( typed element ) : := <<
pr iva t e f i n a l <va r de c l ( typed element )>;
>>
// Getters
getter name ( element ) : := <<
< i f ( element . type . boolean)><\\>
i s<element . name ; format=”pascal−case”><\\>
<e l s e><\\>
get<element . name ; format=”pascal−case”><\\>
<endi f>
>>
i n t e r f a c e g e t t e r a nn o t a t i o n s ( property ) : := ””
c l a s s g e t t e r a nn o t a t i o n s ( property ) : := ””
g e t t e r t yp e r e qu i r e d ( type ) : := <<
<type name ( type)>
>>
g e t t e r t yp e op t i o n a l ( type ) : := <<
< i f ( type . boolean)><\\>
<type name ( type)><\\>
<e l s e><\\>
Optional\<<type name ( type)>\><\\>
<endi f>
>>
ge t t e r type s equence ( type ) : := <<
L i s t\<<boxed type name ( type)>\>
>>
g e t t e r f i e l d v a l u e r e q u i r e d ( property ) : := <<
< f i e l d a c c e s s ( property)>
>>
g e t t e r f i e l d v a l u e o p t i o n a l ( property ) : := <<
Optional . o fNu l l ab l e (< f i e l d a c c e s s ( property )>)
>>
g e t t e r f i e l d v a l u e s e q u e n c e ( property ) : := <<
Co l l e c t i o n s . unmod i f i ab l eL i s t (< f i e l d a c c e s s ( property )>)
>>
g e t t e r c a l l ( property ) : := <<
<getter name ( property )>()
>>
// I n t e r f a c e s
in t e r f ace keyword ( ) : := ” i n t e r f a c e ”
// Clas s e s
c las s keyword ( ) : := ” c l a s s ”
c las s type name (name) : := <<
<task . classTypeNamePrefix><name ; format=”pascal−case”>
>>
constructor name ( c lass name ) : := <<
<c lass name ; format=”pascal−case”>
>>
// Ancestors
a n c e s t o r l i s t ( abstract , ancestors , i n t e r f a c e s ) : := <<
< i f ( ance s to r s )> extends <ance s to r s : type name ( ) ; s epara to r =”, ”><endi f><\\>
< i f ( i n t e r f a c e s )> implements < i n t e r f a c e s : type name ( ) ; s epara to r =”, ”><endi f>
>>
// Type
p r im i t i v e type boo l e an ( ) : := ”boolean ”
p r im i t i v e t yp e i n t e g e r ( ) : := ” in t ”
p r im i t i v e type dec ima l ( ) : := ”BigDecimal ”
p r im i t i v e t y p e s t r i n g ( ) : := ” Str ing ”
p r im i t i v e t ype r e g ex ( ) : := ”Pattern ”
p r im i t i v e type by t e ( ) : := ”byte ”
p r im i t i v e t yp e sho r t ( ) : := ” short ”
p r im i t i v e t yp e l ong ( ) : := ” long ”
p r im i t i v e t y p e f l o a t ( ) : := ” f l o a t ”
p r im i t i v e type doub l e ( ) : := ”double ”
p r im i t i v e type cha r ( ) : := ” char ”
boxed pr imi t i v e type boo l ean ( ) : := ”Boolean”
boxed p r im i t i v e t ype i n t e g e r ( ) : := ” In t ege r ”
boxed pr imi t i v e type dec ima l ( ) : := ”BigDecimal ”
box ed p r im i t i v e t yp e s t r i n g ( ) : := ” St r ing ”
boxed pr im i t i v e type r egex ( ) : := ”Pattern ”
boxed pr im i t i v e type byte ( ) : := ”Byte”
boxed pr im i t i v e type sho r t ( ) : := ”Short ”
boxed pr im i t i v e type l ong ( ) : := ”Long”
box ed p r im i t i v e t yp e f l o a t ( ) : := ”Float ”
boxed pr imi t ive type doub l e ( ) : := ”Double”
boxed pr im i t i v e type char ( ) : := ”Char”
type hint name (name) ::=<<
<c las s type name (name)>
>>
// L i t e r a l
l i t e r a l e x p r b o o l e a n ( text ) : := <<
<text>
>>
l i t e r a l e x p r s t r i n g ( text ) : := <<
”<text>”
>>
l i t e r a l e x p r i n t e g e r ( text ) : := <<
<text>
>>
l i t e r a l e x p r l o n g ( text ) : := <<
<text>
>>
l i t e r a l e x p r s h o r t ( text ) : := <<
<text>
>>





l i t e r a l e x p r d e c ima l ( text ) : := <<
new BigDecimal(”< text>”)
>>
l i t e r a l e x p r f l o a t ( text ) : := <<
<text>
>>




nu l l v a l u e ( ) : := ” nu l l ”
i n t e g r a l z e r o ( ) : := ”0”
f l o a t z e r o ( ) : := ”0.0 f ”
b o o l e a n f a l s e ( ) : := ” f a l s e ”
// Operations
operat ion add ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> + <nu l l ab l e e xp r ( r i gh t )>”
operat ion sub ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> − <nu l l ab l e e xp r ( r i gh t )>”
operat ion mul ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> ∗ <nu l l ab l e e xp r ( r i gh t )>”
ope ra t i on d iv ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> / <nu l l ab l e e xp r ( r i gh t )>”
operation mod ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> % <nu l l ab l e e xp r ( r i gh t )>”
operat ion exp ( l e f t , r i gh t ) : := ”Math . pow(<nu l l ab l e e xp r ( l e f t )> , <nu l l ab l e e xp r ( r i gh t )>)”
op e r a t i o n s t r i n g c on c a t ( l e f t , r i gh t ) : := <<
<s t r i ng conca t ope rand ( l e f t )> + <s t r i ng conca t ope rand ( r i gh t )>
>>
s t r i ng conca t ope rand ( expr ) : := <<
< i f ( ! expr . type . s t r i n g )>Objects . t oS t r ing (<endi f><nu l l ab l e e xp r ( expr)>< i f ( ! expr . type . s t r i n g )>)<endi f>
>>
opera t i on eq ( l e f t , r i gh t ) : := <<
< i f ( l e f t . type . s t r i n g | | r i gh t . type . s t r i n g)><\\>
Objects . equa l s (<operat ion eq operand ( l e f t )> , <operat ion eq operand ( r i gh t )>)<\\>
<e l s e><\\>
<operat ion eq operand ( l e f t )> == <operat ion eq operand ( r i gh t)><\\>
<endi f>
>>
operat ion eq operand ( operand ) : := <<
<expre s s i on ( operand)>< i f ( operand . type . op t i ona l )>. o rE l se (< f i e l d d e f a u l t v a l u e ( operand . type)>)<endi f>
>>
ope ra t i on in eq ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> != <nu l l ab l e e xp r ( r i gh t )>”
ope ra t i on g t ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> > <nu l l ab l e e xp r ( r i gh t )>”
ope ra t i on g t e ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> >= <nu l l ab l e e xp r ( r i gh t )>”
op e r a t i o n l t ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> \< <nu l l ab l e e xp r ( r i gh t )>”
op e r a t i o n l t e ( l e f t , r i gh t ) : := ”<nu l l ab l e e xp r ( l e f t )> \<= <nu l l ab l e e xp r ( r i gh t )>”
operat ion and ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> && <expre s s i on ( r i gh t )>”
ope ra t i on o r ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> | | <expre s s i on ( r i gh t )>”
opera t i on not ( expr ) : := ”!< expre s s i on ( expr)>”
op e r a t i o n r e f e q r e q u i r e d r e q u i r e d ( l e f t , r i gh t ) : := ”(< expre s s i on ( l e f t )> == <expre s s i on ( r i gh t )>)”
o p e r a t i o n r e f e q r e q u i r e d op t i o n a l ( l e f t , r i gh t ) : := ”(< expre s s i on ( r i gh t )>. i sP r e s en t ( ) ? <expre s s i on ( r i gh t )>. get ( ) == <expre s s i on ( l e f t )> : f a l s e )”
o p e r a t i o n r e f e q o p t i o n a l o p t i o n a l ( l e f t , r i gh t ) : := ”(< expre s s i on ( l e f t )>. i sP r e s en t ( ) && <expre s s i on ( r i gh t )>. i sP r e s en t ( ) ? <expre s s i on ( l e f t )>. get ( ) == <expre s s i on ( r i gh t )>. get ( ) : f a l s e )”
o p e r a t i o n n o t r e f e q r e qu i r e d r e qu i r e d ( l e f t , r i gh t ) : := ”(< expre s s i on ( l e f t )> != <expre s s i on ( r i gh t )>)”
o p e r a t i o n n o t r e f e q r e qu i r e d op t i o n a l ( l e f t , r i gh t ) : := ”(< expre s s i on ( r i gh t )>. i sP r e s en t ( ) ? <expre s s i on ( r i gh t )>. get ( ) != <expre s s i on ( l e f t )> : t rue )”
o p e r a t i o n n o t r e f e q o p t i o n a l o p t i o n a l ( l e f t , r i gh t ) : := ”(< expre s s i on ( l e f t )>. i sP r e s en t ( ) && <expre s s i on ( r i gh t )>. i sP r e s en t ( ) ? <expre s s i on ( l e f t )>. get ( ) != <expre s s i on ( r i gh t )>. get ( ) : t rue )”
// Paths
path expr ( path ) : := <<
< i f ( path . none)><\\>
Optional . empty()<\\>
<e l s e i f ( path . s e l f )><\\>
<a c t u a l s e l f f i e l d ()><\\>
<e l s e i f ( path . base)><\\>
<pa th ba s e c a l l ( path)><\\>
<e l s e i f ( path . va r i ab l e)><\\>
<f i e ld name ( path)><\\>
<e l s e i f ( ! lambda . parameters && lambda . innerExpres s ion)><\\>
<path root ca l l l ambda var name ( path)><\\>
<e l s e><\\>
<p a t h r o o t c a l l s e l f f i e l d ( path)><\\>
<endi f>
>>
pa th ba s e c a l l ( path ) : := <<
< i f ( path . base . type . sequence | | path . base . type . op t i ona l)><\\>
< i f ( path . base . type . op t i ona l)><\\>
seq(<path expr ( path . base)>)<\\>
<e l s e><\\>
seq(<path expr ( path . base)>)<\\>
<endi f><\\>
.<path map ca l l ( path)><\\>
<e l s e><\\>
<pa t h r o o t c a l l b a s e ( path)><\\>
<endi f>
>>
pa t h r o o t c a l l b a s e ( path ) : := ”<path expr ( path . base)>.<getter name ( path )>()”
path root ca l l l ambda var name ( path ) : := ”<lambda var name()>.< getter name ( path )>()”
p a t h r o o t c a l l s e l f f i e l d ( path ) : := ”< a c t u a l s e l f f i e l d ()>.< getter name ( path )>()”
path map cal l ( path ) : := <<
< i f ( path . base . type . r equ i r ed && path . type . r equ i r ed)><\\>
map(< f i e ld name ( path . base . type)> −> <f i e ld name ( path . base . type)>.<getter name ( path)>())<\\>
<e l s e><\\>
f latMap(< f i e ld name ( path . base . type)> −> seq(<\\>
< i f ( path . or ig ina lType . r equ i r ed)><\\>
a sL i s t (< f i e ld name ( path . base . type)>.<getter name ( path)>())<\\>
<e l s e><\\>




< i f ( ! path . base . base && path . type . op t i ona l )>. f i n dF i r s t ()< i f ( path . type . boolean )>. o rE l se ( f a l s e )<endi f><endi f>
>>
t o l i s t ( expr ) : := <<
<expr>. t oL i s t ( )
>>
e xp r e s s i o n c ond i t i o n a l ( expr ) : := <<




==> cml−modules/ cml base / templates / lang /py/ expre s s i on . s tg
nu l l ab l e e xp r ( arg ) : := <<
<expre s s i on ( arg)>
>>
==> cml−modules/ cml base / templates / lang /py/ invocat i on . s tg
invocat ion sequence empty ( args ) : := <<
( l en(< expre s s i on ( args . seq )>) == 0)
>>
i nvocat i on opt iona l empty ( args ) : := <<
(< expre s s i on ( args . seq)> i s None )
>>
i nvocat ion requ i r ed empty ( args ) : := <<
<i nvocat i on opt iona l empty ( args)>
>>
i nvoca t i on s equence p r e s en t ( args ) : := <<
( l en(< expre s s i on ( args . seq )>) > 0)
>>
i n v o c a t i on op t i ona l p r e s en t ( args ) : := <<
(< expre s s i on ( args . seq)> i s not None )
>>
i n v o c a t i on r e qu i r ed p r e s en t ( args ) : := <<
<i n v o c a t i on op t i ona l p r e s en t ( args)>
>>
i n v o c a t i o n s e q u e n c e f i r s t ( args ) : := <<
( l i s t (< expre s s i on ( args . seq )>) or [ None ] ) [ 0 ]
>>
i n v o c a t i o n o p t i o n a l f i r s t ( args ) : := <<
<expre s s i on ( args . seq)>
>>
i n v o c a t i o n r e q u i r e d f i r s t ( args ) : := <<
<expre s s i on ( args . seq)>
>>
i n v o c a t i on s e qu en c e l a s t ( args ) : := <<
((< expre s s i on ( args . seq )>) or [ None ] ) [ −1 ]
>>
i n v o c a t i o n o p t i o n a l l a s t ( args ) : := <<
<expre s s i on ( args . seq)>
>>
i n v o c a t i o n r e q u i r e d l a s t ( args ) : := <<
<expre s s i on ( args . seq)>
>>
i n v o c a t i o n s e qu en c e e x i s t s ( args ) : := <<
any (map(< expre s s i on ( args . expr )> , <expre s s i on ( args . seq )>))
>>
i n v o c a t i o n o p t i o n a l e x i s t s ( args ) : := <<
any (map(< expre s s i on ( args . expr )> , <o p t i o n a l l i s t ( args )>))
>>
i n v o c a t i o n r e q u i r e d e x i s t s ( args ) : := <<
any (map(< expre s s i on ( args . expr )> , [< expre s s i on ( args . seq )> ]))
>>
i n v o c a t i o n s e qu en c e a l l ( args ) : := <<
a l l (map(< expre s s i on ( args . expr )> , <expre s s i on ( args . seq )>))
>>
i n v o c a t i o n o p t i o n a l a l l ( args ) : := <<
a l l (map(< expre s s i on ( args . expr )> , <o p t i o n a l l i s t ( args )>))
>>
i n v o c a t i o n r e q u i r e d a l l ( args ) : := <<
a l l (map(< expre s s i on ( args . expr )> , [< expre s s i on ( args . seq )> ]))
>>
i nvocat ion sequence none ( args ) : := <<
( l en ( l i s t ( f i l t e r (< expre s s i on ( args . expr )> , <expre s s i on ( args . seq )>))) == 0)
>>
i nvoca t i on op t i ona l none ( args ) : := <<
( l en ( l i s t ( f i l t e r (< expre s s i on ( args . expr )> , <o p t i o n a l l i s t ( args )>))) == 0)
>>
i nvoca t i on r equ i r ed none ( args ) : := <<
( l en ( l i s t ( f i l t e r (< expre s s i on ( args . expr )> , [< expre s s i on ( args . seq )> ] ) )) == 0)
>>
i n v o c a t i o n s e qu en c e s e l e c t ( args ) : := <<
f i l t e r (< expre s s i on ( args . expr )> , <expre s s i on ( args . seq )>)
>>
i n v o c a t i o n o p t i o n a l s e l e c t ( args ) : := <<
f i l t e r (< expre s s i on ( args . expr )> , <o p t i o n a l l i s t ( args )>)
>>
i n v o c a t i o n r e q u i r e d s e l e c t ( args ) : := <<
f i l t e r (< expre s s i on ( args . expr )> , [< expre s s i on ( args . seq )>])
>>
i n v o c a t i o n s e qu en c e r e j e c t ( args ) : := <<
i t e r t o o l s . f i l t e r f a l s e (< expre s s i on ( args . expr )> , <expre s s i on ( args . seq )>)
>>
i n v o c a t i o n o p t i o n a l r e j e c t ( args ) : := <<
i t e r t o o l s . f i l t e r f a l s e (< expre s s i on ( args . expr )> , <o p t i o n a l l i s t ( args )>)
>>
i n v o c a t i o n r e q u i r e d r e j e c t ( args ) : := <<
i t e r t o o l s . f i l t e r f a l s e (< expre s s i on ( args . expr )> , [< expre s s i on ( args . seq )>])
>>
i n v o c a t i o n s e qu en c e c o l l e c t ( args ) : := <<




i n v o c a t i o n o p t i o n a l c o l l e c t ( args ) : := <<
map(< expre s s i on ( args . expr )> , <o p t i o n a l l i s t ( args )>)
>>
i n v o c a t i o n r e q u i r e d c o l l e c t ( args ) : := <<
map(< expre s s i on ( args . expr )> , [< expre s s i on ( args . seq )>])
>>
o p t i o n a l l i s t ( args ) : := <<
[ ] i f <expre s s i on ( args . seq)> i s None e l s e [< expre s s i on ( args . seq )>]
>>
i n vo ca t i on s equenc e s o r t ( args ) : := <<
so r t ed(< expre s s i on ( args . seq )> , key=func t oo l s . cmp to key(< expre s s i on ( args . expr )>))
>>
invocat ion compare ( args ) : := <<
−1 i f (< expre s s i on ( args . expr1)> \< <expre s s i on ( args . expr2 )>) e l s e +1 i f (< expre s s i on ( args . expr2)> \< <expre s s i on ( args . expr1 )>) e l s e 0
>>
i n vo ca t i on s equenc e r ev e r s e ( args ) : := <<
r eve r s ed(< expre s s i on ( args . seq )>)
>>
i nvoca t i on conca t ( args ) : := <<
(< expre s s i on ( args . seq1)> + <expre s s i on ( args . seq2 )>)
>>
i nvocat i on sequence count ( args ) : := <<
l en(< expre s s i on ( args . seq )>)
>>
i n v o c a t i o n s e qu en c e d i s t i n c t ( args ) : := <<
f un c t oo l s . reduce ( lambda l , x : l i f x in l e l s e l i s t ( l )+[x ] , <expre s s i on ( args . seq )> , [ ] )
>>
==> cml−modules/ cml base / templates / lang /py/lambda . s tg
express ion lambda ( lambda ) : := <<
lambda<\ ><\\>
< i f ( lambda . parameters)><lambda . parameters ; s epara to r =”, ” , format=”underscore−case”><e l s e>item<endi f><\\>
:<\ ><expre s s i on ( lambda . innerExpres s ion)>
>>
==> cml−modules/ cml base / templates / lang /py/ type . s tg
t yp e ch e ck i s ( expr , type ) : := <<
i s i n s t a n c e (< expre s s i on ( expr )> , <type name ( type )>)
>>
t ype che ck i s n t ( expr , type ) : := <<
( not i s i n s t a n c e (< expre s s i on ( expr )> , <type name ( type )>))
>>
t yp e c a s t a s b f r om r equ i r e d t o r e qu i r e d ( expr , type ) : := <<
cas t (’< type name ( type )> ’ , <expre s s i on ( expr )>)
>>
t yp e c a s t a s b f r om r equ i r e d t o op t i o n a l ( expr , type ) : := <<
cas t (’< f i e l d t y p e o p t i o n a l ( type )> ’ , <expre s s i on ( expr )>)
>>
t ype ca s t a sb f r om requ i r ed t o s equenc e ( expr , type ) : := <<
[< t yp e c a s t a s b f r om r equ i r e d t o r e qu i r e d ( expr , type )>]
>>
t yp e c a s t a s b f r om op t i on a l t o r e qu i r e d ( expr , type ) : := <<
<t yp e c a s t a s b f r om r equ i r e d t o r e qu i r e d ( expr , type)>
>>
t yp e c a s t a s b f r om op t i o n a l t o op t i o n a l ( expr , type ) : := <<
<t yp e c a s t a s b f r om r equ i r e d t o op t i o n a l ( expr , type)>
>>
t yp e ca s t a sb f r om op t i ona l t o s e quenc e ( expr , type ) : := <<
[ ] i f <expre s s i on ( expr)> i s None e l s e <t ype ca s t a sb f r om requ i r ed t o s equenc e ( expr , type)>
>>
type ca s t a sb f r om sequence to s equence ( expr , type ) : := <<
map( lambda item : cas t (’< type name ( type )> ’ , item ) , <expre s s i on ( expr )>)
>>
t yp e c a s t a s q f r om r equ i r e d t o op t i o n a l ( expr , type ) : := <<
cas t (’< type name ( type )> ’ , <expre s s i on ( expr )>) i f i s i n s t a n c e (< expre s s i on ( expr )> , <type name ( type )>) e l s e None
>>
t yp e ca s t a s q f r om requ i r ed t o s equenc e ( expr , type ) : := <<
map( lambda item : cas t (’< type name ( type )> ’ , item ) , f i l t e r ( lambda item : i s i n s t a n c e ( item , <type name ( type )>) , [< expre s s i on ( expr )> ]))
>>
t yp e c a s t a s q f r om op t i o n a l t o op t i o n a l ( expr , type ) : := <<
<t yp e c a s t a s q f r om r equ i r e d t o op t i o n a l ( expr , type)>
>>
t yp e c a s t a s q f r om op t i ona l t o s e quen c e ( expr , type ) : := <<
<t yp e ca s t a s q f r om requ i r ed t o s equenc e ( expr , type)>
>>
t ype ca s t a sq f r om sequence to s equence ( expr , type ) : := <<
map( lambda item : cas t (’< type name ( type )> ’ , item ) , f i l t e r ( lambda item : i s i n s t a n c e ( item , <type name ( type )>) , <expre s s i on ( expr )>))
>>
t y p e c a s t o p t i o n a l l i s t ( expr ) : := <<
[ ] i f <expre s s i on ( expr)> i s None e l s e [< expre s s i on ( expr )>]
>>
==> cml−modules/ cml base / templates / lang /py . s tg
import ”/ lang /py/ expre s s i on . s tg ”
import ”/ lang /py/ invocat ion . s tg ”
import ”/ lang /py/lambda . s tg ”
import ”/ lang /py/ type . s tg ”
import ”/ lang /common . s tg ”
// Language
lang : := [





void ( ) : := ”None”
s e l f ( ) : := ” s e l f ”
// Blocks
block ( statements ) : := <<
<\n><indent()><statements ; anchor>
>>
block empty ( ) : := <<
<\n><indent ()>pass
>>
b lock header t e rminato r ( ) : := ” :”
// Cal l
super constructor name ( ) : := ” super ( ) . i n i t ”
// St r i ng s
to s t r ing name ( ) : := ” s t r ”
t o s t r i n g e xp r ( concept ) : := <<
”%s(<\\>
< i f ( concept . p r i n t ab l eP rop e r t i e s)><\\>
<concept . p r i n t ab l eP rop e r t i e s :{p|< g e t t e r c a l l (p)>=%s } ; s eparato r =”, ”>)” % (
<indent()>< t o s t r i ng expr pa rams ( concept ) ; anchor>
)<\\>
<e l s e><\\>
)” % type ( s e l f ) . name <\\>
<endi f>
>>
t o s t r i ng expr pa rams ( concept ) : := <<
type ( s e l f ) . name ,
<t o s t r i n g f i e l d s ( concept . p r i n tab l ePrope r t i e s , ” ,\n”)>
>>
t o s t r i n g f i e l d ( property ) : := <<
<a c t u a l s e l f f i e l d ()>.< g e t t e r c a l l ( property)>
>>
// Operations
operat ion keyword ( ) : := ” def ”
operation name (name) : := <<
<name ; format=”underscore−case”>
>>
s t a t i c o p e r a t i o n mod i f i e r ( ) : := ”@staticmethod<\n>”
ope ra t i on heade r content ( instance , name , params , r e s u l t t yp e ) : := <<
<name>(<\\>
< i f ( i n s tance )> s e l f<endi f><\\>
<commaIf2 ( instance , params)><\\>
<params : va r de c l ( ) ; s epara to r =”, ”>)<\\>
<\ >−><\ >’< i f ( r e s u l t t yp e)><r e su l t t ype><e l s e>None<endi f >’
>>
va r de c l ( ob j e c t ) : := <<
< i f ( ob j e c t . name | | ob j e c t . type)><\\>
<param decl ( f i e ld name ( ob j e c t ) , f i e l d t y p e ( ob j e c t ))><\\>
< i f ( ob j e c t . value)><\\>
<\ >=<\ >< l i t e r a l e x p r ( ob j e c t . value)><\\>
<endi f><\\>




l o c a l v a r d e c l ( typed element ) : := <<
<f i e ld name ( typed element)>
>>
param decl (name , type ) : := ”<name>: ’<type>’”
return ( expre s s i on ) : := <<
return <express ion>
>>
// F i e l d s
f i e l d i n i t ( named element ) : := <<
< f i e l d a c c e s s ( named element)> = <f i e ld name ( named element)>
>>
f i e ld name ( named element ) : := <<
<named element . name ; format=”underscore−case”>
>>
f i e l d a c c e s s p r e f i x ( ) : := ” s e l f . ”
f i e l d t y p e o p t i o n a l ( type ) : := <<
Optional [<type name ( type )>]
>>
f i e l d t yp e s e qu en c e ( type ) : := <<
L i s t [<type name ( type )>]
>>
f i e l d d e c l ( typed element ) : := ””
// Getters
getter name ( property ) : := <<
<property . name ; format=”underscore−case”>
>>
i n t e r f a c e g e t t e r a nn o t a t i o n s ( property ) : := <<
@abstractproperty<\n>
>>
c l a s s g e t t e r a nn o t a t i o n s ( property ) : := <<
@property<\n>
>>
g e t t e r t yp e r e qu i r e d ( type ) : := <<
<type name ( type)>
>>
g e t t e r t yp e op t i o n a l ( type ) : := <<
< i f ( type . boolean)><\\>
<type name ( type)><\\>
<e l s e><\\>
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Optional [<type name ( type)>]<\\>
<endi f>
>>
ge t t e r type s equence ( type ) : := <<
L i s t [<type name ( type )>]
>>
g e t t e r f i e l d v a l u e r e q u i r e d ( property ) : := <<
< f i e l d a c c e s s ( property)>
>>
g e t t e r f i e l d v a l u e o p t i o n a l ( property ) : := <<
< f i e l d a c c e s s ( property)>
>>
g e t t e r f i e l d v a l u e s e q u e n c e ( property ) : := <<
< f i e l d a c c e s s ( property)>
>>
g e t t e r c a l l ( property ) : := <<
<property . name ; format=”underscore−case”>
>>
// Structure
s t ructure preamble ( ) : := ”<\n>”
// I n t e r f a c e s
in t e r f ace keyword ( ) : := ” c l a s s ”
i n t e r f a c e an c e s t o r h e ad e r ( ancestors , a n c e s t o r l i s t ) : := <<
<\ >(ABC< i f ( ance s to r s )> , <a n c e s t o r l i s t><endi f >)
>>
i n t e r f a c e ope r a t i on body ( ) : := <<
<block empty ()>
>>
// Clas s e s
c las s keyword ( ) : := ” c l a s s ”
c las s type name (name) : := <<
<task . classTypeNamePrefix><name ; format=”pascal−case”>
>>
constructor name ( c lass name ) : := ” i n i t ”
c l a s s s t a t i c i n i t i a l i z e r ( concept ) : := ””
// Ancestors
a n c e s t o r l i s t ( abstract , ancestors , i n t e r f a c e s ) : := <<
< i f ( abs t rac t | | ance s to r s | | i n t e r f a c e s )>(<endi f><\\>
< i f ( ance s to r s)><\\>
<ance s to r s : type name ( ) ; s epara to r =”, ”><\\>
< i f ( i n t e r f a c e s )> , <endi f><\\>
<endi f><\\>
< i f ( i n t e r f a c e s )>< i n t e r f a c e s : type name ( ) ; s epara to r =”, ”><endi f><\\>
< i f ( abs t rac t)>< i f ( ance s to r s | | i n t e r f a c e s )> , <endi f>ABC<endi f><\\>
< i f ( abs t rac t | | ance s to r s | | i n t e r f a c e s )>)<endi f>
>>
// Type
p r im i t i v e type boo l e an ( ) : := ” bool ”
p r im i t i v e t yp e i n t e g e r ( ) : := ” in t ”
p r im i t i v e type dec ima l ( ) : := ”Decimal”
p r im i t i v e t y p e s t r i n g ( ) : := ” s t r ”
p r im i t i v e t ype r e g ex ( ) : := ”Pattern ”
p r im i t i v e type by t e ( ) : := ” in t ”
p r im i t i v e t yp e sho r t ( ) : := ” in t ”
p r im i t i v e t yp e l ong ( ) : := ” in t ”
p r im i t i v e t y p e f l o a t ( ) : := ” f l o a t ”
p r im i t i v e type doub l e ( ) : := ” f l o a t ”
p r im i t i v e type cha r ( ) : := ” in t ”
type hint name (name) ::=<<
’< c las s type name (name)> ’
>>
// L i t e r a l
l i t e r a l e x p r b o o l e a n ( text ) : := <<
<text ; format=”pascal−case”>
>>
l i t e r a l e x p r s t r i n g ( text ) : := <<
”<text>”
>>
l i t e r a l e x p r i n t e g e r ( text ) : := <<
<text>
>>
l i t e r a l e x p r l o n g ( text ) : := <<
<text>
>>
l i t e r a l e x p r s h o r t ( text ) : := <<
<text>
>>
l i t e r a l e x p r b y t e ( text ) : := <<
<text>
>>
l i t e r a l e x p r d e c ima l ( text ) : := <<
Decimal(”< text>”)
>>
l i t e r a l e x p r f l o a t ( text ) : := <<
<text>
>>




nu l l v a l u e ( ) : := ”None”
i n t e g r a l z e r o ( ) : := ”0”
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f l o a t z e r o ( ) : := ”0”
boo l e a n f a l s e ( ) : := ”False ”
// Operations
operat ion add ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> + <expre s s i on ( r i gh t )>”
operat ion sub ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> − <expre s s i on ( r i gh t )>”
operat ion mul ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> ∗ <expre s s i on ( r i gh t )>”
ope ra t i on d iv ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> / <expre s s i on ( r i gh t )>”
operation mod ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> % <expre s s i on ( r i gh t )>”
operat ion exp ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> ∗∗ <expre s s i on ( r i gh t )>”
op e r a t i o n s t r i n g c on c a t ( l e f t , r i gh t ) : := <<
<s t r i ng conca t ope rand ( l e f t )> + <s t r i ng conca t ope rand ( r i gh t )>
>>
s t r i ng conca t ope rand ( expr ) : := <<
< i f ( ! expr . type . s t r i n g )> s t r (<endi f><nu l l ab l e e xp r ( expr)>< i f ( ! expr . type . s t r i n g )>)<endi f>
>>
opera t i on eq ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> == <expre s s i on ( r i gh t )>”
ope ra t i on in eq ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> != <expre s s i on ( r i gh t )>”
ope ra t i on g t ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> > <expre s s i on ( r i gh t )>”
ope ra t i on g t e ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> >= <expre s s i on ( r i gh t )>”
op e r a t i o n l t ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> \< <expre s s i on ( r i gh t )>”
op e r a t i o n l t e ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> \<= <expre s s i on ( r i gh t )>”
operat ion and ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> and <expre s s i on ( r i gh t )>”
ope ra t i on o r ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> or <expre s s i on ( r i gh t )>”
opera t i on not ( expr ) : := ”not <expre s s i on ( expr)>”
op e r a t i o n r e f e q r e q u i r e d r e q u i r e d ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> == <expre s s i on ( r i gh t )>”
op e r a t i o n n o t r e f e q r e qu i r e d r e qu i r e d ( l e f t , r i gh t ) : := ”<expre s s i on ( l e f t )> != <expre s s i on ( r i gh t )>”
// Paths
path expr ( path ) : := <<
< i f ( path . none)><\\>
None<\\>
<e l s e i f ( path . s e l f )><\\>
<a c t u a l s e l f f i e l d ()><\\>
<e l s e i f ( path . base)><\\>
<pa th ba s e c a l l ( path)><\\>
<e l s e i f ( lambda . parameters)><\\>
<f i e ld name ( path)><\\>
<e l s e i f ( ! lambda . parameters && lambda . innerExpres s ion)><\\>
item.<path property ( path)><\\>
<e l s e><\\>
<p a t h g e t t e r c a l l ( path)><\\>
<endi f>
>>
p a t h g e t t e r c a l l ( path ) : := <<
<a c t u a l s e l f f i e l d ()>.<path property ( path)>
>>
pa th ba s e c a l l ( path ) : := <<
< i f ( path . base . type . sequence)><\\>
<path map cal l ( path ) ; anchor><\\>
<e l s e i f ( path . base . type . op t i ona l && path . type . boolean)><\\>
False i f <path expr ( path . base)> i s None e l s e <path expr ( path . base)>.<path property ( path)><\\>
<e l s e><\\>
<path expr ( path . base)>.<path property ( path)><\\>
<endi f>
>>
path map cal l ( path ) : := <<
< i f ( path . or ig ina lType . sequence)> i t e r t o o l s . chain . f r om i t e r ab l e (<endi f><\\>
map(
<indent ()> lambda <f i e ld name ( path . base . type )>: <f i e ld name ( path . base . type)>.<path property ( path)> ,
<indent()><path expr ( path . base)>
)<\\>
< i f ( path . or ig ina lType . sequence)>)<endi f>
>>
path property ( path ) : := <<
<path . name ; format=”underscore−case”>
>>
t o l i s t ( expr ) : := <<
l i s t (<\n><indent()><expr><\n>)
>>
e xp r e s s i o n c ond i t i o n a l ( expr ) : := <<
(< expre s s i on ( expr . thenExpr)> i f <expre s s i on ( expr . condExpr)> e l s e <expre s s i on ( expr . e l seExpr )>)
>>
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / v eh i c l e s cm l c j a v a / expected−c l i e n t−output . txt
B i d i r e c t i o n a l As soc i a t i on s ( cmlc java )
Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Employees : [ Employee (name=”Donald Duck”) , Employee (name=”Mickey Mouse ” ) ]
− Flee t : [ Veh ic l e ( p l a t e=”DUCK”) , Veh ic l e ( p l a t e=”MOUSE” ) ]
Employee (name=”Donald Duck”)
− Employer : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Vehic l e : Optional [ Veh ic l e ( p l a t e=”DUCK” ) ]
Employee (name=”Mickey Mouse”)
− Employer : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Vehic l e : Optional [ Veh ic l e ( p l a t e=”MOUSE” ) ]
Veh ic l e ( p l a t e=”DUCK”)
− Owner : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Driver : Optional [ Employee (name=”Donald Duck ” ) ]
Veh ic l e ( p l a t e=”MOUSE”)
− Owner : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Driver : Optional [ Employee (name=”Mickey Mouse ” ) ]
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / v eh i c l e s cm l c j a v a /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−a s s o c i a t i on s−b i d i r e c t i o n a l </groupId>
<a r t i f a c t I d>veh i c l e s−cmlc−c l i e n t </a r t i f a c t I d>




<prope r t i e s>
<j a r . name>veh i c l e s−cmlc−c l i e n t </j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−a s s o c i a t i on s−b i d i r e c t i o n a l </groupId>
<a r t i f a c t I d>veh i c l e s−cmlc</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>v eh i c l e s . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>expre s s i ons−conso le−jar−with−dependencies</id>
<phase>package</phase>
<goals>








==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s / c l i e n t /Launcher . java
package v eh i c l e s . c l i e n t ;
import v e h i c l e s . cmlc . Corporation ;
import v e h i c l e s . cmlc . Employee ;
import v e h i c l e s . cmlc . Veh ic l e ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” B i d i r e c t i o n a l As soc i a t i on s ( cmlc java )\n ” ) ;
f i n a l Corporation corporat ion = Corporation . c reateCorporat ion (”Walt Disney ” , emptyList ( ) , emptyList ( ) ) ;
f i n a l Veh ic l e duck = Vehic l e . c r e a t eVeh i c l e (”DUCK” , nul l , co rporat ion ) ;
f i n a l Employee donald = Employee . createEmployee (”Donald Duck” , corporat ion , duck ) ;
f i n a l Employee mickey = Employee . createEmployee (”Mickey Mouse” , corporat ion , nu l l ) ;
f i n a l Veh ic l e mouse = Vehic l e . c r e a t eVeh i c l e (”MOUSE” , mickey , co rporat i on ) ;
System . out . p r i n t l n ( corporat i on ) ;
System . out . p r i n t l n (”− Employees : ” + corporat i on . getEmployees ( ) ) ;
System . out . p r i n t l n (”− Flee t : ” + corporat i on . g e tF l e e t ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n ( donald ) ;
System . out . p r i n t l n (”− Employer : ” + donald . getEmployer ( ) ) ;
System . out . p r i n t l n (”− Vehic l e : ” + donald . ge tVeh i c l e ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (mickey ) ;
System . out . p r i n t l n (”− Employer : ” + mickey . getEmployer ( ) ) ;
System . out . p r i n t l n (”− Vehic l e : ” + mickey . ge tVeh i c l e ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n ( duck ) ;
System . out . p r i n t l n (”− Owner : ” + duck . getOwner ( ) ) ;
System . out . p r i n t l n (”− Driver : ” + duck . getDr iver ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (mouse ) ;
System . out . p r i n t l n (”− Owner : ” + mouse . getOwner ( ) ) ;
System . out . p r i n t l n (”− Driver : ” + mouse . getDr iver ( ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / veh i c l e s cm l c py / c l i e n t . py
from cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s cm l c import ∗
pr in t (” B i d i r e c t i o n a l As soc i a t i on s ( cmlc py )\n”)
donald = Employee . c reate employee (”Donald Duck” , None , None )
corporat i on = Corporation . c r e a t e c o rpo r a t i on (”Walt Disney ” , [ donald ] , [ ] )
mouse = Vehic l e . c r e a t e v e h i c l e (”MOUSE” , None , co rporat i on )
mickey = Employee . c reate employee (”Mickey Mouse” , corporat ion , mouse )
duck = Vehic l e . c r e a t e v e h i c l e (”DUCK” , donald , co rporat i on )
p r in t ( co rporat i on )
p r in t (”− Employees : %s” % ’ , ’ . j o i n (map( str , co rporat i on . employees ) ) )
p r in t (”− Flee t : %s” % ’ , ’ . j o i n (map( str , co rporat i on . f l e e t ) ) )
p r in t ( )
p r in t ( donald )
p r in t (”− Employer : %s” % donald . employer )
p r in t (”− Vehic l e : %s” % donald . v eh i c l e )
p r in t ( )
p r in t (mickey )
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pr in t (”− Employer : %s” % mickey . employer )
p r in t (”− Vehic l e : %s” % mickey . v eh i c l e )
p r in t ( )
p r in t ( duck )
pr in t (”− Owner : %s” % duck . owner )
p r in t (”− Driver : %s” % duck . d r i v e r )
p r in t ( )
p r in t (mouse )
p r in t (”− Owner : %s” % mouse . owner )
p r in t (”− Driver : %s” % mouse . d r i v e r )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / veh i c l e s cm l c py / expected−c l i e n t−output . txt
B i d i r e c t i o n a l As soc i a t i on s ( cmlc py )
CorporationImpl ( stock=True , p r o f i t=True , name=Walt Disney )
− Employees : EmployeeImpl (name=Donald Duck ) , EmployeeImpl (name=Mickey Mouse )
− Flee t : Vehic leImpl ( p l a t e=MOUSE) , Vehic leImpl ( p l a t e=DUCK)
EmployeeImpl (name=Donald Duck)
− Employer : CorporationImpl ( stock=True , p r o f i t=True , name=Walt Disney )
− Vehic l e : Vehic leImpl ( p l a t e=DUCK)
EmployeeImpl (name=Mickey Mouse )
− Employer : CorporationImpl ( stock=True , p r o f i t=True , name=Walt Disney )
− Vehic l e : Vehic leImpl ( p l a t e=MOUSE)
Vehic leImpl ( p l a t e=DUCK)
− Owner : CorporationImpl ( stock=True , p r o f i t=True , name=Walt Disney )
− Driver : EmployeeImpl (name=Donald Duck)
Vehic leImpl ( p l a t e=MOUSE)
− Owner : CorporationImpl ( stock=True , p r o f i t=True , name=Walt Disney )
− Driver : EmployeeImpl (name=Mickey Mouse )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / v e h i c l e s p o j / expected−c l i e n t−output . txt
B i d i r e c t i o n a l As soc i a t i on s ( poj )
Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Employees : [ Employee (name=”Donald Duck”) , Employee (name=”Mickey Mouse ” ) ]
− Flee t : [ Veh ic l e ( p l a t e=”MOUSE”) , Veh ic l e ( p l a t e=”DUCK” ) ]
Employee (name=”Donald Duck”)
− Employer : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Vehic l e : Optional [ Veh ic l e ( p l a t e=”DUCK” ) ]
Employee (name=”Mickey Mouse”)
− Employer : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Vehic l e : Optional [ Veh ic l e ( p l a t e=”MOUSE” ) ]
Veh ic l e ( p l a t e=”DUCK”)
− Owner : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Driver : Optional [ Employee (name=”Donald Duck ” ) ]
Veh ic l e ( p l a t e=”MOUSE”)
− Owner : Corporation ( stock=”true ” , p r o f i t=”true ” , name=”Walt Disney ”)
− Driver : Optional [ Employee (name=”Mickey Mouse ” ) ]
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / v e h i c l e s p o j /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−a s s o c i a t i on s−b i d i r e c t i o n a l </groupId>
<a r t i f a c t I d>veh i c l e s−poj−c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>veh i c l e s−poj−c l i e n t </j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−a s s o c i a t i on s−b i d i r e c t i o n a l </groupId>
<a r t i f a c t I d>veh i c l e s−poj</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>v eh i c l e s . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>expre s s i ons−conso le−jar−with−dependencies</id>
<phase>package</phase>
<goals>










==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / c l i e n t /Launcher . java
package v eh i c l e s . c l i e n t ;
import v e h i c l e s . poj . Corporation ;
import v e h i c l e s . poj . Employee ;
import v e h i c l e s . poj . Veh ic l e ;
import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” B i d i r e c t i o n a l As soc i a t i on s ( poj )\n ” ) ;
f i n a l Corporation corporat ion = new Corporation (”Walt Disney ” , emptyList ( ) , emptyList ( ) ) ;
f i n a l Veh ic l e mouse = new Vehic l e (”MOUSE” , nul l , co rporat i on ) ;
f i n a l Employee donald = new Employee (”Donald Duck” , corporat ion , nu l l ) ;
f i n a l Employee mickey = new Employee (”Mickey Mouse” , corporat ion , mouse ) ;
f i n a l Veh ic l e duck = new Vehic l e (”DUCK” , donald , co rporat i on ) ;
System . out . p r i n t l n ( corporat i on ) ;
System . out . p r i n t l n (”− Employees : ” + corporat i on . getEmployees ( ) ) ;
System . out . p r i n t l n (”− Flee t : ” + corporat i on . g e tF l e e t ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n ( donald ) ;
System . out . p r i n t l n (”− Employer : ” + donald . getEmployer ( ) ) ;
System . out . p r i n t l n (”− Vehic l e : ” + donald . ge tVeh i c l e ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (mickey ) ;
System . out . p r i n t l n (”− Employer : ” + mickey . getEmployer ( ) ) ;
System . out . p r i n t l n (”− Vehic l e : ” + mickey . ge tVeh i c l e ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n ( duck ) ;
System . out . p r i n t l n (”− Owner : ” + duck . getOwner ( ) ) ;
System . out . p r i n t l n (”− Driver : ” + duck . getDr iver ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (mouse ) ;
System . out . p r i n t l n (”− Owner : ” + mouse . getOwner ( ) ) ;
System . out . p r i n t l n (”− Driver : ” + mouse . getDr iver ( ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / veh i c l e s pop / c l i e n t . py
from cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s p o p import ∗
pr in t (” B i d i r e c t i o n a l As soc i a t i on s ( pop)\n”)
donald = Employee (”Donald Duck” , None , None )
corporat i on = Corporation (”Walt Disney ” , [ donald ] , [ ] )
mouse = Vehic l e (”MOUSE” , None , co rporat i on )
mickey = Employee (”Mickey Mouse” , corporat ion , mouse )
duck = Vehic l e (”DUCK” , donald , co rporat i on )
p r in t ( co rporat i on )
p r in t (”− Employees : %s” % ’ , ’ . j o i n (map( str , co rporat i on . employees ) ) )
p r in t (”− Flee t : %s” % ’ , ’ . j o i n (map( str , co rporat i on . f l e e t ) ) )
p r in t ( )
p r in t ( donald )
p r in t (”− Employer : %s” % donald . employer )
p r in t (”− Vehic l e : %s” % donald . v eh i c l e )
p r in t ( )
p r in t (mickey )
pr in t (”− Employer : %s” % mickey . employer )
p r in t (”− Vehic l e : %s” % mickey . v eh i c l e )
p r in t ( )
p r in t ( duck )
pr in t (”− Owner : %s” % duck . owner )
p r in t (”− Driver : %s” % duck . d r i v e r )
p r in t ( )
p r in t (mouse )
p r in t (”− Owner : %s” % mouse . owner )
p r in t (”− Driver : %s” % mouse . d r i v e r )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / c l i e n t s / veh i c l e s pop / expected−c l i e n t−output . txt
B i d i r e c t i o n a l As soc i a t i on s ( pop )
Corporation ( stock=True , p r o f i t=True , name=Walt Disney )
− Employees : Employee (name=Donald Duck ) , Employee (name=Mickey Mouse )
− Flee t : Veh ic l e ( p l a t e=MOUSE) , Veh ic l e ( p l a t e=DUCK)
Employee (name=Donald Duck)
− Employer : Corporation ( stock=True , p r o f i t=True , name=Walt Disney )
− Vehic l e : Veh ic l e ( p l a t e=DUCK)
Employee (name=Mickey Mouse )
− Employer : Corporation ( stock=True , p r o f i t=True , name=Walt Disney )
− Vehic l e : Veh ic l e ( p l a t e=MOUSE)
Vehic l e ( p l a t e=DUCK)
− Owner : Corporation ( stock=True , p r o f i t=True , name=Walt Disney )
− Driver : Employee (name=Donald Duck)
Vehic l e ( p l a t e=MOUSE)
− Owner : Corporation ( stock=True , p r o f i t=True , name=Walt Disney )
− Driver : Employee (name=Mickey Mouse )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a /cml−compiler−output . txt
model f i l e s :
− pom. xml
Vehic l e f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Vehic l e . java
Employee f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Employee . java
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Organizat ion f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Organizat ion . java
Corporation f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Corporation . java
Employment f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Employment . java
VehicleOwnership f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/VehicleOwnership . java
VehicleAssignment f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/VehicleAssignment . java
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−a s s o c i a t i on s−b i d i r e c t i o n a l </groupId>
<a r t i f a c t I d>veh i c l e s−cmlc</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/Corporation . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Corporation extends Organizat ion
{
boolean i sS tock ( ) ;
boolean i s P r o f i t ( ) ;
Corporation getMyse l f ( ) ;
Veh ic l e getNewVehicle ( ) ;
s t a t i c Corporation createCorporat ion ( St r ing name , List<Employee> employees , List<Vehicle> f l e e t )
{
return createCorporat ion (name , employees , f l e e t , true , t rue ) ;
}
s t a t i c Corporation createCorporat ion ( St r ing name , List<Employee> employees , List<Vehicle> f l e e t , boolean stock , boolean p r o f i t )
{
return new CorporationImpl ( nul l , name , employees , f l e e t , stock , p r o f i t ) ;
}
s t a t i c Corporation extendCorporat ion ( @Nullable Corporation a c t u a l s e l f , Organizat ion organ izat ion , boolean stock , boolean p r o f i t )
{
return new CorporationImpl ( a c t u a l s e l f , o rgan izat ion , stock , p r o f i t ) ;
}
}
c l a s s CorporationImpl implements Corporation
{
pr iva t e f i n a l @Nullable Corporation a c t u a l s e l f ;
p r i va t e f i n a l Organizat ion o rgan i za t i on ;
p r i va t e f i n a l boolean stock ;
p r i va t e f i n a l boolean p r o f i t ;
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CorporationImpl ( @Nullable Corporation a c t u a l s e l f , S t r ing name , List<Employee> employees , List<Vehicle> f l e e t , boolean stock , boolean p r o f i t )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . o rgan i za t i on = Organizat ion . extendOrganizat ion ( t h i s . a c t u a l s e l f , name , employees , f l e e t ) ;
t h i s . s tock = stock ;
t h i s . p r o f i t = p r o f i t ;
}
CorporationImpl ( @Nullable Corporation a c t u a l s e l f , Organizat ion organ izat ion , boolean stock , boolean p r o f i t )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . o rgan i za t i on = organ i za t i on ;
t h i s . s tock = stock ;
t h i s . p r o f i t = p r o f i t ;
}
pub l i c boolean i sS tock ( )
{
return t h i s . s tock ;
}
pub l i c boolean i s P r o f i t ( )
{
return t h i s . p r o f i t ;
}
pub l i c Corporation getMyse l f ( )
{
return t h i s . a c t u a l s e l f ;
}
pub l i c Veh ic l e getNewVehicle ( )
{
return Vehic l e . c r e a t eVeh i c l e (”NEW” , seq ( t h i s . a c t u a l s e l f . getEmployees ( ) ) . f i n dF i r s t ( ) . o rE l se ( nu l l ) , t h i s . a c t u a l s e l f ) ;
}
pub l i c St r ing getName ( )
{
return t h i s . o rgan i za t i on . getName ( ) ;
}
pub l i c List<Employee> getEmployees ( )
{
return t h i s . o rgan i za t i on . getEmployees ( ) ;
}
pub l i c List<Vehicle> ge tF l e e t ( )
{
return t h i s . o rgan i za t i on . g e tF l e e t ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Corporation . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” stock =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . i sS tock ( ) ) ) . append (” , ”)
. append (” p r o f i t =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . i s P r o f i t ( ) ) ) . append (” , ”)
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/Employee . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Employee
{
Str ing getName ( ) ;
Organizat ion getEmployer ( ) ;
Optional<Vehicle> ge tVeh i c l e ( ) ;
s t a t i c Employee createEmployee ( St r ing name , Organizat ion employer , @Nullable Vehic l e v eh i c l e )
{
return new EmployeeImpl ( nul l , name , employer , v eh i c l e ) ;
}
s t a t i c Employee extendEmployee ( @Nullable Employee a c t u a l s e l f , S t r ing name , Organizat ion employer , @Nullable Vehic l e v eh i c l e )
{
return new EmployeeImpl ( a c t u a l s e l f , name , employer , v eh i c l e ) ;
}
}
c l a s s EmployeeImpl implements Employee
{
pr iva t e s t a t i c Employment employment ;
p r i va t e s t a t i c VehicleAssignment vehic leAss ignment ;
p r i va t e f i n a l @Nullable Employee a c t u a l s e l f ;
p r i va t e f i n a l St r ing name ;
EmployeeImpl ( @Nullable Employee a c t u a l s e l f , S t r ing name , Organizat ion employer , @Nullable Vehic l e v eh i c l e )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . name = name ;
employment . l i n k ( employer , t h i s . a c t u a l s e l f ) ;
vehic leAss ignment . l i n k ( veh i c l e , t h i s . a c t u a l s e l f ) ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c Organizat ion getEmployer ( )
{




pub l i c Optional<Vehicle> ge tVeh i c l e ( )
{
return vehic leAss ignment . veh i c l eOf ( a c t u a l s e l f ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Employee . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
s t a t i c void setEmployment (Employment a s s o c i a t i o n )
{
employment = a s s o c i a t i o n ;
}
s t a t i c void setVehic leAss ignment ( VehicleAssignment a s s o c i a t i o n )
{
vehic leAss ignment = a s s o c i a t i o n ;
}
s t a t i c
{
Employment . i n i t ( Employee . c l a s s ) ;
VehicleAssignment . i n i t ( Employee . c l a s s ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/Employment . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
pub l i c c l a s s Employment
{
pr iva t e s t a t i c f i n a l Employment s i n g l e t on = new Employment ( ) ;
s t a t i c void i n i t ( Class<?> c l s )
{
i f ( Employee . c l a s s . i sAss ignableFrom ( c l s ) )
{
EmployeeImpl . setEmployment ( s i n g l e t on ) ;
}
i f ( Organizat ion . c l a s s . i sAss ignableFrom ( c l s ) )
{
Organizat ionImpl . setEmployment ( s i n g l e t on ) ;
}
}
pr iva t e f i n a l Map<Employee , Organization> employer = new HashMap<>();
p r i va t e f i n a l Map<Organization , Set<Employee>> employees = new HashMap<>();
synchronized void linkMany ( Organizat ion employer , List<Employee> employees )
{
f o r ( Employee employee : employees ) l i n k ( employer , employee ) ;
}
synchronized void l i n k ( Organizat ion organ izat ion , Employee employee )
{
t h i s . employer . put ( employee , o rgan i za t i on ) ;
f i n a l Set<Employee> employeeList = th i s . employees . computeIfAbsent ( organ izat ion , key −> new LinkedHashSet<>());
i f ( ! employeeList . conta ins ( employee ) )
{
employeeList . add ( employee ) ;
}
}
synchronized Optional<Organization> employerOf (Employee employee )
{
return Optional . o fNu l l ab l e ( t h i s . employer . get ( employee ) ) ;
}
synchronized List<Employee> employeesOf ( Organizat ion o rgan i za t i on )
{
f i n a l Set<Employee> employeeList = th i s . employees . get ( o rgan i za t i on ) ;
re turn ( employeeList == nu l l ) ? Co l l e c t i o n s . emptyList ( ) : new ArrayList<>(employeeList ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/Organizat ion . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Organizat ion
{
Str ing getName ( ) ;
List<Employee> getEmployees ( ) ;
List<Vehicle> ge tF l e e t ( ) ;
s t a t i c Organizat ion extendOrganizat ion ( @Nullable Organizat ion a c t u a l s e l f , S t r ing name , List<Employee> employees , List<Vehicle> f l e e t )
{
return new Organizat ionImpl ( a c t u a l s e l f , name , employees , f l e e t ) ;
}
}
c l a s s Organizat ionImpl implements Organizat ion
{
pr iva t e s t a t i c Employment employment ;
p r i va t e s t a t i c VehicleOwnership vehic leOwnership ;
p r i va t e f i n a l @Nullable Organizat ion a c t u a l s e l f ;
p r i va t e f i n a l St r ing name ;




t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . name = name ;
employment . linkMany ( t h i s . a c t u a l s e l f , employees ) ;
vehic leOwnership . linkMany ( t h i s . a c t u a l s e l f , f l e e t ) ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c List<Employee> getEmployees ( )
{
return employment . employeesOf ( a c t u a l s e l f ) ;
}
pub l i c List<Vehicle> ge tF l e e t ( )
{
return vehic leOwnership . f l e e tO f ( a c t u a l s e l f ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Organizat ion . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
s t a t i c void setEmployment (Employment a s s o c i a t i o n )
{
employment = a s s o c i a t i o n ;
}
s t a t i c void setVehic leOwnership ( VehicleOwnership a s s o c i a t i o n )
{
vehic leOwnership = a s s o c i a t i o n ;
}
s t a t i c
{
Employment . i n i t ( Organizat ion . c l a s s ) ;
VehicleOwnership . i n i t ( Organizat ion . c l a s s ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/Vehic l e . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Vehic l e
{
Str ing getP late ( ) ;
Optional<Employee> getDr iver ( ) ;
Organizat ion getOwner ( ) ;
s t a t i c Vehic l e c r ea t eVeh i c l e ( St r ing plate , @Nullable Employee dr iver , Organizat ion owner )
{
return new Vehic leImpl ( nul l , p late , dr iver , owner ) ;
}
s t a t i c Vehic l e extendVehic le ( @Nullable Veh ic l e a c t u a l s e l f , S t r ing plate , @Nullable Employee dr iver , Organizat ion owner )
{
return new Vehic leImpl ( a c t u a l s e l f , p late , dr iver , owner ) ;
}
}
c l a s s Vehic leImpl implements Vehic l e
{
pr iva t e s t a t i c VehicleOwnership vehic leOwnership ;
p r i va t e s t a t i c VehicleAssignment vehic leAss ignment ;
p r i va t e f i n a l @Nullable Veh ic l e a c t u a l s e l f ;
p r i va t e f i n a l St r ing p la t e ;
Vehic leImpl ( @Nullable Veh ic l e a c t u a l s e l f , S t r ing plate , @Nullable Employee dr iver , Organizat ion owner )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . p l a t e = p la t e ;
vehic leAss ignment . l i n k ( dr iver , t h i s . a c t u a l s e l f ) ;
vehic leOwnership . l i n k ( owner , t h i s . a c t u a l s e l f ) ;
}
pub l i c St r ing getP late ( )
{
return t h i s . p l a t e ;
}
pub l i c Optional<Employee> getDr iver ( )
{
return vehic leAss ignment . dr iverOf ( a c t u a l s e l f ) ;
}
pub l i c Organizat ion getOwner ( )
{
return vehic leOwnership . ownerOf ( a c t u a l s e l f ) . get ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Vehic l e . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” p la t e =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . ge tP late ( ) ) )
. append ( ’ ) ’ )




s t a t i c void setVehic leOwnership ( VehicleOwnership a s s o c i a t i o n )
{
vehic leOwnership = a s s o c i a t i o n ;
}
s t a t i c void setVehic leAss ignment ( VehicleAssignment a s s o c i a t i o n )
{
vehic leAss ignment = a s s o c i a t i o n ;
}
s t a t i c
{
VehicleOwnership . i n i t ( Veh ic l e . c l a s s ) ;
VehicleAssignment . i n i t ( Veh ic l e . c l a s s ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/VehicleAssignment . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
pub l i c c l a s s VehicleAssignment
{
pr iva t e s t a t i c f i n a l VehicleAssignment s i n g l e t on = new VehicleAssignment ( ) ;
s t a t i c void i n i t ( Class<?> c l s )
{
i f ( Veh ic l e . c l a s s . i sAss ignableFrom ( c l s ) )
{
Vehic leImpl . setVehic leAss ignment ( s i n g l e t on ) ;
}
i f ( Employee . c l a s s . i sAss ignableFrom ( c l s ) )
{
EmployeeImpl . setVehic leAss ignment ( s i n g l e t on ) ;
}
}
pr iva t e f i n a l Map<Vehicle , @Nullable Employee> dr i v e r = new HashMap<>();
p r i va t e f i n a l Map<Employee , @Nullable Vehic le> v eh i c l e = new HashMap<>();
synchronized void l i n k (Employee employee , Veh ic l e v eh i c l e )
{
t h i s . d r i v e r . put ( veh i c l e , employee ) ;
t h i s . v eh i c l e . put ( employee , v eh i c l e ) ;
}
synchronized void l i n k ( Vehic l e veh i c l e , Employee employee )
{
t h i s . d r i v e r . put ( veh i c l e , employee ) ;
t h i s . v eh i c l e . put ( employee , v eh i c l e ) ;
}
synchronized Optional<Employee> dr iverOf ( Vehic l e v eh i c l e )
{
return Optional . o fNu l l ab l e ( t h i s . d r i v e r . get ( v eh i c l e ) ) ;
}
synchronized Optional<Vehicle> veh i c l eOf ( Employee employee )
{
return Optional . o fNu l l ab l e ( t h i s . v eh i c l e . get ( employee ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s /cmlc/VehicleOwnership . java
package v eh i c l e s . cmlc ;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
pub l i c c l a s s VehicleOwnership
{
pr iva t e s t a t i c f i n a l VehicleOwnership s i n g l e t on = new VehicleOwnership ( ) ;
s t a t i c void i n i t ( Class<?> c l s )
{
i f ( Veh ic l e . c l a s s . i sAss ignableFrom ( c l s ) )
{
Vehic leImpl . setVehic leOwnership ( s i n g l e t on ) ;
}
i f ( Organizat ion . c l a s s . i sAss ignableFrom ( c l s ) )
{
Organizat ionImpl . setVehic leOwnership ( s i n g l e t on ) ;
}
}
pr iva t e f i n a l Map<Vehicle , Organization> owner = new HashMap<>();
p r i va t e f i n a l Map<Organization , Set<Vehicle>> f l e e t = new HashMap<>();
synchronized void linkMany ( Organizat ion owner , List<Vehicle> f l e e t )
{
f o r ( Vehic l e v eh i c l e : f l e e t ) l i n k ( owner , v eh i c l e ) ;
}
synchronized void l i n k ( Organizat ion organ izat ion , Vehic l e v eh i c l e )
{
t h i s . owner . put ( veh i c l e , o rgan i za t i on ) ;
f i n a l Set<Vehicle> v e h i c l e L i s t = th i s . f l e e t . computeIfAbsent ( organ izat ion , key −> new LinkedHashSet<>());
i f ( ! v e h i c l e L i s t . conta ins ( v eh i c l e ) )
{
v e h i c l e L i s t . add ( v eh i c l e ) ;
}
}
synchronized Optional<Organization> ownerOf ( Veh ic l e v eh i c l e )
{
return Optional . o fNu l l ab l e ( t h i s . owner . get ( v eh i c l e ) ) ;
}
synchronized List<Vehicle> f l e e tO f ( Organizat ion o rgan i za t i on )
{
f i n a l Set<Vehicle> v e h i c l e L i s t = th i s . f l e e t . get ( o rgan i za t i on ) ;
re turn ( v e h i c l e L i s t == nu l l ) ? Co l l e c t i o n s . emptyList ( ) : new ArrayList<>(v e h i c l e L i s t ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / veh i c l e s cm l c py /cml−compiler−output . txt
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model f i l e s :
− setup . py
− cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s cm l c / i n i t . py
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / veh i c l e s cm l c py / cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s cm l c / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s Employment :
s i n g l e t o n = None
def new ( c l s ) −> ’ Employment ’ :
i f c l s . s i n g l e t o n i s None :
c l s . s i n g l e t o n = super ( Employment , c l s ) . new ( c l s )
return c l s . s i n g l e t o n
def i n i t ( s e l f ) −> ’None ’ :
s e l f . employer = {} # type : Dict [ Employee , Organizat ion ]
s e l f . employees = {} # type : Dict [ Organization , L i s t [ Employee ] ]
de f l ink many ( s e l f , employer : ’ Organization ’ , employees : ’ L i s t [ Employee ] ’ ) −> ’None ’ :
f o r employee in employees : s e l f . l i n k ( o rgan i za t i on=employer , employee=employee )
de f l i n k ( s e l f , o r gan i za t i on : ’ Organization ’ , employee : ’ Employee ’ ) −> ’None ’ :
s e l f . employer [ employee ] = organ i za t i on
i f o rgan i za t i on in s e l f . employees :
emp l oy e e l i s t = s e l f . employees [ o rgan i za t i on ]
e l s e :
emp l oy e e l i s t = [ employee ]
i f not ( employee in emp l oy e e l i s t ) :
emp l oy e e l i s t . append ( employee )
s e l f . employees [ o rgan i za t i on ] = emp l oy e e l i s t
de f employer o f ( s e l f , employee : ’ Employee ’ ) −> ’ Optional [ Organizat ion ] ’ :
i f employee in s e l f . employer :
re turn s e l f . employer [ employee ]
e l s e :
re turn None
def employees o f ( s e l f , o rgan i za t i on : ’ Organization ’ ) −> ’ L i s t [ Employee ] ’ :
i f o r gan i za t i on in s e l f . employees :
emp l oy e e l i s t = s e l f . employees [ o rgan i za t i on ]
e l s e :
emp l oy e e l i s t = [ ]
re turn l i s t ( emp l oy e e l i s t )
c l a s s Vehic leOwnership :
s i n g l e t o n = None
def new ( c l s ) −> ’ VehicleOwnership ’ :
i f c l s . s i n g l e t o n i s None :
c l s . s i n g l e t o n = super ( VehicleOwnership , c l s ) . new ( c l s )
return c l s . s i n g l e t o n
def i n i t ( s e l f ) −> ’None ’ :
s e l f . owner = {} # type : Dict [ Vehic le , Organizat ion ]
s e l f . f l e e t = {} # type : Dict [ Organization , L i s t [ Veh ic l e ] ]
de f l ink many ( s e l f , owner : ’ Organization ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ ) −> ’None ’ :
f o r v eh i c l e in f l e e t : s e l f . l i n k ( o rgan i za t i on=owner , v eh i c l e=veh i c l e )
de f l i n k ( s e l f , o r gan i za t i on : ’ Organization ’ , v eh i c l e : ’ Vehic le ’ ) −> ’None ’ :
s e l f . owner [ v eh i c l e ] = organ i za t i on
i f o rgan i za t i on in s e l f . f l e e t :
v e h i c l e l i s t = s e l f . f l e e t [ o rgan i za t i on ]
e l s e :
v e h i c l e l i s t = [ v eh i c l e ]
i f not ( v eh i c l e in v e h i c l e l i s t ) :
v e h i c l e l i s t . append ( v eh i c l e )
s e l f . f l e e t [ o rgan i za t i on ] = v e h i c l e l i s t
de f owner of ( s e l f , v e h i c l e : ’ Vehic le ’ ) −> ’ Optional [ Organizat ion ] ’ :
i f v eh i c l e in s e l f . owner :
re turn s e l f . owner [ v eh i c l e ]
e l s e :
re turn None
def f l e e t o f ( s e l f , o rgan i za t i on : ’ Organization ’ ) −> ’ L i s t [ Veh ic l e ] ’ :
i f o r gan i za t i on in s e l f . f l e e t :
v e h i c l e l i s t = s e l f . f l e e t [ o rgan i za t i on ]
e l s e :
v e h i c l e l i s t = [ ]
re turn l i s t ( v e h i c l e l i s t )
c l a s s Vehic leAss ignment :
s i n g l e t o n = None
def new ( c l s ) −> ’ VehicleAssignment ’ :
i f c l s . s i n g l e t o n i s None :
c l s . s i n g l e t o n = super ( VehicleAssignment , c l s ) . new ( c l s )
return c l s . s i n g l e t o n
def i n i t ( s e l f ) −> ’None ’ :
s e l f . d r i v e r = {} # type : Dict [ Vehic le , Optional [ Employee ] ]
s e l f . v e h i c l e = {} # type : Dict [ Employee , Optional [ Veh ic l e ] ]
de f l i n k ( s e l f , employee : ’ Employee ’ , v eh i c l e : ’ Vehic le ’ ) −> ’None ’ :
s e l f . d r i v e r [ v eh i c l e ] = employee
s e l f . v e h i c l e [ employee ] = veh i c l e
de f d r i v e r o f ( s e l f , v e h i c l e : ’ Vehic le ’ ) −> ’ Optional [ Employee ] ’ :
i f v eh i c l e in s e l f . d r i v e r :
re turn s e l f . d r i v e r [ v eh i c l e ]
e l s e :
re turn None
def v e h i c l e o f ( s e l f , employee : ’ Employee ’ ) −> ’ Optional [ Veh ic l e ] ’ :
i f employee in s e l f . v e h i c l e :
re turn s e l f . v e h i c l e [ employee ]
e l s e :
re turn None




def p l a t e ( s e l f ) −> ’ s t r ’ :
pass
@abstractproperty
def d r i v e r ( s e l f ) −> ’ Optional [ Employee ] ’ :
pass
@abstractproperty
def owner ( s e l f ) −> ’ Organization ’ :
pass
@staticmethod
def c r e a t e v e h i c l e ( p l a t e : ’ s t r ’ , d r i v e r : ’ Optional [ Employee ] ’ , owner : ’ Organization ’ ) −> ’ Vehic le ’ :
r e turn Vehic leImpl (None , plate , dr iver , owner )
@staticmethod
def ex t end veh i c l e ( a c t u a l s e l f : ’ Optional [ Veh ic l e ] ’ , p l a t e : ’ s t r ’ , d r i v e r : ’ Optional [ Employee ] ’ , owner : ’ Organization ’ ) −> ’ Vehic le ’ :
r e turn Vehic leImpl ( a c t u a l s e l f , p late , dr iver , owner )
c l a s s Vehic leImpl ( Vehic l e ) :
v eh i c l e owne r sh ip = Vehic leOwnership ( )
v eh i c l e a s s i gnment = Vehic leAss ignment ( )
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Veh ic l e ] ’ , p l a t e : ’ s t r ’ , d r i v e r : ’ Optional [ Employee ] ’ , owner : ’ Organization ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Veh ic l e ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . p l a t e = p la t e
s e l f . v eh i c l e a s s i gnment . l i n k ( employee=dr iver , v eh i c l e=s e l f . a c t u a l s e l f )
s e l f . v eh i c l e owne r sh ip . l i n k ( o rgan i za t i on=owner , v eh i c l e=s e l f . a c t u a l s e l f )
@property
def p l a t e ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . p l a t e
@property
def d r i v e r ( s e l f ) −> ’ Optional [ Employee ] ’ :
r e turn s e l f . v eh i c l e a s s i gnment . d r i v e r o f ( s e l f . a c t u a l s e l f )
@property
def owner ( s e l f ) −> ’ Organization ’ :
re turn s e l f . v eh i c l e owne r sh ip . owner of ( s e l f . a c t u a l s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( p la t e=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . p l a t e
)
c l a s s Employee (ABC) :
@abstractproperty
def name( s e l f ) −> ’ s t r ’ :
pass
@abstractproperty
def employer ( s e l f ) −> ’ Organization ’ :
pass
@abstractproperty
def v eh i c l e ( s e l f ) −> ’ Optional [ Veh ic l e ] ’ :
pass
@staticmethod
def create employee (name : ’ s t r ’ , employer : ’ Organization ’ , v eh i c l e : ’ Optional [ Veh ic l e ] ’ ) −> ’ Employee ’ :
re turn EmployeeImpl (None , name , employer , v eh i c l e )
@staticmethod
def extend employee ( a c t u a l s e l f : ’ Optional [ Employee ] ’ , name : ’ s t r ’ , employer : ’ Organization ’ , v eh i c l e : ’ Optional [ Veh ic l e ] ’ ) −> ’ Employee ’ :
re turn EmployeeImpl ( a c t u a l s e l f , name , employer , v eh i c l e )
c l a s s EmployeeImpl ( Employee ) :
employment = Employment ( )
v eh i c l e a s s i gnment = Vehic leAss ignment ( )
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Employee ] ’ , name : ’ s t r ’ , employer : ’ Organization ’ , v eh i c l e : ’ Optional [ Veh ic l e ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Employee ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . name = name
s e l f . employment . l i n k ( o rgan i za t i on=employer , employee=s e l f . a c t u a l s e l f )
s e l f . v eh i c l e a s s i gnment . l i n k ( v eh i c l e=veh i c l e , employee=s e l f . a c t u a l s e l f )
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
@property
def employer ( s e l f ) −> ’ Organization ’ :
re turn s e l f . employment . employer o f ( s e l f . a c t u a l s e l f )
@property
def v eh i c l e ( s e l f ) −> ’ Optional [ Veh ic l e ] ’ :
r e turn s e l f . v eh i c l e a s s i gnment . v e h i c l e o f ( s e l f . a c t u a l s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . name
)
c l a s s Organizat ion (ABC) :
@abstractproperty
def name( s e l f ) −> ’ s t r ’ :
pass
@abstractproperty
def employees ( s e l f ) −> ’ L i s t [ Employee ] ’ :
pass
@abstractproperty





def ex t end organ i za t i on ( a c t u a l s e l f : ’ Optional [ Organizat ion ] ’ , name : ’ s t r ’ , employees : ’ L i s t [ Employee ] ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ ) −> ’ Organization ’ :
re turn Organizat ionImpl ( a c t u a l s e l f , name , employees , f l e e t )
c l a s s Organizat ionImpl ( Organizat ion ) :
employment = Employment ( )
v eh i c l e owne r sh ip = Vehic leOwnership ( )
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Organizat ion ] ’ , name : ’ s t r ’ , employees : ’ L i s t [ Employee ] ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Organizat ion ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . name = name
s e l f . employment . l ink many ( s e l f . a c t u a l s e l f , employees )
s e l f . v eh i c l e owne r sh ip . l ink many ( s e l f . a c t u a l s e l f , f l e e t )
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
@property
def employees ( s e l f ) −> ’ L i s t [ Employee ] ’ :
r e turn s e l f . employment . employees o f ( s e l f . a c t u a l s e l f )
@property
def f l e e t ( s e l f ) −> ’ L i s t [ Veh ic l e ] ’ :
r e turn s e l f . v eh i c l e owne r sh ip . f l e e t o f ( s e l f . a c t u a l s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . name
)
c l a s s Corporation ( Organization , ABC) :
@abstractproperty
def s tock ( s e l f ) −> ’ bool ’ :
pass
@abstractproperty
def p r o f i t ( s e l f ) −> ’ bool ’ :
pass
@abstractproperty
def mysel f ( s e l f ) −> ’ Corporation ’ :
pass
@abstractproperty
def new veh ic l e ( s e l f ) −> ’ Vehic le ’ :
pass
@staticmethod
def c r e a t e c o rpo r a t i on (name : ’ s t r ’ , employees : ’ L i s t [ Employee ] ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ , s tock : ’ bool ’ = True , p r o f i t : ’ bool ’ = True ) −> ’ Corporation ’ :
re turn CorporationImpl (None , None , stock , p r o f i t , name=name , employees=employees , f l e e t=f l e e t )
@staticmethod
def extend corporat i on ( a c t u a l s e l f : ’ Optional [ Corporation ] ’ , o rgan i za t i on : ’ Organization ’ , s tock : ’ bool ’ = True , p r o f i t : ’ bool ’ = True ) −> ’ Corporation ’ :
re turn CorporationImpl ( a c t u a l s e l f , o rgan izat ion , stock , p r o f i t )
c l a s s CorporationImpl ( Corporation ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Corporation ] ’ , o rgan i za t i on : ’ Optional [ Organizat ion ] ’ , s tock : ’ bool ’ = True , p r o f i t : ’ bool ’ = True , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Corporation ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f o r gan i za t i on i s None :
s e l f . o r g an i z a t i o n = Organizat ion . ex t end organ i za t i on ( s e l f . a c t u a l s e l f , kwargs [ ’ name ’ ] , kwargs [ ’ employees ’ ] , kwargs [ ’ f l e e t ’ ] )
e l s e :
s e l f . o r g an i z a t i o n = organ i za t i on
s e l f . s t o c k = stock
s e l f . p r o f i t = p r o f i t
@property
def s tock ( s e l f ) −> ’ bool ’ :
r e turn s e l f . s t o c k
@property
def p r o f i t ( s e l f ) −> ’ bool ’ :
r e turn s e l f . p r o f i t
@property
def mysel f ( s e l f ) −> ’ Corporation ’ :
re turn s e l f . a c t u a l s e l f
@property
def new veh ic l e ( s e l f ) −> ’ Vehic le ’ :
r e turn Vehic l e . c r e a t e v e h i c l e (”NEW” , ( l i s t ( s e l f . a c t u a l s e l f . employees ) or [ None ] ) [ 0 ] , s e l f . a c t u a l s e l f )
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . o r g an i z a t i o n . name
@property
def employees ( s e l f ) −> ’ L i s t [ Employee ] ’ :
r e turn s e l f . o r g an i z a t i o n . employees
@property
def f l e e t ( s e l f ) −> ’ L i s t [ Veh ic l e ] ’ :
r e turn s e l f . o r g an i z a t i o n . f l e e t
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( stock=%s , p r o f i t=%s , name=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . stock ,
s e l f . a c t u a l s e l f . p r o f i t ,
s e l f . a c t u a l s e l f . name
)
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / veh i c l e s cm l c py / setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html




# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s cm l c ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [




==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j /cml−compiler−output . txt
model f i l e s :
− pom. xml
Vehic l e f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Vehic l e . java
Employee f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Employee . java
Organizat ion f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Organizat ion . java
Corporation f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Corporation . java
Employment f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Employment . java
VehicleOwnership f i l e s :
− s r c /main/ java / v eh i c l e s / poj /VehicleOwnership . java
VehicleAssignment f i l e s :
− s r c /main/ java / v eh i c l e s / poj /VehicleAssignment . java
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j /pom. xml
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<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−a s s o c i a t i on s−b i d i r e c t i o n a l </groupId>
<a r t i f a c t I d>veh i c l e s−poj</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /Corporation . java
package v eh i c l e s . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Corporation extends Organizat ion
{
pr iva t e f i n a l boolean stock ;
p r i va t e f i n a l boolean p r o f i t ;
pub l i c Corporation ( St r ing name , List<Employee> employees , List<Vehicle> f l e e t )
{
t h i s (name , employees , f l e e t , true , t rue ) ;
}
pub l i c Corporation ( St r ing name , List<Employee> employees , List<Vehicle> f l e e t , boolean stock , boolean p r o f i t )
{
super (name , employees , f l e e t ) ;
t h i s . s tock = stock ;
t h i s . p r o f i t = p r o f i t ;
}
pub l i c boolean i sS tock ( )
{
return t h i s . s tock ;
}
pub l i c boolean i s P r o f i t ( )
{
return t h i s . p r o f i t ;
}
pub l i c Corporation getMyse l f ( )
{
return t h i s ;
}
pub l i c Veh ic l e getNewVehicle ( )
{
return new Vehic l e (”NEW” , seq ( t h i s . getEmployees ( ) ) . f i n dF i r s t ( ) . o rE l se ( nu l l ) , t h i s ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Corporation . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” stock =”). append ( St r ing . format (”\”%s \”” , t h i s . i sS tock ( ) ) ) . append (” , ”)
. append (” p r o f i t =”). append ( St r ing . format (”\”%s \”” , t h i s . i s P r o f i t ( ) ) ) . append (” , ”)
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /Employee . java
package v eh i c l e s . poj ;
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import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Employee
{
pr iva t e s t a t i c Employment employment ;
p r i va t e s t a t i c VehicleAssignment vehic leAss ignment ;
p r i va t e f i n a l St r ing name ;
pub l i c Employee ( St r ing name , Organizat ion employer , @Nullable Veh ic l e v eh i c l e )
{
t h i s . name = name ;
employment . l i n k ( employer , t h i s ) ;
vehic leAss ignment . l i n k ( veh i c l e , t h i s ) ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c Organizat ion getEmployer ( )
{
return employment . employerOf ( t h i s ) . get ( ) ;
}
pub l i c Optional<Vehicle> ge tVeh i c l e ( )
{
return vehic leAss ignment . veh i c l eOf ( t h i s ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Employee . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
s t a t i c void setEmployment (Employment a s s o c i a t i o n )
{
employment = a s s o c i a t i o n ;
}
s t a t i c void setVehic leAss ignment ( VehicleAssignment a s s o c i a t i o n )
{
vehic leAss ignment = a s s o c i a t i o n ;
}
s t a t i c
{
Employment . i n i t ( Employee . c l a s s ) ;
VehicleAssignment . i n i t ( Employee . c l a s s ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /Employment . java
package v eh i c l e s . poj ;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
pub l i c c l a s s Employment
{
pr iva t e s t a t i c f i n a l Employment s i n g l e t on = new Employment ( ) ;
s t a t i c void i n i t ( Class<?> c l s )
{
i f ( Employee . c l a s s . i sAss ignableFrom ( c l s ) )
{
Employee . setEmployment ( s i n g l e t on ) ;
}
i f ( Organizat ion . c l a s s . i sAss ignableFrom ( c l s ) )
{
Organizat ion . setEmployment ( s i n g l e t on ) ;
}
}
pr iva t e f i n a l Map<Employee , Organization> employer = new HashMap<>();
p r i va t e f i n a l Map<Organization , Set<Employee>> employees = new HashMap<>();
synchronized void linkMany ( Organizat ion employer , List<Employee> employees )
{
f o r ( Employee employee : employees ) l i n k ( employer , employee ) ;
}
synchronized void l i n k ( Organizat ion organ izat ion , Employee employee )
{
t h i s . employer . put ( employee , o rgan i za t i on ) ;
f i n a l Set<Employee> employeeList = th i s . employees . computeIfAbsent ( organ izat ion , key −> new LinkedHashSet<>());
i f ( ! employeeList . conta ins ( employee ) )
{
employeeList . add ( employee ) ;
}
}
synchronized Optional<Organization> employerOf (Employee employee )
{
return Optional . o fNu l l ab l e ( t h i s . employer . get ( employee ) ) ;
}
synchronized List<Employee> employeesOf ( Organizat ion o rgan i za t i on )
{
f i n a l Set<Employee> employeeList = th i s . employees . get ( o rgan i za t i on ) ;
re turn ( employeeList == nu l l ) ? Co l l e c t i o n s . emptyList ( ) : new ArrayList<>(employeeList ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /Organizat ion . java
package v eh i c l e s . poj ;
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import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c abs t rac t c l a s s Organizat ion
{
pr iva t e s t a t i c Employment employment ;
p r i va t e s t a t i c VehicleOwnership vehic leOwnership ;
p r i va t e f i n a l St r ing name ;
pub l i c Organizat ion ( St r ing name , List<Employee> employees , List<Vehicle> f l e e t )
{
t h i s . name = name ;
employment . linkMany ( th i s , employees ) ;
vehic leOwnership . linkMany ( th i s , f l e e t ) ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c List<Employee> getEmployees ( )
{
return employment . employeesOf ( t h i s ) ;
}
pub l i c List<Vehicle> ge tF l e e t ( )
{
return vehic leOwnership . f l e e tO f ( t h i s ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Organizat ion . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
s t a t i c void setEmployment (Employment a s s o c i a t i o n )
{
employment = a s s o c i a t i o n ;
}
s t a t i c void setVehic leOwnership ( VehicleOwnership a s s o c i a t i o n )
{
vehic leOwnership = a s s o c i a t i o n ;
}
s t a t i c
{
Employment . i n i t ( Organizat ion . c l a s s ) ;
VehicleOwnership . i n i t ( Organizat ion . c l a s s ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /Vehic l e . java
package v eh i c l e s . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Vehic l e
{
pr iva t e s t a t i c VehicleOwnership vehic leOwnership ;
p r i va t e s t a t i c VehicleAssignment vehic leAss ignment ;
p r i va t e f i n a l St r ing p la t e ;
pub l i c Veh ic l e ( St r ing plate , @Nullable Employee dr iver , Organizat ion owner )
{
t h i s . p l a t e = p la t e ;
vehic leAss ignment . l i n k ( dr iver , t h i s ) ;
vehic leOwnership . l i n k ( owner , t h i s ) ;
}
pub l i c St r ing getP late ( )
{
return t h i s . p l a t e ;
}
pub l i c Optional<Employee> getDr iver ( )
{
return vehic leAss ignment . dr iverOf ( t h i s ) ;
}
pub l i c Organizat ion getOwner ( )
{
return vehic leOwnership . ownerOf ( t h i s ) . get ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Vehic l e . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” p la t e =”). append ( St r ing . format (”\”%s \”” , t h i s . ge tP late ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
s t a t i c void setVehic leOwnership ( VehicleOwnership a s s o c i a t i o n )
{




s t a t i c void setVehic leAss ignment ( VehicleAssignment a s s o c i a t i o n )
{
vehic leAss ignment = a s s o c i a t i o n ;
}
s t a t i c
{
VehicleOwnership . i n i t ( Veh ic l e . c l a s s ) ;
VehicleAssignment . i n i t ( Veh ic l e . c l a s s ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /VehicleAssignment . java
package v eh i c l e s . poj ;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
pub l i c c l a s s VehicleAssignment
{
pr iva t e s t a t i c f i n a l VehicleAssignment s i n g l e t on = new VehicleAssignment ( ) ;
s t a t i c void i n i t ( Class<?> c l s )
{
i f ( Veh ic l e . c l a s s . i sAss ignableFrom ( c l s ) )
{
Vehic l e . setVehic leAss ignment ( s i n g l e t on ) ;
}
i f ( Employee . c l a s s . i sAss ignableFrom ( c l s ) )
{
Employee . setVehic leAss ignment ( s i n g l e t on ) ;
}
}
pr iva t e f i n a l Map<Vehicle , @Nullable Employee> dr i v e r = new HashMap<>();
p r i va t e f i n a l Map<Employee , @Nullable Vehic le> v eh i c l e = new HashMap<>();
synchronized void l i n k (Employee employee , Veh ic l e v eh i c l e )
{
t h i s . d r i v e r . put ( veh i c l e , employee ) ;
t h i s . v eh i c l e . put ( employee , v eh i c l e ) ;
}
synchronized void l i n k ( Vehic l e veh i c l e , Employee employee )
{
t h i s . d r i v e r . put ( veh i c l e , employee ) ;
t h i s . v eh i c l e . put ( employee , v eh i c l e ) ;
}
synchronized Optional<Employee> dr iverOf ( Vehic l e v eh i c l e )
{
return Optional . o fNu l l ab l e ( t h i s . d r i v e r . get ( v eh i c l e ) ) ;
}
synchronized Optional<Vehicle> veh i c l eOf ( Employee employee )
{
return Optional . o fNu l l ab l e ( t h i s . v eh i c l e . get ( employee ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / poj /VehicleOwnership . java
package v eh i c l e s . poj ;
import java . u t i l . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
pub l i c c l a s s VehicleOwnership
{
pr iva t e s t a t i c f i n a l VehicleOwnership s i n g l e t on = new VehicleOwnership ( ) ;
s t a t i c void i n i t ( Class<?> c l s )
{
i f ( Veh ic l e . c l a s s . i sAss ignableFrom ( c l s ) )
{
Vehic l e . setVehic leOwnership ( s i n g l e t on ) ;
}
i f ( Organizat ion . c l a s s . i sAss ignableFrom ( c l s ) )
{
Organizat ion . setVehic leOwnership ( s i n g l e t on ) ;
}
}
pr iva t e f i n a l Map<Vehicle , Organization> owner = new HashMap<>();
p r i va t e f i n a l Map<Organization , Set<Vehicle>> f l e e t = new HashMap<>();
synchronized void linkMany ( Organizat ion owner , List<Vehicle> f l e e t )
{
f o r ( Vehic l e v eh i c l e : f l e e t ) l i n k ( owner , v eh i c l e ) ;
}
synchronized void l i n k ( Organizat ion organ izat ion , Vehic l e v eh i c l e )
{
t h i s . owner . put ( veh i c l e , o rgan i za t i on ) ;
f i n a l Set<Vehicle> v e h i c l e L i s t = th i s . f l e e t . computeIfAbsent ( organ izat ion , key −> new LinkedHashSet<>());
i f ( ! v e h i c l e L i s t . conta ins ( v eh i c l e ) )
{
v e h i c l e L i s t . add ( v eh i c l e ) ;
}
}
synchronized Optional<Organization> ownerOf ( Veh ic l e v eh i c l e )
{
return Optional . o fNu l l ab l e ( t h i s . owner . get ( v eh i c l e ) ) ;
}
synchronized List<Vehicle> f l e e tO f ( Organizat ion o rgan i za t i on )
{
f i n a l Set<Vehicle> v e h i c l e L i s t = th i s . f l e e t . get ( o rgan i za t i on ) ;
re turn ( v e h i c l e L i s t == nu l l ) ? Co l l e c t i o n s . emptyList ( ) : new ArrayList<>(v e h i c l e L i s t ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / veh i c l e s pop /cml−compiler−output . txt
model f i l e s :
− setup . py
− cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s p o p / i n i t . py
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==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / veh i c l e s pop / cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s p o p / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s Employment :
s i n g l e t o n = None
def new ( c l s ) −> ’ Employment ’ :
i f c l s . s i n g l e t o n i s None :
c l s . s i n g l e t o n = super ( Employment , c l s ) . new ( c l s )
return c l s . s i n g l e t o n
def i n i t ( s e l f ) −> ’None ’ :
s e l f . employer = {} # type : Dict [ Employee , Organizat ion ]
s e l f . employees = {} # type : Dict [ Organization , L i s t [ Employee ] ]
de f l ink many ( s e l f , employer : ’ Organization ’ , employees : ’ L i s t [ Employee ] ’ ) −> ’None ’ :
f o r employee in employees : s e l f . l i n k ( o rgan i za t i on=employer , employee=employee )
de f l i n k ( s e l f , o r gan i za t i on : ’ Organization ’ , employee : ’ Employee ’ ) −> ’None ’ :
s e l f . employer [ employee ] = organ i za t i on
i f o rgan i za t i on in s e l f . employees :
emp l oy e e l i s t = s e l f . employees [ o rgan i za t i on ]
e l s e :
emp l oy e e l i s t = [ employee ]
i f not ( employee in emp l oy e e l i s t ) :
emp l oy e e l i s t . append ( employee )
s e l f . employees [ o rgan i za t i on ] = emp l oy e e l i s t
de f employer o f ( s e l f , employee : ’ Employee ’ ) −> ’ Optional [ Organizat ion ] ’ :
i f employee in s e l f . employer :
re turn s e l f . employer [ employee ]
e l s e :
re turn None
def employees o f ( s e l f , o rgan i za t i on : ’ Organization ’ ) −> ’ L i s t [ Employee ] ’ :
i f o r gan i za t i on in s e l f . employees :
emp l oy e e l i s t = s e l f . employees [ o rgan i za t i on ]
e l s e :
emp l oy e e l i s t = [ ]
re turn l i s t ( emp l oy e e l i s t )
c l a s s Vehic leOwnership :
s i n g l e t o n = None
def new ( c l s ) −> ’ VehicleOwnership ’ :
i f c l s . s i n g l e t o n i s None :
c l s . s i n g l e t o n = super ( VehicleOwnership , c l s ) . new ( c l s )
return c l s . s i n g l e t o n
def i n i t ( s e l f ) −> ’None ’ :
s e l f . owner = {} # type : Dict [ Vehic le , Organizat ion ]
s e l f . f l e e t = {} # type : Dict [ Organization , L i s t [ Veh ic l e ] ]
de f l ink many ( s e l f , owner : ’ Organization ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ ) −> ’None ’ :
f o r v eh i c l e in f l e e t : s e l f . l i n k ( o rgan i za t i on=owner , v eh i c l e=veh i c l e )
de f l i n k ( s e l f , o r gan i za t i on : ’ Organization ’ , v eh i c l e : ’ Vehic le ’ ) −> ’None ’ :
s e l f . owner [ v eh i c l e ] = organ i za t i on
i f o rgan i za t i on in s e l f . f l e e t :
v e h i c l e l i s t = s e l f . f l e e t [ o rgan i za t i on ]
e l s e :
v e h i c l e l i s t = [ v eh i c l e ]
i f not ( v eh i c l e in v e h i c l e l i s t ) :
v e h i c l e l i s t . append ( v eh i c l e )
s e l f . f l e e t [ o rgan i za t i on ] = v e h i c l e l i s t
de f owner of ( s e l f , v e h i c l e : ’ Vehic le ’ ) −> ’ Optional [ Organizat ion ] ’ :
i f v eh i c l e in s e l f . owner :
re turn s e l f . owner [ v eh i c l e ]
e l s e :
re turn None
def f l e e t o f ( s e l f , o rgan i za t i on : ’ Organization ’ ) −> ’ L i s t [ Veh ic l e ] ’ :
i f o r gan i za t i on in s e l f . f l e e t :
v e h i c l e l i s t = s e l f . f l e e t [ o rgan i za t i on ]
e l s e :
v e h i c l e l i s t = [ ]
re turn l i s t ( v e h i c l e l i s t )
c l a s s Vehic leAss ignment :
s i n g l e t o n = None
def new ( c l s ) −> ’ VehicleAssignment ’ :
i f c l s . s i n g l e t o n i s None :
c l s . s i n g l e t o n = super ( VehicleAssignment , c l s ) . new ( c l s )
return c l s . s i n g l e t o n
def i n i t ( s e l f ) −> ’None ’ :
s e l f . d r i v e r = {} # type : Dict [ Vehic le , Optional [ Employee ] ]
s e l f . v e h i c l e = {} # type : Dict [ Employee , Optional [ Veh ic l e ] ]
de f l i n k ( s e l f , employee : ’ Employee ’ , v eh i c l e : ’ Vehic le ’ ) −> ’None ’ :
s e l f . d r i v e r [ v eh i c l e ] = employee
s e l f . v e h i c l e [ employee ] = veh i c l e
de f d r i v e r o f ( s e l f , v e h i c l e : ’ Vehic le ’ ) −> ’ Optional [ Employee ] ’ :
i f v eh i c l e in s e l f . d r i v e r :
re turn s e l f . d r i v e r [ v eh i c l e ]
e l s e :
re turn None
def v e h i c l e o f ( s e l f , employee : ’ Employee ’ ) −> ’ Optional [ Veh ic l e ] ’ :
i f employee in s e l f . v e h i c l e :
re turn s e l f . v e h i c l e [ employee ]
e l s e :
re turn None
c l a s s Veh ic l e :
v eh i c l e owne r sh ip = Vehic leOwnership ( )
v eh i c l e a s s i gnment = Vehic leAss ignment ( )
de f i n i t ( s e l f , p l a t e : ’ s t r ’ , d r i v e r : ’ Optional [ Employee ] ’ , owner : ’ Organization ’ ) −> ’None ’ :
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s e l f . p l a t e = p la t e
s e l f . v eh i c l e a s s i gnment . l i n k ( employee=dr iver , v eh i c l e=s e l f )
s e l f . v eh i c l e owne r sh ip . l i n k ( o rgan i za t i on=owner , v eh i c l e=s e l f )
@property
def p l a t e ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . p l a t e
@property
def d r i v e r ( s e l f ) −> ’ Optional [ Employee ] ’ :
r e turn s e l f . v eh i c l e a s s i gnment . d r i v e r o f ( s e l f )
@property
def owner ( s e l f ) −> ’ Organization ’ :
re turn s e l f . v eh i c l e owne r sh ip . owner of ( s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( p la t e=%s )” % (
type ( s e l f ) . name ,
s e l f . p l a t e
)
c l a s s Employee :
employment = Employment ( )
v eh i c l e a s s i gnment = Vehic leAss ignment ( )
de f i n i t ( s e l f , name : ’ s t r ’ , employer : ’ Organization ’ , v eh i c l e : ’ Optional [ Veh ic l e ] ’ ) −> ’None ’ :
s e l f . name = name
s e l f . employment . l i n k ( o rgan i za t i on=employer , employee=s e l f )
s e l f . v eh i c l e a s s i gnment . l i n k ( v eh i c l e=veh i c l e , employee=s e l f )
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
@property
def employer ( s e l f ) −> ’ Organization ’ :
re turn s e l f . employment . employer o f ( s e l f )
@property
def v eh i c l e ( s e l f ) −> ’ Optional [ Veh ic l e ] ’ :
r e turn s e l f . v eh i c l e a s s i gnment . v e h i c l e o f ( s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s )” % (
type ( s e l f ) . name ,
s e l f . name
)
c l a s s Organizat ion (ABC) :
employment = Employment ( )
v eh i c l e owne r sh ip = Vehic leOwnership ( )
de f i n i t ( s e l f , name : ’ s t r ’ , employees : ’ L i s t [ Employee ] ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ ) −> ’None ’ :
s e l f . name = name
s e l f . employment . l ink many ( s e l f , employees )
s e l f . v eh i c l e owne r sh ip . l ink many ( s e l f , f l e e t )
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
@property
def employees ( s e l f ) −> ’ L i s t [ Employee ] ’ :
r e turn s e l f . employment . employees o f ( s e l f )
@property
def f l e e t ( s e l f ) −> ’ L i s t [ Veh ic l e ] ’ :
r e turn s e l f . v eh i c l e owne r sh ip . f l e e t o f ( s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s )” % (
type ( s e l f ) . name ,
s e l f . name
)
c l a s s Corporation ( Organizat ion ) :
de f i n i t ( s e l f , name : ’ s t r ’ , employees : ’ L i s t [ Employee ] ’ , f l e e t : ’ L i s t [ Veh ic l e ] ’ , s tock : ’ bool ’ = True , p r o f i t : ’ bool ’ = True ) −> ’None ’ :
super ( ) . i n i t (name , employees , f l e e t )
s e l f . s t o c k = stock
s e l f . p r o f i t = p r o f i t
@property
def s tock ( s e l f ) −> ’ bool ’ :
r e turn s e l f . s t o c k
@property
def p r o f i t ( s e l f ) −> ’ bool ’ :
r e turn s e l f . p r o f i t
@property
def mysel f ( s e l f ) −> ’ Corporation ’ :
re turn s e l f
@property
def new veh ic l e ( s e l f ) −> ’ Vehic le ’ :
r e turn Vehic l e (”NEW” , ( l i s t ( s e l f . employees ) or [ None ] ) [ 0 ] , s e l f )
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( stock=%s , p r o f i t=%s , name=%s )” % (
type ( s e l f ) . name ,
s e l f . stock ,
s e l f . p r o f i t ,
s e l f . name
)
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / expected / veh i c l e s pop / setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
152
374
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s p o p ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [




==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / b i d i r e c t i o n a l / source /main . cml
@concept Vehic l e
{
p la t e : S t r ing ;
d r i v e r : Employee ? ;




name : St r ing ;
employer : Organizat ion ;
v eh i c l e : Veh ic l e ? ;
}
@abstract ion Organizat ion
{
name : St r ing ;
employees : Employee ∗ ;
f l e e t : Veh ic l e ∗ ;
}
@concept Corporation : Organizat ion
{
s tock : Boolean = true ;
p r o f i t : Boolean = true ;
/mysel f = s e l f ;




@assoc ia t ion Employment
{
Employee . employer ;
Organizat ion . employees ;
}
@assoc ia t ion VehicleOwnership
{
Vehic l e . owner : Organizat ion ;
Organizat ion . f l e e t : Veh ic l e ∗ ;
}
@assoc ia t ion VehicleAssignment
{
Vehic l e . d r i v e r : Employee ? ;
Employee . v eh i c l e : Veh ic l e ? ;
}
@task v e h i c l e s p o j : poj
{
groupId = ”cml−a s s o c i a t i on s−b i d i r e c t i o n a l ” ;
a r t i f a c t I d = ” veh i c l e s−poj ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” v eh i c l e s . poj ” ;
packagePath = ” v eh i c l e s / poj ” ;
}
@task veh i c l e s pop : pop
{
moduleName = ” cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s p o p ” ;
moduleVersion = ”1 . 0 ” ;
}
@task v eh i c l e s cm l c j a v a : cmlc java
{
groupId = ”cml−a s s o c i a t i on s−b i d i r e c t i o n a l ” ;
a r t i f a c t I d = ” veh i c l e s−cmlc ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” v eh i c l e s . cmlc ” ;
packagePath = ” v eh i c l e s /cmlc ” ;
}
@task veh i c l e s cm l c py : cmlc py
{
moduleName = ” cm l a s s o c i a t i o n s b i d i r e c t i o n a l v e h i c l e s cm l c ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / v eh i c l e s cm l c j a v a / expected−c l i e n t−output . txt
Un id i r e c t i ona l As soc i a t i on s ( cmlc java )
Employee : Employee (name=”John ”)
Organizat ion : Organizat ion (name=”Acme”)
Organization ’ s Employees : [ Employee (name=”John ” ) ]
Veh ic l e : Veh ic l e ( p l a t e=”ABC12345” , d r i v e r=”Optional [ Employee (name=”John ” ) ] ” , owner=”Organizat ion (name=”Acme”)”)
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / v eh i c l e s cm l c j a v a /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−a s s o c i a t i on s−un id i r e c t i ona l </groupId>
<a r t i f a c t I d>veh i c l e s−cmlc−c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>veh i c l e s−cmlc−c l i e n t </j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−a s s o c i a t i on s−un id i r e c t i ona l </groupId>
<a r t i f a c t I d>veh i c l e s−cmlc</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>v eh i c l e s . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>expre s s i ons−conso le−jar−with−dependencies</id>
<phase>package</phase>
<goals>










==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / v eh i c l e s cm l c j a v a / s r c /main/ java / v eh i c l e s / c l i e n t /Launcher . java
package v eh i c l e s . c l i e n t ;
import v e h i c l e s . cmlc . Employee ;
import v e h i c l e s . cmlc . Organizat ion ;
import v e h i c l e s . cmlc . Veh ic l e ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” Un id i r e c t i ona l As soc i a t i on s ( cmlc java )\n ” ) ;
f i n a l Employee employee = Employee . createEmployee (” John ” ) ;
f i n a l Organizat ion o rgan i za t i on = Organizat ion . c r ea teOrgan i zat ion (”Acme” , s i n g l e t o nL i s t ( employee ) ) ;
f i n a l Veh ic l e v eh i c l e = Vehic l e . c r e a t eVeh i c l e (”ABC12345” , employee , o rgan i za t i on ) ;
System . out . p r i n t l n (”Employee : ” + employee ) ;
System . out . p r i n t l n (” Organizat ion : ” + organ i za t i on ) ;
System . out . p r i n t l n (” Organization ’ s Employees : ” + organ i za t i on . getEmployees ( ) ) ;
System . out . p r i n t l n (” Vehic l e : ” + veh i c l e ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / veh i c l e s cm l c py / c l i e n t . py
from cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s cm l c import ∗
pr in t (” Un id i r e c t i ona l As soc i a t i on s ( cmlc py )\n”)
employee = Employee . c reate employee (” John ”)
o rgan i za t i on = Organizat ion . c r e a t e o r g an i z a t i o n (”Acme” , [ employee ] )
v eh i c l e = Vehic l e . c r e a t e v e h i c l e (”ABC12345” , employee , o rgan i za t i on )
p r in t (”Employee : %s” % employee )
p r in t (” Organizat ion : %s” % organ i za t i on )
p r in t (” Organization ’ s Employees : %s” % ’ , ’ . j o i n (map( str , o rgan i za t i on . employees ) ) )
p r in t (” Vehic l e : %s” % veh i c l e )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / veh i c l e s cm l c py / expected−c l i e n t−output . txt
Un id i r e c t i ona l As soc i a t i on s ( cmlc py )
Employee : EmployeeImpl (name=John )
Organizat ion : Organizat ionImpl (name=Acme)
Organization ’ s Employees : EmployeeImpl (name=John )
Vehic l e : Vehic leImpl ( p l a t e=ABC12345 , d r i v e r=EmployeeImpl (name=John ) , owner=Organizat ionImpl (name=Acme) )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / v e h i c l e s p o j / expected−c l i e n t−output . txt
Un id i r e c t i ona l As soc i a t i on s ( poj )
Employee : Employee (name=”John ”)
Organizat ion : Organizat ion (name=”Acme”)
Organization ’ s Employees : [ Employee (name=”John ” ) ]
Veh ic l e : Veh ic l e ( p l a t e=”ABC12345” , d r i v e r=”Optional [ Employee (name=”John ” ) ] ” , owner=”Organizat ion (name=”Acme”)”)
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / v e h i c l e s p o j /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−a s s o c i a t i on s−un id i r e c t i ona l </groupId>
<a r t i f a c t I d>veh i c l e s−poj−c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>veh i c l e s−poj−c l i e n t </j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−a s s o c i a t i on s−un id i r e c t i ona l </groupId>
<a r t i f a c t I d>veh i c l e s−poj</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>v eh i c l e s . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>expre s s i ons−conso le−jar−with−dependencies</id>
<phase>package</phase>
<goals>










==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / v e h i c l e s p o j / s r c /main/ java / v eh i c l e s / c l i e n t /Launcher . java
package v eh i c l e s . c l i e n t ;
import v e h i c l e s . poj . Employee ;
import v e h i c l e s . poj . Organizat ion ;
import v e h i c l e s . poj . Veh ic l e ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” Un id i r e c t i ona l As soc i a t i on s ( poj )\n ” ) ;
f i n a l Employee employee = new Employee (” John ” ) ;
f i n a l Organizat ion o rgan i za t i on = new Organizat ion (”Acme” , s i n g l e t o nL i s t ( employee ) ) ;
f i n a l Veh ic l e v eh i c l e = new Vehic l e (”ABC12345” , employee , o rgan i za t i on ) ;
System . out . p r i n t l n (”Employee : ” + employee ) ;
System . out . p r i n t l n (” Organizat ion : ” + organ i za t i on ) ;
System . out . p r i n t l n (” Organization ’ s Employees : ” + organ i za t i on . getEmployees ( ) ) ;
System . out . p r i n t l n (” Vehic l e : ” + veh i c l e ) ;
}
}
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / veh i c l e s pop / c l i e n t . py
from cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s p o p import ∗
pr in t (” Un id i r e c t i ona l As soc i a t i on s ( pop)\n”)
employee = Employee (” John ”)
o rgan i za t i on = Organizat ion (”Acme” , [ employee ] )
v eh i c l e = Vehic l e (”ABC12345” , employee , o rgan i za t i on )
p r in t (”Employee : %s” % employee )
p r in t (” Organizat ion : %s” % organ i za t i on )
p r in t (” Organization ’ s Employees : %s” % ’ , ’ . j o i n (map( str , o rgan i za t i on . employees ) ) )
p r in t (” Vehic l e : %s” % veh i c l e )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / c l i e n t s / veh i c l e s pop / expected−c l i e n t−output . txt
Un id i r e c t i ona l As soc i a t i on s ( pop )
Employee : Employee (name=John )
Organizat ion : Organizat ion (name=Acme)
Organization ’ s Employees : Employee (name=John )
Vehic l e : Veh ic l e ( p l a t e=ABC12345 , d r i v e r=Employee (name=John ) , owner=Organizat ion (name=Acme) )
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a /cml−compiler−output . txt
model f i l e s :
− pom. xml
VEHICLE f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Vehic l e . java
ORGANIZATION f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Organizat ion . java
EMPLOYEE f i l e s :
− s r c /main/ java / v eh i c l e s /cmlc/Employee . java
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / v eh i c l e s cm l c j a v a / ignored− l i s t . txt
ALL
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / veh i c l e s cm l c py /cml−compiler−output . txt
model f i l e s :
− setup . py
− cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s cm l c / i n i t . py
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / veh i c l e s cm l c py / ignored− l i s t . txt
setup . py
cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s cm l c / i n i t . py
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / v e h i c l e s p o j /cml−compiler−output . txt
model f i l e s :
− pom. xml
VEHICLE f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Vehic l e . java
ORGANIZATION f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Organizat ion . java
EMPLOYEE f i l e s :
− s r c /main/ java / v eh i c l e s / poj /Employee . java
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / v e h i c l e s p o j / ignored− l i s t . txt
ALL
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / veh i c l e s pop /cml−compiler−output . txt
model f i l e s :
− setup . py
− cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s p o p / i n i t . py
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / expected / veh i c l e s pop / ignored− l i s t . txt
setup . py
cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s p o p / i n i t . py
==> cml−modules/ cml base / t e s t s / a s s o c i a t i o n s / un i d i r e c t i o n a l / source /main . cml
@concept VEHICLE
{
p la t e : STRING;
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@task v e h i c l e s p o j : poj
{
groupId = ”cml−a s s o c i a t i on s−un i d i r e c t i o n a l ” ;
a r t i f a c t I d = ” veh i c l e s−poj ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” v eh i c l e s . poj ” ;
packagePath = ” v eh i c l e s / poj ” ;
}
@task veh i c l e s pop : pop
{
moduleName = ” cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s p o p ” ;
moduleVersion = ”1 . 0 ” ;
}
@task v eh i c l e s cm l c j a v a : cmlc java
{
groupId = ”cml−a s s o c i a t i on s−un i d i r e c t i o n a l ” ;
a r t i f a c t I d = ” veh i c l e s−cmlc ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” v eh i c l e s . cmlc ” ;
packagePath = ” v eh i c l e s /cmlc ” ;
}
@task veh i c l e s cm l c py : cmlc py
{
moduleName = ” cm l a s s o c i a t i o n s u n i d i r e c t i o n a l v e h i c l e s cm l c ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /poj /cml−compiler−output . txt
model f i l e s :
− pom. xml
Functions f i l e s :
− s r c /main/ java / func t i on s / poj /Functions . java
Item f i l e s :
− s r c /main/ java / func t i on s / poj / Item . java
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /poj / ignored− l i s t . txt
pom. xml
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /poj / s r c /main/ java / func t i on s / poj /Functions . java
package func t i on s . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Functions
{
pr iva t e f i n a l Item requiredItem ;
pr i va t e f i n a l @Nullable Item s ing l e I t em ;
p r i va t e f i n a l List<Item> i tems ;
p r i va t e f i n a l List<Item> i tems2 ;
pub l i c Functions ( Item requiredItem , @Nullable Item s ing le I tem , List<Item> items , List<Item> i tems2 )
{
t h i s . requi redItem = requiredItem ;
t h i s . s i ng l e I t em = s ing l e I t em ;
t h i s . i tems = items ;
t h i s . items2 = items2 ;
}
pub l i c Item getRequiredItem ()
{
return t h i s . requi redItem ;
}
pub l i c Optional<Item> getS ing l e I t em ()
{
return Optional . o fNu l l ab l e ( t h i s . s i ng l e I t em ) ;
}
pub l i c List<Item> getItems ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . i tems ) ;
}
pub l i c List<Item> getItems2 ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . items2 ) ;
}
pub l i c boolean isEmptyItems ( )
{
return t h i s . getItems ( ) . isEmpty ( ) ;
}
pub l i c boolean i sPre sent I t ems ( )
{
return ! t h i s . getItems ( ) . isEmpty ( ) ;
}
pub l i c boolean isEmptySingleItem ()
{




pub l i c boolean i sPre s en tS ing l e I t em ()
{
return t h i s . ge tS ing l e I t em ( ) . i sP r e s en t ( ) ;
}
pub l i c boolean isRequiredEmptySingleItem ()
{
return t h i s . getRequiredItem () == nu l l ;
}
pub l i c boolean i sRequ i r edPresentS ing l e I t em ()
{
return t h i s . getRequiredItem () != nu l l ;
}
pub l i c Optional<Item> ge t I t emsF i r s t ( )
{
return seq ( t h i s . getItems ( ) ) . f i n dF i r s t ( ) ;
}
pub l i c Optional<Item> getItemsLast ( )
{
return seq ( t h i s . getItems ( ) ) . f indLas t ( ) ;
}
pub l i c Optional<Item> ge tS ing l e I t emF i r s t ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . f i n dF i r s t ( ) ;
}
pub l i c Optional<Item> getS ing l e I t emLast ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . f indLast ( ) ;
}
pub l i c Optional<Item> getRequi redItemFirs t ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . f i n dF i r s t ( ) ;
}
pub l i c Optional<Item> getRequiredItemLast ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . f indLas t ( ) ;
}
pub l i c boolean isAtLeastOneLargeItem ()
{
return seq ( t h i s . getItems ( ) ) . anyMatch ( item1 −> ( item1 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean i sA l lLarge I t ems ( )
{
return seq ( t h i s . getItems ( ) ) . al lMatch ( item2 −> ( item2 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean isNoneLargeItems ( )
{
return seq ( t h i s . getItems ( ) ) . noneMatch ( item3 −> ( item3 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean i sLarge I t emExi s t s ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . anyMatch ( item4 −> ( item4 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean i sLarge I temAl l ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . al lMatch ( item5 −> ( item5 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean isLargeItemNone ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . noneMatch ( item6 −> ( item6 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean i sRequ i redI temExi s t s ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . anyMatch ( item7 −> ( item7 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean i sRequ i redI temAl l ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . al lMatch ( item8 −> ( item8 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c boolean isRequiredItemNone ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . noneMatch ( item9 −> ( item9 . g e tS i z e ( ) > 100 ) ) ;
}
pub l i c List<Item> ge t I t emsSe l e c t ( )
{
return seq ( t h i s . getItems ( ) ) . f i l t e r ( item10 −> ( item10 . g e tS i z e ( ) > 100 ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> get I temsReject ( )
{
return seq ( t h i s . getItems ( ) ) . removeAll ( seq ( t h i s . getItems ( ) ) . f i l t e r ( item11 −> ( item11 . g e tS i z e ( ) > 1 0 0 ) ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> ge tS ing l e I t emSe l e c t ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . f i l t e r ( item12 −> ( item12 . g e tS i z e ( ) > 100 ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> getS ing l e I t emRejec t ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) . removeAll ( seq ( t h i s . ge tS ing l e I t em ( ) ) . f i l t e r ( item13 −> ( item13 . g e tS i z e ( ) > 1 0 0 ) ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> getRequi redItemSe lect ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . f i l t e r ( item14 −> ( item14 . g e tS i z e ( ) > 100 ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> getRequiredItemReject ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) . removeAll ( Seq . o f ( t h i s . getRequiredItem ( ) ) . f i l t e r ( item15 −> ( item15 . g e tS i z e ( ) > 1 0 0 ) ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> ge t I t emsCo l l e c t ( )
{
return seq ( t h i s . getItems ( ) ) .map( item16 −> seq ( item16 . getSubItem ( ) ) . ca s t ( Item . c l a s s ) . f i n dF i r s t ( ) . get ( ) ) . t oL i s t ( ) ;
}




return seq ( t h i s . ge tS ing l e I t em ( ) ) .map( item17 −> seq ( item17 . getSubItem ( ) ) . ca s t ( Item . c l a s s ) . f i n dF i r s t ( ) . get ( ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> getRequi redItemCol lect ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) .map( item18 −> seq ( item18 . getSubItem ( ) ) . ca s t ( Item . c l a s s ) . f i n dF i r s t ( ) . get ( ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> getSortedItems ( )
{
return seq ( t h i s . getItems ( ) ) . so r ted ( ( i1 , i 2 ) −> ( i 1 . g e tS i z e ( ) < i 2 . g e tS i z e ( ) ) ? −1 : ( ( i 2 . g e tS i z e ( ) < i 1 . g e tS i z e ( ) ) ? +1 : 0 ) ) . t oL i s t ( ) ;
}
pub l i c List<Item> getReversedItems ( )
{
return seq ( t h i s . getItems ( ) ) . r e v e r s e ( ) . t oL i s t ( ) ;
}
pub l i c Item getNewItem ()
{
return new Item (12 , nu l l ) ;
}
pub l i c List<Item> getConcatItems ( )
{
return concat ( seq ( t h i s . getItems ( ) ) . t oL i s t ( ) , seq ( t h i s . getItems2 ( ) ) . t oL i s t ( ) ) . t oL i s t ( ) ;
}
pub l i c long getCountItems ( )
{
return seq ( t h i s . getItems ( ) ) . count ( ) ;
}
pub l i c List<Item> ge tD i s t in c t I t ems ( )
{
return seq ( t h i s . getItems ( ) ) . d i s t i n c t ( ) . t oL i s t ( ) ;
}
pub l i c List<Integer> ge t I t emsS i z eCo l l e c t ( )
{
return seq ( t h i s . getItems ( ) ) .map( item19 −> item19 . g e tS i z e ( ) ) . t oL i s t ( ) ;
}
pub l i c List<Integer> g e tS ing l e I t emS i z eCo l l e c t ( )
{
return seq ( t h i s . ge tS ing l e I t em ( ) ) .map( item20 −> item20 . g e tS i z e ( ) ) . t oL i s t ( ) ;
}
pub l i c List<Integer> getRequ i r ed I temSizeCo l l e c t ( )
{
return Seq . o f ( t h i s . getRequiredItem ( ) ) .map( item21 −> item21 . g e tS i z e ( ) ) . t oL i s t ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Functions . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” requiredItem =”). append ( St r ing . format (”\”%s \”” , t h i s . getRequiredItem ( ) ) ) . append (” , ”)
. append (” s ing l e I t em =”). append ( t h i s . ge tS ing l e I t em ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . ge tS ing l e I t em ( ) ) : ”not present ” ) . append (” , ”)
. append (” emptyItems=”). append ( St r ing . format (”\”%s \”” , t h i s . isEmptyItems ( ) ) ) . append (” , ”)
. append (” presentI tems =”). append ( St r ing . format (”\”%s \”” , t h i s . i sPre s ent I t ems ( ) ) ) . append (” , ”)
. append (” emptySingleItem=”). append ( St r ing . format (”\”%s \”” , t h i s . isEmptySingleItem ( ) ) ) . append (” , ”)
. append (” pre sentS ing l e I t em =”). append ( St r ing . format (”\”%s \”” , t h i s . i sP r e s en tS ing l e I t em ( ) ) ) . append (” , ”)
. append (” requiredEmptySingleItem=”). append ( St r ing . format (”\”%s \”” , t h i s . isRequiredEmptySingleItem ( ) ) ) . append (” , ”)
. append (” requ i r edPre sentS ing l e I t em =”). append ( St r ing . format (”\”%s \”” , t h i s . i sRequ i r edPresentS ing l e I t em ( ) ) ) . append (” , ”)
. append (” atLeastOneLargeItem=”). append ( St r ing . format (”\”%s \”” , t h i s . isAtLeastOneLargeItem ( ) ) ) . append (” , ”)
. append (” a l lLarge I t ems =”). append ( St r ing . format (”\”%s \”” , t h i s . i sA l lLarge I t ems ( ) ) ) . append (” , ”)
. append (” noneLargeItems=”). append ( St r ing . format (”\”%s \”” , t h i s . isNoneLargeItems ( ) ) ) . append (” , ”)
. append (” l a rge I t emEx i s t s =”). append ( St r ing . format (”\”%s \”” , t h i s . i sLarge I t emExi s t s ( ) ) ) . append (” , ”)
. append (” la rge I t emAl l =”). append ( St r ing . format (”\”%s \”” , t h i s . i sLarge I temAl l ( ) ) ) . append (” , ”)
. append (” largeItemNone =”). append ( St r ing . format (”\”%s \”” , t h i s . isLargeItemNone ( ) ) ) . append (” , ”)
. append (” requ i r ed I t emExi s t s =”). append ( St r ing . format (”\”%s \”” , t h i s . i sRequ i redI temExi s t s ( ) ) ) . append (” , ”)
. append (” requ i r ed I temAl l =”). append ( St r ing . format (”\”%s \”” , t h i s . i sRequ i redI temAl l ( ) ) ) . append (” , ”)
. append (” requiredItemNone =”). append ( St r ing . format (”\”%s \”” , t h i s . isRequiredItemNone ( ) ) ) . append (” , ”)
. append (” countItems =”). append ( St r ing . format (”\”%s \”” , t h i s . getCountItems ( ) ) ) . append (” , ”)
. append (” i t emsS i z eCo l l e c t =”). append ( t h i s . g e t I t emsS i z eCo l l e c t ( ) ) . append (” , ”)
. append (” s i n g l e I t emS i z eCo l l e c t =”). append ( t h i s . g e tS i ng l e I t emS i z eCo l l e c t ( ) ) . append (” , ”)
. append (” r equ i r ed I t emS i z eCo l l e c t =”). append ( t h i s . ge tRequ i r ed I temSizeCo l l e c t ( ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /poj / s r c /main/ java / func t i on s / poj / Item . java
package func t i on s . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Item
{
pr iva t e f i n a l i n t s i z e ;
p r i va t e f i n a l @Nullable Item subItem ;
pub l i c Item ( in t s i z e , @Nullable Item subItem )
{
t h i s . s i z e = s i z e ;
t h i s . subItem = subItem ;
}
pub l i c i n t g e tS i z e ( )
{
return t h i s . s i z e ;
}
pub l i c Optional<Item> getSubItem ()
{
return Optional . o fNu l l ab l e ( t h i s . subItem ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Item . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” s i z e =”). append ( St r ing . format (”\”%s \”” , t h i s . g e tS i z e ( ) ) ) . append (” , ”)
. append (” subItem=”). append ( t h i s . getSubItem ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . getSubItem ( ) ) : ”not present ”)
. append ( ’ ) ’ )
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. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /pop/cml−compiler−output . txt
model f i l e s :
− setup . py
− cm l exp r e s s i on s f unc t i on s pop / i n i t . py
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /pop/ cm l exp r e s s i on s f unc t i on s pop / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s Item :
de f i n i t ( s e l f , s i z e : ’ int ’ , sub item : ’ Optional [ Item ] ’ ) −> ’None ’ :
s e l f . s i z e = s i z e
s e l f . sub i t em = sub item
@property
def s i z e ( s e l f ) −> ’ int ’ :
r e turn s e l f . s i z e
@property
def sub item ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn s e l f . sub i t em
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( s i z e=%s , sub item=%s )” % (
type ( s e l f ) . name ,
s e l f . s i z e ,
s e l f . sub item
)
c l a s s Functions :
de f i n i t ( s e l f , r equ i r ed i t em : ’ Item ’ , s i n g l e i t em : ’ Optional [ Item ] ’ , i tems : ’ L i s t [ Item ] ’ , i t ems 2 : ’ L i s t [ Item ] ’ ) −> ’None ’ :
s e l f . r e qu i r e d i t em = requ i r ed i t em
s e l f . s i n g l e i t em = s i n g l e i t em
s e l f . i t ems = items
s e l f . i t ems 2 = items 2
@property
def r equ i r ed i t em ( s e l f ) −> ’ Item ’ :
re turn s e l f . r e qu i r e d i t em
@property
def s i n g l e i t em ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn s e l f . s i n g l e i t em
@property
def items ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn s e l f . i t ems
@property
def i t ems 2 ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn s e l f . i t ems 2
@property
def empty items ( s e l f ) −> ’ bool ’ :
r e turn ( l en ( s e l f . i tems ) == 0)
@property
def p r e s en t i t ems ( s e l f ) −> ’ bool ’ :
r e turn ( l en ( s e l f . i tems ) > 0)
@property
def empty s ing l e i t em ( s e l f ) −> ’ bool ’ :
r e turn ( s e l f . s i n g l e i t em i s None )
@property
def p r e s e n t s i n g l e i t em ( s e l f ) −> ’ bool ’ :
r e turn ( s e l f . s i n g l e i t em i s not None )
@property
def r equ i r ed empty s ing l e i t em ( s e l f ) −> ’ bool ’ :
r e turn ( s e l f . r equ i r ed i t em i s None )
@property
def r e q u i r e d p r e s e n t s i n g l e i t em ( s e l f ) −> ’ bool ’ :
r e turn ( s e l f . r equ i r ed i t em i s not None )
@property
def i t em s f i r s t ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn ( l i s t ( s e l f . i tems ) or [ None ] ) [ 0 ]
@property
def i t em s l a s t ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn ( ( s e l f . i tems ) or [ None ] ) [ −1 ]
@property
def s i n g l e i t em f i r s t ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn s e l f . s i n g l e i t em
@property
def s i n g l e i t em l a s t ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn s e l f . s i n g l e i t em
@property
def r e q u i r e d i t em f i r s t ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn s e l f . r equ i r ed i t em
@property
def r e qu i r e d i t em l a s t ( s e l f ) −> ’ Optional [ Item ] ’ :
re turn s e l f . r equ i r ed i t em
@property
def a t l e a s t o n e l a r g e i t em ( s e l f ) −> ’ bool ’ :
r e turn any (map( lambda item : ( item . s i z e > 100) , s e l f . i tems ) )
@property
def a l l l a r g e i t em s ( s e l f ) −> ’ bool ’ :
r e turn a l l (map( lambda item : ( item . s i z e > 100) , s e l f . i tems ) )
@property
def none l a rg e i t ems ( s e l f ) −> ’ bool ’ :
r e turn ( l en ( l i s t ( f i l t e r ( lambda item : ( item . s i z e > 100) , s e l f . i tems ) ) ) == 0)
@property
def l a r g e i t em e x i s t s ( s e l f ) −> ’ bool ’ :
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return any (map( lambda item : ( item . s i z e > 100) , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] ) )
@property
def l a r g e i t em a l l ( s e l f ) −> ’ bool ’ :
r e turn a l l (map( lambda item : ( item . s i z e > 100) , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] ) )
@property
def l a rge i t em none ( s e l f ) −> ’ bool ’ :
r e turn ( l en ( l i s t ( f i l t e r ( lambda item : ( item . s i z e > 100) , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] ) ) ) == 0)
@property
def r e q u i r e d i t em ex i s t s ( s e l f ) −> ’ bool ’ :
r e turn any (map( lambda item : ( item . s i z e > 100) , [ s e l f . r equ i r ed i t em ] ) )
@property
def r e q u i r e d i t em a l l ( s e l f ) −> ’ bool ’ :
r e turn a l l (map( lambda item : ( item . s i z e > 100) , [ s e l f . r equ i r ed i t em ] ) )
@property
def r equ i r ed i t em none ( s e l f ) −> ’ bool ’ :
r e turn ( l en ( l i s t ( f i l t e r ( lambda item : ( item . s i z e > 100) , [ s e l f . r equ i r ed i t em ] ) ) ) == 0)
@property
def i t em s s e l e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
f i l t e r ( lambda item : ( item . s i z e > 100) , s e l f . i tems )
)
@property
def i t em s r e j e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
i t e r t o o l s . f i l t e r f a l s e ( lambda item : ( item . s i z e > 100) , s e l f . i tems )
)
@property
def s i n g l e i t em s e l e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
f i l t e r ( lambda item : ( item . s i z e > 100) , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] )
)
@property
def s i n g l e i t em r e j e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
i t e r t o o l s . f i l t e r f a l s e ( lambda item : ( item . s i z e > 100) , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] )
)
@property
def r e q u i r e d i t em s e l e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
f i l t e r ( lambda item : ( item . s i z e > 100) , [ s e l f . r equ i r ed i t em ] )
)
@property
def r e q u i r e d i t em r e j e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
i t e r t o o l s . f i l t e r f a l s e ( lambda item : ( item . s i z e > 100) , [ s e l f . r equ i r ed i t em ] )
)
@property
def i t em s c o l l e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
map( lambda item : cas t ( ’ Item ’ , item . sub item ) , s e l f . i tems )
)
@property
def s i n g l e i t em c o l l e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
map( lambda item : cas t ( ’ Item ’ , item . sub item ) , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] )
)
@property
def r e q u i r e d i t em c o l l e c t ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
map( lambda item : cas t ( ’ Item ’ , item . sub item ) , [ s e l f . r equ i r ed i t em ] )
)
@property
def s o r t ed i t ems ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
so r ted ( s e l f . items , key=func t oo l s . cmp to key ( lambda i 1 , i 2 : −1 i f ( i 1 . s i z e < i 2 . s i z e ) e l s e +1 i f ( i 2 . s i z e < i 1 . s i z e ) e l s e 0) )
)
@property
def r eve r s ed i t ems ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
r eve r s ed ( s e l f . i tems )
)
@property
def new item ( s e l f ) −> ’ Item ’ :
re turn Item (12 , None )
@property
def concat i t ems ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
( s e l f . i tems + s e l f . i t ems 2 )
)
@property
def count i tems ( s e l f ) −> ’ int ’ :
r e turn len ( s e l f . i tems )
@property
def d i s t i n c t i t em s ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn l i s t (
f un c t oo l s . reduce ( lambda l , x : l i f x in l e l s e l i s t ( l )+[x ] , s e l f . items , [ ] )
)
@property
def i t em s s i z e c o l l e c t ( s e l f ) −> ’ L i s t [ i n t ] ’ :
r e turn l i s t (
map( lambda item : item . s i z e , s e l f . i tems )
)
@property
def s i n g l e i t em s i z e c o l l e c t ( s e l f ) −> ’ L i s t [ i n t ] ’ :
r e turn l i s t (
map( lambda item : item . s i z e , [ ] i f s e l f . s i n g l e i t em i s None e l s e [ s e l f . s i n g l e i t em ] )
)
@property
def r e q u i r e d i t em s i z e c o l l e c t ( s e l f ) −> ’ L i s t [ i n t ] ’ :
r e turn l i s t (
map( lambda item : item . s i z e , [ s e l f . r equ i r ed i t em ] )
)
de f s t r ( s e l f ) −> ’ s t r ’ :
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return ”%s ( r equ i r ed i t em=%s , s i n g l e i t em=%s , empty items=%s , p r e s en t i t ems=%s , empty s ing l e i t em=%s , p r e s e n t s i n g l e i t em=%s , r equ i r ed empty s ing l e i t em=%s , r e qu i r e d p r e s e n t s i n g l e i t em=%s , a t l e a s t o n e l a r g e i t em=%s , a l l l a r g e i t em s=%s , none l a rg e i t ems=%s , l a r g e i t em e x i s t s=%s , l a r g e i t em a l l=%s , l a rge i t em none=%s , r e qu i r e d i t em ex i s t s=%s , r e q u i r e d i t em a l l=%s , r equ i r ed i t em none=%s , count i tems=%s , i t em s s i z e c o l l e c t=%s , s i n g l e i t em s i z e c o l l e c t=%s , r e q u i r e d i t em s i z e c o l l e c t=%s )” % (
type ( s e l f ) . name ,
s e l f . r equ i red i tem ,
s e l f . s i ng l e i t em ,
s e l f . empty items ,
s e l f . p re sent i t ems ,
s e l f . empty s ing le i tem ,
s e l f . p r e s en t s i n g l e i t em ,
s e l f . r equ i r ed empty s ing l e i t em ,
s e l f . r e qu i r e d p r e s e n t s i n g l e i t em ,
s e l f . a t l e a s t o n e l a r g e i t em ,
s e l f . a l l l a r g e i t em s ,
s e l f . none la rge i t ems ,
s e l f . l a r g e i t em ex i s t s ,
s e l f . l a r g e i t em a l l ,
s e l f . l a rge i t em none ,
s e l f . r e qu i r e d i t em ex i s t s ,
s e l f . r e qu i r e d i t em a l l ,
s e l f . r equ i red i tem none ,
s e l f . count items ,
s e l f . i t em s s i z e c o l l e c t ,
s e l f . s i n g l e i t em s i z e c o l l e c t ,
s e l f . r e q u i r e d i t em s i z e c o l l e c t
)
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / expected /pop/ setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cml expre s s i on s func t i on s pop ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [






==> cml−modules/ cml base / t e s t s / exp r e s s i on s / func t i on s / source /main . cml
@concept Functions
{
r equ i r ed i t em : Item ;
s i n g l e i t em : Item ? ;
items : Item ∗ ; i tems2 : Item ∗ ;
/ empty items = empty ( items ) ;
/ p r e s en t i t ems = present ( items ) ;
/ empty s ing l e i t em = empty ( s i n g l e i t em ) ;
/ p r e s e n t s i n g l e i t em = present ( s i n g l e i t em ) ;
/ r equ i r ed empty s ing l e i t em = empty ( r equ i r ed i t em ) ;
/ r e qu i r e d p r e s e n t s i n g l e i t em = present ( r equ i r ed i t em ) ;
/ i t em s f i r s t = f i r s t ( items ) ;
/ i t em s l a s t = l a s t ( items ) ;
/ s i n g l e i t em f i r s t = f i r s t ( s i n g l e i t em ) ;
/ s i n g l e i t em l a s t = l a s t ( s i n g l e i t em ) ;
/ r e q u i r e d i t em f i r s t = f i r s t ( r equ i r ed i t em ) ;
/ r e qu i r e d i t em l a s t = l a s t ( r equ i r ed i t em ) ;
/ a t l e a s t o n e l a r g e i t em = items | e x i s t s : s i z e > 100 ;
/ a l l l a r g e i t em s = items | a l l : s i z e > 100 ;
/ none l a rg e i t ems = items | none : s i z e > 100 ;
/ l a r g e i t em e x i s t s = s i n g l e i t em | e x i s t s : s i z e > 100 ;
/ l a r g e i t em a l l = s i n g l e i t em | a l l : s i z e > 100 ;
/ l a rge i t em none = s i n g l e i t em | none : s i z e > 100 ;
/ r e qu i r e d i t em ex i s t s = requ i r ed i t em | e x i s t s : s i z e > 100 ;
/ r e q u i r e d i t em a l l = requ i r ed i t em | a l l : s i z e > 100 ;
/ requ i r ed i t em none = requ i r ed i t em | none : s i z e > 100 ;
/ i t em s s e l e c t = items | s e l e c t : s i z e > 100 ;
/ i t em s r e j e c t = items | r e j e c t : s i z e > 100 ;
/ s i n g l e i t em s e l e c t = s i n g l e i t em | s e l e c t : s i z e > 100 ;
/ s i n g l e i t em r e j e c t = s i n g l e i t em | r e j e c t : s i z e > 100 ;
/ r e q u i r e d i t em s e l e c t = requ i r ed i t em | s e l e c t : s i z e > 100 ;
/ r e q u i r e d i t em r e j e c t = requ i r ed i t em | r e j e c t : s i z e > 100 ;
/ i t em s c o l l e c t = items | c o l l e c t : subItem as ! Item ;
/ s i n g l e i t em c o l l e c t = s i n g l e i t em | c o l l e c t : subItem as ! Item ;
/ r e q u i r e d i t em c o l l e c t = requ i r ed i t em | c o l l e c t : subItem as ! Item ;
/ so r t ed i t ems = items | s o r t : i1 , i 2 −> compare ( i 1 . s i z e , i 2 . s i z e ) ;
/ r eve r s ed i t ems = reve r s e ( items ) ;
/new item = Item (12 , none ) ;
/ concat i t ems = concat ( items , items2 ) ;
/ count i tems = count ( items ) ;
/ d i s t i n c t i t em s = d i s t i n c t ( items ) ;
/ i t em s s i z e c o l l e c t = items | c o l l e c t : s i z e ;
/ s i n g l e i t em s i z e c o l l e c t = s i n g l e i t em | c o l l e c t : s i z e ;




s i z e : i n t e g e r ;
subItem : Item ? ;
}
@task poj : poj
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons−f unc t i on s ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT” ;
packageName = ” func t i on s . poj ” ;
packagePath = ” func t i on s / poj ” ;
}
@task pop : pop
{
moduleName = ” cml exp r e s s i on s f unc t i on s pop ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l e t / expected /poj /cml−compiler−output . txt
model f i l e s :
− pom. xml
LetExpress ions f i l e s :
− s r c /main/ java / l e t / poj / LetExpress ions . java
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l e t / expected /poj / ignored− l i s t . txt
pom. xml
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l e t / expected /poj / s r c /main/ java / l e t / poj / LetExpress ions . java
package l e t . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s LetExpress ions
{
pub l i c i n t getSquare ( )
{
return new Suppl ier<Integer >() {




f i n a l i n t a = 2 ;
return ( a ∗ a ) ;
}
} . get ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( LetExpress ions . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” square =”). append ( St r ing . format (”\”%s \”” , t h i s . getSquare ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l e t / source /main . cml
@concept LetExpress ions
{
/ square = l e t a = 2 in a ∗ a ;
}
@task poj : poj
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons−l e t ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT” ;
packageName = ” l e t . poj ” ;
packagePath = ” l e t / poj ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / c l i e n t s / l i t e r a l s p o j / expected−c l i e n t−output . txt
L i t e r a l Express ions
Litera lTrueBoolean = true
L i t e ra lFa l s eBoo l ean = f a l s e
L i t e r a l S t r i n g I n i t = Some ” Str ing ”
L i t e r a l I n t e g e r I n i t = 123
L i t e r a lDec ima l I n i t = 123.456
L i t e r a lDec ima l In i t 2 = 0.456
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / c l i e n t s / l i t e r a l s p o j /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−expre s s i ons</groupId>
<a r t i f a c t I d>cml−expre s s i ons−l i t e r a l s −c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>${ pro j e c t . a r t i f a c t I d}</ j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−expre s s i ons</groupId>
<a r t i f a c t I d>cml−expre s s i ons−l i t e r a l s </a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass> l i t e r a l s . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>l i t e r a l s −c l i e n t−jar−with−dependencies</id>
<phase>package</phase>
<goals>








==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / c l i e n t s / l i t e r a l s p o j / s r c /main/ java / l i t e r a l s / c l i e n t /Launcher . java
package l i t e r a l s . c l i e n t ;
import l i t e r a l s . poj . L i t e r a lExp r e s s i on s ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” L i t e r a l Express ions ” ) ;
System . out . p r i n t l n ( ) ;
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f i n a l L i t e r a lExp r e s s i on s exp r e s s i on s = new L i t e r a lExp r e s s i on s ( ) ;
System . out . p r i n t l n (” Litera lTrueBoolean = ” + expr e s s i on s . i sL i t e ra lTrueBoo l ean ( ) ) ;
System . out . p r i n t l n (” L i t e ra lFa l s eBoo l ean = ” + expr e s s i on s . i sL i t e r a lFa l s eBoo l e an ( ) ) ;
System . out . p r i n t l n (” L i t e r a l S t r i n g I n i t = ” + expr e s s i on s . g e t L i t e r a l S t r i n g I n i t ( ) ) ;
System . out . p r i n t l n (” L i t e r a l I n t e g e r I n i t = ” + expr e s s i on s . g e t L i t e r a l I n t e g e r I n i t ( ) ) ;
System . out . p r i n t l n (” L i t e r a lDec ima l I n i t = ” + expr e s s i on s . g e tL i t e r a lDe c ima l I n i t ( ) ) ;
System . out . p r i n t l n (” L i t e r a lDec ima l In i t 2 = ” + expr e s s i on s . g e tL i t e r a lDec ima l I n i t 2 ( ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / c l i e n t s / l i t e r a l s p o p / c l i e n t . py
from cm l e x p r e s s i o n s l i t e r a l s p o p import ∗
exp r e s s i on s = L i t e r a lExp r e s s i on s ( )
p r in t (” Express ion L i t e r a l s \n”)
pr in t (” l i t e r a l t r u e b o o l e a n = %s” % expr e s s i on s . l i t e r a l t r u e b o o l e a n )
pr in t (” l i t e r a l f a l s e b o o l e a n = %s” % expr e s s i on s . l i t e r a l f a l s e b o o l e a n )
pr in t (” l i t e r a l s t r i n g i n i t = %s” % expr e s s i on s . l i t e r a l s t r i n g i n i t )
p r in t (” l i t e r a l i n t e g e r i n i t = %d” % expr e s s i on s . l i t e r a l i n t e g e r i n i t )
p r in t (” l i t e r a l d e c i m a l i n i t = %.3 f ” % expr e s s i on s . l i t e r a l d e c i m a l i n i t )
p r in t (” l i t e r a l d e c i m a l i n i t 2 = %.3 f ” % expr e s s i on s . l i t e r a l d e c i m a l i n i t 2 )
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / c l i e n t s / l i t e r a l s p o p / expected−c l i e n t−output . txt
Express ion L i t e r a l s
l i t e r a l t r u e b o o l e a n = True
l i t e r a l f a l s e b o o l e a n = False
l i t e r a l s t r i n g i n i t = Some ” Str ing ”
l i t e r a l i n t e g e r i n i t = 123
l i t e r a l d e c i m a l i n i t = 123.456
l i t e r a l d e c i m a l i n i t 2 = 0.456
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / expected / l i t e r a l s p o j /cml−compiler−output . txt
model f i l e s :
− pom. xml
LITERAL EXPRESSIONS f i l e s :
− s r c /main/ java / l i t e r a l s / poj / L i t e r a lExp r e s s i on s . java
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / expected / l i t e r a l s p o j / s r c /main/ java / l i t e r a l s / poj / L i t e r a lExp r e s s i on s . java
package l i t e r a l s . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s L i t e r a lExp r e s s i on s
{
pr iva t e f i n a l boolean l i t e r a lTrueBoo l ean ;
p r i va t e f i n a l boolean l i t e r a lFa l s eBoo l e an ;
p r i va t e f i n a l St r ing l i t e r a l S t r i n g I n i t ;
p r i va t e f i n a l i n t l i t e r a l I n t e g e r I n i t ;
p r i va t e f i n a l BigDecimal l i t e r a lD e c ima l I n i t ;
p r i va t e f i n a l BigDecimal l i t e r a lD e c ima l I n i t 2 ;
pub l i c L i t e r a lExp r e s s i on s ( )
{
t h i s ( true , f a l s e , ”\tSome \” St r ing \”\n” , 123 , new BigDecimal (”123 .456”) , new BigDecimal ( ” . 4 5 6 ” ) ) ;
}
pub l i c L i t e r a lExp r e s s i on s ( boolean l i t e ra lTrueBoo l ean , boolean l i t e r a lFa l s eBoo l e an , St r ing l i t e r a l S t r i n g I n i t , i n t l i t e r a l I n t e g e r I n i t , BigDecimal l i t e r a lD e c ima l I n i t , BigDecimal l i t e r a lD e c ima l I n i t 2 )
{
t h i s . l i t e r a lTrueBoo l ean = l i t e ra lTrueBoo l ean ;
t h i s . l i t e r a lFa l s eBoo l e an = l i t e r a lFa l s eBoo l e an ;
t h i s . l i t e r a l S t r i n g I n i t = l i t e r a l S t r i n g I n i t ;
t h i s . l i t e r a l I n t e g e r I n i t = l i t e r a l I n t e g e r I n i t ;
t h i s . l i t e r a lD e c ima l I n i t = l i t e r a lD e c ima l I n i t ;
t h i s . l i t e r a lD e c ima l I n i t 2 = l i t e r a lD e c ima l I n i t 2 ;
}
pub l i c boolean i sL i t e ra lTrueBoo l ean ( )
{
return t h i s . l i t e r a lTrueBoo l ean ;
}
pub l i c boolean i sL i t e r a lFa l s eBoo l e an ( )
{
return t h i s . l i t e r a lFa l s eBoo l e an ;
}
pub l i c St r ing g e t L i t e r a l S t r i n g I n i t ( )
{
return t h i s . l i t e r a l S t r i n g I n i t ;
}
pub l i c i n t g e t L i t e r a l I n t e g e r I n i t ( )
{
return t h i s . l i t e r a l I n t e g e r I n i t ;
}
pub l i c BigDecimal g e tL i t e r a lDe c ima l I n i t ( )
{
return t h i s . l i t e r a lD e c ima l I n i t ;
}
pub l i c BigDecimal g e tL i t e r a lDec ima l I n i t 2 ( )
{
return t h i s . l i t e r a lD e c ima l I n i t 2 ;
}
pub l i c boolean isComparedStrings ( )
{
return ( Objects . equa l s ( t h i s . g e t L i t e r a l S t r i n g I n i t ( ) , ” another s t r i n g ” ) ) ;
}




return ( t h i s . g e t L i t e r a l S t r i n g I n i t ( ) + ” another s t r i n g ” ) ;
}
pub l i c St r ing getStrConcat2 ( )
{
return ( ( t h i s . g e t L i t e r a l S t r i n g I n i t ( ) + Objects . t oS t r ing (321) ) + Objects . t oS t r ing ( t h i s . g e tL i t e r a lDe c ima l I n i t ( ) ) ) ;
}
pub l i c St r ing getStrConcat3 ( )
{
return ( Objects . t oS t r ing (321) + Objects . t oS t r ing ( t h i s . g e tL i t e r a lDe c ima l I n i t ( ) ) ) ;
}
pub l i c St r ing getStrConcat4 ( )
{
return ( t h i s . g e t L i t e r a l S t r i n g I n i t ( ) + ” another s t r i n g ” ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( L i t e r a lExp r e s s i on s . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” l i t e r a lTrueBoo l ean =”). append ( St r ing . format (”\”%s \”” , t h i s . i sL i t e ra lTrueBoo l ean ( ) ) ) . append (” , ”)
. append (” l i t e r a lFa l s eBoo l e an =”). append ( St r ing . format (”\”%s \”” , t h i s . i sL i t e r a lFa l s eBoo l e an ( ) ) ) . append (” , ”)
. append (” l i t e r a l S t r i n g I n i t =”). append ( St r ing . format (”\”%s \”” , t h i s . g e t L i t e r a l S t r i n g I n i t ( ) ) ) . append (” , ”)
. append (” l i t e r a l I n t e g e r I n i t =”). append ( St r ing . format (”\”%s \”” , t h i s . g e t L i t e r a l I n t e g e r I n i t ( ) ) ) . append (” , ”)
. append (” l i t e r a lD e c ima l I n i t =”). append ( St r ing . format (”\”%s \”” , t h i s . g e tL i t e r a lDe c ima l I n i t ( ) ) ) . append (” , ”)
. append (” l i t e r a lD e c ima l I n i t 2 =”). append ( St r ing . format (”\”%s \”” , t h i s . g e tL i t e r a lDec ima l I n i t 2 ( ) ) ) . append (” , ”)
. append (” comparedStrings =”). append ( St r ing . format (”\”%s \”” , t h i s . isComparedStrings ( ) ) ) . append (” , ”)
. append (” strConcat =”). append ( St r ing . format (”\”%s \”” , t h i s . getStrConcat ( ) ) ) . append (” , ”)
. append (” strConcat2 =”). append ( St r ing . format (”\”%s \”” , t h i s . getStrConcat2 ( ) ) ) . append (” , ”)
. append (” strConcat3 =”). append ( St r ing . format (”\”%s \”” , t h i s . getStrConcat3 ( ) ) ) . append (” , ”)
. append (” strConcat4 =”). append ( St r ing . format (”\”%s \”” , t h i s . getStrConcat4 ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / expected / l i t e r a l s p o p /cml−compiler−output . txt
model f i l e s :
− setup . py
− cm l e x p r e s s i o n s l i t e r a l s p o p / i n i t . py
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / l i t e r a l s / expected / l i t e r a l s p o p / cm l e x p r e s s i o n s l i t e r a l s p o p / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s L i t e r a lExp r e s s i on s :
de f i n i t ( s e l f , l i t e r a l t r u e b o o l e a n : ’ bool ’ = True , l i t e r a l f a l s e b o o l e a n : ’ bool ’ = False , l i t e r a l s t r i n g i n i t : ’ s t r ’ = ”\tSome \” St r ing \”\n” , l i t e r a l i n t e g e r i n i t : ’ int ’ = 123 , l i t e r a l d e c i m a l i n i t : ’ Decimal ’ = Decimal (”123 .456”) , l i t e r a l d e c i m a l i n i t 2 : ’ Decimal ’ = Decimal ( ” . 4 56” ) ) −> ’None ’ :
s e l f . l i t e r a l t r u e b o o l e a n = l i t e r a l t r u e b o o l e a n
s e l f . l i t e r a l f a l s e b o o l e a n = l i t e r a l f a l s e b o o l e a n
s e l f . l i t e r a l s t r i n g i n i t = l i t e r a l s t r i n g i n i t
s e l f . l i t e r a l i n t e g e r i n i t = l i t e r a l i n t e g e r i n i t
s e l f . l i t e r a l d e c i m a l i n i t = l i t e r a l d e c i m a l i n i t
s e l f . l i t e r a l d e c i m a l i n i t 2 = l i t e r a l d e c i m a l i n i t 2
@property
def l i t e r a l t r u e b o o l e a n ( s e l f ) −> ’ bool ’ :
r e turn s e l f . l i t e r a l t r u e b o o l e a n
@property
def l i t e r a l f a l s e b o o l e a n ( s e l f ) −> ’ bool ’ :
r e turn s e l f . l i t e r a l f a l s e b o o l e a n
@property
def l i t e r a l s t r i n g i n i t ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . l i t e r a l s t r i n g i n i t
@property
def l i t e r a l i n t e g e r i n i t ( s e l f ) −> ’ int ’ :
r e turn s e l f . l i t e r a l i n t e g e r i n i t
@property
def l i t e r a l d e c i m a l i n i t ( s e l f ) −> ’ Decimal ’ :
r e turn s e l f . l i t e r a l d e c i m a l i n i t
@property
def l i t e r a l d e c i m a l i n i t 2 ( s e l f ) −> ’ Decimal ’ :
r e turn s e l f . l i t e r a l d e c i m a l i n i t 2
@property
def compared str ings ( s e l f ) −> ’ bool ’ :
r e turn ( s e l f . l i t e r a l s t r i n g i n i t == ”another s t r i n g ”)
@property
def s t r c on ca t ( s e l f ) −> ’ s t r ’ :
r e turn ( s e l f . l i t e r a l s t r i n g i n i t + ” another s t r i n g ”)
@property
def s t r c on c a t 2 ( s e l f ) −> ’ s t r ’ :
r e turn ( ( s e l f . l i t e r a l s t r i n g i n i t + s t r (321) ) + s t r ( s e l f . l i t e r a l d e c i m a l i n i t ) )
@property
def s t r c on c a t 3 ( s e l f ) −> ’ s t r ’ :
r e turn ( s t r (321) + s t r ( s e l f . l i t e r a l d e c i m a l i n i t ) )
@property
def s t r c on c a t 4 ( s e l f ) −> ’ s t r ’ :
r e turn ( s e l f . l i t e r a l s t r i n g i n i t + ” another s t r i n g ”)
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( l i t e r a l t r u e b o o l e a n=%s , l i t e r a l f a l s e b o o l e a n=%s , l i t e r a l s t r i n g i n i t=%s , l i t e r a l i n t e g e r i n i t=%s , l i t e r a l d e c i m a l i n i t=%s , l i t e r a l d e c i m a l i n i t 2=%s , compared str ings=%s , s t r c on ca t=%s , s t r c on c a t 2=%s , s t r c on c a t 3=%s , s t r c on c a t 4=%s )” % (
type ( s e l f ) . name ,
s e l f . l i t e r a l t r u e b o o l e a n ,
s e l f . l i t e r a l f a l s e b o o l e a n ,
s e l f . l i t e r a l s t r i n g i n i t ,
s e l f . l i t e r a l i n t e g e r i n i t ,
s e l f . l i t e r a l d e c im a l i n i t ,
s e l f . l i t e r a l d e c im a l i n i t 2 ,
s e l f . compared str ings ,
s e l f . s t r concat ,
s e l f . s t r c onca t 2 ,
s e l f . s t r c onca t 3 ,
s e l f . s t r c on c a t 4
)





Litera lTrueBoolean = true ;
L i t e ra lFa l s eBoo l ean = f a l s e ;
L i t e r a l S t r i n g I n i t = ”\tSome \” St r ing \”\n ” ;
L i t e r a l I n t e g e r I n i t = 123 ;
L i t e r a lDec ima l I n i t = 123 .456 ;
L i t e r a lDec ima l In i t 2 = . 4 5 6 ;
/ compared str ings = L i t e r a l S t r i n g I n i t == ”another s t r i n g ” ;
/ s t r c on ca t = L i t e r a l S t r i n g I n i t & ” another s t r i n g ” ;
/ s t r c onca t2 = L i t e r a l S t r i n g I n i t & 321 & L i t e r a lDec ima l I n i t ;
/ s t r c onca t3 = 321 & L i t e r a lDec ima l I n i t ;
/ s t r c onca t4 = L i t e r a l S t r i n g I n i t & ” another s t r i n g ” ;
}
@task l i t e r a l s p o j : poj
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons− l i t e r a l s ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT” ;
packageName = ” l i t e r a l s . poj ” ;
packagePath = ” l i t e r a l s / poj ” ;
}
@task l i t e r a l s p o p : pop
{
moduleName = ” cm l e x p r e s s i o n s l i t e r a l s p o p ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / c l i e n t s / paths po j / expected−c l i e n t−output . txt
Paths Cl i ent ( poj )
s e l f v a r = Express ionCases ( foo=”foo ” , somePath=”SomeConcept ( value=”−1”, bar=”Bar ( )” , oneMorePath=”AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ”)”)” , s ing l eVar=”foo ” , optProp=not present , optFlag=” f a l s e ”)
s i n g l e v a r = foo
path var = Bar ( )
path var2 = Etc ( )
path var3 = [ Etc ( ) , Etc ( ) ]
path bars = [ Bar ( ) , Bar ( ) ]
pa th foos = [ AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ”) , AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ”) , AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ”) , AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ” ) ]
somePathList = [ SomeConcept ( value=”2” , bar=”Bar ( )” , oneMorePath=”AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ”)”) , SomeConcept ( value=”−1”, bar=”Bar ( )” , oneMorePath=”AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ” ) ” ) ]
s o r t e d l i s t = [ SomeConcept ( value=”−1”, bar=”Bar ( )” , oneMorePath=”AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ”)”) , SomeConcept ( value=”2” , bar=”Bar ( )” , oneMorePath=”AnotherConcept ( e tc=”Etc ( )” , f l a g=”true ” ) ” ) ]
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / c l i e n t s / paths po j /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−expre s s i ons</groupId>
<a r t i f a c t I d>cml−expre s s i ons−paths−c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>${ pro j e c t . a r t i f a c t I d}</ j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−expre s s i ons</groupId>
<a r t i f a c t I d>cml−expre s s i ons−paths</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>paths . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>paths−c l i e n t−jar−with−dependencies</id>
<phase>package</phase>
<goals>








==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / c l i e n t s / paths po j / s r c /main/ java /paths / c l i e n t /Launcher . java
package paths . c l i e n t ;
import paths . poj . ∗ ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
pub l i c c l a s s Launcher
{




System . out . p r i n t l n (” Paths Cl i ent ( poj ) ” ) ;
System . out . p r i n t l n ( ) ;
f i n a l AnotherConcept anotherConcept = new AnotherConcept (new Etc ( ) ) ;
f i n a l AnotherConcept anotherConcept2 = new AnotherConcept (new Etc ( ) ) ;
f i n a l SomeConcept someConcept = new SomeConcept(−1, new Bar ( ) , a sL i s t ( anotherConcept , anotherConcept2 ) , anotherConcept ) ;
f i n a l SomeConcept someConcept2 = new SomeConcept (2 , new Bar ( ) , a sL i s t ( anotherConcept2 , anotherConcept ) , anotherConcept2 ) ;
f i n a l Express ionCases ca s e s = new Express ionCases (” foo ” , someConcept , a sL i s t ( someConcept2 , someConcept ) , nu l l ) ;
System . out . p r i n t l n (” s e l f v a r = ” + case s . ge tSe l fVar ( ) ) ;
System . out . p r i n t l n (” s i n g l e v a r = ” + case s . getS ing leVar ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (” path var = ” + case s . getPathVar ( ) ) ;
System . out . p r i n t l n (” path var2 = ” + case s . getPathVar2 ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (” path var3 = ” + case s . getPathVar3 ( ) ) ;
System . out . p r i n t l n (” path bars = ” + case s . getPathBars ( ) ) ;
System . out . p r i n t l n (” path foos = ” + case s . getPathFoos ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (” somePathList = ” + case s . getSomePathList ( ) ) ;
System . out . p r i n t l n (” s o r t e d l i s t = ” + case s . g e tSo r t edL i s t ( ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / c l i e n t s / paths pop/ c l i e n t . py
from cml expre s s i ons paths pop import ∗
anotherConcept = AnotherConcept ( Etc ( ) )
anotherConcept2 = AnotherConcept ( Etc ( ) )
someConcept = SomeConcept(−1, Bar ( ) , [ anotherConcept , anotherConcept2 ] , anotherConcept )
someConcept2 = SomeConcept (2 , Bar ( ) , [ anotherConcept2 , anotherConcept ] , anotherConcept2 )
ca s e s = Express ionCases (” foo ” , someConcept , [ someConcept2 , someConcept ] , None )
p r in t (” Paths Cl i ent ( pop)\n”)
pr in t (” s e l f v a r = ” + s t r ( ca s e s . s e l f v a r ) )
p r in t (” s i n g l e v a r = ” + case s . s i n g l e v a r )
p r in t ( )
p r in t (” path var = ” + s t r ( ca se s . path var ) )
p r in t (” path var 2 = ” + s t r ( ca s e s . path var 2 ) )
p r in t ( )
p r in t (” path var 3 = ” + s t r ( l i s t (map( lambda item : s t r ( item ) , ca s e s . path var 3 ) ) ) )
p r in t (” path bars = ” + s t r ( l i s t (map( lambda item : s t r ( item ) , ca s e s . path bars ) ) ) )
p r in t (” path foos = ” + s t r ( l i s t (map( lambda item : s t r ( item ) , ca s e s . pa th foos ) ) ) )
p r in t (” s ome pa th l i s t = ” + s t r ( l i s t (map( lambda item : s t r ( item ) , ca s e s . s ome pa th l i s t ) ) ) )
p r in t (” s o r t e d l i s t = ” + s t r ( l i s t (map( lambda item : s t r ( item ) , ca s e s . s o r t e d l i s t ) ) ) )
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / c l i e n t s / paths pop/ expected−c l i e n t−output . txt
Paths Cl i ent ( pop )
s e l f v a r = Express ionCases ( foo=foo , some path=SomeConcept ( value=−1, bar=Bar ( ) , one more path=AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ) , s i n g l e v a r=foo , opt prop=None , o p t f l a g=False )
s i n g l e v a r = foo
path var = Bar ( )
path var 2 = Etc ( )
path var 3 = [ ’ Etc ( ) ’ , ’ Etc ( ) ’ ]
path bars = [ ’ Bar ( ) ’ , ’ Bar ( ) ’ ]
pa th foos = [ ’ AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ’ , ’ AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ’ , ’ AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ’ , ’ AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ’ ]
s ome pa th l i s t = [ ’ SomeConcept ( value=2, bar=Bar ( ) , one more path=AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ) ’ , ’ SomeConcept ( value=−1, bar=Bar ( ) , one more path=AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ) ’ ]
s o r t e d l i s t = [ ’ SomeConcept ( value=−1, bar=Bar ( ) , one more path=AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ) ’ , ’ SomeConcept ( value=2, bar=Bar ( ) , one more path=AnotherConcept ( e tc=Etc ( ) , f l a g=True ) ) ’ ]
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java /cml−compiler−output . txt
model f i l e s :
− pom. xml
Express ionCases f i l e s :
− s r c /main/ java /paths /cmlc/Express ionCases . java
SomeConcept f i l e s :
− s r c /main/ java /paths /cmlc/SomeConcept . java
AnotherConcept f i l e s :
− s r c /main/ java /paths /cmlc/AnotherConcept . java
Bar f i l e s :
− s r c /main/ java /paths /cmlc/Bar . java
Etc f i l e s :
− s r c /main/ java /paths /cmlc/Etc . java
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−expre s s i ons</groupId>
<a r t i f a c t I d>cml−expre s s i ons−paths−cmlc</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>









<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java / s r c /main/ java /paths /cmlc/AnotherConcept . java
package paths . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e AnotherConcept
{
Etc getEtc ( ) ;
boolean i sF l ag ( ) ;
s t a t i c AnotherConcept createAnotherConcept ( Etc etc )
{
return createAnotherConcept ( etc , t rue ) ;
}
s t a t i c AnotherConcept createAnotherConcept ( Etc etc , boolean f l a g )
{
return new AnotherConceptImpl ( nul l , etc , f l a g ) ;
}
s t a t i c AnotherConcept extendAnotherConcept ( @Nullable AnotherConcept a c t u a l s e l f , Etc etc , boolean f l a g )
{
return new AnotherConceptImpl ( a c t u a l s e l f , etc , f l a g ) ;
}
}
c l a s s AnotherConceptImpl implements AnotherConcept
{
pr iva t e f i n a l @Nullable AnotherConcept a c t u a l s e l f ;
p r i va t e f i n a l Etc etc ;
p r i va t e f i n a l boolean f l a g ;
AnotherConceptImpl ( @Nullable AnotherConcept a c t u a l s e l f , Etc etc , boolean f l a g )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . e tc = etc ;
t h i s . f l a g = f l a g ;
}
pub l i c Etc getEtc ( )
{
return t h i s . e tc ;
}
pub l i c boolean i sF l ag ( )
{
return t h i s . f l a g ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( AnotherConcept . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” etc =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getEtc ( ) ) ) . append (” , ”)
. append (” f l a g =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . i sF l ag ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java / s r c /main/ java /paths /cmlc/Bar . java
package paths . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Bar {}
c l a s s BarImpl implements Bar
{
pr iva t e f i n a l @Nullable Bar a c t u a l s e l f ;
BarImpl ( @Nullable Bar a c t u a l s e l f )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
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}pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Bar . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java / s r c /main/ java /paths /cmlc/Etc . java
package paths . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Etc {}
c l a s s EtcImpl implements Etc
{
pr iva t e f i n a l @Nullable Etc a c t u a l s e l f ;
EtcImpl ( @Nullable Etc a c t u a l s e l f )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Etc . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java / s r c /main/ java /paths /cmlc/Express ionCases . java
package paths . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Express ionCases
{
Str ing getFoo ( ) ;
SomeConcept getSomePath ( ) ;
List<SomeConcept> getSomePathList ( ) ;
Express ionCases ge tSe l fVar ( ) ;
S t r ing getS ing leVar ( ) ;
SomeConcept getDerivedSomePath ( ) ;
Bar getPathVar ( ) ;
Etc getPathVar2 ( ) ;
List<Etc> getPathVar3 ( ) ;
List<Bar> getPathBars ( ) ;
List<AnotherConcept> getPathFoos ( ) ;
List<SomeConcept> ge tSo r t edL i s t ( ) ;
Optional<AnotherConcept> getOptProp ( ) ;
boolean isOptFlag ( ) ;
Optional<SomeConcept> getNoneProp ( ) ;
s t a t i c Express ionCases createExpres s ionCases ( St r ing foo , SomeConcept somePath , List<SomeConcept> somePathList , @Nullable AnotherConcept optProp )
{
return new Express ionCasesImpl ( nul l , foo , somePath , somePathList , optProp ) ;
}
s t a t i c Express ionCases extendExpress ionCases ( @Nullable Express ionCases a c t u a l s e l f , S t r ing foo , SomeConcept somePath , List<SomeConcept> somePathList , @Nullable AnotherConcept optProp )
{
return new Express ionCasesImpl ( a c t u a l s e l f , foo , somePath , somePathList , optProp ) ;
}
}
c l a s s Express ionCasesImpl implements Express ionCases
{
pr iva t e f i n a l @Nullable Express ionCases a c t u a l s e l f ;
p r i va t e f i n a l St r ing foo ;
p r i va t e f i n a l SomeConcept somePath ;
p r i va t e f i n a l List<SomeConcept> somePathList ;
p r i va t e f i n a l @Nullable AnotherConcept optProp ;
Express ionCasesImpl ( @Nullable Express ionCases a c t u a l s e l f , S t r ing foo , SomeConcept somePath , List<SomeConcept> somePathList , @Nullable AnotherConcept optProp )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . foo = foo ;
t h i s . somePath = somePath ;
t h i s . somePathList = somePathList ;
t h i s . optProp = optProp ;
}




return t h i s . foo ;
}
pub l i c SomeConcept getSomePath ( )
{
return t h i s . somePath ;
}
pub l i c List<SomeConcept> getSomePathList ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . somePathList ) ;
}
pub l i c Optional<AnotherConcept> getOptProp ( )
{
return Optional . o fNu l l ab l e ( t h i s . optProp ) ;
}
pub l i c Express ionCases ge tSe l fVar ( )
{
return t h i s . a c t u a l s e l f ;
}
pub l i c St r ing getS ing leVar ( )
{
return t h i s . a c t u a l s e l f . getFoo ( ) ;
}
pub l i c SomeConcept getDerivedSomePath ( )
{
return t h i s . a c t u a l s e l f . getSomePath ( ) ;
}
pub l i c Bar getPathVar ( )
{
return t h i s . a c t u a l s e l f . getSomePath ( ) . getBar ( ) ;
}
pub l i c Etc getPathVar2 ( )
{
return t h i s . a c t u a l s e l f . getSomePath ( ) . getOneMorePath ( ) . getEtc ( ) ;
}
pub l i c List<Etc> getPathVar3 ( )
{
return seq ( seq ( t h i s . a c t u a l s e l f . getSomePathList ( ) ) . f latMap ( someConcept −> seq ( a sL i s t ( someConcept . getOneMorePath ( ) ) ) ) ) . f latMap ( anotherConcept −> seq ( a sL i s t ( anotherConcept . getEtc ( ) ) ) ) . t oL i s t ( ) ;
}
pub l i c List<Bar> getPathBars ( )
{
return seq ( t h i s . a c t u a l s e l f . getSomePathList ( ) ) . f latMap ( someConcept −> seq ( a sL i s t ( someConcept . getBar ( ) ) ) ) . t oL i s t ( ) ;
}
pub l i c List<AnotherConcept> getPathFoos ( )
{
return seq ( t h i s . a c t u a l s e l f . getSomePathList ( ) ) . f latMap ( someConcept −> seq ( someConcept . getFoos ( ) ) ) . t oL i s t ( ) ;
}
pub l i c List<SomeConcept> ge tSo r t edL i s t ( )
{
return seq ( t h i s . a c t u a l s e l f . getSomePathList ( ) ) . so r t ed ( ( item1 , item2 ) −> ( item1 . getValue ( ) < item2 . getValue ( ) ) ? −1 : ( ( item2 . getValue ( ) < item1 . getValue ( ) ) ? +1 : 0 ) ) . t oL i s t ( ) ;
}
pub l i c boolean isOptFlag ( )
{
return seq ( t h i s . a c t u a l s e l f . getOptProp ( ) ) . anyMatch ( item1 −> item1 . i sF l ag ( ) ) ;
}
pub l i c Optional<SomeConcept> getNoneProp ( )
{
return Optional . empty ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Express ionCases . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” foo =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getFoo ( ) ) ) . append (” , ”)
. append (” somePath=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getSomePath ( ) ) ) . append (” , ”)
. append (” s ing l eVar =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getS ing leVar ( ) ) ) . append (” , ”)
. append (” optProp=”). append ( t h i s . a c t u a l s e l f . getOptProp ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getOptProp ( ) ) : ”not present ” ) . append (” , ”)
. append (” optFlag =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . i sOptFlag ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc java / s r c /main/ java /paths /cmlc/SomeConcept . java
package paths . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e SomeConcept
{
i n t getValue ( ) ;
Bar getBar ( ) ;
List<AnotherConcept> getFoos ( ) ;
AnotherConcept getOneMorePath ( ) ;
s t a t i c SomeConcept createSomeConcept ( i n t value , Bar bar , List<AnotherConcept> foos , AnotherConcept oneMorePath )
{
return new SomeConceptImpl ( nul l , value , bar , foos , oneMorePath ) ;
}
s t a t i c SomeConcept extendSomeConcept ( @Nullable SomeConcept a c t u a l s e l f , i n t value , Bar bar , List<AnotherConcept> foos , AnotherConcept oneMorePath )
{
return new SomeConceptImpl ( a c t u a l s e l f , value , bar , foos , oneMorePath ) ;
}
}
c l a s s SomeConceptImpl implements SomeConcept
{
pr iva t e f i n a l @Nullable SomeConcept a c t u a l s e l f ;
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pr iva t e f i n a l i n t value ;
p r i va t e f i n a l Bar bar ;
p r i va t e f i n a l List<AnotherConcept> f oo s ;
p r i va t e f i n a l AnotherConcept oneMorePath ;
SomeConceptImpl ( @Nullable SomeConcept a c t u a l s e l f , i n t value , Bar bar , List<AnotherConcept> foos , AnotherConcept oneMorePath )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . value = value ;
t h i s . bar = bar ;
t h i s . f oo s = foo s ;
t h i s . oneMorePath = oneMorePath ;
}
pub l i c i n t getValue ( )
{
return t h i s . value ;
}
pub l i c Bar getBar ( )
{
return t h i s . bar ;
}
pub l i c List<AnotherConcept> getFoos ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . f oo s ) ;
}
pub l i c AnotherConcept getOneMorePath ( )
{
return t h i s . oneMorePath ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( SomeConcept . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” value =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getValue ( ) ) ) . append (” , ”)
. append (” bar=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getBar ( ) ) ) . append (” , ”)
. append (” oneMorePath=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getOneMorePath ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc py /cml−compiler−output . txt
model f i l e s :
− setup . py
− cml expre s s i on s pa ths cmlc / i n i t . py
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc py / cml expre s s i on s pa ths cmlc / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s AnotherConcept (ABC) :
@abstractproperty
def e tc ( s e l f ) −> ’ Etc ’ :
pass
@abstractproperty
def f l a g ( s e l f ) −> ’ bool ’ :
pass
@staticmethod
def c r ea t e ano the r concep t ( e tc : ’ Etc ’ , f l a g : ’ bool ’ = True ) −> ’ AnotherConcept ’ :
re turn AnotherConceptImpl (None , etc , f l a g )
@staticmethod
def extend another concept ( a c t u a l s e l f : ’ Optional [ AnotherConcept ] ’ , e t c : ’ Etc ’ , f l a g : ’ bool ’ = True ) −> ’ AnotherConcept ’ :
re turn AnotherConceptImpl ( a c t u a l s e l f , etc , f l a g )
c l a s s AnotherConceptImpl ( AnotherConcept ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ AnotherConcept ] ’ , e t c : ’ Etc ’ , f l a g : ’ bool ’ = True ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ AnotherConcept ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . e t c = etc
s e l f . f l a g = f l a g
@property
def e tc ( s e l f ) −> ’ Etc ’ :
re turn s e l f . e t c
@property
def f l a g ( s e l f ) −> ’ bool ’ :
r e turn s e l f . f l a g
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( etc=%s , f l a g=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . etc ,
s e l f . a c t u a l s e l f . f l a g
)
c l a s s Bar (ABC) :
pass
c l a s s BarImpl (Bar ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Bar ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Bar ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
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c l a s s Etc (ABC) :
pass
c l a s s EtcImpl ( Etc ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Etc ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Etc ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
c l a s s SomeConcept (ABC) :
@abstractproperty
def value ( s e l f ) −> ’ int ’ :
pass
@abstractproperty
def bar ( s e l f ) −> ’Bar ’ :
pass
@abstractproperty
def f oo s ( s e l f ) −> ’ L i s t [ AnotherConcept ] ’ :
pass
@abstractproperty
def one more path ( s e l f ) −> ’ AnotherConcept ’ :
pass
@staticmethod
def c reate some concept ( value : ’ int ’ , bar : ’Bar ’ , f oo s : ’ L i s t [ AnotherConcept ] ’ , one more path : ’ AnotherConcept ’ ) −> ’ SomeConcept ’ :
re turn SomeConceptImpl (None , value , bar , foos , one more path )
@staticmethod
def extend some concept ( a c t u a l s e l f : ’ Optional [ SomeConcept ] ’ , value : ’ int ’ , bar : ’Bar ’ , f oo s : ’ L i s t [ AnotherConcept ] ’ , one more path : ’ AnotherConcept ’ ) −> ’ SomeConcept ’ :
re turn SomeConceptImpl ( a c t u a l s e l f , value , bar , foos , one more path )
c l a s s SomeConceptImpl ( SomeConcept ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ SomeConcept ] ’ , value : ’ int ’ , bar : ’Bar ’ , f oo s : ’ L i s t [ AnotherConcept ] ’ , one more path : ’ AnotherConcept ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ SomeConcept ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . v a l u e = value
s e l f . ba r = bar
s e l f . f o o s = foo s
s e l f . one more path = one more path
@property
def value ( s e l f ) −> ’ int ’ :
r e turn s e l f . v a l u e
@property
def bar ( s e l f ) −> ’Bar ’ :
re turn s e l f . ba r
@property
def f oo s ( s e l f ) −> ’ L i s t [ AnotherConcept ] ’ :
r e turn s e l f . f o o s
@property
def one more path ( s e l f ) −> ’ AnotherConcept ’ :
re turn s e l f . one more path
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( value=%s , bar=%s , one more path=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . value ,
s e l f . a c t u a l s e l f . bar ,
s e l f . a c t u a l s e l f . one more path
)
c l a s s Express ionCases (ABC) :
@abstractproperty
def foo ( s e l f ) −> ’ s t r ’ :
pass
@abstractproperty
def some path ( s e l f ) −> ’ SomeConcept ’ :
pass
@abstractproperty
def s ome pa th l i s t ( s e l f ) −> ’ L i s t [ SomeConcept ] ’ :
pass
@abstractproperty
def s e l f v a r ( s e l f ) −> ’ ExpressionCases ’ :
pass
@abstractproperty
def s i n g l e v a r ( s e l f ) −> ’ s t r ’ :
pass
@abstractproperty
def der ived some path ( s e l f ) −> ’ SomeConcept ’ :
pass
@abstractproperty
def path var ( s e l f ) −> ’Bar ’ :
pass
@abstractproperty
def path var 2 ( s e l f ) −> ’ Etc ’ :
pass
@abstractproperty
def path var 3 ( s e l f ) −> ’ L i s t [ Etc ] ’ :
pass
@abstractproperty
def path bars ( s e l f ) −> ’ L i s t [ Bar ] ’ :
pass
@abstractproperty





def s o r t e d l i s t ( s e l f ) −> ’ L i s t [ SomeConcept ] ’ :
pass
@abstractproperty
def opt prop ( s e l f ) −> ’ Optional [ AnotherConcept ] ’ :
pass
@abstractproperty
def o p t f l a g ( s e l f ) −> ’ bool ’ :
pass
@abstractproperty
def none prop ( s e l f ) −> ’ Optional [ SomeConcept ] ’ :
pass
@staticmethod
def c r e a t e e xp r e s s i o n c a s e s ( foo : ’ s t r ’ , some path : ’ SomeConcept ’ , s ome pa th l i s t : ’ L i s t [ SomeConcept ] ’ , opt prop : ’ Optional [ AnotherConcept ] ’ ) −> ’ ExpressionCases ’ :
r e turn Express ionCasesImpl (None , foo , some path , some path l i s t , opt prop )
@staticmethod
def ex t end exp r e s s i on ca s e s ( a c t u a l s e l f : ’ Optional [ Express ionCases ] ’ , foo : ’ s t r ’ , some path : ’ SomeConcept ’ , s ome pa th l i s t : ’ L i s t [ SomeConcept ] ’ , opt prop : ’ Optional [ AnotherConcept ] ’ ) −> ’ ExpressionCases ’ :
r e turn Express ionCasesImpl ( a c t u a l s e l f , foo , some path , some path l i s t , opt prop )
c l a s s Express ionCasesImpl ( Express ionCases ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Express ionCases ] ’ , foo : ’ s t r ’ , some path : ’ SomeConcept ’ , s ome pa th l i s t : ’ L i s t [ SomeConcept ] ’ , opt prop : ’ Optional [ AnotherConcept ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Express ionCases ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . f o o = foo
s e l f . some path = some path
s e l f . s ome pa t h l i s t = some pa th l i s t
s e l f . op t prop = opt prop
@property
def foo ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . f o o
@property
def some path ( s e l f ) −> ’ SomeConcept ’ :
re turn s e l f . some path
@property
def s ome pa th l i s t ( s e l f ) −> ’ L i s t [ SomeConcept ] ’ :
r e turn s e l f . s ome pa t h l i s t
@property
def opt prop ( s e l f ) −> ’ Optional [ AnotherConcept ] ’ :
r e turn s e l f . op t prop
@property
def s e l f v a r ( s e l f ) −> ’ ExpressionCases ’ :
r e turn s e l f . a c t u a l s e l f
@property
def s i n g l e v a r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . a c t u a l s e l f . foo
@property
def der ived some path ( s e l f ) −> ’ SomeConcept ’ :
re turn s e l f . a c t u a l s e l f . some path
@property
def path var ( s e l f ) −> ’Bar ’ :
re turn s e l f . a c t u a l s e l f . some path . bar
@property
def path var 2 ( s e l f ) −> ’ Etc ’ :
re turn s e l f . a c t u a l s e l f . some path . one more path . e tc
@property
def path var 3 ( s e l f ) −> ’ L i s t [ Etc ] ’ :
r e turn l i s t (
map(
lambda another concept : another concept . etc ,
map(
lambda some concept : some concept . one more path ,





def path bars ( s e l f ) −> ’ L i s t [ Bar ] ’ :
r e turn l i s t (
map(
lambda some concept : some concept . bar ,




def path foos ( s e l f ) −> ’ L i s t [ AnotherConcept ] ’ :
r e turn l i s t (
i t e r t o o l s . chain . f r om i t e r ab l e (map(
lambda some concept : some concept . foos ,




def s o r t e d l i s t ( s e l f ) −> ’ L i s t [ SomeConcept ] ’ :
r e turn l i s t (
so r ted ( s e l f . a c t u a l s e l f . s ome path l i s t , key=func t oo l s . cmp to key ( lambda item 1 , item 2 : −1 i f ( i tem 1 . value < i tem 2 . value ) e l s e +1 i f ( i tem 2 . value < i tem 1 . value ) e l s e 0) )
)
@property
def o p t f l a g ( s e l f ) −> ’ bool ’ :
r e turn any (map( lambda item : item . f l ag , [ ] i f s e l f . a c t u a l s e l f . opt prop i s None e l s e [ s e l f . a c t u a l s e l f . opt prop ] ) )
@property
def none prop ( s e l f ) −> ’ Optional [ SomeConcept ] ’ :
r e turn None
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( foo=%s , some path=%s , s i n g l e v a r=%s , opt prop=%s , o p t f l a g=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . foo ,
s e l f . a c t u a l s e l f . some path ,
s e l f . a c t u a l s e l f . s i n g l e va r ,
s e l f . a c t u a l s e l f . opt prop ,
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s e l f . a c t u a l s e l f . o p t f l a g
)
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths cmlc py / setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cml expre s s i ons paths cmlc ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [




==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j /cml−compiler−output . txt
model f i l e s :
− pom. xml
Express ionCases f i l e s :
− s r c /main/ java /paths / poj /Express ionCases . java
SomeConcept f i l e s :
− s r c /main/ java /paths / poj /SomeConcept . java
AnotherConcept f i l e s :
− s r c /main/ java /paths / poj /AnotherConcept . java
Bar f i l e s :
− s r c /main/ java /paths / poj /Bar . java
Etc f i l e s :
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− s r c /main/ java /paths / poj /Etc . java
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−expre s s i ons</groupId>
<a r t i f a c t I d>cml−expre s s i ons−paths</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j / s r c /main/ java /paths / poj /AnotherConcept . java
package paths . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s AnotherConcept
{
pr iva t e f i n a l Etc etc ;
p r i va t e f i n a l boolean f l a g ;
pub l i c AnotherConcept ( Etc etc )
{
t h i s ( etc , t rue ) ;
}
pub l i c AnotherConcept ( Etc etc , boolean f l a g )
{
t h i s . e tc = etc ;
t h i s . f l a g = f l a g ;
}
pub l i c Etc getEtc ( )
{
return t h i s . e tc ;
}
pub l i c boolean i sF l ag ( )
{
return t h i s . f l a g ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( AnotherConcept . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” etc =”). append ( St r ing . format (”\”%s \”” , t h i s . getEtc ( ) ) ) . append (” , ”)
. append (” f l a g =”). append ( St r ing . format (”\”%s \”” , t h i s . i sF l ag ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j / s r c /main/ java /paths / poj /Bar . java
package paths . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
176
398
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Bar
{
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Bar . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j / s r c /main/ java /paths / poj /Etc . java
package paths . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Etc
{
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Etc . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j / s r c /main/ java /paths / poj /Express ionCases . java
package paths . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Express ionCases
{
pr iva t e f i n a l St r ing foo ;
p r i va t e f i n a l SomeConcept somePath ;
p r i va t e f i n a l List<SomeConcept> somePathList ;
p r i va t e f i n a l @Nullable AnotherConcept optProp ;
pub l i c Express ionCases ( St r ing foo , SomeConcept somePath , List<SomeConcept> somePathList , @Nullable AnotherConcept optProp )
{
t h i s . foo = foo ;
t h i s . somePath = somePath ;
t h i s . somePathList = somePathList ;
t h i s . optProp = optProp ;
}
pub l i c St r ing getFoo ( )
{
return t h i s . foo ;
}
pub l i c SomeConcept getSomePath ( )
{
return t h i s . somePath ;
}
pub l i c List<SomeConcept> getSomePathList ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . somePathList ) ;
}
pub l i c Optional<AnotherConcept> getOptProp ( )
{
return Optional . o fNu l l ab l e ( t h i s . optProp ) ;
}
pub l i c Express ionCases ge tSe l fVar ( )
{
return t h i s ;
}
pub l i c St r ing getS ing leVar ( )
{
return t h i s . getFoo ( ) ;
}
pub l i c SomeConcept getDerivedSomePath ( )
{
return t h i s . getSomePath ( ) ;
}
pub l i c Bar getPathVar ( )
{
return t h i s . getSomePath ( ) . getBar ( ) ;
}
pub l i c Etc getPathVar2 ( )
{
return t h i s . getSomePath ( ) . getOneMorePath ( ) . getEtc ( ) ;
}
pub l i c List<Etc> getPathVar3 ( )
{
return seq ( seq ( t h i s . getSomePathList ( ) ) . f latMap ( someConcept −> seq ( a sL i s t ( someConcept . getOneMorePath ( ) ) ) ) ) . f latMap ( anotherConcept −> seq ( a sL i s t ( anotherConcept . getEtc ( ) ) ) ) . t oL i s t ( ) ;
}
pub l i c List<Bar> getPathBars ( )
{
return seq ( t h i s . getSomePathList ( ) ) . f latMap ( someConcept −> seq ( a sL i s t ( someConcept . getBar ( ) ) ) ) . t oL i s t ( ) ;
}




return seq ( t h i s . getSomePathList ( ) ) . f latMap ( someConcept −> seq ( someConcept . getFoos ( ) ) ) . t oL i s t ( ) ;
}
pub l i c List<SomeConcept> ge tSo r t edL i s t ( )
{
return seq ( t h i s . getSomePathList ( ) ) . so r t ed ( ( item1 , item2 ) −> ( item1 . getValue ( ) < item2 . getValue ( ) ) ? −1 : ( ( item2 . getValue ( ) < item1 . getValue ( ) ) ? +1 : 0 ) ) . t oL i s t ( ) ;
}
pub l i c boolean isOptFlag ( )
{
return seq ( t h i s . getOptProp ( ) ) . anyMatch ( item1 −> item1 . i sF l ag ( ) ) ;
}
pub l i c Optional<SomeConcept> getNoneProp ( )
{
return Optional . empty ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Express ionCases . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” foo =”). append ( St r ing . format (”\”%s \”” , t h i s . getFoo ( ) ) ) . append (” , ”)
. append (” somePath=”). append ( St r ing . format (”\”%s \”” , t h i s . getSomePath ( ) ) ) . append (” , ”)
. append (” s ing l eVar =”). append ( St r ing . format (”\”%s \”” , t h i s . getS ing leVar ( ) ) ) . append (” , ”)
. append (” optProp=”). append ( t h i s . getOptProp ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . getOptProp ( ) ) : ”not present ” ) . append (” , ”)
. append (” optFlag =”). append ( St r ing . format (”\”%s \”” , t h i s . isOptFlag ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected / paths po j / s r c /main/ java /paths / poj /SomeConcept . java
package paths . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s SomeConcept
{
pr iva t e f i n a l i n t value ;
p r i va t e f i n a l Bar bar ;
p r i va t e f i n a l List<AnotherConcept> f oo s ;
p r i va t e f i n a l AnotherConcept oneMorePath ;
pub l i c SomeConcept ( i n t value , Bar bar , List<AnotherConcept> foos , AnotherConcept oneMorePath )
{
t h i s . value = value ;
t h i s . bar = bar ;
t h i s . f oo s = foo s ;
t h i s . oneMorePath = oneMorePath ;
}
pub l i c i n t getValue ( )
{
return t h i s . value ;
}
pub l i c Bar getBar ( )
{
return t h i s . bar ;
}
pub l i c List<AnotherConcept> getFoos ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . f oo s ) ;
}
pub l i c AnotherConcept getOneMorePath ( )
{
return t h i s . oneMorePath ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( SomeConcept . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” value =”). append ( St r ing . format (”\”%s \”” , t h i s . getValue ( ) ) ) . append (” , ”)
. append (” bar=”). append ( St r ing . format (”\”%s \”” , t h i s . getBar ( ) ) ) . append (” , ”)
. append (” oneMorePath=”). append ( St r ing . format (”\”%s \”” , t h i s . getOneMorePath ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected /paths pop/cml−compiler−output . txt
model f i l e s :
− setup . py
− cml expre s s i ons paths pop / i n i t . py
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected /paths pop/ cml expre s s i ons paths pop / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s AnotherConcept :
de f i n i t ( s e l f , e tc : ’ Etc ’ , f l a g : ’ bool ’ = True ) −> ’None ’ :
s e l f . e t c = etc
s e l f . f l a g = f l a g
@property
def e tc ( s e l f ) −> ’ Etc ’ :
re turn s e l f . e t c
@property
def f l a g ( s e l f ) −> ’ bool ’ :
r e turn s e l f . f l a g
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( etc=%s , f l a g=%s )” % (
type ( s e l f ) . name ,
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s e l f . etc ,
s e l f . f l a g
)
c l a s s Bar :
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
c l a s s Etc :
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
c l a s s SomeConcept :
de f i n i t ( s e l f , value : ’ int ’ , bar : ’Bar ’ , f oo s : ’ L i s t [ AnotherConcept ] ’ , one more path : ’ AnotherConcept ’ ) −> ’None ’ :
s e l f . v a l u e = value
s e l f . ba r = bar
s e l f . f o o s = foo s
s e l f . one more path = one more path
@property
def value ( s e l f ) −> ’ int ’ :
r e turn s e l f . v a l u e
@property
def bar ( s e l f ) −> ’Bar ’ :
re turn s e l f . ba r
@property
def f oo s ( s e l f ) −> ’ L i s t [ AnotherConcept ] ’ :
r e turn s e l f . f o o s
@property
def one more path ( s e l f ) −> ’ AnotherConcept ’ :
re turn s e l f . one more path
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( value=%s , bar=%s , one more path=%s )” % (
type ( s e l f ) . name ,
s e l f . value ,
s e l f . bar ,
s e l f . one more path
)
c l a s s Express ionCases :
de f i n i t ( s e l f , foo : ’ s t r ’ , some path : ’ SomeConcept ’ , s ome pa th l i s t : ’ L i s t [ SomeConcept ] ’ , opt prop : ’ Optional [ AnotherConcept ] ’ ) −> ’None ’ :
s e l f . f o o = foo
s e l f . some path = some path
s e l f . s ome pa t h l i s t = some pa th l i s t
s e l f . op t prop = opt prop
@property
def foo ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . f o o
@property
def some path ( s e l f ) −> ’ SomeConcept ’ :
re turn s e l f . some path
@property
def s ome pa th l i s t ( s e l f ) −> ’ L i s t [ SomeConcept ] ’ :
r e turn s e l f . s ome pa t h l i s t
@property
def opt prop ( s e l f ) −> ’ Optional [ AnotherConcept ] ’ :
r e turn s e l f . op t prop
@property
def s e l f v a r ( s e l f ) −> ’ ExpressionCases ’ :
r e turn s e l f
@property
def s i n g l e v a r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . foo
@property
def der ived some path ( s e l f ) −> ’ SomeConcept ’ :
re turn s e l f . some path
@property
def path var ( s e l f ) −> ’Bar ’ :
re turn s e l f . some path . bar
@property
def path var 2 ( s e l f ) −> ’ Etc ’ :
re turn s e l f . some path . one more path . e tc
@property
def path var 3 ( s e l f ) −> ’ L i s t [ Etc ] ’ :
r e turn l i s t (
map(
lambda another concept : another concept . etc ,
map(
lambda some concept : some concept . one more path ,





def path bars ( s e l f ) −> ’ L i s t [ Bar ] ’ :
r e turn l i s t (
map(
lambda some concept : some concept . bar ,




def path foos ( s e l f ) −> ’ L i s t [ AnotherConcept ] ’ :
r e turn l i s t (
i t e r t o o l s . chain . f r om i t e r ab l e (map(
lambda some concept : some concept . foos ,




def s o r t e d l i s t ( s e l f ) −> ’ L i s t [ SomeConcept ] ’ :
r e turn l i s t (
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so r t ed ( s e l f . s ome path l i s t , key=func t oo l s . cmp to key ( lambda item 1 , item 2 : −1 i f ( i tem 1 . value < i tem 2 . value ) e l s e +1 i f ( i tem 2 . value < i tem 1 . value ) e l s e 0) )
)
@property
def o p t f l a g ( s e l f ) −> ’ bool ’ :
r e turn any (map( lambda item : item . f l ag , [ ] i f s e l f . opt prop i s None e l s e [ s e l f . opt prop ] ) )
@property
def none prop ( s e l f ) −> ’ Optional [ SomeConcept ] ’ :
r e turn None
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( foo=%s , some path=%s , s i n g l e v a r=%s , opt prop=%s , o p t f l a g=%s )” % (
type ( s e l f ) . name ,
s e l f . foo ,
s e l f . some path ,
s e l f . s i n g l e va r ,
s e l f . opt prop ,
s e l f . o p t f l a g
)
==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / expected /paths pop/ setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cml expres s ions paths pop ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [






==> cml−modules/ cml base / t e s t s / exp r e s s i on s /paths / source /main . cml
@concept Express ionCases
{
// Used by paths below :
foo : St r ing ;
somePath : SomeConcept ;
somePathList : SomeConcept ∗ ;
// Path−der ived p r op e r t i e s :
/ s e l f v a r = s e l f ;
/ s i n g l e v a r = foo ;
/ der ived some path = s e l f . somePath ;
/ path var = somePath . bar ;
/ path var2 = somePath . oneMorePath . e tc ;
/ path var3 = somePathList . oneMorePath . e tc ;
/ path bars = somePathList . bar ;
/ path foos = somePathList . f oo s ;
/ s o r t e d l i s t = somePathList | s o r t : item1 , item2 −> compare ( item1 . value , item2 . value ) ;
opt prop : AnotherConcept ? ;
/ op t f l a g = opt prop | e x i s t s : f l a g ;




value : i n t e g e r ;
bar : Bar ;
f oo s : AnotherConcept ∗ ;




etc : Etc ;




@task paths po j : poj
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons−paths ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ”paths . poj ” ;
packagePath = ”paths / poj ” ;
}
@task paths cmlc java : cmlc java
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons−paths−cmlc ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ”paths . cmlc ” ;
packagePath = ”paths /cmlc ” ;
}
@task paths pop : pop
{
moduleName = ” cml expre s s i ons paths pop ” ;
moduleVersion = ”1 . 0 ” ;
}
@task paths cmlc py : cmlc py
{
moduleName = ” cml expre s s i on s pa ths cmlc ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / t yp e va l i d a t i o n s / expected / t yp e va l i d a t i on s /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Types . r e q t o r e q t yp e c a s t a s q : UNDEFINED (11 : 5 )
Cannot use ’ as ? ’ to cas t to required−c a r d i n a l i t y type :
− l e f t operand i s ’ req : Ancestor ’
− r i gh t operand i s ’ Descendant ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Types . o p t t o r e q t yp e c a s t a s q : UNDEFINED (12 : 5 )
Cannot use ’ as ? ’ to cas t to required−c a r d i n a l i t y type :
− l e f t operand i s ’ opt : Ancestor ? ’
− r i gh t operand i s ’ Descendant ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Types . s e q t o r e q t yp e c a s t a s q : UNDEFINED (13 : 5 )
Cannot use ’ as ? ’ to cas t to required−c a r d i n a l i t y type :
− l e f t operand i s ’ seq : Ancestor ∗ ’
− r i gh t operand i s ’ Descendant ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Types . s e q t o r e q t yp e c a s t a s b : UNDEFINED (17 : 5 )
Cannot cas t from sequence type to required−c a r d i n a l i t y type :
− l e f t operand i s ’ seq : Ancestor ∗ ’
− r i gh t operand i s ’ Descendant ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Types . s e q t o op t t yp e c a s t a s b : UNDEFINED (25 : 5 )
Cannot cas t from sequence type to opt iona l−c a r d i n a l i t y type :
− l e f t operand i s ’ seq : Ancestor ∗ ’
− r i gh t operand i s ’ Descendant ? ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Types . s e q t o op t t yp e c a s t a s q : UNDEFINED (26 : 5 )
Cannot cas t from sequence type to opt iona l−c a r d i n a l i t y type :
− l e f t operand i s ’ seq : Ancestor ∗ ’
− r i gh t operand i s ’ Descendant ? ’
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / t yp e va l i d a t i o n s / source /main . cml
@concept Types
{
req : Ancestor ;
opt : Ancestor ? ;
seq : Ancestor ∗ ;
/ t yp e ch e ck i s = req i s Descendant ;
/ t yp e ch e ck i s no t = req i s n t Descendant ;
/ r e q t o r e q t yp e c a s t a s q = req as ? Descendant ; // <− e r r o r : cannot use ’ as ? ’ to cas t to r equ i r ed type
/ op t t o r e q t yp e c a s t a s q = opt as ? Descendant ; // <− e r r o r : cannot use ’ as ? ’ to cas t to r equ i r ed type
/ s e q t o r e q t yp e c a s t a s q = seq as ? Descendant ; // <− e r r o r : cannot use ’ as ? ’ to cas t to r equ i r ed type
/ r e q t o r e q t yp e c a s t a s b = req as ! Descendant ;
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/ op t t o r e q t yp e c a s t a s b = opt as ! Descendant ;
/ s e q t o r e q t yp e c a s t a s b = seq as ! Descendant ; // <− e r r o r : cannot cas t from sequence to requ i r ed type
/ r e q t o op t t yp e c a s t a s b = req as ! Descendant ? ;
/ r e q t o op t t yp e c a s t a s q = req as ? Descendant ? ;
/ op t t o op t t yp e c a s t a sb = opt as ! Descendant ? ;
/ op t t o op t t yp e c a s t a s q = opt as ? Descendant ? ;
/ s e q t o op t t yp e c a s t a s b = seq as ! Descendant ? ; // <− e r r o r : cannot cas t from sequence to opt i ona l
/ s e q t o op t t yp e c a s t a s q = seq as ? Descendant ? ; // <− e r r o r : cannot cas t from sequence to opt i ona l
/ r e q t o s e q t yp e c a s t a s b = req as ! Descendant ∗ ;
/ op t t o s e q t yp e c a s t a s b = opt as ! Descendant ∗ ;
/ s e q t o s e q t yp e c a s t a s b = seq as ! Descendant ∗ ;
/ r e q t o s e q t yp e c a s t a s q = req as ? Descendant ∗ ;
/ o p t t o s e q t yp e c a s t a s q = opt as ? Descendant ∗ ;
/ s e q t o s e q t yp e c a s t a s q = seq as ? Descendant ∗ ;
/ descendants = f o r a in seq | s e l e c t : a i s Descendant ;
f l a g : Boolean ? ;
i n t s : I n t ege r ∗ ;
}
@concept Ancestor ;
@concept Descendant : Ancestor ;
@task t yp e va l i d a t i o n s : poj
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons−type−va l i d a t i o n s ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” types . poj ” ;
packagePath = ” types / poj ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /poj /cml−compiler−output . txt
model f i l e s :
− pom. xml
Types f i l e s :
− s r c /main/ java / types / poj /Types . java
Ancestor f i l e s :
− s r c /main/ java / types / poj /Ancestor . java
Descendant f i l e s :
− s r c /main/ java / types / poj /Descendant . java
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /poj / ignored− l i s t . txt
pom. xml
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /poj / s r c /main/ java / types / poj /Ancestor . java
package types . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Ancestor
{
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Ancestor . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /poj / s r c /main/ java / types / poj /Descendant . java
package types . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Descendant extends Ancestor
{
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Descendant . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /poj / s r c /main/ java / types / poj /Types . java
package types . poj ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;




pr iva t e f i n a l Ancestor req ;
p r i va t e f i n a l @Nullable Ancestor opt ;
p r i va t e f i n a l List<Ancestor> seq ;
pub l i c Types ( Ancestor req , @Nullable Ancestor opt , List<Ancestor> seq )
{
t h i s . req = req ;
t h i s . opt = opt ;
t h i s . seq = seq ;
}
pub l i c Ancestor getReq ( )
{
return t h i s . req ;
}
pub l i c Optional<Ancestor> getOpt ( )
{
return Optional . o fNu l l ab l e ( t h i s . opt ) ;
}
pub l i c List<Ancestor> getSeq ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . seq ) ;
}
pub l i c boolean isTypeCheckIs ( )
{
return t h i s . getReq ( ) i n s t an c eo f Descendant ;
}
pub l i c boolean isTypeCheckIsNot ( )
{
return ! ( t h i s . getReq ( ) i n s t an c eo f Descendant ) ;
}
pub l i c Descendant getReqToReqTypeCastAsb ( )
{
return ( Descendant ) t h i s . getReq ( ) ;
}
pub l i c Descendant getOptToReqTypeCastAsb ( )
{
return seq ( t h i s . getOpt ( ) ) . ca s t ( Descendant . c l a s s ) . f i n dF i r s t ( ) . get ( ) ;
}
pub l i c Optional<Descendant> getReqToOptTypeCastAsb ( )
{
return Seq . o f ( t h i s . getReq ( ) ) . ca s t ( Descendant . c l a s s ) . f i n dF i r s t ( ) ;
}
pub l i c Optional<Descendant> getReqToOptTypeCastAsq ( )
{
return Seq . o f ( t h i s . getReq ( ) ) . ofType ( Descendant . c l a s s ) . f i n dF i r s t ( ) ;
}
pub l i c Optional<Descendant> getOptToOptTypeCastAsb ( )
{
return seq ( t h i s . getOpt ( ) ) . ca s t ( Descendant . c l a s s ) . f i n dF i r s t ( ) ;
}
pub l i c Optional<Descendant> getOptToOptTypeCastAsq ( )
{
return seq ( t h i s . getOpt ( ) ) . ofType ( Descendant . c l a s s ) . f i n dF i r s t ( ) ;
}
pub l i c List<Descendant> getReqToSeqTypeCastAsb ( )
{
return Seq . o f ( t h i s . getReq ( ) ) . ca s t ( Descendant . c l a s s ) . t oL i s t ( ) ;
}
pub l i c List<Descendant> getOptToSeqTypeCastAsb ( )
{
return seq ( t h i s . getOpt ( ) ) . ca s t ( Descendant . c l a s s ) . t oL i s t ( ) ;
}
pub l i c List<Descendant> getSeqToSeqTypeCastAsb ( )
{
return seq ( t h i s . getSeq ( ) ) . ca s t ( Descendant . c l a s s ) . t oL i s t ( ) ;
}
pub l i c List<Descendant> getReqToSeqTypeCastAsq ( )
{
return Seq . o f ( t h i s . getReq ( ) ) . ofType ( Descendant . c l a s s ) . t oL i s t ( ) ;
}
pub l i c List<Descendant> getOptToSeqTypeCastAsq ( )
{
return seq ( t h i s . getOpt ( ) ) . ofType ( Descendant . c l a s s ) . t oL i s t ( ) ;
}
pub l i c List<Descendant> getSeqToSeqTypeCastAsq ( )
{
return seq ( t h i s . getSeq ( ) ) . ofType ( Descendant . c l a s s ) . t oL i s t ( ) ;
}
pub l i c List<Ancestor> getDescendants ( )
{
return seq ( t h i s . getSeq ( ) ) . f i l t e r ( ( a ) −> a i n s t an c eo f Descendant ) . t oL i s t ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Types . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” req =”). append ( St r ing . format (”\”%s \”” , t h i s . getReq ( ) ) ) . append (” , ”)
. append (” opt=”). append ( t h i s . getOpt ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . getOpt ( ) ) : ”not present ” ) . append (” , ”)
. append (” typeCheckIs =”). append ( St r ing . format (”\”%s \”” , t h i s . isTypeCheckIs ( ) ) ) . append (” , ”)
. append (” typeCheckIsNot =”). append ( St r ing . format (”\”%s \”” , t h i s . isTypeCheckIsNot ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /pop/cml−compiler−output . txt
model f i l e s :
− setup . py
− cml expre s s i on s type s pop / i n i t . py
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /pop/ cml expre s s i on s type s pop / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
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import functoo l s , i t e r t o o l s
c l a s s Ancestor :
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
c l a s s Descendant ( Ancestor ) :
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
c l a s s Types :
de f i n i t ( s e l f , req : ’ Ancestor ’ , opt : ’ Optional [ Ancestor ] ’ , seq : ’ L i s t [ Ancestor ] ’ ) −> ’None ’ :
s e l f . r e q = req
s e l f . op t = opt
s e l f . s e q = seq
@property
def req ( s e l f ) −> ’ Ancestor ’ :
r e turn s e l f . r e q
@property
def opt ( s e l f ) −> ’ Optional [ Ancestor ] ’ :
r e turn s e l f . op t
@property
def seq ( s e l f ) −> ’ L i s t [ Ancestor ] ’ :
r e turn s e l f . s e q
@property
def t yp e ch e ck i s ( s e l f ) −> ’ bool ’ :
r e turn i s i n s t a n c e ( s e l f . req , Descendant )
@property
def t yp e ch e ck i s no t ( s e l f ) −> ’ bool ’ :
r e turn ( not i s i n s t a n c e ( s e l f . req , Descendant ) )
@property
def r e q t o r e q t yp e c a s t a s b ( s e l f ) −> ’ Descendant ’ :
re turn cas t ( ’ Descendant ’ , s e l f . req )
@property
def op t t o r e q t yp e c a s t a s b ( s e l f ) −> ’ Descendant ’ :
re turn cas t ( ’ Descendant ’ , s e l f . opt )
@property
def r e q t o op t t yp e c a s t a s b ( s e l f ) −> ’ Optional [ Descendant ] ’ :
r e turn cas t ( ’ Optional [ Descendant ] ’ , s e l f . req )
@property
def r e q t o op t t yp e c a s t a s q ( s e l f ) −> ’ Optional [ Descendant ] ’ :
r e turn cas t ( ’ Descendant ’ , s e l f . req ) i f i s i n s t a n c e ( s e l f . req , Descendant ) e l s e None
@property
def op t t o op t t yp e c a s t a sb ( s e l f ) −> ’ Optional [ Descendant ] ’ :
r e turn cas t ( ’ Optional [ Descendant ] ’ , s e l f . opt )
@property
def op t t o op t t yp e c a s t a s q ( s e l f ) −> ’ Optional [ Descendant ] ’ :
r e turn cas t ( ’ Descendant ’ , s e l f . opt ) i f i s i n s t a n c e ( s e l f . opt , Descendant ) e l s e None
@property
def r e q t o s e q t yp e c a s t a s b ( s e l f ) −> ’ L i s t [ Descendant ] ’ :
r e turn l i s t (
[ ca s t ( ’ Descendant ’ , s e l f . req ) ]
)
@property
def op t t o s e q t yp e c a s t a s b ( s e l f ) −> ’ L i s t [ Descendant ] ’ :
r e turn l i s t (
[ ] i f s e l f . opt i s None e l s e [ ca s t ( ’ Descendant ’ , s e l f . opt ) ]
)
@property
def s e q t o s e q t yp e c a s t a s b ( s e l f ) −> ’ L i s t [ Descendant ] ’ :
r e turn l i s t (
map( lambda item : cas t ( ’ Descendant ’ , item ) , s e l f . seq )
)
@property
def r e q t o s e q t yp e c a s t a s q ( s e l f ) −> ’ L i s t [ Descendant ] ’ :
r e turn l i s t (
map( lambda item : cas t ( ’ Descendant ’ , item ) , f i l t e r ( lambda item : i s i n s t a n c e ( item , Descendant ) , [ s e l f . req ] ) )
)
@property
def o p t t o s e q t yp e c a s t a s q ( s e l f ) −> ’ L i s t [ Descendant ] ’ :
r e turn l i s t (
map( lambda item : cas t ( ’ Descendant ’ , item ) , f i l t e r ( lambda item : i s i n s t a n c e ( item , Descendant ) , [ s e l f . opt ] ) )
)
@property
def s e q t o s e q t yp e c a s t a s q ( s e l f ) −> ’ L i s t [ Descendant ] ’ :
r e turn l i s t (
map( lambda item : cas t ( ’ Descendant ’ , item ) , f i l t e r ( lambda item : i s i n s t a n c e ( item , Descendant ) , s e l f . seq ) )
)
@property
def descendants ( s e l f ) −> ’ L i s t [ Ancestor ] ’ :
r e turn l i s t (
f i l t e r ( lambda a : i s i n s t a n c e (a , Descendant ) , s e l f . seq )
)
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( req=%s , opt=%s , t yp e ch e ck i s=%s , t yp e ch e ck i s no t=%s )” % (
type ( s e l f ) . name ,
s e l f . req ,
s e l f . opt ,
s e l f . t ype check i s ,
s e l f . t yp e ch e ck i s no t
)
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / expected /pop/ ignored− l i s t . txt
setup . py
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / types / source /main . cml
@concept Types
{
req : Ancestor ;
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opt : Ancestor ? ;
seq : Ancestor ∗ ;
/ t yp e ch e ck i s = req i s Descendant ;
/ t yp e ch e ck i s no t = req i s n t Descendant ;
// / r e q t o r e q t yp e c a s t a s q = req as ? Descendant ; // <− e r r o r : cannot use ’ as ? ’ to cas t to r equ i r ed type
// / op t t o r e q t yp e c a s t a s q = opt as ? Descendant ; // <− e r r o r : cannot use ’ as ? ’ to cas t to r equ i r ed type
// / s e q t o r e q t yp e c a s t a s q = seq as ? Descendant ; // <− e r r o r : cannot use ’ as ? ’ to cas t to r equ i r ed type
/ r e q t o r e q t yp e c a s t a s b = req as ! Descendant ;
/ op t t o r e q t yp e c a s t a s b = opt as ! Descendant ;
// / s e q t o r e q t yp e c a s t a s b = seq as ! Descendant ; // <− e r r o r : cannot cas t from sequence to requ i r ed type
/ r e q t o op t t yp e c a s t a s b = req as ! Descendant ? ;
/ r e q t o op t t yp e c a s t a s q = req as ? Descendant ? ;
/ op t t o op t t yp e c a s t a sb = opt as ! Descendant ? ;
/ op t t o op t t yp e c a s t a s q = opt as ? Descendant ? ;
// / s e q t o op t t yp e c a s t a s b = seq as ! Descendant ? ; // <− e r r o r : cannot cas t from sequence to opt i ona l
// / s e q t o op t t yp e c a s t a s q = seq as ? Descendant ? ; // <− e r r o r : cannot cas t from sequence to opt i ona l
/ r e q t o s e q t yp e c a s t a s b = req as ! Descendant ∗ ;
/ op t t o s e q t yp e c a s t a s b = opt as ! Descendant ∗ ;
/ s e q t o s e q t yp e c a s t a s b = seq as ! Descendant ∗ ;
/ r e q t o s e q t yp e c a s t a s q = req as ? Descendant ∗ ;
/ o p t t o s e q t yp e c a s t a s q = opt as ? Descendant ∗ ;
/ s e q t o s e q t yp e c a s t a s q = seq as ? Descendant ∗ ;
/ descendants = f o r a in seq | s e l e c t : a i s Descendant ;
}
@concept Ancestor ;
@concept Descendant : Ancestor ;
@task poj : poj
{
groupId = ”cml−exp r e s s i on s ” ;
a r t i f a c t I d = ”cml−expre s s i ons−types ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT” ;
packageName = ” types . poj ” ;
packagePath = ” types / poj ” ;
}
@task pop : pop
{
moduleName = ” cml expre s s i on s type s pop ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / va l i d a t i o n s / expected / e xp r e s s i o n s v a l i d a t i o n s /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . d e r i v e d f l a g : UNDEFINED (7 : 5 )
Unable to f i nd type o f member : some . unknown
Fai l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . i n v a l i d f l a g : UNDEFINED (11 : 5 )
Incompatib le operand ( s ) f o r operator ’ or ’ :
− l e f t operand i s ’ f l a g : boolean ’
− r i gh t operand i s ’ number : in tege r ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . r e l e q u a l i t y : UNDEFINED (13 : 5 )
Incompatib le operand ( s ) f o r operator ’== ’:
− l e f t operand i s ’ some : Something ’
− r i gh t operand i s ’ number : in tege r ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . r e l i n e q u a l i t y : UNDEFINED (14 : 5 )
Incompatib le operand ( s ) f o r operator ’ != ’ :
− l e f t operand i s ’ some : Something ’
− r i gh t operand i s ’ number : in tege r ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . r e f e q u a l i t y : UNDEFINED (16 : 5 )
Incompatib le operand ( s ) f o r operator ’===’:
− l e f t operand i s ’ some : Something ’
− r i gh t operand i s ’ number : in tege r ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . r e f i n e q u a l i t y : UNDEFINED (17 : 5 )
Incompatib le operand ( s ) f o r operator ’ !== ’:
− l e f t operand i s ’ some : Something ’
− r i gh t operand i s ’ number : in tege r ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . b o o l r e l e q u a l i t y : UNDEFINED (19 : 5 )
Incompatib le operand ( s ) f o r operator ’== ’:
− l e f t operand i s ’ f l a g : boolean ’
− r i gh t operand i s ’ f l a g : boolean ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . b o o l r e l i n e q u a l i t y : UNDEFINED (20 : 5 )
Incompatib le operand ( s ) f o r operator ’ != ’ :
− l e f t operand i s ’ f l a g : boolean ’
− r i gh t operand i s ’ f l a g : boolean ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . b o o l r e f e q u a l i t y : UNDEFINED (22 : 5 )
Incompatib le operand ( s ) f o r operator ’===’:
− l e f t operand i s ’ f l a g : boolean ’
− r i gh t operand i s ’ f l a g : boolean ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property I n f i xVa l i d a t i o n s . b o o l r e f i n e q u a l i t y : UNDEFINED (23 : 5 )
Incompatib le operand ( s ) f o r operator ’ !== ’:
− l e f t operand i s ’ f l a g : boolean ’
− r i gh t operand i s ’ f l a g : boolean ’
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property UnaryVal idat ions . d e r i v e d f l a g : UNDEFINED (30 : 5 )
Unable to f i nd type o f member : some . unknown
Fai l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property UnaryVal idat ions . i n v a l i d f l a g : UNDEFINED (34 : 5 )
Incompatib le operand ’number ’ o f type ’ in tege r ’ f o r operator ’ not ’ .
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property UnaryVal idat ions . inval id number : UNDEFINED (38 : 5 )
Incompatib le operand ’ f l ag ’ o f type ’ boolean ’ f o r operator ’− ’ .
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Invoca t i onVa l ida t i ons . der ived : UNDEFINED (46 : 5 )
Unable to f i nd funct i on o f invocat ion : unknown function
Fai l ed va l i d a t i on : r equ i r ed mat ch ing func t i on f o r i nvo ca t i on : in unknown function ( value ) −> UNDEFINED (46 : 16 )
Unable to f i nd funct i on o f invocat ion : unknown function
==> cml−modules/ cml base / t e s t s / exp r e s s i on s / va l i d a t i o n s / source /main . cml
@concept I n f i xVa l i d a t i o n s
{
f l a g : boolean ;
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some : Something ;
/ d e r i v e d f l a g = f l a g or some . unknown ; // the type o f ’ d e r i v ed f l a g ’ should be : UNDEFINED
number : i n t e g e r ;
/ i n v a l i d f l a g = f l a g or number ;
/ r e l e q u a l i t y = some == number ;
/ r e l i n e q u a l i t y = some != number ;
/ r e f e q u a l i t y = some === number ;
/ r e f i n e q u a l i t y = some !== number ;
/ b o o l r e l e q u a l i t y = f l a g == f l a g ;
/ b o o l r e l i n e q u a l i t y = f l a g != f l a g ;
/ b o o l r e f e q u a l i t y = f l a g === f l a g ;
/ b o o l r e f i n e q u a l i t y = f l a g !== f l a g ;
}
@concept UnaryVal idat ions
{
some : Something ;
/ d e r i v e d f l a g = not some . unknown ; // the type o f ’ d e r i v ed f l a g ’ should be : UNDEFINED
number : i n t e g e r ;
/ i n v a l i d f l a g = not number ;
f l a g : boolean ;
/ inval id number = − f l a g ;
}
@concept Something {}
@concept Invoca t i onVa l ida t i ons
{
value : s t r i n g ;
/ der ived = unknown function ( value ) ;
}
@task e xp r e s s i o n s v a l i d a t i o n s : poj {}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / c l i e n t s /mcml java/ expected−c l i e n t−output . txt
Mini−CML Compiler
Model ( parent=not present )
Concept ( abst rac ted=”true ” , name=”SomeConcept ” , parent=not present )
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / c l i e n t s /mcml java/pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−i nhe r i tance−mult ip le</groupId>
<a r t i f a c t I d>mcml−c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>${ pro j e c t . a r t i f a c t I d}</ j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−i nhe r i tance−mult ip le</groupId>
<a r t i f a c t I d>mcml−cmlc</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass>mcml . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>mcml−c l i e n t−jar−with−dependencies</id>
<phase>package</phase>
<goals>








==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / c l i e n t s /mcml java/ s r c /main/ java /mcml/ c l i e n t /Launcher . java
package mcml . c l i e n t ;
import mcml . cmlc . Concept ;
import mcml . cmlc . Model ;
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import s t a t i c java . u t i l . Co l l e c t i o n s . emptyList ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
f i n a l Model model = Model . createModel ( nul l , emptyList ( ) ) ;
f i n a l Concept concept = Concept . createConcept ( ”SomeConcept ” , nul l , emptyList ( ) , t rue ) ;
System . out . p r i n t l n (”Mini−CML Compiler ” ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (model ) ;
System . out . p r i n t l n ( concept ) ;
}
}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / c l i e n t s /mcml py/ c l i e n t . py
from cml inher i tance mul t ip l e mcml cmlc import Model , Concept
model = Model . c reate mode l (None , [ ] )
concept = Concept . c r ea t e concep t (” SomeConcept ” , None , [ ] , True )
p r in t (”Mini−CML Compiler ”)
p r in t ( )
p r in t (model )
p r in t ( concept )
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / c l i e n t s /mcml py/ expected−c l i e n t−output . txt
Mini−CML Compiler
ModelImpl ( parent=None )
ConceptImpl ( abst rac ted=True , name=SomeConcept , parent=None )
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/cml−compiler−output . txt
model f i l e s :
− pom. xml
ModelElement f i l e s :
− s r c /main/ java /mcml/cmlc/ModelElement . java
NamedElement f i l e s :
− s r c /main/ java /mcml/cmlc/NamedElement . java
PropertyLi s t f i l e s :
− s r c /main/ java /mcml/cmlc/ PropertyLi s t . java
Concept f i l e s :
− s r c /main/ java /mcml/cmlc/Concept . java
Model f i l e s :
− s r c /main/ java /mcml/cmlc/Model . java
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−i nhe r i tance−mult ip le</groupId>
<a r t i f a c t I d>mcml−cmlc</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/ s r c /main/ java /mcml/cmlc/Concept . java
package mcml . cmlc ;
import java . u t i l . ∗ ;
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import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Concept extends NamedElement , PropertyLi s t
{
boolean i sAbst rac ted ( ) ;
s t a t i c Concept createConcept ( St r ing name , @Nullable ModelElement parent , List<ModelElement> elements , boolean abst racted )
{
return new ConceptImpl ( nul l , name , parent , elements , abs t rac ted ) ;
}
s t a t i c Concept extendConcept ( @Nullable Concept a c t u a l s e l f , ModelElement modelElement , NamedElement namedElement , PropertyLi s t propertyLis t , boolean abst rac ted )
{
return new ConceptImpl ( a c t u a l s e l f , modelElement , namedElement , propertyLis t , abs t rac ted ) ;
}
}
c l a s s ConceptImpl implements Concept
{
pr iva t e f i n a l @Nullable Concept a c t u a l s e l f ;
p r i va t e f i n a l ModelElement modelElement ;
p r i va t e f i n a l NamedElement namedElement ;
p r i va t e f i n a l PropertyLi s t p rope r tyL i s t ;
p r i va t e f i n a l boolean abst racted ;
ConceptImpl ( @Nullable Concept a c t u a l s e l f , S t r ing name , @Nullable ModelElement parent , List<ModelElement> elements , boolean abst racted )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = ModelElement . extendModelElement ( t h i s . a c t u a l s e l f , parent , e lements ) ;
t h i s . namedElement = NamedElement . extendNamedElement ( t h i s . a c t u a l s e l f , t h i s . modelElement , name ) ;
t h i s . p rope r tyL i s t = PropertyLi s t . extendPropertyList ( t h i s . a c t u a l s e l f , t h i s . modelElement ) ;
t h i s . abs t rac ted = abst rac ted ;
}
ConceptImpl ( @Nullable Concept a c t u a l s e l f , ModelElement modelElement , NamedElement namedElement , PropertyLi s t propertyLis t , boolean abst rac ted )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = modelElement ;
t h i s . namedElement = namedElement ;
t h i s . p rope r tyL i s t = prope r tyL i s t ;
t h i s . abs t rac ted = abst rac ted ;
}
pub l i c boolean i sAbst rac ted ( )
{
return t h i s . abs t rac ted ;
}
pub l i c St r ing getName ( )
{
return t h i s . namedElement . getName ( ) ;
}
pub l i c Optional<ModelElement> getParent ( )
{
return t h i s . modelElement . getParent ( ) ;
}
pub l i c List<ModelElement> getElements ( )
{
return t h i s . modelElement . getElements ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Concept . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” abst racted =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . i sAbst rac ted ( ) ) ) . append (” , ”)
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getName ( ) ) ) . append (” , ”)
. append (” parent =”). append ( t h i s . a c t u a l s e l f . getParent ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getParent ( ) ) : ”not present ”)
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/ s r c /main/ java /mcml/cmlc/Model . java
package mcml . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Model extends ModelElement
{
s t a t i c Model createModel ( @Nullable ModelElement parent , List<ModelElement> elements )
{
return new ModelImpl ( nul l , parent , e lements ) ;
}
s t a t i c Model extendModel ( @Nullable Model a c t u a l s e l f , ModelElement modelElement )
{
return new ModelImpl ( a c t u a l s e l f , modelElement ) ;
}
}
c l a s s ModelImpl implements Model
{
pr iva t e f i n a l @Nullable Model a c t u a l s e l f ;
p r i va t e f i n a l ModelElement modelElement ;
ModelImpl ( @Nullable Model a c t u a l s e l f , @Nullable ModelElement parent , List<ModelElement> elements )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = ModelElement . extendModelElement ( t h i s . a c t u a l s e l f , parent , e lements ) ;
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}ModelImpl ( @Nullable Model a c t u a l s e l f , ModelElement modelElement )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = modelElement ;
}
pub l i c Optional<ModelElement> getParent ( )
{
return t h i s . modelElement . getParent ( ) ;
}
pub l i c List<ModelElement> getElements ( )
{
return t h i s . modelElement . getElements ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Model . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” parent =”). append ( t h i s . a c t u a l s e l f . getParent ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getParent ( ) ) : ”not present ”)
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/ s r c /main/ java /mcml/cmlc/ModelElement . java
package mcml . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e ModelElement
{
Optional<ModelElement> getParent ( ) ;
List<ModelElement> getElements ( ) ;
s t a t i c ModelElement extendModelElement ( @Nullable ModelElement a c t u a l s e l f , @Nullable ModelElement parent , List<ModelElement> elements )
{
return new ModelElementImpl ( a c t u a l s e l f , parent , e lements ) ;
}
}
c l a s s ModelElementImpl implements ModelElement
{
pr iva t e f i n a l @Nullable ModelElement a c t u a l s e l f ;
p r i va t e f i n a l @Nullable ModelElement parent ;
p r i va t e f i n a l List<ModelElement> elements ;
ModelElementImpl ( @Nullable ModelElement a c t u a l s e l f , @Nullable ModelElement parent , List<ModelElement> elements )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . parent = parent ;
t h i s . e lements = elements ;
}
pub l i c Optional<ModelElement> getParent ( )
{
return Optional . o fNu l l ab l e ( t h i s . parent ) ;
}
pub l i c List<ModelElement> getElements ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . e lements ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (ModelElement . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” parent =”). append ( t h i s . a c t u a l s e l f . getParent ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getParent ( ) ) : ”not present ”)
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/ s r c /main/ java /mcml/cmlc/NamedElement . java
package mcml . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e NamedElement extends ModelElement
{
Str ing getName ( ) ;
s t a t i c NamedElement extendNamedElement ( @Nullable NamedElement a c t u a l s e l f , ModelElement modelElement , St r ing name)
{
return new NamedElementImpl ( a c t u a l s e l f , modelElement , name ) ;
}
}
c l a s s NamedElementImpl implements NamedElement
{
pr iva t e f i n a l @Nullable NamedElement a c t u a l s e l f ;
p r i va t e f i n a l ModelElement modelElement ;
p r i va t e f i n a l St r ing name ;
NamedElementImpl ( @Nullable NamedElement a c t u a l s e l f , @Nullable ModelElement parent , List<ModelElement> elements , S t r ing name)
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
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t h i s . modelElement = ModelElement . extendModelElement ( t h i s . a c t u a l s e l f , parent , e lements ) ;
t h i s . name = name ;
}
NamedElementImpl ( @Nullable NamedElement a c t u a l s e l f , ModelElement modelElement , St r ing name)
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = modelElement ;
t h i s . name = name ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c Optional<ModelElement> getParent ( )
{
return t h i s . modelElement . getParent ( ) ;
}
pub l i c List<ModelElement> getElements ( )
{
return t h i s . modelElement . getElements ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (NamedElement . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getName ( ) ) ) . append (” , ”)
. append (” parent =”). append ( t h i s . a c t u a l s e l f . getParent ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getParent ( ) ) : ”not present ”)
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml java/ s r c /main/ java /mcml/cmlc/ PropertyLi s t . java
package mcml . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e PropertyLi s t extends ModelElement
{
s t a t i c PropertyLi s t extendPropertyList ( @Nullable PropertyLi s t a c t u a l s e l f , ModelElement modelElement )
{
return new PropertyList Impl ( a c t u a l s e l f , modelElement ) ;
}
}
c l a s s PropertyList Impl implements PropertyLi s t
{
pr iva t e f i n a l @Nullable PropertyLi s t a c t u a l s e l f ;
p r i va t e f i n a l ModelElement modelElement ;
PropertyList Impl ( @Nullable PropertyLi s t a c t u a l s e l f , @Nullable ModelElement parent , List<ModelElement> elements )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = ModelElement . extendModelElement ( t h i s . a c t u a l s e l f , parent , e lements ) ;
}
PropertyList Impl ( @Nullable PropertyLi s t a c t u a l s e l f , ModelElement modelElement )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . modelElement = modelElement ;
}
pub l i c Optional<ModelElement> getParent ( )
{
return t h i s . modelElement . getParent ( ) ;
}
pub l i c List<ModelElement> getElements ( )
{
return t h i s . modelElement . getElements ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( PropertyLi s t . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” parent =”). append ( t h i s . a c t u a l s e l f . getParent ( ) . i sP r e s en t ( ) ? St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getParent ( ) ) : ”not present ”)
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml py/cml−compiler−output . txt
model f i l e s :
− setup . py
− cml inher i tance mul t ip l e mcml cmlc / i n i t . py
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml py/ cml inher i tance mul t ip l e mcml cmlc / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s ModelElement (ABC) :
@abstractproperty
def parent ( s e l f ) −> ’ Optional [ ModelElement ] ’ :
pass
@abstractproperty





def extend model e lement ( a c t u a l s e l f : ’ Optional [ ModelElement ] ’ , parent : ’ Optional [ ModelElement ] ’ , e lements : ’ L i s t [ ModelElement ] ’ ) −> ’ModelElement ’ :
re turn ModelElementImpl ( a c t u a l s e l f , parent , e lements )
c l a s s ModelElementImpl (ModelElement ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ ModelElement ] ’ , parent : ’ Optional [ ModelElement ] ’ , e lements : ’ L i s t [ ModelElement ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ ModelElement ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . pa r en t = parent
s e l f . e l ement s = elements
@property
def parent ( s e l f ) −> ’ Optional [ ModelElement ] ’ :
r e turn s e l f . pa r en t
@property
def e lements ( s e l f ) −> ’ L i s t [ ModelElement ] ’ :
r e turn s e l f . e l ement s
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( parent=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . parent
)
c l a s s NamedElement (ModelElement , ABC) :
@abstractproperty
def name( s e l f ) −> ’ s t r ’ :
pass
@staticmethod
def extend named element ( a c t u a l s e l f : ’ Optional [ NamedElement ] ’ , model element : ’ModelElement ’ , name : ’ s t r ’ ) −> ’NamedElement ’ :
re turn NamedElementImpl ( a c t u a l s e l f , model element , name)
c l a s s NamedElementImpl (NamedElement ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ NamedElement ] ’ , model element : ’ Optional [ ModelElement ] ’ , name : ’ s t r ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ NamedElement ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . mode l e lement = model element
s e l f . name = name
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
@property
def parent ( s e l f ) −> ’ Optional [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . parent
@property
def e lements ( s e l f ) −> ’ L i s t [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . e lements
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s , parent=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . name ,
s e l f . a c t u a l s e l f . parent
)
c l a s s PropertyLi s t (ModelElement , ABC) :
@staticmethod
def e x t e nd p r op e r t y l i s t ( a c t u a l s e l f : ’ Optional [ PropertyLi s t ] ’ , model element : ’ModelElement ’ ) −> ’ PropertyList ’ :
r e turn PropertyList Impl ( a c t u a l s e l f , model element )
c l a s s PropertyList Impl ( PropertyLi s t ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ PropertyLi s t ] ’ , model element : ’ Optional [ ModelElement ] ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ PropertyLi s t ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . mode l e lement = model element
@property
def parent ( s e l f ) −> ’ Optional [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . parent
@property
def e lements ( s e l f ) −> ’ L i s t [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . e lements
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( parent=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . parent
)
c l a s s Concept (NamedElement , PropertyList , ABC) :
@abstractproperty
def abs t rac ted ( s e l f ) −> ’ bool ’ :
pass
@staticmethod
def c r ea t e concep t (name : ’ s t r ’ , parent : ’ Optional [ ModelElement ] ’ , e lements : ’ L i s t [ ModelElement ] ’ , abs t racted : ’ bool ’ ) −> ’ Concept ’ :
re turn ConceptImpl (None , None , None , None , abstracted , name=name , parent=parent , e lements=elements )
@staticmethod
def extend concept ( a c t u a l s e l f : ’ Optional [ Concept ] ’ , model element : ’ModelElement ’ , named element : ’NamedElement ’ , p r o p e r t y l i s t : ’ PropertyList ’ , abs t rac ted : ’ bool ’ ) −> ’ Concept ’ :
re turn ConceptImpl ( a c t u a l s e l f , model element , named element , p r op e r t y l i s t , abs t racted )
c l a s s ConceptImpl ( Concept ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Concept ] ’ , model element : ’ Optional [ ModelElement ] ’ , named element : ’ Optional [ NamedElement ] ’ , p r o p e r t y l i s t : ’ Optional [ PropertyLi s t ] ’ , abs t rac ted : ’ bool ’ , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Concept ]
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e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f model element i s None :
s e l f . mode l e lement = ModelElement . extend model e lement ( s e l f . a c t u a l s e l f , kwargs [ ’ parent ’ ] , kwargs [ ’ elements ’ ] )
e l s e :
s e l f . mode l e lement = model element
i f named element i s None :
s e l f . named element = NamedElement . extend named element ( s e l f . a c t u a l s e l f , s e l f . model e lement , kwargs [ ’ name ’ ] )
e l s e :
s e l f . named element = named element
i f p r o p e r t y l i s t i s None :
s e l f . p r o p e r t y l i s t = PropertyLi s t . e x t e nd p r op e r t y l i s t ( s e l f . a c t u a l s e l f , s e l f . mode l e lement )
e l s e :
s e l f . p r o p e r t y l i s t = p r o p e r t y l i s t
s e l f . a b s t r a c t ed = abst rac ted
@property
def abs t rac ted ( s e l f ) −> ’ bool ’ :
r e turn s e l f . a b s t r a c t ed
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . named element . name
@property
def parent ( s e l f ) −> ’ Optional [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . parent
@property
def e lements ( s e l f ) −> ’ L i s t [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . e lements
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( abst rac ted=%s , name=%s , parent=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . abstracted ,
s e l f . a c t u a l s e l f . name ,
s e l f . a c t u a l s e l f . parent
)
c l a s s Model (ModelElement , ABC) :
@staticmethod
def create mode l ( parent : ’ Optional [ ModelElement ] ’ , e lements : ’ L i s t [ ModelElement ] ’ ) −> ’Model ’ :
r e turn ModelImpl (None , None , parent=parent , e lements=elements )
@staticmethod
def extend model ( a c t u a l s e l f : ’ Optional [ Model ] ’ , model element : ’ModelElement ’ ) −> ’Model ’ :
r e turn ModelImpl ( a c t u a l s e l f , model element )
c l a s s ModelImpl (Model ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Model ] ’ , model element : ’ Optional [ ModelElement ] ’ , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Model ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f model element i s None :
s e l f . mode l e lement = ModelElement . extend model e lement ( s e l f . a c t u a l s e l f , kwargs [ ’ parent ’ ] , kwargs [ ’ elements ’ ] )
e l s e :
s e l f . mode l e lement = model element
@property
def parent ( s e l f ) −> ’ Optional [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . parent
@property
def e lements ( s e l f ) −> ’ L i s t [ ModelElement ] ’ :
r e turn s e l f . mode l e lement . e lements
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( parent=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . parent
)
==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / expected /mcml py/ setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cml inher i tance mult ip l e mcml cmlc ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
192
414
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [




==> cml−modules/ cml base / t e s t s / i nhe r i t an c e /mul t ip l e / source /main . cml
@abstract ion ModelElement
{
parent : ModelElement ? ;
e lements : ModelElement ∗ ;
}
@abstract ion NamedElement : ModelElement
{
name : St r ing ;
}
@abstract ion PropertyLi s t : ModelElement
{
}
@concept Concept : NamedElement , PropertyLi s t
{
abst racted : Boolean ;
}
@concept Model : ModelElement
{
}
@task mcml java : cmlc java
{
groupId = ”cml−i nhe r i tance−mult ip l e ” ;
a r t i f a c t I d = ”mcml−cmlc ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ”mcml . cmlc ” ;
packagePath = ”mcml/cmlc ” ;
}
@task mcml py : cmlc py
{
moduleName = ” cml inher i tance mul t ip l e mcml cmlc ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / c l i e n t s / l i v i r p o j / expected−c l i e n t−output . txt
L i v i r C l i ent ( poj )
C la s s e s :
− l i v i r . books . BookStore
− l i v i r . books . Book
Book ( i sbn =”1234” , t i t l e =”Programming Adventures ” , name=”Programming Adventures ” , p r i c e =”10.00”)
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / c l i e n t s / l i v i r p o j /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>l i v i r </groupId>
<a r t i f a c t I d>l i v i r −c l i e n t </a r t i f a c t I d>




<prope r t i e s>
<j a r . name>${ pro j e c t . a r t i f a c t I d}</ j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>l i v i r </groupId>
<a r t i f a c t I d>l i v i r −books</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>
<con f i gura t i on>
<archive>
<manifest>
<mainClass> l i v i r . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r ip torRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>l i v i r −c l i e n t−jar−with−dependencies</id>
<phase>package</phase>
<goals>








==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / c l i e n t s / l i v i r p o j / s r c /main/ java / l i v i r / c l i e n t /Launcher . java
package l i v i r . c l i e n t ;
import l i v i r . books . Book ;
import l i v i r . books . BookStore ;
import java . math . BigDecimal ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” L i v i r C l i ent ( poj ) ” ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (” Clas se s : ” ) ;
System . out . p r i n t l n (”− ” + BookStore . c l a s s . getName ( ) ) ;
System . out . p r i n t l n (”− ” + Book . c l a s s . getName ( ) ) ;
System . out . p r i n t l n ( ) ;
System . out . p r i n t l n (new Book(new BigDecimal (”10 . 00” ) , ”1234” , ”Programming Adventures ” , ”Programming Adventures ” ) ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / c l i e n t s / l i v i r p o p / c l i e n t . py
from l i v i r b o o k s import Book
from decimal import ∗
pr in t (” L i v i r C l i ent ( pop)\n”)
book = Book( Decimal (”13 . 00” ) , ”ISBN−1234” , ”Python ’ s Book” , ”Python ’ s Book”)
pr in t (”Book : %s” % book )
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / c l i e n t s / l i v i r p o p / expected−c l i e n t−output . txt
L i v i r C l i ent ( pop )
Book : Book ( i sbn=ISBN−1234 , t i t l e=Python ’ s Book , name=Python ’ s Book , p r i c e =13.00)
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j /cml−compiler−output . txt
model f i l e s :
− pom. xml
Book f i l e s :
− s r c /main/ java / l i v i r /books/Book . java
Order f i l e s :
− s r c /main/ java / l i v i r /books/Order . java
Item f i l e s :
− s r c /main/ java / l i v i r /books/ Item . java
BookStore f i l e s :
− s r c /main/ java / l i v i r /books/BookStore . java
Product f i l e s :
− s r c /main/ java / l i v i r /books/Product . java
Customer f i l e s :
− s r c /main/ java / l i v i r /books/Customer . java
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
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x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>l i v i r </groupId>
<a r t i f a c t I d>l i v i r −books</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j / s r c /main/ java / l i v i r /books/Book . java
package l i v i r . books ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Book extends Product
{
pr iva t e f i n a l St r ing i sbn ;
p r i va t e f i n a l St r ing t i t l e ;
p r i va t e f i n a l St r ing name ;
pub l i c Book ( )
{
t h i s (new BigDecimal ( ”0 . 00” ) , ”Not Provided ” , ”No T i t l e ” , ” ” ) ;
}
pub l i c Book ( BigDecimal pr ice , S t r ing isbn , St r ing t i t l e , S t r ing name)
{
super (name , p r i c e ) ;
t h i s . i sbn = isbn ;
t h i s . t i t l e = t i t l e ;
t h i s . name = name ;
}
pub l i c St r ing get I sbn ( )
{
return t h i s . i sbn ;
}
pub l i c St r ing g e tT i t l e ( )
{
return t h i s . t i t l e ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Book . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” i sbn =”). append ( St r ing . format (”\”%s \”” , t h i s . get I sbn ( ) ) ) . append (” , ”)
. append (” t i t l e =”). append ( St r ing . format (”\”%s \”” , t h i s . g e tT i t l e ( ) ) ) . append (” , ”)
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . getName ( ) ) ) . append (” , ”)
. append (” p r i c e =”). append ( St r ing . format (”\”%s \”” , t h i s . g e tPr i c e ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j / s r c /main/ java / l i v i r /books/BookStore . java
package l i v i r . books ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
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import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s BookStore
{
pr iva t e f i n a l List<Book> books ;
p r i va t e f i n a l List<Customer> customers ;
pub l i c BookStore ( List<Book> books , List<Customer> customers )
{
t h i s . books = books ;
t h i s . customers = customers ;
}
pub l i c List<Book> getBooks ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . books ) ;
}
pub l i c List<Customer> getCustomers ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . customers ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( BookStore . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j / s r c /main/ java / l i v i r /books/Customer . java
package l i v i r . books ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Customer
{
pr iva t e f i n a l St r ing name ;
pub l i c Customer ( St r ing name)
{
t h i s . name = name ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Customer . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . getName ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j / s r c /main/ java / l i v i r /books/ Item . java
package l i v i r . books ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Item
{
pr iva t e f i n a l Book book ;
p r i va t e f i n a l i n t quant i ty ;
pub l i c Item (Book book , i n t quant i ty )
{
t h i s . book = book ;
t h i s . quant i ty = quant ity ;
}
pub l i c Book getBook ( )
{
return t h i s . book ;
}
pub l i c i n t getQuantity ( )
{
return t h i s . quant i ty ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Item . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” book=”). append ( St r ing . format (”\”%s \”” , t h i s . getBook ( ) ) ) . append (” , ”)
. append (” quant i ty =”). append ( St r ing . format (”\”%s \”” , t h i s . getQuantity ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j / s r c /main/ java / l i v i r /books/Order . java
package l i v i r . books ;
import java . u t i l . ∗ ;
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import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Order
{
pr iva t e f i n a l Customer customer ;
p r i va t e f i n a l List<Item> i tems ;
pub l i c Order (Customer customer , List<Item> i tems )
{
t h i s . customer = customer ;
t h i s . i tems = items ;
}
pub l i c Customer getCustomer ( )
{
return t h i s . customer ;
}
pub l i c List<Item> getItems ( )
{
return Co l l e c t i o n s . unmod i f i ab l eL i s t ( t h i s . i tems ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Order . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” customer =”). append ( St r ing . format (”\”%s \”” , t h i s . getCustomer ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o j / s r c /main/ java / l i v i r /books/Product . java
package l i v i r . books ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c c l a s s Product
{
pr iva t e f i n a l St r ing name ;
p r i va t e f i n a l BigDecimal p r i c e ;
pub l i c Product ( St r ing name)
{
t h i s (name , new BigDecimal ( ” 0 . 0 0 ” ) ) ;
}
pub l i c Product ( St r ing name , BigDecimal p r i c e )
{
t h i s . name = name ;
t h i s . p r i c e = pr i c e ;
}
pub l i c St r ing getName ( )
{
return t h i s . name ;
}
pub l i c BigDecimal ge tPr i c e ( )
{
return t h i s . p r i c e ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Product . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”name=”). append ( St r ing . format (”\”%s \”” , t h i s . getName ( ) ) ) . append (” , ”)
. append (” p r i c e =”). append ( St r ing . format (”\”%s \”” , t h i s . g e tPr i c e ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o p /cml−compiler−output . txt
model f i l e s :
− setup . py
− l i v i r b o o k s / i n i t . py
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o p / l i v i r b o o k s / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s Product :
de f i n i t ( s e l f , name : ’ s t r ’ , p r i c e : ’ Decimal ’ = Decimal ( ”0 . 00” ) ) −> ’None ’ :
s e l f . name = name
s e l f . p r i c e = pr i c e
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
@property
def p r i c e ( s e l f ) −> ’ Decimal ’ :
r e turn s e l f . p r i c e
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s , p r i c e=%s )” % (
type ( s e l f ) . name ,
s e l f . name ,
s e l f . p r i c e
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)c l a s s Book ( Product ) :
de f i n i t ( s e l f , p r i c e : ’ Decimal ’ = Decimal ( ”0 . 00” ) , i sbn : ’ s t r ’ = ”Not Provided ” , t i t l e : ’ s t r ’ = ”No T i t l e ” , name : ’ s t r ’ = ””) −> ’None ’ :
super ( ) . i n i t (name , p r i c e )
s e l f . i s b n = isbn
s e l f . t i t l e = t i t l e
s e l f . name = name
@property
def i sbn ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . i s b n
@property
def t i t l e ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . t i t l e
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( i sbn=%s , t i t l e=%s , name=%s , p r i c e=%s )” % (
type ( s e l f ) . name ,
s e l f . isbn ,
s e l f . t i t l e ,
s e l f . name ,
s e l f . p r i c e
)
c l a s s Item :
de f i n i t ( s e l f , book : ’Book ’ , quant i ty : ’ int ’ ) −> ’None ’ :
s e l f . book = book
s e l f . quan t i t y = quant i ty
@property
def book ( s e l f ) −> ’Book ’ :
re turn s e l f . book
@property
def quant i ty ( s e l f ) −> ’ int ’ :
r e turn s e l f . quan t i t y
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( book=%s , quant i ty=%s )” % (
type ( s e l f ) . name ,
s e l f . book ,
s e l f . quant i ty
)
c l a s s Customer :
de f i n i t ( s e l f , name : ’ s t r ’ ) −> ’None ’ :
s e l f . name = name
@property
def name( s e l f ) −> ’ s t r ’ :
r e turn s e l f . name
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (name=%s )” % (
type ( s e l f ) . name ,
s e l f . name
)
c l a s s Order :
de f i n i t ( s e l f , customer : ’ Customer ’ , i tems : ’ L i s t [ Item ] ’ ) −> ’None ’ :
s e l f . customer = customer
s e l f . i t ems = items
@property
def customer ( s e l f ) −> ’ Customer ’ :
re turn s e l f . customer
@property
def items ( s e l f ) −> ’ L i s t [ Item ] ’ :
re turn s e l f . i t ems
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( customer=%s )” % (
type ( s e l f ) . name ,
s e l f . customer
)
c l a s s BookStore :
de f i n i t ( s e l f , books : ’ L i s t [ Book ] ’ , customers : ’ L i s t [ Customer ] ’ ) −> ’None ’ :
s e l f . books = books
s e l f . cus tomers = customers
@property
def books ( s e l f ) −> ’ L i s t [ Book ] ’ :
r e turn s e l f . books
@property
def customers ( s e l f ) −> ’ L i s t [ Customer ] ’ :
r e turn s e l f . cus tomers
de f s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ()” % type ( s e l f ) . name
==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / expected / l i v i r p o p / setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path




name=’ l i v i r b o ok s ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [




==> cml−modules/ cml base / t e s t s /modules/ l i v i r b o o k s / source /main . cml
@module l i v i r b o o k s
{
@import l i v i r p r o d u c t s ;
}
@concept Book : Product
{
i sbn : St r ing = ”Not Provided ” ;
t i t l e : S t r ing = ”No T i t l e ” ;




customer : Customer ;
items : Item ∗ ;




book : Book ;
quant i ty : In t ege r ;




books : Book ∗ ;
customers : Customer ∗ ;
}




groupId = ” l i v i r ” ;
a r t i f a c t I d = ” l i v i r −books ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” l i v i r . books ” ;
packagePath = ” l i v i r /books ” ;
}
@task l i v i r p o p : pop
{
moduleName = ” l i v i r b o o k s ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−modules/ cml base / t e s t s /modules/ l i v i r p r o d u c t s / source /main . cml
@concept Product
{
name : St r ing ;




name : St r ing ;
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / a b s t r a c t p r o p e r t y r e d e f i n i t i o n / expected / ab s t r a c t p r o p e r t y r e d e f i n i t i o n /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed a b s t r a c t p r o p e r t y r e d e f i n i t i o n : in concept C i r c l e ( 8 : 1 )
− property Shape . area : double ( 4 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed a b s t r a c t p r o p e r t y r e d e f i n i t i o n : in concept UnitCirc leA (11 : 1 )
− property Shape . area : double ( 4 : 5 )
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / a b s t r a c t p r o p e r t y r e d e f i n i t i o n / source /main . cml
@abstract ion Shape
{
−− A der ived property without an expre s s i on i s cons idered abs t rac t :
/ area : Double ;
}
−− In order to be cons idered concrete , C i r c l e should have r ede f i n ed ” area ” .
@concept C i r c l e : Shape ;
−− Also miss ing r e d e f i n i t i o n in s p e c i a l i z a t i o n o f C i r c l e
@concept UnitCirc leA : C i r c l e ;
−− Proper ly r ede f i n ed ” area ” as a der ived property :
@concept UnitCirc leB : C i r c l e
{
/ area = 1.0d ;
}
−− Proper ly r ede f i n ed ” area ” as a concre te property :
@concept UnitCirc leC : C i r c l e
{
area = 1.0d ;
}
−− OK to miss r e d e f i n i t i o n in t h i s s p e c i a l i z a t i o n because i t i s an abs t r a c t i on :
@abstract ion UnitCircleD : C i r c l e ;
@task a b s t r a c t p r o p e r t y r e d e f i n i t i o n ;
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / c ompa t i b l e g en e r a l i z a t i on s / expected / compa t i b l e g en e r a l i z a t i on s /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed compa t i b l e g en e r a l i z a t i on s : in concept C (13 : 1 )
− property A. number : i n t e g e r ( 4 : 5 )
− property B. number : decimal ( 9 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed compa t i b l e g en e r a l i z a t i on s : in concept F (18 : 1 )
− property A. number : i n t e g e r ( 4 : 5 )
− property B. number : decimal ( 9 : 5 )









// The ”number” property has incompat ib le types in A and B:
@concept C: A, B;
// I n d i r e c t l y i n h e r i t i n g c o n f l i c t i n g d e f i n i t i o n s o f ”number ” :
@concept D: A;
@concept E: B;
@concept F : D, E;
@task compa t i b l e g en e r a l i z a t i on s ;
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / c o n f l i c t r e d e f i n i t i o n / expected / c o n f l i c t r e d e f i n i t i o n /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed c o n f l i c t r e d e f i n i t i o n : in concept C (24 : 1 )
− property A. p1 : i n t e g e r ( 8 : 5 )
− property B. p1 : i n t e g e r ( 1 8 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed c o n f l i c t r e d e f i n i t i o n : in concept E (38 : 1 )
− property A. p1 : i n t e g e r ( 8 : 5 )
− property D. p1 : i n t e g e r ( 2 9 : 5 )
− property A. r1 : decimal ( 1 0 : 5 )
− property D. r1 : decimal ( 3 1 : 5 )
− property A. s2 : decimal ( 1 2 : 5 )
− property D. s2 : decimal ( 3 3 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed c o n f l i c t r e d e f i n i t i o n : in concept F (44 : 1 )
− property A. t1 : s t r i n g ( 13 : 5 )
− property D. t1 : s t r i n g ( 34 : 5 )
200
422







p1 : INTEGER = 0;
q1 : STRING;
r1 : DECIMAL = 1 . 0 ;
s1 : DECIMAL;
s2 : DECIMAL;




p1 : INTEGER = 1;
q2 : STRING;
}
// Property ”p1” should have been r ede f i n ed
// in order to r e s o l v e d e f i n i t i o n c o n f l i c t between A and B:
@concept C: A, B;
// Rede f i n i t i on as expected :
@concept D: A, B
{
p1 : INTEGER = 2;
q3 : STRING;
r1 : DECIMAL = 2 . 0 ;
s1 : DECIMAL;
/ s2 = 3 . 0 ;
t1 : STRING = ”D” ;
}
// Miss ing r e d e f i n i t i o n o f ”p1” and ” r1 ” :
@concept E: A, D
{
t1 : STRING = ”E” ;
}
// Rede f i n i t i on s as expected ( except f o r ” t1 ” ) :
@concept F : A, D, Base
{
p1 : INTEGER = 3;
q4 : STRING;
r1 : DECIMAL;
// No need to r ed e f i n e ” s1 ” because no expre s s i on has been de f ined f o r i t in A and D.
// However , we do need to r ed e f i n e ” s2 ” because i t i s a der ived property in D, but not in A:
s2 = 4 . 0 ;
}
@task c o n f l i c t r e d e f i n i t i o n ;
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n / expected / g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n : in property C. p1 : s t r i n g ( 27 : 5 )
− property A. p1 : i n t e g e r ( 8 : 5 )
− property B. p1 : i n t e g e r ( 1 9 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n : in property D. p2 : i n t e g e r ( 3 8 : 5 )
− property A. p2 : s t r i n g ( 9 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed compa t i b l e g en e r a l i z a t i on s : in concept E (47 : 1 )
− property A. p2 : s t r i n g ( 9 : 5 )
− property D. p2 : i n t e g e r ( 3 8 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n : in property E. p1 : s t r i n g ( 49 : 5 )
− property A. p1 : i n t e g e r ( 8 : 5 )
− property D. p1 : i n t e g e r ( 3 7 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n : in property E. r1 : s t r i n g ( 51 : 5 )
− property A. r1 : decimal ( 1 1 : 5 )
− property D. r1 : decimal ( 4 0 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed compa t i b l e g en e r a l i z a t i on s : in concept F (57 : 1 )
− property A. p2 : s t r i n g ( 9 : 5 )
− property D. p2 : i n t e g e r ( 3 8 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed c o n f l i c t r e d e f i n i t i o n : in concept F (57 : 1 )
− property A. t2 : s t r i n g ( 14 : 5 )
− property D. t2 : s t r i n g ( 43 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n : in property F . t1 : boolean ( 62 : 5 )
− property A. t1 : s t r i n g ( 13 : 5 )
− property D. t1 : s t r i n g ( 42 : 5 )







p1 : INTEGER = 0;
p2 : STRING;
q1 : STRING;
r1 : DECIMAL = 1 . 0 ;
s1 : DECIMAL;
t1 : STRING = ”A” ;




p1 : INTEGER = 1;
q2 : STRING;
}
// Property ”p1” should have been r ede f i n ed as INTEGER
// in order to r e s o l v e d e f i n i t i o n c o n f l i c t between A and B:








t1 : STRING = ”D” ;
}
// Rede f i n i t i on as expected :
@concept D: A, B
{
p1 : INTEGER = 2;
p2 : INTEGER; // Incompatib le with A
q3 : STRING;
r1 : DECIMAL = 2 . 0 ;
s1 : DECIMAL;
t1 : STRING = ”D” ;
t2 : STRING = ”D” ;
}
// In co r r e c t type in r e d e f i n i t i o n o f ”p1” and ” r1 ” :





t1 : STRING = ”E” ;
t2 : STRING = ”E” ;
}
// Rede f i n i t i on s as expected ( except f o r ” t1 ” , which should be ”STRING” ) :
@concept F : A, D, Base
{




// Also miss ing ” t2 ” r e d e f i n i t i o n .
}
@task g e n e r a l i z a t i o n c ompa t i b l e r e d e f i n i t i o n ;
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / no t own gene ra l i z a t i on / expected / no t own gene ra l i z a t i on /cml−compiler−e r r o r s . txt
Fa i l ed va l i d a t i on : r equ i r ed no t own gene ra l i z a t i on : in concept A ( 3 : 1 )
Fa i l ed va l i d a t i on : r equ i r ed no t own gene ra l i z a t i on : in concept A1 ( 6 : 1 )
Fa i l ed va l i d a t i on : r equ i r ed no t own gene ra l i z a t i on : in concept A2 ( 7 : 1 )
Fa i l ed va l i d a t i on : r equ i r ed no t own gene ra l i z a t i on : in concept B1 (10 : 1 )
Fa i l ed va l i d a t i on : r equ i r ed no t own gene ra l i z a t i on : in concept B2 (11 : 1 )
Fa i l ed va l i d a t i on : r equ i r ed no t own gene ra l i z a t i on : in concept B3 (12 : 1 )
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / no t own gene ra l i z a t i on / source /main . cml
// Direct cyc l e :
@concept A: A;
// I nd i r e c t cyc l e :
@concept A1 : A2 ;
@concept A2 : A1 ;
// Third−l e v e l cy c l e :
@concept B1 : B2 , C;
@concept B2 : B3 , C;
@concept B3 : B1 , C;
@concept C: D;
@concept D;
@task no t own gene ra l i z a t i on ;
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / c l i e n t s / shapes cmlc java / expected−c l i e n t−output . txt
Shapes Cl i ent ( cmlc java )
Rectangle ( width=”10.0” , he ight =”20.0” , area =”200.0” , c o l o r=”red ” , tota lArea =”200.0”)
Rhombus(p=”14.1421356237” , q=”14.1421356237” , area =”99.99999999956229” , c o l o r=”green ” , tota lArea =”99.99999999956229”)
Square ( s ideLength =”10.0” , width=”10.0” , he ight =”10.0” , p=”14.1421356237” , q=”14.1421356237” , area =”100.0” , c o l o r=”blue ” , tota lArea =”100.0”)
C i r c l e ( rad ius =”10.0” , area =”314.159” , c o l o r=”red ” , tota lArea =”314.159”)
Un i tC i r c l e ( area =”3.14159” , rad ius =”1.0” , c o l o r=”Blue ” , tota lArea =”3.14159”)
RedUnitCirc le ( c o l o r=”Red” , area =”3.14159” , rad ius =”1.0” , tota lArea =”3.14159”)
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / c l i e n t s / shapes cmlc java /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−s p e c i a l i z a t i o n s−r e d e f i n i t i o n s </groupId>
<a r t i f a c t I d>shapes−c l i e n t </a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<j a r . name>${ pro j e c t . a r t i f a c t I d}</ j a r . name>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>cml−s p e c i a l i z a t i o n s−r e d e f i n i t i o n s </groupId>
<a r t i f a c t I d>shapes−cmlc</a r t i f a c t I d>




<finalName>${ j a r . name}</finalName>
<plugins>
<plugin>
<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<a r t i f a c t I d>maven−assembly−plugin</a r t i f a c t I d>





<mainClass>shapes . c l i e n t . Launcher</mainClass>
</manifest>
</archive>
<desc r ip to rRe f s>
<desc r iptorRe f>jar−with−dependencies</desc r ip torRe f>
</desc r ip to rRe f s>
</con f i gura t i on>
<execut ions>
<execution>
<id>shapes−c l i e n t−jar−with−dependencies</id>
<phase>package</phase>
<goals>








==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / c l i e n t s / shapes cmlc java / s r c /main/ java / shapes / c l i e n t /Launcher . java
package shapes . c l i e n t ;
import s t a t i c shapes . cmlc . C i r c l e . c r e a t eC i r c l e ;
import s t a t i c shapes . cmlc . Rectangle . c r eateRectang l e ;
import s t a t i c shapes . cmlc . RedUnitCirc le . c reateRedUnitCi rc l e ;
import s t a t i c shapes . cmlc . Rhombus . createRhombus ;
import s t a t i c shapes . cmlc . Square . c reateSquare ;
import s t a t i c shapes . cmlc . Un i tC i r c l e . c r e a t eUn i tC i r c l e ;
pub l i c c l a s s Launcher
{
pub l i c s t a t i c void main ( f i n a l St r ing [ ] args )
{
System . out . p r i n t l n (” Shapes Cl i ent ( cmlc java )\n ” ) ;
System . out . p r i n t l n ( c reateRectang l e (” red ” , 10 , 2 0 ) ) ;
System . out . p r i n t l n ( createRhombus (” green ” , 14.1421356237 , 14 .1421356237) ) ;
System . out . p r i n t l n ( createSquare (” blue ” , 1 0 ) ) ;
System . out . p r i n t l n ( c r e a t eC i r c l e (10 , ” red ” ) ) ;
System . out . p r i n t l n ( c r e a t eUn i tC i r c l e ( ) ) ;
System . out . p r i n t l n ( createRedUnitCi rc l e ( ) ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / c l i e n t s / shapes cmlc py / c l i e n t . py
from cm l s p e c i a l i z a t i o n s r e d e f i n i t i o n s s h a p e s cm l c import Rectangle , Rhombus , Square , C i rc l e , UnitCirc le , RedUnitCirc le
p r in t (” Shapes Cl i ent ( cmlc py )\n”)
pr in t ( Rectangle . c r e a t e r e c t a n g l e (” red ” , 10 , 20))
p r in t (Rhombus . create rhombus (” green ” , 14.1421356237 , 14 .1421356237))
p r in t ( Square . c r e a t e squa r e (” blue ” , 10))
p r in t ( C i r c l e . c r e a t e c i r c l e (10 , ” red ”))
p r in t ( Un i tC i r c l e . c r e a t e u n i t c i r c l e ( ) )
p r in t ( RedUnitCirc le . c r e a t e r e d u n i t c i r c l e ( ) )
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / c l i e n t s / shapes cmlc py / expected−c l i e n t−output . txt
Shapes Cl i ent ( cmlc py )
RectangleImpl ( width=10, he ight=20, area=200 , c o l o r=red , t o t a l a r e a =200)
RhombusImpl (p=14.1421356237 , q=14.1421356237 , area =99.99999999956229 , c o l o r=green , t o t a l a r e a =99.99999999956229)
SquareImpl ( s i d e l e n g t h =10, width=10, he ight=10, p=14.1421356237 , q=14.1421356237 , area =100.0 , c o l o r=blue , t o t a l a r e a =100.0)
Ci rc l e Impl ( rad ius =10, area =314.159 , c o l o r=red , t o t a l a r e a =314.159)
UnitCirc l e Impl ( area =3.14159 , rad ius =1.0 , c o l o r=Blue , t o t a l a r e a =3.14159)
RedUnitCircleImpl ( c o l o r=Red , area =3.14159 , rad ius =1.0 , t o t a l a r e a =3.14159)
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java /cml−compiler−output . txt
model f i l e s :
− pom. xml
Shape f i l e s :
− s r c /main/ java / shapes /cmlc/Shape . java
Rectangle f i l e s :
− s r c /main/ java / shapes /cmlc/Rectangle . java
Rhombus f i l e s :
− s r c /main/ java / shapes /cmlc/Rhombus . java
Square f i l e s :
− s r c /main/ java / shapes /cmlc/Square . java
C i r c l e f i l e s :
− s r c /main/ java / shapes /cmlc/ C i r c l e . java
Uni tC i r c l e f i l e s :
− s r c /main/ java / shapes /cmlc/ Un i tC i r c l e . java
RedUnitCirc le f i l e s :
− s r c /main/ java / shapes /cmlc/RedUnitCircle . java
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java /pom. xml
<pro j e c t
xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml−s p e c i a l i z a t i o n s−r e d e f i n i t i o n s </groupId>
<a r t i f a c t I d>shapes−cmlc</a r t i f a c t I d>
<vers ion >1.0−SNAPSHOT</vers ion>
<packaging>jar</packaging>
<prope r t i e s>
<pro j e c t . bu i ld . sourceEncoding>UTF−8</p ro j e c t . bu i ld . sourceEncoding>
</prope r t i e s>
<dependencies>
<dependency>
<groupId>org . j e tb ra in s </groupId>
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<a r t i f a c t I d>annotat ions</a r t i f a c t I d>




<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.1</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>
</con f i gura t i on>
</plugin>
<plugin>
<groupId>org . apache . maven . p lug ins</groupId>
<a r t i f a c t I d>maven−source−plugin</a r t i f a c t I d>













==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/ C i r c l e . java
package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e C i r c l e extends Shape
{
double getRadius ( ) ;
double getArea ( ) ;
S t r ing getColor ( ) ;
s t a t i c C i r c l e c r e a t eC i r c l e ( double rad ius )
{
return c r e a t eC i r c l e ( radius , ”Blue ” ) ;
}
s t a t i c C i r c l e c r e a t eC i r c l e ( double radius , S t r ing co l o r )
{
return new Circ l e Impl ( nul l , radius , c o l o r ) ;
}
s t a t i c C i r c l e extendCi rc l e ( @Nullable C i r c l e a c t u a l s e l f , Shape shape , double radius , S t r ing co l o r )
{
return new Circ l e Impl ( a c t u a l s e l f , shape , radius , c o l o r ) ;
}
}
c l a s s Ci rc l e Impl implements C i r c l e
{
pr iva t e f i n a l @Nullable C i r c l e a c t u a l s e l f ;
p r i va t e f i n a l Shape shape ;
p r i va t e f i n a l double rad ius ;
p r i va t e f i n a l St r ing co l o r ;
C i rc l e Impl ( @Nullable C i r c l e a c t u a l s e l f , double radius , S t r ing co l o r )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = Shape . extendShape ( t h i s . a c t u a l s e l f , c o l o r ) ;
t h i s . rad ius = rad ius ;
t h i s . c o l o r = co l o r ;
}
Circ l e Impl ( @Nullable C i r c l e a c t u a l s e l f , Shape shape , double radius , S t r ing co l o r )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = shape ;
t h i s . rad ius = rad ius ;
t h i s . c o l o r = co l o r ;
}
pub l i c double getRadius ( )
{
return t h i s . rad ius ;
}
pub l i c St r ing getColor ( )
{
return t h i s . c o l o r ;
}
pub l i c double getArea ( )
{
return (3 .14159 ∗ (Math . pow( t h i s . a c t u a l s e l f . getRadius ( ) , 2 . 0 ) ) ) ;
}
pub l i c double getTotalArea ( )
{
return t h i s . shape . getTotalArea ( ) ;
}




return new St r ingBu i lde r ( C i r c l e . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” rad ius =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getRadius ( ) ) ) . append (” , ”)
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/Rectangle . java
package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Rectangle extends Shape
{
double getWidth ( ) ;
double getHeight ( ) ;
double getArea ( ) ;
s t a t i c Rectangle c reateRectang l e ( St r ing co lor , double width , double he ight )
{
return new RectangleImpl ( nul l , co lor , width , he ight ) ;
}
s t a t i c Rectangle extendRectangle ( @Nullable Rectangle a c t u a l s e l f , Shape shape , double width , double he ight )
{
return new RectangleImpl ( a c t u a l s e l f , shape , width , he ight ) ;
}
}
c l a s s RectangleImpl implements Rectangle
{
pr iva t e f i n a l @Nullable Rectangle a c t u a l s e l f ;
p r i va t e f i n a l Shape shape ;
p r i va t e f i n a l double width ;
p r i va t e f i n a l double he ight ;
RectangleImpl ( @Nullable Rectangle a c t u a l s e l f , S t r ing co lor , double width , double he ight )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = Shape . extendShape ( t h i s . a c t u a l s e l f , c o l o r ) ;
t h i s . width = width ;
t h i s . he ight = he ight ;
}
RectangleImpl ( @Nullable Rectangle a c t u a l s e l f , Shape shape , double width , double he ight )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = shape ;
t h i s . width = width ;
t h i s . he ight = he ight ;
}
pub l i c double getWidth ( )
{
return t h i s . width ;
}
pub l i c double getHeight ( )
{
return t h i s . he ight ;
}
pub l i c double getArea ( )
{
return ( t h i s . a c t u a l s e l f . getWidth ( ) ∗ t h i s . a c t u a l s e l f . getHeight ( ) ) ;
}
pub l i c St r ing getColor ( )
{
return t h i s . shape . getColor ( ) ;
}
pub l i c double getTotalArea ( )
{
return t h i s . shape . getTotalArea ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Rectangle . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” width=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getWidth ( ) ) ) . append (” , ”)
. append (” he ight =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getHeight ( ) ) ) . append (” , ”)
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/RedUnitCircle . java
package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
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pub l i c i n t e r f a c e RedUnitCirc le extends Un i tC i r c l e
{
Str ing getColor ( ) ;
s t a t i c RedUnitCirc le c reateRedUnitCi rc l e ( )
{
return createRedUnitCi rc l e (3 .14159 , ”Red ” ) ;
}
s t a t i c RedUnitCirc le c reateRedUnitCi rc l e ( double area , St r ing co l o r )
{
return new RedUnitCircleImpl ( nul l , area , c o l o r ) ;
}
s t a t i c RedUnitCirc le extendRedUnitCirc le ( @Nullable RedUnitCirc le a c t u a l s e l f , Shape shape , C i r c l e c i r c l e , Un i tC i r c l e un i tC i r c l e , S t r ing co l o r )
{
return new RedUnitCircleImpl ( a c t u a l s e l f , shape , c i r c l e , un i tC i r c l e , c o l o r ) ;
}
}
c l a s s RedUnitCircleImpl implements RedUnitCircle
{
pr iva t e f i n a l @Nullable RedUnitCirc le a c t u a l s e l f ;
p r i va t e f i n a l Shape shape ;
p r i va t e f i n a l C i r c l e c i r c l e ;
p r i va t e f i n a l Un i tC i r c l e un i tC i r c l e ;
p r i va t e f i n a l St r ing co l o r ;
RedUnitCircleImpl ( @Nullable RedUnitCirc le a c t u a l s e l f , double area , St r ing co l o r )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = Shape . extendShape ( t h i s . a c t u a l s e l f , c o l o r ) ;
t h i s . c i r c l e = C i r c l e . ex tendCi rc l e ( t h i s . a c t u a l s e l f , t h i s . shape , 0 .0 f , c o l o r ) ;
t h i s . un i tC i r c l e = Uni tC i r c l e . extendUnitCi rc l e ( t h i s . a c t u a l s e l f , t h i s . shape , t h i s . c i r c l e , area ) ;
t h i s . c o l o r = co l o r ;
}
RedUnitCircleImpl ( @Nullable RedUnitCirc le a c t u a l s e l f , Shape shape , C i r c l e c i r c l e , Un i tC i r c l e un i tC i r c l e , S t r ing co l o r )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = shape ;
t h i s . c i r c l e = c i r c l e ;
t h i s . un i tC i r c l e = un i tC i r c l e ;
t h i s . c o l o r = co l o r ;
}
pub l i c St r ing getColor ( )
{
return t h i s . c o l o r ;
}
pub l i c double getArea ( )
{
return t h i s . un i tC i r c l e . getArea ( ) ;
}
pub l i c double getRadius ( )
{
return t h i s . un i tC i r c l e . getRadius ( ) ;
}
pub l i c double getTotalArea ( )
{
return t h i s . shape . getTotalArea ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( RedUnitCirc le . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” rad ius =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getRadius ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/Rhombus . java
package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Rhombus extends Shape
{
double getP ( ) ;
double getQ ( ) ;
double getArea ( ) ;
s t a t i c Rhombus createRhombus ( St r ing co lor , double p , double q )
{
return new RhombusImpl ( nul l , co lor , p , q ) ;
}
s t a t i c Rhombus extendRhombus ( @Nullable Rhombus a c t u a l s e l f , Shape shape , double p , double q )
{
return new RhombusImpl ( a c t u a l s e l f , shape , p , q ) ;
}
}
c l a s s RhombusImpl implements Rhombus
{
pr iva t e f i n a l @Nullable Rhombus a c t u a l s e l f ;
p r i va t e f i n a l Shape shape ;
p r i va t e f i n a l double p ;
p r i va t e f i n a l double q ;




t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = Shape . extendShape ( t h i s . a c t u a l s e l f , c o l o r ) ;
t h i s . p = p ;
t h i s . q = q ;
}
RhombusImpl ( @Nullable Rhombus a c t u a l s e l f , Shape shape , double p , double q )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = shape ;
t h i s . p = p ;
t h i s . q = q ;
}
pub l i c double getP ( )
{
return t h i s . p ;
}
pub l i c double getQ ( )
{
return t h i s . q ;
}
pub l i c double getArea ( )
{
return ( ( t h i s . a c t u a l s e l f . getP ( ) ∗ t h i s . a c t u a l s e l f . getQ ( ) ) / 2 . 0 ) ;
}
pub l i c St r ing getColor ( )
{
return t h i s . shape . getColor ( ) ;
}
pub l i c double getTotalArea ( )
{
return t h i s . shape . getTotalArea ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r (Rhombus . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (”p=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getP ( ) ) ) . append (” , ”)
. append (”q=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getQ ( ) ) ) . append (” , ”)
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/Shape . java
package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Shape
{
Str ing getColor ( ) ;
double getArea ( ) ;
double getTotalArea ( ) ;
s t a t i c Shape extendShape ( @Nullable Shape a c t u a l s e l f , S t r ing co l o r )
{
return new ShapeImpl ( a c t u a l s e l f , c o l o r ) ;
}
}
c l a s s ShapeImpl implements Shape
{
pr iva t e f i n a l @Nullable Shape a c t u a l s e l f ;
p r i va t e f i n a l St r ing co l o r ;
ShapeImpl ( @Nullable Shape a c t u a l s e l f , S t r ing co l o r )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . c o l o r = co l o r ;
}
pub l i c St r ing getColor ( )
{
return t h i s . c o l o r ;
}
pub l i c double getArea ( )
{
return 0 .0 f ;
}
pub l i c double getTotalArea ( )
{
return t h i s . a c t u a l s e l f . getArea ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Shape . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/Square . java
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package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Square extends Rectangle , Rhombus
{
double getSideLength ( ) ;
double getWidth ( ) ;
double getHeight ( ) ;
double getP ( ) ;
double getQ ( ) ;
double getArea ( ) ;
s t a t i c Square createSquare ( St r ing co lor , double s ideLength )
{
return new SquareImpl ( nul l , co lor , s ideLength ) ;
}
s t a t i c Square extendSquare ( @Nullable Square a c t u a l s e l f , Shape shape , Rectangle rec tang l e , Rhombus rhombus , double s ideLength )
{
return new SquareImpl ( a c t u a l s e l f , shape , r ec tang l e , rhombus , s ideLength ) ;
}
}
c l a s s SquareImpl implements Square
{
pr iva t e f i n a l @Nullable Square a c t u a l s e l f ;
p r i va t e f i n a l Shape shape ;
p r i va t e f i n a l Rectangle r e c t ang l e ;
p r i va t e f i n a l Rhombus rhombus ;
p r i va t e f i n a l double s ideLength ;
SquareImpl ( @Nullable Square a c t u a l s e l f , S t r ing co lor , double s ideLength )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = Shape . extendShape ( t h i s . a c t u a l s e l f , c o l o r ) ;
t h i s . r e c t ang l e = Rectangle . extendRectangle ( t h i s . a c t u a l s e l f , t h i s . shape , 0 .0 f , 0 .0 f ) ;
t h i s . rhombus = Rhombus . extendRhombus ( t h i s . a c t u a l s e l f , t h i s . shape , 0 .0 f , 0 .0 f ) ;
t h i s . s ideLength = sideLength ;
}
SquareImpl ( @Nullable Square a c t u a l s e l f , Shape shape , Rectangle rec tang l e , Rhombus rhombus , double s ideLength )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = shape ;
t h i s . r e c t ang l e = re c t ang l e ;
t h i s . rhombus = rhombus ;
t h i s . s ideLength = sideLength ;
}
pub l i c double getSideLength ( )
{
return t h i s . s ideLength ;
}
pub l i c double getWidth ( )
{
return t h i s . a c t u a l s e l f . getSideLength ( ) ;
}
pub l i c double getHeight ( )
{
return t h i s . a c t u a l s e l f . getSideLength ( ) ;
}
pub l i c double getP ( )
{
return ( t h i s . a c t u a l s e l f . getSideLength ( ) ∗ 1 .41421356237) ;
}
pub l i c double getQ ( )
{
return t h i s . a c t u a l s e l f . getP ( ) ;
}
pub l i c double getArea ( )
{
return (Math . pow( t h i s . a c t u a l s e l f . getSideLength ( ) , 2 . 0 ) ) ;
}
pub l i c St r ing getColor ( )
{
return t h i s . shape . getColor ( ) ;
}
pub l i c double getTotalArea ( )
{
return t h i s . shape . getTotalArea ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Square . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” s ideLength =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getSideLength ( ) ) ) . append (” , ”)
. append (” width=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getWidth ( ) ) ) . append (” , ”)
. append (” he ight =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getHeight ( ) ) ) . append (” , ”)
. append (”p=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getP ( ) ) ) . append (” , ”)
. append (”q=”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getQ ( ) ) ) . append (” , ”)
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc java / s r c /main/ java / shapes /cmlc/ Un i tC i r c l e . java
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package shapes . cmlc ;
import java . u t i l . ∗ ;
import java . u t i l . f unc t i on . ∗ ;
import java . math . ∗ ;
import org . j e t b r a i n s . annotat ions . ∗ ;
import org . jooq . lambda . ∗ ;
import s t a t i c java . u t i l . Arrays . ∗ ;
import s t a t i c java . u t i l . Co l l e c t i o n s . ∗ ;
import s t a t i c java . u t i l . stream . Co l l e c t o r s . ∗ ;
import s t a t i c org . jooq . lambda . Seq . ∗ ;
pub l i c i n t e r f a c e Un i tC i r c l e extends C i r c l e
{
double getArea ( ) ;
double getRadius ( ) ;
s t a t i c Un i tC i r c l e c r e a t eUn i tC i r c l e ( )
{
return c r ea t eUn i tC i r c l e (” Blue ” , 3 . 1 4159 ) ;
}
s t a t i c Un i tC i r c l e c r e a t eUn i tC i r c l e ( St r ing co lor , double area )
{
return new UnitCirc l e Impl ( nul l , co lor , area ) ;
}
s t a t i c Un i tC i r c l e extendUnitCi rc l e ( @Nullable Un i tC i r c l e a c t u a l s e l f , Shape shape , C i r c l e c i r c l e , double area )
{
return new UnitCirc l e Impl ( a c t u a l s e l f , shape , c i r c l e , area ) ;
}
}
c l a s s UnitCirc l e Impl implements Un i tC i r c l e
{
pr iva t e f i n a l @Nullable Un i tC i r c l e a c t u a l s e l f ;
p r i va t e f i n a l Shape shape ;
p r i va t e f i n a l C i r c l e c i r c l e ;
p r i va t e f i n a l double area ;
UnitCirc l e Impl ( @Nullable Un i tC i r c l e a c t u a l s e l f , S t r ing co lor , double area )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = Shape . extendShape ( t h i s . a c t u a l s e l f , c o l o r ) ;
t h i s . c i r c l e = C i r c l e . ex tendCi rc l e ( t h i s . a c t u a l s e l f , t h i s . shape , 0 .0 f , c o l o r ) ;
t h i s . area = area ;
}
UnitCirc l e Impl ( @Nullable Un i tC i r c l e a c t u a l s e l f , Shape shape , C i r c l e c i r c l e , double area )
{
t h i s . a c t u a l s e l f = a c t u a l s e l f == nu l l ? t h i s : a c t u a l s e l f ;
t h i s . shape = shape ;
t h i s . c i r c l e = c i r c l e ;
t h i s . area = area ;
}
pub l i c double getArea ( )
{
return t h i s . area ;
}
pub l i c double getRadius ( )
{
return 1 . 0 ;
}
pub l i c St r ing getColor ( )
{
return t h i s . c i r c l e . getColor ( ) ;
}
pub l i c double getTotalArea ( )
{
return t h i s . shape . getTotalArea ( ) ;
}
pub l i c St r ing toSt r ing ( )
{
return new St r ingBu i lde r ( Un i tC i r c l e . c l a s s . getSimpleName ( ) )
. append ( ’ ( ’ )
. append (” area =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getArea ( ) ) ) . append (” , ”)
. append (” rad ius =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getRadius ( ) ) ) . append (” , ”)
. append (” co l o r =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getColor ( ) ) ) . append (” , ”)
. append (” tota lArea =”). append ( St r ing . format (”\”%s \”” , t h i s . a c t u a l s e l f . getTotalArea ( ) ) )
. append ( ’ ) ’ )
. t oS t r ing ( ) ;
}
}
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc py /cml−compiler−output . txt
model f i l e s :
− setup . py
− cm l s p e c i a l i z a t i o n s r e d e f i n i t i o n s s h a p e s cm l c / i n i t . py
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc py / cm l s p e c i a l i z a t i o n s r e d e f i n i t i o n s s h a p e s cm l c / i n i t . py
from typing import ∗
from abc import ∗
from decimal import ∗
import functoo l s , i t e r t o o l s
c l a s s Shape (ABC) :
@abstractproperty
def c o l o r ( s e l f ) −> ’ s t r ’ :
pass
@abstractproperty
def area ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
pass
@staticmethod
def extend shape ( a c t u a l s e l f : ’ Optional [ Shape ] ’ , c o l o r : ’ s t r ’ ) −> ’ Shape ’ :
re turn ShapeImpl ( a c t u a l s e l f , c o l o r )
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c l a s s ShapeImpl ( Shape ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Shape ] ’ , c o l o r : ’ s t r ’ ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Shape ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
s e l f . c o l o r = co l o r
@property
def c o l o r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . c o l o r
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn 0
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . a c t u a l s e l f . area
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( co l o r=%s , area=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
c l a s s Rectangle ( Shape , ABC) :
@abstractproperty
def width ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def he ight ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def area ( s e l f ) −> ’ f l o a t ’ :
pass
@staticmethod
def c r e a t e r e c t a n g l e ( c o l o r : ’ s t r ’ , width : ’ f l o a t ’ , he ight : ’ f l o a t ’ ) −> ’ Rectangle ’ :
r e turn RectangleImpl (None , None , width , height , c o l o r=co l o r )
@staticmethod
def ex t end r e c tang l e ( a c t u a l s e l f : ’ Optional [ Rectangle ] ’ , shape : ’ Shape ’ , width : ’ f l o a t ’ , he ight : ’ f l o a t ’ ) −> ’ Rectangle ’ :
r e turn RectangleImpl ( a c t u a l s e l f , shape , width , he ight )
c l a s s RectangleImpl ( Rectangle ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Rectangle ] ’ , shape : ’ Optional [ Shape ] ’ , width : ’ f l o a t ’ , he ight : ’ f l o a t ’ , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Rectangle ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f shape i s None :
s e l f . shape = Shape . extend shape ( s e l f . a c t u a l s e l f , kwargs [ ’ co lor ’ ] )
e l s e :
s e l f . shape = shape
s e l f . w idth = width
s e l f . h e i g h t = he ight
@property
def width ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . w idth
@property
def he ight ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . h e i g h t
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn ( s e l f . a c t u a l s e l f . width ∗ s e l f . a c t u a l s e l f . he ight )
@property
def c o l o r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . shape . c o l o r
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . shape . t o t a l a r e a
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( width=%s , he ight=%s , area=%s , c o l o r=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . width ,
s e l f . a c t u a l s e l f . height ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
c l a s s Rhombus( Shape , ABC) :
@abstractproperty
def p( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def q ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def area ( s e l f ) −> ’ f l o a t ’ :
pass
@staticmethod
def create rhombus ( c o l o r : ’ s t r ’ , p : ’ f l o a t ’ , q : ’ f l o a t ’ ) −> ’Rhombus ’ :
re turn RhombusImpl (None , None , p , q , c o l o r=co l o r )
@staticmethod
def extend rhombus ( a c t u a l s e l f : ’ Optional [ Rhombus ] ’ , shape : ’ Shape ’ , p : ’ f l o a t ’ , q : ’ f l o a t ’ ) −> ’Rhombus ’ :
re turn RhombusImpl ( a c t u a l s e l f , shape , p , q )
c l a s s RhombusImpl (Rhombus ) :
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def i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Rhombus ] ’ , shape : ’ Optional [ Shape ] ’ , p : ’ f l o a t ’ , q : ’ f l o a t ’ , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Rhombus ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f shape i s None :
s e l f . shape = Shape . extend shape ( s e l f . a c t u a l s e l f , kwargs [ ’ co lor ’ ] )
e l s e :
s e l f . shape = shape
s e l f . p = p
s e l f . q = q
@property
def p( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . p
@property
def q ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . q
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn ( ( s e l f . a c t u a l s e l f . p ∗ s e l f . a c t u a l s e l f . q ) / 2 . 0 )
@property
def c o l o r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . shape . c o l o r
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . shape . t o t a l a r e a
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s (p=%s , q=%s , area=%s , c o l o r=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . p ,
s e l f . a c t u a l s e l f . q ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
c l a s s Square ( Rectangle , Rhombus , ABC) :
@abstractproperty
def s i d e l e n g t h ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def width ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def he ight ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def p( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def q ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def area ( s e l f ) −> ’ f l o a t ’ :
pass
@staticmethod
def c r e a t e squa r e ( c o l o r : ’ s t r ’ , s i d e l e n g t h : ’ f l o a t ’ ) −> ’ Square ’ :
re turn SquareImpl (None , None , None , None , s i d e l eng th , c o l o r=co l o r )
@staticmethod
def extend square ( a c t u a l s e l f : ’ Optional [ Square ] ’ , shape : ’ Shape ’ , r e c t ang l e : ’ Rectangle ’ , rhombus : ’Rhombus ’ , s i d e l e n g t h : ’ f l o a t ’ ) −> ’ Square ’ :
re turn SquareImpl ( a c t u a l s e l f , shape , r ec tang l e , rhombus , s i d e l e n g t h )
c l a s s SquareImpl ( Square ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Square ] ’ , shape : ’ Optional [ Shape ] ’ , r e c t ang l e : ’ Optional [ Rectangle ] ’ , rhombus : ’ Optional [ Rhombus ] ’ , s i d e l e n g t h : ’ f l o a t ’ , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Square ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f shape i s None :
s e l f . shape = Shape . extend shape ( s e l f . a c t u a l s e l f , kwargs [ ’ co lor ’ ] )
e l s e :
s e l f . shape = shape
i f r e c t ang l e i s None :
s e l f . r e c t a n g l e = Rectangle . ex t end r e c tang l e ( s e l f . a c t u a l s e l f , s e l f . shape , 0 , 0)
e l s e :
s e l f . r e c t a n g l e = re c t ang l e
i f rhombus i s None :
s e l f . rhombus = Rhombus . extend rhombus ( s e l f . a c t u a l s e l f , s e l f . shape , 0 , 0)
e l s e :
s e l f . rhombus = rhombus
s e l f . s i d e l e n g t h = s i d e l e n g t h
@property
def s i d e l e n g t h ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . s i d e l e n g t h
@property
def width ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . a c t u a l s e l f . s i d e l e n g t h
@property
def he ight ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . a c t u a l s e l f . s i d e l e n g t h
@property
def p( s e l f ) −> ’ f l o a t ’ :
r e turn ( s e l f . a c t u a l s e l f . s i d e l e n g t h ∗ 1.41421356237)
@property
def q ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . a c t u a l s e l f . p
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn ( s e l f . a c t u a l s e l f . s i d e l e n g t h ∗∗ 2 . 0 )
@property
def c o l o r ( s e l f ) −> ’ s t r ’ :
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return s e l f . shape . c o l o r
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . shape . t o t a l a r e a
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( s i d e l e n g t h=%s , width=%s , he ight=%s , p=%s , q=%s , area=%s , c o l o r=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . s i d e l eng th ,
s e l f . a c t u a l s e l f . width ,
s e l f . a c t u a l s e l f . height ,
s e l f . a c t u a l s e l f . p ,
s e l f . a c t u a l s e l f . q ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
c l a s s C i r c l e ( Shape , ABC) :
@abstractproperty
def rad ius ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def area ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def c o l o r ( s e l f ) −> ’ s t r ’ :
pass
@staticmethod
def c r e a t e c i r c l e ( rad ius : ’ f l o a t ’ , c o l o r : ’ s t r ’ = ”Blue ”) −> ’ C i rc l e ’ :
r e turn Circ l e Impl (None , None , radius , c o l o r )
@staticmethod
def e x t e nd c i r c l e ( a c t u a l s e l f : ’ Optional [ C i r c l e ] ’ , shape : ’ Shape ’ , rad ius : ’ f l o a t ’ , c o l o r : ’ s t r ’ = ”Blue ”) −> ’ C i rc l e ’ :
r e turn Circ l e Impl ( a c t u a l s e l f , shape , radius , c o l o r )
c l a s s Ci rc l e Impl ( C i r c l e ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ C i r c l e ] ’ , shape : ’ Optional [ Shape ] ’ , r ad ius : ’ f l o a t ’ , c o l o r : ’ s t r ’ = ”Blue ”) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ C i r c l e ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f shape i s None :
s e l f . shape = Shape . extend shape ( s e l f . a c t u a l s e l f , c o l o r )
e l s e :
s e l f . shape = shape
s e l f . r a d i u s = rad ius
s e l f . c o l o r = co l o r
@property
def rad ius ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . r a d i u s
@property
def c o l o r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . c o l o r
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn (3 .14159 ∗ ( s e l f . a c t u a l s e l f . rad ius ∗∗ 2 . 0 ) )
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . shape . t o t a l a r e a
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( rad ius=%s , area=%s , c o l o r=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . radius ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
c l a s s Un i tC i r c l e ( Ci rc l e , ABC) :
@abstractproperty
def area ( s e l f ) −> ’ f l o a t ’ :
pass
@abstractproperty
def rad ius ( s e l f ) −> ’ f l o a t ’ :
pass
@staticmethod
def c r e a t e u n i t c i r c l e ( c o l o r : ’ s t r ’ = ”Blue ” , area : ’ f l o a t ’ = 3.14159) −> ’ UnitCirc le ’ :
r e turn UnitCirc l e Impl (None , None , None , area , c o l o r=co l o r )
@staticmethod
def e x t e n d un i t c i r c l e ( a c t u a l s e l f : ’ Optional [ Un i tC i r c l e ] ’ , shape : ’ Shape ’ , c i r c l e : ’ C i rc l e ’ , area : ’ f l o a t ’ = 3.14159) −> ’ UnitCirc le ’ :
r e turn UnitCirc l e Impl ( a c t u a l s e l f , shape , c i r c l e , area )
c l a s s UnitCirc l e Impl ( Un i tC i r c l e ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ Un i tC i r c l e ] ’ , shape : ’ Optional [ Shape ] ’ , c i r c l e : ’ Optional [ C i r c l e ] ’ , area : ’ f l o a t ’ = 3.14159 , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ Un i tC i r c l e ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f shape i s None :
s e l f . shape = Shape . extend shape ( s e l f . a c t u a l s e l f , kwargs [ ’ co lor ’ ] )
e l s e :
s e l f . shape = shape
i f c i r c l e i s None :
s e l f . c i r c l e = C i r c l e . e x t e nd c i r c l e ( s e l f . a c t u a l s e l f , s e l f . shape , 0 , kwargs [ ’ co lor ’ ] )
e l s e :
s e l f . c i r c l e = c i r c l e
s e l f . a r e a = area
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . a r e a
@property





def c o l o r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . c i r c l e . c o l o r
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . shape . t o t a l a r e a
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( area=%s , rad ius=%s , c o l o r=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . radius ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
c l a s s RedUnitCirc le ( UnitCirc le , ABC) :
@abstractproperty
def c o l o r ( s e l f ) −> ’ s t r ’ :
pass
@staticmethod
def c r e a t e r e d u n i t c i r c l e ( area : ’ f l o a t ’ = 3.14159 , c o l o r : ’ s t r ’ = ”Red”) −> ’ RedUnitCircle ’ :
r e turn RedUnitCircleImpl (None , None , None , None , co lor , area=area )
@staticmethod
def e x t e n d r e d un i t c i r c l e ( a c t u a l s e l f : ’ Optional [ RedUnitCirc le ] ’ , shape : ’ Shape ’ , c i r c l e : ’ C i rc l e ’ , u n i t c i r c l e : ’ UnitCirc le ’ , c o l o r : ’ s t r ’ = ”Red”) −> ’ RedUnitCircle ’ :
r e turn RedUnitCircleImpl ( a c t u a l s e l f , shape , c i r c l e , u n i t c i r c l e , c o l o r )
c l a s s RedUnitCircleImpl ( RedUnitCirc le ) :
de f i n i t ( s e l f , a c t u a l s e l f : ’ Optional [ RedUnitCirc le ] ’ , shape : ’ Optional [ Shape ] ’ , c i r c l e : ’ Optional [ C i r c l e ] ’ , u n i t c i r c l e : ’ Optional [ Un i tC i r c l e ] ’ , c o l o r : ’ s t r ’ = ”Red” , ∗∗kwargs ) −> ’None ’ :
i f a c t u a l s e l f i s None :
s e l f . a c t u a l s e l f = s e l f # type : Optional [ RedUnitCirc le ]
e l s e :
s e l f . a c t u a l s e l f = a c t u a l s e l f
i f shape i s None :
s e l f . shape = Shape . extend shape ( s e l f . a c t u a l s e l f , c o l o r )
e l s e :
s e l f . shape = shape
i f c i r c l e i s None :
s e l f . c i r c l e = C i r c l e . e x t e nd c i r c l e ( s e l f . a c t u a l s e l f , s e l f . shape , 0 , c o l o r )
e l s e :
s e l f . c i r c l e = c i r c l e
i f u n i t c i r c l e i s None :
s e l f . u n i t c i r c l e = Uni tC i r c l e . e x t e n d un i t c i r c l e ( s e l f . a c t u a l s e l f , s e l f . shape , s e l f . c i r c l e , kwargs [ ’ area ’ ] )
e l s e :
s e l f . u n i t c i r c l e = u n i t c i r c l e
s e l f . c o l o r = co l o r
@property
def c o l o r ( s e l f ) −> ’ s t r ’ :
r e turn s e l f . c o l o r
@property
def area ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . u n i t c i r c l e . area
@property
def rad ius ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . u n i t c i r c l e . rad ius
@property
def t o t a l a r e a ( s e l f ) −> ’ f l o a t ’ :
r e turn s e l f . shape . t o t a l a r e a
def s t r ( s e l f ) −> ’ s t r ’ :
r e turn ”%s ( co l o r=%s , area=%s , rad ius=%s , t o t a l a r e a=%s )” % (
type ( s e l f ) . name ,
s e l f . a c t u a l s e l f . co lor ,
s e l f . a c t u a l s e l f . area ,
s e l f . a c t u a l s e l f . radius ,
s e l f . a c t u a l s e l f . t o t a l a r e a
)
==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / expected / shapes cmlc py / setup . py
”””A se tup too l s based setup module .
See :
https :// packaging . python . org /en/ l a t e s t / d i s t r i b u t i n g . html
https :// github . com/pypa/ samplepro ject
”””
# Always p r e f e r s e tup too l s over d i s t u t i l s
from se tup too l s import setup , f ind packages
# To use a c on s i s t e n t encoding
from codecs import open
from os import path
here = path . abspath ( path . dirname ( f i l e ) )
setup (
name=’ cm l s p e c i a l i z a t i o n s r e d e f i n i t i o n s s h ap e s cm l c ’ ,
# Vers ions should comply with PEP440 . For a d i s cu s s i on on s ing l e−sourc ing
# the ve r s i on ac ro s s setup . py and the p ro j e c t code , see
# https :// packaging . python . org /en/ l a t e s t / s i n g l e s o u r c e v e r s i o n . html
ve r s i on = ’1.0 ’ ,
d e s c r i p t i on=’A sample Python pro jec t ’ ,
# The pro jec t ’ s main homepage .
u r l =’ https :// github . com/pypa/ sampleproject ’ ,
# Author d e t a i l s
author=’The Python Packaging Authority ’ ,
author emai l=’pypa−dev@googlegroups . com ’ ,
# Choose your l i c e n s e
l i c e n s e =’MIT’ ,
# See https :// pypi . python . org /pypi?%3Aaction=l i s t c l a s s i f i e r s
c l a s s i f i e r s =[
# How mature i s t h i s p r o j e c t ? Common va lues are
# 3 − Alpha
# 4 − Beta
# 5 − Production / Stab le
’ Development Status : : 3 − Alpha ’ ,
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# Ind i ca t e who your p ro j e c t i s intended f o r
’ Intended Audience : : Developers ’ ,
’ Topic : : Software Development : : Build Tools ’ ,
# Pick your l i c e n s e as you wish ( should match ” l i c e n s e ” above )
’ L icense : : OSI Approved : : MIT License ’ ,
# Spec i f y the Python ve r s i on s you support here . In pa r t i cu l a r , ensure
# that you i nd i c a t e whether you support Python 2 , Python 3 or both .
’ Programming Language : : Python : : 3 . 6 . 1 ’ ,
] ,
# What does your p ro j e c t r e l a t e to ?
keywords=’sample s e tup too l s development ’ ,
# You can ju s t s p e c i f y the packages manually here i f your p ro j e c t i s
# simple . Or you can use f ind packages ( ) .
packages=f ind packages ( exc lude =[ ’ contr ib ’ , ’ docs ’ , ’ t e s t s ’ ] ) ,
# Al t e rna t ive ly , i f you want to d i s t r i b u t e j u s t a my module . py , uncomment
# th i s :
# py modules=[”my module ” ] ,
# L i s t run−time dependencies here . These w i l l be i n s t a l l e d by pip when
# your p ro j e c t i s i n s t a l l e d . For an ana l y s i s o f ” i n s t a l l r e q u i r e s ” vs pip ’ s
# requirements f i l e s see :
# https :// packaging . python . org /en/ l a t e s t / requirements . html
# i n s t a l l r e q u i r e s =[ ’ peppercorn ’ ] ,
# L i s t add i t i ona l groups o f dependencies here ( e . g . development
# dependencies ) . You can i n s t a l l these us ing the f o l l ow ing syntax ,
# f o r example :
# $ pip i n s t a l l −e . [ dev , t e s t ]
e x t r a s r e qu i r e={
’ dev ’ : [ ’ check−manifest ’ ] ,
’ t e s t ’ : [ ’ coverage ’ ] ,
} ,
# I f there are data f i l e s inc luded in your packages that need to be
# in s t a l l e d , s p e c i f y them here . I f us ing Python 2 .6 or l e s s , then these
# have to be inc luded in MANIFEST. in as we l l .
# package data={
# ’ sample ’ : [ ’ package data . dat ’ ] ,
#},
# Although ’ package data ’ i s the p r e f e r r ed approach , in some case you may
# need to p lace data f i l e s out s ide o f your packages . See :
# http :// docs . python . org /3.4/ d i s t u t i l s / s e t up s c r i p t . html#i n s t a l l i n g−add i t i ona l− f i l e s # noqa
# In th i s case , ’ d a t a f i l e ’ w i l l be i n s t a l l e d in to ’< sys . p r e f i x>/my data ’
#d a t a f i l e s =[( ’my data ’ , [ ’ data/ d a t a f i l e ’ ] ) ] ,
# To provide executab le s c r i p t s , use entry po int s in p r e f e r enc e to the
# ” s c r i p t s ” keyword . Entry po int s provide cross−plat form support and al low
# pip to c r ea t e the appropr ia te form of executab le f o r the ta rge t plat form .
#ent ry po in t s={
# ’ c on s o l e s c r i p t s ’ : [




==> cml−modules/ cml base / t e s t s / s p e c i a l i z a t i o n s / r e d e f i n i t i o n s / source /main . cml
−− Genera l i za t i on o f C i r c l e and Rectangle .
−− As an abst rac t ion , no d i r e c t i n s t anc e s o f Shape are ever created .
@abstract ion Shape
{
−− Abstract ions may a l s o have concre te p r op e r t i e s .
−− Sp e c i a l i z a t i o n s below share the co l o r a t t r i bu t e as−i s .
c o l o r : S t r ing ;
−− Sp e c i a l i z a t i o n s below r ed e f i n e the area a t t r i bu t e :
−− A der ived property without an expre s s i on i s cons idered abs t rac t .
−− Only ab s t r a c t i on s may have abs t rac t p r op e r t i e s .
/ area : Double ;
−− I f s p e c i a l i z a t i o n s r e d e f i n e ” area ” , ” t o t a l a r e a ” should match i t s value .
/ t o t a l a r e a = area ;
}
// Sp e c i a l i z a t i o n o f Shape :
@concept Rectangle : Shape
{
// New a t t r i bu t e s that cha r a c t e r i z e a r e c t ang l e :
width : Double ;
he ight : Double ;
// Rede f i n i t i on o f the area a t t r i bu t e :
/ area = width ∗ he ight ;
}
// Another s p e c i a l i z a t i o n o f Shape :
@concept Rhombus : Shape
{
// Diagonal a t t r i b u t e s that cha r a c t e r i z e a rhombus :
p : Double ;
q : Double ;
// Another r e d e f i n i t i o n o f the area a t t r i bu t e :
/ area = (p ∗ q) / 2 .0 d ;
}
// Sp e c i a l i z a t i o n o f both Rectangle and Rhombus :
@concept Square : Rectangle , Rhombus
{
// Only a t t r i bu t e needed to cha r a c t e r i z e a square :
s i d e l e n g t h : Double ;
// Rede f i n i t i on s o f Rectangle ’ s a t t r i b u t e s :
/width = s i d e l e n g t h ;
/ he ight = s i d e l e n g t h ;
// Rede f i n i t i on s o f Rhombus ’ a t t r i b u t e s :
/p = s i d e l e n g t h ∗ 1.41421356237 f ; // square root o f 2
/q = p ;
// Required to r ed e f i n e area in order to r e s o l v e c o n f l i c t
// between Rectangle ’ s area and Rhombus ’ area :
/ area = s i d e l e n g t h ˆ 2 .0 f ;
}
−− Al l i n s t anc e s o f C i r c l e are in turn in s t anc e s o f Shape .
@concept C i r c l e : Shape
{
rad ius : Double ;
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−− In order to be cons idered a concre te concept ,
−− Ci r c l e must r e d e f i n e the abs t rac t p r op e r t i e s
−− i n h e r i t e d from Shape .
/ area = 3.14159d ∗ rad ius ˆ 2 .0 f ;
−− Ci r c l e may a l s o r e d e f i n e concre te p r op e r t i e s o f Shape .
−− However , the r e d e f i n i t i o n i s not r equ i r ed in t h i s case .
c o l o r = ”Blue ” ;
}
@concept Un i tC i r c l e : C i r c l e
{
−− Observe below that the r e d e f i n i t i o n o f
−− an abs t rac t property may be concre te ;
−− that i s , i t does not have to be der ived
−− as i t was done in C i r c l e .
area = 3.14159d ;
−− In the case above , however ,
−− i t i s d e s i r a b l e to r e d e f i n e ” area ” as a der ived property ,
−− in order to guarantee area ’ s value cannot be modi f ied
−− a f t e r the i n s t a n t i a t i o n o f Un i tC i r c l e .
−− This i s done with the r e d e f i n i t i o n o f ” rad ius ” below .
−− Notice that , in Ci rc l e , rad ius was concrete ,
−− but i t s r e d e f i n i t i o n below makes i t der ived .
−− That ’ s a l lowed in CML ju s t as the other way around ,
−− as i t was done with ” area ” above .
/ rad ius = 1.0d ;
}
@concept RedUnitCirc le : Un i tC i r c l e
{
c o l o r = ”Red” ;
}
@task shapes cmlc java : cmlc java
{
groupId = ”cml−s p e c i a l i z a t i o n s−r e d e f i n i t i o n s ” ;
a r t i f a c t I d = ”shapes−cmlc ” ;
a r t i f a c tVe r s i o n = ”1.0−SNAPSHOT”;
packageName = ” shapes . cmlc ” ;
packagePath = ” shapes /cmlc ” ;
}
@task shapes cmlc py : cmlc py
{
moduleName = ” cm l s p e c i a l i z a t i o n s r e d e f i n i t i o n s s h a p e s cm l c ” ;
moduleVersion = ”1 . 0 ” ;
}
==> cml−acceptance / ca se s / e r r o r s / cons t ruc to r unde f in ed / compiler−output . txt
Error : no cons t ruc to r de f ined f o r task : some task
==> cml−acceptance / ca se s / e r r o r s / cons t ruc to r unde f in ed / source /main . cml
@concept Book ;
// Task ’ s cons t ruc to r not de f ined on purpose :
@task some task ;
==> cml−acceptance / ca se s / e r r o r s / constructor unknown/ compiler−output . txt
Error : unable to f i nd templates f o r cons t ruc to r : unknown
==> cml−acceptance / ca se s / e r r o r s / constructor unknown/ source /main . cml
@task unknown constructor task : unknown ;
==> cml−acceptance / ca se s / e r r o r s / inval id module name / compiler−output . txt
Error : Module d e c l a r a t i on name ( some module name ) should match the module ’ s d i r e c t o r y name : inval id module name
==> cml−acceptance / ca se s / e r r o r s / inval id module name / source /main . cml
// Module name should be : inval id module name




@task some task : poj ;
==> cml−acceptance / ca se s / e r r o r s /missing−source / compiler−output . txt
Error : no source f i l e s in module : missing−source
==> cml−acceptance / ca se s / e r r o r s /missing−source / source /READ. txt
This d i r e c t o r y does not have the main . cml source f i l e purpose ly . I t i s used by one o f the acceptance t e s t s .
==> cml−acceptance / ca se s / e r r o r s /mi s s i ng ance s to r / compiler−output . txt
Error : Unable to f i nd ance s to r s : MissingAncestor , AnotherMissingAncestor
==> cml−acceptance / ca se s / e r r o r s /mi s s i ng ance s to r / source /main . cml
@concept SomeConcept : MissingAncestor , AnotherMissingAncestor ;
@task some task ;
==> cml−acceptance / ca se s / e r r o r s / p a r s i n g f a i l e d / compiler−output . txt
Syntax Error : mismatched input ’<EOF>’ expect ing NAME (7 : 1 )
Error : No name provided f o r concept .
==> cml−acceptance / ca se s / e r r o r s / p a r s i n g f a i l e d /READ. txt
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The main . cml source f i l e i s purpose ly empty ; in order to f a i l the pars ing .
==> cml−acceptance / ca se s / e r r o r s / p a r s i n g f a i l e d / source /main . cml
@task some task ;
// Syntax e r r o r − abs t rac t keyword a f t e r the concept keyword :
@concept
==> cml−acceptance / ca se s / e r r o r s / task undec la red / compiler−output . txt
Error : no source f i l e has dec la red task named : some task name
==> cml−acceptance / ca se s / e r r o r s / task undec la red /README. txt
No source dir , thus no task dec la red .
==> cml−acceptance / ca se s / t a r g e t d i r s / t a r g e t d i r c l e a n e d / compiler−output . txt
model f i l e s :
− pom. xml
BookStore f i l e s :
− s r c /main/ java /books/BookStore . java
==> cml−acceptance / ca se s / t a r g e t d i r s / t a r g e t d i r c l e a n e d / source /main . cml
@concept BookStore ;
@task some task : poj
{
groupId = ”books ” ;
a r t i f a c t I d = ”books ” ;
a r t i f a c tVe r s i o n = ”1.0.1−SNAPSHOT”;
packageName = ”books ” ;
packagePath = ”books ” ;
}
==> cml−acceptance / ca se s / t a r g e t d i r s / t a r g e t d i r c r e a t e d / compiler−output . txt
model f i l e s :
− pom. xml
Book f i l e s :
− s r c /main/ java /books/Book . java
==> cml−acceptance / ca se s / t a r g e t d i r s / t a r g e t d i r c r e a t e d / source /main . cml
@concept Book ;
@task some task : poj
{
groupId = ”books ” ;
a r t i f a c t I d = ”books ” ;
a r t i f a c tVe r s i o n = ”1.0.1−SNAPSHOT”;
packageName = ”books ” ;
packagePath = ”books ” ;
}
==> cml−acceptance / ca se s / va l i d a t i o n s / ab s t r a c t p r op e r t y i n ab s t r a c t c on c ep t / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed ab s t r a c t p r op e r t y i n ab s t r a c t c on c ep t : in property Shape . area : double ( 5 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed a b s t r a c t p r o p e r t y r e d e f i n i t i o n : in concept Circ leA ( 9 : 1 )
− property Shape . area : double ( 5 : 5 )
==> cml−acceptance / ca se s / va l i d a t i o n s / ab s t r a c t p r op e r t y i n ab s t r a c t c on c ep t / source /main . cml
−− Shape should be tagged abs t rac t s i n c e i t has an abs t rac t property :
@concept Shape
{
−− A der ived property without an expre s s i on i s cons idered abs t rac t :
/ area : Double ;
}
−− In order to be cons idered concrete , C i r c l e should have r ede f i n ed ” area ” .
@concept Circ leA : Shape ;
−− Proper ly r ede f i n ed ” area ” as a concre te property :
@concept Circ leB : Shape
{
area = 4.0d ;
}
−− OK to miss r e d e f i n i t i o n in t h i s s p e c i a l i z a t i o n because i t i s an abs t r a c t i on :
@abstract ion Circ leC : Shape ;
−− Proper ly r ede f i n ed ” area ” as a der ived property :
@concept Un i tC i r c l e : Circ leA
{
/ area = 1.0d ;
}
==> cml−acceptance / ca se s / va l i d a t i o n s / a s s o c i a t i on end prope r ty f ound in mode l / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed a s so c i a t i on end prope r ty f ound in mode l : in a s s o c i a t i o n end Employee . employer ( 1 5 : 5 )
− concept Employee ( 2 : 1 )
Fa i l ed va l i d a t i on : r equ i r ed a s so c i a t i on end prope r ty f ound in mode l : in a s s o c i a t i o n end Organiza . employees ( 1 6 : 5 )
==> cml−acceptance / ca se s / va l i d a t i o n s / a s s o c i a t i on end prope r ty f ound in mode l / source /main . cml
@concept Employee
{






name : St r ing ;
employees : Employee ∗ ;
}
@assoc ia t ion Employment
{
Employee . employer ;
Organiza . employees ;
}
==> cml−acceptance / ca se s / va l i d a t i o n s / a s so c i a t i on end type matche s p rope r ty type / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed a s soc i a t i on end type matche s p rope r ty type : in a s s o c i a t i o n end Vehic l e . owner : Organizat ion ∗ ( 1 5 : 5 )
− property Vehic l e . owner : Organizat ion ( 4 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed a s soc i a t i on end type matche s p rope r ty type : in a s s o c i a t i o n end Organizat ion . f l e e t : Veh ic l e ( 1 6 : 5 )
− property Organizat ion . f l e e t : Veh ic l e ∗ ( 1 0 : 5 )
==> cml−acceptance / ca se s / va l i d a t i o n s / a s so c i a t i on end type matche s p rope r ty type / source /main . cml
@concept Vehic l e
{
p la t e : S t r ing ;




name : St r ing ;
f l e e t : Veh ic l e ∗ ;
}
@assoc ia t ion VehicleOwnership
{
Vehic l e . owner : Organizat ion ∗ ;
Organizat ion . f l e e t : Veh ic l e ;
}
==> cml−acceptance / ca se s / va l i d a t i o n s / as soc ia t ion end types must match / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed as soc ia t i on end types must match : in a s s o c i a t i o n Employment ( 18 : 1 )
− a s s o c i a t i o n end Employee . employer ( 2 0 : 5 )
− a s s o c i a t i o n end Employee . employer ( 2 1 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed as soc ia t i on end types must match : in a s s o c i a t i o n VehicleOwnership ( 24 : 1 )
− a s s o c i a t i o n end Vehic l e . owner : Organizat ion ( 26 : 5 )
− a s s o c i a t i o n end Organizat ion . employees : Employee∗ ( 2 7 : 5 )
==> cml−acceptance / ca se s / va l i d a t i o n s / as soc ia t ion end types must match / source /main . cml
@concept Vehic l e
{
dr i v e r : Employee ? ;








employees : Employee ∗ ;
f l e e t : Veh ic l e ∗ ;
}
@assoc ia t ion Employment
{
Employee . employer ;
Employee . employer ;
}
@assoc ia t ion VehicleOwnership
{
Vehic l e . owner : Organizat ion ;
Organizat ion . employees : Employee ∗ ;
}
==> cml−acceptance / ca se s / va l i d a t i o n s / a s s o c i a t i on mus t have two a s s o c i a t i on end s / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed a s s o c i a t i on mus t have two a s s o c i a t i on end s : in a s s o c i a t i o n Employment ( 18 : 1 )
− a s s o c i a t i o n end Employee . employer ( 2 0 : 5 )
− a s s o c i a t i o n end Organizat ion . employees ( 2 1 : 5 )
− a s s o c i a t i o n end Vehic l e . owner : Organizat ion ( 22 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed a s s o c i a t i on mus t have two a s s o c i a t i on end s : in a s s o c i a t i o n VehicleOwnership ( 25 : 1 )
− a s s o c i a t i o n end Organizat ion . f l e e t : Veh ic l e ∗ ( 2 7 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed a s s o c i a t i on mus t have two a s s o c i a t i on end s : in a s s o c i a t i o n Empty ( 30 : 1 )
==> cml−acceptance / ca se s / va l i d a t i o n s / a s s o c i a t i on mus t have two a s s o c i a t i on end s / source /main . cml
@concept Vehic l e
{
dr i v e r : Employee ? ;








employees : Employee ∗ ;
f l e e t : Veh ic l e ∗ ;
}
@assoc ia t ion Employment
{
Employee . employer ;
Organizat ion . employees ;




@assoc ia t ion VehicleOwnership
{
Organizat ion . f l e e t : Veh ic l e ∗ ;
}
@assoc ia t ion Empty {}
==> cml−acceptance / ca se s / va l i d a t i o n s / p rope r t y type a s s i gnab l e f r om exp r e s s i on type / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . bad prop1 : i n t e g e r ( 1 2 : 5 )
Declared type i s i n t e g e r but type i n f e r r e d from expre s s i on i s s t r i n g .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . bad prop2 : s t r i n g ( 13 : 5 )
Declared type i s s t r i n g but type i n f e r r e d from expre s s i on i s i n t e g e r .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . bad prop3 : double ( 1 4 : 5 )
Declared type i s double but type i n f e r r e d from expre s s i on i s decimal .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . dec ima l to doub l e : double ( 2 5 : 5 )
Declared type i s double but type i n f e r r e d from expre s s i on i s decimal .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . doub le to dec ima l : decimal ( 2 6 : 5 )
Declared type i s decimal but type i n f e r r e d from expre s s i on i s double .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . dec ima l to byte : byte ( 27 : 5 )
Declared type i s byte but type i n f e r r e d from expre s s i on i s decimal .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . a to b : B (28 : 5 )
Declared type i s B but type i n f e r r e d from expre s s i on i s A.
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . a6 : A (51 : 5 )
Declared type i s A but type i n f e r r e d from expre s s i on i s A∗ .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . a7 : A? ( 52 : 5 )
Declared type i s A? but type i n f e r r e d from expre s s i on i s A∗ .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . a8 : A (53 : 5 )
Declared type i s A but type i n f e r r e d from expre s s i on i s A? .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . ab7 : A (54 : 5 )
Declared type i s A but type i n f e r r e d from expre s s i on i s A∗ .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . ab8 : A? ( 55 : 5 )
Declared type i s A? but type i n f e r r e d from expre s s i on i s A∗ .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . ab9 : A (56 : 5 )
Declared type i s A but type i n f e r r e d from expre s s i on i s A? .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . d4 : decimal ( 5 7 : 5 )
Declared type i s decimal but type i n f e r r e d from expre s s i on i s decimal ∗ .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . d5 : decimal ? ( 58 : 5 )
Declared type i s decimal ? but type i n f e r r e d from expre s s i on i s decimal ∗ .
Fa i l ed va l i d a t i on : r equ i r ed p rope r t y type a s s i gnab l e f r om exp r e s s i on type : in property Att r ibute s . d6 : decimal ( 5 9 : 5 )
Declared type i s decimal but type i n f e r r e d from expre s s i on i s decimal ? .
==> cml−acceptance / ca se s / va l i d a t i o n s / p rope r t y type a s s i gnab l e f r om exp r e s s i on type / source /main . cml
@concept A;
@concept B: A;




b2 : B? ;
b3 : B∗ ;
// Type and expre s s i on mismatch :
bad prop1 : INTEGER = ”STRING” ; // type i s INTEGER but expre s s i on i s STRING
/bad prop2 : STRING = 0; // type i s STRING but expre s s i on i s INTEGER
/bad prop3 : DOUBLE = 2 . 0 ; // type i s DOUBLE but expre s s i on i s DECIMAL
// Ass ignable Types :
by t e t o sho r t : SHORT = 1b ;
s h o r t t o i n t : INTEGER = 1s ;
i n t t o l o n g : LONG = 1;
l ong to dec ima l : DECIMAL = 1 l ;
f l o a t t o d oub l e : DOUBLE = 1.0 f ;
b to a : A = b ;
// Non−Ass ignable Types :
dec ima l to doub l e : DOUBLE = 1 . 0 ;
doub l e to dec ima l : DECIMAL = 1.0d ;
dec ima l to byte : BYTE = 1 . 0 ;
a to b : B = a ;
// Valid ca se s where e i t h e r the type i s s p e c i f i e d or an expre s s i on i s provided :
prop1 : STRING; // type s p e c i f i e d
prop2 = 0 ; // i n i t expre s s i on s p e c i f i e d − type i n f e r r e d
/prop3 = 1 . 0 ; // der ived expre s s i on s p e c i f i e d − type i n f e r r e d
/prop4 : BOOLEAN; // type s p e c i f i e d f o r abs t rac t property
// Card ina l i ty − Ass ignable :
a2 : A = a ;
a3 : A? = a ;
a4 : A∗ = a2 ;
a5 : A∗ = a3 ;
ab2 : A = b ;
ab3 : A? = b ;
ab4 : A∗ = b ;
ab5 : A∗ = b2 ;
ab6 : A∗ = b3 ;
d1 : DECIMAL? = long to dec ima l ;
d2 : DECIMAL∗ = long to dec ima l ;
d3 : DECIMAL∗ = d1 ;
// Card ina l i ty − Non−Ass ignable :
a6 : A = a4 ;
a7 : A? = a5 ;
a8 : A = a3 ;
ab7 : A = ab4 ;
ab8 : A? = ab5 ;
ab9 : A = ab3 ;
d4 : DECIMAL = d2 ;
d5 : DECIMAL? = d3 ;
d6 : DECIMAL = d1 ;
}
==> cml−acceptance / ca se s / va l i d a t i o n s / p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Att r ibute s . bad prop1 : UNDEFINED (4 : 5 )
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No type or expre s s i on de f ined f o r property : bad prop1
Fai l ed va l i d a t i on : r equ i r ed p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d : in property Att r ibute s . bad prop2 : UNDEFINED (5 : 5 )
No type or expre s s i on de f ined f o r property : bad prop2
==> cml−acceptance / ca se s / va l i d a t i o n s / p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d / source /main . cml
@abstract ion Att r ibute s
{
// Miss ing type and expre s s i on :
bad prop1 ;
/bad prop2 ;
// Al l va l i d ca se s :
prop1 : St r ing ; // type s p e c i f i e d
prop2 = 0 ; // i n i t expre s s i on s p e c i f i e d
/prop3 = 1 . 0 ; // der ived expre s s i on s p e c i f i e d
/prop4 : Boolean ; // type s p e c i f i e d f o r abs t rac t property
}
==> cml−acceptance / ca se s / va l i d a t i o n s / unique property name / compiler−output . txt
Fa i l ed va l i d a t i on : r equ i r ed unique property name : in property Att r ibute s . prop name : s t r i n g ( 3 : 5 )
− property Att r ibute s . prop name : i n t e g e r ( 4 : 5 )
− property Att r ibute s . prop name : decimal ( 5 : 5 )
− property Att r ibute s . prop name : boolean ( 6 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed unique property name : in property Att r ibute s . prop name : i n t e g e r ( 4 : 5 )
− property Att r ibute s . prop name : s t r i n g ( 3 : 5 )
− property Att r ibute s . prop name : decimal ( 5 : 5 )
− property Att r ibute s . prop name : boolean ( 6 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed unique property name : in property Att r ibute s . prop name : decimal ( 5 : 5 )
− property Att r ibute s . prop name : s t r i n g ( 3 : 5 )
− property Att r ibute s . prop name : i n t e g e r ( 4 : 5 )
− property Att r ibute s . prop name : boolean ( 6 : 5 )
Fa i l ed va l i d a t i on : r equ i r ed unique property name : in property Att r ibute s . prop name : boolean ( 6 : 5 )
− property Att r ibute s . prop name : s t r i n g ( 3 : 5 )
− property Att r ibute s . prop name : i n t e g e r ( 4 : 5 )
− property Att r ibute s . prop name : decimal ( 5 : 5 )
==> cml−acceptance / ca se s / va l i d a t i o n s / unique property name / source /main . cml
@abstract ion Att r ibute s
{
prop name : STRING;
prop name = 0 ;
/prop name = 1 . 0 ;
/prop name : BOOLEAN;
}
==> cml−acceptance /pom. xml
<?xml ve r s i on =”1.0” encoding=”UTF−8”?>
<pro j e c t xmlns=”http ://maven . apache . org /POM/4 .0 . 0”
xmlns : x s i=”http ://www.w3 . org /2001/XMLSchema−i n s tance ”
x s i : schemaLocation=”http ://maven . apache . org /POM/4 . 0 . 0 http ://maven . apache . org /xsd/maven−4 .0 .0 . xsd”>
<modelVersion >4.0.0</modelVersion>
<groupId>cml</groupId>
<a r t i f a c t I d>cml−acceptance</a r t i f a c t I d>




<groupId>org . j e tb ra in s </groupId>
<a r t i f a c t I d>annotat ions</a r t i f a c t I d>





<a r t i f a c t I d>jun i t</a r t i f a c t I d>




<groupId>org . apache . maven . shared</groupId>
<a r t i f a c t I d>maven−invoker</a r t i f a c t I d>




<groupId>org . codehaus . plexus</groupId>
<a r t i f a c t I d>plexus−u t i l s </a r t i f a c t I d>




<groupId>com . goog le . guava</groupId>
<a r t i f a c t I d>guava</a r t i f a c t I d>





<a r t i f a c t I d>j oo l</a r t i f a c t I d>







<groupId>org . apache . maven . p lugins</groupId>
<a r t i f a c t I d>maven−compiler−plugin</a r t i f a c t I d>
<vers ion >3.3</vers ion>
<con f i gura t i on>
<source >1.8</source>
<target >1.8</ target>





==> cml−acceptance / s r c / t e s t / java /cml/ acceptance /AcceptanceTest . java
package cml . acceptance ;
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import com . goog le . common . i o . F i l e s ;
import org . apache . maven . shared . invoker . ∗ ;
import org . codehaus . p lexus . u t i l . c l i . CommandLineException ;
import org . codehaus . p lexus . u t i l . c l i . Commandline ;
import org . codehaus . p lexus . u t i l . c l i . WriterStreamConsumer ;
import org . jooq . lambda . Seq ;
import org . j un i t . Be foreClass ;
import org . j un i t . Test ;
import org . j un i t . exper imenta l . t h e o r i e s . DataPoints ;
import org . j un i t . exper imenta l . t h e o r i e s . FromDataPoints ;
import org . j un i t . exper imenta l . t h e o r i e s . Theor ies ;
import org . j un i t . exper imenta l . t h e o r i e s . Theory ;
import org . j un i t . runner . RunWith ;
import java . i o . ∗ ;
import java . nio . char s e t . Charset ;
import java . u t i l . L i s t ;
import s t a t i c java . u t i l . Arrays . a sL i s t ;
import s t a t i c java . u t i l . Co l l e c t i o n s . s i n g l e t o nL i s t ;
import s t a t i c j un i t . framework . TestCase . a s s e r tEqua l s ;
import s t a t i c org . codehaus . p lexus . u t i l . F i l eU t i l s . ∗ ;
import s t a t i c org . codehaus . p lexus . u t i l . c l i . CommandLineUtils . executeCommandLine ;
import s t a t i c org . hamcrest . MatcherAssert . assertThat ;
import s t a t i c org . hamcrest . core . I s . i s ;
import s t a t i c org . jooq . lambda . Seq . seq ;
@RunWith( Theor ies . c l a s s )
pub l i c c l a s s AcceptanceTest
{
pr iva t e s t a t i c f i n a l Charset OUTPUT FILE ENCODING = Charset . forName (”UTF−8”);
p r i va t e s t a t i c f i n a l i n t PROCESS TIMEOUT IN SECONDS = 360;
p r i va t e s t a t i c f i n a l St r ing BASE DIR = ” . . ” ;
p r i va t e s t a t i c f i n a l St r ing COMPILER DIR = BASE DIR + ”/cml−compi ler ” ;
p r i va t e s t a t i c f i n a l St r ing FRONTEND DIR = COMPILER DIR + ”/cml−f rontend ” ;
p r i va t e s t a t i c f i n a l St r ing FRONTEND TARGET DIR = FRONTEND DIR + ”/ ta rge t ” ;
p r i va t e s t a t i c f i n a l St r ing COMPILER JAR = FRONTEND TARGET DIR + ”/cml−compiler−jar−with−dependencies . j a r ” ;
p r i va t e s t a t i c f i n a l St r ing CML MODULES BASE DIR = BASE DIR + ”/” + ”cml−modules ” ;
p r i va t e s t a t i c f i n a l St r ing CML BOOTSTRAPPING BASE DIR = COMPILER DIR + ”/” + ”cml−bootstrapping ” ;
p r i va t e s t a t i c f i n a l St r ing POJ = ”poj ” ; // p la in old Java
pr i va t e s t a t i c f i n a l St r ing JAVA = ” java ” ;
p r i va t e s t a t i c f i n a l St r ing PYTHON = ”py ” ;
p r i va t e s t a t i c f i n a l i n t SUCCESS = 0 ;
p r i va t e s t a t i c f i n a l i n t FAILURE SOURCE FILE NOT FOUND = 2;
pr i va t e s t a t i c f i n a l i n t FAILURE FAILED LOADING MODEL = 3;
p r i va t e s t a t i c f i n a l i n t FAILURE MODEL VALIDATION = 4;
p r i va t e s t a t i c f i n a l i n t FAILURE CONSTRUCTOR UNKNOWN = 101;
p r i va t e s t a t i c f i n a l i n t FAILURE CONSTRUCTOR UNDEFINED = 102;
p r i va t e s t a t i c f i n a l i n t FAILURE TASK UNDECLARED = 103;
p r i va t e s t a t i c f i n a l St r ing SOME TASK = ” some task ” ;
@DataPoints (” va l ida t i on−modules ”)
pub l i c s t a t i c St r ing [ ] va l idat ionModules = {
” ab s t r a c t p r op e r t y i n ab s t r a c t c on c ep t ” ,
” a s s o c i a t i on end prope r ty f ound in mode l ” ,
” a s so c i a t i on end type matche s p rope r ty type ” ,
” as soc ia t ion end types must match ” ,
” a s s o c i a t i on mus t have two a s s o c i a t i on end s ” ,
” p r o p e r t y t y p e s p e c i f i e d o r i n f e r r e d ” ,
” p r ope r t y type a s s i gnab l e f r om exp r e s s i on type ” ,
” unique property name ”
} ;
@DataPoints (” f a i l i n g−modules ”)
pub l i c s t a t i c St r ing [ ] f a i l i ngModu l e s = {
” inval id module name ” ,
”mi s s i ng ance s to r ” ,
” p a r s i n g f a i l e d ”
} ;
@BeforeClass
pub l i c s t a t i c void bui ldCompiler ( ) throws MavenInvocationException
{
buildMavenModule (COMPILER DIR) ;
f i n a l F i l e ta rge tD i r = new F i l e (FRONTEND TARGET DIR) ;
assertThat (” Target d i r must e x i s t : ” + targetDir , t a rge tD i r . e x i s t s ( ) , i s ( t rue ) ) ;
}
@Test
pub l i c void cml modules ( )
{
moduleDirs (CML MODULES BASE DIR) . forEach ( t h i s : : testModule ) ;
}
@Test
pub l i c void cml bootstrapping modules ( )
{
moduleDirs (CML BOOTSTRAPPING BASE DIR) . forEach ( t h i s : : testModule ) ;
}
pr iva t e Seq<Fi le> moduleDirs ( St r ing baseDir )
{
f i n a l F i l e [ ] subDirs = new F i l e ( baseDir ) . l i s t F i l e s ( F i l e : : i sD i r e c t o r y ) ;
re turn seq ( a sL i s t ( subDirs == nu l l ? new F i l e [ 0 ] : subDirs ) ) . f i l t e r ( AcceptanceTest : : isModuleDir ) ;
}
pr iva t e s t a t i c boolean isModuleDir ( F i l e subDir )
{
return new F i l e ( subDir , ” source ” ) . i sD i r e c t o r y ( ) | | new F i l e ( subDir , ” templates ” ) . i sD i r e c t o r y ( ) ;
}




System . out . p r i n t l n(”−−−−−−−−”);
System . out . p r i n t l n (” Test ing module : ” + moduleDir . getName ( ) ) ;
executeJar (moduleDir . getCanonicalPath ( ) , COMPILER JAR, s i n g l e t o nL i s t (” t e s t ”) , SUCCESS, System . out ) ;
}
catch ( IOException except ion )
{
throw new RuntimeException (” IOException : ” + except ion . getMessage ( ) , except ion ) ;
}
catch (CommandLineException except ion )
{






pub l i c void mode l va l ida t i on (@FromDataPoints (” va l ida t i on−modules ”) f i n a l St r ing moduleName) throws Exception
{
f i n a l St r ing modulePath = getValidationModulePath (moduleName ) ;
c leanTargetDir (modulePath , SOME TASK) ;
compileWithTaskAndVerifyOutput (modulePath , SOME TASK, FAILURE MODEL VALIDATION) ;
}
@Theory
pub l i c void e r r o r l oad ing mode l (@FromDataPoints (” f a i l i n g−modules ”) f i n a l S t r ing moduleName) throws Exception
{
f i n a l St r ing modulePath = getErrorModulePath (moduleName ) ;
c leanTargetDir (modulePath , SOME TASK) ;
compileWithTaskAndVerifyOutput (modulePath , SOME TASK, FAILURE FAILED LOADING MODEL) ;
}
@Test
pub l i c void m i s s i n g s o u r c e f i l e ( ) throws Exception
{
f i n a l St r ing modulePath = getErrorModulePath (” missing−source ” ) ;
c leanTargetDir (modulePath , POJ) ;
compileAndVerifyOutput (modulePath , POJ, FAILURE SOURCE FILE NOT FOUND) ;
}
@Test
pub l i c void constructor unknown ( ) throws Exception
{
f i n a l St r ing modulePath = getErrorModulePath (” constructor unknown ” ) ;
c leanTargetDir (modulePath , ” unknown constructor task ” ) ;
compileWithTaskAndVerifyOutput (modulePath , ” unknown constructor task ” , FAILURE CONSTRUCTOR UNKNOWN) ;
}
@Test
pub l i c void task undec la red ( ) throws Exception
{
f i n a l St r ing modulePath = getErrorModulePath (” task undec la red ” ) ;
c leanTargetDir (modulePath , ” some task name ” ) ;
compileAndVerifyOutput (modulePath , ” some task name ” , FAILURE TASK UNDECLARED) ;
}
@Test
pub l i c void cons t ruc to r unde f in ed ( ) throws Exception
{
f i n a l St r ing modulePath = getErrorModulePath (” cons t ruc to r unde f in ed ” ) ;
c leanTargetDir (modulePath , ” some task ” ) ;
compileAndVerifyOutput (modulePath , ” some task ” , FAILURE CONSTRUCTOR UNDEFINED) ;
}
@Test
pub l i c void t a r g e t d i r c r e a t e d ( ) throws Exception
{
f i n a l St r ing modulePath = SuccessCase .CASES DIR + ”/ t a r g e t d i r s / t a r g e t d i r c r e a t e d ” ;
f i n a l F i l e ta rge tD i r = new F i l e ( getTargetDirPath (modulePath , SOME TASK) ) ;
f o r c eDe l e t e ( ta rge tD i r ) ;
assertThat (” Target d i r must NOT ex i s t : ” + targetDir , t a rge tD i r . e x i s t s ( ) , i s ( f a l s e ) ) ;
compileAndVerifyOutput (modulePath , SOME TASK, SUCCESS) ;
assertThat (” Target d i r must e x i s t : ” + targetDir , t a rge tD i r . e x i s t s ( ) , i s ( t rue ) ) ;
}
@Test
pub l i c void t a r g e t d i r c l e a n e d ( ) throws Exception
{
f i n a l St r ing modulePath = SuccessCase .CASES DIR + ”/ t a r g e t d i r s / t a r g e t d i r c l e a n e d ” ;
f i n a l F i l e ta rge tD i r = new F i l e ( getTargetDirPath (modulePath , SOME TASK) ) ;
f i n a l F i l e bookFi le = new F i l e ( targetDir , ” s r c /main/ java /books/Book . java ” ) ;
f i n a l F i l e bookStoreF i l e = new F i l e ( targetDir , ” s r c /main/ java /books/BookStore . java ” ) ;
// Ensures there i s a l ready content in the ta rge t d i r :
f i n a l St r ing tempModulePath = SuccessCase .CASES DIR + ”/ t a r g e t d i r s / t a r g e t d i r c r e a t e d ” ;
compileAndVerifyOutput ( tempModulePath , SOME TASK, SUCCESS) ;
c leanTargetDir (modulePath , SOME TASK) ;
copyDirectoryStructure (
new F i l e ( getTargetDirPath ( tempModulePath , SOME TASK)) ,
new F i l e ( getTargetDirPath (modulePath , SOME TASK) ) ) ;
assertThat (”Book must e x i s t : ” + bookFile , bookFi le . e x i s t s ( ) , i s ( t rue ) ) ;
assertThat (” BookStore must NOT ex i s t : ” + bookFile , bookStoreFi l e . e x i s t s ( ) , i s ( f a l s e ) ) ;
// V e r i f i e s that the p r ev i ou s l y generated ta rge t has been c leaned be fo r e generat ing the new one :
compileAndVerifyOutput (modulePath , SOME TASK, SUCCESS) ;
assertThat (”Book must NOT ex i s t : ” + bookFile , bookFi le . e x i s t s ( ) , i s ( f a l s e ) ) ;
assertThat (” BookStore must e x i s t : ” + bookFile , bookStoreFi l e . e x i s t s ( ) , i s ( t rue ) ) ;
}
pr iva t e void compileAndVerifyOutput (
f i n a l St r ing modulePath ,
f i n a l St r ing taskName ,
f i n a l i n t expectedExitCode ) throws CommandLineException , IOException
{
compileWithTaskAndVerifyOutput (modulePath , taskName , expectedExitCode ) ;
}
pr iva t e void compileWithTaskAndVerifyOutput (
f i n a l St r ing modulePath ,
f i n a l St r ing taskName ,





modulePath + F i l e . s eparato r + ” compiler−output . txt ” ,
expectedExitCode ) ;
}
pr iva t e void compileAndVerifyOutput (
f i n a l St r ing modulePath ,
f i n a l St r ing taskName ,
f i n a l St r ing expectedOutputPath ,
f i n a l i n t expectedExitCode ) throws CommandLineException , IOException
{
f i n a l St r ing actualCompilerOutput = executeJar (
modulePath ,
COMPILER JAR,




assertThatOutputMatches (” compiler ’ s output ” , expectedOutputPath , actualCompilerOutput ) ;
}
pr iva t e void c leanTargetDir ( St r ing currentDirPath , St r ing taskName ) throws IOException
{
f i n a l St r ing targetDirPath = getTargetDirPath ( currentDirPath , taskName ) ;
System . out . p r i n t l n (”\n−−−−−−−−−−−−−−−−−−−−−−−−−−”);
System . out . p r i n t l n (” Cleaning ta rge t d i r : ” + targetDirPath ) ;
forceMkdir (new F i l e ( targetDirPath ) ) ;
c l eanDi r e c to ry ( targetDirPath ) ;
}
pr iva t e St r ing getTargetDirPath ( St r ing currentDirPath , St r ing taskName )
{
return currentDirPath + ”/ ta r g e t s /” + taskName ;
}
pr iva t e void assertThatOutputMatches (
f i n a l St r ing reason ,
f i n a l St r ing expectedOutputPath ,
f i n a l St r ing actualOutput ) throws IOException
{
f i n a l St r ing expectedOutput = F i l e s . t oSt r ing (new F i l e ( expectedOutputPath ) , OUTPUT FILE ENCODING) ;
a s s e r tEqua l s ( reason , expectedOutput , actualOutput ) ;
}
pr iva t e s t a t i c void buildMavenModule ( f i n a l St r ing baseDir ) throws MavenInvocationException
{
System . out . p r i n t l n (” Bui ld ing : ” + baseDir ) ;
System . setProperty (”maven . home” , System . getenv (”M2 HOME” ) ) ;
f i n a l Invocat ionRequest reques t = new Defau l t Invocat ionRequest ( ) ;
r eques t . s e tBaseDi rec tory (new F i l e ( baseDir ) ) ;
r eques t . setGoals ( s i n g l e t o nL i s t (” i n s t a l l ” ) ) ;
r eques t . s e t I n t e r a c t i v e ( f a l s e ) ;
f i n a l Invoker invoker = new Defau l t Invoker ( ) ;
f i n a l Invocat ionResu l t r e s u l t = invoker . execute ( reques t ) ;
i f ( r e s u l t . getExitCode ( ) != 0) throw new MavenInvocationException (” Exit code : ” + r e s u l t . getExitCode ( ) ) ;
}
pr iva t e s t a t i c St r ing executeJar (
f i n a l St r ing currentDirPath ,
f i n a l St r ing jarPath ,
f i n a l List<Str ing> args ,
f i n a l i n t expectedExitCode ) throws CommandLineException , IOException
{
f i n a l ByteArrayOutputStream outputStream = new ByteArrayOutputStream ( ) ;
t ry
{
executeJar ( currentDirPath , jarPath , args , expectedExitCode , outputStream ) ;
}
catch ( Asse r t i onError e r r o r )
{
System . out . p r i n t l n (” Fa i lu r e in output : \n” + new Str ing ( outputStream . toByteArray ( ) , OUTPUT FILE ENCODING) ) ;
throw e r r o r ;
}
f i n a l l y
{
outputStream . c l o s e ( ) ;
}
return new Str ing ( outputStream . toByteArray ( ) , OUTPUT FILE ENCODING) ;
}
pr iva t e s t a t i c void executeJar (
f i n a l St r ing currentDirPath ,
f i n a l St r ing jarPath ,
f i n a l List<Str ing> args ,
f i n a l i n t expectedExitCode ,
f i n a l OutputStream outputStream ) throws CommandLineException , IOException
{
f i n a l i n t actualExitCode = executeJar ( currentDirPath , jarPath , args , outputStream ) ;
assertThat (” ex i t code ” , actualExitCode , i s ( expectedExitCode ) ) ;
}
pr iva t e s t a t i c i n t executeJar (
f i n a l St r ing currentDirPath ,
f i n a l St r ing jarPath ,
f i n a l List<Str ing> args ,
f i n a l OutputStream outputStream ) throws CommandLineException , IOException
{
f i n a l F i l e j a r F i l e = new F i l e ( jarPath ) ;
assertThat (” Jar f i l e must e x i t : ” + j a rF i l e , j a r F i l e . e x i s t s ( ) , i s ( t rue ) ) ;
f i n a l F i l e javaBinDir = new F i l e ( System . getProperty (” java . home”) , ” bin ” ) ;
assertThat (” Java bin d i r must e x i t : ” + javaBinDir , javaBinDir . e x i s t s ( ) , i s ( t rue ) ) ;
f i n a l F i l e javaExecFi l e = new F i l e ( javaBinDir , ” java ” ) ;
assertThat (” Java exec f i l e must e x i t : ” + javaExecFi le , javaExecFi l e . e x i s t s ( ) , i s ( t rue ) ) ;
f i n a l Commandline commandLine = new Commandline ( ) ;
commandLine . addEnvironment (”CML MODULES PATH” , new F i l e (CML MODULES BASE DIR) . getCanonicalPath ( ) ) ;
commandLine . setWorkingDirectory ( currentDirPath ) ;
commandLine . setExecutab le ( javaExecFi l e . getAbsolutePath ( ) ) ;
commandLine . createArg ( ) . setValue (”− j a r ” ) ;
commandLine . createArg ( ) . setValue ( j a r F i l e . getAbsolutePath ( ) ) ;
f o r ( f i n a l St r ing arg : args ) commandLine . createArg ( ) . setValue ( arg ) ;
f i n a l Writer wr i t e r = new OutputStreamWriter ( outputStream ) ;
f i n a l WriterStreamConsumer systemOut = new WriterStreamConsumer ( wr i t e r ) ;
f i n a l WriterStreamConsumer systemErr = new WriterStreamConsumer ( wr i t e r ) ;
System . out . p r i n t l n (” Launching j a r : ” + commandLine ) ;
f i n a l i n t exitCode = executeCommandLine ( commandLine , systemOut , systemErr , PROCESS TIMEOUT IN SECONDS) ;
System . out . p r i n t l n (” Jar ’ s e x i t code : ” + exitCode ) ;
re turn exitCode ;
}
pr iva t e s t a t i c St r ing getErrorModulePath ( St r ing moduleName)
{
return SuccessCase .CASES DIR + F i l e . s eparato r + ” e r r o r s ” + F i l e . s eparato r + moduleName ;
}




return SuccessCase .CASES DIR + F i l e . s eparato r + ” va l i d a t i o n s ” + F i l e . s eparato r + moduleName ;
}
}
==> cml−acceptance / s r c / t e s t / java /cml/ acceptance / SuccessCase . java
package cml . acceptance ;
import org . j e t b r a i n s . annotat ions . Nul lab l e ;
import java . i o . F i l e ;
import s t a t i c java . lang . St r ing . format ;
c l a s s SuccessCase
{
s t a t i c f i n a l St r ing CASES DIR = ” case s ” ;
p r i va t e s t a t i c f i n a l St r ing CLIENT PATH = ”/%s−c l i e n t s/%s ” ;
p r i va t e s t a t i c f i n a l St r ing COMPILER OUTPUT FILENAME = ”output−%s−compiler−%s . txt ” ;
p r i va t e s t a t i c f i n a l St r ing CLIENT OUTPUT FILENAME = ”output−%s−c l i e n t−%s . txt ” ;
p r i va t e f i n a l St r ing moduleName ;
p r i va t e f i n a l St r ing clientName ;
p r i va t e f i n a l St r ing taskName ;
p r i va t e f i n a l St r ing targetLanguageExtension ;
p r i va t e f i n a l @Nullable St r ing pythonModuleName ;
SuccessCase ( St r ing moduleName , St r ing clientName , St r ing taskName , St r ing targetLanguageExtension )
{
t h i s (moduleName , clientName , taskName , targetLanguageExtension , moduleName . r ep l a c e (”−” , ” ” ) ) ;
}
SuccessCase ( St r ing moduleName , St r ing clientName , St r ing taskName , St r ing targetLanguageExtension , St r ing pythonModuleName )
{
t h i s . moduleName = moduleName ;
t h i s . cl ientName = clientName ;
t h i s . taskName = taskName ;
t h i s . targetLanguageExtension = targetLanguageExtension ;
t h i s . pythonModuleName = pythonModuleName ;
}




Str ing getPythonModuleDir ( St r ing baseDir )
{
return baseDir + F i l e . s epara to r + pythonModuleName ;
}












Str ing getCl ientPath ( )
{
return format (CLIENT PATH, targetLanguageExtension , cl ientName ) ;
}
Str ing getModulePath ( )
{
return CASES DIR + ”/ succe s s /” + getModuleName ( ) ;
}
Str ing getTargetDirPath ( )
{
return getModulePath ( ) + ”/ ta r g e t s /” + getTaskName ( ) ;
}
Str ing getExpectedCompilerOutputPath ( )
{
return getModulePath ( ) + F i l e . s epara to r + getExpectedCompilerOutputFilename ( ) ;
}
pr iva t e St r ing getExpectedCompilerOutputFilename ( )
{
return format (COMPILER OUTPUT FILENAME, getTargetLanguageExtension ( ) , getTaskName ( ) ) ;
}
Str ing getExpectedClientOutputPath ( )
{
return getModulePath ( ) + F i l e . s epara to r + getExpectedClientOutputFilename ( ) ;
}
pr iva t e St r ing getExpectedClientOutputFilename ( )
{
return format (CLIENT OUTPUT FILENAME, getTargetLanguageExtension ( ) , getClientName ( ) ) ;
}
}
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