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Abstrakt
V úvodní cˇásti se práce zameˇrˇuje na problematiku Genetických algoritmu˚ a Genetického
programování a jejich podrobný popis. Dále pokracˇuje s popisem frameworku ECJ na-
psaného v jazyce JAVA a jeho zpu˚sob implementace evolucˇních technik. Poslední cˇást
této práce se zameˇrˇuje na praktickou cˇást užití evolucˇních technik systému ECJ pro tvorbu
algoritmu ovládající umeˇlou inteligenci v jednoduché hrˇe.
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Abstract
First part of this thesis focuses on description and analysis of Genetic algorithm and Ge-
netic programming. Following section is focused on detailed description of JAVA frame-
work ECJ used for evolution computing. Final section of this thesis is practical part fo-
cusing on implementation of simple game of Snake using ECJ to calculate algorithm that
controls artificial intelligence which controls the movement of Snake.
Keywords: artificial intelligence,thesis,framework
Seznam použitých zkratek a symbolu˚
GP – Genetické programování
ECJ – Java-based Evolutionary Computation Research System
GA – Genetický algoritmus
UI – Umeˇlá inteligence
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41 Úvod
Tato práce se zabývá problematikou Genetického programování a Genetických algo-
ritmu˚, jejich využití, rozdílu, výhod a nevýhod.
V první cˇásti práce bude strucˇneˇ popsána funkce ,využití ,porovnání a výhody Gene-
tického programování a Genetických algoritmu.
Druhá cˇást této práce bude zameˇrˇena na du˚kladnou analýzu Frameworku ECJ – Evo-
lution Computing for Java napsaného v jazyce JAVA, popis dílcˇích evolucˇních technik,
které poskytuje a dalších doplnˇkových funkcí. Primárneˇ se práce v této cˇásti podrobneˇ
zameˇrˇí na Genetické programování, kterého je rovneˇž využito v aplikaci prˇedstavené
níže. Záveˇrem se tato cˇást bude zabývat systémy, zabývajícími se Evolucˇními výpocˇty
implementovanými na jiných platformách a jejích porovnání se systémem ECJ.
Trˇetí cˇást je zameˇrˇená na dokumentaci a popis vlastní aplikace prˇedstavující inter-
aktivní hru Hada, obsahující umeˇlou inteligenci vytvorˇenou pomocí evolucˇní techniky
Genetického programování poskytující systém ECJ.
52 Evolucˇní výpocˇetní techniky
Tato cˇást práce se zabývá podrobným popisem evolucˇních technik genetického progra-
mování a genetického algoritmu. V každé cˇásti je popsána reprezentace dat, pru˚beˇh evo-
lucˇního výpocˇtu a forma výstupu dat tohoto výpocˇtu.
2.1 Genetický algoritmus
Genetický algoritmus je zpu˚sob hledání rˇešení na komplexní problémy, na které nee-
xistuje exaktní algoritmus. K tomuto hledání používá evolucˇní techniky napodobující
evolucˇní procesy známé z biologie. [4]
2.1.1 Reprezentace dat v Genetickém algoritmu
Na rozdíl od Genetického programování jsou data v Genetickém algoritmu veˇtšinou pre-
zentována skupinou bitu˚ reprezentující daného jedince. Tento formát se ovšem mu˚že i
lišit a reprezentace je možná naprˇíklad pomocí hodnotového typu Integer nebo speciál-
ních typu˚ kombinující tyto zpu˚soby reprezentace. [4]
2.1.2 Pru˚beˇh Genetického algoritmu
Pru˚beˇh Genetického algoritmu˚ je obdobný jako pru˚beˇh Genetického algoritmu využi-
tého v Genetickém programování. Rozdíl nastává v reprezentaci a tvorbeˇ jedincu˚ repre-
zentujících potencionální rˇešení problému a evolucˇních technik. Naprˇíklad v prˇípadeˇ ge-
netického programování, kdy jsou daní jedinci reprezentování formou stromu, technika
Mutace mu˚že v rámci stromu prˇehodit nebo zmeˇnit hodnoty daných uzlu˚, u Genetického
algoritmu jsou jedinci prezentováni skupinou binárních cˇísel a funkce mutace meˇní naprˇ
jen hodnotu jednoho bitu. [4]
1. Inicializace - vytvorˇení populace.
2. Výbeˇr jedincu˚ z dané populace s vysokým Fitness ohodnocením.
3. Použitím evolucˇních metod uvedených níže, vygeneruje z vybraných jedincu˚ je-
dince nové Generace.
• Mutace
• Krˇížení
4. Výpocˇet Fitness ohodnocení pro jedince noveˇ vzniklé generace.
5. Otestování jedincu˚ v prˇípadeˇ nalezení ideálního jedince, je algoritmus ukoncˇen,
jinak pokracˇuje od bodu 2.
6. Ukoncˇení a zobrazení výstupu algoritmu, v tomto prˇípadeˇ jedinec s nejveˇtším Fit-
ness ohodnocením.
6Vytvorˇení prvotní generace
Prvním krokem Genetického algoritmu je vytvorˇení nulté generace, která se skládá z
náhodneˇ vygenerovaných jedincu˚. Velikost této populace se odvíjí od povahy rˇešeného
problému, ale danou populaci mu˚žou tvorˇit až stovky jedincu˚, taktéž velikost daného
jedince se odvíjí od charakteru rˇešeného problému. [4]
Výbeˇr jedincu˚ pro výpocˇet
Výbeˇr jedincu˚ pro evolucˇní výpocˇet probíhá náhodneˇ. Jedinci s vyšším ohodnocením Fit-
ness mají prˇirozeneˇ veˇtší šanci na výbeˇr.[4]
Vytvorˇení nové generace pomocí evolucˇních technik
Ze skupiny vytvorˇené v prˇedešlém kroku se vyberou dva jedinci poprˇ. rodicˇe, nad kte-
rými se vykonají operace Mutace nebo Krˇížení. Tyto operace se nemusí vždy vykonat, a
obeˇ mají urcˇitou míru pravdeˇpodobnosti na vykonáni. Po provedení teˇchto operací se
vytvorˇí nový jedinec, nesoucí vlastnosti svých rodicˇu˚. [4]
• Mutace V prˇípadeˇ mutace má každý gen pravdeˇpodobnost s kterou bude zmuto-
ván. Mutace se provede zmeˇnou daného bitu, naprˇ. prˇevedení hodnoty 0 na 1 a
obráceneˇ.
• Krˇížení Krˇíženi je technika, která vzájemneˇ zameˇní urcˇité cˇásti jedincu˚ mezi sebou.
Naprˇ. hodnota urcˇitého bitu z jedince A se prˇenese na hodnotu tohoto bitu v jedinci
B.
Prˇirˇazení ohodnocení Fitness nové generaci
Po vytvorˇení nové generace, se každý jedinec dané generace ohodnotí funkcí prˇirˇazu-
jící Fitness. Toho ohodnocení každého jedince oznacˇuje jeho kvalitu rˇešení urcˇeného pro-
blému. Pokud je v dané generaci prˇítomen jedinec s ideálním Fitness ohodnocením, algo-
ritmus je ukoncˇen a tento jedinec prezentován na výstupu algoritmu. V opacˇném prˇípadeˇ
algoritmus nadále pokracˇuje od kroku 2 ,dokud nenalezne ideálního jedince nebo dokud
není dosažen maximální pocˇet generací. [4]
Elitismus
Jeden z problému v Genetickém programování a genetickém algoritmu je v prˇípadeˇ ,kdy
se v dané generaci nachází jedinci s velkým Fitness ohodnocením, ale nebyli vybrání
do tvorby další generace, v tomto prˇípadeˇ by byli daní jedinci ztraceni, a kvalita genu˚
v nové generaci by se mohla zhoršit, oproti pu˚vodní generaci. Tento problém je rˇešen
pomocí Elitismu, kdy jsou nejvýkoneˇjší jedinci dané generace prˇesunutí beze zmeˇny do
nové generace a je tím zamezená možnost, že by nastala situace, kdy by kvalita rˇešení
nové generace byla horší než kvalita rˇešení stávající generace.[4]
Nevýhody Genetického algoritmu˚
Hlavní nevýhodou Genetických algoritmu˚ je jejich špatná aplikovatelnost na komplexní
problémy. V prˇípadeˇ nárocˇneˇjších výpocˇtu, kde se daní jedinci skládají ze stovek bitu.
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padeˇ stávají komplexní a vyžadují neˇkolik hodin až dní pro plnou simulaci problému.
V takovém prˇípadeˇ musí být problém rozdeˇlen do menších cˇástí, které se vyhodnocují
samostatneˇ. [4]
2.2 Genetické programování
Genetické programování, nadále jen GP, je metodologie hledání pocˇítacˇových programu˚
využívající Genetických algoritmu˚ pro rˇešení problému zadaného cˇloveˇkem. Je to také
zpu˚sob strojového ucˇení sloužící k optimalizaci pocˇítacˇových programu˚. Je to specia-
lizace genetických algoritmu˚, kdy je každý jedinec prezentován formou pocˇítacˇového
programu. Program vytvorˇený tímto zpu˚sobem, je v zásadeˇ sada instrukcí, usporˇádaná
urcˇitým zpu˚sobem naprˇ. ve formeˇ stromu, kterému je pomocí Fitness prˇideˇleno urcˇité
ohodnocení. Fitness funkce prˇirˇazuje ohodnocení výkonnosti každému jedinci dané po-
pulace na základeˇ jeho výkonnosti. Tato výkonnost se odvíjí od schopnosti rˇešit problém
stanovený daným uživatelem. Pravidla pro vyhodnocování této výkonnosti stanovuje
uživatel ,v tomto prˇípadeˇ programátor. [2][3]
2.2.1 Reprezentace dat v Genetickém programování
V Genetickém programování se data mohou prezentovat dveˇma ru˚znými zpu˚soby, po-
mocí stromové struktury nebo v prˇípadeˇ Lineárního genetického programování, jsou
data prezentována formou po sobeˇ jdoucích instrukcí nebo prˇíkazu˚.
U tohoto zpu˚sobu reprezentace, je výsledná forma výstupu z výpocˇtu˚ genetického
programování zdrojový kód, skládající se z prˇíkazu˚.
V prˇípadeˇ Stromové struktury ,jako na obrázku 1 , jsou pokyny uloženy formou ma-
tematických operací v uzlech daného stromu.Pozici listu˚ zastávají vstupní promeˇnné.
Výstupem po provedení výpocˇtu bude v tomto prˇípadeˇ Strom reprezentující zobrazení
matematické rovnice.
Pro využití v genetickém programování se prˇevážneˇ používá reprezentace formou
stromové struktury protože se strom neskládá ze složitých operací ale jednoduchých ma-
tematických výrazu˚, což umožnˇuje snadneˇjší ohodnocení programu a jeho evoluci.[2][3]
2.2.2 Algoritmus genetického programování
Jak již bylo zmíneˇno drˇíve, Genetické programování je urcˇitá specializace Genetického
algoritmu. V dnešní dobeˇ již existuje mnoho variant Genetického algoritmu, a tak bude
níže uvedena pouze jeho všeobecná popisná cˇást ,vztahující se na Genetické programování.[2][3]
Verze tohoto Genetického algoritmu využívaného v genetickém programování se dá
rozepsat do do neˇkolika kroku˚.
1. Inicializace - vytvorˇení populace.
2. Výbeˇr jedincu˚ z dané populace s vysokým Fitness ohodnocením.
8Obrázek 1: Reprezentace programu pomocí stromové struktury.
3. Použitím evolucˇních metod, uvedených níže, vygeneruje z vybraných jedincu˚ je-
dince nové Generace.
• Mutace
• Krˇížení
• Reprodukce
4. Výpocˇet Fitness ohodnocení pro jedince noveˇ vzniklé generace.
5. Otestování jedincu˚ v prˇípadeˇ nalezení ideálního jedince, je algoritmus ukoncˇen,
jinak pokracˇuje od bodu 2.
6. Ukoncˇení a zobrazení výstupu algoritmu, v tomto prˇípadeˇ jedinec s nejveˇtším Fit-
ness ohodnocením.
Inicializace - vytvorˇení populace
V prvním kroku genetického algoritmu urcˇeného pro Genetické programování se veˇtši-
nou náhodneˇ vygeneruje neˇkolik jedincu˚, kterým je prˇideˇlené náhodné ohodnocení. Této
skupineˇ jedincu˚ se rˇíká populace nulté generace. V prˇípadeˇ genetického programování
je každý jedinec reprezentován jednoduchým algoritmem obsahujícím matematické ope-
race a vstupní promeˇnné. [2][3]
Výbeˇr jedincu˚ z populace
Z populace jedincu˚ vzniklé v prvním kroku se vybere pár jedincu˚ s velkým ohodnoce-
ním. Tento výbeˇr veˇtšinou probíhá náhodneˇ. Tito vybraní jedinci nadále postupují do
další cˇásti, kdy jsou nad nimi zavolány urcˇité evolucˇní techniky ,které provedou zmeˇnu
daných jedincu˚.
[2][3]
Aplikace evolucˇních metod
V této cˇásti se nad vybranými jedinci aplikují evolucˇní techniky mutace, krˇížení poprˇí-
9padeˇ reprodukce. Tyto techniky jsou podrobneˇ rozepsány v seznamu uvedeném níže.
• Krˇížení
V prˇípadeˇ krˇížení se vezmou cˇásti dvou jedincu˚ ,v prˇípadeˇ Genetického progra-
mování jsou tito jedinci reprezentovaní Stromovou strukturou, takže taková to cˇást
mu˚že prˇedstavovat cˇást veˇtve tohoto stromu. Spojením teˇchto cˇásti poté dojde k
vytvorˇí nového jedince.
[2][3]
• Mutace
Mutace nevyžaduje dva jedince k jejímu provedení. Zmutovaný jedinec vzniká
poté, co v jeho strukturˇe dojde ke zmeˇneˇ neˇjakého genu. V prˇípadeˇ Stromu tuto
operaci prˇedstavuje naprˇíklad zámeˇna umísteˇní uzlu ve stromu, poprˇípadeˇ jeho
rozmísteˇní veˇtví a listu˚.
[2][3]
• Reprodukce
Reprodukce neprovádí žádné zmeˇny nad daným jedincem. Jedinec se nezmeˇneˇný
prˇesune do další generace.
[2][3]
Otestování a ohodnocení Fitness
Posledním krokem je otestování a prˇideˇlení ohodnocení noveˇ vzniklým jedincu˚m,
kterˇí tvorˇí novou generaci. Toto ohodnoceni se prˇirˇazuje na základeˇ uživatelem spe-
cifikovaných kritérií, naprˇíklad schopnost vyrˇešit daný problém v urcˇitém cˇasovém
intervalu. Pokud neˇjaký jedinec z noveˇ vytvorˇené generace dosáhl kýženého ohod-
nocené, a je tedy schopen rˇešit danou úlohu dle stanovených kritérií, je prezentován
na výstupu algoritmu a algoritmus se ukoncˇuje. Pokud ideální jedinec nebyl nale-
zen v této generaci, proces dále pokracˇuje od bodu 2, dokud není nalezen ideální
jedinec.
[2][3]
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3 Analýza systému ECJ
ECJ, tedy Java-based Evolutionary Computation Research System, je framework napsaný
v jazyce Java poskytující širokou škálu reprezentace jedincu˚, chovných metod, fitness
funkcí, evolucˇních algoritmu˚ a paralelismu.
Systém ECJ obsahuje neprˇeberné množství funkcí, které jsou rozdeˇleny do patrˇicˇných
knihoven, v prˇípadeˇ programovacího jazyku Java balícˇku˚. Strukturu trˇíd ECJ lze nalézt v
prˇíloze na konci tohoto dokumentu obrázek 9 a obrázek 10 .
Ovládání chování a nastavování funkce ECJ, je zarˇízeno pomocí konfiguracˇního sou-
boru, který se prˇedává jako jeden z parametru˚ prˇí spušteˇní. Tento soubor urcˇuje chování
celého ECJ, tzn. pokud budeme používat Genetické programování nebo Genetického al-
goritmu, bude to nastaveno v tomto konfiguracˇním souboru.
ECJ lze využít dveˇma možnými zpu˚soby, jako knihovnu ovládanou externím pro-
gramem spoušteˇný kódem 2, který si jej volá dle potrˇeby nebo jako samostatný pro-
gram spoušteˇný prˇíkazem 1. V prˇípadeˇ použití ECJ jako samostatného prvku se program
spouští pomocí trˇídy Evolve.class, které musíme jako argument prˇedat konfiguracˇní sou-
bor nastavující a ovládající chování ECJ. Prˇi využití ECJ jako knihovny, kterou budeme
vola z externí aplikace je potrˇeba vytvorˇit databázi parametru˚, která je v prˇedchozím
prˇípadeˇ nahrazená konfiguracˇním souborem. K vytvorˇení této databáze využijeme trˇídu
ParameterDatabase.class obsaženou v cˇásti balícˇku ec.util .[1]
java ec.Evolve −file soubor_s_parametry.params
Výpis 1: Prˇíkaz na spušteˇní ECJ z konzole.
File parameterFile = ...
ParameterDatabase dbase = new ParameterDatabase(parameterFile,
new String[] { "−file " , parameterFile.getCanonicalPath() });
EvolutionState evaluatedState = Evolve. initialize ( child , 0, out) ;
evaluatedState.run(EvolutionState.C_STARTED_FRESH);
Výpis 2: Volání ECJ v programu
3.1 Výstup programu ECJ
Prˇí rˇešení problému v ECJ jak už prˇí užití Genetického programování nebo Genetického
algoritmu systém generuje výstup daného procesu do souboru "out.stat"nacházejícího se
ve složce ecj.ec a v prˇípadeˇ potrˇeby také do konzole. V prˇípadeˇ potrˇeby je možno pro-
gram utišit a zakázat mu generování výstupu. Výstup vygenerovaný po provedení vý-
pocˇtu obsahuje oznacˇení noveˇ vytvorˇené generace, výpis ohodnocení Fitness nejlepších
jedincu˚ praveˇ vytvorˇené generace a pocˇet Hits který znacˇí kolik jedincu˚ v dané generaci
dosáhlo veˇtšího než pru˚meˇrného ohodnocení. Na konci tohoto výpisu je vypsán nejlepší
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jedinec tohoto výpocˇtu. Výstup do souboru out.stat, navíc obsahuje zápis algoritmu˚ prˇed-
stavujícího daného jedince textovou formou.[1]
Prˇíkazy pro zakázaní generováni výstupu
• stat.silent.print = true - Zakáže výpis výstupu do konzole
• stat.silent.file = true - Zakáže výpis výstupu do souboru "out.stat"
3.2 Genetický algoritmus v ECJ
Systém ECJ se z velké cˇástí soustrˇedí a byl vytvorˇen pro Genetické programování, obsa-
huje ovšem i implementaci Genetického algoritmu a funkcí s ním spojených.
V této kapitole práce strucˇneˇ popíše práci s Genetickým algoritmem v ECJ a zpu˚-
sob implementace tohoto algoritmu s ukázkovými cˇástmi zdrojového kódu. Genetický
algoritmus a jeho obecná funkce a fáze jeho vykonáváni ,byly již popsané v prˇedchozí
kapitole.
3.2.1 Reprezentace dat Genetického algoritmu v ECJ
V úvodní kapitole zabývající se obecným popisem Genetických algoritmu˚ bylo již zmí-
neˇno že data poprˇ. jedinci se kterými pracuje Genetický algoritmus, jsou nejcˇasteˇji tvorˇení
skupinou bitu˚ usporˇádaných do jednorozmeˇrného pole. ECJ ovšem poskytuje mnoho
zpu˚sobu˚, jakými se dá daný jedinec zapsat. Taktéž poskytuje možnost pomocí prˇideˇle-
ných metod vytvorˇit custom jedince obsahující prvky vícero datových typu˚ naprˇ. int,
double, float, object, boolean. V seznamu níže jsou uvedené reprezentace jedincu˚ podpo-
rovaných ECJ. Každý z teˇchto jedincu˚ je tvorˇen jedním vektorem uvedeného datového
typu. [1]
Seznam použitelných datový typu˚ pro reprezentaci jedince v GA ECJ
• boolean - jednorozmeˇrné pole hodnot bool
– Reprezentující trˇída: ec.vector.BitVectorIndividual
• short - jednorozmeˇrné pole hodnot short
– Reprezentující trˇída: ec.vector.ShortVectorIndividual
• float - jednorozmeˇrné pole hodnot float
– Reprezentující trˇída: ec.vector.DoubleVectorIndividual
• double - Jednorozmeˇrné pole hodnot double.
– Reprezentující trˇída: ec.vector.DoubleVectorIndividual
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• int - Jednorozmeˇrné pole hodnot int.
– Reprezentující trˇída: ec.vector.IntegerVectorIndividual
• byte - Jednorozmeˇrné pole hodnot byte.
– Reprezentující trˇída: ec.vector.ByteVectorIndividual
• long - Jednorozmeˇrné pole hodnot long.
– Reprezentující trˇída: ec.vector.LongVectorIndividual
• Podtrˇída ec.vector.Gene - Slouží pro implementaci vlastního typu jedince.
– Reprezentující trˇída: ec.vector.GeneVectorIndividual
3.2.2 Definováni problému pro Genetický algoritmus
Prˇi výpocˇtu pomocí GA je potrˇeba definovat a implementovat trˇídu deˇdící ze trˇídy GP-
Problem. Ve trˇídeˇ GPProblem se nachází abstraktní metoda evaluate která bude obsaho-
vat náš rˇešený problém.[1]
Prˇíklad zdrojového kódu 3 implementace problému hledající takové usporˇádání bitu,
aby výsledné cˇíslo reprezentované teˇmito bity dosahovalo co nejveˇtší hodnoty.
public class MaxOnes extends Problem implements SimpleProblemForm
{
public void evaluate(final EvolutionState state ,
final Individual ind,
final int subpopulation,
final int threadnum)
{
if (ind.evaluated) return;
if (!( ind instanceof BitVectorIndividual) )
state .output. fatal ( " It ’ s not a BitVectorIndividual !!! " ,null) ;
int sum=0;
BitVectorIndividual ind2 = ( BitVectorIndividual )ind;
for( int x=0; x<ind2.genome.length; x++)
sum += (ind2.genome[x] ? 1 : 0);
if (!( ind2. fitness instanceof SimpleFitness))
state .output. fatal ( "Whoa! It’s not a SimpleFitness!!!",null);
((SimpleFitness)ind2.fitness) .setFitness(state ,
sum/(double)ind2.genome.length,
sum == ind2.genome.length);
ind2.evaluated = true;
}
}
Výpis 3: GA Trˇída implementující GPProblem MaxOnes
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3.2.3 Výstup ECJ pro Genetický algoritmus
Prˇí, dokoncˇení výpocˇtu ECJ vypíše podle nastavení výstup do souboru nebo konzole
formou textu 4. Tento výstup obsahuje výpis všech generací, které byly vytvorˇeny v pru˚-
beˇhu výpocˇtu a nejlepšího jedince z dané generace. V prˇípadeˇ Genetického algoritmu je
tento výstup ohodnocení Fitness daného jedince, hodnotu bool zda byl jedinec ohodno-
cen a sérii bitu˚ prˇedstavující jedince.[1]
Best Individual of Run:
Evaluated: true
Fitness: 1.0
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
Výpis 4: Zobrazení výstupu GA ECJ do konzole
V prˇípadeˇ výstupu uvedeném ve výpisu textu 4, se rˇešil problém MaxOnes tzn. nalézt
takovou kombinací bitu˚, aby výsledné cˇíslo reprezentované rˇeteˇzcem teˇchto bitu˚ meˇlo co
nejveˇtší možnou hodnotu. [1]
3.3 Genetické programování v ECJ
V této cˇásti se práce podrobneˇ zameˇrˇí na popis a zdokumentování práce s Genetickým
programováním v systému ECJ. V následující cˇásti bude podrobneˇ rozebrána struktura a
implementace Genetického programování v ECJ pomocí programovacího jazyku Java.
Procesy a postupy v systému ECJ, jsou z velké cˇísti prˇevzaté poprˇípadeˇ inspirované
postupy nacházejícími se v lil-gp Genetic Programming System. Tento systém bude strucˇneˇ
popsán a srovnán se systémem ECJ v pozdeˇjší cˇásti této kapitoly. Velkou roli prˇi tvorbeˇ
postupu˚ nacházejících se v ECJ a zpu˚sobu využití biologických principu˚ sehrál John R.
Koza proto neˇkteré procesy, funkce a promeˇnné v ECJ nesou jeho jméno.[1]
3.3.1 Vytvorˇení trˇídy pro data výpocˇtu
Prˇi tvorbeˇ a pru˚chodem stromu jsou postupneˇ vykonávány operace specifikované v pro-
cházených uzlech. Tyto uzly obsahující matematické operace vyžadují pro svou funkcí
vstupní data správného typu. Aby data prˇedávána mezi jednotlivými uzly až do korˇe-
nového bodu odpovídala stejnému typu, je vytvorˇena speciální trˇída, ve které se specifi-
kuje jaký typ dat se bude v daném stromu používat a prˇedávat mezi jednotlivými prvky
stromu prˇi jeho pru˚chodu. Tato uživatelem vytvorˇená trˇída musí deˇdit z trˇídy ec.GPData
Prˇíklad kódu této trˇídy je uveden níže 5. [1]
package ec.app.myapp;
import ec.gp.∗;
public class MyData extends GPData
{
public double val;
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public void copyTo(GPData other)
{
((MyData)other).val = val ; return other;
}
}
Výpis 5: Prˇíklad trˇídy pro uchování dat pro výpocˇet
3.3.2 Inicializace a popis tvorby jedincu˚
Jak již bylo zmíneˇno v prˇedešlých kapitolách, v prˇípadeˇ Genetického programování jsou
jedinci reprezentováni stromovou strukturou ani v systému ECJ tomu není jinak. Prˇíklad
takového jedince je zobrazen na tomto obrázku 2 . Struktura trˇíd použitých pro tvorbu
teˇchto stromu˚ je zobrazená na obrázku 3 . Každý strom je tvorˇen korˇenem, uzly a listy,
které jsou v systému ECJ zastoupeny jednotlivými trˇídami.
Listy prˇedstavují vstupní promeˇnné, které nemají žádného potomka jsou koncové
prvky stromu. Uzly poté reprezentují ru˚zné matematické operace naprˇ. soucˇet, sin, cos
atd. jejíchž pocˇet potomku˚ se liší dle daného typu matematické operace naprˇ. u Uzlu
funkce Sin bude potomek jen jeden naproti tomu u operace Soucˇet mu˚žou být potomci
dva až trˇi, podle nastavení daného Uzlu. Pocˇet potomku˚ se nastavuje ve trˇídeˇ GPNode-
Constraints uvedené níže.Stavební prvky ze kterých se skládají stromy jsou v ECJ rozdeˇ-
leny na trˇi druhy. [1]
Rozdeˇlení Uzlu˚/Listu˚ v GP ECJ
• Terminals - jsou listy stromu, nemají potomky, jsou to vstupní promeˇnné.
• Nonterminals - jsou to Uzly obsahující matematické operace, mají jednoho až trˇi
potomky.
• Root - Nejvyšší bod stromu, je to korˇenový uzel , nemá žádné rodicˇe.
Struktura trˇíd reprezentujících strom a jejích rozložení.
• GPInvididual je trˇída reprezentující daného jednotlivce. Genetickém programo-
vání. Obsahuje:
– public GPTree[] trees - pole stromu˚ daného jedince, veˇtšinou obsahuje 1 strom.
• GPTree je trˇída zastupující datovou strukturu Strom. Obsahuje:
– public GPNode child - odkaz na uzel potomka.
– public GPIndividual owner - odkaz na jedince vlastnícího tento strom.
– public byte constraints - odkaz na data vymezující vlastnosti daného Stromu.
• GPNode trˇída zastupující uzel nacházející se ve stromu. Obsahuje:
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– public GPNodeParent parent - hodnota ukazující na rodicˇe daného uzlu/-
listu.
– public GPNode children[] - seznam potomku˚ tohoto uzlu.
– public byte argposition - pozice tohoto prvku v rodicˇovském poli potomku˚.
– public byte constraints - odkaz na data vymezující vlastnosti daného Stromu.
• GPTreeConstraints obsahuje data sdílena mezi stromy. Obsahuje:
– public byte constraintNumber -pocˇet stromu˚ ukazující na tento objekt.
– public GPType treetype - nastavuje typ stromu, návratová hodnota korˇenu
musí být stejného typu jako tento parametr.
– public String name - obsahuje jméno instance této trˇídy.
– public GPNodeBuilder init - obsahuje algoritmus zodpoveˇdný za tvorbu to-
hoto stromu a jeho podstromu existuje více druhu algoritmu pro tvorbu stromu.
– public GPFunctionSet functionset - obsahuje sadu funkcí pro tento strom
naprˇ. klonování Uzlu˚.
• GPNodeConstraints obsahuje data sdílena mezi uzly. Obsahuje:
– public byte constraintNumber - pocˇet instancí této trˇídy
– public GPType returntype - návratový typ Uzlu
– public GPType[] childtypes -typy potomku Uzlu
– public String name - obsahuje jméno instance této trˇídy
– public double probabilityOfSelection -víceúcˇelová promeˇnná sloužící pro
konstrukci stromu
– public GPNode zeroChildren[] = new GPNode[0] -obsahuje instanci trˇídy
GPNode bez potomku urcˇenou pro Listy stromu
Prˇed vytvorˇením jedince tzn. v Genetickém programování to je struktura strom je
potrˇeba rucˇneˇ implementovat, každý z prvku˚ (Uzly/Listy), ze kterých se budou tvorˇit
daní jedinci tzn stromová struktura algoritmu. Pro každý z teˇchto prvku˚ tvorˇící strom
at’ už je to list nebo uzel, je vytvorˇená nová trˇída deˇdici z trˇídy GPNode. Uzly a listy
tvorˇící tyto stromy mohou byt vstupní promeˇnné poprˇ. matematické operace, jako scˇí-
tání,odecˇítání,násobeni atd[1].
Prvním typem funkcí jsou funkce s aritou 1. Tyto funkce obycˇejneˇ neprovádeˇjí žádný
výpocˇet jen prˇedají dále hodnotu, kterou mají interneˇ nastavenou. Prˇíklad implementace
kódu funkce arity 1 6.
package ec.app.myapp;
import ec.∗;
import ec.gp.∗;
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Obrázek 2: Názorná ukázka stromu sestavených pomocí Genetického programování sys-
tému ECJ. [1]
Obrázek 3: Struktura trˇíd reprezentující jednotlivé cˇásti stromu zpu˚sob jakým je strom
sestaven. [1]
public class X extends GPNode {
// string pouzity pro tisk pri graficke zobrazeni stromu
public String toString () { return "x" ; };
// pocet potomku
public int expectedChildren() { return 0; }
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// funkce pro vypocet − preda jen prednasatvene data
public void eval(EvolutionState state ,
int thread,
GPData input,
ADFStack stack,
GPIndividual indivdiual ,
GPProblem problem) {
MyData data = (MyData) input;
MyProblem prob = (MyProblem) problem;
data.val = problem.Xs[problem.current];
}
}
Výpis 6: Implementace trˇídy arity 1.
Dalším typem funkcí jsou funkce arity 2 obvykle vykonávající neˇjakou operaci vyžadující
vneˇjší data. Prˇíklad takové funkce scˇítající dveˇ promeˇnné je uveden zde 7.
package ec.app.myapp;
import ec.∗;
import ec.gp.∗;
public class Add extends GPNode {
// prirazeni oznaceni operace pro pozdejsi graficke zobrazeni
public String toString () { return "+"; };
// operace souctu ma 2 vstupni promenne
public int expectedChildren() { return 2; }
public void eval(EvolutionState state ,
int thread, GPData input,
ADFStack stack,
GPIndividual individual ,
GPProblem problem) {
MyData data = (MyData) input;
MyProblem prob = (MyProblem) problem;
children [0]. eval(state , thread, data, stack, individual , prob);
double val1 = data.val;
children [1]. eval(state , thread, data, stack, individual , prob);
// secteni dvou vstupnich promennych
data.val = val1 + data.val ;
}
}
Výpis 7: Prˇíklad implementace matematické operace - Uzlu stromu.
Velkou nevýhodou ECJ je jeho veˇk, neposkytuje totiž žádné uživatelsky prˇíveˇtivé
uživatelské rozhraní, které by umožnˇovalo zadávaní prvku˚ pro tvorbu Stromu bez nut-
nosti zdlouhavého psaní kódu. V prˇípadeˇ, kdy do problému, který chceme rˇešit vstupuje
mnoho promeˇnných a obsahuje veliké množství použitelných matematických operací, se
tak zvyšuje cˇasová nárocˇnost pro uživatele.
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3.3.3 Konstrukce stromu˚
V prˇedešlé cˇásti této kapitoly bylo vysveˇtleno, jak se tvorˇí trˇídy prˇedstavující Uzly/Listy
pro tvorbu stromu. Tato cˇást kapitoly se zameˇrˇí na konstrukcí teˇchto Stromu˚, které repre-
zentují jedince v GP. ECJ obsahuje mnoho metod pro tvorbu teˇchto stromu˚, každá lišící
se zpu˚sobem tvorby teˇchto stromu˚ a možnostmi nastavení parametru˚ pro tvorˇený strom
naprˇ. maximální/minimální hloubka stromu a velikost stromu v pocˇtu uzlu˚ a listu˚ poprˇ.
prˇirˇazení pravdeˇpodobnosti, s jakou bude daný list/uzel použit prˇi tvorbeˇ stromu. [1]
Algoritmy pro konstrukci stromu˚
• ec.gp.koza.FullBuilder Tvorˇí celé stromy pomoci Kozového FULL algoritmu. Nelze
u neˇj zvolit velikost stromu. Vstupní parametry jsou minimální a maximální hloubka
stromu.
• ec.gp.koza.HalfBuilder HalfBuilder je implicitní algoritmus pro tvorbu stromu v
ECJ. Pomocí hodu mince rozhodne pokud pro tvorbu využije GROW nebo FULL
builder. Vstupní parametry jsou minimální a maximální hloubka stromu a šance
na vykonání funkce GROW.Prˇíklad nastavení HalfBuilder metody v konfiguracˇním
souboru 8.
• ec.gp.koza.GrowBuilder Vytvorˇí libovolný strom pomocí Kozového GROW algo-
ritmu. Nelze u neˇj zvolit maximální velikost. Vstupní parametry jsou minimální a
maximální hloubka stromu.
• ec.gp.build.PTC1 PTC1 je modifikovaná verze GROW algoritmu která zarucˇuje že
strom bude vytvorˇen podle daného kontextu. Nejde u neˇj zvolit velikost stromu
který vytvorˇí ale umožnˇuje stanovit pravdeˇpodobnost vybrání daného uzlu nebo
listu prˇi tvorbeˇ stromu. Vstupní parametry tohoto algoritmu jsou ocˇekávaná veli-
kost stromu a maximální hloubka.
gp.tc .0. init = ec.gp.koza.HalfBuilder
gp.tc .0. init .min−depth = 2
gp.tc .0. init .max−depth = 6
gp.tc .0. init .growp = 0.5
Výpis 8: Nastavení algoritmu pro tvorbu stromu HalfBuilder.
3.3.4 Definování,implementace problému a Fitness funkce
Problém nebo úlohu, kterou chceme pomocí Genetického programování rˇešit, je potrˇeba
definovat a naprogramovat. Složitost námi rˇešeného problému zásadneˇ ovlivnˇuje rych-
lost, s jakou bude ECJ schopen provést kompletní výpocˇet. Prˇí psaní kódu, který bude si-
mulovat náš problém a testovat výkonnost daného jedince musíme brát v potaz, že daný
kód bude opakovaneˇ vykonáván nad velkým množstvím algoritmu˚. Kód by proto meˇl
mít co nejmenší složitost. Trˇída obsahující náš problém musí deˇdit z trˇídy ec.gp.GPProblem
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obsahující abstraktní metodu evaluate, která je zodpoveˇdná za výpocˇty prˇi testování
jednotlivých jedincu˚ a jejich ohodnocování. V prˇíkladu uvedeném níže 9 ,je zobrazena
metoda rˇešící problém Pythagorovy veˇty. Cílem této metody je nalézt rovnici takovou,
aby výsledek této rovnice po dosazení hodnot odpovídal výsledku Pythagorovy rovnice.
Nalezení této rovnice dosáhneme tak, že vytvorˇíme urcˇité množství rovnic a výsledek
vypocˇítaný teˇmito rovnicemi porovnáme s výsledkem správné Pythagorovy veˇty. Pokud
se rozdíl teˇchto výsledku rovná nule výpocˇet je ukoncˇen a byla úspeˇšneˇ nalezena námi
požadovaná rovnice. [1]
package ec.app.PythagorasProblem;
import ec. util .∗;
import ec.∗;
import ec.gp.∗;
import ec.gp.koza.∗;
import ec.simple.∗;
public class PythagorasProblem extends GPProblem implements SimpleProblemForm
{
private static final long serialVersionUID = 1;
public double X;
public double Y;
public void setup(final EvolutionState state ,
final Parameter base)
{
super.setup(state, base);
if (!( input instanceof DoubleData))
state .output. fatal ( "GPData class must subclass from " + DoubleData.class,
base.push(P_DATA), null);
}
public void evaluate(final EvolutionState state ,
final Individual ind,
final int subpopulation,
final int threadnum)
{
if (! ind.evaluated)
{
DoubleData input = (DoubleData)(this.input);
int hits = 0;
double sum = 0.0;
double expectedResult;
double result;
// prirazeni nahodnych hodnot do promenych
X = state .random[threadnum].nextDouble() ∗ 10;
Y = state .random[threadnum].nextDouble() ∗ 10;
// provedeni vypoctu Pythagorovy vety
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expectedResult = X∗X + Y∗Y;
// zavolani funkce ktera provede vypocet pomogi vygenerovaneho algoritmu
((GPIndividual)ind).trees [0]. child .eval(
state ,threadnum,input,stack,((GPIndividual)ind),this) ;
// ziskani vysledku algoritmu
result = input .x;
if ( result <= 0.01) hits++;
// rozdil vysledku zadane Pythagorovy rovnice a rovnice vygenerovane pomoci GA
− pokud se rozdil = 0 byla nalezena spravna rovnice
Math.abs(expectedResult − result) / 100;
sum = ;
KozaFitness f = ((KozaFitness)ind.fitness) ;
f .setStandardizedFitness(state, sum);
f . hits = hits ;
ind.evaluated = true;
}
}
}
Výpis 9: Implementace trˇídy PythagorasProblem
3.3.5 Šlechtící techniky ECJ v GP
ECJ obsahuje mnoho šlechtících technik. Nejpoužívaneˇjší techniky jsou, Kozovo krˇížení
ec.gp.koza.Crossover a mutace ec.gp.koza.Mutation. Další techniky lze najít v balícˇku ec.gp.breed.
Metody zajišt’ující šlechteˇní vybírají prˇevážneˇ jediný strom daného jedince nad kterým se
vykonají operace mutace nebo krˇížení. Ve veˇtšineˇ prˇípadu˚ lze nastavit nad kterým stro-
mem se tyto operace provedou nebo nechat metody šlechteˇní aby tyto stromy vybíraly
náhodneˇ. Jakmile je vybrán strom nad kterým se provede šlechtici operace musí se vy-
brat nad kterým prvkem stromu budou tyto operace krˇížení nebo mutace provedeny. K
tomuto úcˇelu slouží interface ec.gp.GPNodeSelector obsahující metodu pro výbeˇr uzlu-
/listu. Standardním GPNodeSelectorem je ec.gp.koza.KozaNodeSelector který vybírá uzly/-
listy podle toho jakou mají prˇirˇazenou pravdeˇpodobnost výbeˇru.[1]
Ukázka nastavení pravdeˇpodobností výbeˇru daných cˇástí stromu10. Terminals - listy
stromu obsahující vstupní promeˇnné, Nonterminals - Uzly obsahující matematické ope-
race naprˇ. soucˇet, Root - korˇenový uzel.
gp.koza.ns.terminals = 0.1
gp.koza.ns.nonterminals = 0.9
gp.koza.ns.root = 0.0
Výpis 10: Nastavení parametru krˇížení v GP ECJ.
Tento zápis 10 rˇíká, že listy stromu mají 10 % šanci že budou vybrány pro krˇížení nebo
mutaci, uzly obsahující matematické operace mají 90 % šanci na výbeˇr a korˇen stromu má
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cíleneˇ stanovenou tuto šanci na 0 %.
Funkce krˇížení v ECJ GP - ec.gp.koza.CrossoverPipeline
Funkce krˇížení v GP provádí klasické krˇížení dvou podstromu˚. Ze dvou zdrojových je-
dincu˚ vezme jejich stromy, ve kterých vybere uzly a poté prˇehodí podstromy, které mají
korˇen ve vybraných uzlech. Tímto vzniknou dva nové stromy.Vlastnosti krˇížení se dají
zmeˇnit pomocí prˇíkazu 11 v konfiguracˇním souboru.[1]
pop.subpop.0.species.pipe.tries = 1
pop.subpop.0.species.pipe.maxdepth = 17
pop.subpop.0.species.pipe.toss = false
pop.subpop.0.species.pipe.maxsize = ...
gp.koza.xover.tree.0
gp.koza.xover.tree.1
pop.subpop.0.species.pipe.ns = ec.gp.koza.KozaNodeSelector
Výpis 11: Nastavení parametru krˇížení v GP ECJ.
Pomocí prvního prˇíkazu se nastavuje pokus vyhledání uzlu˚ splnˇujícího dané pod-
mínky. Pokud není nalezen, funkce vrátí nezmeˇneˇné rodicˇe. Druhý parametr specifikuje,
že potomek vzniklý krˇížením nesmí prˇekrocˇit hloubku 17 uzlu˚. Trˇetí prˇíkaz rˇíká v prˇí-
padeˇ hodnoty false že budou vráceni oba potomci. V prˇípadeˇ nastavení této hodnoty
na true bude navracen pouze jediný potomek a druhý bude zahozen. Cˇtvrtý parametr
je volitelný a není implicitneˇ definovaný. Tento parametr slouží k nastavení maximální
velikosti potomku˚. V neposlední rˇadeˇ toto nastavení obsahuje prˇíkazy pro výbeˇr stromu˚
nad kterými se provede krˇížení a volbu metody která provede výbeˇr uzlu z rodicˇovských
stromu˚. [1]
Funkce Mutace v ECJ GP - ec.gp.koza.MutationPipeline
Mutace v GP probíhá tak, že je vybrán jedinec z tohoto jedince jeho strom. V tomto
stromu se vybere uzel a podstrom, který má korˇen v tomto vybraném uzlu je nahrazen
kompletneˇ novým náhodneˇ vygenerovaným podstromem. Možnosti mutace lze meˇnit
pomocí prˇíkazu 12 v konfiguracˇním souboru.[1]
pop.subpop.0.species.pipe.tries = 1
pop.subpop.0.species.pipe.maxdepth = 17
pop.subpop.0.species.pipe.tree.0 = 0
pop.subpop.0.species.pipe.ns = ec.gp.koza.KozaNodeSelector
pop.subpop.0.species.pipe.maxsize = ...
gp.koza.mutate.build.0 = ec.gp.koza.GrowBuilder
gp.koza.mutate.equal = true
Výpis 12: Nastavení parametru˚ Mutace v GP ECJ.
Parametr gp.koza.mutate.build.0 = ec.gp.koza.GrowBuilder urcˇuje, jaká metoda bude
použita pro tvorbu náhodneˇ generovaných podstromu˚. Parametr gp.koza.mutate.equal
= true slouží ke stanovení podmínky, že noveˇ vytvorˇený podstrom musí být stejné veli-
kosti jako starý nahrazený podstrom.
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3.3.6 Výstup Genetického programování ECJ
Výstup Genetického programování ECJ se znacˇneˇ liší oproti genetickému algoritmu, jeli-
kož cílem GP je získat urcˇitý algoritmus. Níže je uveden prˇíklad algoritmu vygenerova-
ného pomocí GP 15. Tento algoritmus obsahuje funkce a vstupní promeˇnné na rozdíl od
Genetického algoritmu, kdy výstupem byla prˇevážneˇ série bitu˚. Tento textový výstup je
generován do souboru out.stat, ve kterém se nachází všechny generace a nejlepší jedinci
z dané generace.Dále je zde uveden prˇíklad výstupu do konzole 4. Výstup do konzole na
rozdíl od výstupu do souboru nezobrazuje výsledný algoritmus. [1]
Obrázek 4: Výstup do konzole - ECJ GP
(ifDangerAhead LEFT (ifFoodRight (ifMovingRight
(ifMovingLeft RIGHT (ifDangerAhead LEFT LEFT))
(ifFoodUp (ifDangerAhead LEFT FORWARD) (ifMovingLeft
RIGHT FORWARD))) (ifFoodUp FORWARD (ifFoodRight
(ifFoodRight FORWARD RIGHT) (ifMovingLeft
FORWARD FORWARD)))))
Výpis 13: Prˇíklad jednoduchého algoritmu vygenerovaného pomocí Genetického
programování ECJ..
3.3.7 Paralelizmus
V mnoha prˇípadech ECJ podporuje neˇkolik vláken ve dvou fázích evolucˇního procesu.
Tyto procesy jsou šlechteˇní a ohodnocování. Pomocí konfiguracˇního souboru mu˚žeme
specifikovat 14 kolik vláken chceme použít pro neˇkterou z teˇchto dvou fází evolucˇního
procesu. [1]
breedthreads = 4
evalthreads = 4
Výpis 14: Nastavení pocˇtu vláken pro výpocˇet.
23
Tyto prˇíkazy specifikovaly, že pro každou fází, evolucˇního procesu, kde je možné
využít více vláken byly vytvorˇeny práveˇ cˇtyrˇi vlákna. Pocˇet teˇchto vláken se zpravidla
odvozuje od pocˇtu jader procesoru.[1]
3.3.8 Distribuované ohodnocení
Distribuované ohodnocení funguje na základeˇ jednoho Master ECJ procesu a N Slave
ECJ procesu. Master ovládá evolucˇní smycˇku, a když je potrˇeba ohodnotit jedince dané
populace rozešle je na Slave ECJ procesy k vyhodnocení. Tímto zpu˚sobem mu˚že probí-
hat ohodnocování jedincu˚ paralelneˇ. Distribuované ohodnocení je výhodné, jedineˇ tehdy,
pokud cˇas ušetrˇený paralelizaci prˇedcˇí cˇas ztrávený rozesíláním jedincu˚ prˇes sít’ do Slave
jednotek, ohodnocováním a zpeˇtným odesláním jedincu˚.[1]
3.3.9 Island models
Island model umožnˇuje rˇešit stejný problém na neˇkolika nezávislých strojích propoje-
ných pomocí síteˇ. V prˇípadeˇ nalezení neˇjakého speciálneˇ výkonného jedince, je možné jej
prˇeposlat na jinou stanici, kde bude využit pro další výpocˇet. [1]
3.3.10 Alternativní rˇešení pro evolucˇní výpocˇty
V této kapitole se nachází seznam nástroju˚ pro evolucˇní výpocˇty, jejich strucˇný popis a
výhody které nabízejí oproti systému ECJ. V mnoha ohledech dostupné platformy po-
skytují stejné funkce jako ECJ a liší se pouze zpu˚sobem implementace.
ECF - Evolutionary Computation Framework
ECJ je framework pro evolucˇní výpocˇty napsaný v programovacím jazyce C++. Tento
framework obsahuje všechny funkce, které lze nalézt v systému ECJ vcˇetneˇ paralelizmu.
Výhodou tohoto frameworku je možnost konfigurace algoritmu˚, genu˚ a parametru˚ bez
nutnosti rekompilace.
GPE - Genetic Programming Engine
GPE je program umožnˇující využití techniky genetického programování, urcˇený pro plat-
formu .NET. Tento systém, jako jediný z uvedených, obsahuje plneˇ funkcˇní uživatelský
interface umožnˇující v pru˚beˇhu výpocˇtu zobrazovat aktuálneˇ zpracovávaná data naprˇ.
chování konkrétního algoritmu a statistiku.
Watchmaker Framework for Evolutionary Computation
WF framework je další platforma pro evolucˇní výpocˇty, napsaná v programovacím ja-
zyku JAVA. Framework obsahuje totožné funkce jako ECJ. Výhodou WF je neinvazivní
implementace trˇíd, urcˇených pro výpocˇet. Trˇídy nemusí deˇdit z prˇeddefinovaných trˇíd
ani nemusí implementovat rozhraní, díky tomu nejsou prˇi tvorbeˇ programu kladena
žádná omezení.
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4 Popis a dokumentace aplikace
V následné kapitole bude podrobneˇ zdokumentovaná aplikace využívající Genetické
programování ECJ pro výpocˇet vzorce urcˇující chování umeˇlé inteligence. Tato aplikace,
stejneˇ jako systém ECJ, je implementovaná v jazyce Java.
4.1 Strucˇný popis a funkce aplikace
Pro využití a aplikaci Genetického programování byla vybrána hra Snake. Inspirace k
rˇešení hry Snake byla prˇevzata z cˇlánku [5] . V této hrˇe se pohybuje had po herní ploše a
sbírá kusy jídla. Podle pocˇtu sesbíraných kusu˚ jídla se poté urcˇí skóre. Jedním z problému
tohoto postupu tvorby algoritmu pro ovládání hada je, že ne vždy se podarˇí nalézt vhod-
ného jedince po první spušteˇní programu. Mnohdy nastává situace, kdy ideální jedinec
byl nalezen až po neˇkolika opakovaných spušteˇních programu. Du˚vod implementace
ECJ tímto zpu˚sobem, kdy program opakovaneˇ prˇí každém spušteˇní provádí výpocˇet pro
nalezení algoritmu na ovládáni hada je neschopnost ECJ jednoduchým zpu˚sobem zre-
konstruovat strukturu trˇíd ze souboru, která reprezentuje ovládací algoritmus UI ve hrˇe.
Tento problém vznikl z du˚vodu velké složitosti ECJ, množství trˇíd a jejích provázanosti
viz Struktura trˇíd ECJ 9 10. V kapitole Prˇílohy se nachází sekvencˇní diagram 11 , zob-
razující postupný pru˚beˇh výpocˇtu ECJ, prˇi tvorbeˇ algoritmu ovládajících hada a jejich
testování.
Jak rychle se program vykoná a nalezne jedince záleží, jak velkou populaci a kolik ge-
nerací musí vytvorˇit a otestovat. S rostoucím pocˇtem generací a jedincu˚ v dané generaci
se taktéž zvyšuje cˇas dokoncˇení výpocˇtu. V prˇípadeˇ slabšího hardware, mu˚že dokoncˇení
tohoto výpocˇtu trvat i neˇkolik minut. Pokud je potrˇeba tento cˇas snížit ,je možno zredu-
kovat množství jedincu˚ v generaci a pocˇet generací na úkor toho, že se sníží šance na
nalezení ideálního jedince, což vede k opeˇtovnému spušteˇní programu. Další z možností
jak zlepšit cˇasovou nárocˇnost je možnost omezit pocˇet funkcí pro konstrukci algoritmu
nebo velikost a hloubku konstruovaných stromu˚. Tímto ovšem mu˚že nastat situace že
nebude možné sestrojit jedince schopného vyrˇešit náš problém se zadanými parametry
tzn. posbírat stanovený pocˇet kusu jídla.
Tato úloha je vhodná pro rˇešení pomocí genetického programování, kdy pomocí GP
sestrojíme Strom (Algoritmus), který nám daného hada ovládá a naviguje ho postupneˇ
po herní ploše. Cˇím více kousku˚ jídla had ovládaný daným algoritmem nasbírá, tím veˇtší
má algoritmus ovládající tohoto hada výkonnost. Tato výkonnost se oznacˇuje Fitness.
Implementace této hry meˇla obsahovat taktéž náhodneˇ generované prˇekážky. Vzhledem
k tomu že se prˇi prˇidání prˇekážek zvýšila mnohonásobneˇ cˇasová nárocˇnost na dokoncˇení
výpocˇtu nebyly nakonec obsaženy ve výsledné hrˇe.
Samostatný had se pohybuje po herní ploše která je tvorˇena pomocí sourˇadnicové
mrˇížky toto umožnˇuje prˇesneˇ sledovat pohyb hada a prˇedávat prˇesné sourˇadnice do
funkcí starajících se o vyhodnocování kterým smeˇrem se had v dalším kroku vydá. V
prˇípadeˇ, že had narazí do prˇekážky nebo posbírá všechny kousky jídla je hra ukoncˇena.
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4.2 Inicializace a spušteˇní programu
Ke správnému chodu je potrˇeba mít v pocˇítacˇi nainstalovanou správnou verzi JAVA Run-
time Enviorment 1.8.0. Prˇed každým spušteˇním této aplikace se spustí ECJ, které podle
zadaných parametru˚ provede výpocˇet a najde nejvhodneˇjší algoritmus pro ovládání UI
hada ve hrˇe. Výsledný algoritmus se prˇí každém spušteˇní ECJ liší, UI ovládající hada
proto není pokaždé stejná a jeho chování tak bývá neprˇedvídatelné. Po nalezení algo-
ritmu se zobrazí hlavní menu.
Spušteˇní programu˚ probíhá prˇes prˇíkazový rˇádek. Prˇed spušteˇním je potrˇeba nastavit
CLASSPATH 15. Do hodnoty CLASSPATH se nastavuje adresa složky ne které se nachází
soubory SnakeRun.class, BP_1_params.params a složka ec. Po nastavení promeˇnné PATH se
had spustí pomocí prˇíkazu 16.
set CLASSPATH=C:\Plocha\BP_KOU0060
Výpis 15: Prˇíklad prˇíkazu pro nastavení CLASSPATH.
java SnakeRun
Výpis 16: Spušteˇní hry Snake.
V prˇípadeˇ že není v operacˇním systém nastavená promeˇnná PATH urcˇující cestu ke
složce obsahující JAVA Runtime Enviorment musí uživatel taktéž zadat cestu k tomuto
souboru 17.
C:\Java\jdk1.7.0\bin\ java SnakeRun
Výpis 17: Spušteˇní hry Snake bez nastavení cesty PATH.
4.3 Popis UI a ovládacích prvku˚
Program obsahuje velmi jednoduché uživatelské rozhraní. Ke, zobrazení uživatelského
rozhraní dojde až poté, kdy ECJ dokoncˇí výpocˇet a vytvorˇí algoritmus rˇídící pocˇítacˇem
ovládaného hada.
Hlavní menu
Po dokoncˇení hledání algoritmu pro ovládání hada, se zobrazí okno s hlavním menu 5.
Toto okno obsahuje tlacˇítko pro zahájení hry, nastavení a ukoncˇení programu.
Nastaveni
Okno Nastaveni 6 si uživatel zobrazí pomocí tlacˇítka nastaveni v Hlavním menu. Toto
okno slouží pro nastavení obtížnosti hry. Obtížnost urcˇuje jak rychle se bude had pohy-
bovat po herní ploše. Hra je v základu nastavená na nejteˇžší obtížnost.
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Obrázek 5: Hlavní menu
Obrázek 6: Nastaveni
Obrazovka pro ukoncˇení hry
V prˇípadeˇ, že hrácˇ nebo pocˇítacˇem ovládaný had posbírá všechny kousky jídla nebo na-
razí do prˇekážky, je hra okamžiteˇ ukoncˇena a zobrazena obrazovka obsahující informace
o prˇícˇineˇ ukoncˇení hry a dosažené skore 7. Toto okno obsahuje dveˇ tlacˇítka. Tlacˇítko Ko-
nec ukoncˇí program a tlacˇítko Replay znovu zahájí hru proti pocˇítacˇi.
Obrázek 7: Okno zobrazené po ukoncˇení hry
Herní plocha
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Herní plocha 8 je rozdeˇlena na dveˇ poloviny. Ve strˇedu každé poloviny herní plochy je
zobrazeno score patrˇicˇného hada.V levé polovineˇ herní plochy se pohybuje had ovládaný
umeˇlou inteligencí vygenerovanou pomocí ECJ a na pravé straneˇ herní plochy se nachází
hrácˇem ovládaný had. Herní pole po kterém se had mu˚že pohybovat je ohranicˇeno zdí
tvorˇenou šedými kruhy. Pokud hrácˇ nebo had ovládaný pocˇítacˇem do této zdi narazí, hra
je okamžiteˇ ukoncˇena. Cˇervené kruhy prˇedstavují jídlo které had sbírá.
Obrázek 8: Herní plocha
4.4 Implementace trˇíd pro tvorbu stromu algoritmu
Jak již bylo rˇecˇeno prˇí rˇešení problému v ECJ genetickém programování, je potrˇeba vy-
tvorˇit stavební bloky (Uzly a Listy,) ze kterých se budou vytvárˇet daní jedinci (Strom),
který vytvorˇí výsledný algoritmus. Tento algoritmus se skládá ze série vstupních pro-
meˇnných a podmínek.
První du˚ležitou trˇídou je trˇída Direction 18, sloužící pro prˇedávání dat mezi jednotli-
vými uzly. Tato trˇída obsahuje informace o aktuální pozici hlavy ,hada a jídla. Tyto data
jsou poté prˇedávané touto trˇídou z potomku˚ do rodicˇu˚ ,spolu s výsledným smeˇrem který
urcˇila daná funkce.
package ec.app.myapp;
import ec. util .∗;
import ec.∗;
import ec.gp.∗;
import java. util . ArrayList ;
public class Direction extends GPData
{
// smery kterymi se had muze vydat
public enum Directions {LEFT,RIGHT,FORWARD,UP,DOWN};
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// souradnice kousku jidla
public int foodX;
public int foodY;
// souradnice hlavy hada
public int snakeHeadX;
public int snakeHeadY;
// smer ktery byl vypocitan funkci ktera tuto instanci predava svemu predku
public Directions smer;
public void copyTo(final GPData gpd) // copy my stuff to another DoubleData
{ (( Direction)gpd).smer = smer; }
}
Výpis 18: Datová trˇída Direction
Prˇi tvorbeˇ stromu jsou využity dva typy funkcí funkce s aritou 1 a funkce s aritou 2.
Funkce s aritou 1 neprovádeˇjí žádný výpocˇet, jenom prˇedají smeˇr ,který jim byl urcˇen.
Prˇíklad implementace trˇídy obsahující funkci arity 1 19. Tyto funkce zastávají roli listu
stromu. Funkce s aritou 2 mají dva stupy tzn. dva ru˚zné smeˇry, které mu˚že funkce po
provedení výpocˇtu vrátit.
package ec.app.myapp;
import ec.∗;
import ec.gp.∗;
import ec. util .∗;
public class Right extends GPNode
{
public String toString () { return "RIGHT"; }
public int expectedChildren() { return 0; }
public void eval(final EvolutionState state ,
final int thread,
final GPData input,
final ADFStack stack,
final GPIndividual individual ,
final Problem problem)
{
Direction rd = (( Direction) ( input) ) ;
rd.smer = ((SnakeProblem)problem).had.smerChange(Direction.Directions.RIGHT);;
rd.foodX = ((SnakeProblem)problem).foodX;
rd.foodY = ((SnakeProblem)problem).foodY;
rd.snakeHeadX = ((SnakeProblem)problem).snakeHeadX;
rd.snakeHeadY = ((SnakeProblem)problem).snakeHeadY;
}
}
Výpis 19: Funkce arity 1 RIGHT
Seznam funkcí arity 1
• FORWARD Vstupní smeˇr FUNKCE - pokracˇuj v aktuální smeˇru
29
• LEFT Vstupní smeˇr FUNKCE - V dalším kroku zatocˇ vlevo od aktuálního smeˇru
• RIGHT Vstupní smeˇr FUNKCE - V dalším kroku zatocˇ vpravo od aktuálního smeˇru
Funkce pro ovládání smeˇru s aritou 2 - Uzly
Implementace stavebních prvku˚, pro tvorbu algoritmu, pro ovládaní hada obsahuje mnoho
funkcí, které vyhodnocují dané podmínky a podle toho rozhodují ,jestli se had vydá ur-
cˇitým smeˇrem. Každá tato funkce má dva vstupy, tzn. dva ru˚zné smeˇry, kterými se had
po vyhodnocení funkce mu˚že vydat. Funkce po vyhodnocení prˇepošle do svého rodicˇe
jeden ze smeˇr,u˚ kterými jsou potomky dané funkce. Samotné vyhodnocování funkce pro-
bíhá pomocí dat prˇedaných ve trˇídeˇ Direction, které obsahuje aktuální informace o poloze
hada, sloužící pro vyhodnocení podmínky. Prˇíklad takovéto funkce je uveden níže 20, v
tomto prˇípadeˇ je to funkce pro výpocˇet zdali se ve smeˇru hada nachází neˇjaké nebezpecˇí
naprˇ. zed’ nebo jeho cˇást teˇla. Každá funkce, uvedená v seznamu musí byt implemento-
vaná v samostatné trˇídeˇ.
package ec.app.myapp;
import ec.∗;
import ec.gp.∗;
import ec. util .∗;
public class ifDangerAhead extends GPNode
{
public String toString () { return "ifDangerAhead"; }
public int expectedChildren() { return 2; }
public void eval(final EvolutionState state ,
final int thread,
final GPData input,
final ADFStack stack,
final GPIndividual individual ,
final Problem problem)
{
Direction rd = (( Direction) ( input) ) ;
Direction .Directions smer;
children [0]. eval(state ,thread,input ,stack, individual ,problem);
smer = rd.smer;
children [1]. eval(state ,thread,input ,stack, individual ,problem);
Cords souradnice = SnakeProblem.getDirection(((SnakeProblem)problem).had.smer,rd.
snakeHeadX,rd.snakeHeadY);
if (souradnice.posX > 50 || souradnice.posX < 1 || souradnice.posY > 50 || souradnice.posY
< 1)
{
rd.smer = smer;
}
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for( int i = ((SnakeProblem)problem).had.telo.size() − 1; i > 0; i−−)
{
if (souradnice.posX == ((SnakeProblem)problem).had.telo.get(i).posX && souradnice.
posY == ((SnakeProblem)problem).had.telo.get(i).posY)
{
rd.smer = smer;
}
}
}
}
Výpis 20: Funkce arity 2 ifDangerAhead zjišt’ující zdali se jídlo nachází ve smeˇru pohybu
hada.
Kompletní výpis funkcí ovládající smeˇr hada
• ifMoovingUp - Pokud se had pohybuje nahoru, zmeˇní had smeˇr prˇedaný POTOM-
KEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifMoovingDown - Pokud se had pohybuje smeˇrem dolu˚, zmeˇní had smeˇr prˇedaný
POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifMoovingLeft - Pokud se had pohybuje smeˇrem vlevo, zmeˇní had smeˇr prˇedaný
POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifMoovingRight - Pokud se had pohybuje smeˇrem vpravo, zmeˇní had smeˇr prˇe-
daný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifFoodAhead - Pokud se ve smeˇru pohybu hada nachází jídlo, had zmeˇní smeˇr
prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifDangerLeft - Pokud se po levé straneˇ hadovy hlavy nachází zed’, nebo cˇást jeho
teˇla, had zmeˇní smeˇr prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOM-
KEM2.
• ifDangerRight - Pokud se po pravé straneˇ hadovy hlavy nachází zed’ nebo cˇást
jeho teˇla, had zmeˇní smeˇr prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný PO-
TOMKEM2.
• ifDangerAhead - Pokud se prˇed hlavou hada nachází zed’ nebo cˇást jeho teˇla, had
zmeˇní smeˇr prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifDangerTwoAhead - Pokud se dveˇ pole prˇed hlavou hada nachází zed’ nebo cˇást
jeho teˇla, had zmeˇní smeˇr prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný PO-
TOMKEM2.
• ifFoodRight - Pokud se jídlo nachází blíže pravé strany herní ploch než hlava hada,
had zmeˇní smeˇr prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
• ifFoodUp - Pokud se jídlo nachází blíže horní strany herní ploch než hlava hada,
had zmeˇní smeˇr prˇedaný POTOMKEM1, jinak zmeˇní smeˇr prˇedaný POTOMKEM2.
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4.5 Implementace problému SnakeProblem
Tato cˇást se zabývá implementaci rˇecˇeného problému, v tomto prˇípadeˇ se snažíme nalézt
algoritmus který je schopen navigovat hada po herní ploše tak, aby sesbíral co nejvíce
kusu jídla. V prˇedchozí cˇásti byl vysveˇtlen vznik teˇchto algoritmu˚ a co obsahují. Tato
cˇást se zabývá implementací trˇídy obsahující metody pro testování vzniklých algoritmu˚
a nalezení toho nejlepšího 21.
Testování probíhá pomocí simulace hry, kdy pro každý algoritmus je vytvorˇen nový
had a umísteˇn do herního pole, poté se zavolá daný algoritmus, který pocˇítá v každé ite-
raci dané smycˇky jakým smeˇrem se má had pohnout. Pokud had prˇí pohybu narazí na
kus jídla jeho velikost se zveˇtší zkonzumovaný kus jídla je smazán a na herní plochu je
prˇidán kus nový. V prˇípadeˇ že had posbíral urcˇitý pocˇet kousku jídla nebo narazil do zdi
poprˇ. do cˇásti svého teˇla je smycˇka ukoncˇena a danému algoritmu prˇirˇazeno ohodnocení
podle toho kolik kousku zkonzumoval. Simulace je v základu nastavená na test pro 20
kousku˚ jídla. Pokud se algoritmu v dané simulaci podarˇí sesbírat všech 20 kousku˚ jídla
je tento algoritmus ohodnocen Fitness 0.0 v prˇípadeˇ že se mu nepodarˇí sebrat jediný kus
jídla je ohodnocení 1.0.
public void evaluate(final EvolutionState state ,
final Individual ind,
final int subpopulation,
final int threadnum)
{
if (true)
{
Direction input = (Direction) (this . input) ;
ArrayList<Food> jidlo = new ArrayList<Food>();
int score = 0;
had = new Snake();
Food food = makeFood();
jidlo .add(food);
for( int m = 0; m < 1000;m++)
{
snakeHeadX = had.telo.get(0).posX;
snakeHeadY = had.telo.get(0).posY;
if ( jidlo .isEmpty()) // pokud neni jidlo , vygeneruj nove
{
food = makeFood();
jidlo .add(food);
}
foodX = jidlo .get(0) .posX;
foodY = jidlo .get(0) .posY;
// zavolani algoritmu pro vypocet smeru hada
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((GPIndividual)ind).trees [0]. child .eval(state ,threadnum,input,stack,((GPIndividual)ind),
this) ;
// nastaveni noveho smeru hada
had.smer = input.smer;
// pokud jsou vsechny kousky jidla sesbirane ukonci simulaci
if (score >= 20)
{
break;
}
// had se pohne o jedno pole nasatvenym smerem
had.snakeMove();
// pokud jsou vsechny kousky jidla sesbirane ukonci simulaci
// pokud narazi do zdi popr casti sveho tela ukonci simulaci
if (! Collision (had))
{
break;
}
int smaz = 1;
// testovani pokud zkonzumoval ovoce pokdu ano had poroste a dany kousek jidla se
smaze
for ( int i = 0; i < jidlo .size () ; i++)
{
if ( jidlo .get( i ) .posX == had.telo.get(0).posX && jidlo.get( i ) .posY == had.telo.get
(0).posY)
{
had.growSnake();
smaz = i;
score += 1;
}
}
if (smaz == 0) jidlo .remove(smaz);
}
// nastaveni ohodnoceni
int hits = score;
// Fitness ohodnoceni 0 − nejlepsi 1 − nejhorsi
Double sum = 1 − (double)score/20;
KozaFitness f = ((KozaFitness)ind.fitness) ;
f .setStandardizedFitness(state, sum);
f . hits = hits ;
ind.evaluated = true;
}
}
Výpis 21: Trˇída SnakeProblem simulující hru Had.
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4.6 Nastavení parametru˚ pro výpocˇet
Pomocí ru˚zných nastavení souboru s parametry lze docílit ru˚zných výsledku prˇi spuš-
teˇní genetického výpocˇtu. Lze zmeˇnit, jaké funkce budou a nebudou použity pro tvorbu
Stromu˚, pocˇet generací a jedincu˚ v dané generaci. Všechny tyto nastavení mají vliv nato
jestli a jak rychle najdeme jedince pro rˇešení našeho problému. Nastavení se odvíjí podle
toho jak rychle chceme výsledek a jak výsledný nalezený jedinec má být kvalitní. V prˇí-
padeˇ této hry je nastavení 50 generací o 1000 jedincích. K ideálnímu pocˇtu jedincu˚ v dané
generaci jsme došli pomocí opakovaného testování. I v prˇípadeˇ takového množství gene-
rací a jedincu˚ je možné, že ECJ nebude schopno najít rˇešení našeho problému. Obvykle
ECJ rˇešení pro náš problém našlo zhruba ve dvacáté generaci, ovšem obcˇas nastane si-
tuace kdy se prˇí výpocˇtu ECJ zastaví na urcˇité úrovní Fitness, prˇes kterou se dál není
schopné dostat a v dalších generacích se porˇád opakuje to samé ohodnocení beze zmeˇny.
V tomto prˇípadeˇ je nutné aplikaci spustit znovu. Základní nastavení použité pro rˇešení
problému SnakeProblem 22. Tento výcˇet obsahuje jen pár nejdu˚ležiteˇjších nastavení.Toto
nastavení lze nalézt v souboru BP_1_params.params.
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5 Záveˇr
Cílem práce bylo popsat evolucˇní techniky a jejich využití prˇi tvorbeˇ pocˇítacˇových pro-
gramu˚ a následná implementace teˇchto technik do vlastní aplikace. Pro využití Genetic-
kého programování byla vybrána hra Snake ve které algoritmus vygenerovaný pomocí
ECJ naviguje hada po herní ploše. Pu˚vodneˇ meˇla hra obsahovat i implementaci prˇeká-
žek. Jelikož se ale zahrnutím prˇekážek do simulace zásadneˇ zvyšuje cˇasovou nárocˇnost
na výpocˇet, nebyly nakonec prˇekážky prˇidány.
V první kapitole byly popsány techniky Genetického algoritmu a Genetického pro-
gramování.
Druhá kapitola se veˇnuje du˚kladnému popisu ECJ a jeho klícˇových funkcí evolucˇních
výpocˇtu˚ Genetického algoritmu a Genetického programování. V této kapitole byl kladen
du˚raz primárneˇ na Genetické programování jeho podrobný analýza a popis technik které
byly využity prˇi tvorbeˇ vlastní aplikace.
Trˇetí kapitola obsahuje popis a dokumentaci hry Snake implementované v progra-
movacím jazyce Java využívajícího umeˇlou inteligenci generovanou pomocí Genetického
programováni systému ECJ. První cˇást se veˇnovala grafickému rozhraní a popisu funk-
cionality aplikace. Druhá cˇást této kapitoly se zameˇrˇuje na konkrétní implementaci trˇíd
využitých prˇi tvorbeˇ algoritmu ovládající umeˇlou inteligenci ve hrˇe.
Michal Koudela
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7 Prˇílohy
7.1 Ukázka konfiguracˇního souboru
// nastaveni poctu generaci − 50
generations = 50
// pokud najde idealniho jedince jiz v 0generaci ukonci vypocet
quit−on−run−complete = true
// velikost jedne populace cita 1000 jedincu
pop.subpop.0.size = 1000
// nazev souboru do ktere se bude ukladat vystup ECJ
stat . file $out.stat
// pocet funkci slouzicich ke konstrukci stromu
gp.fs .0. size = 14
// prirazeni funkci do sady Funkci a jejich nastaveni
gp.fs .0. func.0 = ec.app.myapp.Forward
gp.fs .0. func.0.nc = nc0
gp.fs .0. func.1 = ec.app.myapp.Left
gp.fs .0. func.1.nc = nc0
gp.fs .0. func.2 = ec.app.myapp.Right
gp.fs .0. func.2.nc = nc0
gp.fs .0. func.3 = ec.app.myapp.ifDangerAhead
gp.fs .0. func.3.nc = nc2
gp.fs .0. func.4 = ec.app.myapp.ifFoodUp
gp.fs .0. func.4.nc = nc2
gp.fs .0. func.5 = ec.app.myapp.ifFoodRight
gp.fs .0. func.5.nc = nc2
gp.fs .0. func.6 = ec.app.myapp.ifMovingLeft
gp.fs .0. func.6.nc = nc2
gp.fs .0. func.7 = ec.app.myapp.ifMovingRight
gp.fs .0. func.7.nc = nc2
gp.fs .0. func.8 = ec.app.myapp.ifDangerTwoAhead
gp.fs .0. func.8.nc = nc2
gp.fs .0. func.9 = ec.app.myapp.ifMovingUp
gp.fs .0. func.9.nc = nc2
gp.fs .0. func.10 = ec.app.myapp.ifMovingDown
gp.fs .0. func.10.nc = nc2
gp.fs .0. func.11 = ec.app.myapp.ifDangerLeft
gp.fs .0. func.11.nc = nc2
gp.fs .0. func.12 = ec.app.myapp.ifDangerRight
gp.fs .0. func.12.nc = nc2
gp.fs .0. func.13 = ec.app.myapp.ifFoodAhead
gp.fs .0. func.13.nc = nc2
// prirazeni tridy nesouci data pro vypocet ktere se predavaji mezi
prvky stromu a reseny problem SnakeProblem
eval.problem.data = ec.app.myapp.Direction
eval.problem = ec.app.myapp.SnakeProblem
Výpis 22: Ukázka cˇásti konfiguracˇního souboru.
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7.2 Struktura trˇíd v ECJ
Obrázek 9: Struktura trˇíd v ECJ [1]
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Obrázek 10: Struktura trˇíd v ECJ cˇást 2 [1]
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