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図 4.2: 経路 132使用中に h3から h1へ ping
まずは使用中の経路を構成している中継ノードから発着ノードへパケットが飛
ばされた場合の、輻輳回避の為の経路切り替え動作の実験を行う。
h1h2間の通信に 132を使用している最中に h3から発ノード h1へ pingを打つ。
そうすると、その pingのパケットは経路 31を通るため、このまま 132を使用し
続けているとリンク s1s3が重複することになり、ここで輻輳を生む可能性がある。
そこで、使用する経路を 142又は 152へランダムへ切り替える。h3から pingが打





経路 132を使用中、h3から h1へ pingを打った際に出力された表示と、表示後
の s1と s2のフローテーブルは次ページの通りであった。s1のフローテーブルには
10.0.0.2宛のパケットは eth4から送られるように、s2のフローテーブルには10.0.0.1
宛のパケットは eth3を通るように記述されていた。これは h1h2間の通信に 152が
使われる様になったことを意味する。また、表示とフローテーブルを確認後、実
際に h1から h2へ飛ばす pingのパケットが経路 152を通るかどうかを確認するた
めにWiresharkを用いて s5-eth1におけるパケットの動きをキャプチャした。
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図 4.3: h3から h1へ pingを打った際の表示
図 4.4: 経路変更後の s1と s2のフローテーブル
図 4.5: 経路変更後、h1から h2へ pingを打った際の s5-eth1のパケットの動き
これらの結果により、h3から h1への pingにより経路が 152へ切り替えられた
ことが確認できた。
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今度は h5から再度 h1へ pingを打った。同様の結果を得たことが確認できた。
図 4.6: h5から h1へ pingを打った際の表示
図 4.7: 経路変更後の s1と s2のフローテーブル





図 4.9: 経路 132使用中に h3から h5へ ping
次に中継ノードから他の中継ノードへパケットが飛ばされた場合の、経路切り
替え動作の実験を行う。
h1h2間の通信に 132を使用している最中に h3から h5へ pingを打つ。その ping
のパケットは経路 315を通るので、h5へ届くまでにリンク s1s3と s1s5が使われ








図 4.11: 経路 132使用中にリンク s1s3又は s2s3を切断
今度は通信中に使用中の経路を構成しているリンクが切断された際の対応動作
の実験を行う。
















図 4.12: リンク s1s3を切断した際の際の全てリンクの状態と変更後の経路
これにより、リンク切断後経路が 142へ自動で切り替えられたことが確認でき
た。次に、選択された経路 142を構成しているリンク s1s4を切断した。









図 4.14: 経路 152使用中且つ s1s3が切断された状態で h5から h1へ ping






図 4.15: リンク s1s3が切断された状態で経路 152を使用中に h5から h1へ pingを
打った際の表示
リンク s1s3が切断されている状態で且つ経路 152を使用している最中に h5から
h1へ pingを打った結果、経路 142が選択された。これにより、誤って 132を選択
して h1h2間の通信が不能になるのを避けたことが確認できた。
経路切断中に中継ノードから他の中継ノードへパケット送信
直後に次に h4から h5へ pingを打つと、本来選択されるはずの経路 132は使用
不能のままなので、経路は変更されず、文字列 errorが出る。
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1 from mininet.topo import Topo
2
3 class MyTopo( Topo ):
4 "Simple topology example."
5
6 def __init__( self ):
7 "Create custom topo."
8
9 # Initialize topology
10 Topo.__init__( self )
11
12 # Add hosts and switches
13 leftHost = self.addHost( 'h1' , ip='10.0.0.1' , mac='00:00:00:00:00:01' )
14 rightHost = self.addHost( 'h2' , ip='10.0.0.2' , mac='00:00:00:00:00:02' )
15 centerHost3 = self.addHost( 'h3' , ip='10.0.0.3' , mac='00:00:00:00:00:03' )
16 centerHost4 = self.addHost( 'h4' , ip='10.0.0.4' , mac='00:00:00:00:00:04' )
17 centerHost5 = self.addHost( 'h5' , ip='10.0.0.5' , mac='00:00:00:00:00:05' )
18
19 leftSwitch = self.addSwitch( 's1' , ip='10.0.0.11' , dpid='0000000000000001' )
20 rightSwitch = self.addSwitch( 's2' , ip='10.0.0.12' , dpid='0000000000000002' )
21 centerSwitch3 = self.addSwitch( 's3' , ip='10.0.0.13' , dpid='0000000000000003' )
22 centerSwitch4 = self.addSwitch( 's4' , ip='10.0.0.14' , dpid='0000000000000004' )
23 centerSwitch5 = self.addSwitch( 's5' , ip='10.0.0.15' , dpid='0000000000000005' )
24
25 # Add links
26 self.addLink( leftHost, leftSwitch )
27 self.addLink( leftSwitch, centerSwitch3 )
28 self.addLink( leftSwitch, centerSwitch4 )
29 self.addLink( leftSwitch, centerSwitch5 )
30 self.addLink( centerSwitch3, centerHost3 )
31 self.addLink( centerSwitch4, centerHost4 )
32 self.addLink( centerSwitch5, centerHost5 )
33 self.addLink( centerSwitch3, rightSwitch )
34 self.addLink( centerSwitch4, rightSwitch )
35 self.addLink( centerSwitch5, rightSwitch )
36 self.addLink( rightSwitch, rightHost )
37
38
39 topos = { 'mytopo': ( lambda: MyTopo() ) }
21
ルーチング設定ファイル
1 from pox.core import core
2 import pox.openflow.libopenflow_01 as of
3 from pox.lib.util import dpidToStr
4 from pox.lib.addresses import EthAddr
5 from pox.lib.addresses import IPAddr
6 from pox.openflow.of_json import *
7 import random
8
9 s1s3 = 0
10 s2s3 = 0
11 s1s4 = 0
12 s2s4 = 0
13 s1s5 = 0
14 s2s5 = 0
15 nowroot = 132
16 out_port1 = 2
17 out_port2 = 1
18 log = core.getLogger()
19

















37 print "PortStatus has been changed"
38 primary_down_flag = 0
39 port_config = event.ofp.desc.config
40 if event.ofp.desc.config:
41 port_status = "down"
42 else:
43 port_status = "up"
44 print "switch dpid", event.dpid, "port", event.port,
45 print "status = " + port_status + " config = "+str(event.ofp.desc.config)
46
47 #s1--/--s3
48 if ((event.dpid == 1 and event.port == 2) \
49 or (event.dpid == 3 and event.port == 1)) \
50 and event.ofp.desc.config:
51 s1s3 = 1
52 if (nowroot == 142 or nowroot == 152):
53 pass
54 else:
55 if s1s4 == 1 or s2s4 == 1:
56 out_port1 = 4
57 elif s1s5 == 1 or s2s5 == 1:
58 out_port1 = 3
59 else:
60 out_port1 = random.randint(3,4)
61
62 if out_port1 == 3:
63 out_port2 = 2
64 nowroot = 142
65 else:
66 out_port2 = 3




70 elif ((event.dpid == 3 and event.port == 3) \
71 or (event.dpid == 2 and event.port == 1)) \
72 and event.ofp.desc.config:
73 s2s3 = 1
74 if (nowroot == 142 or nowroot == 152):
75 pass
76 else:
77 if s1s4 == 1 or s2s4 == 1:
78 out_port1 = 4
79 elif s1s5 == 1 or s2s5 == 1:
80 out_port1 = 3
81 else:
82 out_port1 = random.randint(3,4)
83
84 if out_port1 == 3:
85 out_port2 = 2
86 nowroot = 142
87 else:
88 out_port2 = 3




93 elif ((event.dpid == 1 and event.port == 2) \
94 or (event.dpid == 3 and event.port == 1)) \
95 and str(event.ofp.desc.config) != 1:
96 s1s3 = 0
97
98 #s3-----s2
99 elif ((event.dpid == 3 and event.port == 3) \
100 or (event.dpid == 2 and event.port == 1)) \
101 and str(event.ofp.desc.config) != 1:




106 elif ((event.dpid == 1 and event.port == 3) \
107 or (event.dpid == 4 and event.port == 1)) \
108 and event.ofp.desc.config:
109 s1s4 = 1
110 if (nowroot == 132 or nowroot == 152):
111 pass
112 else:
113 if s1s3 == 1 or s2s3 == 1:
114 out_port1 = 4
115 elif s1s5 == 1 or s2s5 == 1:
116 out_port1 = 2
117 else:
118 n = random.randint(1,2)
119 if n == 1:
120 out_port1 = 2
121 else:
122 out_port1 = 4
123
124 if out_port1 == 2:
125 out_port2 = 1
126 nowroot = 132
127 else:
128 out_port2 = 3
129 nowroot = 152
130
131 #s4--/--s2
132 elif ((event.dpid == 4 and event.port == 3) \
133 or (event.dpid == 2 and event.port == 2)) \
134 and event.ofp.desc.config:
135 s2s4 = 1
136 if (nowroot == 132 or nowroot == 152):
137 pass
138 else:
139 if s1s3 == 1 or s2s3 == 1:
23
140 out_port1 = 4
141 elif s1s5 == 1 or s2s5 == 1:
142 out_port1 = 2
143 else:
144 n = random.randint(1,2)
145 if n == 1:
146 out_port1 = 2
147 else:
148 out_port1 = 4
149
150 if out_port1 == 2:
151 out_port2 = 1
152 nowroot = 132
153 else:
154 out_port2 = 3




159 elif ((event.dpid == 1 and event.port == 3) \
160 or (event.dpid == 4 and event.port == 1)) \
161 and str(event.ofp.desc.config) != 1:
162 s1s4 = 0
163
164 #s4-----s2
165 elif ((event.dpid == 4 and event.port == 3) \
166 or (event.dpid == 2 and event.port == 2)) \
167 and str(event.ofp.desc.config) != 1:




172 elif ((event.dpid == 1 and event.port == 4) \
173 or (event.dpid == 5 and event.port == 1)) \
174 and event.ofp.desc.config:
175 s1s5 = 1
176 if (nowroot == 132 or nowroot == 142):
177 pass
178 else:
179 if s1s3 == 1 or s2s3 == 1:
180 out_port1 = 3
181 elif s1s4 == 1 or s2s4 == 1:
182 out_port1 = 2
183 else:
184 out_port1 = random.randint(2,3)
185
186 if out_port1 == 2:
187 out_port2 = 1
188 nowroot = 132
189 else:
190 out_port2 = 2
191 nowroot = 142
192
193 #s5--/--s2
194 elif ((event.dpid == 5 and event.port == 3) \
195 or (event.dpid == 2 and event.port == 3)) \
196 and event.ofp.desc.config:
197 s2s5 = 1
198 if (nowroot == 132 or nowroot == 142):
199 pass
200 else:
201 if s1s3 == 1 or s2s3 == 1:
202 out_port1 = 3
203 elif s1s4 == 1 or s2s4 == 1:
204 out_port1 = 2
205 else:
206 out_port1 = random.randint(2,3)
207
208 if out_port1 == 2:
209 out_port2 = 1
210 nowroot = 132
211 else:
24
212 out_port2 = 2




217 elif ((event.dpid == 1 and event.port == 4) \
218 or (event.dpid == 5 and event.port == 1)) \
219 and str(event.ofp.desc.config) != 1:
220 s1s5 = 0
221
222 #s5-----s2
223 elif ((event.dpid == 5 and event.port == 3) \
224 or (event.dpid == 2 and event.port == 3)) \
225 and str(event.ofp.desc.config) != 1:







233 print "s1s3:",s1s3, "s2s3:",s2s3
234 print "s1s4:",s1s4, "s2s4:",s2s4




239 def _handle_PacketIn (event):
240 m = { 'buffer_id' : event.ofp.buffer_id,
241 'total_len' : event.ofp._total_len,
242 'in_port' : event.ofp.in_port,
243 'reason' : event.ofp.reason,
244 #'data' : event.data,
245 }











257 #s3 -> s1,s2
258 if m['payload']['payload']['protodst']=="10.0.0.3" \
259 and (m['payload']['payload']['protosrc']=="10.0.0.1" \
260 or m['payload']['payload']['protosrc']=="10.0.0.2"):
261 if nowroot != 132:
262 pass
263 elif (s1s4 == 1 or s2s4 == 1) and (s1s5 == 1 or s2s5 == 1):
264 print "error"
265 elif s1s4 == 1 or s2s4 == 1:
266 out_port1 = 4
267 out_port2 = 3
268 nowroot = 152
269 print "OK Beer"
270 elif s1s5 == 1 or s2s5 == 1:
271 out_port1 = 3
272 out_port2 = 2
273 nowroot = 142
274 print "OK Beer"
275 else:
276 n = random.randint(1,2)
277 if n == 1:
278 out_port1 = 3
279 out_port2 = 2
280 nowroot = 142
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281 print "OK Beer"
282 else:
283 out_port1 = 4
284 out_port2 = 3
285 nowroot = 152
286 print "OK Beer"
287
288 #s4 -> s1,s2
289 elif m['payload']['payload']['protodst']=="10.0.0.4" \
290 and (m['payload']['payload']['protosrc']=="10.0.0.1" \
291 or m['payload']['payload']['protosrc']=="10.0.0.2"):
292 if nowroot != 142:
293 pass
294 elif (s1s3 == 1 or s2s3 == 1) and (s1s5 == 1 or s2s5 == 1):
295 print "error"
296 elif s1s3 == 1 or s2s3 == 1:
297 out_port1 = 4
298 out_port2 = 3
299 nowroot = 152
300 print "OK Beer"
301 elif s1s5 == 1 or s2s5 == 1:
302 out_port1 = 2
303 out_port2 = 1
304 nowroot = 132
305 print "OK Beer"
306 else:
307 n = random.randint(1,2)
308 if n == 1:
309 out_port1 = 2
310 out_port2 = 1
311 nowroot = 132
312 print "OK Beer"
313 else:
314 out_port1 = 4
315 out_port2 = 3
316 nowroot = 152
317 print "OK Beer"
318
319 #s5 -> s1,s2
320 elif m['payload']['payload']['protodst']=="10.0.0.5" \
321 and (m['payload']['payload']['protosrc']=="10.0.0.1" \
322 or m['payload']['payload']['protosrc']=="10.0.0.2"):
323 if nowroot != 152:
324 pass
325 elif (s1s3 == 1 or s2s3 == 1) and (s1s4 == 1 or s2s4 == 1):
326 print "error"
327 elif s1s3 == 1 or s2s3 == 1:
328 out_port1 = 3
329 out_port2 = 2
330 nowroot = 142
331 print "OK Beer"
332 elif s1s4 == 1 or s2s4 == 1:
333 out_port1 = 2
334 out_port2 = 1
335 nowroot = 132
336 print "OK Beer"
337 else:
338 n = random.randint(1,2)
339 if n == 1:
340 out_port1 = 2
341 out_port2 = 1
342 nowroot = 132
343 print "OK Beer"
344 else:
345 out_port1 = 3
346 out_port2 = 2
347 nowroot = 142




351 #s3 <-> s4
352 elif (m['payload']['payload']['protosrc']=="10.0.0.3" \
353 and m['payload']['payload']['protodst']=="10.0.0.4") \
354 or (m['payload']['payload']['protosrc']=="10.0.0.4" \
355 and m['payload']['payload']['protodst']=="10.0.0.3"):
356 if s1s5 == 1 or s2s5 == 1:
357 print "error"
358 elif nowroot == 152:
359 pass
360 else:
361 print "OK Beer"
362 out_port1 = 4
363 out_port2 = 3
364 nowroot = 152
365
366 #s3 <-> s5
367 elif (m['payload']['payload']['protosrc']=="10.0.0.3" \
368 and m['payload']['payload']['protodst']=="10.0.0.5") \
369 or (m['payload']['payload']['protosrc']=="10.0.0.5" \
370 and m['payload']['payload']['protodst']=="10.0.0.3"):
371 if s1s4 == 1 or s2s4 == 1:
372 print "error"
373 elif nowroot == 142:
374 pass
375 else:
376 print "OK Beer"
377 out_port1 = 3
378 out_port2 = 2
379 nowroot = 142
380
381 #s4 <-> s5
382 elif (m['payload']['payload']['protosrc']=="10.0.0.4" \
383 and m['payload']['payload']['protodst']=="10.0.0.5") \
384 or (m['payload']['payload']['protosrc']=="10.0.0.5" \
385 and m['payload']['payload']['protodst']=="10.0.0.4"):
386 if s1s3 == 1 or s2s3 == 1:
387 print "error"
388 elif nowroot == 132
389 pass
390 else:
391 print "OK Beer"
392 out_port1 = 2
393 out_port2 = 1








402 def _handle_ConnectionUp (event):
403 dpid=dpidToStr(event.dpid)
404 print "ConnectionUp: saw switch dpid ", dpid , event.dpid









































445 def add_flow (dpid, proto, nw_dst, out_port):
446 msg = of.ofp_flow_mod(command=of.OFPFC_ADD)
447 if proto=='arp':
448 msg.match.dl_type = 0x0806
449 elif proto=='ip':
450 msg.match.dl_type = 0x0800
451 msg.match.nw_dst = IPAddr(nw_dst)
452 msg.actions.append(of.ofp_action_output(port = out_port))
453 core.openflow.sendToDPID(dpid, msg)
454
455 def mod_flow (dpid, proto, nw_dst, out_port):
456 msg = of.ofp_flow_mod(command=of.OFPFC_MODIFY_STRICT)
457 if proto=='arp':
458 msg.match.dl_type = 0x0806
459 elif proto=='ip':
460 msg.match.dl_type = 0x0800
461 msg.match.nw_dst = IPAddr(nw_dst)
462 msg.actions.append(of.ofp_action_output(port = out_port))
463 core.openflow.sendToDPID(dpid, msg)
464
465
28
