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GLOSARIO 
 
ARQUITECTURA DE SOFTWARE: es el proceso de definición de una solución 
estructurada que cumple con todos los requisitos técnicos y operativos, al tiempo 
que optimiza la calidad común atributos tales como el rendimiento, la seguridad y 
capacidad de administración.1 
 
ARQUITECTURAS ORIENTADAS A SERVICIOS (SOA): es una arquitectura para 
la construcción de aplicaciones de software que utilizan los servicios disponibles 
en una red como Internet. Promueve la articulación flexible entre los componentes 
de software para que puedan ser reutilizados. Las aplicaciones en SOA son 
construidas en base a los servicios2. 
 
DECISIÓN: Es una actividad intelectual que busca respuestas o caminos para 
lograr un fin práctico, es decir, es la selección de un camino ante una variedad de 
opciones y es, entonces, el resultado del pensamiento.3 
 
ETAPA DE DISEÑO DE SOFTWARE: Se transforma la arquitectura obtenida 
durante el análisis en una arquitectura especializada, donde se considera el 
ambiente de implantación particular del sistema. Obedece al “cómo” del sistema4. 
 
                                            
1
 MICROSOFT CORPORATION. Application Architecture Guide [Online]. 2009. Disponible en: 
<https://msdn.microsoft.com/en-us/library/ff650706.aspx> 
2
 MAHMOUD, Qusay. Service-Oriented Architecture (SOA) and Web Services: The Road to 
Enterprise Application Integration (EAI) [Online]. Oracle, 2005. Disponible en: 
<http://www.oracle.com/technetwork/articles/javase/soa-142870.html> 
3
 JACUZZI, Enrique. Un Panorama de los Modelos de Decisión [Online]. Buenos Aires, Argentina: 
Universidad del Cema. 2007. Disponible en: 
<http://www.ucema.edu.ar/publicaciones/download/documentos/358.pdf> 
4
 WEITZENFELD, Alfredo y GUARDATI, Silvia. Ingeniería de Software: El proceso para el 
desarrollo de Sofware [Online]. Disponible en: 
<ftp://ftp.itam.mx/pub/alfredo/PAPERS/WeitzenfeldGuardatiComputacion2008.pdf> 
INVESTIGACIÓN PROYECTIVA: Este tipo de investigación, consiste en la 
elaboración de una propuesta, un plan, un programa o un modelo, como solución 
a un problema o necesidad de tipo práctico, ya sea de un grupo social, o de una 
institución, o de una región geográfica, en un área particular del conocimiento, a 
partir de un diagnóstico preciso de las necesidades del momento, los procesos 
explicativos o generadores involucrados y de las tendencias futuras, es decir, con 
base en los resultados de un proceso investigativo.5 
 
MODELO RACIONAL DE DECISIONES: constituye un proceso de elección entre 
alternativas para maximizar los beneficios de la organización. Incluye una amplia 
definición del problema, una exhaustiva recopilación y el análisis de los datos, así 




PATRÓN DE DISEÑO: describe un problema que ocurre una y otra vez en nuestro 
medio, y luego describe el núcleo de la solución a ese problema, de tal manera 
que se puede utilizar esta solución un millón de veces, sin tener que hacerlo de la 
misma manera dos veces7. 
 
TOMA DE DECISIONES: Es el proceso de especificar la naturaleza de un 
problema o una oportunidad particulares y de seleccionar entre las alternativas 
disponibles para resolver un problema o aprovechar una oportunidad8. 
 
                                            
5
 HURTADO, Jackeline. Metodología de la investigación, una comprensión holística. Caracas, 
Ediciones Quirón - Sypal. 2008. 
6
 CHACÍN, Leonardo. Tecnología de .la información como apoyo al proceso para la toma de 
decisiones gerenciales en organizaciones del sector eléctrico de Venezuela [Online]. Revista 
Espacios. Vol. 31. Pag 13. 2010. Disponible en: 
<http://www.revistaespacios.com/a10v31n02/10310231.html#*> 
7
 ALEXANDER, Christopher, et al. A Pattern Language. Oxford University. NewYork: Press, 1977. 
8
 VITORIANO, Begoña. Teoría de la decisión: decisión con incertidumbre, decisión multicriterio y 
teoría de juegos. Madrid: Universidad Complutense de Madrid. 2007. 
WIKI: es un sitio Web, cuyas páginas las pueden editar varias personas de 
manera fácil y rápida, desde cualquier lugar con acceso a Internet. Los 
participantes en un Wiki pueden crear, modificar o borrar un texto compartido.9 
  
                                            
9





En la actualidad existe un número significativo de patrones de diseño SOA, estos 
son soluciones comprobadas y estandarizadas a problemas que se presentan con 
frecuencia a lo largo del proyecto, por lo que para un arquitecto o ingeniero de 
software es difícil evaluar todos y cada uno de ellos, así mismo, puede conocer 
algunos patrones e implementar aquellos que a lo largo de su experiencia ha 
aplicado exitosamente, dejando de lado otras soluciones que pueden ajustarse 
mejor a las necesidades del proyecto. La presente investigación proyectiva tiene 
como objetivo brindar a arquitectos e ingenieros de software, un recurso que 
facilite el proceso de toma de decisiones en la elección de patrones de diseño de 
una arquitectura orientada a Servicios (SOA). Teniendo en cuenta que en el ciclo 
de vida del software existe una etapa de diseño donde se presentan 
inconvenientes a nivel de arquitectura, se realizó un estudio mediante el cual se 
identificaron alrededor de once problemas recurrentes  a los que un arquitecto o 
ingeniero de software se puede enfrentar en la etapa de diseño de una SOA. En la 
presente investigación se realiza un análisis de los patrones que pueden 
solucionar estos problemas recurrentes identificados, diseñando así, un modelo de 
toma de decisiones racional que permita evidenciar las características, bondades y 
efectos específicos de cada patrón. El producto de la investigación consiste en la 
elaboración de una wiki de patrones de diseño donde se encuentran los patrones, 
los problemas y el proceso de toma de decisiones de forma tal que toda esta 
información se encuentre disponible para su consulta. La validación de este 
producto se realizó bajo el modelo de aceptación tecnológica TAM que mide el 
nivel de aceptación tanto del modelo de toma de decisiones como de la wiki, 
obteniendo así un resultado favorable de acuerdo a la opinión de los arquitectos e 






En la actualidad, son muchas las empresas que se han sumado a la 
implementación de una Arquitectura Orientada a Servicios (SOA), ya que ésta no 
sólo brinda una infraestructura tecnológica, sino que también, es un modelo 
arquitectónico que define un conjunto de principios, modelos y criterios para la 
implementación de servicios10. Uno de los principales objetivos de una SOA es 
lograr la interoperabilidad entre los sistemas y aplicaciones que hagan parte de la 
compañía, de tal forma que se acoplen los servicios y los objetivos del negocio. 
Sin embargo, muchos de los arquitectos e ingenieros de software a cargo del 
diseño de un proyecto de gran magnitud, pueden tener ciertos vacíos e 
inconvenientes a la hora de elegir e implementar los patrones más adecuados 
para solucionar los problemas de diseño que se presentan en un proyecto SOA. 
Esto, no sólo se debe a que conocen un cierto número de patrones y prefieren 
implementar únicamente los que han aplicado a lo largo de su experiencia, sino 
también, a que el catálogo es muy grande, ya que existen alrededor de 90 
patrones de diseño SOA definidos dentro del marco de referencia propuesto por 
Thomas Erl11, de igual manera para un ingeniero o arquitecto es complejo 
conocer, recordar y/o consultarlos en su totalidad para tenerlos en cuenta al 
momento de definir el diseño del proyecto. Es por esta razón, que se planteó un 
estudio el cual tuvo como objetivo observar el estado del uso de patrones de 
diseño SOA en la industria del software y como resultado de este, se definió un 
grupo de problemas recurrentes en una Arquitectura Orientada a Servicios, donde 
dichos problemas fueron definidos y detallados por arquitectos e ingenieros en 
SOA conocedores del tema. 
A partir de los problemas recurrentes identificados en la etapa inicial de la 
investigación, se realizó el análisis de los patrones que solucionan tales 
                                            
10
 IBM. Arquitectura orientada a servicios (SOA): simplemente, un buen diseño [Online]. Disponible 
en: <http://www-01.ibm.com/software/co/solutions/soa/> 
11
 ERL, Thomas. SOA Patterns. Design patterns (alphabetical) [Online]. Arcitura Education Inc. 
2014. Disponible en: <http://www.soapatterns.org/> 
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inconvenientes, identificando las características, ventajas, desventajas, bondades 
y restricciones de cada patrón, de modo que, los profesionales involucrados en el 
diseño de una SOA cuenten con los parámetros, lineamientos y la información 
suficiente para elegir los patrones más adecuados de acuerdo con los objetivos 
del proyecto. 
Toda esta información se centraliza en una wiki, facilitando la toma de decisiones 
y brindando comodidad en el acceso a la información. Obteniendo como resultado 
la reducción de tiempos y costos, beneficiando así, el desarrollo del proyecto y por 
ende a la empresa. 
En el presente documento usted puede encontrar dentro del capítulo del marco 
referencial, toda la fundamentación teórica de la investigación, la descripción de la 
metodología en el capítulo de estrategia de solución, el producto de la 
investigación en el capítulo de Implementación, los resultados de la misma en el 
capítulo de análisis de resultados y por último las conclusiones del presente 
proyecto en el capítulo de conclusiones.  
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1. PLANTEAMIENTO DEL PROBLEMA 
 
 
1.1 DEFINICIÓN DEL PROBLEMA 
Actualmente muchas empresas a nivel nacional e internacional están adoptando 
arquitecturas orientadas a servicios, según la gran empresa de tecnología 
Gartner12, una SOA es un paradigma de diseño y una disciplina que ayuda a 
satisfacer las demandas tecnológicas de las empresas. Algunas organizaciones se 
dan cuenta de los beneficios significativos del uso de una SOA los cuales incluyen 
reducción de tiempo, menores costos, una mejor consistencia de las aplicaciones 
y una mayor agilidad. SOA reduce la redundancia y aumenta la facilidad de uso, 
mantenimiento y valor. Esto produce sistemas interoperables y modulares que son 
más fáciles de usar y mantener a través del tiempo. 
 
Una organización que decide aplicar SOA en sus proyectos, cuenta con la 
facilidad de integración de tecnologías diferentes junto con la reutilización de 
infraestructura y aplicaciones, donde aplicativos legados ya existentes se pueden 
reusar y crear un sistema más eficiente, que cuente con un enfoque mayor al 
objetivo del negocio. Estos beneficios son indispensables para una compañía, el 
desafío ahora es implementar una SOA en una empresa de la mejor forma, de tal 
manera que una empresa cumpla a cabalidad sus objetivos y además de ello los 
ingenieros a cargo de la implementación tengan clara la metodología y el diseño 
del mismo.  
Para lograr implementar una SOA de la mejor calidad, existe un conjunto de 
patrones de diseño los cuales según Microsoft: “Son formas de describir las 
mejores prácticas, diseños probados, y capturar las experiencias pasadas de 
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forma que otros puedan aprender de estas experiencias y solucionar los 
respectivos problemas de diseño que se presenten.”13  
 
Estos patrones se encuentran clasificados en categorías según Erl. Tabla 1. 
 
Tabla 1. Categorías de patrones de diseño SOA 
CATEGORÍAS 
Inventario fundacionales Encapsulación del legado 
Inventario de capa lógica Gobernabilidad de servicios 
Centralización de inventarios Capacidad de composición 
Implementación de inventarios Mensajería de servicios 
Gobernabilidad de inventarios Implementación de composiciones 
Fundamentación de servicios Seguridad en la interacción de servicios 
Implementación de servicios Transformación 
Diseño del contrato de servicios REST 
Seguridad de servicios  
Fuente: ERL, Thomas. SOA Patterns. Design patterns by category [Online]. 
Arcitura Education Inc. 2014. Disponible en: http://www.soapatterns.org/ 
 
Actualmente, en la industria del software se puede evidenciar según  un grupo de 
entrevistas realizadas (Véase anexo A) que a pesar de existir una gran cantidad 
de patrones de diseño, aquellos que los ingenieros y arquitectos utilizan en dichas 
implementaciones son muy pocos y por lo general siempre implementan los 
mismos de acuerdo a su experiencia sin tenerse la certeza de que sean los más 
apropiados para el proyecto, asimismo, es posible que los ingenieros no tengan 
conocimiento de patrones de diseño, sino que creen y planteen soluciones a 
problemas ya existentes que fácilmente pueden ser solucionados mediante los 
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 EVDEMON, John. Principles of Service Design: Service Patterns and Anti-Patterns [Online]. 




patrones de diseño. También, es común que dentro de una organización no se 
dedique un determinado tiempo a la etapa de diseño para definir los patrones, sino 
que estos se van implementando según las necesidades que vayan surgiendo en 
el desarrollo para ahorrar tiempos y costos.  
Igualmente, el catálogo de patrones es muy grande, ya que existen alrededor de 
90 patrones de diseño SOA definidos dentro del marco de referencia propuesto 
por Thomas Erl14, es por ello que para un ingeniero o arquitecto puede ser 
complejo conocer, recordar y/o consultarlos en su totalidad para tenerlos en 
cuenta al momento de definir el diseño del proyecto.  
 
1.2  JUSTIFICACIÓN 
 
Teniendo en cuenta el problema planteado, surge la necesidad de realizar un 
estudio que permita tener una visión clara de cuál es el estado de la industria del 
software en cuanto a patrones de diseño SOA,  y generando a partir de allí una 
propuesta que permita a los ingenieros y arquitectos de software seleccionar 
fácilmente los patrones apropiados para un determinado proyecto ya que muchos 
de ellos no tienen un conocimiento profundo acerca de los patrones de diseño y su 
respectiva selección e implementación. Esto puede acarrear problemas durante la 
implementación del proyecto y generar un producto de baja calidad.  
El recurso que se brindará permitirá que a los ingenieros de software con 
experiencia o sin ella en el ámbito de SOA se les facilite el proceso de  toma de 
decisiones en cuanto a la elección de los patrones que se usarán en una 
implementación SOA y que puedan hacer un uso correcto de los patrones de 
diseño con el fin de que dicho proyecto tenga un resultado óptimo y eficiente de 
acuerdo a los objetivos planteados. 
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 ERL, Thomas. SOA Patterns. Design patterns by category [Online]. Arcitura Education Inc. 2014. 




1.3.1 General. Brindar al arquitecto o ingeniero de software un recurso que 
facilite el  proceso de toma de decisiones en la elección de patrones de diseño 
SOA, con los cuales se tendrá la certeza de que independientemente de la idea de 
negocio de la organización, se cumplirán los objetivos planteados para el proyecto, 
y se realizará bajo buenas prácticas. 
 
1.3.2 Específicos 
 Realizar un estudio que permita identificar los problemas recurrentes y el 
estado actual del uso de patrones en la etapa de diseño, de acuerdo a 
información brindada por Ingenieros con experiencia en la implementación de 
proyectos con arquitecturas orientadas a servicios. 
 Diseñar y definir un modelo de toma de decisiones para cada uno de los 
problemas identificados como los más comunes al momento de implementar 
un proyecto SOA, tomando como parámetros las características, bondades, 
restricciones, y efectos del patrón que soluciona el problema correspondiente. 
 Identificar las características de los patrones de diseño SOA, usados como 
solución a los problemas que se presentan de forma frecuente en la 
implementación de arquitecturas orientadas a servicios, tomando como marco 
de referencia los patrones propuestos por Thomas Erl, con el fin de determinar 
en qué aspectos favorece, limita e impacta cada patrón al proyecto en el que 
se desee implementar. 
 
1.4  ALCANCE 
Para este proyecto de investigación se plantea tener un modelo de toma de 
decisiones, el cual abarca un conjunto de problemas recurrentes de diseño, 
obtenidos mediante entrevistas a ingenieros con experiencia en SOA y 
complementados con los problemas que solucionan los patrones sugeridos por 
empresas como Oracle e IBM. Cada uno de los problemas será solucionado por 
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un grupo de patrones de diseño de los propuestos por Thomas Erl (considerado 
padre de la SOA por sus numerosos aportes). El análisis que se realiza a cada 
problema abarca la revisión de todos los patrones propuestos por Erl, obteniendo 
así, un grupo reducido y específico para cada problema. 
El resultado podrá ser usado por arquitectos e ingenieros de software con o sin 
experiencia en SOA. 
 
1.5 LÍMITES 
Esta investigación se centrará en brindar insumos (árboles de decisión) que 
faciliten la toma de decisiones, estos se limitan a unos criterios de valoración, los 
cuales son las ventajas y desventajas de cada patrón, características tanto 
funcionales como no funcionales las cuales son brindadas por Thomas Erl, 
facilitando así la elección de los patrones de diseño SOA. Estos serán planteados 
bajo condiciones ideales, para cualquier tipo de herramienta, permitiéndole así a 
cualquier arquitecto o ingeniero de software conocer los lineamientos para 




2. MARCO TEORICO 
 
 
2.1 ARQUITECTURA EMPRESARIAL 
Dentro de la comunidad de sistemas y tecnología el término arquitectura ha estado 
presente desde hace muchos años. El IEEE define arquitectura como: “La 
organización fundamental de un sistema, expresado en sus componentes, las 
relaciones entre cada uno y el ambiente, y los principios que controlan su diseño y 
evolución”.15 Así como un arquitecto de estructuras no puede concebir una 
construcción sin tener una arquitectura documentada y diseñada, los 
desarrolladores de software no deberían iniciar la implementación de un sistema 
sin tener un plan detallado y documentado en diferentes blueprints16. 
Cada vez son más las empresas que implementan arquitecturas para planear y 
administrar sus recursos tecnológicos, es por ello, que cada vez más compañías 
adhieren una arquitectura empresarial a su organización de tal forma que la 
tecnología, la estrategia y la organización se alineen. 
El término Arquitectura Empresarial tuvo origen en 1987 mediante un artículo 
publicado por J. Zachman en el diario IBM Systems, el cual fue titulado “Un marco 
para la arquitectura de sistemas de información.”17 En ese artículo, según 
Zachman “El éxito del negocio y los costos que ello conlleva dependen cada vez 
más de sus sistemas de información, los cuales requieren de un enfoque y una 
disciplina para la gestión de los mismos”18. 
                                            
15
 INTERNATIONAL ORGANIZATION FOR STANDARDIZATION y INSTITUTE OF ELECTRICAL 
AND ELECTRONICS ENGINEERS, INC. Systems and software engineering - Architecture 
description. ISO/IEC/IEEE 42010. Suiza: ISO/IEEE. 2011. 
16
 HARMON, Paul. Developing an Enterprise Architecture. En: Business Process Trends. Enero, 
2003. Disponible en: 
<http://www.bptrends.com/publicationfiles/Enterprise%20Architecture%20Whitepaper-1-23-03.pdf>. 
17
 ZACHMAN, John. A framework for Information Systems Architecture. En: The IBM Systems 
Journal vol. 26, no. 3. 1987.    
18
 Ibíd, p. 454.    
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Son múltiples los beneficios para una compañía al implementar una arquitectura 
empresarial, entre ellos están19: 
 Alineamiento, asegurándose que la realidad implementada de la organización 
está alineada con la intención de la administración. 
 Integración, al darnos cuenta de que las reglas del negocio son consistentes a 
través de toda la organización, que las interfaces y los flujos de información 
están estandarizados y que la conectividad e interoperabilidad son manejadas 
a través de toda la organización. 
 Cambio, facilitando y administrando cualquier aspecto de la organización. 
 Tiempo de liberación, reduciendo el tiempo de desarrollo de sistemas, la 
generación de aplicaciones, los ciclos de modernización y los requerimientos 
de recursos. 
 Convergencia, luchando por un portafolio de productos de TI. 
“Una Arquitectura Empresarial le da una visibilidad mayor a los proyectos de SOA 
a través del alcance del análisis y el diseño de las soluciones en el marco general 
de la arquitectura así como por medio de los modelos para el análisis de impacto y 
el planeamiento de la integración con el resto de soluciones”20. 
 
2.2 ARQUITECTURA ORIENTADA A SERVICIOS 
Ante la necesidad que han tenido las organizaciones a través del tiempo, de 
acceder fácilmente a la información, se diseñaban inicialmente soluciones 
diferentes que resolvían un problema específico, de manera que dichas 
organizaciones tenían varias soluciones que trabajaban de forma independiente 
para realizar dichas tareas, lo cual era ineficiente y poco práctico, así, se evidencia 
la necesidad de tener fácil acceso a la información, interoperabilidad y  unificación 
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 PORRAS, Gerardo. Arquitectura Empresarial. Club de Investigación Tecnológica. Costa Rica: 
Rho-Sigma S.A. p. 4. 2008. 
20
 Ibíd., p. 20 
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de plataformas. Partiendo de estas necesidades surge la arquitectura orientada a 
servicios (SOA) como un marco de trabajo conceptual que permite a las 
organizaciones unir los objetivos de negocio con la infraestructura de TI integrando 
los datos y la lógica de negocio de sus sistemas separados. 
Según la empresa de Tecnología Accenture21, Una arquitectura SOA permite a las 
empresas satisfacer las necesidades cambiantes de las organizaciones, mediante 
la implementación de procesos de negocio que utilizan los servicios 
proporcionados por los sistemas actuales. La arquitectura garantiza la 
interoperabilidad de los sistemas, a pesar de ser construidos en diferentes 
momentos, con diferentes tecnologías, plataformas y niveles de servicio además 
de estar en diferentes ciclos. Estrategias de integración anteriores entran en 
conflicto con estas realidades, pero ahora la arquitectura SOA ofrece un modo de 
enfrentarse mejor a las mismas y aumentar los niveles de agilidad y flexibilidad. 
Con el fin de ampliar lo anteriormente mencionado es necesario remitirse al 
trabajo de investigación realizado por los estudiantes del semillero de SOA de la 
Universidad Piloto de Colombia, principalmente a Laura García con su trabajo 
“MARCO REFERENCIAL PARA EL ANÁLISIS  Y PLANEACIÓN  EN LA 
CONSTRUCCIÓN DE UN SISTEMA ORIENTADO A SERVICIOS (SOA)”22; y a 
Diego Cárdenas y María Victoria Guevara con el proyecto “MARCO DE 
REFERENCIA PARA EL DISEÑO DE SOLUCIONES SOA BASADO EN 
PRÁCTICAS RECOMENDADAS POR LA INDUSTRIA, AUTORES Y 
ORGANIZACIONES PARA LA FORMULACIÓN DE UNA TÉCNICA EN 
MODELADO DE SISTEMAS ORIENTADOS A SERVICIOS PARA ARQUITECTOS 
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 ACCENTURE LIMITADA. Arquitectura Orientada a Servicios (SOA). Centro de Alto Rendimiento 
Accenture (CAR). 2008. 
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EN SOFTWARE”23, que constituyen parte conceptual previa importante para la 
presente investigación. 
 
2.2.1 Arquitectura de software y SOA.  En el proceso de diseño de un sistema, 
definir una arquitectura de software es de vital importancia, debido a que es a 
grandes rasgos, “una vista del sistema que incluye los componentes principales 
del mismo, la conducta de esos componentes según se la percibe desde el resto 
del mismo y las formas en que los componentes interactúan y se coordinan para 
alcanzar la misión del sistema”24, existen diferentes tipos de arquitecturas de 
software que le permiten a un arquitecto obtener un sistema íntegro donde su 
estilo y estructura dependen de los requerimientos no funcionales que deben ser 
contemplados en el momento de elegir y diseñar la arquitectura del sistema, así 
según Sommerville25, el rendimiento, protección, seguridad, disponibilidad y 
mantenibilidad adecuadamente diseñados, permiten obtener un sistema óptimo y 
eficiente. 
De esta manera se puede observar que en el momento de implementar una 
arquitectura es necesario evaluar los objetivos, características y requerimientos 
del sistema que se quiere diseñar, de esta manera se aplica una SOA cuando es 
necesario definir soluciones a requerimientos de negocio por medio de servicios, 
dando pautas de diseño, donde algunos de sus principales objetivos son la 
interoperabilidad y gobernabilidad. Esto quiere decir que los sistemas de 
información pueden interactuar entre sí independientemente de la aplicación a la 
que pertenezcan y cumplir ciertas normas mediante las cuales una organización 
puede controlar y regular el funcionamiento de los mismos para evitar conflictos.   
                                            
23
 CARDENAS, Diego y GUEVARA, María Victoria. Marco de referencia para el diseño de 
soluciones SOA basado en prácticas recomendadas por la industria, autores y organizaciones para 
la formulación de una técnica en modelado de sistemas orientados a servicios para arquitectos en 
software. Trabajo de grado Ingeniero de Sistemas. Bogotá D.C.: Universidad Piloto de Colombia. 
Facultad de Ingeniería. Programa de Ingeniería de Sistemas, 2014. 
24
 IEEE. Recommended Practice for Architectural Description for Software-Intensive Systems, IEEE 
Standard 1471-2000, 2000. 
25
 SOMMERVILLE, Ian. Diseño Arquitectónico, Ingeniería del software.  Madrid: 7ma. Ed. Pearson 
Educación. S.A. 2005. 
37 
 
Dado que SOA es una de las tantas arquitecturas existentes, es de suponer que 
igual que éstas, tiene unos patrones de diseño definidos para dar soluciones a 
problemas específicos, indispensables en cualquier implementación de software. 
Tales patrones han tenido origen e influencias en arquitecturas pasadas de las 
cuales SOA se deriva. A continuación se comentarán los principios de diseño 
propuestos por Thomas Erl. 
  
2.2.2 Característica de diseño. Según Erl, Es simplemente un atributo o 
cualidad. Un sistema de negocio automatizado podrá tener numerosas 
características de diseño únicas, que serán establecidas durante la etapa de 
diseño. La orientación a servicios se enfatiza en la definición específica de las 
características de diseño mientras se atenúan otras. Una solución lógica no 
depende de si tiene o no ciertas características, sino qué característica puede o 
debe ser realizada. Cada sistema puede tener características únicas propias, sin 
embargo, el objetivo es encontrar similitudes para brindar soluciones iguales26. 
 
2.2.2.1 Principio de diseño. Según Thomas Erl, Un principio es una 
práctica generalizada aceptada por la industria. Propone un medio para lograr 
soluciones basadas en experiencias pasadas o en la aceptación de toda la 
industria. Cuando se empiezan a construir soluciones, un principio de diseño 
representa una guía altamente recomendada para conformar soluciones lógicas 
en cierto camino y con ciertos objetivos en mente27. 
Existen ocho principios fundamentales que un servicio debe tener:  
 Bajo acoplamiento.  Según Erl, Una de las formas para entender el 
acoplamiento es relacionándolo con la dependencia, esto quiere decir que el nivel 
de acoplamiento de un servicio o una solución deriva de cuántos otros es 
dependiente. Para que un servicio o un proceso sea eficiente, es conveniente que 
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 ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 2008. 608 p 27. 
27
 Ibíd., p. 28. 
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no dependa de ningún otro, o que si lo hace, sea en un nivel mínimo. Si se 
consigue ese bajo acoplamiento, los servicios podrán ser reutilizables28. La figura 
1 representa un servicio que pierde acoplamiento en una solución. 
El alcance de este principio afecta tanto el diseño del servicio como la relación que 
tiene con los programas que lo consumen.  
 
Figura 1. Bajo acoplamiento 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 164. 
 
Donde más fuertemente se ve el acoplamiento es en la relación entre el contrato 
del servicio y la lógica del mismo. El contrato puede estar acoplado a la lógica y 
también, la lógica del servicio al contrato. 
El acoplamiento de servicios enfatiza una reducción de dependencias internas y 
externas, que termina apoyando y afectando diferentes aspectos de otros 
principios como se muestra en la Figura 2. 
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 Contrato de servicio estandarizado. Como define Thomas Erl, Cuando un 
servicio se implementa como servicio web, se debe agregar un contrato 
explícitamente declarado, donde se encuentren especificaciones29 como: 
 Nombre de servicio 
 Forma de accesos 
 Funcionalidades que ofrece 
 Descripción de los datos de entrada de cada funcionalidad que ofrece. 
 Descripción de los datos de salida de cada funcionalidad que ofrece. 
 
Figura 2. Dependencias e impactos del principio Bajo acoplamiento. 
 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 198. 
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 Ibíd., p. 126. 
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Cada contrato puede estar comprendido por documentos de descripción del 
servicio como: Definición del WSDL, XML esquema, WS-Policy. 
 
Un contrato de servicio puede estar comprendido por uno o más documentos de 
descripción técnica diseñados para el consumo en tiempo de ejecución. Sin 
embargo, existen casos en los que documentos no técnicos son requeridos 
también para complementar los detalles técnicos. En la Figura 3 se muestran los 
posibles documentos de descripción de un servicio. 
 
Figura 3. Contrato de servicios estandarizados. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 127. 
 
La aplicación de este principio tiene efectos en los demás. La manera en la cual 
los contratos de los servicios son diseñados afecta directamente el grado en el 
cual algunos de los más importantes principios de orientación a servicios pueden 




Figura 4. Dependencias e impactos del principio Contrato de servicios 
estandarizados. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 145. 
 
 Abstracción de servicio.  Según Erl: El principio de abstracción permite 
ocultar información no requerida acerca de un programa sin que se afecte el uso 
efectivo del mismo30. 
De esta forma se tendrá un paquete interno donde estará toda la información 
técnica y de negocio del servicio, y al consumidor se expondrá un contrato con la 
mínima cantidad de información necesaria para que este funcione correctamente y 
no se pierdan los objetivos de negocio. Este principio se ve representado en la 
Figura 5. 
Entre mayor información haya en el contrato, más acoplamiento existe entre este y 
el consumidor, y esto impide el reúso de los servicios. Una de las principales 
razones por las cuales es conveniente ocultar alguna información es facultar al 
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 Ibíd., p. 213. 
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propietario del servicio con la libertad de evolucionar la implementación según se 
requiera. Además de influenciar directamente a los principios de estandarización 
de contratos y bajo acoplamiento, la abstracción de servicios forma la aplicación 
de otros servicios y evita que se publique información innecesaria de los mismos, 
como se muestra en la figura 6. 
 
Figura 5. Abstracción de servicios. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 213. 
 
Figura 6. Dependencias e impactos del principio Abstracción de servicios. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 240. 
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 Reusabilidad del servicio. Para Thomas Erl, La reutilización es el principal 
objetivo de una SOA. Un servicio debe ser explotado al máximo de tal manera que 
sea posible su uso en diferentes contextos y pueda cumplir diferentes objetivos. 
De esta manera los servicios podrán ser reusables dentro de la  misma aplicación. 
Esto es beneficioso ya que cuando un servicio es útil para un único propósito, 
proveerá un valor, mientras si se reúsa, servirá para múltiples propósitos y de esta 
forma proveerá un mayor valor y por ende, será una inversión más atractiva31. 
Este principio es fundamental para la orientación a servicios y por lo tanto afecta a 
todos los otros principios en diversos grados: 
 
Figura 7. Dependencias e impactos del principio Servicios Reutilizables. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 279. 
 
 Autonomía de servicio.  Según Thomas Erl, Todo servicio debe tener su 
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 Ibíd., p. 254. 
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propio entorno de ejecución. La autonomía enlaza lo que hay en el diseño con lo 
que hay bajo el contrato del servicio.  
Esta autonomía representa la capacidad de auto gobierno del servicio. Para los 
servicios, la autonomía es una cualidad que representa la capacidad de llevar a 
cabo el núcleo de su lógica de forma independiente. Dos beneficios para elevar la 
autonomía dentro de un software son principalmente para aumentar su fiabilidad y 
previsibilidad del comportamiento32. 
Mediante el establecimiento de niveles significativos de Autonomía de servicios, se 
soportan otros principios como se explica en la figura 8. 
 
Figura 8. Dependencias e impactos del principio Autonomía de servicio. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 315. 
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 Capacidad de descubrimiento del servicio.  Según Erl, Todo servicio debe 
tener la capacidad de ser descubierto para que de esta manera, pueda ser 
utilizado y encontrado fácilmente, de tal forma que no se dupliquen servicios que 
ofrecen la misma funcionalidad33. 
El descubrimiento requiere: 
 Un medio de comunicación consistente acerca de recursos (meta información) 
que se quiere poner a disposición para ser descubiertos. 
 Metadatos para ser documentados claramente por aquellos que tengan las 
habilidades de comunicación adecuadas 
 Metadatos para ser almacenados de forma centralizada y mantenidos en un 
formato consistente. 
 Permitirnos el acceso a la información de metadatos a los que queremos hacer 
recursos disponibles para el descubrimiento. 
 La meta información para ser efectivamente buscada en respuesta de las 
búsquedas de criterios. 
 La meta información para ser claramente entendida por los que van a revisar 
los resultados de las consultas de descubrimiento. 
La aplicación de este principio infunde en las empresas la orientación a servicios 
con claridad y comunicación, por lo que puede apoyar y afectar otras partes de la 
orientación a servicios como se muestra en la figura 9. 
 
 Facilidad de composición.  Según Thomas Erl, muchos sistemas están 
comprendidos por archivos y componentes quienes en conjunto forman un 
proceso. Esto permite que sea menos complejo descomponerlo en unidades 
lógicas, de tal forma que se aprovechen al máximo, o se agrupen de una forma 
determinada para cada solución. 
Si un sistema es descompuesto, puede componerse de nuevo. Esto permite que 
en caso de tener un problema de gran tamaño, éste se descomponga en 
                                            
33
 Ibíd., p. 363. 
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pequeños problemas, de tal forma que se den soluciones lógicas por unidades y 
después a partir de ellas se forme un todo34. 
Figura 9. Dependencias e impactos del principio Descubrimiento del servicio. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 379. 
 
Según lo anterior, los servicios pueden ser soluciones unitarias genéricas donde 
pueden ser usados para construir servicios de mayor complejidad. Esto puede 
realizarse mediante orquestación (WS_BPEL) y coreografía de servicios (WS-
CDL). 
Cuando se aplica este principio las implicaciones en cuanto a automatización son 
muy claras. Una de estas es, el poder descomponer y brindar múltiples soluciones 
para luego unificarlas en un proceso, en vez de realizar un programa complejo y 
poco reutilizable, que además, no pueda evolucionar a través del tiempo. La 
relación de este principio con respecto a los demás se explica en la figura 10. 
 
                                            
34
 Ibíd., p. 388. 
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Figura 10. Dependencias e impactos del principio Composición de servicios. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 412. 
 
Los servicios sin estado existen principalmente para incrementar la escalabilidad 
en soporte del alto reúso de los servicios, pero esta implementación está atada a 
un nivel de autonomía de servicio. Figura 11. 
Figura 11. Dependencias e impactos del principio Servicios sin estado. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 348. 
48 
 
Es importante resaltar cómo los principios no trabajan de una forma 
independiente, ellos en su conjunto permiten que el servicio creado sea lo más 
óptimo posible y cada principio aporta o apoya la aplicación de los demás.  Esta 
relación se puede evidenciar en la Figura 12 donde cada principio permite moldear 
el producto final. 
 
Figura 12. Interacción entre los principios de diseño. 
 
Fuente: ERL, Thomas. SOA Principles of Service Design. Indiana: Prentice Hall, 
2008. p. 113. 
 
2.2.2.2 Paradigma de diseño.  Según Erl, Es generalmente considerado 
como un enfoque de gobierno para el diseño de lógica de solución. Normalmente 
consiste en un grupo de reglas complementarias o principios que conjuntamente 
define el enfoque global representado por el paradigma. La orientación a objetos 
es un ejemplo clásico de paradigma, este provee un grupo de principios que dan 
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forma a la lógica de solución por componentes de cierta manera con el fin de 
cumplir con un grupo específico de objetivos35. 
 
2.2.2.3 Estándar de diseño.  Según Thomas Erl: Cada organización tiene 
objetivos estratégicos y entornos empresariales únicos. Los estándares de diseño 
son convenciones personalizadas para predeterminar consistentemente 
características de diseño de solución en soporte de objetivos organizacionales y 
optimizados para entornos empresariales específicos36. 
 
2.2.2.4 Mejor práctica.  Según Thomas Erl: Es considerada una técnica o 
enfoque para resolver o prevenir ciertos problemas. Es usualmente una práctica o 
técnica que se obtiene a partir de experiencias pasadas. Se diferencia de los 
principios de diseño dado que estos solamente se aplican en el diseño, mientras 
que una mejor práctica se puede emplear en múltiples ámbitos37. 
Cada una de las definiciones anteriores describe una pieza inteligente que  actúa 
como entrada dentro de un proceso de negocio. 
 
2.2.3 Patrones de diseño como base de las soluciones.  Un patrón se refiere a 
aquella cuestión o problemática que se repite constantemente en el tiempo, y 
sigue una secuencia predecible, de tal manera que cada una tiene semejanzas 
con las demás.  
Existen las siguientes definiciones para patrón de diseño: 
Christopher Alexander: “Cada patrón describe un problema que ocurre infinidad de 
veces en nuestro entorno, así como la solución al mismo, de tal modo que 
podemos utilizar esta solución un millón de veces más adelante sin tener que 
volver a pensarla otra vez.” 38 
                                            
35
 Ibíd., p. 29. 
36
 Ibíd., p. 32. 
37
 Ibíd., p. 34. 
38
 ALEXANDER, Crhistopher. A Pattern Language. Oxford University Press. 1977 
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Erich Gamma: “Un patrón de diseño es una descripción de clases y objetos 
comunicándose entre sí, adaptada para resolver un problema de diseño general 
en un contexto particular.” 39 
El término patrón de diseño se dio a conocer en 1979 por el arquitecto Christopher 
Alexander, donde en una publicación daba a conocer patrones para la 
construcción de edificaciones. Esto se plasmó en un volumen llamado “A Pattern 
Language”. Más tarde, en 1987 Ward Cunningham y Kent Beck, al notar el pobre 
entrenamiento de los desarrolladores adoptaron las ideas dada por Alexander, ya 
que notaron similitud en la arquitectura de construcciones y la arquitectura 
orientada a objetos. De esta manera desarrollaron cinco patrones y publicaron un 
artículo titulado “Using Pattern Languages for OO Programs”40. 
No obstante, hasta 1990 los patrones de diseño tomaron gran importancia, a partir 
del volumen publicado por el grupo Gang of Four compuesto por Erich Gamma, 
Richard Helm, Ralph Johnson y John Vlisides, donde publicaron 23 patrones de 
diseño comunes.  
Un patrón de diseño tiene cuatro elementos esenciales: 
 Nombre. Permite describir un problema de diseño, su solución y consecuencias 
en una palabra o dos. Permite tener un alto nivel de abstracción. 
 Problema. Describe cuándo aplicar un patrón, explica el problema de tal manera 
que denote la utilidad del patrón en una cuestión específica. 
 Solución. Define los elementos que preparan el diseño, sus responsabilidades, 
relaciones y colaboraciones. Dado que un patrón es una plantilla y puede ser 
aplicado en múltiples situaciones, esta parte no define soluciones para 
problemas particulares. En cambio, brinda una descripción abstracta de cómo la 
composición de elementos lo solucionan. 
 
 
                                            
39
 GAMMA, Erich. HELM, Richard. JOHNSON, Ralph. VLISSIDES, John. Design Patterns: 
Elements of Reusable Object-Oriented Software. Addison-Wesley. 1995. 
40
 BECK, Kent y CUNNINGHAM, Ward. Using Pattern Languages for Object-Oriented Programs. 
Technical Report No. CR-87-43. Septiembre, 1987. 
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2.2.4 Influencias históricas.  Muchos de los patrones de la SOA tienen orígenes 
e influencias de otras tecnologías y plataformas anteriores publicadas en 
catálogos de patrones. 
Tales patrones fueron influenciados por áreas como EAI (Integración de 
Aplicaciones Empresariales), orientación a objetos, arquitectura de aplicación 
empresarial y arquitectura de software, iniciando con el lenguaje de patrón original 
definido por Christopher Alexander. Él introdujo el concepto de patrones en cuanto 
a construcciones de edificaciones y áreas similares, donde documentó una 
colección de patrones en series predefinidas. 
Esto inspiró a la comunidad tecnológica a aplicar patrones en sus arquitecturas. 
En la figura 13 es posible notar la influencia de los patrones de diseño de 
Alexander en la industria de la tecnología y cómo todos estos grupos siguientes 
han aportado a la definición de los patrones de diseño SOA 
   
Figura 13. Patrones que han influenciado los patrones de diseño SOA 
 
Fuente: ERL, Thomas. SOAPatterns.org. SOA Design Patterns Historical 
Influences. [Online]. Disponible en: http://soapatterns.org/introduction 
 
2.2.4.1 Patrones orientados a objetos.  Cerca de 23 patrones se dieron a 
conocer en un catálogo publicado en el documento Design Patterns: Elements of 
Reusable Object-Oriented Software (Gamma, Helm, Johnson, Vlissides; Addison-
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Wesley, 1995). Esto contribuyó a la expansión del término, y a la orientación a 
servicios a considerarse como un enfoque de diseño de soluciones distribuidas. 
Algunos de aquellos patrones persisten en la orientación orientada a servicios. 
Ese es el caso de los siguientes patrones, quienes están relacionados: 
 
Tabla 2. Relación de patrones SOA con patrones orientados a Objetos 
SOA Orientación a objetos 
Capability Composition Composite 
Service Façade Façade 
Legacy Wrapper Adapter 
Metadata Centralization Lookup 
Non-Agnostic Context Mediator 
Decoupled Contract Bridge 
Fuente: GAMMA, Erich, et al. Design Patterns: Elements of Reusable 
Object-Oriented. Boston: Addison-Wesley Professional. 1998. 
La incorporación de estos patrones con la orientación a servicios es una de las 
evidencias que demuestra la relevancia que ha tenido la orientación a objetos en 
la evolución de la SOA. 
 
2.2.4.2 Patrones de Arquitectura de Aplicaciones Empresariales.  La 
computación distribuida ha brindado pautas para las soluciones de diseño. Esta 
arquitectura también brinda un grupo de patrones de diseño. Muchos de ellos 
nacen a partir de los conceptos dados por la arquitectura orientada a objetos. 
Algunos patrones de diseño SOA surgen a partir de los patrones de Arquitecturas 
de aplicaciones Empresariales como se muestra en la Tabla 3. 
 
Un catálogo de estos patrones se encuentra publicado en Patterns of Enterprise 
Application Architecture (Fowler, Addison-Wesley, 2003). Estudiando estos tipos 
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de influencias puede conducir a conocer revelaciones de cómo SOA evolucionó en 
un único modelo de arquitectura. 
Tabla 3. Patrones SOA y patrones de arquitectura de aplicaciones Empresariales. 
SOA 
Arquitectura de Aplicaciones 
Empresariales 
Service Encapsulation Gateway and Service Layer 
Decoupled Contract Separated Interface 
Service Façade Remote Façade 
Stateful Services Server Session State 
Partial State Deferral Lazy Load 
State Repository Database Session State 
Patterns of Enterprise Application Architecture (Fowler, Addison-Wesley, 
2003). 
 
2.3 ¿QUÉ ES UN PATRÓN DE DISEÑO SOA? 
En la fase de diseño de una arquitectura orientada a servicios (SOA) se resalta el 
uso de patrones de diseño para implementar un proyecto bajo buenas prácticas, 
es por ello que es necesario definir de qué se trata. Para Thomas Erl, “Un patrón 
de diseño es aquel que provee una solución probada a problemas comunes 
documentados individualmente en un formato consistente y usualmente como 
parte de una larga colección” 41.  
Dichas colecciones describen prácticas más adecuadas y eficientes, diseños 
comprobados y soluciones a problemas recurrentes que son resueltos por 
estrategias puntuales, de manera que se capturen experiencias pasadas, y así, se 
pueda aprender de ellas. Los patrones constituyen un enfoque eficaz que permite 
comprender con rapidez las directrices de diseño y los distintos contextos a los 
que se deben aplicar. 
                                            
41
 ERL, Thomas. SOA Design Patterns. Indiana: Prentice Hall. Ed 1. 2009. p. 783. 
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En el contexto de la fase de diseño, es preciso resaltar y enumerar algunos 
términos relacionados con los patrones de diseño.  
 
2.3.1 Beneficios del uso de patrones. En la investigación realizada por Gerardo 
Porras42 se sintetizan los beneficios más reiterados del uso de patrones: 
 Mejora la comunicación entre grupos de ingenieros de software. Los patrones 
permiten manejar un lenguaje común, de forma que es posible resolver 
problemas de diseño colaborativamente. 
 Facilita un mejor manejo de la complejidad en el diseño. Los patrones de 
diseño hacen que un sistema se vea menos complejo mediante la abstracción 
que ofrecen. 
 Facilita el diseño colaborativo. Gracias a los dos beneficios anteriores la 
resolución de problemas de forma colaborativa se ve facilitada. 
 Facilita el aprendizaje de uso apropiado de frameworks. Los patrones 
promueven buenas prácticas en el uso de tecnologías. 
 Orienta la verificación como parte del control de calidad. Una actividad de 
orientación del control de calidad podría realizarse mediante patrones de 
diseño. 
 Facilita la sistematización de conocimiento de diseño y de resolución de 
problemas 
 Facilita la adquisición de conocimientos sobre diseño y técnicas de resolución 
de problemas 
 
2.3.2 Patrones y Principios de diseño. Para entender la diferencia entre los 
patrones y principios de diseño es necesario resaltar la relación estrecha que 
existe entre ellos, es fácil confundir su significado, sin embargo, cada uno tiene 
una tarea específica que le permite realizar una función determinada y 
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complementaria. Así, mientras los principios de diseño aplican colectivamente una 
solución lógica con el fin de darle forma, de tal manera que fomenta las 
características de diseño clave que apoyan los objetivos estratégicos asociados a 
la computación orientada a servicios, los “patrones de diseño proporcionan 
soluciones a los problemas comunes encontrados en la aplicación de los principios 
y cuando se diseña el establecimiento de un entorno adecuado para implementar 
la lógica diseñada de acuerdo con los principios de orientación a servicios”.43 
En muchos aspectos, los principios de diseño y los patrones son iguales. Ambos 
proporcionan una guía de diseño para ayudar a alcanzar los objetivos estratégicos 
generales. De hecho, no sería descabellado pensar en los ocho principios de 
orientación a servicios como patrones súper. 
 
2.3.3 Lenguaje de patrón.  Es un grupo de patrones relacionados que actúan 
como bloques de construcción que juntos pueden crear secuencias de patrones. 
La secuencia de patrones está basada en la granularidad de estos. En los 
lenguajes de patrón, la forma en la que son organizados dentro de la secuencia 
puede ser limitada según como son aplicados dentro del grupo. 
 
2.3.4 Catálogo de patrones de diseño.  Es simplemente una colección de 
patrones relacionados documentados conjuntamente. Thomas Erl, el padre de 
SOA, plantea un catálogo de patrones, el cual es una recopilación de nuevos 
patrones, varios patrones existentes que necesitan ser mejor documentados y 
patrones que ya fueron documentados anteriormente en otros catálogos y que son 
mostrados de forma similar44.   
De acuerdo con esta selección, Erl enuncia en su catálogo alrededor de 90 
patrones, que inicialmente son agrupados por su funcionalidad, así, encontramos 
                                            
43
 ERL, SOA Design Patterns, Op. cit. p. 87. 
44
 Ibid., p. 783. 
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dos grupos principales que necesitan el soporte de estándares de diseño: 
patrones canónicos y de centralización45. Estos patrones se agrupan por las 
cualidades que tienen en común pero no constituyen una categoría formal ni 
pertenecen a la misma categoría. 
 
2.3.4.1 Los patrones canónicos. Enuncian que la mejor solución para un 
problema particular es la implementación de un standard de diseño. La aplicación 
exitosa de este tipo de patrón se traduce en una convención canónica que 
garantiza el diseño coherente entre las diferentes partes de un inventario o 
solución. 
2.3.4.2 Patrones de Centralización. Cuando se habla de centralización se 
habla de limitar las opciones de algo a uno. La aplicación de este concepto dentro 
de las piezas clave de una arquitectura orientada a servicios establece la 
coherencia y fomenta la estandarización y la reutilización y, en última instancia, la 
interconectividad nativa. 
 Logic Centralization  
 Metadata Centralization 
 Process Centralization  
 Rules Centralization  
 Schema Centralization  
 Contract Centralization 




Los patrones de diseño de software son importantes ya que proporcionan 
soluciones a problemas comunes de la arquitectura, de tal forma que un proyecto 
se implemente y como resultado se obtenga un producto con una mayor calidad. 
                                            
45
 Ibid., p. 791, 792,793, 794. 
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Dentro de las ventajas de la implementación de patrones de diseño SOA se 
encuentran las siguientes46: 
 Representan soluciones probadas en el campo para los problemas comunes 
de diseño 
 Organizan la inteligencia del diseño en un formato "referenciable" y 
normalizada 
 Generalmente son repetibles por la mayoría de los profesionales de TI que 
participan en el diseño 
 Se pueden utilizar para garantizar la coherencia en cómo los sistemas están 
diseñados y construidos 
 Pueden convertirse en la base de las normas de diseño 
 Suelen ser flexibles y opcional (y documentar abiertamente los impactos de su 
aplicación e incluso sugerir enfoques alternativos) 
 Se pueden utilizar como medios de enseñanza mediante la documentación de 
aspectos específicos de diseño del sistema (independientemente de si se 
aplican) 
 En ciertas ocasiones pueden ser empleados antes y después de la aplicación 
en un sistema. 
 Se pueden apoyar a través de la aplicación de otros patrones de diseño que 
son parte de la misma colección. 
 Enriquecen el vocabulario de un campo de TI dado, porque a cada patrón se le 
da un nombre significativo. 
 
Por otra parte, debido a que las soluciones aportadas por los patrones de diseño 
son probados, su aplicación sistemática tiende a mejorar naturalmente la calidad 
de los diseños de sistemas. 
 
                                            
46
 BERNÁ, José Vicente. Modelado de sistemas robóticos basado en servicios e Inspirado en el 
Funcionamiento y Organización del sistema Neurorregulador en los humanos. Tesis Doctoral. 
España: Universidad de Alicante. Departamento de tecnología informática y computación, 2011. 
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2.5 GRANULARIDAD DE DISEÑO  
Los patrones de diseño se encuentran estrechamente relacionados con la 
“Granularidad de Diseño” así es necesario contemplar los siguientes conceptos: 
 
2.5.1 Granularidad de Servicio.  La cantidad global de funcionalidad 
encapsulada por un servicio determina la granularidad de servicio. Granularidad 
del servicio está determinado por su contexto funcional, que se establece por lo 
general durante la fase de modelado de servicios. 
2.5.2 Capacidad de Granularidad. La cantidad de funcionalidad encapsulada 
por una capacidad de servicio específico determina el nivel de granularidad 
capacidad correspondiente. 
2.5.3 Granularidad de Datos. La cantidad de datos intercambiados por una 
capacidad de servicio específica determina el nivel de su granularidad de datos. 
2.5.4 Restricción de Granularidad. El alcance de la validación detalle lógica 
definida para una capacidad de servicio determinado en el contrato de servicio 
determina el nivel de la capacidad de granularidad restricción. En general, cuanto 
más específico de las limitaciones y más grande es la cantidad de restricciones, la 






3.1 ESTRATEGIA DE SOLUCIÓN 
De acuerdo con el planteamiento del problema y con el fin de lograr el correcto 
desarrollo de la presente investigación, se decidió definir el proyecto bajo los 
parámetros de una investigación proyectiva, que según Hurtado “consiste en la 
elaboración de una propuesta o de un modelo, como solución a un problema o 
necesidad de tipo práctico, ya sea de un grupo social, o de una institución, en un 
área particular del conocimiento, a partir de un diagnóstico preciso de las 
necesidades del momento, los procesos explicativos o generadores involucrados y 
las tendencias futuras”47. Esta metodología se ciñe a las fases de un ciclo 
holístico, que tiene como objetivo diseñar o crear respuestas dirigidas a resolver 
determinadas situaciones mediante una serie de fases como se observa en la 
figura 1448. 
Figura 14. Círculo holístico de la investigación 
 
                                            
47
 HURTADO DE BARRERA, Jackeline. Metodología de la investigación: Guía para la comprensión 
holística. 4 Ed. Caracas: Sypal. 2000. p 325. 
48
 Ibíd., p. 121. 
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Fuente: Metodología de la investigación: Guía para la comprensión holística. 
Jackeline Hurtado de Barrera. 
Dado que la presente investigación tendrá como fin realizar un análisis del uso de 
patrones de diseño SOA  en la industria actual, utilizando como técnica de 
investigación, una entrevista, la cual permite obtener un panorama actual del uso 
de patrones en la industria del software, identificando qué patrones se usan, las 
circunstancias bajo las cuales se implementan y los problemas más comunes a los 
que se enfrentan los arquitectos e ingenieros entrevistados.  
Partiendo de los problemas identificados en el estudio y realizando una revisión de 
los patrones de diseño más significativos en la industria, se procederá a realizar 
una propuesta que presente los problemas recurrentes en el diseño de una SOA, y 
los respectivos patrones que brindan solución a cada uno de ellos, de tal forma 
que el arquitecto o ingeniero de software cuente con un modelo de toma de 
decisiones que proporcione los lineamientos necesarios para tomar decisiones 
asertivas en la elección de los patrones que implementará en el proyecto. Esta 
propuesta contará con los problemas recurrentes y las posibles soluciones de los 
mismos, donde para cada solución se definirán las bondades, restricciones y 
efectos de su implementación en el proyecto. 
Para cumplir con los objetivos planteados, se llevará a cabo una investigación 
proyectiva que en complemento con las demás fases de un ciclo holístico 
permitirán llevar a cabo el diseño de un modelo o propuesta para solucionar o 
satisfacer la necesidad específica planteada para este proyecto. La presente 
investigación se llevará a cabo a través de varios niveles que involucran varias 
fases para su culminación, se desarrollará de la siguiente manera: 
 
3.1.1 Nivel perceptual. Fases exploratoria y descriptiva. En esta primera 
etapa, se realizará la delimitación del tema a investigar fruto de la exploración y 
experiencia de las presentes investigadoras, por lo que se decide continuar con la 
línea de investigación del semillero SOA Research de la Universidad Piloto de 
Colombia, que ha sido estructurado de acuerdo a las etapas del ciclo de vida de 
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una SOA, por lo que se decide trabajar en la etapa de diseño donde la 
característica relevante de la misma es la selección de patrones de diseño, a partir 
de ello se realizará la definición del problema, el alcance del estudio, la 
justificación de la investigación y objetivos que se deseaban alcanzar.  
 
3.1.2 Nivel aprehensivo.  Fases comparativa y analítica. Para esta etapa se 
realizará la revisión bibliográfica, identificando el estado del arte, contrastando 
diferentes autores y estudios previos, de igual forma se efectuará la verificación de 
los antecedentes de la temática del proyecto, en este caso la línea del semillero 
SOA Research y se realizará el análisis de la documentación revisada de donde 
se construirá el marco teórico. 
Finalmente, por medio de entrevistas como instrumento de investigación 
(realizadas a ingenieros y arquitectos expertos en el tema), se determinará a 
grandes rasgos el estado del uso de patrones de diseño en la industria del 
software. 
3.1.3 Nivel comprensivo. Fases explicativa y predictiva. De acuerdo al estudio 
que se realizará, se procederá a evaluar las variables que se pretenden medir en 
las entrevistas realizadas y se evaluará la factibilidad de la implementación de la 
propuesta. 
 
3.1.4 Nivel propositivo. Fases proyectiva e interactiva. En este nivel se 
procederá con la planeación de todas las actividades necesarias para cumplir con 
los objetivos de la investigación,  además se definen las estrategias de recolección 
de datos y validación del objeto de estudio: 
 Se procederá a realizar el análisis de los problemas que los ingenieros 
manifestaron como los más comunes, así como la revisión de los patrones que 
en la industria se implementan con mayor frecuencia, patrones relevantes para 
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empresas representativas de la industria del software, como Oracle, IBM, 
Microsoft, entre otros. Conforme a esto, se obtendrán  los problemas 
recurrentes y se realizará la revisión para identificar que patrones solucionan 
cada problema. 
 
 Se documentarán las características, bondades y efectos de cada patrón. 
Dicho lo anterior, se decide realizar la implementación de una wiki de patrones 
de diseño que relacione los problemas recurrentes, ofreciendo la información 
de forma virtual y de forma centralizada. 
 
 Se definirá el modelo racional de toma de decisiones, que le brinda los 
lineamientos y herramientas necesarias a un ingeniero, para que pueda tomar 
decisiones asertivas y para validar dicha propuesta. 
 
 Toda esta información se centralizará en una wiki, facilitando la toma de 
decisiones y brindando comodidad en el acceso a la información. 
 
 Se implementarán 2 encuestas que validarán la utilidad y validez, tanto de la 
wiki como del modelo de toma de decisiones. 
 
 
3.2 DESARROLLO METODOLÓGICO  
Teniendo en cuenta que a partir del problema planteado, surge la necesidad de 
realizar un estudio que permita tener una visión clara de cuál es el estado de la 
industria del software en cuanto a patrones de diseño SOA, es importante 
considerar la manera en que estos patrones son aplicados, si lo hacen 
adecuadamente, teniendo en cuenta las características principales, qué patrones 
son los más usados, los problemas más comunes, entre otros aspectos a revisar; 
y de esta forma realizar un análisis que permita evidenciar la situación actual del 
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problema, generando así una propuesta que parte de los problemas más comunes 
que se presentan en la etapa de diseño y brinda los patrones que son la estrategia 
de solución a dichas dificultades. De modo que se brinden las características de 
cada uno, las bondades, restricciones y efectos que impactan al proyecto. Para 
facilitar así, el proceso de  toma de decisiones en cuanto a la elección de los 
patrones que se usarán en una implementación SOA, con el fin de que dicho 
proyecto tenga un resultado óptimo y eficiente de acuerdo a los objetivos 
planteados. 
 
Considerando que el objetivo principal de la presente investigación es brindar al 
arquitecto o ingeniero de software, un modelo de toma de decisiones que le facilite 
la elección de patrones en la etapa de diseño de una SOA, es necesario entender 
que el proceso de toma de decisiones es una acción que se toma una vez se tiene 
la información y los escenarios posibles acerca del comportamiento de la decisión 
tomada49.  Para tomar una decisión, sin importa su naturaleza, es necesario 
conocer, comprender y analizar un problema, para así poder darle una adecuada 
solución50.  
 
Es por esta razón que para orientar tanto a los arquitectos o ingenieros de 
software sin experiencia en el uso de patrones de diseño, como a los que son 
expertos, se decide ofrecer un modelo de decisión racional para así brindar los 
lineamientos e información suficiente que los guíen en la toma de decisiones 
asertivas cuando de elegir patrones de diseño se trata.  
 
                                            
49
  KEPNER, Treoge. Análisis de Problemas y Toma de Decisiones. Princeton, New Jersey, USA. 
1976.   
50
  JACUZZI, Enrique. Un Panorama de los Modelos de Decisión [Online]. Buenos Aires, Argentina: 




Este proceso de toma de decisiones es secuencial y está compuesto de etapas o 
pasos definidos que son las instrucciones que guían dicho proceso según Hitt 
como se observa en la Figura 15.  
Figura 15. Modelo racional de decisiones 
 
Fuente: HITT, Michael A., BLACK, J. Stewart y PORTER, Lyman W. 
Administración. Mexico. Pearson Education. Ed. 9. 2006. p. 302. 
De igual manera es necesario que las decisiones fruto del  modelo de decisión 
racional sean asertivas y conlleven al cumplimiento de los objetivos plateados para 
el proyecto. Para tomar buenas decisiones, conviene examinar brevemente los 
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factores que afectan la calidad de las decisiones y, después, lo que se puede 
hacer para mejorarlas. Así es importante destacar que según Hitt “hay cuando 
menos tres factores generales que influyen en la calidad de las decisiones”51. 
 
Figura 16. Influencias en el proceso de decisión. 
  
Fuente: HITT, Michael A., BLACK, J. Stewart y PORTER, Lyman W. 
Administración. Mexico. Pearson Education. Ed. 9. 2006. p 302. 
 
De esta manera, la propuesta de valor de este proyecto está definida por el 
recurso que brinda una serie alternativas donde se decide tomar como referencia 
las contribuciones de Thomas Erl52 denominado “el padre de SOA” por sus 
importantes y numerosos aportes al campo de la arquitectura orientada a 
servicios, estas alternativas incluyen los problemas comunes en la etapa de 
diseño junto con los patrones que solucionan cada uno de ellos, brinda además, la 
información detallada como definiciones, características y efectos de cada una de 
estas alternativas y finalmente los lineamientos necesarios que lo guían en la 
elección de dichos patrones. Donde un arquitecto o ingeniero de software que 
                                            
51
 Ibíd. p. 312. 
52




cuente con la información suficiente, obtiene un escenario amplio que le permita 
analizar fácilmente sus opciones y tomar una decisión asertiva y de calidad, 
alcanzando resultados favorables.  
Los productos obtenidos en cada nivel y fase de la investigación se encuentran 
relacionados en la Tabla 4. Productos obtenidos en el desarrollo metodológico. 
Tabla 4. Productos obtenidos en el desarrollo metodológico. 
Nivel Producto 
Perceptual. Fases exploratoria y 
descriptiva. 
Definición del problema, el alcance del estudio, 
la justificación de la investigación y objetivos 
que se deseaban alcanzar. 
Aprehensivo.  Fases comparativa y 
analítica. 
El marco teórico y el análisis de las entrevistas 
realizadas a arquitectos e ingenieros de 
software, se determina a grandes rasgos el 
estado del uso de patrones de diseño en la 
industria del software, y los problemas más 
comunes que se presentan en la etapa de 
diseño de una SOA. 
Comprensivo. Fases explicativa y 
predictiva. 
Reestructuración del problema, se decide 
realizar el modelo de toma de decisiones en 
base a los problemas y los patrones que los 
solucionan.  
Los 11 problemas perfilados junto con los 
patrones que solucionan cada problema.  
Propositivo. Fases proyectiva e 
interactiva. 
Cronograma de actividades y plan de trabajo. 
Wiki de Patrones de Diseño SOA y Modelo 
racional de decisiones adaptado. 
Concluyente. Fases confirmatoria y 
evaluativa. 
Encuestas de aceptación de tecnología, prueba 





4. ESTADO ACTUAL DEL USO DE LOS PATRONES EN PROYECTOS SOA 
 
 
4.1 DISEÑO DEL INSTRUMENTO DE ENTREVISTA 
En la etapa inicial del desarrollo del proyecto se planteó que por medio de 
entrevistas como instrumento de investigación, se identificara cuál es el estado 
actual del uso de patrones de diseño en proyectos SOA en la actualidad, por lo 
que se han realizado una serie de entrevistas a un grupo de arquitectos e 
ingenieros de software que trabajan en diferentes proyectos en los que 
implementan arquitecturas orientadas a servicios.  
 
4.1.1 Objetivo. La entrevista tiene como objetivo identificar si se están 
implementando patrones de diseño, de qué manera se están implementando, 
porque se usan, cuales son los criterios de selección de los mismos, y además, se 
busca identificar los problemas de diseño más comunes a los que se enfrentan. 
De esta manera se obtiene un diagnóstico del estado actual del uso de patrones 
SOA en la industria del software, donde se ven evidenciadas las ventajas y los 
inconvenientes de diseño, a los que se enfrentan los arquitectos e ingenieros al 
momento de implementar una solución SOA.  
4.1.2 Contenido de la entrevista. Se realizó el proceso de diseño de la 
entrevista y, tratando de abarcar la mayoría de escenarios posibles a las 
respuestas, se definieron dos secciones identificando preguntas específicas para 
los arquitectos e ingenieros de software tanto para los que tienen experiencia en 
SOA como para los que no.  
Mediante la entrevista se buscaban identificar si efectivamente se usan patrones 
de diseño, cuáles se aplicaban con más frecuencia, el criterio para seleccionarlos 
y la importancia del uso de patrones en un proyecto. En caso de que no se tuviera 
experiencia en el tema, se definieron preguntas de conocimiento de patrones y la 
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posibilidad de implementación. Así, se definieron las preguntas que se encuentran 
en la Tabla 5. 
 
Tabla 5. Entrevista estado actual del uso de Patrones 
PREGUNTAS 
 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? Si es así. 
1.1  ¿Qué estrategias usa?  
1.2 ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, tecnología, 
plataformas, entre otros. en el desarrollo). 
1.3 ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas de 
gobierno durante la ejecución del proyecto? 
1.4  ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
1.5  ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
1.6  ¿Qué tipo de patrones aplican? ¿Cómo? 
1.7 ¿Cuáles son los criterios principales que tiene en cuenta para implementar un patrón? 
1.8   ¿Qué patrones usa con más frecuencia? 
1.9    ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10 Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
1.11 ¿Se presentan dificultades al momento de elegir los patrones de diseño necesarios 
para un proyecto? Si es así, ¿Cuáles son las más comunes? 
1.12  En una escala del uno al diez, estime el impacto del uso de patrones de diseño en 
los proyectos implementados.  
2. En caso de que su respuesta sea NO. 
2.1 ¿Tienen planeado en corto o mediano plazo realizar implementaciones en SOA?  
2.2 ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 







4.2 EJECUCIÓN DE LA ENTREVISTA 
La entrevista consta de quince preguntas, diseñada para ser respondida en una 
hora aproximadamente. Se procedió a la selección de siete arquitectos e 
ingenieros que tuvieran las características idóneas para el proceso, de acuerdo a 
las experiencias y los proyectos en los que han trabajado. De tal manera que se 
seleccionaron personas que laboran en empresas representativas de la industria y 
que tienen diferentes objetivos de negocio: 





 Evolution Technologies Group 
 Pensando en SOA 
 
4.3 ANÁLISIS DE DATOS  
Habiendo realizado las entrevistas, se procedió a documentar las respuestas de 
los arquitectos e ingenieros (ver encuestas detalladas en el Anexo A.) y enseguida 
se procedió a realizar la tabulación de la información relevante como se puede 
observar en las Tablas 6 y 7, de forma tal que se pudieran tener los datos precisos 
de cada pregunta para así poder realizar el análisis de forma efectiva. 
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Tabla 6. Resumen de entrevistas I 
 Ecopetrol Evolution Technologies Group Ministerio TIC 
1.1. ¿Qué estrategias usa?   
Se debe saber qué hace el programa. 
Se analizan y se mira qué debe crearse 
como una capa para la comunicación 
con el programa viejo y el nuevo  
 Entender  el negocio. 
 Revisar las herramientas que permiten 
definir arquitecturas de referencia. 
 Se selecciona la que mejor se alinee con el 
negocio (funcional, tecnológico, costos)  
1.2. ¿Qué tipos de 
implementación llevan a 
cabo? (Tipo de proyectos, 
tecnología, plataformas, entre 
otros. en el desarrollo). 
 Definición de guías 
metodológicas que 
complementan guía 
personalizada que adoptaron 
para las necesidades propias 
de Ecopetrol 
 ESB (Enterprise Service Bus) 
Wesphire (IBM) permite 
habilitar el componente WSRR 
(Wesphire Service Registry 
and Repository) 
 .NET Módulo Windows Comuincation 
Foundation 
Tema de transformación de datos, 
enrutamiento de peticiones, librerías comunes, 
múltiples protocolos de transporte. 
1.3. ¿Cómo controlan dichas 
implementaciones? ¿Poseen 
actualmente políticas de 
gobierno durante la ejecución 
del proyecto? 
 Mecanismos que habilita el bus 
de integración, esquemas de 
monitoreo y consumo de las 
integraciones. 
 Integraciones de tipo asíncrono 
 la integración punto a punto 
entre aplicaciones. 
 
Equipos de 0 o 15 personas en niveles: 
especialistas, analistas, profesionales 
nivel 1, 2 y 3. 
Los servicios están en la nube, para 
control, se generan tokens de 
autorización. Se controla a nivel técnico 
la plataforma 
 Contratación de terceros 
 Contratos de servicios, estrategia 
implementación y comunicación clara. 
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 Ecopetrol Evolution Technologies Group Ministerio TIC 
1.4. ¿Cómo modelan o 
diseñan en la actualidad sus 
proyectos en SOA? 
 Patrones y lineamientos 
genéricos para todo Ecopetrol 
 Se generan diseños propios 
con respecto al contexto de la 
arquitectura del proyecto en 
particular. 
 Conocer el flujo de trabajo y cómo lo 
realiza la empresa 
 Conocer los sistemas que interactúan 
con el proceso.  
 Definir  los servicios con 
características entradas y salidas 
para cada proceso puntual. 
 Proveedores, contratación de terceros 
1.5. ¿Aplican algún tipo de 
patrón de diseño en sus 
proyectos en SOA? 
 Comunicación asíncrona por 
mensajería SOA. 
 Invocaciones Remotas (Remote 
function calls) 
 Blackboard (Tablero) 
 No 
 Scrum para desarrollo.  
 No 
1.6. ¿Qué tipo de patrones 
aplican? ¿Cómo? 
 No  
1.7. ¿Cuáles son los criterios 
principales que tiene en 
cuenta para implementar un 
patrón? 
   
1.8. ¿Qué patrones usa con 
más frecuencia? 






 Ecopetrol Evolution Technologies Group Ministerio TIC 
1.9. ¿Bajo qué circunstancias 
en general implementa dichos 
patrones? 
 Envío de volúmenes altos o 
medios de información. 
 Latencia alta (tiempo). 
 Frecuencia baja.  
 Cuando no se encuentra en 




1.10. Al usar dichos patrones, 
¿Se obtuvo la calidad 
esperada en el proyecto? 
 No aplica  
1.11. ¿Se presentan 
dificultades al momento de 
elegir los patrones de diseño 
necesarios para un proyecto? 









1.12. En una escala del uno 
al diez, estime el impacto del 
uso de patrones de diseño en 
los proyectos implementados.  
 Proyecto: 4 
 Arquitectura: 9-10 
8 8 
2. En caso de que su respuesta sea NO 
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 Ecopetrol Evolution Technologies Group Ministerio TIC 
2.1. ¿Tienen planeado en 
corto o mediano plazo realizar 
implementaciones en SOA?  
 Si, a mediano plazo. 
 Si, aunque es difícil debido a que todos son 
contratistas 
2.2. ¿Conoce usted algún 
caso que implementen 
patrones SOA? ¿Cuál? 
 No 
 En el proyecto de arquitectura empresarial 
ESB pero se desconoce que patrones se 
usaron 
 
2.3. ¿Conoce patrones en 
SOA? 
 Desacoplamiento de la 
interfaz con respecto a la 
implementación. 
 Nivel de detalle del servicio, 
tipo de servicio, y por quién va 




Tabla 7. Resumen de entrevistas II 
 ATH - CEBIT SoftManagement ATH Blog Pensando En SOA 
1.1. ¿Qué estrategias 
usa?  
 CMMI. administración 
del ciclo de vida del 
proyecto. 
  En desarrollo cada 
departamento tiene sus 
patrones y formas de 
 Estilo de descubrimiento 
de servicios Top - Down y 
Bottom – up. 
 Definición de modelo 
canónico y los contratos 
de servicios. 
Un modelo de arquitectura 
base y en base al mismo se 
especifican todos los casos de 
uso posibles que se tienen 
para  las implementaciones de 
los servicios. 
Cuando empieza un proyecto, se 
hace un anteproyecto, una 
estimación a groso modo donde se 
realiza el estudio de viabilidad 
técnica, costos y si compensa el 
retorno de inversión. La viabilidad 
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 ATH - CEBIT SoftManagement ATH Blog Pensando En SOA 
desarrollo. técnica pasa al área de arquitectura, 
quien es la que lidera la 
interpretación de SOA. 
1.2. ¿Qué tipos de 
implementación llevan a 
cabo? (Tipo de 
proyectos, tecnología, 
plataformas, entre 
otros. en el desarrollo). 
 Websphere Message 
Broker 
 Websphere Data Power 
 Desarrollos a la medida 
en java 
 Weblogic 
 Bus de integración 
switch (Comunicación 
de cajeros automáticos) 
 Toda la Suite de Microsoft 
con Biztalk. 
 Aplicaciones Java 
integradas a través del bus 
con un portal creado en 
.NET 
 SOA IBM V.1.1. y 
certificados digitales para 
SSL versión 3 y WS 
security, se utiliza firma de 
mensajes 
 Bus de servicios que 
maneja las peticiones de los 
canales virtuales 
 90% Web Services tipo SOA 
y el otro 10% de 
aplicaciones legado que 
utilizan protocolos TCP y 
JNS. 
 Toda la suite de IBM. 
  Para la capa frontal hay un 
Websphere Application Server, 
para la capa de integración se 
usa el service band de IBM y las 
aplicaciones de backend pueden 
estar en Cobol, Java, etc. 
 La tendencia ahora con el tema 
de móviles es usar servicios 
REST 
 




políticas de gobierno 
durante la ejecución del 
proyecto? 
El gobierno SOA lo 
maneja el proyecto o 
arquitectura donde llegan 
los requerimientos.  
Pasan a proyectos según 
las necesidades, 
arquitectura da el aval y lo 
agrupa dentro del patrón. 
No, Se construían los 
servicios y se alojaban en el 
bus pero no se implementó 
ningún tipo de gobierno, ni 
políticas, ni estándar. 
 
 Definición de políticas de 
cómo construir los servicios, 
qué metadata debe tener y 
cómo hacer uso de esa 
metadata para hacer la 
utilización de los mismos. 
 A futuro se pretende poder 
calcular el impacto en el 
cambio de los servicios 
mediante la  administración 
de los activos de servicios. 
 Se tiene la herramienta de IBM la 
cual es el repositorio de servicios. 
Quienes lo gestionan es el grupo 
de arquitectura. Ellos validan los 
servicios antes de subirlos, y se 
informa si es necesario algún 
cambio. Cuando el servicio está 
OK se da permiso de subirlo al 
repositorio.  
Gracias a esa herramienta se 
tiene un punto de control, roles 
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 Buenas prácticas dentro del 
desarrollo, por lo que se 
maneja guía de 
implementación. 
 
que intervienen, ciclo de vida del 
servicio, versionamiento. 
1.4. ¿Cómo modelan o 
diseñan en la actualidad 
sus proyectos en SOA? 
Cuando es proyecto como 
tal, pasa por arquitectura. 
La arquitectura da el aval 
y los diagramas de 
integración; y de ahí pasa 
a desarrollo. 
La parte de patrones de 
integración los arma 
arquitectura, en desarrollo 
se definen otros, evitando 
errores humanos o cosas 
que por complejidad de 
las herramientas que se 
trabajan se puedan caer y 
generar errores. 
 
 Construcción las zonas 
que implicaban todo el 
proceso, desde la 
presentación hasta las 
aplicaciones legado. 
 diagramas de clase para 
identificar cada uno de los 
adaptadores y fachadas. 
 diagramas de entidades 
de información para 
controlar que aplicaciones 
legado suplen las 
necesidades de 
información. 
 Buenas prácticas dentro del 
desarrollo, por lo que se 
maneja guía de 
implementación. 
 Se utiliza de forma estándar 
los íconos de integración de 
patrones de arquitectura de 
integración empresarial para 
lo que se usa la 
herramienta, para donde va, 
por donde va, que va a 
hacer, pero el detalle del 
servicio se maneja a través 
de diagramas de 
integración. 
 
 Se tienen herramientas para 
hacer el modelaje, pero lo 
importante es que ya se han 
encontrado cuales son los tipos 
de integración dentro del 
documento de arquitectura, y en 
base a ello, se definen patrones 
de integración empresarial, para 
definir qué se puede hacer, 
como se debe solucionar el 
tema. 
1.5. ¿Aplican algún tipo 
de patrón de diseño en 
sus proyectos en SOA? 
 Se tienen patrones 
definidos, pero se tienen 
que ajustar a nivel de  
tiempo, lógico y 
comportamiento 
 Se aplican patrones que 
se definen en la etapa de 
diseño. 
 El patrón fachada se 
implementa mucho junto 
con una implementación 
llamada flujo de fachada, 
para que las 
implementaciones se 
 Si, básicamente el patrón de 
diseño es la separación entre 
tres capas, la parte frontal, la 
capa de integración y la capa de 
backend o de negocio. 
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puedan componer 
fácilmente con otra fachada. 
 Dentro de esa 
implementación se ven 
patrones como 
descubrimiento de 
endpoints, manejo de logs, 
manejo de errores que 
pasan más al detalle de 
cómo se soluciona un 
requerimiento funcional o no 
funcional dentro del 
funcionamiento del servicio. 
1.6. ¿Qué tipo de 
patrones aplican? 
¿Cómo? 
 Dividir servicios en 
servicios atómicos o 
granulares. 
 Servicio de hacer la 
transformación o 
enrutamiento. 
 Otros: adaptador de 
salida. Servicios 
pequeños y lo más 
indivisibles posible, 
adicionalmente deben 
ser lo más puntuales en 
su funcionalidad. 
 Fachadas e interfaces. 
 Distribución de zonas de 
mediación entre capas. 
 Definición de adaptadores. 
 Patrones de enrutamiento, 
de agregación y de 
orquestación son los más 
utilizados.  
 
 En definitiva, los básicos que 
dice la página de Thomas Erl, 
transformación de datos, 
transformación de protocolos, 
pasar por un bus, separar las 
cosas en tras capas: frontal, 
integración y backend se sigue, y 
el resto es un poco más 
indicación de arquitectura la cual 
da unas directrices 
1.7. ¿Cuáles son los  La plataforma, la tecnología  ¿Cuál es el problema?  Las directrices las tiene que dar 
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criterios principales que 
tiene en cuenta para 
implementar un patrón? 
de los servicios que ofrecían 
las aplicaciones legado y el 
bus de servicios que se iba a 
implementar. 
 ¿Qué problema ataca el 
patrón?  
 ¿Cuáles son los pro y 
contras del patrón? 
 Determinar si con otro patrón 
se reducen los pros o si el 
patrón te sirve sólo para una 
situación específica. 
 No todos los patrones 
pueden utilizarse al tiempo y 
se puede mal interpretar el 
uso del patrón. 
 El tiempo de respuesta es 
clave. 
arquitectura al principio, y se las da 
al proyecto, otros patrones los 
implementa el diseñador técnico del 
proyecto. 
1.8. ¿Qué patrones usa 
con más frecuencia? 
  Uso de adaptadores. 
 Los más comunes son los de 
enrutamiento, pero son 
enrutamientos por contenido.  
 Los de agregación se usan 
más que los de orquestación 
que son los menos usados. 
 





   
1.10. Al usar dichos 
patrones, ¿Se obtuvo la 
calidad esperada en el 
50% 
Sí, la arquitectura cumplió, el 
desarrollo pasó las pruebas y 
el cliente lo acepto 
Se usan estrategias de 
mitigación de riesgos. 
Hay cosas que se ven a priori, esas 
cosas que se ven a priori si se 
diseñan y entonces se ven los 
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proyecto? satisfactoriamente. resultados y si va bien. Hay cosas 
que no son a priori y se ven cuando 
ya se han implementado y va muy 
lento, de eso depende la calidad 
esperada 
1.11. ¿Se presentan 
dificultades al momento 
de elegir los patrones 
de diseño necesarios 
para un proyecto? Si es 





 El patrón quedó bien 
definido pero quedó mal 
implementado. 
 No todos los patrones 
pueden utilizarse al tiempo 
 Se puede mal interpretar el 
uso del patrón.  
 El problema es que actualmente no 
se tiene tal cual una lista o un 
catálogo de patrones y entonces la 
primera dificultad  es conocer qué 
patrones hay. 
1.12. En una escala del 
uno al diez, estime el 
impacto del uso de 
patrones de diseño en 
los proyectos 
implementados.  
 Empresa: 9  10 
10 pero no se debe exceder 
en el uso de patrones, si se 
elige un patrón equivocado 
puede afectar el 
funcionamiento del servicio.  
Si nos referimos a los patrones más 
básicos, serán un 10, son vitales 
porque en cada capa se hace una 
cosa diferente. Otros patrones como 
la propiedad de los datos tiene un 
impacto en la práctica muy bajo 
porque al final la aplicación funciona, 
el problema se genera en el futuro 
cuando la aplicación se desea 
cambiar o mantener, pero en corto 
plazo tiene un impacto de 1. 
 
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado 
en corto o mediano 
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2.2. ¿Conoce usted 




   
2.3. ¿Conoce patrones 
en SOA? 
 








4.3.1 Análisis de las entrevistas. A continuación se realiza un análisis de las 
preguntas para conocer cuál es el estado de aplicación de patrones SOA en la 
industria. 
4.3.1.1 Estrategias de implementación de proyectos SOA. Los entrevistados 
coinciden en conocer el negocio, aquello que se solicita (los requerimientos) y de 
qué forma se requiere implementar, de esta manera se facilita la definición de 
servicios, esto permite que se seleccionen aquellos que mejor se acoplen al 
negocio. 
4.3.1.2 Tipos de implementaciones que se llevan a cabo en cada 
compañía. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
 
Son múltiples las herramientas que utiliza la industria al momento de implementar 
una SOA, las más comunes son: IBM (Websphere), Microsoft (Marco de trabajo 
para aplicaciones orientadas a servicios Windows Communication Foundation), 
Oracle (Weblogic, Oracle Service Bus). Cada uno de estos proveedores ofrece 
ventajas frente a los demás dado que brinda facilidades para cierto tipo de negocio 
en particular, ya sea por la conectividad, compatibilidad con otras herramientas y/o 
lenguajes, gobernabilidad, facilidad de manejo, etc.  
Cada empresa que desee implementar SOA debe realizar este análisis de diseño 
a fondo, para seleccionar la que mejor se acople a su negocio; ya sea Open 
Source o comercial, sin embargo las empresas las seleccionan por la confiabilidad 
del proveedor, la antigüedad, el uso recurrente, políticas de la empresa, 
referencias obtenidas o simplemente para evitar tiempo y costos en la 
organización invirtiendo en un proceso complicado de diseño y se ciñen a los 
parámetros y directrices que propone la arquitectura del proveedor, así es 
adoptada como arquitectura de referencia. 
Además de las necesidades del negocio, según Leo Shuster existen ciertos 
criterios en un ecosistema SOA que le permiten seleccionar la herramienta 
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apropiada e implementar efectivamente y eficazmente la solución mediante un 
modelo que brinda los lineamientos necesarios para implementar determinada 
solución53. Ver Figura 17. 
En este modelo se tienen los siguientes componentes principales: 
 ESB 
 Registry/Repository (Registro y repositorio) 
 Security (Seguridad) 
 Service Management (Administración de Servicios) 
 Shared Service Environments (Entornos de servicios compartido) 
 Service Consumer (Consumidor de Servicios) 
 
4.3.1.3 Control de implementaciones de proyectos SOA. ¿Cómo 
controlan dichas implementaciones? ¿Poseen actualmente políticas de gobierno 
durante la ejecución del proyecto? 
Las empresas manejan los siguientes caminos para controlar las 
implementaciones de una SOA. 
 Mediante los mecanismos que ofrece el bus de integraciones  
 Integraciones de tipo asíncrono 
 Integraciones punto a punto entre aplicaciones 
 Seguimiento realizado por personal en equipos o por terceros. 
Es claro que las políticas de gobierno deben estar ligadas a las de la organización, 
sin embargo, cabe notar que la industria no tiene en cuenta el concepto de 
gobernabilidad que es considerada una disciplina, el cual permite establecer cómo 
las personas y soluciones trabajan juntas; en cambio, las empresas se han 
enfocado en determinar y controlar las funciones y cumplimiento de los servicios 
sin tener en cuenta todo en conjunto. 
La gobernabilidad de una SOA (ver figura 18) debe estar alineada con la 
gobernabilidad empresarial, el uso de las TI, y arquitectura empresarial. 
                                            
53
 SHUSTER, Leo. Advanced Software Architecture Blog [Online]. Awesome Inc. template. Blogger. 
2008. Disponible en: <http://leoshuster.blogspot.com/2008/10/soa-ecosystem.html> 
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 La gobernabilidad es la práctica y la orientación por la que las arquitecturas 
empresariales y otras arquitecturas son gestionadas y controladas a nivel de 
toda la empresa. 
 Gobierno de TI incluye los derechos de decisión, marco de rendición de 
cuentas, y los procesos para fomentar un comportamiento deseable en el uso 
de las TI. 
 Gobernanza empresarial es el conjunto de procesos, costumbres, políticas, 
leyes e instituciones que afectan a la forma en que una organización es 
dirigida, administrada o controlada.54 
 
Figura 17. Ecosistema SOA. SOA Ecosystem. Leo Suhster. 
 
Fuente: SHUSTER, Leo. Advanced Software Architecture Blog [Online]. Awesome 




                                            
54
 The Open Group. SOA Governance Technical Standard : SOA Governance. SOA Governance 
Definition. Recuperado de: http://www.opengroup.org/soa/source-book/gov/gov.htm 
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Figura 18. Relaciones del Gobierno SOA 
 
Fuente: SOA Governance Definition. The Open Group. 
<http://www.opengroup.org/soa/source-book/gov/gov.htm> 
 
4.3.1.4 Diseño Actual de los proyectos SOA. ¿Cómo modelan o diseñan 
en la actualidad sus proyectos en SOA? 
La mitad de las empresas de los entrevistados tienen una guía de implementación 
de software. Dicha quía da lineamientos de cómo realizar el diseño y la 
implementación del proyecto, además de tener definidos ciertos patrones 
genéricos. En caso de que se tengan otros posibles problemas de diseño, se 
definirán otros patrones complementarios. Las otras empresas dependen de 
terceros, o realizan su definición teniendo en cuenta qué es lo que necesita el 
cliente, cómo se comportará el flujo y según esta información, realizar ciertos 
diagramas que detallan y facilitan la especificación de los servicios en la etapa de 
diseño. 
La estandarización de patrones puede acortar tiempo y favorecer el proyecto si se 
ha realizado un estudio detallado según la arquitectura y el tipo de negocio que 
maneje la empresa. 
Es importante que a pesar de tener ciertos patrones predeterminados, el grupo de 
trabajo realice la descripción de lo que se quiere como resultado, realice la 
revisión de lo que se diseñó y las directrices para implementarlo, para asegurarse 
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de que todo esté debidamente diseñado y especificado. De igual forma, es 
necesario que se evalúe la calidad del desarrollo esperado, así se observa que la 
etapa de diseño es vital en el ciclo de vida del software y no debe omitirse. 
 
4.3.1.5 Tipo de Patrones Aplicados. ¿Qué tipo de patrones aplican? 
Cuatro de los seis entrevistados implementan patrones en los proyectos SOA, los 
demás a pesar de no usarlos, aplican metodologías para el desarrollo. 
Tabla 8. Patrones aplicados 
Patrones 
Comunicación asíncrona por mensajería 
SOA 
Enrutamiento 
Invocaciones Remotas División de Servicios 
Blackboard Adaptadores 
Fachada Manejo de errores 
Manejo de logs 
Distribución de zonas de mediación 
entre capas. 
Descubrimiento de Endpoints Agregación 
Transformación de datos Transformación de protocolos 
Bus de integración Separación de capas 
Orquestación Interfaces 
Fuente: Autores del texto 
 
En el próximo capítulo analizaremos los patrones mencionados por los 
entrevistados, de tal forma que se evalúe su validez e implementación de los 
mismos. 
 
4.3.1.6 Criterios de implementación de patrones. ¿Cuáles son los criterios 
principales que tiene en cuenta para implementar un patrón? 
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Dentro de las entrevistas realizadas es posible evidenciar la poca aplicación de los 
patrones de diseño, donde el tiempo y la presión del cliente no permiten que se 
realice una implementación completa. Para algunos de los entrevistados, el criterio 
para implementar un patrón no se define por el análisis de la solución y sus 
posibles problemas de diseño, en cambio, estos están predefinidos para cualquier 
tipo de solución ya sea por políticas empresariales o por equipos de arquitectura y 
desarrollo. 
Uno de los entrevistados define la plataforma, la tecnología de los servicios que se 
ofrecen, las aplicaciones legado y el bus de servicios como criterios para 
implementar los patrones de diseño a cierta solución. 
Es importante resaltar la importancia que tiene para la industria el tiempo como 
recurso, dado que predefinir los patrones a usar disminuye mucho tiempo de 
implementación, sin embargo, estos patrones generalmente no son definidos con 
el análisis necesario, así, no se garantiza que esos patrones definidos sean los 
más óptimos y que todos los problemas de diseño evitables se estén 
contemplando con ellos. 
Los criterios que se tienen en cuenta para implementar patrones, en la mayoría de 
los casos, dependen estrechamente de la forma en que se realiza el diseño de la 
arquitectura, así, el diseño evidencia las funciones críticas y problemas de diseño 
que se pueden resolver con determinado patrón. 
 
4.3.1.7 Patrones comunes. ¿Qué patrones usa con más frecuencia? 
Los patrones más frecuentes usados por los entrevistados se detallan en la tabla 
9. 
 




Mensajería El contenido de los mensajes se pueden 
complementar con metadatos de actividad 
específica y pueden ser interpretados y procesados 
por separado en tiempo de ejecución 
Comunicación asíncrona Permite que se intercambien mensajes a través de 
un buffer intermediario, de tal forma que se puedan 
procesar los mensajes de forma independiente, 
continuando con el flujo normal del servicio. 




4.3.1.8 Circunstancias de implementación. ¿Bajo qué circunstancias en 
general implementa dichos patrones? 
Los patrones usados por los entrevistados generalmente se relacionan con el 
envío de datos, este problema habitualmente se genera al momento de manejar 
altos volúmenes de datos. Es por esto que es necesario determinar estas 
circunstancias para definir patrones apropiados a cada una de las necesidades, de 
tal forma que se disminuyan tiempos al prevenir problemas o minimizar su 
impacto. 
 Envió de volúmenes altos o medios de información. 
 Latencia alta (tiempo). 
 Frecuencia baja.  
 Cuando no se encuentra en una transacción en una aplicación origen. 
 
4.3.1.9 Calidad del proyecto con el uso de patrones. Al usar dichos 
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patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
Los entrevistados coinciden en que es importante el uso de patrones de diseño 
SOA y esto se ve evidenciado en la calidad esperada del proyecto, de acuerdo a 
las características del proyecto en la etapa de planeación tales como la calidad 
esperada, tiempo estimado, recursos disponibles etc. Los patrones elegidos de 
forma adecuada según el proyecto aseguran alta calidad, sin embargo, en ciertos 
casos la aplicación de estos no se realiza de forma correcta o no se seleccionan 
los patrones apropiados y la calidad de la solución no es la esperada en términos 
de tiempo y calidad. 
 
4.3.1.10 Dificultades en la elección de patrones. ¿Se presentan dificultades 
al momento de elegir los patrones de diseño necesarios para un proyecto? Si es 
así, ¿Cuáles son las más comunes? 
Cuando una empresa y/o un grupo de trabajo tienen claro los problemas de diseño 
que pueden llegar a afrontar apropiadamente, la selección de patrones puede ser 
sencilla, sin embargo, si no se realiza el análisis y la planeación necesarias puede 
correrse el riesgo de implementar patrones innecesarios o aplicarlos de una forma 
incorrecta.  
Puede caerse en el error de implementar un cierto número de patrones al mismo 
tiempo, sin tener en cuenta que tanto aportan al proyecto y si son contradictorios, 
de esta forma puede caerse en un antipatrón.  
Es necesario tomarse el tiempo necesario para determinar los patrones, realizar 
una revisión del diseño y definir de qué forma se van a implementar. 
4.3.1.11 Impacto del uso de patrones en los proyectos. En una escala del 
uno al diez, estime el impacto del uso de patrones de diseño en los proyectos 
implementados. El promedio de la importancia a nivel del proyecto según las 
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entrevistas es de un 4. 
En cuanto a nivel de arquitectura, la importancia que tienen los patrones es en 
promedio un 9,21. 
 
Figura 19. Relevancia uso de Patrones 
 
Fuente: Autores 
De esta manera podemos evidenciar que la importancia que se estima del uso de 
patrones de diseño SOA en los proyectos es bastante alta, aunque dicha 
importancia no se toma en cuenta en todos los casos, existen otros parámetros 
con más relevancia para los coordinadores de proyecto como tiempo, calidad y 
recursos disponibles. Así, por realizar el proyecto de manera más rápida o menos 















Relevancia del uso de patrones 
Relevancia del uso de patrones
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Los ingenieros entrevistados que manifestaron no implementar Arquitecturas 
Orientadas a Servicios, procedieron a responder de igual manera preguntas 
acerca de patrones de diseño SOA. 
4.3.1.12 Implementación de SOA en proyectos futuros. ¿Tienen planeado 
en corto o mediano plazo realizar implementaciones en SOA?  
Los entrevistados planean implementar arquitecturas orientadas a servicios en 
proyectos futuros, puesto que reconocen las ventajas y beneficios que ofrece SOA 
en la implementación de proyectos de TI. De igual forma, uno de los entrevistados 
manifiesta que al tercerizar procesos, sólo tiene contacto con proveedores, lo que 
los aleja de conocer en detalle la implementación SOA que actualmente poseen. 
Así, cabe resaltar que algunas empresas que manejan sus proyectos a través de 
contratistas, no suelen darle la importancia que requiere el diseño en sus 
proyectos, así, como se ha mencionado anteriormente existen factores que son 
prioridad para cada tipo de negocio por lo que no suelen interesarse en cómo se 
realiza e implementa la arquitectura. 
4.3.1.13 Conocimientos de diseño SOA. ¿Conoce usted algún caso que 
implementen patrones SOA? ¿Cuál? ¿Conoce patrones en SOA? 
Uno de los entrevistados manifiesta no implementar actualmente patrones SOA en 
sus proyectos y de igual forma no conocer algún otro caso en el que se utilicen. En 
otro caso se evidencia que a pesar de estar usando actualmente un bus de 
servicios a través de un contratista, no se tiene conocimiento de los patrones allí 
implementados.  
Los entrevistados no conocen patrones de diseño, aunque uno de los ingenieros 
menciona algunos patrones que conoce aparte de los nombrados anteriormente, 
los patrones son:  
 El patrón fachada que enuncia el desacoplamiento de la interfaz con respecto 
a la implementación. 
90 
 
 Patrones de Gobernabilidad de inventario que describen como deben estar 
organizados los servicios y cuáles deben ser sus características, como: nivel 




5. PROBLEMAS RECURRENTES 
 
 
5.1 CRITERIOS DE SELECCIÓN DE PROBLEMAS Y PATRONES 
Al realizar el análisis de las entrevistas se identificó un conjunto de problemas de 
diseño que planteó cada uno de los ingenieros expertos en SOA. A partir de allí, 
se realizó la contextualización de los problemas, de tal forma que se unificaran 
aquellos que tenían una temática similar y la problemática central coincidiera. 
Como resultado, se obtienen aquellos problemas más comunes que se presentan 
al momento de implementar una SOA. Tabla 10. 
 
Tabla 10. Problemas recurrentes que se presentan al implementar una SOA 
PROBLEMAS RECURRENTES 
En la compañía, se tienen muchos flujos de trabajo para cada tipo de envío. El 
enrutamiento de mensajes termina siendo un problema. 
Se necesita enviar solicitudes de forma asíncrona de tal forma que se permita continuar el 
flujo de trabajo.  
Se necesita enviar una alta cantidad de información en cada respuesta. 
Se requiere transformar datos a diferentes tipos de mensajes y protocolos de transporte, y 
tecnologías. 
Se tiene una alta concurrencia en las peticiones. 
Se tiene cierta metadata que no está centralizada y se desea usar para procesos en 
tiempo de ejecución 
Se tienen identificados un gran número de servicios para un proyecto, y por esta razón, es 
difícil clasificarlos y organizarlos. 
Eliminar redundancias en la implementación. 
Se necesita realizar un rollback dado que las transacciones no se realizaron 
satisfactoriamente. 
Se requiere definir dominios para un grupo de servicios 
Se necesita garantizar la seguridad de los servicios de tal forma que el cliente o personas 
externas tengan acceso a información privada 
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Eliminar uso de memoria innecesario en las implementaciones. 
Se quiere evitar el alto acoplamiento en los servicios 
Fuente: Autores 
 
Este primer filtro de patrones brindado por los entrevistados puede dar una vista 
general de los problemas que se presentan y cómo las industrias están afrontando 
esas dificultades. Sin embargo, para tener un mejor panorama y realizar una 
propuesta que pueda ser útil en múltiples campos, se realizó una revisión de las 
arquitecturas de referencia planteadas por la industria y los respectivos patrones 
que cada una sugiere. 
 
Los criterios para definir cuáles problemas recurrentes fueron los más presentados 
y apropiados para la propuesta, se clasificaron en dos tipos: 
5.1.1 Número de patrones que solucionan el problema. Algunos de los 
problemas definidos por los entrevistados se solucionaban mediante un solo 
patrón de diseño, de modo que esta dificultad podría ser solventada consultando 
únicamente el catálogo de patrones definido por Thomas Erl. Es por ello que se 
seleccionaron problemas más comunes y generales, de forma que se brinde al 
ingeniero un conjunto de opciones con el que podrá ahorra tiempo y esfuerzo ya 
que tiene la certeza de que los patrones propuestos para ese problema realmente 
lo solucionan. 
5.1.2 Problemas que coinciden con los sugeridos por la industria. Este es un 
filtro realizado mediante el contraste de patrones y problemas de la industria de tal 
forma que se pueda determinar cuáles son los más recurrentes según los 
propuestos por la arquitectura de referencia. 
Compañías líderes en tecnología como IBM y Oracle definen arquitecturas de 
referencia las cuales sugieren a los ingenieros, de forma que se acople 
satisfactoriamente a las herramientas que cada uno provee. Los productos tanto 
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de IBM55 como de Oracle56 que conforman la solución SOA, implementan ciertos 
patrones definidos por la comunidad. Estos patrones se revisaron y se analizaron, 
de forma que se contrastaran con los problemas recurrentes planteados por los 
ingenieros entrevistados. Dicha revisión permitió realizar un filtro, de forma tal que 
se obtuvieran los más comunes y recurrentes a la hora de implementar una SOA, 
cumpliendo así con el objetivo de la investigación. 
 
Tabla 11. Contraste Patrones implementados por la industria – Problemas 
recurrentes 
PATRONES PROBLEMA CORRESPONDIENTE 
Asynchronous Queuing Se tiene una alta concurrencia en las peticiones. 
Cross Service Transaction No se posee información suficiente para afirmar que es un 
problema recurrente. 
Data Format Transformation Se requiere transformar datos a diferentes tipos de mensajes y 
protocolos de transporte, y tecnologías. 
Data Model Transformation Se requiere transformar datos a diferentes tipos de mensajes y 
protocolos de transporte, y tecnologías. 
Event-Driven Messaging Se necesita enviar solicitudes de forma asíncrona de tal forma 
que se permita continuar el flujo de trabajo. 
Intermediate Routing 
En la compañía, se tienen muchos flujos de trabajo para cada 
tipo de envío. El enrutamiento de mensajes termina siendo un 
problema. 
Message-Level Security No se posee información suficiente para afirmar que es un 
problema recurrente 
Policy Centralization Se tiene cierta metadata que no está centralizada y se desea 
usar para procesos en tiempo de ejecución. 
Protocol Bridging Se requiere transformar datos a diferentes tipos de mensajes y 
protocolos de transporte, y tecnologías. 
Redundant Implementation Se tiene una alta concurrencia en las peticiones. 
Reliable Messaging No se posee información suficiente para afirmar que es un 
problema recurrente 
Rules Centralization No se posee información suficiente para afirmar que es un 
problema recurrente 
Security Centralization No se posee información suficiente para afirmar que es un 
problema recurrente 
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 ENDREI, Mark, et al. Patterns: ServiceOriented Architecture and Web Services. EEUU: 2004. 
56
 AVEDIKIAN, Vartan. Patrones de SOA Aplicados a la Tecnología Oracle [Online]. Buenos Aires: 




Service Agent  
En la compañía, se tienen muchos flujos de trabajo para cada 




A partir de la investigación realizada, se lograron obtener 11 problemas 
recurrentes. Estos se plantearon y contextualizaron, de forma tal que los 
ingenieros que los consulten, tengan una idea clara de cada uno y conozcan bajo 
qué casos se pueden presentar. 
Como criterio de selección de patrones que solucionan cada uno de los problemas 
se realizaron las siguientes actividades: 
 Revisión de patrones definidos por Thomas Erl, de tal manera que se 
seleccionen aquellos que suplen la necesidad del problema. 
 Patrones usados frecuentemente por los ingenieros entrevistados. 
 Patrones que emplea la industria en sus herramientas y aquellos que 
proponen en sus arquitecturas de referencia. 
A continuación se enumeran los 11 patrones producto de la investigación, junto 
con su respectivo conjunto de soluciones. Dentro de cada uno de ellos se 
encuentran las características e impactos de cada patrón, de tal forma que facilite 
la toma de decisiones. Cada problema estará estructurado de la siguiente forma:  
 Descripción. Detalle del problema propuesto 
 Árbol de decisión. Imagen que contiene de forma gráfica las diferentes 
opciones para solucionar el problema. 
 Matriz de impactos. En ella se encontrarán las características de los patrones 
plasmadas en una matriz, donde se podrá evidenciar cuáles favorece o 
dificulta. La matriz tendrá las siguientes convenciones: 





5.2 PROBLEMA 1 – ENRUTAMIENTO 
En una compañía que maneja grandes composiciones de servicios, se tienen 
muchos flujos de trabajo para el envío de mensajes por lo que definir, administrar 
y centralizar la lógica de enrutamiento (lógica de decisión que determina cómo se 
transmiten los mensajes de un servicio a otro) termina siendo un problema. 
5.2.1 Árbol de decisión 





5.2.2 Matriz de Impactos 
Figura 22. Matriz de impactos problema 1 - Enrutamiento 
 
Fuente: Autores 
5.2.3 Descripción de Patrones 
5.2.3.1 Intermediate Routing. En una composición la lógica del 
enrutamiento de mensajes puede estar incluido dentro de cada servicio. Esto 
automatiza pero puede generar problemas. 
Mediante este patrón, se crea lógica de enrutamiento multi-propósito, esta puede 
ser abstraída de manera que exista como una parte separada de la arquitectura. 
 Ventajas 
o Permite la automatización de decisiones complejas y la rápida adaptación 
a los cambiantes requisitos empresariales. 
o Un sistema de gestión de reglas de enrutamiento centralizado puede 
ayudar a aliviar el riesgo de introducción de posibles fallos. 
o Perdida de acoplamiento 
o Servicios reutilizables 





o La modificación dinámica de las reglas de enrutamiento en tiempo de 
ejecución puede presentar el riesgo de que la lógica no probada 
previamente pase a producción. 
o Lógica de enrutamiento agrega sobrecarga de rendimiento en 
comparación con la comunicación directa servicio a servicio.  
5.2.3.2 Service Instance Routing. Cuando un consumidor envía varios 
mensajes a un servicio, estos deben ser procesados dentro del mismo contexto de 
ejecución. Sin embargo, los contratos de servicios, no proporcionan un medio 
estandarizado de representar o focalizar instancias de servicios con estado, por lo 
tanto, los consumidores deben confiar en la lógica personalizada que mejor se 
acople al servicio. 
Como solución, el servicio proporciona un identificador de instancia junto con su 
información de destino en un formato estandarizado, esto protege al consumidor 
de tener que recurrir a la lógica personalizada. 
 Ventajas 
o Se puede utilizar para crear servicios con un alto grado de estado 
diseñados para llevar a cabo intercambios de mensajes de conversación 
prolongados. 
o Aplicando este patrón a través de todo un inventario de servicios requiere 
que las extensiones de infraestructura necesaria se establezcan como 
parte del inventario de la arquitectura. 
o Se requieren controles para asegurar que los identificadores son 
destruidos después del final de cada instancia de servicio 
o Composición de servicios 





o Aumento de costos y esfuerzo de gobierno. 
o El patrón es fácil de aplicar, al punto de ir en contra del principio "Servicios 
sin estado" socavando así la importancia de la capacidad de ampliación de 
servicios a largo plazo. 
o Debido a la instancia de servicio los identificadores son válidos sólo 
durante el ciclo de vida de la instancia, existe el peligro de que los 
identificadores viejos se pueden utilizar de forma inadvertida para la 
invocación. 
Para el correcto flujo de trabajo de los servicios, es necesario implementar 
patrones de eventos y mensajería, los cuales brindar información suficiente para 
realizar un enrutamiento automático. 
 
5.2.3.3 Service Messaging. Ciertos servicios que dependen de 
comunicación remota tradicional requieren la necesidad de conexiones 
persistentes e intercambio de datos fuertemente acoplados, esto incrementa las 
dependencias de consumo y limita la reutilización del servicio. 
La mensajería provee una alternativa de  comunicación, que no se relaciona con 
conexiones persistentes. Estos se envían como unidades independientes de 
comunicación. 
 Ventajas 
o Los servicios pueden ser diseñados para interactuar a través de una 
tecnología basada en mensajería, que elimina la necesidad de conexiones 
persistentes y reduce los requisitos de acoplamiento. 
o Perdida de acoplamiento 






o Trae consigo preocupaciones de calidad del servicio tales como la entrega 
confiable, la seguridad, el rendimiento y las transacciones. 
 
5.2.3.4 Event-Driven Messaging. Los eventos que se producen dentro de 
los límites funcionales encapsulados por un servicio, pueden ser de interés para 
los consumidores, pero sin recurrir a interacción ineficiente, el consumidor no tiene 
forma de aprender acerca de estos eventos. 
Como solución, el consumidor se establece como un suscriptor del servicio. 
El servicio, a su vez, emite automáticamente notificaciones de eventos pertinentes 
a este y cualquiera de sus suscriptores. 
 Ventajas 
o El consumidor se consolida como un suscriptor del servicio. 
o El servicio, a su vez, emite automáticamente notificaciones de eventos 
pertinentes a este y cualquiera de sus suscriptores 
o Contrato de Servicio estandarizado 
o Pérdida de acoplamiento 
o Autonomía de servicio 
 
 Desventajas 
o Puede no ser posible envolver estos intercambios de mensajes dentro de 
las transacciones de tiempo de ejecución controladas 
o El consumidor debe estar siempre disponible para recibir las transmisiones 
de mensajes de notificación 
o Problemas de fiabilidad graves: Asynchronous Queuing y Reliable 
Messaging 





5.2.3.5 Service Agent. Las composiciones de servicios pueden llegar a ser 
grandes e ineficientes, por lo que cuando es necesario invocar capacidades 
granulares a través de múltiples servicios se torna difícil por su alto grado de 
acoplamiento. 
Para ello, la lógica orientada a eventos puede ser diferida a los programas que no 
requieren invocación explícita, reduciendo así el tamaño y el rendimiento del 
origen de composiciones de servicios. 
 Ventajas 
o Perdida de acoplamiento 
o Reusabilidad de servicios 
 
 Desventajas 
o Los agentes de eventos proporcionan otra capa de abstracción a la cual, 
múltiples composiciones de servicios pueden formar dependencias. 
o El uso excesivo de este patrón de diseño puede resultar en una 
arquitectura de inventario que es difícil de construir para los servicios. 
o Algunos programas de agentes de servicio pueden acabar en conflicto con 
otros agentes de servicio u otra lógica de servicio 
o Un sistema de control de versiones agente se necesitará para hacer frente 
a estos desafíos 
o Puede diferirse a los programas basados en eventos que no requieren 
invocación explícita, reduciendo así el tamaño y el rendimiento de la cepa 
de composiciones de servicios. 
 
5.2.3.6 Messaging Metadata. Debido a que la mensajería no se basa en 
una conexión persistente entre el servicio y el consumidor, es difícil para un 




Para solucionar esto, el contenido del mensaje se puede complementar con 
metadatos de la actividad específica, estos pueden ser interpretados y procesados 
por separado durante la ejecución. 
 Ventajas 
o El contenido del mensaje se puede complementar con la actividad 
específica de metadatos que puede ser interpretada y procesada por 
separado durante la ejecución. 
o Reduce la necesidad de compartir lógica del servicio 
o Pérdida de acoplamiento 
o Servicios sin estado 
 
 Desventajas 
o Las demandas de rendimiento se incrementan por el requisito de los 
servicios de interpretar y procesar metadatos en tiempo de ejecución 
o Especialmente los servicios agnósticos pueden imponer más ciclos de 
tiempo de ejecución, ya que pueden necesitar ser equipados con rutinas 
muy genéricas, capaces de interpretar y procesar diferentes tipos de 
cabeceras de mensajes con el fin de participar efectivamente en múltiples 
actividades de composición 
o Rutas de mensajes excesivamente complejas y creativas que pueden ser 
difíciles de gobernar y evolucionar 
5.2.3.7 State Messaging. Cuando se requiere que los servicios mantengan 
información de estado en la memoria durante los intercambios de mensajes con 
los consumidores, su escalabilidad se puede comprometer, y puede convertirse en 
una carga de rendimiento en la infraestructura. 
En lugar de retener los datos de estado en la memoria, su almacenamiento es 




o En lugar de retener los datos de estado en la memoria, su 
almacenamiento se delega temporalmente a los mensajes. 
o Composición de servicios 
o Contrato de servicios estandarizado 
o Servicios sin estado 
 Desventajas 
o Este patrón puede no ser adecuado para todos los tipos de datos de 
estado, ya que se pueden perder mensajes, también cualquier información 
de estado que lleven se puede perder. 
5.2.3.8 Asynchronous Queuing. Al realizar comunicación síncrona se 
requiere que la respuesta sea dada inmediatamente, esto no permite que el 
usuario y el sistema interactúen de una forma más amigable. 
Como solución a este problema se introduce una cola como un buffer 
intermediario, este recibe mensajes de solicitud y los envía en nombre de los 
consumidores. Si el servicio de destino no está disponible, la cola actúa como 
almacenamiento temporal y conserva el mensaje. 
 Ventajas 
o Optimiza la interacción de servicios ya que elimina la necesidad de una 
respuesta requerida. 
o La mayoría de los sistemas de colas permiten la supervisión y 
administración de transmisiones de mensajes en ejecución 
o En sistemas más grandes pueden simplificar en gran medida el control 
administrativo y el aislamiento de fallos de comunicación 
o Contrato de servicios estandarizado 
o Servicios sin estado 





o Puede conducir a servicios más complejos difíciles de diseñar ya que es 
más complicado anticipar todos los escenarios posibles en tiempo de 
ejecución. 
o Puede que no haya reconocimiento de la entrega de mensajes de éxito 
o Las transacciones atómicas pueden no ser posibles. 
 
5.2.3.9 Canonical Resources. Las implementaciones de servicios pueden 
introducir recursos de infraestructura dispares innecesarios, lo que resulta en 
aumento de la carga de gobierno. 
Se deben envolver los recursos de infraestructura comunes y luego ponerlos a 
disposición a través de un contrato estandarizado para el resto del inventario de 
servicios. Cuando esto no es posible, los recursos comunes se identifican y 
estandarizan, a fin de mantener la coherencia entre los diseños de servicios en 
todo el inventario. 
 Ventajas 
o La infraestructura de apoyo y la arquitectura pueden ser equipados con 
recursos y extensiones comunes que se pueden ser utilizados 
repetidamente por diferentes servicios. 
 
 Desventajas 
o La aplicación repetida de este patrón puede conducir a una tendencia 
natural a querer compartir y reutilizar productos estandarizados para 
propósitos de costos o de eficiencia del desarrollo. A menudo, esto puede 
estar justificada, pero también puede inadvertidamente reducir la 
autonomía de los servicios más allá de lo que debería ser. 
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5.3 PROBLEMA 2 – ASINCRONÍA 
La comunicación síncrona requiere una respuesta inmediata a cada solicitud y por 
lo tanto obliga a un intercambio de datos bidireccional para cada interacción de 
servicios, esto implica que el usuario y el sistema deben tener la disponibilidad 
necesaria para dicha interacción y debido a su naturaleza secuencial, puede 
imponer sobrecarga de procesamiento, bajo nivel de escalabilidad y fiabilidad, 
además de latencia y redundancias en la arquitectura. Así, es necesario enviar 
solicitudes de forma asíncrona de tal forma que se permita continuar el flujo de 
trabajo. 
5.3.1 Árbol de decision 






5.3.2 Matriz de Impactos 
Figura 24. Matriz de impactos problema 2 - Asincronía 
 
Fuente: Autores 
5.3.3 Descripción de Patrones 
5.3.3.1 Asynchronous Queuing. Ver descripción de patrones: Problema 1 – 
Enrutamiento 
5.3.3.2 Event-Driven Messaging. Ver descripción de patrones: Problema 1 
– Enrutamiento 
5.3.3.3 Service Callback. Cuando un servicio necesita responder a una 
petición del consumidor a través de la emisión de múltiples mensajes o cuando el 
procesamiento de mensajes de servicio requiere una gran cantidad de tiempo, a 
menudo no es posible comunicar de forma sincrónica. Dicho servicio puede 
requerir que los consumidores se comuniquen con él de forma asíncrona, 






o A los consumidores se les pide suministrar detalles de correlación, lo que 
permite que el servicio pueda enviar un identificador dentro de mensajes 
para que los consumidores los puedan asociar con la tarea original. 
o Bajo acoplamiento del servicio. 
o Estandarización del contrato de servicio. 
o Abstracción del servicio. 
o Bajo consumo de memoria. 
 
 Desventajas 
o La comunicación asíncrona puede introducir problemas de fiabilidad. 
o Puede requerir, además, de la infraestructura que lo rodea sea actualizada 
para apoyar plenamente la correlación de devolución de llamada. 
 
 
5.4 PROBLEMA 3 – INTEROPERABILIDAD 
Los servicios existentes en la compañía pueden ser construidos utilizando 
diferentes tecnologías de comunicación. Por ende, los servicios pueden utilizar 
frameworks completamente diferentes o implementar diferentes versiones de las 
mismas tecnologías, lo que desencadena en una serie de incompatibilidades en 
cuanto a tipos de datos, esquemas y protocolos de servicios, afectando 





5.4.1 Árbol de decisión 
Figura 25. Árbol de decisión problema 3 - Interoperabilidad 
 
Fuente: Autores 
5.4.2 Matriz de Impactos 





5.4.3 Descripción de Patrones 
5.4.3.1 Data Format Transformation. Los servicios comúnmente pueden 
ser incompatibles con recursos o programas que solo soportan formatos de datos 
desiguales. 
Para ello, debe crearse una capa lógica de transformación de datos. Diseñada 
específicamente para convertir uno o más formatos en uno o más formatos 
diferentes. 
 Ventajas 
o Interoperabilidad de tecnologías gracias a la transformación y traducción 
de formatos. 
o Contrato de servicios estandarizados 
o Pérdida de acoplamiento 
o Composición de servicios 
 
 Desventajas 
o Aumento en el esfuerzo de desarrollo de soluciones cuando la lógica de 
transformación que se requiere debe ser programada a medida. Sin 
embargo, el esfuerzo de desarrollo a la medida puede no ser necesario 
cuando se utiliza una plataforma de middleware ya equipado con la 
funcionalidad de conversión requerida. 
o Aumento de la complejidad del diseño, ya que este modelo introducirá una 
nueva capa en un ambiente ya distribuido. 
o Se requiere un aumento de los requisitos de rendimiento porque 
necesitará la conversión de formatos para ser ejecutado cada interacción 
entre fuentes de formatos dispares. 
 
5.4.3.2 Data Model Transformation. Los servicios pueden usar esquemas 
incompatibles para representar los mismos datos, lo que dificulta la interacción 
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entre servicio y composición. 
Para ello, se lleva a cabo la conversión de los datos en tiempo de ejecución, estos 
se ajustan a un modelo de datos  y pueden reestructurarse para cumplir un 
modelo de datos diferente. Esto extiende un marco de mensajería no 
estandarizado, lo que le permite superar dinámicamente disparidad entre los 
esquemas utilizados. 
 Ventajas 
o Facilita la interacción entre servicios y composiciones 
o Contrato de servicios estandarizado 
o Composición de servicios 
o Reusabilidad. 
 Desventajas 
o El desarrollo de la lógica de mapeo añade tiempo y esfuerzo a la creación 
de composiciones de servicios. 
o La lógica de mapeo agrega sobrecarga de rendimiento cuando servicios 
con esquemas dispares necesitan intercambiar datos. 
 
5.4.3.3 Protocol Bridging. En las implementaciones existen diversos 
servicios que utilizan diferentes protocolos de comunicación o diferentes versiones 
del mismo protocolo, lo cual genera que se pueda realizar el cambio de datos. 
Para lo cual es necesario implementar un "puente lógico" que permita realizar la 
conversión de un protocolo en términos de otro dinámicamente en tiempo de 
ejecución para poder realizar la comunicación exitosamente. 
 Ventajas 
o Al diferir los datos del estado de un repositorio estado, el servicio es capaz 
de hacer la transición a un estado sin estado durante las pausas en la 
actividad, por lo tanto liberar temporalmente los recursos del sistema. 
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o Permite realizar la conversión de un protocolo a otro de forma dinámica en 
tiempo de ejecución. 
o Este patrón se emplea comúnmente cuando los sistemas heredados 
necesitan actuar como consumidores de servicios o cuando la lógica 
legado debe ser encapsulado por servicios. 
o Estandarización del contrato de servicio. 
o Composición del servicio. 
 
 Desventajas 
o Desde un punto de vista arquitectónico, se considera una opción 
indeseable debido a la complejidad del diseño y el rendimiento en tiempo 
de ejecución. 
o El uso de este patrón puede limitar o eliminar la capacidad de incorporar 
características de fiabilidad y de transacción. 
 
5.4.3.4 Dual Protocols. El patrón Canonical Protocol, requiere que todos los 
servicios se ajusten a la utilización de la misma tecnología de las comunicaciones; 
sin embargo, un único protocolo puede no ser capaz de adaptarse a todos los 
requisitos de servicio. 
Para ello, dos niveles de servicio se prestan en el mismo inventario. Un nivel con 
el protocolo seleccionado y un segundo nivel con el protocolo alternativo. Esto 
permite que el protocolo secundario se utilice cada vez que el protocolo primario 
se considera deficiente o inadecuado. 
 Ventajas 
o Contrato estandarizado de servicios 
o Pérdida de acoplamiento 
o Abstracción de servicios 
o Autonomía de servicios 
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o Composición de servicios 
o Interoperabilidad. 
 Desventajas 
o Puede conducir a una arquitectura de inventario complicada. 
o Puede generar mayor esfuerzo de gobierno y gastos. 
o Cuando se aplica mal, puede haber una dependencia alta del patrón 
Protocol Bridging. 
o La cantidad de consumidores potenciales y oportunidades de reutilización 
se reduce. 
5.5 PROBLEMA 4 – CONCURRENCIA 
En una arquitectura que maneja grandes cantidades de peticiones en cada 
servicio, es necesario realizar la gestión adecuada de las mismas, de modo que se 
pueda evitar la sobrecarga de procesamiento del sistema y mejorar la capacidad 
de respuesta de los servicios. 
5.5.1 Árbol de decisión 





5.5.2 Matriz de Impactos 
 





5.5.3 Descripción de Patrones 
5.5.3.1 Service Callback. Ver descripción de patrones: Problema 2 – 
Asincronía 
5.5.3.2 Asynchronous Queuing. Ver descripción de patrones: Problema 1 – 
Enrutamiento 
5.5.3.3 Event-Driven Messaging. Ver descripción de patrones: Problema 1 
– Enrutamiento 
5.5.3.4 Intermediate Routing. Ver descripción de patrones: Problema 1 – 
Enrutamiento 
5.5.3.5 Redundant Implementation. Un servicio que se reutiliza en varias 
composiciones activamente, introduce un potencial punto de falla que pueden 
poner en peligro la fiabilidad de todas las composiciones en las que participa, si se 
produce una condición de error inesperado, el patrón redundant implementation 
propone desplegar servicios de forma redundante, o con soporte de failover, de 
forma tal que el si falla un servicio existe uno alterno que puede suplirlo. 
 
 Ventajas 
o La implementación de este patrón permite el aumento de la disponibilidad 
del servicio. 
o Mejora la confiabilidad y escalabilidad de los servicios y el inventario de 
servicios en su conjunto. 
o Autonomía del servicio. 
 
 Desventajas 
o Se requiere un esfuerzo adicional para mantener la gobernabilidad todas 
las implementaciones redundantes en sincronía. 
o Se incrementan los requerimientos de infraestructura y asociados, 




5.5.3.6 State repository. Se presentan grandes cantidades de datos de 
estado en memoria caché para apoyar la actividad dentro de una composición 
servicio en ejecución, consumiendo demasiada memoria, especialmente para 
actividades de larga duración, lo que disminuye la escalabilidad, para lo que este 
patrón propone escribir temporalmente el estado del servicio y luego recuperarlos 
en un repositorio de estado dedicado. 
 
 Ventajas 
o Al diferir los datos del estado de un repositorio estado, el servicio es capaz 
de hacer la transición a un estado sin estado durante las pausas en la 
actividad, por lo tanto liberar temporalmente los recursos del sistema. 
o Generalmente se proporciona una base de datos dedicada para los 
propósitos de diferimiento del estado, que se encuentra en el mismo 
servidor físico que los servicios que la utilizarán, con el fin de reducir al 
mínimo los gastos generales del rendimiento en tiempo de ejecución 
asociado con la escritura y la recuperación de los datos. 
 
 Desventajas 
o La incorporación de la lógica de aplazamiento del estado requerida para 
llevar a cabo este patrón, puede aumentar la complejidad del diseño de 
servicios, lo que implica más esfuerzo de desarrollo y gastos. 
o La adición de escritura y la funcionalidad de lectura puede afectar 
negativamente al rendimiento. 
o Se restringe el principio de "servicios sin estado". 
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5.6 PROBLEMA 5 – CENTRALIZACIÓN DE DATOS 
Cuando se tienen grandes composiciones de servicios existe información de estos 
y su actividad, que debe ser compartida a lo largo del flujo de trabajo, lo que 
puede generar redundancias y problemas de precisión significativos, por lo que es 
necesario administrarla de forma centralizada. 
5.6.1 Árbol de decisión 






5.6.2 Matriz de Impactos 
 
Figura 30. Matriz de impactos problema 5 – Centralización de Datos 
 
Fuente: Autores 
5.6.3 Descripción de Patrones 
5.6.3.1 Metadata Centralization. Los grupos de proyectos, sobre todo en 
las grandes empresas, corren el riesgo constante de construir funcionalidad que 
ya existe o ya se encuentra en desarrollo, lo que resulta en un esfuerzo inútil. 
La metadata de servicios se puede publicar en un registro de servicios 
centralizado a fin de proporcionar un medio formal de registro de servicios y 





o Descubrimiento de servicios 




o Introducirá la necesidad de normalizar los metadatos. Será necesario, 
además, que la documentación de metadatos y registro pasen a formar 
parte de los ciclos de vida de la prestación de servicios estándar. 
o Es necesario que una persona o un grupo actúe como guardián del 
registro de servicios, y asuma la responsabilidad de la recogida de los 
metadatos necesarios para mantener el registro 
 
5.6.3.2 Messaging Metadata. Debido a que la mensajería no se basa en 
una conexión persistente entre el servicio y el consumidor, es difícil para un 
servicio obtener acceso a los datos de estado asociados con una actividad global 
en ejecución. Para solucionar esto, el contenido del mensaje se puede 
complementar con metadatos de la actividad específica, estos pueden ser 
interpretados y procesados por separado durante la ejecución. 
 
 Ventajas 
o El contenido del mensaje se puede complementar con la actividad 
específica de metadatos que puede ser interpretada y procesada por 
separado durante la ejecución. 
o Reduce la necesidad de compartir lógica del servicio 
o Perdida de acoplamiento 





o Las demandas de rendimiento se incrementan por el requisito de los 
servicios de interpretar y procesar metadatos en tiempo de ejecución 
o Especialmente los servicios agnósticos pueden imponer más ciclos de 
tiempo de ejecución, ya que pueden necesitar ser equipados con rutinas 
muy genéricas, capaces de interpretar y procesar diferentes tipos de 
cabeceras de mensajes con el fin de participar efectivamente en múltiples 
actividades de composición. 
o Rutas de mensajes excesivamente complejas y creativas que pueden ser 
difíciles de gobernar y evolucionar. 
 
5.6.3.3 Reference Data Centralization. Los datos propios que maneja el 
servicio son aplicados a menudo a través de diferentes servicios de negocio, lo 
que lleva a problemas de redundancia y dificultades de gobernabilidad, por lo que 
es necesario implementar un servicio especializado de que maneje el 
almacenamiento, gestión y acceso a los datos de forma centralizada. 
 
 Ventajas 
o Los servicios de negocio y aplicaciones pueden acceder al Reference 
Data Service y se benefician de una visión coherente y centralizada de los 
datos de referencia tanto para los datos específicos de negocio y de 
referencia genérica. 
o Reutilización del servicio. 
 
 Desventajas 
o Con la implementación de este patrón los servicios se someten a una 
mayor sobrecarga de rendimiento y riesgo de latencia. 
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o Es necesario la gestión de las versiones para que no dependa de la última 
versión únicamente. 
o Las aplicaciones heredadas no pueden ser capaces de acceder a los 
datos de referencia si no están habilitados para el servicio. 
o La duplicación y la redundancia todavía pueden ocurrir y deben ser 
gestionados con eficacia. 
5.7 PROBLEMA 6 - CLASIFICACIÓN DE SERVICIOS 
A lo largo de una empresa, los servicios pueden ser construidos como parte de 
varios proyectos de desarrollo en curso. Debido a que cada proyecto tiene sus 
propias prioridades y objetivos, pueden ser fácilmente diseñados de forma aislada, 
de forma tal que los servicios se encuentran desorganizados y no es posible 
gestionarlos de forma centralizada. 
5.7.1 Árbol de decisión 





5.7.2 Matriz de Impactos 
Figura 32. Matriz de impactos problema 6 – Clasificación de Servicios 
 
 Fuente: Autores 
5.7.3 Descripción de Patrones 
5.7.3.1 Domain Inventory. Establecer un inventario único de servicios 
empresariales puede ser inmanejable para algunas empresas, y los intentos de 
hacerlo podrían poner en peligro el éxito de una adopción SOA. 
Como solución, los servicios se pueden agrupar en inventarios de servicios de 
dominio específico, cada uno de los cuales puede ser estandarizado, gobernado, y 
apropiado independientemente. 
 Ventajas 
o Gobierno de servicios independiente 
o Contrato de servicios estandarizados 
o Abstracción de servicios  
o Composición de servicios. 





o Los requisitos de transformación que surgen para permitir el intercambio 
de datos entre dominios impacta el esfuerzo de desarrollo y diseño en la 
composición de servicios. 
o También añade sobrecarga de rendimiento en tiempo de ejecución.  
o La independencia por la que cada inventario puede ser construido y 
evolucionado, a menudo dará lugar a la creación de servicios redundantes 
a través de los dominios. 
 
5.7.3.2 Enterprise Inventory. La prestación de servicios de forma 
independiente a través de diferentes proyectos en toda la empresa establece un 
riesgo constante en la producción de servicios y arquitectura inconsistentes, 
comprometiendo las oportunidades de recomposición. 
Para ello, se diseñan servicios estandarizados para múltiples soluciones dentro de 
un inventario de arquitectura en la que se puedan recomponen libremente y 
repetidamente. 
 Ventajas 
o Composición de servicios 
o Abstracción de servicios 
o Contrato de servicios estandarizados 
o Interoperabilidad de servicios  
o Adaptación empresarial 
 Desventajas 
o Para lograr unidad a través de un inventario de servicios para toda la 
empresa, una gran cantidad de análisis top-down puede ser necesaria 
para que los servicios candidatos puedan ser modelados y alineados entre 
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sí, esto puede conducir a un proyecto costoso y requerir mucho tiempo de 
análisis por adelantado. 
o Es posible usar metodologías para la prestación de servicios con menos 
análisis, sin embargo, hay un proceso posterior para re-alinear los 
servicios. Aunque es una estrategia probada, este método puede 
introducir complejidades adicionales y aumento de gastos. (El patrón 
inventario de dominio ofrece un enfoque alternativo que aborda 
directamente preocupaciones asociadas con Enterprise Inventory.) 
 
5.7.3.3 Cross-Domain Utility Layer. Las empresas contienen muchos 
inventarios de dominio, las capas no tienen vínculos con los modelos de negocio y 
con frecuencia se encapsulan recursos de la empresa que son comunes para 
todos los dominios. Como resultado, la lógica para cada dominio tenderá a ser 
similar o idéntica a los demás. 
Como solución se implementa una capa de servicios que será usada por múltiples 
inventarios de servicios, estableciendo una conexión centralizada de servicios 
accesibles y reusables para todos los dominios. 
 Ventajas 
o Permitir para cada dominio evolucionar de forma independiente, lo cual es 
un enfoque más manejable para algunas organizaciones 
o Composición de servicios  
o Reusabilidad  
o Evita redundancia 
 Desventajas 
o Si los dominios de inventario de servicios se basan en fronteras 
geográficas, o si los dominios consisten en entornos técnicos muy 




5.7.3.4 Service decomposition. Existen servicios que han sido 
implementados con un alto nivel de granularidad, lo que inhibe el diseño óptimo de 
la composición; service decomposition propone descomponer un servicio de alto 
nivel de granularidad en varios servicios de granularidad fina. 
 
 Ventajas 
o Al descomponer el servicio se obtiene un diseño óptimo de la composición 
de servicios. 
o El rendimiento de la composición se ve altamente beneficiado.  
o En el diseño de este tipo de composiciones, en general es preferible 
mantener las huellas de los servicios individuales lo más pequeñas 
posible, ya que sólo se requieren capacidades selectas del servicio para 
automatizar una tarea empresarial específica. 
 Desventajas 
o Puede impactar el inventario de servicios, esto depende de cómo se haya 
establecido el servicio y con cuantos consumidores haya entablado 
relaciones. (entre más consumidores involucrados más complicado y 
perjudicial es implementar este patrón). 
o Al implementar este patrón se obtiene un aumento en los servicios de 
granularidad fina, lo que conduce a diseños de composición de servicios 
más grandes y más complejos. 
o Se ve afectada la composición del servicio. 
o Se consigue un alto nivel de acoplamiento. 
5.7.3.5 Service Layers. Definir arbitrariamente los servicios prestados y que 
se rigen por diferentes equipos de proyecto, puede conducir a diseñar la 
incoherencia y la redundancia funcional inadvertida a través de un inventario de 
servicios. Por lo que es necesario implementar el inventario de forma estructurada 
en dos o más capas lógicas de servicios, cada uno de los cuales es responsable 





o Se eligen los modelos de servicio y luego forman la base de capas de 
servicios que establecen estándares de modelado y diseño propio de la 
arquitectura. 
o Las capas (y sub-capas) pueden formar grupos de servicios. Propiedad de 
la gobernabilidad a largo plazo, estos grupos se le pueden asignar a 
guardias dedicados más adecuados a la naturaleza de los modelos de 
servicios. 
o Reutilización de servicios.  
o Composición del servicio. 
 Desventajas 
o Los costos y los impactos comunes asociados con los estándares de 
diseño y por adelantado el análisis deben ser aceptados. 
o Como resultado, su uso puede aumentar el tiempo y el esfuerzo 
requeridos para definir un plano de inventario de servicios. 
o Después de que los servicios se han construido de acuerdo con los 
modelos de servicios subyacentes, puede ser muy difícil de cambiar la 
estructura de las capas establecidos sin interrumpir el servicio de 
inventario. 
5.7.3.6 Policy Centralization. Existen políticas que se aplican de forma 
individual a múltiples servicios, de forma tal que una política puede repetirse en 
varios servicios con un nivel de abstracción diferente, lo que puede generar 
redundancias e inconsistencias en la lógica de servicio y los contratos WSDL. Por 
lo que es necesario realizar una abstracción de las políticas de forma tal que las 
políticas que se esté implementando de forma individual en cada servicio con el 
mismo objetivo, se pueda unificar y definir de forma global de tal forma que se 





o Permite reducir la redundancia y obtener realmente un gobierno efectivo 
de las políticas de forma centralizada. 
o El principio de abstracción del servicio es un factor clave para asegurar 
que la restricción de granularidad de las capacidades del contrato siga 
siendo razonable. 




o Un cambio o adición a una política compartida afectarán a todos los 
servicios que dependan de él. Esto, a su vez, afecta a todos los 
consumidores de servicios ya que se han formado dependencias en los 
contratos de servicios correspondientes.  
o Los policy frameworks pueden implicar sobrecarga de rendimiento. 
o Puede generar dependencia de la tecnología propia que se implemente 
para abstraer las políticas. 
o Existe el riesgo de que se presente conflicto entre las políticas 
centralizadas y específicas de los servicios. 
 
5.8 PROBLEMA 7 – REDUNDANCIA 
Cuando la construcción de servicios se realiza para grandes entornos 
empresariales, es común que al construir servicios en paralelo se obtengan altos 
niveles de redundancia a nivel de esquemas, lógica y límite de servicios, de esta 




5.8.1 Árbol de decisión 
Figura 33. Árbol de decisión problema 7 - Redundancia 
 
Fuente: Autores 
5.8.2 Matriz de Impactos 





5.8.3 Descripción de Patrones 
5.8.3.1 Logic Centralization. Es necesario evitar el mal uso y la 
redundancia de los servicios que no se usan con frecuencia, la funcionalidad de 
redundancia se puede ceder a otros servicios lo que desencadena en problemas 
de desorganización de inventario, gobernabilidad y propiedad de servicios. 
La reusabilidad de los servicios se puede implementar por medio de servicios 
agnósticos que deben ser diseñados de forma independiente, gobernado 
adecuadamente, y su uso debe ser forzado a través de estándares de la empresa. 
 Ventajas 
o Reusabilidad 
o Composición de servicios 
o Interoperabilidad 
o Evita redundancia. 
 Desventajas 
o La introducción del patrón en una organización que no tiene un historial de 
fomentar la reutilización o el uso de los estándares de diseño, en general 
casi siempre provocará problemas culturales con la gente y los 
departamentos de TI afectados por los proyectos de prestación de 
servicios. 
 
5.8.3.2 Service Normalization. El límite de un servicio se define por su 
contexto funcional y los límites colectivos de sus capacidades. Incluso dentro de 
un límite predefinido de inventario, cuando los servicios son entregados por 
múltiples equipos de proyecto existe el riesgo de que algunos proporcionar la 
funcionalidad que se solapan con los demás, así, es necesario diseñar los 






o Cuando los servicios se entregan con límites complementarios y bien 
alineados, se logra la normalización funcional a través del inventario. 
o Se reduce la cantidad de servicios que se requieren. 
o Los objetivos de este patrón son mejor alcanzados por la búsqueda de la 
autonomía de nivel de servicio. 
o Facilita la escalabilidad de los servicios. 
 Desventajas 
o Se requiere un mayor esfuerzo de gobierno continuo para asegurar que 
los servicios mantienen la normalización en todo el inventario, ya que se 
revisan y evolucionan con el tiempo. 
 
5.8.3.3 Schema Centralization. Los diferentes contratos de servicios a 
menudo tienen que expresar capacidades que procesan documentos o conjuntos 
de datos de negocio similares, lo que resulta en contenido de esquema 
redundante que es difícil de gobernar. 
Como solución, se seleccionan y estandarizan los esquemas independientes a los 
contratos de servicios, estos serán compartidos a través de múltiples contratos. 
 Ventajas 
o Pérdida de acoplamiento 
o Contrato de servicios estandarizado 
o Reducción de redundancia 
o Reusabilidad de esquemas. 
 Desventajas 
o Cualquier cambio a un esquema centralizado puede afectar a numerosos 
contratos de servicios. 
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o La gobernanza y mantenimiento de los esquemas compartidos se hace 
cada vez más importante y necesaria puesto que múltiples servicios 
pueden formar dependencias en las mismas definiciones de esquemas. 
5.9 PROBLEMA 8 – ROLLBACK 
Durante el transcurso de una actividad de servicios en tiempo de ejecución, se 
pueden presentar una serie de inconvenientes que evitarán que el servicio pueda 
terminar con éxito el proceso de negocio global, por lo que si se detecta una 
condición de fallo grave, puede entrar en un estado de suspensión indefinido o 
agotar el tiempo de espera. Es por esta razón que en ocasiones es necesario 
realizar un rollback dado que las transacciones no se realizaron 
satisfactoriamente. 
5.9.1 Árbol de decisión 





5.9.2 Matriz de Impactos 
Figura 36. Matriz de impactos problema 8 - Rollback 
 
Fuente: Autores 
5.9.3 Descripción de Patrones 
5.9.3.1 Atomic Service Transaction. Las actividades en tiempo de 
ejecución pueden ser envueltas en una función de reversión (Rollback) de tal 
forma que reestablezca las acciones y cambios si la tarea del negocio no puede 
ser completada con éxito. 
 Ventajas 
o Administración de flujos según respuestas exitosas o fallidas 
o Transacciones atómicas 
 Desventajas 
o A menudo se cargan en la memoria datos de estado y esto seguirá 
consumiéndola hasta que el servicio reciba la orden de confirmar o 
deshacer. 
o En las transacciones más grandes que involucran múltiples servicios, esta 
cantidad de consumo de memoria puede afectar la capacidad de 




5.9.3.2 Service Grid. Los datos de estado diferido a través del repositorio o 
de Stateful Services pueden estar sujetos a los cuellos de botella y la falta de 
rendimiento, especialmente cuando expuestos a altos volúmenes de-uso. Por lo 
que implementar service grid propone diferir los estados de datos a una colección 
de servicios del sistema con estado que forman una red que proporciona una alta 
escalabilidad y tolerancia a fallos a través de la replicación de la memoria y la 
redundancia y la infraestructura de apoyo. 
 Ventajas 
o El entorno resultante puede establecer una alta escalabilidad y tolerancia 
a fallos de los datos de estado diferidos durante todo un inventario de 
servicios e incluso a través de múltiples inventarios. 
o Dentro de esta plataforma, varias instancias redundantes de los servicios 
de la red están constantemente disponibles y permanecen sincronizados 
constantemente. Esto permite que cada servicio de red para proporcionar 
su propia caché memoria individual que se replica a través de múltiples 
instancias redundantes que residen y equilibran la carga a través de 
diferentes máquinas de servidor. 
 Desventajas 
o Este patrón puede requerir una actualización de la infraestructura 
significativa y puede aumentar correspondientemente la carga de 
gobierno. 
o La necesidad de añadir múltiples servidores físicos, junto con los costos 
de licencias de productos y extensiones de infraestructura necesarios 
adicionales puede hacer que la adopción de Grid Service sea costoso.  
o Como resultado de la expansión de la infraestructura necesaria, entornos 
basados en la red, naturalmente, aumentar la carga de gobierno de una o 
varias arquitecturas de inventario de servicios, lo que resulta en continuo 
esfuerzo operacional y costos. 
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5.10 PROBLEMA 9 – ABSTRACCIÓN DE SERVICIOS 
Cuando un servicio está sujeto a cambios, ya sea en el contrato o en su 
implementación subyacente, la lógica de negocio puede verse afectada. Así 
mismo, cuando los consumidores pueden acceder directamente a los recursos de 
los servicios (tales como bases de datos), la seguridad de los recursos puede 
verse comprometida, por lo que se necesita garantizar la protección de los 
servicios de tal forma que personas no autorizadas no tengan acceso a lógica de 
negocio. 
5.10.1 Árbol de decisión 







5.10.2 Matriz de Impactos 
Figura 38. Matriz de impactos problema 9 – Abstracción de Servicios 
 
Fuente: Autores 
5.10.3 Descripción de Patrones 
5.10.3.1 Service Facade. El acoplamiento de la lógica de servicio básico a los 
contratos y los recursos de implementación puede inhibir su evolución y un 
impacto negativo en los consumidores de servicios. Por lo que se utiliza un 
componente Service Facade se utiliza para abstraer una parte de la arquitectura 






o La lógica de la fachada se coloca en entre el contrato y la lógica de 
servicio básico, lo que permite que el core de la lógica de servicio 
permanezca desacoplado del contrato. 
o Estandarización de contrato de servicios.  
o Componentes de fachada de servicio pueden ser posicionados dentro de 
una arquitectura de servicios de diferentes maneras, dependiendo de la 
naturaleza y el grado de abstracción requerido. 
 Desventajas 
o La implementación de este patrón introduce esfuerzo de desarrollo y de 
diseño, así como los requisitos de comunicación entre componentes 
adicionales. 
o Aunque se espera cierta sobrecarga de rendimiento, por lo general es 
menor, siempre y cuando los componentes de servicio fachada y el Core 
se encuentran en el mismo servidor físico. 
 
5.10.3.2 Trusted Subsystem. Un consumidor que accede a recursos de 
back-end de un servicio directamente puede poner en peligro la integridad de los 
recursos y puede llevar más a las formas indeseables de acoplamiento 
implementación. Por lo que el servicio debe ser diseñado para utilizar sus propias 
credenciales para la autenticación y autorización de recursos de back-end en 
nombre de los consumidores. 
 Ventajas 
o El servicio funciona como un subsistema de confianza de sus recursos 
subyacentes. 
o Los consumidores se limitan más a la autenticación y autorización a través 
del servicio y sus credenciales no se delegan en el recurso subyacente. 




o Exigir este tipo de verificación mejora la seguridad al hacer que sea más 
difícil para los atacantes simular un subsistema de confianza y realizar 
ataques "man-in-the-middle". 
 Desventajas 
o Si este tipo de servicio se ve comprometido por los atacantes o 
consumidores no autorizadas, puede ser explotado para obtener acceso a 
una amplia gama de recursos en cascada. 
o Puede afectar el bajo acoplamiento de los servicios. 
 
5.10.3.3 Legacy Wrapper. El alto acoplamiento del contrato de servicios con 
la aplicación legado indirectamente aumenta el acoplamiento del consumidor del 
servicio con la implementación legado. 
Un API de sistema legado o un adaptador de servicio web se puede exponer como 
punto de entrada genérico a la lógica del sistema legado. El resultado es un 
diseño que permite la abstracción completa de características heredadas, que 
proporciona la libertad de evolucionar o sustitución del sistema anterior con el 
mínimo impacto en los consumidores de servicios existentes. 
 Ventajas 
o Proporciona la libertad de evolucionar o reemplazar el sistema existente 
con un mínimo impacto en los consumidores de servicios. 
o Contrato de servicios estandarizado.  
o Pérdida de acoplamiento. 
o Abstracción de servicios. 
 Desventajas 
o Introduce sobrecarga de rendimiento asociados con la invocación 
adicional de servicios y los requerimientos de transformación de datos. 
o Cuando los nuevos sistemas o recursos se introducen en una arquitectura, 
el comportamiento global del servicio puede verse afectado, incluso 
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cuando el contrato sigue siendo el mismo. Service Facade puede 
complementar la lógica de servicio con funciones adicionales que 
compensen los posibles efectos negativos. 
5.10.3.4 Entity Abstraction. Agrupando tanto la lógica de proceso agnóstica 
y específica en el mismo servicio, con el tiempo se traduce en la creación de 
lógica de negocio agnóstica redundante a través de múltiples servicios. 
Como solución, una capa de servicios de negocio agnóstico puede ser 
establecida, dedicada a los servicios que basan su contexto funcional en 
entidades de negocio existentes. 
 Ventajas 
o Adaptación empresarial. 
o Pérdida de acoplamiento.  
o Reusabilidad.  
o Abstracción de servicios. 
o Composición de servicios 
 Desventajas 
o Una gran parte de la atención debe centrarse en su posterior gestión 
pública y Evolución. 
o Puede cambiar las estructuras de la organización, por lo tanto debe 
incorporarse lo antes posible en etapas de planificación, a fin de dar a 
todos los involucrados el modelado de servicios y diseño de servicios con 
el tiempo suficiente para entender y aceptar la naturaleza de esta capa de 
servicio.   
o Uno de los factores clave de éxito para mantener una capa de entidades 
eficaz es el establecimiento de una estructura de propiedad adecuada 
para los servicios. Debido a esto se puede requerir colaboración de 
expertos en la materia y expertos en tecnología, además, puede requerir 




5.10.3.5 Service Encapsulation. La solución lógica que es diseñada para un 
solo entorno de aplicación es típicamente limitada por su potencial para 
interoperar o ser aprovechado por otras partes de la empresa (Silos de 
aplicaciones o soluciones individuales). Service Encapsulation propone, el 
encapsulamiento de la solución lógica por un servicio de modo que se posiciona 
como un recurso de negocio capaz de funcionar más allá del límite para el cual se 
entrega inicialmente. 
 Ventajas 
o La lógica puede contener una funcionalidad útil para otros sistemas de la 
empresa fuera de la aplicación inmediata (silo en el que se encuentre) 
esto incrementa el valor potencial de forma tal que se pueda justificar su 
clasificación como un recurso de empresa. 
o Este tipo de lógica generalmente forma la base de un servicio agnóstico. 
 Desventajas 
o La encapsulación de servicios está sujeta a consideraciones de diseño y 
de gobernanza adicionales. 
o Debido a que la aplicación de este patrón resulta en la identificación y 
filtrado de la lógica, no hay impacto inmediato. 
 
5.11 PROBLEMA 10 – CONSUMO DE MEMORIA 
La carga de retener y procesar datos de estados, caché e información a lo largo 
de los servicios aumenta el consumo de memoria, de igual forma, el rendimiento 
durante el curso de una actividad se verá afectado. Es necesario realizar una 
administración de datos adecuada, de tal forma que se controlen en tiempo de 




5.11.1 Árbol de decisión 






5.11.2 Matriz de Impactos 
Figura 40. Matriz de impactos problema 10 – Consumo de Memoria 
 
Fuente: Autores 
5.11.3 Descripción de Patrones 
5.11.3.1 State Repository. Se presentan grandes cantidades de datos de 
estado en memoria caché para apoyar la actividad dentro de una composición 
servicio en ejecución, consumiendo demasiada memoria, especialmente para 
actividades de larga duración, lo que disminuye la escalabilidad, para lo que este 
patrón propone escribir temporalmente el estado del servicio y luego recuperarlos 
en un repositorio de estado dedicado. 
 Ventajas 
o En un repositorio de estados, el servicio es capaz de hacer la transición a 
un estado "sin estado" durante las pausas en la actividad, por lo tanto 
libera temporalmente los recursos del sistema. 
o Generalmente se proporciona una base de datos dedicada para los 
propósitos de diferimiento del estado, que se encuentra en el mismo 
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servidor físico que los servicios que la utilizarán, con el fin de reducir al 
mínimo los gastos generales del rendimiento en tiempo de ejecución 
asociado con la escritura y la recuperación de los datos. 
 Desventajas 
o La incorporación de la lógica de aplazamiento del estado requerida para 
llevar a cabo este patrón, puede aumentar la complejidad del diseño de 
servicios, lo que implica más esfuerzo de desarrollo y gastos. 
o La adición de escritura y la funcionalidad de lectura puede afectar 
negativamente al rendimiento. 
o Se restringe el principio de "servicios sin estado". 
 
5.11.3.2 Statefull Services. Los datos de estado asociados a una actividad 
de servicio particular, pueden imponer una gran responsabilidad, como lo es la 
administración del estado de ejecución en composiciones de servicios, reduciendo 
así su capacidad de ampliación. Por lo que, Stalefull services, propone manejar y 
almacenar los datos del estado por medio de servicios públicos intencionalmente 
con estado. 
 Ventajas 
o Los datos de estado del servicio persisten y son gestionados sin consumir 
recursos de tiempo de ejecución de servicio. 
o Con el uso de los servicios públicos con estado, las responsabilidades de 
gestión estatal se difieren. 
o El propósito específico de este patrón constituye mejorar el rendimiento 
general y la escalabilidad del inventario de servicios. 
 Desventajas 
o Si no se aplica correctamente, los servicios públicos con estado pueden 
convertirse en un cuello de botella. 
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o En situaciones de alta concurrencia, los servicios públicos con estado 
pueden ser necesarios para gestionar las actividades de servicios y 
numerosos casos de actividad al mismo tiempo. Si ellos no son 
compatibles con la infraestructura adecuada, el rendimiento general y la 
escalabilidad del inventario en su conjunto puede verse afectado. 
o El uso de servicios de utilidad con estado añade más "partes móviles" a 
una composición de servicio dado, lo que aumenta su complejidad. 
 
5.11.3.3 Partial State Deferral. Las capacidades de servicio pueden ser 
necesarias para almacenar y gestionar grandes cantidades de datos de estado, lo 
que resulta en un aumento de consumo de memoria y reduce la escalabilidad. 
Para ello, incluso cuando se requieren servicios que permanezcan con estado, un 
subconjunto de sus datos de estado pueden aplazarse temporalmente. 
 Ventajas 
o Servicios sin estado. 
o Menos consumo de recursos y memoria. 
o Información de estado guardada en tiempo de ejecución para posterior 
uso. 
 Desventajas 
o La dependencia arquitectónica puede resultar en problemas de 
gobernanza, siempre que sea necesario se deben cambiar las extensiones 
estándar de gestión de estado. 
o Las rutinas necesarias para programar la lógica de servicio que se lleva a 
cabo en tiempo de ejecución para el aplazamiento y la ejecución de datos 
de estado  aumenta complejidad y esfuerzo al diseño y desarrollo. 
o Si la optimización no es posible, la recuperación de grandes cantidades de 
datos empresariales como parte de una rutina de procesamiento 




5.11.3.4 State Messaging. Cuando se requiere que los servicios mantengan 
información de estado en la memoria durante los intercambios de mensajes con 
los consumidores, su escalabilidad se puede comprometer, y puede convertirse en 
una carga de rendimiento en la infraestructura. 
En lugar de retener los datos de estado en la memoria, su almacenamiento es 
delegado temporalmente a los mensajes. 
 Ventajas 
o En lugar de retener los datos de estado en la memoria, su 
almacenamiento se delega temporalmente a los mensajes. 
o Composición de servicios. 
o Contrato de servicios estandarizado. 
o Servicios sin estado. 
 
 Desventajas 
o Este patrón puede no ser adecuado para todos los tipos de datos de 
estado, ya que se pueden perder mensajes, también cualquier información 
de estado que lleven se puede perder. 
 
5.11.3.5 Compensating Service Transaction. Cuando algunas excepciones 
en tiempo de ejecución no se controlan, pueden poner en peligro una composición 
de servicios, envolver la composición en una transacción atómica puede atar 
demasiados recursos, lo que afecta negativamente el rendimiento y la 
escalabilidad. 
Como solución, se crean rutinas de compensación, permitiendo excepciones en 
tiempo de ejecución que deben resolverse con la posibilidad de una reducción de 




o Permite excepciones en tiempo de ejecución, las cuales deben resolverse 
con la posibilidad de una reducción de bloqueo de recursos y el consumo 
de memoria. 
o Pérdida de acoplamiento. 
 Desventajas 
o El uso de lógica de compensación es de composición abierta y puede 
variar en su eficacia y calidad. 
 
5.11.3.6 Partial Validation. Las capacidades genéricas proporcionadas por 
los servicios agnósticos a veces dan lugar a contratos de servicios que imponen 
datos innecesarios y validación en los programas consumidores. 
Para ello, un programa de consumo puede ser diseñado sólo para validar un 
subconjunto de datos relevante e ignorar el resto. 
 Ventajas 
o Pérdida de acoplamiento. 
o Contrato de servicios estandarizado. 
o Evita la carga de procesamiento dado que no se realiza validación 
innecesaria sobre el consumidor. 
 Desventajas 
o Puede aumentar la complejidad del diseño de la lógica del programa. 
o Si el consumidor requiere procesamiento adicional para buscar y extraer 
sólo datos pertinentes, puede imponer sobrecarga de procesamiento. 
 
5.12 PROBLEMA 11 – AUTENTICACIÓN 
Los servicios habitualmente manejan datos sensibles o privados que no pueden 
ser puestos a disposición de todos los consumidores. Hacer estas capacidades 
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disponibles a cualquier consumidor pondrá en peligro la seguridad del servicio y 
de la compañía. Es necesario garantizar la seguridad de los servicios a nivel de 
autenticación de tal forma que personas no autorizadas no tengan acceso a 
información confidencial. 
5.12.1 Árbol de decisión 







5.12.2 Matriz de Impactos 




5.12.3 Descripción de Patrones 
5.12.3.1 Data Confidentiality. Los datos de mensajes pueden circular a 
través de redes inseguras, ya sea dentro de la red interna de una organización o a 
través de redes públicas. 
Este patrón brinda protección completa al mensaje, usando tecnologías de cifrado 
de tal forma que viaje junto con el mensaje y solo sea recibido por receptores 
autorizados. 
 Ventajas 
o Los mensajes son encriptados independientemente del transporte. 
o Protege el mensaje mientras están en tránsito entre los servicios y al 
mismo tiempo cuando están en poder de intermediarios no autorizados. 





o La encripción no previene la manipulación de datos. Esta vulnerabilidad 
está dirigida por el patrón Data Origin Authentication. 
o Si mucha información es encriptada con la misma llave simétrica, un 
atacante puede interceptar varios mensajes e intentar atacar a los 
mensajes cifrados con el objetivo de obtener la llave. 
o La encripción asimétrica requiere más recursos de procesamiento que la 
simétrica. 
o La gestión de claves puede añadir aún más carga a la gobernabilidad. 
 
5.12.3.2 Data Origin Authentication. Las capas de procesamiento 
intermedio generalmente requieren que las composiciones de servicio expongan 
datos sensibles. Para ello, un mensaje puede ser firmado digitalmente de modo 
que los servicios destinatarios puedan verificar que se originó desde el consumidor 
esperado y que no ha sido alterado durante el tránsito. 
 Ventajas 
o Los mensajes son encriptados independientemente del transporte. 
o Protege el mensaje mientras están en tránsito entre los servicios y al 
mismo tiempo cuando están en poder de intermediarios no autorizados. 
o Composición de servicios. 
 Desventajas 
o La encripción no previene la manipulación de datos. Esta vulnerabilidad 
está dirigida por el patrón Data Origin Authentication. 
o Si mucha información es encriptada con la misma llave simétrica, un 
atacante puede interceptar varios mensajes e intentar atacar a los 
mensajes cifrados con el objetivo de obtener la llave. 
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o La encripción asimétrica requiere más recursos de procesamiento que la 
simétrica. 
o La gestión de claves puede añadir aún más carga a la gobernabilidad. 
 
5.12.3.3 Direct Authentication. Algunas de las capacidades que ofrece un 
servicio pueden ser destinados a grupos específicos de consumidores o pueden 
implicar la transmisión de datos sensibles. Los atacantes que tienen acceso a 
estos datos podrían utilizarlos para poner en peligro el servicio o la propia 
empresa. 
Como solución los servicios requerirán que los consumidores proporcionen 
credenciales que pueden ser autenticados en un almacén de identidad. 
 Ventajas 
o Si el secreto compartido se ve comprometido, entonces sólo la relación 
entre una composición de servicios y un consumidor se pone en peligro. 
o Otras composiciones utilizando almacenes de identidades alternativas no 
pueden ser afectadas, siempre y cuando cada consumidor conserve 
credenciales únicas. 
o Composición de servicios. 
 Desventajas 
o Si se administran mal las llaves, el servicio puede ser repetidamente y, sin 
saberlo, atacado. 
o Como la autenticación directa por sí sola no proporciona la funcionalidad 
de inicio de sesión, los consumidores a menudo tendrán que ser 
autenticados en varias ocasiones a través de los servicios dentro de una 
composición. 
o Un consumidor malicioso puede intentar hacerse pasar por uno seguro 
mediante la interceptación de la transmisión del secreto compartido. Es 
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aconsejable que el transporte de mensajes que contienen credenciales 
sea asegurado. 
o Este patrón puede conducir a varios almacenes de identidad, lo que 
resulta en carga de gobierno extra. 
 
5.12.3.4 Brokered Authentication. Si se desea tener un acceso seguro a los 
servicios, puede ser poco práctico realizar autenticación directa en cada servicio. 
Mediante este patrón, se crea un broker de autenticación con identidades 
centralizadas, asignando un token que el consumidor puede usar para acceder a 
los servicio. 
 Ventajas 
o Se crea una capa de validación de ingreso de tal forma que se genere un 
token y el acceso a los servicios sea más seguro. 
o Validación sin la necesidad de que los consumidores tengan relación 
directa con los servicios a los cuales necesitan acceder. 
o Simplifica el desarrollo de los servicios individuales.  
o Puede reducir aún más la carga de gobierno asociada a la gestión de 
identidades. 
 Desventajas 
o Algunos tipos de corredores de autenticación deben estar constantemente 
en línea y disponible para emitir tokens de seguridad para los 
consumidores. 
o En caso de que un agente de dicha autenticación de estar disponible en 
cualquier momento, podría paralizar la comunicación de servicio. (Podría 
mitigarse algo usando Redundant Implementation). 
o Puede establecer un potencial punto de falla y un punto de ruptura central 





5.12.3.5 Trusted Subsystem. Un consumidor que accede a recursos de 
back-end de un servicio directamente puede poner en peligro la integridad de los 
recursos y puede llevar más a las formas indeseables de acoplamiento 
implementación. Por lo que el servicio debe ser diseñado para utilizar sus propias 
credenciales para la autenticación y autorización de recursos de back-end en 
nombre de los consumidores. 
 Ventajas 
o El servicio funciona como un subsistema de confianza de sus recursos 
subyacentes. 
o Los consumidores se limitan más a la autenticación y autorización a través 
del servicio y sus credenciales no se delegan en el recurso subyacente. 
En cambio, el servicio utiliza sus propias credenciales para acceder a los 
recursos. 
o Exigir este tipo de verificación mejora la seguridad al hacer que sea más 
difícil para los atacantes simular un subsistema de confianza y realizar 
ataques "man-in-the-middle". 
 Desventajas 
o Si este tipo de servicio se ve comprometido por los atacantes o 
consumidores no autorizadas, puede ser explotado para obtener acceso a 
una amplia gama de recursos en cascada. 
o Puede afectar el bajo acoplamiento de los servicios. 
 
5.12.3.6 Service Perimeter Guard. Consumidores externos que requieren 
acceso a uno o más servicios en una red privada pueden atacar el servicio o lo 
utilizan para acceder a los recursos internos, para prevenir que este incidente de 
seguridad se presente es necesario establecer un servicio intermedio en el 
perímetro de la red privada como un punto de contacto seguro para cualquier 





o Esto ahorra el servicio interno subyacente de la exposición y el 
procesamiento relacionado con la seguridad necesaria. 
o A lo largo de este intercambio, la ubicación y el contrato del servicio 
interno permanece oculto desde el consumidor externo. 
o Una de las principales ventajas de este patrón es que puede establecer el 
procesamiento de seguridad centralizada en nombre de otros servicios. 
Esto permite una arquitectura que se construirá en torno a un servicio de 
perímetro capaz de implementar otros patrones de seguridad. 
o Bajo de nivel de acoplamiento. 
o Abstracción del servicio. 
 
 Desventajas 
o Un servicio perimetral añade complejidad y el rendimiento superior, ya que 
establece una capa de procesamiento intermedia, de los consumidores 
externos a la comunicación interna. 
o Como el único punto de entrada para una red privada, este tipo de servicio 
también puede convertirse en un objetivo primordial para los atacantes. 









6.1 WIKI PATRONES DE DISEÑO SOA 
 
Para determinar el estado actual del uso de los patrones de diseño y los 
problemas más comunes en dicha etapa, se realizó una entrevista a siete 
ingenieros y arquitectos en SOA. Mediante la misma se realiza el levantamiento de 
información, se puntualiza la descripción del problema y se identifican puntos 
clave para lograr el objetivo.  
Figura 43. Página de Inicio Wikia Patrones de Diseño SOA 
 
Fuente: CHACÓN, L. Jhoana y CUERVO, M. Alejandra. “Wiki Patrones de diseño 
SOA” (Online). Colombia: Universidad Piloto de Colombia, 2015. Disponible en: 
http://es.soapatterns.wikia.com/ 
A partir de dicha entrevista, se realizó un catálogo de problemas comunes que 
ocurren en la etapa de diseño como se detalla en el Capítulo 3, donde para cada 
uno de ellos se plantea un conjunto de patrones que les dará solución. Estos 
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resultados se plasmaron en una Wiki llamada “Patrones de diseño SOA”57, de 
forma tal que los arquitectos e ingenieros tengan un recurso en la web donde 
puedan interactuar de una forma más amigable y fácil con el modelo propuesto. 
Esta wiki se puede encontrar como se puede observar en la Figura 43 en la url: 
http://es.soapatterns.wikia.com/. 
Dentro de la Wiki creada, se plasmaron los problemas de diseño en una página, 
de forma que el usuario pueda consultarlos y encontrar en detalle el conjunto de 
patrones mediante el cual se dará solución al problema Figura. 44. 
Figura 44. Página Problemas Recurrentes en la Etapa de Diseño SOA 
 
Fuente: CHACÓN, L. Jhoana y CUERVO, M. Alejandra. “Wiki Patrones de diseño 
SOA” [Online]. Colombia: Universidad Piloto de Colombia, Wikia Inc, 2015. 
Disponible en: <http://es.soapatterns.wikia.com/> 
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 CUERVO, M. Alejandra y CHACÓN, L. Jhoana. “Wiki Patrones de diseño SOA” [online]. Colombia: 




Para cada problema, se estructuró un conjunto de recursos y alternativas a tener 
en cuenta en la toma de decisiones de forma que facilite y complemente la 
información de cada posible decisión: 
 
6.1.1 Árbol de decisión. En esta sección se ofrece a los arquitectos e ingenieros 
una  gráfica que permite visualizar de forma clara los patrones que ofrecen una 
solución al problema. Ver Figura 45. 




6.1.2 Matriz de características de Patrones. Además de conocer los patrones 
solución, es necesario conocer las ventajas y desventajas que puede acarrear el 
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uso de los mismos. Es por ello que se ofrece una matriz donde se evidencian los 
patrones junto con los impactos que pueden llegar a tener en una implementación. 
Esto permite visualizarlo de una forma mucho más concisa y clara, de tal manera 
que se facilita la toma de decisiones al memento de seleccionar el que mejor se 
acople al proyecto. 





6.1.3 Descripción de patrones. En la descripción del problema también se 
detallan los patrones solución, especificando en una tabla para cada uno de ellos: 




Figura 47. Descripción de patrones solución 
 
Fuente: CHACÓN, L. Jhoana y CUERVO, M. Alejandra. “Wiki Patrones de diseño 
SOA” [Online]. Colombia: Universidad Piloto de Colombia, 2015. Disponible en: 
<http://es.soapatterns.wikia.com/> 
 
A partir de los problemas y de la investigación de los patrones solución, se realizó 
en la Wiki un índice de patrones, de modo que sea posible consultar 
específicamente su solución, aplicación, patrones relacionados y otros detalles 
para que el ingeniero que haga uso de la página tenga mucha más información 
disponible y la toma de decisiones se realice con la mayor precisión posible. Esta 
página dará al usuario la posibilidad de ingresar a la descripción que se encuentra 





Figura 48. Índice de patrones de diseño (Información en la Wiki y en el sitio oficial 
de Thomas Erl) 
 
Fuente: CHACÓN, L. Jhoana y CUERVO, M. Alejandra. “Wiki Patrones de diseño 








6.2 MODELO RACIONAL DE TOMA DE DECISIONES 
 
La presente investigación busca brindarle a un ingeniero o arquitecto de software, 
un recurso que facilite el proceso de toma de decisiones en la elección de 
patrones de diseño de una arquitectura orientada a Servicios (SOA). Debido a que 
en la actualidad existe un número significativo de patrones de diseño, es difícil 
para un arquitecto evaluar todos y cada uno de ellos para evidenciar cuál de estos 
se ajusta a las necesidades de negocio del proyecto, dicha revisión implica mayor 
tiempo y recursos de forma tal, que en ocasiones se puede optar por no realizar 
una revisión exhaustiva y se termina implementando los pocos patrones que el 
arquitecto conoce y que a lo largo de su experiencia ha implementado, de esta 
manera se puede observar que la elección de los patrones en la etapa de diseño 
termina siendo el resultado de los conocimientos y la experiencia de cada 
arquitecto, donde no todos los ingenieros de software o arquitectos tienen la 
experiencia suficiente en la implementación de patrones. 
Teniendo en cuenta que en la etapa de diseño frecuentemente se presentan 
algunos inconvenientes comunes, se identificaron alrededor de once problemas 
recurrentes a los que un arquitecto o ingeniero de software se puede enfrentar, por 
lo que en la presente investigación se realizó un análisis de los patrones que 
pueden solucionar dichos problemas, de modo que se diseña un modelo de toma 
de decisiones que permita evidenciar las características, bondades y efectos 
específicos de cada patrón, facilitando el proceso de toma de decisiones en la 
elección de los patrones que se aplicarán en el diseño y desarrollo de un proyecto 
que implemente una SOA bajo buenas prácticas, lo que le permitirá cumplir a 
cabalidad con las funcionalidades planeadas para dicho proyecto. 
De acuerdo al proceso de decisión racional, los pasos que un arquitecto o 








6.2.1 Selección de Patrones. Una vez que se identificado el requerimiento 
específico o el problema de diseño que se presenta en la etapa de diseño del 
proyecto SOA, el siguiente paso consiste en determinar un criterio para la 
selección de alternativas, en este caso, los objetivos del proyecto o atributos de 
las que se espera una óptima solución. Dicho criterio esencialmente representa 
aquello que importa en la implementación. Los pasos cuatro y cinco enuncian la  
evaluación y del análisis de alternativas, pero para ello es necesario saber cómo 
se selecciona un patrón de diseño. 
 
 Considerar cómo los patrones de diseño solucionan problemas de diseño 
 Buscar las intenciones de cada patrón 
Paso 1. Identifique el 
problema y las 
características de diseño 
que desea adoptar para 
su proyecto.  
Paso 2. Ingrese a la Wiki 
“Wikia Patrones de 
Diseño SOA”.  
Paso 3. Busque en la 
wiki el problema de 
diseño que identificó 
inicialmente.  
Paso 4. Analice las 
alternativas que brinda 
el problema recurrente  
Paso 5. Seleccione la 
alternativa que más se 
ajuste a sus necesidades  
Paso 6. Implemente el 
patrón de diseño en su 
SOA. 
Paso 7. Verifique y 
evalúe los resultados 
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 Estudiar cómo se interrelacionan los patrones 
 Estudiar patrones de propósito similar 
 Examinar la causa de un rediseño 
 Considerar qué debería ser variable en un diseño 
 
6.2.2 Implementación de Patrones. Luego de la elección de los patrones 
pertinentes es necesario revisar de qué forma pueden ser implementados, 
teniendo en cuenta la descripción relacionada en el catálogo de patrones 
propuestos en la wiki de Patrones de diseño SOA como producto de la presente 
investigación, así para la implementación de un patrón de diseño se pueden seguir 
los siguientes lineamientos: 
 
 Leer el patrón una vez para tener una visión general 
 Volver y estudiar la estructura, los participantes y las colaboraciones 
 Ver un ejemplo concreto codificado del patrón 
 Elegir nombres para los participantes del patrón que sean significativos en el 
contexto de la aplicación 
 Definir las clases 
 Definir nombres específicos de la aplicación para las operaciones en el patrón 
 Implementar las operaciones que realizarán las responsabilidades y 
colaboraciones del patrón.  
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7. VALIDACIÓN Y ANÁLISIS DE RESULTADOS 
 
 
7.1 DISEÑO EMPÍRICO 
7.1.1 Contexto. Para realizar la validación del producto de la presente 
investigación se realizaron dos encuestas a siete ingenieros, las cuales permiten 
medir el nivel de utilidad y usabilidad de la propuesta ante el público. La primera, 
la cual efectúa la validación del modelo, se realiza mediante un caso de estudio 
donde se establece un grupo de requerimientos de diseño a solucionar, y cada 
uno de los ingenieros debe resolverlos según su criterio haciendo uso del recurso 
propuesto. 
La segunda validación se realiza mediante un Modelo de Aceptación de 
Tecnología, el cual fue diseñado por Davis en 1986, que toma como principio: "el 
uso de la tecnología depende de la intención de uso del individuo” 58. A la vez, la 
intención de uso está determinada por tres aspectos: la percepción de utilidad 
definida por el grado en que una persona cree que usando la tecnología aumenta 
su desempeño; la percepción de facilidad de uso, definida como el grado en que 
una persona cree que el uso de una tecnología no le implicará esfuerzo y la 
intención de uso definida por el grado en que una persona cree que hará un uso 
futuro de la tecnología. 
 
7.1.2 Objetivo. El principal objetivo de la prueba de validación del modelo fue 
determinar la desviación de las respuestas en cuanto a la opción más aproximada 
y si existía discrepancia entre las respuestas ofrecidas por personas con 
experiencia en SOA frente a las personas que tenían acercamiento al tema 
únicamente académico. 
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 DAVIS, Fred. “User Acceptance of Computer Technology: A comparison of Two Theoretical 
Models”. EEUU. 1989. Vol 35 No. 8 
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Por otro lado, con el propósito de validar la contribución del modelo propuesto y la 
Wiki Patrones de diseño SOA a la toma de decisiones, se decidió aplicar el 
Modelo de Aceptación de Tecnología (TAM). El principal objetivo de esta encuesta 
es predecir la aceptación del modelo de decisiones propuesto y de la Wiki de 
patrones realizada de tal forma que se puedan identificar cambios antes de que 
entre en operación. 
7.1.3 Hipótesis. La realización de una encuesta donde se evalúe la utilidad 
percibida, facilidad de uso percibida e intención de uso permitirá validar si el 
recurso brindado es útil al momento de la toma de decisiones, fácil de usar y si es 
probable que se use en un futuro, de tal forma que pueda medirse 
cuantitativamente la aceptación por parte de los ingenieros. 
7.1.4 Variables 
7.1.4.1 Facilidad de Uso percibida. Mide la facilidad de navegación y de 
interacción que tiene el usuario con el modelo y la página web. 
7.1.4.2 Utilidad Percibida. Variable que permite medir qué tan útil es el 
modelo de decisiones propuesto para la solución de problemas. 
7.1.4.3 Intención de uso. Mide qué tan probable es que los ingenieros 
encuestados puedan llegar a usar la herramienta en un futuro. 
 
7.2 DISEÑO EXPERIMENTAL 
7.2.1 Participantes. En las pruebas de validación participaron siete ingenieros, 
cada uno de ellos realizó las dos encuestas. El criterio de selección de los 
ingenieros que realizaron la prueba se basó en el nivel de experiencia, incluyendo: 
 Ingenieros con conocimientos acerca de SOA a nivel académico 
 Ingenieros y arquitectos con experiencia en implementación de Arquitecturas 




7.2.2 Caso de estudio. La validación de la efectividad de la propuesta se realizó 
mediante una prueba basada en un caso de estudio de la empresa Ebay. En ella 
se estableció un grupo de requerimientos de diseño por solucionar, junto con la 
respectiva descripción de la arquitectura de dicha empresa, donde la prueba debía 
ser realizada haciendo uso de la wiki. 
Dentro de esta prueba (véase el Anexo B) se definieron cuatro preguntas abiertas 
y una pregunta cerrada, donde los ingenieros debían proponer patrones de diseño 
para solucionar los requerimientos planteados. Además, tuvieron la posibilidad de 
sugerir patrones que no fueron contemplados y que solucionan alguno de los 
problemas propuestos en la Wiki. 
 
En la encuesta TAM se definió un grupo de preguntas clasificadas en tres 
categorías: Utilidad percibida, intención y facilidad de uso. En cada una de ellas se 
plantearon alrededor de 6 preguntas calificadas en el modelo de escalamiento de 
Likert59 de tal forma que las respuestas pudiesen ser cuantificables.  
 
7.2.3 Instrumentalización 
7.2.3.1 Preparación. A cada uno de los ingenieros se le envió por medio 
electrónico una pequeña descripción de la investigación, junto con la descripción 
de la prueba, direcciones y las correspondientes instrucciones de la misma (véase 
Anexo B), de forma tal que pudiesen realizar la actividad sin inconvenientes. El 
ingreso a las pruebas se realiza desde la página web, por lo que no requería 
ninguna especificación técnica debido a que toda la información se encuentra 
centralizada en el sitio. 
7.2.3.2 Ejecución. Los ingenieros constaban de una hora para realizar las 
pruebas, estas se realizaron de forma virtual y en caso de ser requerido, cualquier 
duda antes, durante o después de la ejecución, era atendida por las 
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7.3 ANÁLISIS DE RESULTADOS 
7.3.1 Resultados prueba de validación del modelo. A nivel de aceptación del 
modelo de toma de decisiones (véase Anexo B.1), logramos observar que: 
 El 70% de los ingenieros logró encontrar los patrones más apropiados para los 
requerimientos planteados. 
 El 100% de los ingenieros logró identificar los problemas implícitos en los 
requerimientos del caso de estudio. 
 El 71% de los entrevistados logró seleccionar el patrón correcto en la pregunta 
de opción múltiple. 
 El 28% de los encuestados conoce algún patrón que soluciona alguno de los 
problemas enunciados en la wiki. 
 
7.3.2 Resultados prueba TAM. Los resultados de la prueba que mide la 
aceptación de la herramienta son los siguientes (véase Anexo C.1):   
7.3.2.1 Facilidad de Uso 















Como se observa en la Figura 50 con respecto a la navegación el 71% de los 
encuestados está totalmente de Acuerdo con su facilidad. 




Como se observa en la Figura 51 a los ingenieros no se les presentó mayor 
problema al momento de usar la herramienta y la consideran fácil de usar. 
7.3.2.2 Utilidad Percibida 













El modelo fortalece la capacidad 









Como se observa en la Figura 52 un 86% de los encuestados está de acuerdo con 
que en modelo fortalece su capacidad para la resolución de problemas y 
solamente un 14% no lo encuentra de esa forma.  
 
7.3.2.3 Intención de Uso 




Como se puede observar en la Figura 53 algunos de los encuestados que no 
trabajan en SOA 43% no tienen aún intención de uso en un futuro del recurso. Por 
el contrario un 57% está de acuerdo al considerar usar el recurso en un tiempo 
futuro, esto implica que influye en gran parte la experiencia en SOA para la 
calificación de esta variable. 
 
A nivel de aceptación tecnológica se pueden evidenciar que la herramienta en 
cuanto a la utilidad percibida, facilidad e intención de uso, de acuerdo con cada 


















Los comentarios de los entrevistados fueron positivos y las observaciones 
realizadas fueron a nivel de forma específicamente de la wiki. 
 
Como resumen, se obtuvo los siguientes promedios para cada pregunta en la 
encuesta, brindando así información útil para medir la aceptación de la 
herramienta: 
 
Tabla 12. Facilidad de Uso 
Facilidad de uso 
1. Fácil Navegación 4,71 
2. Interacción con el sitio clara y entendible 4,57 
3. La Wiki es flexible para interactuar  4,71 
4. El sitio es fácil de utilizar 4,43 
5. Hallar las páginas a las que deseo ingresar es fácil y rápido 4,00 
6. La Wiki es una herramienta intuitiva 4,14 

















Facilidad de uso Utilidad Percibida Intención de uso
Promedio Aceptación de Tecnología 
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De acuerdo a las Tablas 12, 13 y 14, el promedio de aceptación tecnológica fue 
mayor a cuatro en todos los ítems evaluados, lo que nos indica que la herramienta 
fue aceptada por todos los ingenieros. 
 
Tabla 13. Utilidad percibida 
Utilidad Percibida 
 1. Las decisiones tomadas son satisfactorias 4,29 
 2. El modelo fortalece la capacidad para la resolución de problemas 4,43 
 3. Se encuentra fácilmente la solución a los diferentes problemas 4,43 
 4. La información suministrada en los modelos de decisiones, fue 
suficiente para solucionar los inconvenientes planteados 
4,29 
Promedio Total 4,36 
Fuente: Autores 
 
Tabla 14. Intención de Uso 
Intención de Uso 
1. El uso de la estrategia de toma de decisiones en el trabajo 
ayudaría a agilizar el diseño de una SOA 
4,43 
2. Usando el modelo de decisiones propuesto, mejoraría el 
funcionamiento del trabajo 
4,57 
3. Usando el modelo de decisiones, sería probable incrementar la 
productividad 
4,00 
4. Usando la estrategia de toma de decisiones aumentaría la 
efectividad en el trabajo 
4,00 
5. Encontraría al modelo de decisiones útil en el trabajo 4,29 
6. Se usaría sobre bases regulares en el futuro 3,86 
Promedio Total 4,19 
Fuente: Autores 
 
De los tres aspectos evaluados el que tuvo mayor promedio fue la Facilidad de 
uso Percibida con un 4.43, lo que nos indica que la herramienta brindada presenta 
facilidad de navegación y de uso. Seguido a este, la utilidad se encuentra con un 
promedio de 4.36 y la diferencia con la facilidad de uso es de un 0.07, lo que nos 
indica que esos dos ítems van de la mano y que cada uno de los ingenieros logró 
interactuar con el modelo de forma satisfactoria. En cuanto a la intención de uso, 
es la que menor promedio tuvo, esto se debe a que únicamente el 28% de los 
168 
 
entrevistados trabaja actualmente con SOA. Sin embargo, este tiene un valor 
superior a 4, lo que quiere decir que a pesar de que algunos de los encuestados 
no trabajan en arquitecturas orientadas a servicios, consideran que la herramienta 








Se realizó satisfactoriamente el estudio para evidenciar el estado actual del uso de 
patrones en la etapa de diseño, de acuerdo a la experiencia de los ingenieros y 
arquitectos que implementan proyectos con SOA, sin embargo dicho estudio sólo 
brinda un bosquejo general dado que la muestra poblacional no pudo ser tan 
grande como se esperaba, debido a que el tipo de población es escasa y su 
disponibilidad es muy baja. 
Se diseñó un modelo de toma de decisiones que facilita la elección de patrones de 
diseño en una arquitectura orientada a servicios brindando a arquitectos e 
ingenieros de software con o sin experiencia en SOA los lineamientos necesarios 
y la información suficiente para elegir los patrones de forma asertiva, esto de  
acuerdo a los conceptos de utilidad percibida e intención de uso que los ingenieros 
emitieron en las entrevistas. 
El modelo de decisión y el sitio web que contiene la información, alcanzaron un 
alto nivel de aceptación tecnológica, ya que a nivel de utilidad percibida, facilidad e 
intención de uso obtuvieron un promedio muy cercano a 5, ya que los ingenieros 
encuestados manifiestan que el recurso propuesto es valioso y útil para la elección 
de patrones de diseño. 
Se  consiguió facilitar el proceso de toma de decisiones en la elección de patrones 
de diseño SOA puesto que los ingenieros entrevistados manifestaron la 
importancia y utilidad que brinda el producto. 
Se realizó satisfactoriamente el análisis de los patrones de diseño de tal forma que 
se seleccionaron los más apropiados brindando así una solución de calidad a cada 
uno de los problemas definidos. 
Se evidenció que la información fruto del análisis de los problemas y patrones de 
diseño realizado en la presente investigación, fue lo suficientemente clara para 
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que tanto los ingenieros con experiencia en arquitecturas orientadas a servicios 
como los que no, lograran entender y solucionar los requerimientos planteados en 
la prueba. 
8.1 TRABAJOS FUTUROS 
Se propone realizar una mejora de la Wiki, de forma tal que se dé a conocer en el 
entorno SOA y los arquitectos e ingenieros conocedores del tema realicen sus 
aportes, creando así, una comunidad de colaboración donde el sitio y sus usuarios 
se retroalimenten de las experiencias que cada uno ha tenido acerca de la 
implementación de los patrones de diseño SOA. 
También, recomendamos la inclusión de ejemplos de la aplicación de patrones de 
diseño, para que los ingenieros y arquitectos tengan una base en donde validen la 
forma correcta de su uso. 
Se propone ampliar el número de problemas recurrentes, abarcando un mayor 
número de patrones y así, tener un catálogo de problemas y patrones mucho más 
completo. 
Se recomienda hacer un software que realice la toma de decisiones de forma 
automática de acuerdo a los requerimientos del proyecto, asignando 
probabilidades de éxito, seleccionando así, la opción más apropiada. 
De igual forma, sería conveniente poder diseñar un software que brinde plantillas 
para la implementación de patrones de tal forma que se reduzca el tiempo de 
desarrollo y se minimicen los errores en la implementación de los mismos. 
A pesar de que no fue posible realizar el caso de estudio en la empresa Stefanini 
debido a que el proyecto iniciará en el mes de julio, ellos continúan interesados en 
hacer uso de la herramienta brindada, de tal forma que nuestro trabajo pueda ser 
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Anexo A. Entrevistas Realizadas 
A.1 Rafael Gustavo Meneses  
Fecha: 16/09/2014  
Empresa: Ecopetrol 
ENTREVISTA PATRONES SOA 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? Si es así. 
1.1. ¿Qué estrategias usa?  
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. En el desarrollo). 
Integración entre aplicaciones. 
• ESB (Enterprise Service Bus) Wesphire (IBM) permite habilitar el 
componente WSRR (Wesphire Service Registry and Repository) implementan el 
gobierno de los servicios. 
• Adaptadores para ofrecer servicios de comunicación con otras aplicaciones 
como SAP, adaptadores de industria JDBC (conexión bases de datos). 
• Definición de guías metodológicas que complementan guía personalizada 
que adoptaron para las necesidades propias de Ecopetrol. Para ejercer Gobierno 
SOA (definición y de prestación de los servicios no sólo a nivel de aplicación sino 
a nivel de datos, infraestructura, es decir, servicios de más alto nivel, servicios 
compuestos. 
• Guías de definición e implementación de servicios web.  
Bus con la extensión del Wsrr para facilitar la implementación de gobierno de los 
servicios según la guía metodológica (integración del bus y la guía de gobierno). 
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
• Mecanismos que habilita el bus de integración, como esquemas de 
monitoreo y consumo de las integraciones. Muchas integraciones son de 
mensajería de tipo asíncrono. (Permite monitorear que mensajes se enviaron, 
cuales se recibieron, cual es la traza de pérdida de mensajes, cuanto se 
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demoran). Servicios de integración que están implementados en el bus que 
habilitan la integración punto a punto entre aplicaciones. 
• Existen líderes funcionales que monitorean a nivel de aplicaciones que 
verifican el correcto funcionamiento de las integraciones desde el punto de vista 
funcional. 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
• En un proyecto existen unos patrones y lineamientos genéricos para todo 
Ecopetrol que se diseñan desde el área de arquitectura. Como cuando se dan los 
lineamientos para el uso del bus de servicios SOA, por ejemplo un acuerdo de 
integración, qué se envía, en qué formato, como lo recibe. Mediante guías 
metodológicas. De forma transversal. 
• Se generan diseños propios utilizando otro tipo de patrones de diseño 
detallado en el contexto de la arquitectura de la solución del proyecto en particular. 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
• Patrón de comunicación asíncrona por mensajería SOA. 
El cliente envía el mensaje y lo recibe un middleware (broker (ESB), es decir, el 
bus) entrega el mensaje en la aplicación destino y luego retorna a la aplicación 
fuente el resultado sin que la aplicación fuente permanezca esperando, sino que 
continua con el flujo sin problema. 
•  Invocaciones Remotas (Remote function calls), patrón de forma síncrona 
en la que la aplicación cliente pueda continuar con el flujo de ejecución, debe 
esperar la respuesta de la aplicación destino. Aplicaciones tipo SAP. 
• Blackboard (Tablero), se utiliza una base de datos como tablero, donde otra 
aplicación se comunica con otra por medio de la base de datos. Escribe en un 
esquema de base de datos y la otra conoce el esquema y lo lee. De forma 
asíncrona. 
1.6. ¿Qué tipo de patrones aplican? ¿Cómo? 
1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
1.8. ¿Qué patrones usa con más frecuencia? 
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• Mensajería comunicación asíncrona. 
• RFC 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
• Cuando se necesita enviar un volumen de información alto o medio. 
• La latencia es alta (tiempo). 
• La frecuencia es baja.  
• Cuando no se encuentra en una transacción en una aplicación origen. 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 
necesarios para un proyecto? Si es así, ¿Cuáles son las más comunes? 
 
• Al aplicar patrones de diseño deben tener en cuenta los atributos de calidad 
(escalabilidad, disponibilidad, desempeño, modificabilidad, seguridad e 
interoperabilidad). Identificar el nivel de respuesta a dichos atributos que se debe 
contemplar en la solución. Qué tipo de patrones se deben usar de acuerdo a las 
características del proyecto. Los patrones tienen fortalezas y debilidades en 
ciertos aspectos. 
1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados. 
• Desde el punto de vista de arquitectura son supremamente importantes, en 
el diseño de alto nivel, que se sepa cuando utilizar los patrones de diseño, que se 
tengan experiencias de uso de patrones de diseño. 
• No se participa en los modelos detallados de cada proyecto, a nivel de 
tecnología no es tan relevante en la implementación del proyecto.  
• A nivel de implementación real implementación del proyecto un 4, a nivel de 
arquitectura un 9 o 10. 
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
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2.3. ¿Conoce patrones en SOA? 
• Desacoplamiento de la interfaz con respecto a la implementación. 




A.2  Frank Leao 
Fecha: 30/09/2014  
Empresa: Evolution Technologies Group S.A.S 
ENTREVISTA PATRONES SOA 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? Si es así. 
1.1.  ¿Qué estrategias usa?  
Saber qué hace el programa. Se analizan y se mira qué de eso se monta como 
una capa (programa) para la comunicación con el programa viejo y el nuevo, y así 
exponer interfaz para otro proceso.  
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
.NET Módulo Windows Comunication Foundation. Se implementó un sistema 
postal SIPOST, ese programa está orientado a servicios, 20 servicios web para 
orquestar servicios de la empresa 472. 472 tiene muchos subprocesos, muchos 
flujos de trabajo para cada tipo de envío.  
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
0 o 15 personas en niveles, especialistas, analistas, profesionales nivel 1, 2 y 3. 
Los analistas diseñan algoritmos (Requerimientos), se le asignan a profesionales 
de nivel 3 2 o 1 según la complejidad. El desarrollo se realiza y se suben los 
cambios a una herramienta de control de código. Los funcionales prueban los 




Según la gobernabilidad se cobra. Los servicios están en la nube, para control, se 
generan tokens de autorización. Se controla a nivel técnico la plataforma 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
Se necesita realizar un proceso. Saber qué se necesita, cuál es el flujo de trabajo 
según las normas, verificar cómo lo realiza la empresa, y qué sistemas interactúan 
con el proceso. Finalmente se definen los servicios con características de entradas 
y salidas para cada proceso puntual. Y se asignan a desarrollo 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
No. Scrum para desarrollo. No se usan patrones de diseño 
1.6. ¿Qué tipo de patrones aplican? ¿Cómo?  
NO 
1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
1.8. ¿Qué patrones usa con más frecuencia? 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 
necesarios para un proyecto? Si es así, ¿Cuáles son las más comunes? 
1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados. 
8. 
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
Si, a mediano plazo. 
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
2.3. ¿Conoce patrones en SOA? 
No. 
Problemas de diseño 
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Bugs en programas, donde hay pérdida de datos. Se intenta mitigar el riesgo pero 
no existe algo definido. 
Problemas puntuales, como requerimientos funcionales grandes como hacer una 
petición, se definen los servicios, se realiza la validación (contra el motor de DB 
encriptado) y pasa al desarrollador. Se le define lo que debe realizar, sin embargo, 
se escapan escenarios como: la contraseña no llega como entrada. 
Problemas más frecuentes: 
Enviar demasiada información, se comparte mucha información y se envían 
muchos datos, si los xml son grandes habrá mucha latencia y la red podría 
cortarse, la petición queda incompleta. En ese caso es necesario enviar la petición 
de nuevo con todos los datos. Como solución se realiza la transferencia por 
fracciones de esa forma se envían de una forma más óptima. 
Técnico: Consultas armadas mal, hacen que el servidor de base de datos colapse. 
Se realiza una forma de pruebas de carga y estrés, se miden cuántos usuarios los 
consumen y que tanto impacto tiene el servidor de aplicación y el servidor de 
bases de datos, así, se dimensionan los servicios. 
Temas no contemplados, como esperar número y recibir texto, o no recibir datos, 
por razones como esta, el sistema se cae. 
 
A.3 RICARDO BECERRA  
Fecha: 06/10/2014  
Empresa: Ministerio TIC 
ENTREVISTA PATRONES SOA 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? Si es así. 
1.1.  ¿Qué estrategias usa?  
• Entender todo lo referente del lado de negocio. 
• Revisar los productos del mercado, herramientas que permiten definir 
arquitecturas de referencia. (Tipco, OSB, WSO2, vistalk) Proceso de selección, 
donde se realiza una matriz de cumplimiento punto a punto. 
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• Metodología relativa, la mejor solución no es la que como ingeniero se 
quiera tener o el mejor deber ser, sino lo que mejor se alinee con el negocio. No 
sólo a nivel funcional y tecnológico si no a nivel de costos. 
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
• El tema de transformación de datos, enrutamiento de peticiones, librerías 
comunes, múltiples protocolos de transporte. 
• Plataforma Microsoft, un ESB (Enterprise service bus) y se desprendió un 
mini proyecto, el manejador de datos maestros, plataforma Microsoft SQL 
Enterprise si se quisiera un MDM con mejores condiciones se obtendría uno de 
Oracle o IBM.  
• Otro componente que consumirá bastantes servicios, BI con un DataMart 
completo pero que a veces no es suficiente, puesto que hay procesos que hacen 
que el nivel de peticiones sea muy alto.  
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
• En Mintic son gestores de tercerización, porque no se tiene una unidad de 
desarrollo. Se seleccionan los proveedores, se fijan criterios de selección del 
proveedor y se acogen a la metodología que ellos definan. No existe el concepto 
de arquitecto, a nivel interior de Mintic en los temas misionales y de apoyo. 
• Orquestación de servicios, punto neurálgico, a diferencia de otras 
entidades, este tema es complejo porque se tienen proveedores para cada cosa, 
se tienen que orquestar las aplicaciones con todos los proveedores, lo que se 
vuelve algo engorroso porque es una responsabilidad compartida.  Para lo que es 
bueno contar con buenos contratos de servicios, tener claro la estrategia y lo que 
se requiere implementar y comunicación clara. (Acuerdos por escrito, todo 
debidamente documentado, lo que obtiene contratos de servicio). 
• Se tienen unas definiciones y con esas definiciones todas las aplicaciones 
se integran de tal manera que las nuevas aplicaciones se acogen a las mismas. 
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• Se utiliza el Manual de gobierno en línea para cualquier entidad del estado, 
pero eso depende del negocio, el cual es cambiante. 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
• No se tenía una oficina de TI, están en el proceso de creación. No se tiene 
un proceso de diseño puesto que no se tiene un nivel de maduración. Se acogió la 
metodología del proveedor. 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
• No se implementan patrones de SOA, porque una implementación de una 
SOA es grandísima pero lo que le interesa al cliente es el costo y el tiempo, por lo 
que se busca es que se tenga una capa de presentación muy flexible a nivel de 
usuario, es ingeniería de alto nivel, lo que importa es la practicidad y tener aliados. 
1.6. ¿Qué tipo de patrones aplican? ¿Cómo? 
1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
1.8. ¿Qué patrones usa con más frecuencia? 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 
necesarios para un proyecto? Si es así, ¿Cuáles son las más comunes? 
1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados. 
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
• Se tiene planeado implementarlo pero es difícil porque todos son 
contratistas y no se pueden capacitar a los contratistas. 
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
• Se implementaron patrones en el proyecto de arquitectura empresarial ESB 
pero no se sabe que patrones se usaron. 





• Uno de los temas más importantes, las organizaciones tienen su grupo de 
aplicaciones, (espaguetti) se trata de resolver integraciones pero por el tiempo no 
se hace de raíz, rediseñar y reconstruir. 
Si se tuvieran lineamientos claros se evitarían dichos problemas. 
• Ninguna organización se interesa en tener una SOA robusta si no que todo 
marche bien y las utilidades que genera el negocio. 
 
A.4 YARECK GIRALDO 
Fecha: 10/10/2014  
Empresa: ATH - CEBIT 
ENTREVISTA PATRONES SOA 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? Si es así. 
1.1.  ¿Qué estrategias usa?  
CMMI. Pero es para administración del ciclo de vida del proyecto. En desarrollo 
cada departamento tiene sus patrones y formas de desarrollo. 
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
Integración: Se maneja Websphere message broker, Websphere Data Power, 
desarrollos a la medida en java, Weblogic, bus de integración switch (como se 
comunican los cajeros automáticos) 
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
El gobierno SOA lo maneja el proyecto o arquitectura donde llegan los 
requerimientos.  Pasan a proyectos según las necesidades, arquitectura da el aval 
y lo agrupa dentro del patrón. En integración se maneja de forma sencilla donde 
se usan las herramientas para descubrimiento dinámico (gobernabilidad) dominios 
de desarrollo como agrupaciones lógicas de los servicios. Se exponen para poder 
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acceder a ellos, todo montado en un catálogo de forma visible y así, controlar a 
donde van. 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
Cuando es proyecto como tal, pasa por arquitectura. La arquitectura da el aval y 
los diagramas de integración; y de ahí pasa a desarrollo, sabiendo los detalles del 
servicio (intercomunicación). En desarrollo ya se sabe qué tiene que hacer.  
La parte de patrones de integración los arma arquitectura, en desarrollo se definen 
otros, plantillas pre-aprobadas, diseñadas y organizadas, evitando errores 
humanos o cosas que por complejidad de las herramientas que se trabajan se 
puedan caer y generar errores. 
Los Broker son desarrollos en tres niveles (gráfico de ruta de servicios y mensajes, 
tablas programáticas de propiedades  y código de implementación, además 
pueden incluirse otras capas de desarrollo conocidas) esto cambia la complejidad 
y genera errores humanos. Se generan patrones y diseños pre probados como 
servicios genéricos, evitando errores generales que se pueden corregir y disminuir 
tiempo de desarrollo además de evitar tiempos de prueba. 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
Se implementa  a nivel de servicios de agregación, orquestadores, enrutadores, 
transaccionales, no transaccionales, servicios de agregación. 
Se tienen patrones definidos, y se debe ajustar a lo que digan en tiempos lógicas y 
comportamientos. Todo depende de los clientes, arquitecturas, plataformas, 
patrones. Los patrones permiten ayudar a acortar tiempos pero no son camisa de 
fuerza. 
1.6. ¿Qué tipo de patrones aplican? ¿Cómo? 
El principio de divide y vencerás, se coge un servicio completo, se puede llegar a 
dividir en servicios atómicos o granulares, donde se maneja un servicio como tal, 
que puede ser interpretado como una aplicación, este es la interfaz que se 
encarga de comunicarse con el cliente. 
Servicio de hacer la transformación o enrutamiento. 
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Otros: adaptador de salida. Servicios pequeños y lo más indivisibles posible, 
adicionalmente deben ser lo más puntuales en su funcionalidad. 
1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
1.8. ¿Qué patrones usa con más frecuencia? 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
El factor humano influye mucho en desarrollo por más que se tengan patrones de 
implementación, que es copiar y pegar código. Existen muchos errores humanos y 
problemas de interconexión. 50% 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 
necesarios para un proyecto? Si es así, ¿Cuáles son las más comunes? 
1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados. 
El uso de patrones tiene dos caras, evitar errores comunes, el reinventarse la 
rueda y permite usar códigos que ya existen. 
Mala: se generan más problemas humanos porque la gente se acostumbra a no 
trabajar, a no pensar; la máquina es la que desarrolla y cuando se enfrentan a 
errores no censados se dan cuenta que hay problemas de conocimiento. 
Para la empresa 9.  
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
2.3. ¿Conoce patrones en SOA? 
Problemas de diseño comunes: 
Confusión servicios transaccionales con no transaccionales. 
En cuanto a Orquestación, según la respuesta de un servicio se debe ir a otro 




A.5 RONALD PLAZAS RUIZ 
Fecha: 06/11/2014  
Empresa: SofManagement 
ENTREVISTA PATRONES SOA 
 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? 
Actualmente en la empresa no se implementan proyectos bajo este estilo de 
arquitectura pero se ha tenido experiencias pasadas en el tema. 
1.1. ¿Qué estrategias usa?  
No se definía una metodología de un autor específico pero si se implementaba un 
estilo de descubrimiento de servicios Top - Down y Bottom - up en el cual se 
definían a través de los procesos que actividades cada uno de estos flujos y con 
base en ello se establecían las necesidades de los servicios que el negocio 
requería, se definía un modelo canónico para cada uno de estos servicios y se 
procedía a elaborar los contratos de servicios y cuando se elaboraba el análisis de 
servicios Bottom – Up, se identificaba que entidades de información utilizaba o 
almacenaban cada una de las aplicaciones y también se podían descubrir 
servicios que pudieran soportar el negocio. 
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
Se utiliza toda la Suite de Microsoft con Biztalk, allí lo que se integraba eran los 
servicios web que exponían las aplicaciones, en este caso eran las aplicaciones 
Java y existía un portal hecho en .Net que consumía estos servicios y la capa 
media se usaba con Biztalk para realizar el mapeo de los servicios de negocio 
contra los servicios del portal. 
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
No, Se construían los servicios y se alojaban en el bus pero no se implementó 
ningún tipo de gobierno, ni políticas, ni estándar. 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
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Se basaba inicialmente en la construcción de las zonas que implicaban todo el 
proceso, desde la presentación hasta las aplicaciones legado y luego se hicieron 
los diagramas de clase para identificar cada uno de los adaptadores y fachadas 
que se iban a documentar. También se realizaron diagramas de entidades de 
información para controlar que aplicaciones legado suplían las necesidades de 
información. Se centró en diagramas de clase y modelado de negocio; hubo 
diagramas de secuencia para los procesos que tenían más criticidad para definir 
cómo iba a ser la orquestación de los servicios, porque allí un servicio de negocio 
consumía más de un servicio de aplicación legado, por lo que dicha orquestación 
se tenía que especificar en el diseño, todo basado en UML. 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
Se definían fachadas e interfaces, la distribución de las zonas, se definían cuáles 
eran las zonas de mediación de cada una de las capas, de las capas de 
presentación a la de negocio y de la de negocio a las aplicaciones legado y allí se 
usaban los adaptadores, se usaban al principio las fachadas  y al final los 
adaptadores para los servicios Java y los servicios .NET. 
1.6. ¿Qué tipo de patrones aplican? ¿Cómo? 
1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
La plataforma, la tecnología de los servicios que ofrecían las aplicaciones legado y 
el bus de servicios que se iba a implementar. 
1.8. ¿Qué patrones usa con más frecuencia? 
Eran más los adaptadores. 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
Sí, porque la arquitectura cumplió, el desarrollo pasó todo el tema de pruebas y el 
cliente lo acepto satisfactoriamente. 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 




1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados.  
10, es muy importante tener en cuenta los patrones al hacer el diseño. 
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
2.3. ¿Conoce patrones en SOA? 
No conoce otro tipo de patrones. 
Problemas de diseño más comunes: Los servicios de las aplicaciones legado 
habían sido brindados por el cliente y allí se detectaba que al consumir los 
servicios de consulta no estaba enviando toda la lista según el filtro que se 
enviaba, en el adaptador se realizaba un proceso de lógica de negocio para 
enviarle al portal la información paginada para no enviar toda la lista de resultados 
por el bus, se tenía que hacer el filtro en los adaptadores. 
 
A.6 JOHN BARRERA  
Fecha: 17/12/2014  
Empresa: ATH 
ENTREVISTA PATRONES SOA 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? Si es así. 
Se trabaja la capa de implementación de servicios de todas las transacciones por 
medio de so modalidades, canales virtuales (banca personal - internet) y 
presenciales (cajeros). Se manejan dos plataformas el bus de servicios que 
maneja las peticiones de los canales virtuales y el switch transaccional que se 
encarga de los canales presenciales. Partiendo de esta necesidad se ven 
similitudes entre servicios.  
Se utiliza SOA como un estilo de arquitectura en donde lo que se define es un 
servicio de negocio que pueda ser utilizado por varios canales. Un modelo definido 
orientado a SOA. 
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1.1. ¿Qué estrategias usa?  
Se define el estilo con los principios base, en este caso SOA y en el proceso de 
implementación, se define un modelo de arquitectura base y en base al modelo de 
arquitectura base se especifican todos los casos de uso posibles que se tienen 
para  las implementaciones de los servicios. 
El modelo de arquitectura base se elige según las condiciones de la plataforma, 
los protocolos, los tipos de aplicaciones. Todas estas condiciones se especifican 
en los caso de uso. 
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
Lo que más se usa tecnología en un 90% Web Services tipo SOA y el otro 10% de 
aplicaciones legado que utilizan protocolos TCP y JNS, donde se hace la 
integración con esos tipos de protocolos.  
SOA IBM V.1.1. y certificados digitales para SSL versión 3 y WS security, se utiliza 
firma de mensajes y algunas ocaciones se utiliza AES como algoritmo de cifrado y 
descifrado de mensajes. 
 
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
En cuanto a políticas de gobierno, se está empezando a implementar políticas de 
cómo construir los servicios, que metadata debe tener y cómo hacer uso de esa 
metadata para hacer la utilización de los mismos. 
A futuro se espera poder calcular el impacto en el cambio de los servicios, que 
pasaría si se quiere cambia un servicio, cuales son los clientes se ven afectados 
por la modificación, todo esto a través de metadata. Poder realizar la 
administración de los activos de servicios que se tienen actualmente en la 
compañía y para eso se está corriendo un proyecto para el siguiente año y medio. 
No se deben tener servicios sin gobierno ni repetidos, la idea es poder hacer la 
composición de servicios como principio SOA. 
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La idea no es aplicar a todo los patrones, ni tampoco ser antipatrón, la idea es ser 
mesurable y tener en cuenta las buenas prácticas dentro del desarrollo. Hay que 
ser muy explícito en lo que se debe hacer, como una guía de implementación, 
como una receta de cocina y tener en cuenta el ciclo de vida del desarrollo del 
software. 
Se tienen versiones de los servicios, y de acuerdo a ello dar el soporte adecuado 
en cada una de ellas, pero la idea es tener una sola versión. 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
Se tienen herramientas para hacer el modelaje, pero lo importante es que ya se 
han encontrado cuales son los tipos de integración dentro del documento de 
arquitectura, y en base a ello, se definen patrones de integración empresarial, para 
definir qué se puede hacer, como se debe solucionar el tema. Si se hace una 
cabecera, una agregación, una orquestación, si se hace un log, para este modelo 
se utiliza de forma estándar los íconos de integración de patrones de arquitectura 
de integración empresarial para lo que se usa la herramienta, para donde va, por 
donde va, que va a hacer, pero el detalle del servicio se maneja a través de 
diagramas de integración. 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
Se tiene un patrón bastante marcado en las implementaciones, el patrón fachada 
se implementa mucho junto con una implementación a la que llamamos flujo de 
fachada, para que las implementaciones se puedan componer fácilmente con otra 
fachada.  
Dentro de esa implementación se ven patrones como descubrimiento de 
endpoints, manejo de logs, manejo de errores que pasan más al detalle de cómo 
se soluciona un requerimiento funcional o no funcional dentro del funcionamiento 
del servicio. 
1.6. ¿Qué tipo de patrones aplican? ¿Cómo? 




1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
Cuando se selecciona un patrón es importante revisar tres cosas, ¿cual es el 
problema?, ¿Qué problema ataca el patrón? y cuales son los pro y contras del 
patrón. Por lo que es necesario determinar si con otro patrón se reducen los pros o 
si definitivamente el patrón te sirve sólo para una situación específica. 
No todos los patrones pueden utilizarse al tiempo y se puede mal interpretar el uso 
del patrón. Es mejor tomarse el tiempo para definir qué patrones se van a elegir.  
El tiempo de respuesta es clave. 
1.8. ¿Qué patrones usa con más frecuencia? 
Los más comunes son los de enrutamiento, pero son enrutamientos por contenido. 
Los de agregación se usan un poco más que los de orquestación que son los 
menos usados. 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
Para evitar errores en el desarrollo la herramienta permite construir plugins de 
desarrollo se define la arquitectura del servicio y luego se envía al desarrollador lo 
que tiene que hacer puntualmente para el servicio. Lo que permite mitigar el 
riesgo. Así se usan patrones de construcción, patrones personalizados dentro de 
la herramienta (patrón de patrones). 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 
necesarios para un proyecto? Si es así, ¿Cuáles son las más comunes? 
El patrón como tal quedó bien definido pero quedó mal implementado. Por lo que 
es necesario tener buenas prácticas de programación. 
La selección del patrón es clave, y no sólo eso, el proceso de implementación del 
patrón, porque en el proceso el patrón se puede volver un antipatrón y se puede 
terminar haciendo algo muy diferente. Si es importante que se haga una revisión 
del diseño y cómo se va a implementar. Para lo que ciertas empresas corren 
ciertas herramientas de verificación del código para verificar que tan bien 
implementado el código. 
192 
 
No todos los patrones pueden utilizarse al tiempo y se puede mal interpretar el uso 
del patrón. Es mejor tomarse el tiempo para definir qué patrones se van a elegir.  
1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados.  
El patrón puede ser un 10 pero no se debe exceder en el uso de patrones, si se 
elige un patrón equivocado puede afectar el funcionamiento del servicio. Si es muy 
importante ser muy cuidadoso en el tipo de patrón que se debe seleccionar para la 
implementación. 
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
2.3. ¿Conoce patrones en SOA? 
 
A.7 ANDRÉS HEVIA 
Fecha: 03/02/2015  
Empresa: Blog Pensando en SOA 
ENTREVISTA PATRONES SOA 
1. ¿Tienen o implementan SOA en algunos de sus proyectos? 
Si 
1.1. ¿Qué estrategias usa?  
Cuando empieza un proyecto, se hace un anteproyecto, es una estimación a groso 
modo donde se mira por ejemplo el estudio de viabilidad técnica, si es posible 
realizar el proyecto. Con el anteproyecto se mira la viabilidad técnica, costos y si 
compensa el retorno de inversión. La viabilidad técnica pasa al área de 
arquitectura, quien es la que lidera la interpretación de SOA. El nombre de la 
arquitectura puede variar, algunos le llaman centro de servicios, el grupo de 
arquitectura es el que hace un primer estudio, y realiza un diagrama donde cada 
caja es una aplicación desplegable. Dentro de la aplicación se suelen agrupar 
según el criterio que tenga la empresa por funcionalidad y cada funcionalidad tiene 
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ciertas operaciones, estas funcionalidades serán un servicio web. Cuando el 
equipo de arquitectura acaba tiene un diagrama donde se encuentran las cajas de 
las aplicaciones, dentro de las cajas los servicios representados por círculos de tal 
manera que en un proyecto se tenga claro la cantidad de aplicaciones, de 
servicios para cada uno y de operaciones para cada servicio. El que identifica los 
servicios en este caso es el arquitecto con el analista funcional quien es el que 
define lo que se va a hacer. 
1.2. ¿Qué tipos de implementación llevan a cabo? (Tipo de proyectos, 
tecnología, plataformas, entre otros. en el desarrollo). 
Desde hace unos años en mi empresa se usa la suite de IBM que tiene el bus. 
Actualmente los servidores también son de IBM, hay un websphere application 
Server para el frontal, para la gestión de pantallas y de aplicaciones web; después 
en medio en la capa de integración se usa el service band de IBM y después para 
las aplicaciones de backend si son viejas están en Cobol o en otras tecnologías, 
nuevas pueden estar por ejemplo en Java.  
Hay tres capas la capa frontal, la capa de integración y la capa de backend, cada 
capa tiene un servidor un poco especializado. Una empresa grande tiene muchas 
cosas actualmente tiene IBM con SOA pero hay otra línea de productos con 
Software AG y servidores que aún no se han quitado pero por ejemplo en esta 
empresa se trabaja con dos fabricantes, con todo lo que esto conlleva por que 
trabajar de uno a otro se dice que se cumplen los estándares pero después nunca 
es cierto. Llamar de un servicio que está en IBM a llamar un servicio que está en 
Software AG a veces hay problema porque los dos no cumplen los mismos 
estándares. Por ejemplo el BPM que es el motor de procesos estaba con IBM y 
ahora se cambió y está con Software AG, o sea que hay una fase que dura 
durante 4 o 5 años en la que se usa ciertos productos y después se va migrando a 
otros, no es siempre lo mismo, no es una cosa monolítica. De un tiempo para acá 
las aplicaciones más modernas, las más visuales, que siguen otra arquitectura que 
usan HTML5, JavaScript se usan sobre todo servicios REST, no son SOA. La 
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tendencia ahora con todo el tema de móviles y web ricas que consumen servicios 
REST sobre todo. 
En una empresa grande no hay solo una tecnología, hay una escala de productos 
que casi nunca se quitan. 
Proyectos se tienen cortos como aplicaciones móviles que generalmente duran 
alrededor de 4 meses como proyectos muy grandes que pueden durar 6 o 7 años. 
Se tienen proyectos para clientes finales, como apps web de particulares; 
aplicaciones de empleados, para contact center las cuales deben responder muy 
rápido; aplicaciones para colaboradores, el público de destino es múltiple. 
En cuanto a tecnología se tienen aplicaciones web, sobre todo porque casi todas 
las aplicaciones de  hace 10 a 12 años se hacen web, sin embargo aún hay 
aplicaciones muy antiguas que son de escritorio hechas con Microsoft, Visual 
Basic, etc. Actualmente muchas aplicaciones móviles. En cuanto a backend se 
tienen aplicaciones Cobol, procedimientos almacenados, y algunos Java. 
1.3. ¿Cómo controlan dichas implementaciones? ¿Poseen actualmente políticas 
de gobierno durante la ejecución del proyecto? 
Si, cuando se empezó el proyecto SOA más o menos en el 2008 se tenía un ciclo 
de vida del servicio, teníamos una herramienta de IBM que es el repositorio de 
servicios llamado RAM donde está el inventario de servicios, donde la gente que 
quiere usar un servicio debe entrar a esa web y buscarlo. Quienes gestionan eso 
es un grupo de arquitectura, que es cuando alguien quiera subir un servicio ahí, 
antes de subirlo, antes de publicarlo ellos lo validan, de tal forma que se informe si 
el servicio es repetido, si debe ser genérico, si los parámetros que llevan son de 
muy bajo nivel, etc. Intenta validarlo y decir qué tiene que cambiar. Cuando está 
Ok se le da permiso para subirlo al repositorio. Con ese repositorio se tiene un 
control que evita que no se suban servicios piratas. Gracias a esa herramienta se 
tiene un punto de control, roles que intervienen, ciclo de vida del servicio, 
versionamiento. 
1.4. ¿Cómo modelan o diseñan en la actualidad sus proyectos en SOA? 
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Se tienen herramientas para hacer el modelaje, pero lo importante es que ya se 
han encontrado cuales son los tipos de integración dentro del documento de 
arquitectura, y en base a ello, se definen patrones de integración empresarial, para 
definir qué se puede hacer, como se debe solucionar el tema. Si se hace una 
cabecera, una agregación, una orquestación, si se hace un log, para este modelo 
se utiliza de forma estándar los íconos de integración de patrones de arquitectura 
de integración empresarial para lo que se usa la herramienta, para donde va, por 
donde va, que va a hacer, pero el detalle del servicio se maneja a través de 
diagramas de integración. 
1.5. ¿Aplican algún tipo de patrón de diseño en sus proyectos en SOA? 
Si, básicamente el patrón de diseño es la separación entre tres capas, la parte 
frontal, la capa de integración y la capa de backend o de negocio. El frontal no 
tiene lógica de negocio, el backend no sabe cómo presentar esa información en 
pantalla, ese servicio debe estar en la capa de integración. Una primera forma de 
diseñar esas cosas es que tenemos tres capas y hay que ver una cosa que se 
hace dónde encaja. Después por ejemplo otro patrón es que no puedes acceder a 
las tablas de otra aplicación, que sería el principio de encapsulación.  
Todavía no está interiorizado el tema de los patrones en la empresa, hay 
irregularidades, personas que saben y otras que no, y el papel de la arquitectura 
es garantizar que se siga lo máximo posible. 
También depende de la herramienta, la de IBM define unos flujos unos procesos 
de negocio depende de la duración, entonces la propia herramienta gráfica para 
diseñar esas integraciones tiene una paleta de primitivas, la típica de un mensaje 
que se transforma en tres, y lo contrario, ese tipo de patrones que forman parte de 
la paleta de la herramienta pues si se suelen seguir. Patrones de alto nivel no se 
usan.  
1.6. ¿Qué tipo de patrones aplican? ¿Cómo? 
En definitiva, los básicos que dice la página de Thomas Erl, transformación de 
datos, transformación de protocolos, pasar por un bus, separar las cosas en tras 
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capas: frontal, integración y backend se sigue, y el resto es un poco más 
indicación de arquitectura la cual da unas directrices. 
1.7. ¿Cuáles son los criterios principales que tiene en cuenta para implementar 
un patrón? 
Las directrices las tiene que dar arquitectura al principio, y se las da al proyecto, 
otros patrones los implementa el diseñador técnico del proyecto. Después hay 
veces que se presenta un lío técnico, que es muy lento o tiene un bucle, eso 
desde el punto de vista del papel puede estar bien pero en desempeño está mal. 
Un patrón puede ser el envío de mensajes por bloques, si envío 50 documentos 
me devuelven 50 clientes. Se intenta validar cosas como se definen inicialmente 
pero el día a día, los plazos y demás no permiten que se sigan los procedimientos 
definidos inicialmente. 
1.8. ¿Qué patrones usa con más frecuencia? 
1.9. ¿Bajo qué circunstancias en general implementa dichos patrones? 
1.10. Al usar dichos patrones, ¿Se obtuvo la calidad esperada en el proyecto? 
Hay cosas que se ven a priori, esas cosas que se ven a priori si se diseñan y 
entonces se ven los resultados y si va bien. Hay cosas que no son a priori y se ven 
cuando ya se han implementado y va muy lento. Lo de separar las cosas en tres 
capas, si se ve que el código al separarlo en frontal, integración y backend ese 
código está más limpio, no está tipo espagueti muchas veces solo con eso ya te 
das por satisfecho. Por ejemplo que un equipo de desarrollo frontal pueda trabajar 
en eso sin depender de lo demás, el hecho de que se mantenga el código más 
fácil, muchas veces con cosas básicas ya te das por satisfecho. 
Lo que sí tienen los patrones por ejemplo de distribución del código es que si se 
tiene un problema y se implementa de la forma correcta se soluciona más 
fácilmente y se estructura mejor. De tal forma que un equipo que no lo haya 
construido lo pueda mantener. La separación por paquetes, la nomenclatura y 
demás también se sigue bastante. 
1.11. ¿Se presentan dificultades al momento de elegir los patrones de diseño 
necesarios para un proyecto? Si es así, ¿Cuáles son las más comunes? 
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El problema es que actualmente no se tiene tal cual una lista o un catálogo de 
patrones y entonces la primera dificultad  es conocer qué patrones hay. En general 
aparte de los patrones básicos de separación por capas, datos propiedad de un 
servicio, etc, más o menos diez el resto no se conoce. Depende de que en cada 
proyecto hay una persona con un poco más de iniciativa y que los sepa. Pero la 
verdad, no se tiene un catálogo 
1.12. En una escala del uno al diez, estime el impacto del uso de patrones de 
diseño en los proyectos implementados.  
Si nos referimos a los patrones más básicos, serán un 10, son vitales porque en 
cada capa se hace una cosa diferente. Otros patrones como la propiedad de los 
datos tiene un impacto en la práctica muy bajo porque al final la aplicación 
funciona, el problema se genera en el futuro cuando la aplicación se desea 
cambiar o mantener, pero en corto plazo tiene un impacto de 1. 
Los patrones que impactan el código del proyecto generan problemas en un futuro 
pero no de forma inmediata.   
2. En caso de que su respuesta sea NO. 
2.1. ¿Tienen planeado en corto o mediano plazo realizar implementaciones en 
SOA?  
2.2. ¿Conoce usted algún caso que implementen patrones SOA? ¿Cuál? 
2.3. ¿Conoce patrones en SOA? 
Problemas comunes en la etapa de diseño: Integración con cosas heterogéneas, 
en una empresa casi siempre si se tiene una aplicación vieja que hay que sustituir, 
no se puede realizar de golpe, se tiene un periodo de convivencia, donde las dos 
aplicaciones están vivas durante un tiempo y si por ejemplo se registra un cliente 
se tiene que crear en la aplicación vieja y también enviar una copia a la otra 
aplicación, ese es un caso difícil. Para realizar una transacción se requiere integrar 
seis cosas diferentes y cada cosa tiene una tecnología o responde en diferentes 
tiempos de tal forma que toca realizarlo asincrónico y después también se requiera 
transaccionalidad, de tal forma que si quiero hacer un rollback se deshagan las 
198 
 
cuatro cosas que se hicieron. En resumen, el mayor problema es la integración 
con cosas antiguas, con diferentes tecnologías, y el problema de la asincronía. 
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Anexo B. Prueba de Validación del Modelo de Decisiones 
Actualmente las estudiantes investigadoras Jhoana Chacón y Alejandra Cuervo 
nos encontramos realizando un proyecto de investigación en la Universidad Piloto 
de Colombia, dicha investigación busca brindar un recurso a los arquitectos y /o 
ingenieros de software, que les permita contar con un modelo de toma de 
decisiones, facilitando la elección de los patrones de diseño en una arquitectura 
orientada a servicios, por esta razón se diseñó la presente wiki que relaciona los 
problemas más comunes que se presentan en la etapa de diseño SOA y los 
respectivos patrones que pueden solucionarlos. 
Para validar la efectividad y utilidad de la propuesta, hemos diseñado una prueba 
que se basa en un caso de estudio real de la compañía eBay, para describir la 
arquitectura de la plataforma, enunciando varios requerimientos de diseño 
planteados, de tal forma que usted pueda interactuar con la wiki en la búsqueda 
de la información necesaria acerca de los problemas y patrones de diseño. 
 
De antemano agradecemos su participación, para nuestra investigación es muy 
importante contar con su criterio, experiencia y opinión. La prueba está diseñada 
para ser resuelta en una hora aproximadamente. Recuerde que la prueba está 
dividida en 2 encuestas que deberá diligenciar de acuerdo a las herramientas que 
le brindamos y bajo su criterio experto. 
 
Instrucciones para desarrollar la prueba 
Inicialmente es necesario que proceda a leer la descripción del caso de estudio y 
la descripción de la arquitectura de la plataforma eBay, esto le brindará el contexto 
de la situación planteada en la que se aplicarán los patrones de diseño. 
En la sección “Problema” usted encontrará 4 requerimientos de diseño 
independientes, para los que es necesario que ingrese a “Problemas Recurrentes 
en la Etapa de Diseño SOA” donde encontrará los problemas más comunes con el 
respectivo enlace. En cada uno de ellos encontrará los patrones que solucionan 
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cada problema, una matriz con las características, descripción, ventajas y 
desventajas de cada patrón; para que usted pueda encontrar la información 
necesaria y pueda diligenciar los patrones que a su criterio pueden solucionar 
cada uno de los requerimientos planteados. Le recordamos que puede encontrar 
inmerso en cada enunciado uno o dos problemas de diseño. 
 
La pregunta número 5 es de opción múltiple, por lo que de acuerdo al enunciado 
debe seleccionar el patrón que se ajuste al problema planteado. 
 
En la pregunta número 6 usted puede sugerir algún patrón que conozca y no se 
encuentre documentado en la presente wiki, de tal forma que pueda resolver uno o 
varios problemas de los que se encuentran allí contemplados. 
Descripción del Caso de estudio 
eBay Inc. es una empresa líder global de comercio y pagos,  proporcionando una 
plataforma sólida donde los comerciantes de todos los tamaños pueden competir y 
ganar. Manejando un modelo Buyer-Seller que involucra sectores específicos de 
clientes, donde compradores, vendedores y empresas de entrega de productos 
interactúan mediante una plataforma web, la cual facilita la compra y venta en casi 
todos los países y a través de PayPal, se brinda el servicio de envío y recepción 
de pagos digitales de forma segura, fácil y rápida. 
 
Tanto eBay como Paypal son plataformas Multisided puesto que enlazan grupos 
diferentes de clientes de forma online, de modo que si quiere atraer a los 
vendedores a su sitio web, debe ser capaz de conectar los vendedores con los 
compradores potenciales y, preferiblemente, una buena cantidad de compradores, 
ya que es una subasta con elementos de compra competitivos. Así mismo, brinda 
canales de comunicación, distribución y venta de artículos, de forma tal que facilita 
la búsqueda a los compradores y garantiza que los vendedores puedan especificar 




Descripción de la Arquitectura Actual. 
 
La plataforma de eBay durante el 2014 tuvo más de 162 millones de usuarios 
registrados, 155 millones de compradores activos, 72 billones de dólares en 
Volumen de Comercio Habilitado (ECV), 1 millón de vendedores tiempo completo 
y una capacidad de procesar un billón de transacciones por día. 
La arquitectura ha sido diseñada bajo la premisa de “¿que pasaría si la carga se 
incrementa 10 veces a la actual?”, por lo que ha sido implementada para realizar 
un escalamiento horizontal y no vertical. Así, está estrictamente dividida en capas 
de datos, aplicación, web y cliente. (Figura 1.) 
Figura 1. Ebay’s Services-Driven Network Architecture 
 
 
Fuente: MARSHAK, David S. eBay Creates Technology Architecture for the 
Future: Sun Helps Architect with J2EE Technology Standards and Instill 
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Development Best Practices. Patricia Seybold Group. Sun Microsystems, Inc.  
2003.  
La plataforma posee 9 petabytes de almacenamiento de datos, 10000 servidores 
de aplicaciones, 44 millones de líneas de código y 2 billones de imágenes. En un 
día típico se hacen en promedio 75 billones de llamados a bases de datos, se 
visitan 4 billones de páginas, se hacen 250 billones de consultas de búsqueda 
(queries), varios billones de llamados a servicios y cientos de millones de eventos 
internos asincrónicos. 
La compañía dispone de 30 arquitectos para 1500 desarrolladores (in-house), 
donde no todos los problemas reciben la atención de un arquitecto, se delega 
mucha responsabilidad sobre los mismos y sólo se asignan arquitectos a tareas 
que lo requieran. 
Para gestionar todo el desarrollo existen catálogos bien definidos de principios y 
patrones a aplicar, junto con un repositorio de reglas que se deben seguir para 
cada servicio. Los desarrolladores deben ser capaces de aplicar el catálogo de 
patrones correctamente y de solucionar problemas complejos utilizándolos. En 
caso de tener que romper algún patrón o regla, un comité decide si es apropiado y 
da el visto bueno. 
Los objetivos de la arquitectura son: 
• Optimización del tiempo de respuesta 
• Mantener la continuidad del negocio 
• Facilitar la Escalabilidad (Evolución), Disponibilidad, Rendimiento y 
Flexibilidad de la plataforma. 
Problema 
Se requiere reestructurar la arquitectura implementada en la plataforma eBay, a 
causa de las diferentes necesidades de negocio, características de calidad y 
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demandas de mejora en la experiencia de usuario que han surgido a través del 
tiempo, es necesario tener en cuenta los objetivos de la arquitectura, para resolver 
las siguientes proposiciones (Para cada una de ellas elija qué patrones solucionan 
el problema y justifique su respuesta): 
1. Desde  1995 a la  fecha, esta plataforma ha evolucionado para adaptarse a 
los continuos cambios y retos de negocio de la compañía. Teniendo en cuenta que 
la categoría más grande de eBay incluye 19 plataformas diferentes (por ejemplo, 
Skype, Paypal, Rent) y debido a las recientes adquisiciones, las demás 
plataformas hermanas se convirtieron en parte de eBay, generando así, 
incompatibilidades en cuanto a tecnología y protocolos.  
2. La plataforma maneja un alto nivel de peticiones, así, es necesario procesar 
alrededor de un billón de transacciones por día, de manera que se reduzca una 
gran cantidad de recursos de comunicación, de cálculo y realizar un mejor manejo 
de respuestas. De igual forma, es importante mantener el bajo acoplamiento entre 
los servicios y evitar el almacenamiento del estado de sesión de la transacción. 
3. Dado que eBay es una plataforma de transacciones, es necesario proteger 
la información, garantizando la calidad e integridad de la misma, realizando la 
abstracción de la lógica de negocio para favorecer la pérdida de acoplamiento, 
reusabilidad y evolución de esta y controlando los usuarios que pueden acceder a 
dicha información.  
4. De acuerdo al alto volumen de peticiones se requiere redireccionar las 
peticiones a otros servicios para que tengan una mejor gestión, obteniendo una  
pérdida de acoplamiento, mejorando la reusabilidad, sin impactar 
significativamente el rendimiento. Esta redirección es transparente para el usuario 




5. Cuando la construcción de servicios se realiza para grandes entornos 
empresariales, es común que al construir servicios en paralelo se obtengan altos 
niveles de redundancia a nivel de esquema del servicio, de esta manera es 
necesario estandarizar y centralizar el manejo de los mismos. 
a. Logic Centralization 
b. Service Normalization 
c. Schema Centralization 
 
6. ¿Conoce usted algún otro patrón que solucione uno o varios de los 
problemas mencionados en la presente wiki? ¿Cuáles? 
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Anexo B.1 Resultado Prueba de Validación del Modelo de Decisiones 
 
Nombre: Carlos Tiguaque Mario Parra Gabriel Jara Vallejo 
1. Desde  1995 a la  fecha, esta 
plataforma ha evolucionado 
para adaptarse a los continuos 
cambios y retos de negocio de 
la compañía. Teniendo en 
cuenta que la categoría más 
grande de eBay incluye 19 
plataformas diferentes (por 
ejemplo, Skype, Paypal, Rent) y 
las demás plataformas 
hermanas se convirtieron en 
parte de eBay debido a las 
recientes adquisiciones, 
generando así, 
incompatibilidades en cuanto a 
tecnología y protocolos. 
Data Format Transformation: 
Permite interoperabilidad sin 
poner en riesgo el rendimiento. 
Estandarización de sistemas y 
protocolos al máximo: de esta manera 
garantizamos la centralización la 
integridad  de la información , el 
mantenimiento se reduce a menos 
sistemas, se puede llegar a tener 
contratos de mantenimiento con menos 
proveedores, en cuanto a protocolos de 
comunicaciones daría mejor 
rendimiento y tiempos de respuesta 
más aceptables. 
Calidad: minimizando los sistemas y 
centralizando podremos tener mejor 
calidad, ya que los procesos se podrían 
volver más sencillos y podría dedicar 
más recursos para analizar y mejorar 
calidad 
Es deseable usar un patron Data Model 
Transformation debido a la alta gama de 
tecnologias diferentes que se quiere 
interconectar. 
 
Protocol Bridging: para enlazar los 
diferentes protocolos y poder orquestar de 
manera adecuada los servicios. 
2. La plataforma maneja un alto 
nivel de peticiones, así, es 
necesario procesar alrededor 
de un billón de transacciones 
por día, de manera que se 
reduzca una gran cantidad de 
recursos de comunicación, de 
cálculo y realizar un mejor 
manejo de respuestas. De igual 
forma, es importante mantener 
el bajo acoplamiento entre los 
servicios y evitar el 
almacenamiento del estado de 
sesión de la transacción. 
Asynchronous Queuing: 
Permite una administración 
simplificada lo cual proporciona 
un mejor manejo de 
respuestas. 
Enrutamiento: definición clara de las 
diferentes peticiones que se reciben de 
tal forma que se puedan agrupar y 
optimizar o reutilizar respuestas  
Consumo de memoria: se debe tener 
un buen manejo de la memoria, como 
el almacenamiento temporal swapping 
Para manejar un alto número de peticiones 
se puede usar un patron Async Queueing 
el cual ofrece mucho rendimiento y perdida 
de acoplamiento entre servicios. 
 
El patron Event Driven Message puede 
ayudar a la rapida gestion de 
transacciones de los clientes por medio de 
la suscripcion a servicios de los mismos. 
3. Dado que eBay es una 
plataforma de transacciones, es 
necesario proteger la 
información, garantizando la 
calidad e integridad de la 
misma, realizando la 
abstracción de la lógica de 
negocio para favorecer la 
Entity Abstraction: Permite 
realizar la abstracción de 
servicios dando como 
resultado una pérdida de 
acoplamiento y reusabilidad. 
Autenticación: se debe contar con un 
buen control de acceso, para garantizar 
la seguridad de la información, así 
como mecanismos de autenticación. 
Se puede usar Intermediate Routing para 
abstraer la lógica de negocio y mejorar 
perdida de acoplamiento entre servicios 
 
Usaría el patron brokered autentication 
para mantener la seguridad de las 
transacciones y controlar los usuarios que 
pueden acceder a la información. 
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Nombre: Carlos Tiguaque Mario Parra Gabriel Jara Vallejo 
pérdida de acoplamiento, 
reusabilidad y evolución de esta 
y controlando los usuarios que 
pueden acceder a dicha 
información.  
 
si se cuenta con buen dinero se podria 
pensar en un ServiceGrid para la 
proteccion de las transacciones en caso 
de requerirse realizar reversion de 
transacciones. 
4. De acuerdo al alto volumen 
de peticiones se requiere 
redireccionar las peticiones a 
otros servicios para que tengan 
una mejor gestión, obteniendo 
una  pérdida de acoplamiento, 
mejorando la reusabilidad, sin 
impactar significativamente el 
rendimiento. Esta redirección es 
transparente para el usuario 
final, pero podría implicar una 
ida y vuelta adicional de 
comunicación. 
Intermediate Routing: Permite 
un enrutamiento adecuado y 
brinda una adaptación rápida. 
Asincronía: esto garantiza que la 
información tenga un  flujo continua a 
pesar de que se tenga ir y venir en la 
comunicación 
para redireccionar peticiones se puede 
usar un patron service agent que ayuda a 
invocar capacidades granulares a través 
de múltiples servicios mejorando la 
perdida de acoplamiento y la reusabilidad. 
5. Cuando la construcción de 
servicios se realiza para 
grandes entornos 
empresariales, es común que al 
construir servicios en paralelo 
se obtengan altos niveles de 
redundancia a nivel de 
esquema del servicio, de esta 
manera es necesario 
estandarizar y centralizar el 
manejo de los mismos. 
Logic Centralization Schema Centralization Schema Centralization 
6. ¿Conoce usted algún otro 
patrón que solucione uno o 
varios de los problemas 
mencionados en la presente 
wiki?   
No No  
El patrón Security Centralization pretende 
abstraer el manejo de la seguridad de los 
servicios y 
poder administrar ésta en forma 
centralizada. Es 
posible definir políticas de seguridad para 
el consumo 
de Web Services mediante Oracle Web 
Services 
Manager y/o usando Oracle Service Bus y 
encriptar 
los datos de tráfico de red hacia el motor 
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Nombre: Carlos Tiguaque Mario Parra Gabriel Jara Vallejo 
de base de 
datos utilizando Advanced Security Option 
 
 
Nombre: Carlos Arturo Castro Tacha David Tapias Hugo Sanchez 
1. Desde  1995 a la  
fecha, esta plataforma ha 
evolucionado para 
adaptarse a los continuos 
cambios y retos de 
negocio de la compañía. 
Teniendo en cuenta que 
la categoría más grande 
de eBay incluye 19 
plataformas diferentes 
(por ejemplo, Skype, 
Paypal, Rent) y las 
demás plataformas 
hermanas se convirtieron 
en parte de eBay debido 
a las recientes 
adquisiciones, generando 
así, incompatibilidades en 
cuanto a tecnología y 
protocolos. 
* Data Model Transformation. 
El tiempo y esfuerzo de 
desarrollo de nuevas lógicas en 
el  mapeo para crear 
composición de servicios, es 
necesario y no se puede 
considerar como desventaja, 
porque sin importar cual 
tecnología se utilice en tiempo 
de ejecución genera la 
compatibilidad requerida. 
 
* Protocol Bridging. 
Al haber protocolos diferentes es 
aconsejable utilizar este patrón 
con el objetivo de intercambiar 
un protocolo por otro o 
simplemente utilizar el protocolo 
estándar de forma dinámica, el 
rendimiento en este tipo de 
intercambio no se afecta 
demasiado ya que lo realiza en 
un momento de pausa, y el 
protocolo puente seria eficaz. 
Data Format Transformation: 
Favorece  la perdida de 
acoplamiento, de acuerdo a esa 
ventaja no lo limita para futuras 
actualizaciones, flexibilidad.  
Para este problema usaría el patrón de diseño Data 
Format Transformation, ya que garantiza 
interoperabilidad y me ofrece disminución en el 
acoplamiento. Además que requiere de aumento de 
recursos físicos que se podrían solucionar con la 
adquisición de nuevas herramientas sin necesidad 
de generar un cambio brusco en la arquitectura 
empresarial. 
2. La plataforma maneja 
un alto nivel de 
peticiones, así, es 
necesario procesar 
alrededor de un billón de 
transacciones por día, de 
manera que se reduzca 
una gran cantidad de 
recursos de 
comunicación, de cálculo 
y realizar un mejor 
* Asynchronous Queuing 
Este patrón además de 
mantener bajo acoplamiento y el 
servicio sin estado, también nos 
ofrece 4 características 
importantes como el contrato de 
servicios estandarizados, un 
menor riesgo de fallos, buen 
rendimiento y una supervisión 
de servicios que hacen que las 
desventajas sean subsanadas y 
Asyncrohous quering: 
Favorece el rendimiento y reduce 
el riesgo de fallos, Hoy día una 
plataforma que no esté en servicio 
o es muy lenta en dar una 
respuesta, perjudica la experiencia 
de usuario, haciendo que éste 
busque otra opcion. 
Para este problema usaría el patrón de diseño 
Service Callback, ya que permite un mayor nivel de 
abstracción de los servicios y estandariza el 
contrato de servicios al suministrar detalles de 
correlación. Puedo mejorar la sincronía de la 
cantidad de peticiones por medio de políticas, por lo 
que podría enfrentar las posibles desventajas de 
usar este patrón. 
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Nombre: Carlos Arturo Castro Tacha David Tapias Hugo Sanchez 
manejo de respuestas. 
De igual forma, es 
importante mantener el 
bajo acoplamiento entre 
los servicios y evitar el 
almacenamiento del 
estado de sesión de la 
transacción. 
mínimas, dándole un mejor 
rendimiento al proceso de las 
peticiones, con respecto a los 
demás patrones. 
3. Dado que eBay es una 
plataforma de 
transacciones, es 
necesario proteger la 
información, garantizando 
la calidad e integridad de 
la misma, realizando la 
abstracción de la lógica 
de negocio para 
favorecer la pérdida de 
acoplamiento, 
reusabilidad y evolución 
de esta y controlando los 
usuarios que pueden 
acceder a dicha 
información.  
* Trusted Subsystem 
*Service Encapsulation 
La utilización de estos dos 
patrones aseguramos perdida 
de acoplamiento, reusabilidad y 
seguridad, además de ello se 
complementan. 
Trusted Subsystem: 
Considero que es la parte más 
importante, ya que se usa 
información bancaria, A pesar de 
que afecta el acoplamiento, 
favorece a características de 
mayor prioridad. 
En esta situación usaría dos patrones de diseño, 
Service Facade y Legacy Wrapper, ya que usar 
estos patrones me permitiría proteger la información 
que contienen los servicios de la compañía 
mediante el desacoplamiento de la lógica del 
servicio con el contrato de servicios. Adicional a 
eso, generaría un plus extra en el gobierno de la 
implementación al facilitar la libertad para que los 
servicios evolucionen o sean reemplazados sin 
generar amenazas a la estrategia SOA. 
4. De acuerdo al alto 
volumen de peticiones se 
requiere redireccionar las 
peticiones a otros 
servicios para que tengan 
una mejor gestión, 
obteniendo una  pérdida 
de acoplamiento, 
mejorando la 




transparente para el 
usuario final, pero podría 






Ya que mantener un mayor 
número de características de 
SOA es lo ideal estos 2 patrones 
permite que se complemente el 
primero con él segundo, y el 
patrón intermediate routing 
puede estar separado de la 
arquitectura dando una gran 
posibilidad de gestión del 
mismo, sin entorpecer el diseño. 
Service perimeter guard: 
Para este caso usaría un patrón de diseño 
Intermediate Routing y dos patrones de  eventos y 
mensajería, Service Messaging y Asynchronous 
Queuing. Implementar estos tres patrones me 
permitiría re direccionar peticiones de una manera 
más versátil haciendo frente a los rápidos cambios 
de negocio. Al gestionar un sistema de reglas de 
enrutamiento me permite controlar las peticiones de 
una manera más ágil e independiente, ya que 
eliminaría la necesidad de conexiones persistentes 
optimizando la interacción entre servicios. 
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Nombre: Carlos Arturo Castro Tacha David Tapias Hugo Sanchez 
5. Cuando la 
construcción de servicios 
se realiza para grandes 
entornos empresariales, 
es común que al construir 
servicios en paralelo se 
obtengan altos niveles de 
redundancia a nivel de 
esquema del servicio, de 
esta manera es necesario 
estandarizar y centralizar 
el manejo de los mismos. 
Schema Centralization Schema Centralization Logic Centralization 
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Anexo C. Modelo de Aceptación Tecnológica 
 
NOMBRE  EDAD  
PROFESIÓN  AÑOS DE EXPERIENCIA EN SOA  
 
ENCUESTA DE ACEPTACIÓN 
La presente encuesta está enmarcada en el modelo de aceptación de tecnología 
TAM que tiene como objetivo evaluar la interacción de los usuarios con el recurso 
propuesto, de tal manera que sea posible determinar la percepción de utilidad y 
facilidad de uso tanto de la herramienta y como de la estrategia de toma de 
decisiones.  
Seleccione la respuesta que se adapte a su percepción del uso del recurso 
usando la siguiente escala:  











a. Facilidad de Uso Percibida 
PREGUNTAS 1 2 3 4 5 NA 
1. Aprender a navegar en el sitio es fácil para mí       
2. Mi interacción con el sitio es clara y entendible       
3. Encuentro la Wiki flexible para interactuar con ella       
4. Encuentro al sitio fácil de utilizar       
5. Logro hallar las páginas a las que deseo ingresar de 
una forma fácil y rápida 
      




b. Utilidad Percibida 
PREGUNTAS 1 2 3 4 5 NA 
1. Las decisiones tomadas son satisfactorias       
2. El modelo fortalece mi capacidad para la resolución 
de problemas 
      
3. Consigo encontrar fácilmente la solución a los 
diferentes problemas que deseo solucionar 
      
4. La información suministrada en los modelos de 
decisiones, fue suficiente para solucionar los 
inconvenientes planteados 
      
 
Para las siguientes preguntas, asuma que el sitio estaría disponible en su trabajo y 
usted pertenece al grupo de trabajo en el área de SOA. 
PREGUNTAS 1 2 3 4 5 NA 
1. El uso de la estrategia de toma de decisiones en mi 
trabajo me ayudaría a agilizar el diseño de una SOA 
      
2. Usando el modelo de decisiones propuesto, 
mejoraría el funcionamiento de mi trabajo 
      
3. Usando el modelo de decisiones, sería probable 
incrementar mi productividad 
      
4. Usando la estrategia de toma de decisiones 
aumentaría la efectividad en mi trabajo 
      
5. Encontraría al modelo de decisiones útil en mi 
trabajo 
      
6. Lo usaría sobre bases regulares en el futuro       
 








































Edad 24 45 25 53 23 25 28 
Facilidad de Uso  
Años de experiencia en SOA 1 0 2 0 0 1 5 
1. Aprender a navegar en el sitio es 
fácil para mí 
5 4 5 5 4 5 5 
2. Mi interacción con el sitio es 
clara y entendible 
5 4 5 4 4 5 5 
3. Encuentro la Wiki flexible para 
interactuar con ella 
5 4 5 5 5 4 5 
4. Encuentro al sitio fácil de utilizar 5 4 5 5 4 3 5 
5. Logro hallar las páginas a las 
que deseo ingresar de una forma 
fácil y rápida 
5 4 4 4 2 5 4 
6. Considero a la Wiki una 
herramienta intuitiva 
5 4 5 4 4 3 4 
Utilidad Percibida  
 1. Las decisiones tomadas son 
satisfactorias 
4 5 4 4 4 5 4 
 2. El modelo fortalece mi 
capacidad para la resolución de 
problemas 






































 3. Consigo encontrar fácilmente la 
solución a los diferentes problemas 
que deseo solucionar 
5 4 5 4 4 5 4 
 4. La información suministrada en 
los modelos de decisiones, fue 
suficiente para solucionar los 
inconvenientes planteados 
5 3 5 4 4 5 4 
Intención de Uso  
1. El uso de la estrategia de toma 
de decisiones en mi trabajo me 
ayudaría a agilizar el diseño de una 
SOA 
4 3 5 5 5 5 4 
2. Usando el modelo de decisiones 
propuesto, mejoraría el 
funcionamiento de mi trabajo 
5 4 5 4 5 5 4 
 3. Usando el modelo de 
decisiones, sería probable 
incrementar mi productividad 
4 2 5 4 4 5 4 
4. Usando la estrategia de toma de 
decisiones aumentaría la 
efectividad en mi trabajo 
4 2 5 4 4 5 4 
5. Encontraría al modelo de 
decisiones útil en mi trabajo 
4 3 5 4 5 5 4 
6. Lo usaría sobre bases regulares 
en el futuro 




Comentarios y Sugerencias: 
 Gabriel Jara: Muy buena herramienta, para la toma de decisiones y para ayudar en la implementación de 
patrones y buenas prácticas en el trabajo de desarrolladores y arquitectos de proyectos SOA. 
 David Tapias:  
- Definición corta de los conceptos expuestos en las tablas.  
- Lista de patrones puntuales y no solo problemas comunes. 
 Carlos Rodríguez: 
- Tener el sitio en inglés ayudaría mucho a su difusión 
- SOA ha tomado una mala reputación en los últimos años, especialmente por la complejidad accidental de 
las soluciones que se implementan. Podría ser interesante aplicar el mismo modelo a las arquitecturas 
basadas en microservicios. 
 
