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Abstrakt  
Tato práce se zabývá programováním síťových aplikací v .NET Framework. 
Jako programovací jazyk je zvolen C#. Práce se skládá ze čtyř dílčích částí. První část 
se věnuje webovým službám, jejich vlastnostem, praktické publikaci a klientovi webové 
služby což je nejčastější případ využití služby. Druhá část se věnuje komunikaci klient-
klient, kdy na příkladu jednoduchého posílání zpráv jsou ukázány principy jak tento typ 
aplikace vytvořit a jaké třídy jsou k dispozici. Třetí část se věnuje komunikaci klient-
server, kde je vytvořena aplikace typu serveru, ke které se může najednou připojit více 
klientů, kteří serveru posílají požadavky a on na ně odpovídá. Poslední část je věnována 
zabezpečené komunikaci. Příklad klient-klient je rozšířen o asymetrickou šifru. Součástí 
jsou i výuková videa, kde je ukázka tvorby ASP.NET aplikace a její propojení na 
webovou službu, dále ASP.NET aplikace podporující protokol HTTPS a nezbytná 
konfigurace IIS. 
 
Abstract 
The thesis deals with the programming of network applications using .NET 
Framework. C# is a programming language. The thesis consists of four parts. The first 
part is devoted to web services, their characteristics, practical publications and web 
service client which is the the most common case of use of this service. The second part 
deals with client-client communication. As an example a simple messages sending is 
shown here on which are explained the principles how to create this type of application 
and what classes are available. The third part deals with the communication client-
server. An server application is created to connect multiple clients and send their 
requirements and server response them. The last part is devoted to encrypted 
communication. The model client-client is extended to asymmetric encryption. The 
thesis contains also tutorial videos which  show a simple ASP.NET application 
development and its connection to the web service or ASP.NET application that 
supports HTTPS protocol and the necessary IIS configuration. 
  
 
 
Klíčová slova: ASP.NET, HTTP, klient, server, TCP, webová služba,  
 
Key words: ASP.NET, client, HTTPS, server, TCP, web service 
 
Bibliografická citace: 
KOCH, M. Síťové aplikace v .NET Framework. Brno: Vysoké učení technické v Brně, 
Fakulta elektrotechniky a komunikačních technologií, 2010. 66 s. Vedoucí bakalářské 
práce doc. Ing. Ivo Lattenberg, Ph.D. 
  
 
 
Prohlášení 
Prohlašuji, že svoji bakalářskou práci na téma Síťové aplikace v .NET 
Framework jsem vypracoval samostatně pod vedením vedoucího bakalářské práce 
a s použitím odborné literatury a dalších informačních zdrojů, které jsou všechny 
citovány v práci a uvedeny v seznamu literatury na konci práce. 
 
Jako autor uvedené bakalářské práce dále prohlašuji, že v souvislosti 
s vytvořením této práce jsem neporušil autorská práva třetích osob, zejména jsem 
nezasáhl nedovoleným způsobem do cizích autorských práv osobnostních a jsem si 
plně vědom následků porušení ustanovení § 11 a následujících autorského zákona č. 
121/2000 Sb., včetně možných trestněprávních důsledků vyplývajících z ustanovení § 
152 trestního zákona č. 140/1961 Sb. 
 
 
 
V Brně dne ......................                                       .......................................  
 podpis autora 
 
 
Poděkování 
Děkuji vedoucímu bakalářské  práce doc. Ing. Ivu Lattenbergovi, Ph.D., za 
velmi užitečnou metodickou pomoc a cenné rady při zpracování práce. 
 
V Brně dne ………………………….                        ………...................  
 podpis autora 
  
 
 
Obsah 
Úvod ................................................................................................................ 10 
1 .NET .......................................................................................................... 11 
1.1 Historie ............................................................................................... 11 
1.2 Řízené běhové prostředí ...................................................................... 11 
1.3 Jmenné prostory ................................................................................. 12 
2 Webové služby .......................................................................................... 13 
2.1 Co je webová služba ........................................................................... 13 
2.2 Návrh webové služby v textovém editoru ........................................... 13 
2.3 Prezentace webové služby .................................................................. 15 
2.4 Atributy webové služby a webové metody .......................................... 16 
2.4.1 Atributy webové služby ................................................................ 16 
2.4.2 Atribut webové metody ................................................................. 17 
2.5 Návrh webové služby ve vývojovém prostředí .................................... 18 
2.6 Návrh klienta webové služby .............................................................. 23 
2.6.1 Jazyk popisu webových služeb (WSDL) ....................................... 23 
2.6.2 Tvorba klienta webové služby ....................................................... 24 
3 Třídy jmenného prostoru System.Net.Sockets ............................................ 28 
4 Komunikace klient-klient ........................................................................... 29 
4.1 Obecný princip ................................................................................... 29 
4.2 Komunikační protokol ........................................................................ 29 
4.3 Návrh aplikace pro komunikaci klient-klient ....................................... 29 
4.4 Možnosti vylepšení a ladění ................................................................ 38 
5 Komunikace klient-server .......................................................................... 39 
5.1 Obecný princip ................................................................................... 39 
5.2 Návrh aplikace pro komunikaci klient-server ...................................... 39 
5.3 Možnosti vylepšení a ladění ................................................................ 49 
6 Zabezpečená komunikace .......................................................................... 50 
6.1 Co je zabezpečená komunikace? ......................................................... 50 
6.2 Základní kryptografické pojmy ........................................................... 50 
6.2.1 Šifrování a dešifrování ................................................................... 50 
6.2.2 Šifrovací klíč .................................................................................. 50 
 
 
6.2.3 Symetrická kryptografie ................................................................ 50 
6.2.4 Asymetrická kryptografie .............................................................. 51 
6.3 Jmenný prostor System.Security.Cryptography ................................... 51 
6.4 Jednoduchý příklad využívající RSA algoritmus ................................. 52 
6.5 Klient-klient doplnění o zabezpečenou komunikaci ............................ 55 
6.6 ASP.NET aplikace a konfigurace HTTPS na IIS ................................. 62 
7 Závěr ......................................................................................................... 63 
Literatura ......................................................................................................... 64 
Seznam zkratek ................................................................................................ 65 
Přílohy ............................................................................................................. 66 
  
 
 
Seznam obrázků 
Obr. 2.1 - Použití přepínače /language pro jazyk C# ......................................... 25 
Obr. 2.2 - Tvorba proxy pomocí wsdl.exe ........................................................ 25 
Obr. 4.1 - Klient-Klient, rozložení komponent ................................................. 30 
Obr. 4.2 - Diagram metody CtiData.................................................................. 33 
Obr. 4.3 - Diagram metody PosliData............................................................... 38 
Obr. 5.1 - Klient-Server, vzhled klientské části ................................................ 40 
Obr. 5.2 - Klient-Server, vzhled serverové části ............................................... 40 
Obr. 6.1 - Princip symetrické šifry ................................................................... 51 
Obr. 6.2 - Princip asymetrické šifry .................................................................. 51 
Obr. 6.3 - Výsledný formulář ........................................................................... 53 
Obr. 6.4 - Princip komunikace klient-klient ...................................................... 56 
 
10 
 
Úvod 
Cílem této práce je vytvořit v programovacím jazyce C# vzorový příklad 
demonstrující práci s webovou službou a přístup k ní, příklad komunikace dvou 
rovnocenných počítačů, příklad komunikace klient-server tak, aby byl možný přístup 
více klientů najednou a vzorový příklad webové aplikace využívající ASP.NET. Dále 
pak vybrané příklady rozšířit o zabezpečenou komunikaci. 
První kapitola obsahuje obecný přehled o technologii .NET. 
Následující kapitola se zabývá webovými službami. Zde je uvedeno, co je to 
webová služba, její praktické použití, jak se dá vytvořit a jakým způsob se dá 
publikovat na Internetu. Na konci této kapitoly je ukázka klienta webové služby, který 
reprezentuje nejčastější způsob použití webové služby.  
Ve třetí kapitole je stručný přehled základních tříd pro komunikaci klient-klient 
a klient-server, které .NET Framework poskytuje.  
Čtvrtá kapitola se zabývá komunikací klient-klient. Vyzkoušíte si realizaci dvou 
klientských aplikací a realizaci jednoduchého komunikačního protokolu.  
Pátá kapitola práce se věnuje typu komunikace klient-server. Obsahuje návrh 
o něco složitějšího komunikačního protokolu. V praktické ukázce budou 
naprogramovány dvě aplikace. První typu server a druhá typu klient. Serverová část 
bude umět pracovat s více klienty najednou. 
Poslední kapitola je věnována zabezpečené komunikaci. Na příkladu je ukázáno 
použití asymetrického šifrování. Ve výukovém videu je prezentováno vytvoření 
jednoduché ASP.NET aplikace, využívající protokol HTTPS (Hypertext Transfer 
Protocol Secure). 
Součástí práce jsou i další dvě výuková videa. V jednom je ukázána instalace 
IIS (Internet Information Services) a vývojových nástrojů. Ve druhém je ukázka 
ASP.NET aplikace komunikující s webovou službou. 
Práce by měla sloužit jako výukový materiál. Proto se v práci oslovuje 2. osobou 
množného čísla. Příklady jsou popsány krok za krokem a s patřičným komentářem. Pro 
dobré pochopení je ovšem potřeba základní znalost .NET Framework, programovacího 
jazyka C# a základy programování vícevláknových aplikací v tomto jazyce. Nezbytné 
jsou i základní znalosti vývojového prostředí. Veškerý kód bude odladěn ve vývojovém 
prostředí Microsoft Visual Web Developer 2010 Express nebo v Microsoft Visual C# 
2010 Express. Tyto nástroje jsou zdarma stažitelné na stránkách firmy Microsoft. 
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1 .NET 
1.1 Historie 
Platforma .NET byla představena firmou Microsoft v roce 2000. Microsoft .NET 
je novou generací systému vývoje aplikací pro operační systémy Windows, které jsou 
založeny na řízeném běhovém prostředí, obsahujícím velkou sadu základních tříd, která 
se jmenuje .NET Framework. Hlavní důvody vedoucí k několikaletému vývoji jsou: 
- nekompatibilita jednotlivých programovacích jazyků a s tím související 
obtížná spolupráce mezi programy/knihovnami napsanými v odlišných 
jazycích (např. C++ a Visual Basic) 
- vysoká chybovost aplikací (hlavně chyby v práci s pamětí, neplatné 
konverze datových typů) 
- problémy s verzemi knihoven (obtížná práce s provozem více verzí 
knihoven) 
- zastaralý a nepřehledný způsob vývoje dosavadních webových aplikací 
Tyto problémy vyřešila velice efektivně platforma .NET tím, že použila výše 
zmíněné řízené běhové prostředí, systémem assemblies, což jsou základní stavební 
prvky aplikací a novou technologii ASP.NET pro vývoj webových aplikací. [4]  
1.2 Řízené běhové prostředí 
Aplikace tvořené třeba v jazyce C++, Delphi jsou zkompilovány přímo pro 
danou platformu, nejčastěji pro Win32 operačních systémů Windows, ale klidně i jiné. 
To znamená, že zdrojový kód je kompilací převeden do strojového kódu počítače. 
Důsledkem je velmi dobrá rychlost běhu aplikace, ale na druhou stranu to znamená 
nepřenositelnost mezi platformami, verzemi operačních systémů a také velmi časté 
chyby v přístupu do operační paměti počítače. 
Princip řízeného běhového prostředí, použitý u platformy .NET, ale třeba také 
u Javy od společnosti Sun Microsystems je v tom, že k převodu zdrojového kódu do 
strojového kódu přidává ještě vrstvu. Tuto vrstvu představuje mezikód, do kterého jsou 
zdrojové kódy zkompilovány a tento kód je na cílové platformě převeden do strojového 
kódu. 
Tento převod je realizován na klientském počítači vždy před spuštěním aplikace. 
Malé mínus tohoto systému je vyšší náročnost na klientský počítač. Proto se tento 
způsob nepoužívá u náročných aplikací, jako jsou třeba počítačové hry. Nutno dodat, že 
do strojového kódu se nepřevádí celý mezikód, ale jen potřebná část a při opětovném 
použití této části se již spouští zkompilovaná forma, což se velice příznivě projeví na 
rychlosti. 
Zmíněný mezikód se v této platformě nazývá Microsoft Intermediate Language. 
Tento jazyk relativních adres spouští klíčovou součást .NET Frameworku a to 
CLR(Common Language Runtime). [4] 
V prostředí CLR existuje nástroj, který usnadňuje programátorům práci 
s operační pamětí, tzv. Garbage Collector. Jde o sadu složitých algoritmů pro uvolnění 
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nepotřebných programových objektů z paměti. Díky Garbage Collectoru se již vývojáři 
nemusejí starat o přiřazování, nebo uvolňování operační paměti a odpadá tak riziko již 
zmíněné nekorektní práce s ní, která ve většině situací končí pádem aplikace. 
Velmi důležitou vlastností, kterou obsahuje tato platforma, je CLS (Common 
Language Specification). S ní souvisí CTS(Common Type System). Výsledkem použití 
CLS a CTS je rovnocennost programovacích jazyků. Jinak řečeno, pro vývoj .NET 
aplikací je možné použít jeden z několika programovacích jazyků vyšší úrovně. [5] [6]  
Může se jednat například o:  
- C#, nový jazyk vyvinutý pro .NET,  
- Visual Basic .NET, nová generace oblíbeného jazyku Visual Basic,  
- J#, což je jazyk se syntaxí rozšířeného jazyka Java,  
- managed C++, kde slovíčko managed označuje možnost psát řízený kód 
pro .NET dokonce i v tak, od svého počátku, „neřízeném“ jazyce  
1.3 Jmenné prostory 
.NET Framework je členěn na tzv. jmenné prostory. Pro programování síťových 
aplikací, se hlavně využívá System.Net. Ten se dále dělí. 
Pro komunikaci klient-klient či klient-server je důležitý System.Net.Sockets. 
Obsahuje řadu objektů, které usnadňují programování. Není třeba řešit přístup 
k fyzickému médiu. To už vývojáři vyřešili. Až budou dané objekty potřeba, upozorním 
na jmenný prostor, kde se nacházejí.  
Pro webové služby a ASP.NET aplikaci jsou klíčové jemné prostory 
System.Web. a System.Web.Service. V nich se nacházejí všechny potřebné třídy, 
atributy i výčtové typy. 
Pro zabezpečenou komunikaci sloužit jemný prostor 
Systém.Security.Cryptography. [3] 
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2 Webové služby 
2.1 Co je webová služba 
Webová služba je jistým druhem webové aplikace. Od webové aplikace se liší 
mimo jiné tím, že nemá tradiční uživatelské rozhraní, ale vystavuje volatelné metody, 
označované jako webové metody. Účelem je poskytovat svoje služby jiným aplikacím, 
ať už se jedná o grafické aplikace, aplikace příkazového řádku nebo o webové aplikace. 
Je jen na výběru programátora, co bude daná služba nabízet. Může poskytovat 
aktuální kurzy měn, nebo počasí, může si udělat službu, která bude informovat 
o jídelníčku v menze. 
Velkou výhodou webových služeb je nezávislost na platformě i programovacím 
jazyku. To znamená, že se vytvoří webová služba v .NET a může se k ní přistupovat jak 
z Windows tak z Linuxu třeba pomocí aplikace v Jave, nebo v C++, nebo z MacOS. Je 
to způsobeno jednak tím, že webové služby umožňují vyvolávat webové metody 
pomocí standardních požadavků http (Hypertext Transfer Protocol) (na tomto protokolu 
se umějí dohodnout všechny platformy) a jednak tím, že se informace mezi webovou 
službou a klientem předávají ve formátu XML (Extensible Markup Language), což je, 
jednoduše řečeno, dobře naformátovaný řetězec. HTTP požadavky, kterými se volají 
webové metody, obsahují zprávy SAOP (Simple Object Access Protocol). SAOP je 
slovník vycházející z formátu XML pro vykonávání vzdálených volání metod 
prostřednictvím HTTP a jiných protokolů. [5] [6] 
Tolik na úvod do webových služeb. Už víte, co webové služby jsou a k čemu se 
dají použít. V dalším textu bude použita zkratka VP, která reprezentuje vývojové 
prostředí. Pokud půjde o webovou službu případně ASP.NET aplikaci, tak to bude 
Microsoft Visual Web Developer 2010 Express a pokud o návrhu WinForm aplikací, 
konzolových aplikací atd., tak to bude Microsoft Visual Studio 2010 Express. 
V této kapitole bude ukázáno jak webovou službu vytvořit a poté jak a kde ji 
prezentovat. Dozvíte se o atributech webové služby a webové metody. Ale to postupně 
jak bude potřeba při návrhu. Webovou službu lze vytvořit dvěma základními způsoby: 
- v textovém editoru − nevyžaduje žádné vývojové prostředí, v praxi se 
ale nepoužívá, protože realizace složitějšího kódu, který by služba 
vykonávala je obtížnější, není zde našeptávání, zvýraznění syntaxe, 
krokování atd. 
- ve vývojovém prostředí − rychlé a jednoduché, vyžaduje vývojové 
prostředí, v našem případě Microsoft Visual Web Developer 2010 
Express, je tu předpřipravená třída a jedna ukázková metoda webové 
služby  
2.2 Návrh webové služby v textovém editoru 
Nyní si vytvoříte, jak již název podkapitoly napovídá, jednoduchou webovou 
služba pomocí textového editoru, krok za krokem. Uvidíte to na velice jednoduchém 
příkladu. Hlavním cílem příkladu je ukázat základní kostru služby. Hlubší možnosti 
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a nastavení služby si vyzkoušíte na příkladu ve vývojovém prostředí. Záměrně zde 
nebude ve vkládaném kódu zvýrazňována syntaxe, tak jak to dělá vývojové prostředí. 
Bude to tak, jak to lze vidět v textovém editoru. 
 
Krok 1. Vytvoření souboru 
Vytvořte si v poznámkovém bloku textový soubor a pojmenujete jej 
MojeSluzba.txt. V souborovém manažeru změňte příponu souboru na asmx, Soubor by 
se měl tedy jmenovat MojeSluzba.asmx. V souborovém manažeru proto, aby nevznikl 
soubor MojeSluzba.asmx.txt, na to pozor! 
 
Krok 2. Otevření souboru 
Když máte soubor připravený, otevřete jej. Nyní máte dvě možnosti. Ta první je 
otevřít soubor v poznámkovém bloku, i když nemá příponu txt . Druhá možnost je 
otevření souboru v VP, jelikož po změně přípony se soubor automaticky asocioval na 
otevření tímto programem. Dále bude ukázána první možnost, abyste viděli jak 
nepohodlné je vytváření v textovém editoru a také aby lépe vynikly výhody vývojového 
prostředí.  
 
Krok 3. Základní třída 
Soubor máte vytvořený a otevřený. Nadefinujte si třídu, která bude 
reprezentovat vaši službu. Třída se může jmenovat Sluzba . 
 
public class Sluzba 
{ 
} 
 
Krok 4. Tvorba metody 
Dále si do třídy přidáte jednu metodu. Metoda se bude jmenovat DejText, bude 
mít jeden vstupní parametr typu String a ten bude vracet.  
 
public class Sluzba 
{   
[WebMethod] 
public string DejText(string TotoVratim) 
{ 
return TotoVratim; 
} 
} 
Všimněte si atributu [WebMethod]. Tento atribut určuje, že vámi vytvořená 
metoda je webová metoda. Více o atributech později. 
 
Krok 5. Direktiva <%@ WebService%> 
Nyní máte třídu a jednu metodu hotovou. Aby vám vše fungovalo tak jak by 
mělo, přidejte na začátek souboru tento řádek: 
<%@ WebService Language="C#" Class=" Sluzba"%> 
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Detailní pohled na řádek: 
- <%@ WebService%> − direktiva, kterou začínají všechny soubory asmx, 
skládá se z atributů, povinný je Class 
- Language="C#" − říká, v jakém jazyce je daná služba naprogramována 
- Class="Sluzba" − říká, jak se jmenuje třída, která reprezentuje danou 
službu. Další možností by tu mohlo být, že třída by se nacházela 
ve vašem jmenném prostoru, když by se tento jmenný prostor jmenoval 
MojeSluzba, tak by řádek vypadal takto: 
<%@ WebService Language="C#" Class=" MojeSluzba.Sluzba"%> 
Podmínkou je, aby se třída Sluzba nacházela v tomto jmenném prostoru. 
Za tento řádek přidejte definice jmenných prostorů, kterých využívá vaše služba. 
Jsou to: 
using System; 
using System.Web.Services; 
 
Výsledný kód ve vašem souboru by měl být tento: 
 
<%@ WebService Language="C#" Class="Sluzba"%> 
using System; 
using System.Web.Services; 
 
public class Sluzba 
{  
[WebMethod] 
public string DejText(string TotoVratim) 
{ 
return TotoVratim; 
} 
} 
 
Tím je jednoduchý příklad webové služby ukonce. 
2.3 Prezentace webové služby 
Nyní, když máte naprogramovanou webovou službu, můžete ji prezentovat buď 
na svém počítači, tedy na lokálním webovém serveru, ta možnost bude využita později, 
kdy budete umět vytvořit službu ve VP, nebo ji můžete prezentovat na Internetu. 
 Pro potřeby prezentace z pohledu výkonnosti webhosting bohatě postačuje 
freehosting. Jeden z možných je www.aspone.cz. Obecně pro jakýkoliv webhosting je 
nutná registrace. Po registraci obdržíte email s přístupovými informacemi. Důležitou 
částí emailu je přístup na FTP server. Ten slouží pro nahrávání souborů na server. Po 
přihlášení na FTP server, ať už z webového prostředí nebo třeba pomocí souborového 
manažeru, zjistíte, že náš prostor obsahuje složku WWW, do které se nahrávají soubory. 
Dále prostor obsahuje textový soubor, kde je popsaný postup jak prezentovat obecně 
webové aplikace. Ve složce WWW je většinou výchozí stránka. Když zadáte název vaší 
domény, zobrazí se právě ona výchozí schránka. Jen pro úplnost, název domény je 
součástí emailu. 
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Nahrajte vaši službu na FTP server do složky WWW. Po nahrání služby zadejte 
do internetového prohlížeče název domény a za název přidejte lomítko a název souboru, 
ve kterém je kód vaší služby. Pro ilustraci, když by název domény byl 
mojesluzba.aspone.cz a soubor se jmenoval MojeSluzba.asmx,tak by adresa v prohlížeči 
byla: 
http://mojesluzba.aspone.cz/MojeSluzba.asmx 
Po načtení vás uvítá HTML stránka. Ta je vygenerovaná platformou ASP.NET 
jako reakce na HTTP požadavek pro MojeSluzba.asmx. Stránka obsahuje název 
(Sluzba) a seznam webových metod (DejText).  
Když klepnete na DejText, zobrazí se stránka pro otestování vaší metody. Co 
následovalo? Místo políčka pro zadání textové hodnoty jako vstupního parametru 
metody je tu jen oznámení, že webová metoda je dostupná jen pro volání na lokálním 
počítači. Co s tím? 
Řešení je poměrně jednoduché. Vytvořte si opět textový soubor. Nazvěte jej 
Web.txt. Teď už název není volitelný, ale musí být Web. Opět změňte příponu souboru, 
nyní ale na config. Takže výsledný název bude Web.config. Jedná se o typ 
konfiguračního souboru, ze kterého čte nastavení ať už webová aplikace nebo webová 
služba. Do konfiguračního souboru doplňte o tento kód. 
 
<configuration> 
<system.web> 
     <webServices> 
         <protocols> 
              <add name="HttpGet"/> 
             <add name="HttpPost"/> 
          </protocols> 
     </webServices> 
</system.web> 
</configuration> 
 
Kód určuje, pro jaké protokoly bude služba dostupná. Nyní nakopírujte 
konfigurační soubor na server, kde máte službu. Znovu načtěte stránku s metodou 
DejText a zobrazí se vám textové pole, do něhož napište libovolný text a dejte Invoke. 
Zobrazí se stránka, kde bude vrácen text, který jste zadali v textovém poli. 
Viděli jste, jak se dá služba publikovat. Jak otestovat jednoduchou metodu. 
Využití služby přes webovou stránku je spíše vzácný případ. Většinou se používá klient 
webové služby.  
2.4 Atributy webové služby a webové metody 
Atributy slouží k upřesnění vlastností daného objektu či dané metody. 
2.4.1 Atributy webové služby 
Mezi atributy webové služby, myšleno třídu reprezentující službu, patří: 
- Webservice - umožnuje pomocí parametru Description přiřadit 
webové službě popis, který se zobrazí na stránce. Dále má parametr 
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Name, který určuje jméno naší služby. Parametr Namepace, ten určuje 
obor platnosti členů webové služby. 
- WebServiceBinding - tímto atributem se specifikuje, zda je daná 
služba v souladu s WSI (Web Services Interoperability) basic profile 
1.1. V praxi to znamená, že službě budou rozumět klienti psaní pod 
jakoukoliv platformou a jazykem. Když tento standart nebyl, bylo velmi 
časté, že prvek WSDL (Web Services Description Language), nebo 
atribut byl různými vývojářskými nástroji, webovými servery 
a architekturami interpretován zcela odlišně. Jedno z důležitých 
pravidel platících pro WSI basic profile 1.1 říká, že každá metoda 
v dokumentu WSDL musí mít jedinečný název. Jinak řečeno, 
přetěžování metod není povoleno. WebServiceBundung má parametr 
ConformsTo, ten může nabývat jedné z hodnot výčtového typu 
WsiProfiles, a to BasicProfile1_1 a None. Podle toho, zda chcete či 
nechcete, aby služba byla v souladu s WSI basic profile 1.1. Výchozí 
hodnota je nastavena na BasicProfile1_1. Od verze .NET 2.0 se webové 
služby automaticky kontrolují, zda jsou v souladu s WSI basic profile 
1.1. Pokud byste přeci jenom nechtěli poskytovat informace o tom, 
zda je naše služba v souladu a ignorovat soulad, třeba pro služby, které 
by nebyly veřejné (působnost uvnitř firmy), nastavíte to takto: 
[WebServiceBinding(ConformsTo=WsiProfiles.None,EmitConformanceClaims= 
false)] 
[5][6] 
Parametr EmitConformanceClaims určuje, zda se poskytne prohlášení 
o shodě či nikoliv. Při takovémto nastavení se nám bude na testovací 
stránce stále zobrazovat upozornění. Pokud chcete úplně vypnout 
ověřování souladu, musíte do souboru Web.config, o kterém byla 
zmínka dříve, přidat následující kód. 
 
<configuration> 
 <system.web> 
   <webServices 
      <conformanceWarnings> 
        <remove name="BasicProfile1_1"/> 
      </conformanceWarnings> 
   </webServices> 
 </system.web> 
</configuration> 
 
Klíčový je tu prvek <conformanceWarnings>. 
Příklady se drží standardu. 
2.4.2 Atribut webové metody 
Atribut webové metody je WebMethod. Tento atribut musíte použít u každé 
metody, kterou chcete vystavit z webové služby klientům. Možné parametry:  
- Description – popisuje, co daná metoda vykonává. 
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- MessageName – jde o název webové metody. Velké uplatnění má, 
pokud potřebujete nějakou metodu přetížit a přitom dodržet WSI 
basic profile 1.1. Jak víte, tento standart nepovoluje přetížit webovou 
metodu. Způsob jak obejít tuto podmínku je právě ten, že pomocí 
parametru MessageName dáte každé metodě jiný název. Příkladem 
může být metoda Soucet, která jednou sečte dvě reálná čísla a jednou 
dvě celá čísla. 
 
[WebMethod(Description = "Sečte reálná čísla.", 
MessageName="SoucetRealna")] 
public double Soucet(double a, double b) 
{ 
return a + b; 
} 
[WebMethod(Description = "Sečte celá čísla.", 
MessageName="SoucetCela")] 
public int Soucet(int a, int b) 
{ 
return a + b; 
} 
2.5 Návrh webové služby ve vývojovém prostředí 
V této kapitole si vytvoříte složitější službu než v předchozí kapitole. Uvidíte 
použití atributů a také, jak se webová služba staví k složitějším datovým typům, jako je 
struktura nebo třída.  
Cílem bude vytvořit službu, která bude obsahovat webové metody základních 
matematických operací, ty budou vracet základní typ, konkrétně double. Další bude 
struktura, kde budou nadefinovány vlastnosti pro výsledky webových metod základních 
matematických operací. A nakonec si nadefinujete třídu, která bude mít vlastnosti, ve 
kterých budou uloženy výsledky základních matematických operací. 
 
Krok 1. Co nám VP vytvoří? 
Spusťte si VP. Klepněte na File/New Project. Otevře se vám okno pro výběr 
projektu. Přepněte se v okně Project types z Visual Basic na Visual C# a podkategorii 
Web. V okně Templates vyberte šablonu ASP.NET Web Service Application. Zvolte 
jméno služby, místo, kam se má projekt uložit a název Solution a dejte OK. V příkladu 
se projekt i Solution jmenují stejně a to JednoduchaSluzba 
Zobrazí se předvytvořená služba. Pro lepší orientaci si přejmenujte 
Service1.asmx na Sluzba.asmx. Automaticky se změní Service1.asmx.cs na 
Sluzba.asmx.cs. 
Podívejte se na to, co VP vytvořilo a v čem se to liší od služby v textovém 
editoru: 
- první a podstatný rozdíl je, že kód nepíšete do Sluzba.asmx, ale do 
Sluzba.asmx.cs . Když v Solution Exploreru kliknete pravým tlačítkem 
myši na Sluzba.asmx vyberete Open With. Otevře se okno a tam 
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vyberte Web Service Editor. Znovu se otevře okno, kde je vám už 
částečně známá direktiva, která je v každém souboru webové služby. 
<%@ WebService Language="C#" CodeBehind="Sluzba.asmx.cs" 
Class="JednoduchaSluzba.ZakladniTrida" %> 
Částečně známá je záměrně. Od předchozího příkladu je tu navíc 
atribut CodeBehind . Tímto atributem se specifikuje soubor C# kódu 
na pozadí. Jde o to, že kód z Sluzba.asmx se přesune do Sluzba.asmx.cs 
a tento soubor se potom může zkompilovat, například do dll knihovny. 
- druhý rozdíl je, že třída webové služby (výchozí název je Service1) 
je odvozená od třídy WebService, která se nachází ve jmenném 
prostoru System.Web.Services. To vámi vytvořené třídě 
přidává do vínku vlastnosti nazývané Application, Session, Context, 
Server a User. 
- za třetí jste si určitě povšimli, že třída má atributy WebService 
a WebServiceBinding, které jsou vám již dobře známy. A navíc má vaše 
třída služby jednu metodu. 
Tolik k úvodnímu rozebrání vygenerované služby. 
 
Krok 2. Popis třídy a změna názvu třídy 
Jak již dobře víte, k popisu třídy slouží atribut WebService a jeho parametr 
Description. Můžete změnit popis na něco výstižného. Třeba: 
[WebService(Description = "Základní matematické operace")] 
Změnou názvu třídy je myšleno toto: 
public class Service1 : System.Web.Services.WebService 
na  
public class ZakladniTrida : System.Web.Services.WebService 
Je to spíše estetická záležitost, ale poukazuje na jeden fakt. Ať už z jakéhokoliv 
důvodu změníte název třídy, jež reprezentuje vaší webovou službu, musíte změnit 
v souboru *.asmx , tedy v Sluzba.asmx odkaz na vaší hlavní třídu, z  
Class="JednoduchaSluzba.Service1" 
na  
Class="JednoduchaSluzba.ZakladniTrida" 
 
Krok 3. Tvorba metod, které vrací jednoduchý datový typ 
Nyní si vytvoříte 4 metody základních matematických operací. Metodu, kterou 
vývojové prostředí vygenerovalo, můžete smazat. Místo ní si tam přidejte metodu, která 
sečte dvě reálná čísla, které se jí předají jako vstupní parametry. Metodě můžete dát 
popisek její činnosti. Výsledek je tento: 
 
[WebMethod(Description = "Sečte dvě reálná čísla.")] 
public double Soucet(double a, double b) 
{ 
return a + b; 
} 
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Stejným způsobem uděláte dálší matematické operace, tedy odečítání, násobení 
a dělení. 
 
[WebMethod(Description = "Odečte od reálného čísla a, reálné číslo    
b.")] 
public double Rozdil(double a, double b) 
{ 
return a - b; 
} 
 
[WebMethod(Description = "Vynásobí dvě reálná čísla.")] 
public double Soucin(double a, double b) 
{ 
return a * b; 
} 
 
[WebMethod(Description = "Podělí reálné číslo a, reálným číslem b.")] 
public double Podil(double a, double b) 
{ 
return a / b; 
} 
 
Nyní když kliknete na tlačtiko Start Debugging, tak ve vyskočeném okně dáte 
Run without debugging. V internetovém prohlížeči se zobrazí automaticky generovaná 
stránka jako v prvním příkladu tvorby webové služby v poznámkovém bloku. Můžete si 
otestovat, jak vám to funguje. 
 
Krok 4. Jak na složitější datový typ (začneme strukturou) 
Jednoduché datové typy jsou určitým způsob reprezentovány v každém 
programovacím jazyce. Ale co s typy, které jsou vámi definované jako stuktura nebo 
třída. I to není problém. Je to dáno tím, že každý typ se dá reprezentovat pomocí XML 
struktury.  
Vytvořte si jednoduchou stukturu, která bude obsahovat vlastnosti pro výsledky 
matematických operací. Strukturu nadefinujete ve třídě reprezentující webovou službu. 
 
public struct StrukturaWeboveSluzba 
{ 
public double Soucet { get; set; } 
public double Rozdil { get; set; } 
public double Soucin { get; set; } 
public double Podil { get; set;  
} 
 
Krok 5. Vytvoření metody vracející stukturu 
Když máte strukturu vytvořenou, tak si nadefinujte metodu, která vrátí strukturu 
a bude obsahovat výsledky z dříve nadefinovaných metod matematických operací. 
Vstupní parametry budou opět dvě reálná čísla. Dále můžete přidat metodě popis její 
činnosti, takže hlavička bude vypadat takto: 
 
[WebMethod(Description = "Vrátí strukturu výsledků všech definovaných 
operací")] 
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public StrukturaWeboveSluzba StrukturaVsechDefinovanychOperaci(double 
a, double b) 
 
Výstupní typ je struktura definována výše. Teď si uděláte funkčnost. Vytvořte si 
objekt reprezentující strukturu. Do každé vlastnosti definovaného objektu přiřaďte 
výsledek matematické operace. Objekt, který metoda vrací je typu vytvořené struktury. 
 
[WebMethod(Description = "Vrátí strukturu výsledků všech definovaných 
operací")] 
public StrukturaWeboveSluzba StrukturaVsechDefinovanychOperaci(double 
a, double b) 
{ 
StrukturaWeboveSluzba Vysledek = new StrukturaWeboveSluzba(); 
Vysledek.Soucet = Soucet(a, b); 
Vysledek.Rozdil = Rozdil(a, b); 
Vysledek.Soucin = Soucin(a, b); 
Vysledek.Podil = Podil(a, b); 
return Vysledek; 
}  
 
Krok 6. Jak na složitější datový typ (pokračujeme třídou) 
Stejně jako struktura tak i třída se dá reprezentovat pomocí XML. Vytvořte si 
třídu, která bude mít atributy a k nim patřičné vlastnosti pro jejich modifikaci. Bude mít 
dva konstruktory, jeden základní bez parametrů, ten je povinný a jeden s dvěma 
parametry. V konstruktoru s parametry přiřadíte atributům výsledky matematických 
operací.  
 
public class TridaVsechOperaci 
{ 
private double soucet; 
private double rozdil; 
private double podil; 
private double soucin; 
 
public TridaVsechOperaci() 
{ 
} 
      
public TridaVsechOperaci(double a, double b) 
{ 
 this.soucet = a + b; 
this.rozdil = a - b; 
 this.soucin = a * b; 
 this.podil = a / b; 
} 
} 
 
Teď si nadefinujte vlastnosti. Kód můžete psát rovnou pod konstruktor s dvěma 
parametry. 
 
public double Soucet 
{ 
get { return soucet; } 
set { soucet = value; } 
} 
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public double Rozdil 
{ 
get { return rozdil; } 
set { rozdil = value; }  
}  
public double Soucin 
{ 
get { return soucin; }  
set { soucin = value; }  
} 
 
public double Podil 
{  
get { return podil; }  
set { podil = value; }  
}  
Tím je jednoduchá třída hotová.  
 
Pokud by ve třídě měla být metoda, kterou by používal i klient služby, tak jako 
webové metody třídy, která reprezentuje webovou službu, to je problém. S tím si 
WSDL neporadí. Složitějsí datové typy slouží pro klienta webové služby především 
jako reprezentace datových struktur. 
Jedna z možností jak používat třídu s metodami je, že v metodě webové služby 
zavoláme metodu dané třídy. Příklad bude názornější. 
Zkuste si vytvořit ve třídě TridaVsechOperaci metodu Secti, která bude mít dva 
vstupní parametry typu double a bude vracet jednu hodnotu typu double. 
 
public double Secti(double a, double b) 
{ 
return a + b; 
} 
 
Nyní si v hlavní třídě reprezentující službu vytvořte novou webovou metodu. 
Nazvěte ji SoucetPomociJineTridy,obsahuje dva vstupní parametry tybu double a vrací 
jednu hodnotu typu double. V ní vytvořte právě objekt typu TridaVsechOperaci 
a zavolejte výše definovanou metodu. 
 
[WebMethod(Description = "Sečte dvě reálná čísla.Je volána metoda 
jiného třídy")] 
public double SoucetPomociJineTridy(double a, double b) 
{ 
TridaVsechOperaci Operace = new TridaVsechOperaci(); 
return Operace.Secti(a, b); 
} 
 
Není problém realizovat složitější operace v jiné třídě a vracet jenom výsledky. 
Ať už kvůli přehlednosti, nebo třeba proto, že onu třídu dělá někdo jiný a vy ji jenom 
využíváte. 
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Krok 7. Vytvoření metody vracející objekt 
Když máte třídu hotovou, tak si vytvořte webovou metodu, která bude vracet 
objekt typu TridaVsechOperaci. Opět bude mít vstupní parametry dvě reálné čísla. 
 
[WebMethod(Description = "Vrátí objetk, který je typu 
TridaVsechOperaci.")] 
public TridaVsechOperaci ObjektVsechDefinovanychOperaci(double a, 
double b) 
{ 
TridaVsechOperaci Vysledek = new TridaVsechOperaci(a, b); 
return Vysledek; 
} 
2.6 Návrh klienta webové služby 
V této podkapitole si vyzkoušíte, jakým způsobem se k vytvořené službě dá 
programově připojit. Jak pracovat s objekty a metodami, které služba nabízí.  
2.6.1 Jazyk popisu webových služeb (WSDL) 
Snad každý tuší, má-li psát klienta webové služby, že musí znát mimo jiné její 
umístění, ale hlavně jaké metody a typy obsahuje a jaké protokoly podporuje. Všechny 
tyto informace lze vyjádřit jazykem nazývaný WSDL, neboli jazykem popisu webových 
služeb. 
WSDL je slovník XLM, vytvořený společnostmi Microsoft, IBM a dalšími. Je to 
metajazyk, který je nezávislý na platformě, programovacích jazycích a operačních 
systémech. Jedná se o jazyk pro stroje nikoliv pro lidi. Abyste získali kontrakt, neboli 
popis služby v jazyce WSDL, stačí napsat ve webovém prohlížeči za adresu služby 
?wsdl. Příklad: 
 http://mojesluzba.aspone.cz/Sluzba.asmx?wsdl 
Toto programátor nečte. V praxi to funguje tak, že si spustí nástroj a ten 
vygeneruje třídu obsahující všechny elementy potřebné pro práci s danou webovou 
službou. Takto vygenerované třídě, respektive souboru obsahující danou třídu se říká 
proxy, neboli zprostředkovatel. Instance proxy se vytváří ve vlastní aplikační doméně 
klienta, ale volání tohoto proxy procházejí objektem do webové služby, kterou daný 
objekt proxy reprezentuje. Jinak řečeno všechny operace se provádí na serveru, kde 
daná webová služba hostuje.[5][6] 
Sada SDK .NET Framework obsahuje jeden takový nástroj, pro tvorbu proxy, je 
jím Wsdl.exe. Standardní cesta k tomuto nástroji je …\Program 
Files\MicrosoftSDKs\Windows\v6.0A\Bin. Tento nástroj se obsluhuje v příkazovém 
řádku. Hlavní přepínače: 
- out/ – určuje, kde bude uložen a jak se bude jmenovat soubor 
s třídou (proxy) 
- namespace/ – jmenný prostor, ve kterém bude zapouzdřen 
vygenerovaný kód 
- language/ – definuje výstupní programovací jazyk, výchozí hodnota je 
C# 
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2.6.2 Tvorba klienta webové služby 
Potřebné informace pro vytvoření klienta znáte, tak je čas jej vytvořit. Na 
začátku si vytvoříte proxy webové služby. Poté ji přidáme do konzolové aplikace 
a odzkoušíte si všechny vytvořené metody. V samotném závěru si zkusíte odladit 
chyby, které mohou vzniknout třeba nedostupností služby. 
 
Krok 1. Konzolová aplikace, vytvoření a přidání proxy 
Spusťte si VP. V menu File, zvolte New Project a tam vyberte Console 
Application. Projektu dejte jméno PouzitiSluzbaConsole. Nyní je ten správný okamžik 
vytvořit proxy. V zásadě jsou dvě možnosti. První je pomocí VP a druhá je pomocí 
příkazového řádku. Obě možnosti používají nástroj Wsdl.exe, jen ve VP je to ukryto na 
pozadí. 
 
• Vytvořením proxy ve VP. 
V Solution Exploreru klikněte pravým tlačítkem myši na References a vyberte 
Add Service Reference. V Add Service Reference klikněte na Advanced, a tam na Add 
Web Reference. Do políčka URL zadejte adresu webové služby třeba 
http://mojesluzba.aspone.cz/Sluzba.asmx a klikněte na Go. V zápětí se načtou informace 
o webové službě. Pojmenujte si referenci jako Proxy a klikněte na Add Reference. 
V Solution Exploreru vidíte webovou referenci.  
Pro práci s referencí, musíte v Program.cs přidat odkaz na referenci. Nahoře, 
kde se definují jmenné prostory, přidejte referenci 
 
using PouzitiSluzbaConsole.Proxy; 
 
kde PouzitiSluzbaConsole je jmený prostor, ve kterém je reference na vytvořenou 
proxy. 
 
• Vytvoření proxy pomocí příkazového řádku: 
Spusťte si příkazový řádek a přejděte do složky, kde je Wsdl.exe., takže sem: 
…\Program Files\Microsoft SDKs\Windows\v6.0A\Bin  
Teď spusťte Wsdl.exe s parametry, které zajistí vygenerování souboru Proxy.cz 
příkaz: wsdl /out:C:\Proxy.cs http://mojesluzba.aspone.cz/Sluzba.asxm?wsdl 
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Detail příkazu: 
wsdl – to je program, který spouštíte, následuje mezera a přepínač out. 
/out:C:\Proxy.cs – určuje cestu pro uložení a jméno souboru. Může být bez cesty jen 
/out:Proxy.cs , to uloží soubor do stejné složky kde je program 
wsdl. Následuje mezera a webová adresa služby. Všimněte si, že 
pokud nepoužijete na konci ?wsdl tak si to automaticky doplní 
viz. obr. 2.2. 
Nyní, když máte proxy, přidejte si ji do projektu. V Solution Exploreru klikněte 
na projekt pravým tlačítkem myši a dejte Add/ Existing Item. Najděte umístění naší 
proxy, podle toho co jste nastavili při vytváření a dejte Add. 
Obr. 2.2 - Tvorba proxy pomocí wsdl.exe 
Obr. 2.1 - Použití přepínače /language pro jazyk C# 
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Opět přidejte jmenný prostor, ve kterém se nachází proxy: 
 
using PouzitiSluzbaConsole; 
 
Tím by byla proxy nachystaná a můžete přistoupit k programování klientské 
aplikace. 
 
Krok 2. Příprava vstupních parametrů 
Pro webové metody budete potřebovat vstupní parametry, konkrétně reálná čísla. 
Ty si načtěte z konzolového vstupu. V krátkosti asi takto: 
 
namespace PouzitiSluzbaConsole 
{ 
class Program 
{ 
static void Main(string[] args) 
 { 
  Console.WriteLine("Program pro testování jednoduché  
    webové služby. Autor: Michal Koch"); 
  Console.WriteLine("Pro pokračování stisktni   
    <Enter>"); 
  Console.ReadLine(); 
  Console.Write("Zadej reálné číslo a:"); 
  string a = Console.ReadLine(); 
  Console.Write("Zadej reálné číslo b:"); 
  string b = Console.ReadLine(); 
  Console.WriteLine(""); 
} 
} 
} 
 
V proměnných a,b máte vstupní hodnoty. 
 
Krok 3. Vytvoření objektu reprezentující služnu 
Pokračujte v kódu vytvořením objektu typu WebovaSluzba. 
 
WebovaSluzba webService = new WebovaSluzba(); 
Console.WriteLine(""); 
 
Vytvořením objektu se ke službě nepřipojíte. Připojení se navazuje až ve chvíli 
volání první metody webové služby.  
 
Krok 4. Volání metod vracející jednoduché datové typy 
Jedná se o klasickou práci s objektem a konverzy typu string na double 
Pokračujte hned za vytvořeným objektu webService. 
 
Console.WriteLine("Pro výpočet použity základní funkce definované 
službou"); 
Console.WriteLine("Součet: " + webService.Soucet(Convert.ToDouble(a), 
Convert.ToDouble(b))); 
Console.WriteLine("Rozdíl: " + webService.Rozdil(Convert.ToDouble(a), 
Convert.ToDouble(b))); 
Console.WriteLine("Součin: " + webService.Soucin(Convert.ToDouble(a), 
Convert.ToDouble(b))); 
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Console.WriteLine("Podíl: " + webService.Podil(Convert.ToDouble(a), 
Convert.ToDouble(b))); 
Console.WriteLine(""); 
 
Krok 5. Volání metody vracející strukturu 
Proto, abyste mohli použít metodu vracející strukturu, si nadefinujte  objekt, 
který bude typu požadované struktury. Výsledek metody přiřaďte do vytvořeného 
objektu. 
 
Console.WriteLine("Pro výpočet použita funkce která vrací strukturu, 
definovanou službou"); 
StrukturaWeboveSluzba Struktura = 
webService.StrukturaVsechDefinovanychOperaci(Convert.ToDouble(a), 
Convert.ToDouble(b)); 
A zobrazte výsledky do konzolového okna.  
 
Console.WriteLine("Součet: " + Struktura.Soucet); 
Console.WriteLine("Rozdíl: " + Struktura.Rozdil); 
Console.WriteLine("Součin: " + Struktura.Soucin); 
Console.WriteLine("Podíl: " + Struktura.Podil); 
Console.WriteLine(""); 
 
Krok 6. Volání metody vracející objekt 
Stejně jako u  struktury si nadefinujte proměnnou typu dané třídy. Výsledek 
metody přiřaďte do nadefinované proměnné. 
 
Console.WriteLine("Pro výpočet použita funkce která vrací objekt, 
definovaný službou"); 
TridaVsechOperaci Trida = 
webService.ObjektVsechDefinovanychOperaci(Convert.ToDouble(a), 
Convert.ToDouble(b)); 
A zobrazte výsledky do konzolového okna.  
 
Console.WriteLine("Součet: " + Trida.Soucet); 
Console.WriteLine("Rozdíl: " + Trida.Rozdil); 
Console.WriteLine("Součin: " + Trida.Soucin); 
Console.WriteLine("Podíl: " + Trida.Podil); 
Console.WriteLine("");  
 
Krok 7. Ošetření chyb 
Co se stane, když bude služba nedostupná nebo vypadne spojení? Vyvolá se 
výjimka typu WebException. Do chráněného bloku try vložte kód s obsluhou volání 
metod. A do catch, co se má provést v případě chyby. 
 
try 
{ 
//zde je kód výše 
} 
catch (WebException e) 
{ 
Console.WriteLine("Nepodařilo se připojit ke službě. Služba je 
nedostupná"); 
Console.ReadLine();} 
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3 Třídy jmenného prostoru System.Net.Sockets 
Jak už bylo v úvodu řečeno pro síťovou komunikaci, je tento jmenný prostor 
nejdůležitější. 
Mezi základní třídy obecně pro komunikaci, klient-klient nebo klient server 
patří: TcpClient, TcpListener, UdpClient, Socket, NetworkStream a pro ošetření chyb 
SocketException.  
TcpListener – třída využívající se k čekání na určité IP adrese a určitém portu 
na příchozí připojení. Umožňuje spojově orientované spojení. Podporuje jak 
synchronní tak i asynchronní volání. 
TcpClient – třída využívající se pro připojení na určitou IP adresu a port.  Jedná 
se o spojově orientované připojení.  
UdpClient - třída využívající se pro připojení na určitou IP adresu a port.  Jedná 
se o nespojově orientované připojení. 
Socket – třída umožňující připojení na určitou IP adresu a port, umožňuje 
i poslouchat na určité IP adrese a portu. Rovněž umožňuje synchronní a asynchronní 
volání metod. Také umožňuje připojení více klientů. 
NetworkStream – třída poskytuje mimo jiné metody pro odesílání a přijímání 
dat. [3] 
Nejsou zde uvedeny metody daných tříd. Názvy metod jsou velice intuitivní 
a popis metod také. V příkladech uvidíte jaké metody použít a také jaké mají vstupní 
parametry. Vše bude s patřičným komentářem. 
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4 Komunikace klient-klient 
4.1 Obecný princip 
Pokud se má jednat o komunikaci klient-klient, musí se klient umět připojit ke 
klientovi tak i čekat na připojení od klienta. A následně si musí umět vyměnit data. 
4.2 Komunikační protokol 
Představte si situaci, kdy by klient chtěl po serveru poslat třeba hodnotu aktuální 
teploty, kterou snímá, nebo teplotu před hodinou. Jednou z možností je poslat serveru 
zprávu, ve které mu řeknete, co po něm žádáte. Server přijatou zprávu zpracuje a odešle 
zpět vámi požadované hodnoty. Nejjednodušší reprezentace zprávy je textový řetězec, 
který správně poskládáte a server nebo klient jej následně zpracuje. 
Řetězec se může skládat ze jména příkazu a případně jeho parametrů a vše bude 
odděleno mezerou a ukončeno třeba středníkem. Je jedno jak oddělíte příkaz 
a parametry a jak příkaz od příkazu. Vždy se snažte, aby vytvoření a následné 
zpracování přijatého řetězce bylo co nejjednodušší.  
Příklad takového textového protokolu: 
 
příkaz parametrA parametrB;další_příkaz parametA;další_příkaz;  
4.3 Návrh aplikace pro komunikaci klient-klient 
 Navrhnete si jednoduché posílání zpráv z klienta na klienta. Použijete textový 
protokol, kde si jednotlivé zprávy oddělíte středníkem. Vytvoříte WinForm aplikaci. 
Přece jenom práce v konzolové aplikaci, není tak oblíbená. Uvidíte jednoduchý přístup 
k ovládacím prvkům formuláře z jiného vlákna. 
Vytvoříte dvě aplikace, jedna bude klient a druhá server. Je to z důvodu 
možnosti testování komunikace na jednom počítači. Protože pokud byste měli obě 
klientské, v tomto případě to znamená, aby obě uměly poslouchat na určitém portu 
příchozí spojení, tak by vznikl problém. Jakmile začnete poslouchat na určitém portu, 
ten port si obsadíte a druhá aplikace už k němu nemá přístup. Z toho důvodu budete mít 
jednu aplikaci, která se bude umět jen připojit. Jinak budou aplikace totožné. 
V místech možných chyb bude kód v chráněném bloku, Dále budou ošetřeny 
výjimky typu SocketException, a obecné výjimky. 
 
Krok 1. Vytvoření dvou WinForm aplikací 
Spusťte si VP. Klikněte na File/New Project a vyberte WinForm Application. 
Pojmenujte ji KlientS, což vám označí klienta, kde bude i jeho serverová část. Uložte si 
Solution třeba jako KlientS. A přidejte do Solution další nový projekt. Takže pravým 
tlačítkem klikněte na název Solution, dejte Add a WinForm Application. Pojmenujte si 
jej Klient. Ještě si patřičně přejmenujte formuláře. V projektu klikněte pravým tlačítkem 
na Form1.cs a dejte Rename. A to samé pro druhý formulář. 
  
30 
 
Krok 2. Přidání komponent  
Na oba formuláře přidejte ListBox, tam se budou zobrazovat příchozí a odchozí 
zprávy. Dále TextBox, do kterého se budou psát vaše zprávy. Jedno tlačítko pro 
odeslání zprávy, nastavte mu popisek na „Pošli“. Label, ve kterém budete zobrazovat 
stav, tedy připojen, nepřipojen, čekám na připojení, případně chyba, pokud nějaká 
nastane. 
Formulář projektu KlientS doplňte navíc o TextBox, do kterého budete zadávat 
IP adresu počítače, ke kterému se budete připojovat a jedno tlačítko pro připojení 
k počítači mající zadanou IP adresu. Možný výsledek rozložení komponent je na 
obr. 4.1. 
Vhodné je si komponenty pojmenovat. Lépe se potom orientuje v kódu. 
 
Krok 3. Definice proměnných 
V klientovi, který nebude poslouchat, nebude tcpPosluchac. Jinak bude definice 
stejná pro oba projekty. 
//Číslo portu, na kterém budeme poslouchat příchozím spojením 
int port = 50000; 
//Reprezentuje objekt, který bude zajišťovat poslouchání      
TcpListener tcpPosluchac; 
//Reprezentuje objekt, který bude zajišťovat připojení 
TcpClient tcpKlient; 
//Datový tok, pomocí něj se budou číst a posílat data 
NetworkStream datovyTok; 
//Velikost bufferu pro příchozí data 
int velikostBuferu = 512; 
//Buffer pro příchozí data 
byte[] Zasobnik = new byte[515]; 
//Text, který se posílat 
string text_buffer; 
//Reprezentuje stav aplikace 
string popisek=""; 
//Pro uložení příchozí zprávy a následné zobrazení 
string AktZpravaPrichozi = ""; 
//Pro uložení odchozí zprávy a následné zobrazení 
string AktZpravaOdchozi = ""; 
Obr. 4.1 - Klient-Klient, rozložení komponent 
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Krok 4.  Čekání na příchozí spojení 
Nyní si naprogramujete čekání na připojení klienta. Tato obsluha bude jako 
jediná jenom v projektu KlientS. Můžete tuto obsluhu dát pod tlačítko, nebo třeba na 
událost formuláře, konkrétně při jeho vytvoření. Vyzkoušet můžete oba způsoby, Zde je 
ukázáno čekání na připojení klienta hned po spuštění aplikace  
Využijete k tomu třídu TcpListener. Ta se nachází ve jmenném prostoru 
System.Net.Sockets, takže si tento jemný prostor přidejte do obou projektů. 
V konstruktoru předáte IP adresy, na kterých budete očekávat spojení a port. Co se týče 
IP adresy je tu i jiná možnost zadání než v příkladu a to zadat konkrétní IP adresu třeba 
z TexBoxu. Tento způsob bude použit u komunikace klient-server. Tak jen na ukázku. 
 
tcpPosluchac = new TcpListener(new IPEndPoint(IPAddress.Parse( 
"Textově vyjádřený IP adresa"))); 
 
Obsluha události Load: 
 
private void KlientS_Load(object sender, EventArgs e) 
{  
//Vytvoření nové instance třídy TcpListener, první vstupní 
//parametr určuje na jaké, nebo jakých ip adresách bude 
//poslouchat, Any značí, že na všech ip adresách, tedy na všech 
//síťových zařízeních, druhý parametr je port, na kterém bude 
//naslouchat 
tcpPosluchac = new TcpListener(System.Net.IPAddress.Any, port); 
try 
{  
tcpPosluchac.Start(); 
labelStav.Text = "Čekám na připojení klienta"; 
//Asynchroně spustí operaci připojení klienta, i když se 
//ještě žadný nepřipojil.O dokončení operace se postará 
//metoda KlientSePripojuje, která se zpětně zavolá, až se 
//klient připojí, aby dokončila připojení.  
//Toto volání probíhá v jiném vlákně než v hlavním, takže 
//se aplikace nezasekne       
tcpPosluchac.BeginAcceptTcpClient(KlientSePripojuje, 
null);  
 } 
 catch(SocketException se) 
 { 
labelStav.Text = "Chyba. "+se.Message; 
 } 
 catch (Exception ex) 
 { 
//Neznámá chyba 
labelStav.Text = "Chyba. " + ex.Message; 
 } 
} 
 
Krok 5. Dokončení připojení klienta 
Poté co se klient připojil, musíte dokončit připojení. K tomu je metoda 
KlientSePripojuje. Ta má vstupní parametr asynchroní operaci, která vyvolala tuto 
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metodu. Metoda KlientSePripojuje dokončí připojení, zastaví naslouchání příchozích 
spojení a bude čekat tentokrát na příchozí data. 
 
private void KlientSePripojuje(IAsyncResult at) 
{ 
try 
{ 
//Potvrdí příchozí volání a dokončí připojení. Předá objekt 
//reprezentující vzdáleného klienta 
tcpKlient = tcpPosluchac.EndAcceptTcpClient(at); 
  //Zastaví poslouchání příchozích volání. 
  tcpPosluchac.Stop(); 
//Předá vytvořený datový proud, ze kterého a do kterého se 
//později budou číst a zapisovat data. 
  datovyTok = tcpKlient.GetStream(); 
//Uzamkne proměnnou popisek tak, aby k ní mohlo přistupovat 
//jen jedno vlákno. 
  lock (popisek) 
  { 
   //Nastaví stav. 
   popisek = "Připojeno"; 
  } 
//Funkce, která zobrazí popisek v Labelu. Je tu jeden 
//menší problém, že tento přístup provádíme z jiného 
//vlákna,než které vytvořilo Label. Tomu odpovídá i 
//konstrukce metody. 
  NastavPopisek(); 
//Asynchroně spustí čtení příchozích dat, i když zatím 
//žádná nejsou posílána. O dokončení čtení se postará 
//metoda CtiData. Data budou v Zasobnik, maximální velikost 
//je velikostBuferu. Dokončení čtení provede metoda 
//CtiData. 
datovyTok.BeginRead(Zasobnik, 0, velikostBuferu, CtiData, 
null); 
} 
catch (SocketException se) 
 { 
  MessageBox.Show("Připojení se nezdařilo. " + se.Message); 
  lock (popisek) 
  { 
   popisek = "Připojení se nezdařilo. " +se.Message; 
  } 
  NastavPopisek(); 
 } 
 catch(Exception ex) 
 { 
  //Neznámá chyba 
} 
} 
 
//Metoda, která nastaví stav. Umožňuje přístup ke komponentě z 
//jiného vlákna, než ve kterém byla vytvořena. 
private void NastavPopisek() 
{ 
if (this.InvokeRequired) 
 { 
  this.Invoke(new MethodInvoker(NastavPopisek)); 
 } 
 else 
 { 
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  lock (popisek) 
  { 
//Zde může být libovolná komponenta, které se má 
//nastavit nějaká vlastnost. 
   labelStav.Text = popisek; 
  } 
 } 
}  
 
Krok 6. Čtení příchozích dat 
Už máte spojení a čekáte na příchozí data. Jak metoda bude pracovat 
 je blokově na obr. 4.2. 
 
Obr. 4.2 - Diagram metody CtiData 
 
Zpracování přijatých dat. 
 
private void CtiData(IAsyncResult at) 
{ 
try 
 { 
//Vrací počet přijatých bajtů. 
  int indikacePrijatychDat = datovyTok.EndRead(at);  
//Otestuje, zda něco přišlo a pokud ne, vyvolá výjimku  
if (indikacePrijatychDat < 1) 
  { 
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 throw new Exception("Nebyly přijata žádná data");  
} 
//Převede příchozí data, která jsou v Zasobnik, který má 
//velikost rovnu hodnotě indikacePrijatychDat. 
//A převod začne od nultého bajtu. 
text_buffer += 
System.Text.Encoding.ASCII.GetString(Zasobnik, 0, 
indikacePrijatychDat); 
//Bylo řečeno, že jednotlivé zprávy jsou odděleny 
//středníkem. Takže bude číst přijatou zprávu, dokud bude 
//obsahovat středníky. V tomto případě to bude právě 
//jednou. Jelikož vždy pošleme jednu zprávu. Kdybyste 
//posílali více příkazů četli byste vícekrát. 
  while (text_buffer.Contains(';')) 
   { 
//Najde pozici středníku. 
   int poziceStredniku = text_buffer.IndexOf(';'); 
//Vykopíruje text až po středník, ale bez 
 //středníku. 
string zprava = text_buffer.Substring(0, 
poziceStredniku); 
//Pokud by bylo více příkazů, umaže ten první i se 
//středníkem. 
   text_buffer = text_buffer.Substring(poziceStredniku + 
   1); 
//Do globální proměné předáme přijatou zpráva a tu 
//následně zobrazíme. 
   lock (AktZpravaPrichozi) 
   { 
    AktZpravaPrichozi = zprava; 
   } 
//Zobrazí zprávu. V tomto případě do ListBoxu. 
//Stejný princip jako u nastavení popisku stavu. 
   PridejZpravuDoOknaPrichozi(); 
  } 
//Bude čekat na další data. 
tcpKlient.GetStream().BeginRead(Zasobnik, 0, 
velikostBuferu, CtiData, null); 
 } 
 catch (SocketException se) 
 { 
  MessageBox.Show("Problém se spojením. " + se.Message); 
  lock (popisek) 
  { 
   popisek = "Problém se spojením. " + se.Message; 
  } 
  NastavPopisek(); 
 } 
 catch(Exception ex) 
 { 
//Neznámá chyba 
  MessageBox.Show("Chyba. "+ex.Message); 
 } 
} 
 
private void PridejZpravuDoOknaPrichozi() 
{ 
if (this.InvokeRequired) 
 { 
  this.Invoke(new MethodInvoker(PridejZpravuDoOknaPrichozi)); 
 } 
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 else 
 { 
  lock (AktZpravaPrichozi) 
  { 
listBoxOknoZprav.Items.Add("Od: Klient-> " + 
AktZpravaPrichozi);  
} 
 } 
} 
 
Krok 7. Připojení 
Umíte poslouchat příchozí spojení, umíte zpracovat přijatá data. Tak teď se 
připojíte k poslouchajícímu klientu. Tuto obsluhu už bude v obou projektech. Jak na 
KlientS tak na Klient. Bude to obsluha tlačítka Připojit. V obou projektech si přidejte 
jmený prostor System.Net. V projektu Klient si nadefinujte uplně stejné globální 
proměné jako v KlientS až na tcpPosluchac, tu potřebovat nebudete. Z textového pole 
pro IP adresu přečtěte hodnotu a pokud bude validní, připojíte se, pokud ne, informujete 
o tom uživatele. Dále budete potřebovat metodu CtiData a NastavPopisek. Takže si je 
zkopírujte z KlientS do Klient. A nyní obsluha tlačítka Připojit 
 
private void buttonPripojit_Click(object sender, EventArgs e) 
{ 
try 
{  
//Převede IP adresu v TextBoxu, do objektu reprezentující 
//IP adresu. 
IPAddress adresa = IPAddress.Parse(textBoxIPAdresa.Text); 
//Nastaví popisek stavu. 
labelStav.Text = String.Format("Přípojuji se k {0}:{1}", 
adresa.ToString(), port); 
//Vytvoří klienta, který provede připojení ke vzdálenému 
//klientovi. 
tcpKlient = new TcpClient(); 
//Opět asynchroně provede připojení. Připojení dokončí 
//metoda Pripojit. 
  tcpKlient.BeginConnect(adresa, port, Pripojit, null); 
} 
catch (FormatException) 
 { 
  MessageBox.Show("Zadaná IP adresa není validní"); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
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private void Pripojit(IAsyncResult at) 
{ 
try 
 { 
//Dokončí přijmutí příchozího spojení. 
  tcpKlient.EndConnect(at); 
//Předá vytvořený datový proud, ze kterého a do kterého se 
//později budou číst a zapisovat data. 
  datovyTok = tcpKlient.GetStream(); 
  lock (popisek) 
  { 
   popisek = "Připojeno"; 
  } 
//Nastaví popisek stavu. 
  NastavPopisek(); 
//Asynchroně spustí čtení příchozích dat i když zatím žádná 
//nejsou posílána. O dokončení čtení se postará metoda 
//CtiData. Princip je stejný jako u připojení klienta. 
datovyTok.BeginRead(Zasobnik, 0, velikostBuferu, CtiData, 
null); 
 } 
 catch (SocketException) 
 { 
MessageBox.Show("Připojení se nezdařilo. Cílová stanice 
neodpovídá"); 
  lock (popisek) 
  { 
   popisek = "Připojení se nezdařilo"; 
  } 
  NastavPopisek(); 
 } 
 catch(Exception ex) 
 { 
//Neznámá chyba. 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
Nyní, když spustíte projekty a z Klient se připojíte, uvidíte, že se změní popisky 
na Připojeno. To znamená, že spojení je už navázáno. Čeká se na přichozí zprávy. Teď 
uvidíte jak je posílat. 
 
Krok 8. Posílání zpráv 
Posílání zpráv bude obsluha události Click tlačítka „Pošli“. Opět pro oba 
projekty. Na obr. 4.3 je blokově naznačeno jak metoda PosliData pracuje. 
 
private void buttonPosli_Click(object sender, EventArgs e) 
{ 
//Přidá k naší zprávě středník a předá ke zpracování. 
PosliData(textBoxZprava.Text + ";"); 
} 
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private void PosliData(string Zprava) 
{ 
//Proměnná pro testování zda jste připojeni. 
bool jsmePripojeni = false; 
 if (tcpKlient != null) 
 { 
  if (tcpKlient.Client != null) 
  { 
//Vrátí, zda jsme připojeni či nikoliv. 
   jsmePripojeni = tcpKlient.Connected; 
  } 
 } 
 //Pokud jste připojeni, tak pošlete data. 
if (jsmePripojeni) 
 { 
  try 
  { 
//Vytvoří pole bajtů přesné délky. 
   byte[] aktZasobnikZpravy = new byte[ 
   Zprava.Length - 1];  
   //Převede zprávu na pole bajtů                  
aktZasobnikZpravy = 
 System.Text.Encoding.ASCII.GetBytes(Zprava);  
//Odešle naši zprávu, od pozice nula a v celé její 
 //délce. 
   datovyTok.Write(aktZasobnikZpravy, 0,    
   aktZasobnikZpravy.Length); 
   AktZpravaOdchozi = Zprava.Substring(0, 
    Zprava.Length - 1); 
//Zobrazí v okně odeslanou zprávu. 
   PridejZpravuDoOknaOdchozi(); 
  } 
  catch (SocketException sx) 
  { 
   tcpKlient.Close(); 
   MessageBox.Show("Chyba spojeni. " + sx.Message); 
  } 
  catch (Exception ex) 
  { 
   //Neznámá chyba 
   MessageBox.Show("Chyba. " + ex.Message); 
  }  
 } 
} 
 
private void PridejZpravuDoOknaOdchozi() 
{ 
if (this.InvokeRequired) 
 { 
  this.Invoke(new MethodInvoker(PridejZpravuDoOknaOdchozi)); 
 } 
 else 
 { 
  listBoxOknoZprav.Items.Add("Ja-> " + AktZpravaOdchozi); 
 } 
} 
 
Nyní, když spustíte oba projekty, můžete si vyzkoušet komunikaci. Pokud máte 
k dispozici dva počítače, spusťte na obou KlientS a připojte se z jednoho na druhý. 
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Obr. 4.3 - Diagram metody PosliData 
4.4 Možnosti vylepšení a ladění 
Nyní trochu teoreticky o tom, co by se ještě na aplikaci dalo vylepšit. V první 
řadě by to chtělo, potom co se připojíte, zakázat tlačítko připojit. Dále by bylo vhodné 
testovat v metodě, která nastavuje popisek, zda jste připojeni a podle toho povolovat 
nebo zakazovat připojení. A pokud byste nebyli připojeni, spustili byste znovu 
naslouchání příchozímu spojení.  
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5 Komunikace klient-server 
5.1 Obecný princip 
Pokud se má jednat o komunikaci klient-server, musí se umět aplikace klienta 
připojit na serverovou aplikaci, kde se naslouchá příchozím spojením. Na první pohled 
nic složitého, ale po hlubším zkoumání zjistíte, že to není až tak jednoduché, pokud 
chcete, aby se klientů připojilo více. Zde už to není ani tak o samotné komunikaci, jako 
spíše o více vláknových aplikacích a práci s vlákny.  
5.2 Návrh aplikace pro komunikaci klient-server 
Jako ukázku komunikace klient-server si vytvoříte dvě aplikace. Jedna bude 
server a druhá klient. Na serverové části bude globální proměnná, kterou budou klienti 
číst a do které boudou zapisovat hodnotu. Toto je ukázkový příklad, proto tak 
jednoduchá činnost na serveru a požadavky klientů. Jde o to ukázat princip. Ochrannou 
před současným přístupem více klientů bude opět zámek jako v příkladu klient-klient. 
Klientská část bude hodně podobná. Hlavní rozdíl bude v komunikačním protokolu. 
Budou dva příkazy. Prvním bude CTI. Ten pošle klientovi hodnotu uloženou 
v proměnné serveru. Druhý ZAPIS, ten zapíše hodnotu do globální proměnné serveru 
a pošle klientovi zpět zapsanou hodnotu a on podle ní aktualizuje zobrazovací prvek. 
Formát příkazů: 
• CTI; 
• ZAPIS hodnota; 
 Vzhledem k tomu, že server musí vědět, se kterým klientem komunikuje, 
vytvoříte si třídu, která bude obsahovat potřebné informace o klientovi. 
 
Krok 1. Vytvoření dvou WinForm aplikací 
Spusťte si VP File/New Project a vyberte WinForm Application. Pojmenujte jej 
Klient. Uložte si Solution třeba jako KlientServer. A přidejte do Solution nový projekt 
tak, že pravým tlačítkem myši kliknete na název Solution a dáte Add a WinForm 
Application. Pojmenujte si jej třeba Server. Ještě si patřičně přejmenujte formuláře. 
 
Krok 2. Přidání komponent  
Na oba formuláře přidejte Button a Textbox. V klientovi se bude do Textboxu 
psát IP adresa serveru a tlačítkem se k němu připojíte. V serverové aplikaci bude 
v Textboxu IP adresa, na které má po stisku tlačítka poslouchat. Dále na server dejte 
dva popisky pro stav aplikace a pro hodnotu měněné proměnné. Do klientské aplikace 
přidejte dvě tlačítka. Jedno pro nastavení hodnoty a jedno pro čtení hodnoty. Dále 
TextBox, do kterého budete psát hodnotu, kterou posíláte a Label pro zobrazení 
aktuálního stavu serverové proměnné. A na konec Label pro stav aplikace. Možný 
výsledek rozložení komponent je na obr. 5.1 a obr. 5.2: 
40 
 
 
Obr. 5.1 - Klient-Server, vzhled klientské části 
 
 
Obr. 5.2 - Klient-Server, vzhled serverové části 
 
Opět je vhodné si komponenty vhodně pojmenovat. 
 
Krok 3. Server- definice proměnných 
//Číslo portu, na kterém budeme poslouchat příchozí spojení. 
int cisloPortu = 50000; 
//Indikace zda je server v porvozu. 
bool bezi = false; 
//Popisek sloužící k nastavení stabu serveru. 
string popisek = "Nečinný"; 
//Objekt sloužící k pozastavení vlákna, ve kterém se zavolá jeho 
//metoda WaitOne. 
private ManualResetEvent stopka = new ManualResetEvent(false); 
//Hodnota, kterou budou klienti měnit. 
private string menenaHodnota = "Zatím nenastavena"; 
//Počet připojených klientů 
private int pocetPripojenych = 0; 
//Třída reprezentující připojeného klienta. 
public class Klient 
{ 
 //Soket, na kterém je připojený klient. 
 public Socket pracovniSocket = null; 
 //Velikost bufferu pro data. 
 public const int velikostBufferu = 1024; 
 //Buffer na přijetí dat. 
 public byte[] buffer = new byte[velikostBufferu]; 
 //Přijatý řetězec. 
 public string sb; 
} 
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Krok 4. Server- čekání na příchozí spojení 
Bude potřeba v cyklu čekat na příchozí připojení klientů. Z toho vyplývá, že 
budete muset čekání spouštět v samostatném vlákně. Pro tuto situaci je vhodný cyklus 
while, kde budete muset vždy vlákno pozastavit, dokud se klient nepřipojí. Jinak by 
cyklus uvízl v nekonečné smyčce.  
Obsluha tlačítka, které bude spouštět poslouchání na daném portu. 
 
private void buttonStart_Click(object sender, EventArgs e) 
{ 
//Vytvoří objekt reprezentující pracovní vlákno. A řekne mu, 
//jakou metodu má provádět. 
Thread pracovniVlakno = new Thread(Poslouchej); 
//Nastaví, že jde o vlákno pracující na pozadí. Hlavní důvod 
//je snadné ukončení aplikace. 
 pracovniVlakno.IsBackground = true; 
 //Spustí vlákno. 
 pracovniVlakno.Start(); 
 //Zakáže tlačítko, které spouští poslouchání. 
 buttonStart.Enabled = false; 
} 
 
private void Poslouchej() 
{ 
try 
 { 
  //Indikuje, že je server v provozu. 
  bezi = true; 
  //Získání ip adresy. 
  IPAddress ipAdresa = IPAddress.Parse(textBoxIP.Text); 
  //Vytvoření koncového bodu, na kterém se bude poslouchat. 
IPEndPoint mistniKoncovyBod = new IPEndPoint(ipAdresa, 
cisloPortu); 
//Vytvoření soketu pro práci s klienty, posílání a 
//přijímání dat. 
//První parametr říká, jaké adresování v sítí je,druhý typ 
//soketu a poslední protokol komunikace. 
  Socket posluchac = new Socket(AddressFamily.InterNetwork, 
     SocketType.Stream, ProtocolType.Tcp); 
  //Napojení soketu na koncový bod. 
  posluchac.Bind(mistniKoncovyBod); 
  //Začne poslouchat, parametr je maximální počet   
  //nevyřízených připojení(fronta) 
  posluchac.Listen(10); 
//Uzamčení proměnné popisek pro přístup jednoho vlákna, 
//kvůli kolizi přístupu. 
  lock (popisek) 
  { 
   popisek = "Čekám na připojení"; 
  } 
  //Nastavení popisku v grafické komponentě. 
  NastavPocetPripojenych(); 
  //V cyklu se bude čekat na příchozí spojení, dokud bude  
  //server v porvozu. Ale aby se server nezahltil   
  //čekajícími vlákny je potřeba aktuální pracovní vlákno  
  //pozastavit. A teprve až se někdo připojí spustit čekání  
  //na dalšího. Spuštění proběhne v metodě KlientSePripojuje. 
  while (bezi) 
  { 
   //Zrušení signálu pro start vlákna. 
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   stopka.Reset(); 
   //Asynchronní spuštění poslouchání příchozího   
   //klienta, //první parametr je metoda,která dokončí  
   //připojení, druhý objekt který inicializoval   
   //asynchronní volání. 
   posluchac.BeginAccept(KlientSePripojuje, posluchac); 
   //Pozastavení aktuálního vlákna a tím i cyklu while 
    stopka.WaitOne(); 
} 
} 
 catch (SocketException se) 
 { 
  MessageBox.Show("Chyba spojení. " + se.Message); 
 } 
 catch(Exception ex) 
 { 
   //Neznámá chyba 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
 
Dokončete připojení klienta. 
 
private void KlientSePripojuje(IAsyncResult at) 
{ 
try 
 { 
  //Signál pracovnímu vláknu, že může pokračovat. 
  stopka.Set(); 
  //Získáme socket, který metodu zavolal. 
  Socket listener = (Socket)at.AsyncState; 
  //Získáme socket, který se připojil na server. 
  Socket handler = listener.EndAccept(at); 
  //Vytvoří objekt reprezentující připojeného klietna. 
  Klient klient = new Klient(); 
//Přiřadí do jeho pracovního socketu ten, který se právě 
//připojil. 
  klient.pracovniSocket = handler; 
//Uzamkne proměnnou popisek tak, aby k ní mohlo přistupovat 
//jen jedno vlákno. 
  lock (popisek) 
  { 
//Uzamkne pocetPripojenych. 
   Monitor.Enter(pocetPripojenych); 
   pocetPripojenych++; 
   Monitor.Exit(pocetPripojenych); 
   //Nastaví stav 
   popisek = "Připojeno"; 
  } 
  //Nastavení popisku v grafické komponentě. 
  NastavPocetPripojenych(); 
//Asynchroně spustí čtení příchozích dat i když zatím žádná 
//nejsou posílána. O dokončení čtení se postará metoda 
//CtiData. Princip je stejný jako u připojení klienta. 
//Předá klienta, od kterého bude číst data. 
handler.BeginReceive(klient.buffer, 0, 
Klient.velikostBufferu, 0, new 
AsyncCallback(this.CtiData), klient); 
 } 
 catch (SocketException se) 
 { 
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  MessageBox.Show("Připojení se nezdařilo"); 
  //Nastaví popisek stavu 
  lock (popisek) 
  { 
     popisek = "Připojení se nezdařilo. " + se.Message; 
  } 
  //Zobrazí, kolik je připojených uživatelů 
  NastavPocetPripojenych(); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
 
Krok 5. Server- čtení přijatých dat 
//Metoda dokončí asynchroně čtení příchozích dat. 
protected void CtiData(IAsyncResult ar) 
{ 
 //Získá klienta, který inicializoval metudu CtiData. 
Klient klient = (Klient)ar.AsyncState; 
//Získá klientův socket, kterým je k serveru připojen. 
 Socket handler = klient.pracovniSocket; 
 try 
 { 
  //Dokončí čtení dat a vrátí počet přijatých bajtů. 
  int bytesRead = handler.EndReceive(ar); 
  //Pokud přišla nějaká data, tak je zpracuje. 
  if (bytesRead > 0) 
  { 
   //Uzamkne objekt klient. 
   Monitor.Enter(klient); 
klient.sb += Encoding.ASCII.GetString(klient.buffer, 
0, bytesRead); 
   //Monitor.Exit(klient); 
//Zjistí, zda zpráva obsahuje středník, tedy jestli 
//je v ní příkaz. 
   while (klient.sb.Contains(';')) 
   { 
    //Najde pozici středníku. 
    int poziceStredniku = klient.sb.IndexOf(';'); 
//Vykopíruje text až po středník, ale bez 
//středníku. 
string zprava = klient.sb.Substring(0, 
poziceStredniku); 
//Zjistí, zda obsahuje mezeru, tedy příkaz 
//má i parametr. 
    int mezere = klient.sb.IndexOf(" "); 
    if (mezere > -1) 
    { 
     //Zjistí o jaký příkaz se jedná. 
     string prikaz = zprava.Substring(0,  
        mezere); 
     if(prikaz.Equals("ZAPIS")) 
     { 
      //Zjistí jakou má hodnotu. 
      string hodnota =     
       zprava.Substring(mezere + 1); 
      //Zapíše hodnotu. 
      lock (menenaHodnota) 
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      { 
       menenaHodnota = hodnota; 
      } 
      //Zobrazí hodnotu. 
      NastavHodnotu(); 
      //Pošle odesílateli hodnotu  
      //zpět. Potvrzení toho, že se na  
      //serveru uložila. Předá socket,  
      //kterým se mají data odeslat. 
      Posli(handler, menenaHodnota+";"); 
     } 
    } 
    else 
    { 
     if (zprava.Equals("CTI")) 
     { 
//Přišel požadavek na čtení 
//hodnoty, pošle hodnotu zpět 
      lock (menenaHodnota) 
      { 
   Posli(handler, 
menenaHodnota + ";"); 
      } 
     } 
    } 
    //Pokud by bylo více příkazů, umaže ten 
//první i se středníkem 
    klient.sb = klient.sb.Substring( 
poziceStredniku + 1);  
   } 
//Nemá co zpracovat, začne opět čekat na příchozí 
//data 
   handler.BeginReceive(klient.buffer, 0, 
Klient.velikostBufferu, 0, new AsyncCallback(this.CtiData), klient); 
  }  
  } 
 catch (SocketException se) 
 { 
//Dojde k ní při odpojení uživatele 
  MessageBox.Show("Uživatel se odpojil. " + se.Message); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
 
Krok 6. Server- odesílání dat klientovi 
//Metoda, která začne posílání dat, socketu, který je uveden jako 
//vstupní parametr. 
protected void Posli(Socket sock, string data) 
{ 
 //Převede řetězec data na pole bajtů. 
 byte[] byteData = Encoding.ASCII.GetBytes(data); 
 //Pokud je co posílat, začne asynchroně posílat. 
 if (byteData.Length > 0) 
 sock.BeginSend(byteData, 0, byteData.Length, 0, 
  new AsyncCallback(this.DokociPosilani), sock); 
} 
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Dokončete posílání dat. 
 
protected void DokociPosilani(IAsyncResult ar) 
{   
 Socket handler = (Socket)ar.AsyncState; 
 try 
 { 
  //Dokončí posílání dat. 
  int bytesSent = handler.EndSend(ar); 
 } 
 catch (SocketException se) 
 { 
  MessageBox.Show("Chyba při posílání dat. " + se.Message); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
 
Krok 7. Server- ukončení aplikace 
Ve vlákně běží poslouchání příchozích žádostí o spojení. V tomto vlákně je 
podle stavu pozastavený while cyklus. Pro korektní ukončení aplikace je potřeba while 
cyklus ukončit. Po ukončení skončí i činnost vlákna. Ukončení provedete nastavením 
proměnné bezi na false a následným připojením se ze „serveru na server“. Tím 
odstartujete připojení a while cyklus se odbrzdí a testovací podmínka nebude platit 
a ukončí se. Obsluha události FormClosing. 
 
private void Server_FormClosing(object sender, FormClosingEventArgs e) 
{ 
try 
 { 
if (bezi) 
  {//Jen v případě že se čeká na spojení. 
   //Uzamčení bezi 
   Monitor.Enter(bezi); 
   bezi = false; 
   //Získání IP adresy, na kterou se připojí 
   IPAddress ipAdresa = IPAddress.Parse(textBoxIP.Text); 
   //Vytvoření objektu reprezentující koncový bod  
   //připojení 
 IPEndPoint localEndPoint = new IPEndPoint(ipAdresa,  
   cisloPortu); 
   //Vytvoří soket pro připojení 
 Socket sock = new Socket(AddressFamily.InterNetwork, 
 SocketType.Stream, ProtocolType.Tcp); 
   //Připojí se na koncový bod 
   sock.Connect(localEndPoint); 
   //Uzavře spojení 
   sock.Close(); 
  } 
  } 
catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
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Tím by vše na serveru bylo hotové. Metody pro zobrazení dat v komponentách, 
jsou principiálně stejné, jako při komunikaci klient-klient, takže zde nejsou uvedeny. 
Můžete se pustit do klienta. První část bude připojení k serveru. Před tím ale nadefinujte 
proměnné. 
 
Krok 8. Klient- definice proměnných 
//Klient, který bude inicializovat připojení 
TcpClient tcpKlient; 
//Datový proud pro čtení a posílání dat 
NetworkStream datovyTok; 
//Port, na kterém bude poslouchat 
int port = 50000; 
//Proměnná pro zobrazení stavu 
string popisek = ""; 
//Velikost bufferu  
int velikostBuferu = 1024; 
//Buffer pro příchozí data  
byte[] Zasobnik = new byte[1024]; 
//Text, který přijme nebo chce poslat 
string text_buffer; 
//Pomocná proměnná pro zobrazení zprávy 
string AktZpravaPrichozi = ""; 
 
Krok 9. Klient- připojení k serveru 
Naprogramujte si obsluhu tlačítka, kterým se připojíte k serveru. 
 
private void buttonPripojit_Click(object sender, EventArgs e) 
{ 
try 
 { 
  //Získání IP adresy. 
  IPAddress adresa = IPAddress.Parse(textBoxIPAdresa.Text); 
  //Nastavení popisku stavu. 
labelStav.Text = String.Format("Přípojuji se k {0}:{1}", 
adresa.ToString(), port); 
  tcpKlient = new TcpClient(); 
//Opět asynchroně provede připojení. Připojení dokončí 
//metoda Pripojit. 
  tcpKlient.BeginConnect(adresa, port, Pripojit, null); 
 } 
 catch (SocketException se) 
 { 
  MessageBox.Show("Připojení se nezdařilo. " + se.Message); 
  //Uzamčení popisku 
  lock (popisek) 
  { 
   popisek = "Připojení se nezdařilo"; 
  } 
  //Zobrazení popisku v komponentách 
  NastavPopisek(); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
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Dokončete připojení. 
 
private void Pripojit(IAsyncResult at) 
{ 
try 
 { 
  //Dokončení připojení. 
  tcpKlient.EndConnect(at); 
  //Předání datového proudu. 
  datovyTok = tcpKlient.GetStream(); 
  //Uzamčení popisku. 
  lock (popisek) 
  { 
   popisek = "Připojeno"; 
  } 
  //Zobrazení popisku v komponentách. 
  NastavPopisek(); 
  //Zahájení asynchroního čtení. Čtení dokončí metoda   
  //CtiData. 
datovyTok.BeginRead(Zasobnik, 0, velikostBuferu, CtiData, 
null); 
 } 
 catch 
 { 
  MessageBox.Show("Připojení se nezdařilo"); 
  //Uzamčení popisku. 
  lock (popisek) 
  { 
   popisek = "Připojení se nezdařilo"; 
  } 
  //Zobrazení popisku v komponentách. 
  NastavPopisek(); 
 } 
} 
 
Krok 10. Klient- čtení dat ze serveru 
Když už jste připojeni, můžete číst a zpracovávat příchozí data. Provádět to 
budete metodou CtiData. 
 
private void CtiData(IAsyncResult at) 
{ 
try 
 { 
  //Vrací počet přijatých bajtů. 
  int indikacePrijatychDat = datovyTok.EndRead(at); 
  //Otestuje, zda nám něco přišlo a pokud ne vyvolá výjimku. 
  if (indikacePrijatychDat < 1) 
  { 
   throw new Exception("Nebyly přijata žádná data"); 
  } 
//Převede příchozí data, která má v Zasobnik, který má 
//velikost rovnu hodnotě indikacePrijatychDat. A převod 
//začne od nultého bajtu. 
text_buffer += 
System.Text.Encoding.ASCII.GetString(Zasobnik, 
0, indikacePrijatychDat); 
//Bylo řečeno, že jednotlivé zprávy jsou odděleny 
//středníkem. Takže bude číst přijatou zprávu dokud bude 
//obsahovat středníky. V tomto případě to bude právě 
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//jednou. Jelikož vždy pošlete jednu zprávu. Kdybyste 
//posílali více příkazů, četli byste vícekrát. 
  while (text_buffer.Contains(';')) 
  { 
   //Najde pozici středníku. 
   int poziceStredniku = text_buffer.IndexOf(';'); 
   //Vykopíruje text až po středník, ale bez   
   //středníku. 
string zprava = text_buffer.Substring(0, 
poziceStredniku); 
//Pokud byste měli více příkazů, umaže ten první, 
//i se středníkem. 
   text_buffer = text_buffer.Substring( 
     poziceStredniku + 1); 
//Do globální proměnné předá přijatou zpráva a tu 
//následně zobrazí. 
   lock (AktZpravaPrichozi) 
   { 
    AktZpravaPrichozi = zprava; 
   } 
   //Zobrazí zprávu. V tomto případě do ListBoxu. 
   NastavHodnotu(); 
  } 
  //Bude čekat na další data. 
tcpKlient.GetStream().BeginRead(Zasobnik, 0, 
velikostBuferu, CtiData, null); 
} 
catch (SocketException se) 
 { 
  MessageBox.Show("Chyba spojeni. " + se.Message); 
 } 
 catch(Exception ex) 
 { 
  MessageBox.Show("Chyba spojeni. " + ex.Message); 
 } 
} 
 
Krok 11. Klient- posílání dat na serveru 
Posledním krokem je poslání dat. V tomto případě může jít o poslání hodnoty, 
anebo o poslání příkazu, který přečte hodnotu. Tyto akce se budou provádět pod dvěma 
tlačítky. 
 
private void buttonPosli_Click(object sender, EventArgs e) 
{ 
 //Odešle data na server. 
 PosliData("ZAPIS "+textBoxZprava.Text + ";"); 
} 
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private void buttonPrecti_Click(object sender, EventArgs e) 
{ 
try 
 { //Přečte data ze serveru. 
  PosliData("CTI;"); 
 }  
 catch(Exception ex) 
 { 
  tcpKlient.Close(); 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
 
private void PosliData(string Zprava) 
{ 
bool jsmePripojeni = false; 
//Kontrola připojení. 
 if (tcpKlient != null) 
 { 
  if (tcpKlient.Client != null) 
  { 
   jsmePripojeni = tcpKlient.Connected; 
  } 
 } 
 if (jsmePripojeni) 
 { 
  try 
  { 
//Pole přesně pro příkaz. 
   byte[] aktZasobnikZpravy =  
    new byte[Zprava.Length -1]; 
//Převede zprávu na pole bajtů. 
   aktZasobnikZpravy =       
    System.Text.Encoding.ASCII.GetBytes(Zprava);  
//Odešle zprávu. 
   datovyTok.Write(aktZasobnikZpravy, 0,    
    aktZasobnikZpravy.Length);  
  } 
  catch (SocketException se) 
  { 
   MessageBox.Show("Chyba spojeni. " + se.Message); 
  } 
  catch(Exception ex) 
  { 
   tcpKlient.Close(); 
   MessageBox.Show("Chyba. " + ex.Message); 
  } 
 } 
} 
 
Tím je aplikace hotová. Nyní se můžete připojit a vyzkoušet komunikaci. Měnit 
a číst hodnotu na serveru. 
5.3 Možnosti vylepšení a ladění 
Při odpojení klienta by bylo vhodné aktualizovat počet připojených klientů. 
Odpojení signalizuje vyvolaná výjimka v metodě CtiData. Konkrétní úpravy by 
závisely na použití. V případě ladění chyb či při úpravách je užitečné si v chráněných 
blocích změnit text hlášených chyb. Tak abyste věděli, ve kterém bloku vznikla chyba. 
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6 Zabezpečená komunikace 
V této kapitole uvidíte základní možnosti zabezpečené komunikace v NET 
Framework. Jsou zde typy kryptografických šifer a úskalí vyplývající z jejich použití. 
Na příkladu uvidíte jak použít asymetrickou šifru. Jako zástupce asymetrické šifry je 
zvolen RSA algoritmus. Získané poznatky aplikujete na příklad komunikace klient-
klient, kterou rozšíříte o zabezpečení RSA (iniciály autorů Rivest, Shamir, Adleman) 
algoritmem. Teoreticky je popsán objekt pro asymetrické šifrování tak objekt pro 
symetrické šifrování. Jako zástupce symetrické šifry byl zvolen 3DES (Triple Data 
Encryption Standard). V praktické ukázce uvidíte jak nastavit na IIS zabezpečenou 
komunikaci pomocí protokolu HTTPS a jak vytvořit jednoduchou ASP.NET aplikaci, 
která bude umět využívat HTTPS. 
6.1 Co je zabezpečená komunikace? 
Pod tímto pojmem si lze představit stav, kdy význam dat v komunikačním 
kanále může číst pouze jejich odesílatel a oprávněný příjemce.  
6.2 Základní kryptografické pojmy 
6.2.1 Šifrování a dešifrování 
Šifrování - je proces, který z bezpečnostních důvodů kóduje srozumitelnou 
informaci do nečitelné formy.  
Dešifrování - je opačný proces, kódovaná informace je převedena do 
srozumitelné formy.  
6.2.2 Šifrovací klíč 
Šifrovací klíč je sada instrukcí, které řídí postup šifrovacího nebo dešifrovacího 
algoritmu. Obvykle jsou šifrovací a dešifrovací algoritmy obecně známé a šifrovacím 
klíčem je řetězec znaků, který je uchováván jako „sdílené tajemství“ a dělá komunikaci 
bezpečnou. [5] [9] 
6.2.3 Symetrická kryptografie  
Pojmem symetrická kryptografie jsou označovány algoritmy, které používají pro 
šifrování i dešifrování stejný klíč. To znamená, že pro symetrickou kryptografii je 
používán pro oba účely pouze jeden klíč. Příkladem algoritmů tohoto typu jsou DES 
(Data Encryption Standard) (a jeho modifikace jako je 3DES, který se doporučuje 
používat), AES, RC4 nebo IDEA. [5] [9] 
Blokově je princip znázorněn na obr. 6.1. 
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Obr. 6.1 - Princip symetrické šifry 
6.2.4 Asymetrická kryptografie 
Pojmem asymetrická kryptografie jsou označovány algoritmy, které používají 
pro šifrování a dešifrování různé algoritmy. To znamená, že jsou potřeba dva různé 
klíče. Jeden pro šifrování a druhý pro dešifrování. Klíče jsou označovány jako veřejný 
a privátní. Veřejný klíč je poskytnut protější straně, ta s jeho pomocí zašifruje data 
a přijímající strana je dešifruje klíčem jiným – privátním. Nejpoužívanějším současným 
algoritmem tohoto typu je RSA. [5] [9] 
Blokově je princip znázorněn na obr. 6.2. 
 
Obr. 6.2 - Princip asymetrické šifry 
6.3 Jmenný prostor System.Security.Cryptography 
Jmenný prostor Systém.Security.Cryptography mimo jiné obsahuje objekty, 
struktury, výčtové typy pro zabezpečení ať už komunikace mezi PC, nebo třeba pro 
52 
 
zabezpečení souborů. Kompletní přehled a popis jmenného prostoru viz [3]. Pro práci 
s RSA algoritmem budete používat třídu RSACryptoServiceProvider. 
Základní metody třídy: 
Decrypt (byte[] Data, bool fOAEP) - metoda dešifruje zašifrovaná vstupní 
data(Data), vrací pole dešifrovaných vstupních dat, další vstupní parametr určuje jaká 
verze PKCS#1 se použije. True je pro PKCS#1 v2, která je dostupná ve Windows XP 
a novějších. False je pro PKCS#1 v2, která je dostupná i ve starších verzích Windows. 
Encrypt (byte[] Data, bool fOAEP) - metoda zašifruje vstupní data (Data), vrací 
pole zašifrovaných vstupních dat, další vstupní parametr určuje jaká verze PKCS#1 se 
použije. True je pro PKCS#1 v2, která je dostupná ve Windows XP a novějších. False je 
pro PKCS#1 v2, která je dostupná i ve starších verzích Windows. 
ExportParameters (bool pripojitSoukromeParametry) - metoda vrací strukturu 
typu RSAParameters, obsahuje hodnoty pro výpočet privátního nebo veřejného klíče. 
Vstupní hodnota určuje, zda se exportuje veřejný klíč, to je hodnota false, nebo i 
soukromý klíč a to je hodnota true. 
ToXmlString (bool pripojitSoukromeParametry) - metoda vrací řetězec, který 
má XML strukturu a jsou v něm hodnoty pro výpočet privátního nebo veřejného klíče. 
Vstupní hodnota určuje, zda se exportuje veřejný klíč, to je hodnota false, nebo 
i soukromý klíč a to je hodnota true. 
 
Pro práci s 3DES algoritmem můžete použít třídu 
TripleDESCryptoServiceProvider. 
Základní metody třídy: 
• GenerateKey() - metoda vygeneruje náhodný šifrovací klíč. 
• GenerateIV() - metoda vygeneruje inicializační vektor (IV). 
• CreateDecryptor() - metoda vytvoří objekt typu ICryptoTransform, 
který poté provede dešifrování dat pomocí metody TransformFinalBlock a 
vrátí pole bytu. 
• CreateEncryptor() - metoda vytvoří objekt typu ICryptoTransform, 
který poté provede zašifrování dat pomocí metody TransformFinalBlock 
a vrátí pole bytu. 
[3] 
6.4 Jednoduchý příklad využívající RSA algoritmus 
V tomto příkladu uvidíte jak používat třídu RSACryptoServiceProvider, 
která v .NET Framework zajišťuje šifrování pomocí algoritmu RSA. Vytvoříte si 
jednoduchou WinForm aplikaci, kde zašifrujete text, zobrazíte jeho šifrovanou podobu 
a poté dešifrujete. 
 
Krok 1. Založení projektu 
Spusťte si VP. Založte si nový projekt, konkrétně novou Windows Forms 
aplikaci. Projekt si pojmenujte a vyberte, kam jej uložit. Poté na formulář vložte dvě 
komponenty typu RichTextBox a tři tlačítka.  
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Funkce tlačítek: 
• Generování klíčů 
• Zašifrování textu 
• Dešifrování textu 
 
Podle funkce si tlačítka pojmenujte a dejte jim popisek. Výsledný formulář by 
mohl vypadat jako na obr. 6.3.
 
Obr. 6.3 - Výsledný formulář 
 
Krok 2. Vygenerování klíčů 
 Na začátku si nadefinujte dvě globální struktury typu RSAParameters,do 
kterých si uložíte veřejný a soukromý klíč. 
 
private RSAParameters verejnyKlic; 
private RSAParameters soukromyKlic; 
 
Nyní si naprogramujte obsluhu tlačítka, která bude generovat klíče. 
 
private void buttonGeneruj_Click(object sender, EventArgs e) 
{ 
 //Definice délky klíče. Doporučená minimální délka je 1024 bitů. 
 int keyLength = 1024; 
//Definice objektu, který bude v tomto případě zajišťovat 
//generování klíčů. Jako vstupní parametr mu předá délku 
//klíče. 
 RSACryptoServiceProvider rsa = new       
  RSACryptoServiceProvider(keyLength); 
 //Export soukromého klíče (parametr "true") do připravené  
 //struktury. 
 soukromyKlic = rsa.ExportParameters(true); 
 //Export veřejného klíče (parametr "false") do připravené 
 //struktury. 
 verejnyKlic = rsa.ExportParameters(false);} 
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Krok 3. Zašifrování dat 
V tomto případě budou data text, který převedete na pole bajtů. Jeden znak je 
reprezentován jedním až dvěma bajty v závislosti na zvoleném kódování. Poté načtete 
veřejný klíč a data zašifrujete. V zašifrované podobě je zobrazíte. Třída 
RSACryptoServiceProvider nemůže zašifrovat větší pole než 117 bajtů. Musíte 
brát v potaz to, že metody s veřejným a soukromým klíčem nejsou určeny pro šifrování 
velkých dat. 
Obsluha tlačítka, která data zašifruje a zobrazí. 
 
private void buttonSifruj_Click(object sender, EventArgs e) 
{ 
 //Kontrola délky vstupních dat 
 if (richTextBox1.TextLength < 118) 
 { 
  try 
  { 
   //Vytvoří objekt, který bude zajišťovat převod  
   //textu na pole bajtů. 
   UnicodeEncoding kodovani = new UnicodeEncoding(); 
   //Převede text na pole bajtů. 
   byte[] dataKSifrovani =      
    kodovani.GetBytes(richTextBox1.Text); 
   //Definice objektu, který bude v tomto případě  
   //zajišťovat šifrování. 
   RSACryptoServiceProvider rsa = new     
    RSACryptoServiceProvider(); 
   //Načte veřejný klíč.(Majitel tohoto veřejného  
   //klíče bude moci zprávu dešifrovat). 
   rsa.ImportParameters(verejnyKlic); 
   //Zašifruje dataKSifrovani a předá je do    
   //data Zasifrovana. 
   dataZasifrovana = rsa.Encrypt(dataKSifrovani, true); 
   //Převede pole bajtů na řetezec znaků a zobrazí. 
   richTextBox2.Text =       
    kodovani.GetString(dataZasifrovana); 
  } 
  //Ošetření chybových stavů 
  catch (CryptographicException ce) 
  { 
   MessageBox.Show("Chyba šifrování: " + ce.Message); 
  } 
  catch (Exception ex) 
  { 
   MessageBox.Show("Chyba: " + ex.Message); 
  } 
 } 
 else 
 { 
  MessageBox.Show("Vstupní text je delší než maximální  
   povolená hodnota(117)"); 
 } 
} 
 
Krok 4. Dešifrování dat 
Data máte zašifrovány a nyní jej dešifrujte. Opět využijete třídu 
RSACryptoServiceProvider. Obsluha tlačítka, které provede dešifrování textu. 
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private void buttonDesifruj_Click(object sender, EventArgs e) 
{ 
 try 
 { 
  //Vytvoříme objekt, který bude zajišťovat převod na   
  //text z pole bytu. 
  UnicodeEncoding kodovani = new UnicodeEncoding(); 
  //Definice objektu, který bude v tomto případě   
  //zajišťovat dešifrování dat. 
  RSACryptoServiceProvider rsa = new      
   RSACryptoServiceProvider(); 
  //Načteme soukromý klíč.(Jenom majitel tohoto klíče může  
  //data dešifrovat) 
  rsa.ImportParameters(soukromyKlic); 
  //Dešifruje data 
  dataDesifrovana = rsa.Decrypt(dataZasifrovana, true); 
  //Převede pole bajtů na text a zobrazí. 
  richTextBox2.Text = kodovani.GetString(dataDesifrovana); 
 } 
 catch (CryptographicException ce) 
 { 
   MessageBox.Show("Chyba šifrování: " + ce.Message); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba: " + ex.Message); 
 } 
} 
 
Shrnutí 
V tomto ukázkovém příkladu byla demonstrována jednoduchá práce se třídou 
RSACryptoServiceProvider. Určitě je co vylepšit. Například by bylo vhodné 
dodělat povolení tlačítek pro šifrování a dešifrování v závislosti na tom, zda už byly 
klíče vygenerovány. Dále by mělo jít stisknout tlačítko pro dešifrování až poté, co bylo 
stisknuto tlačítko pro zašifrování. Sice RSA není určeno pro velký objem dat, ale jsou 
možnosti jak šifrovat větší objem dat. Jednou z nich je si data rozdělit na bloky, které 
půjdou šifrovat. Ty samostatně zašifrovat a poté poskládat do výsledného pole. 
A obdobně dešifrování. Opět si vytvořit bloky dat, které se dají dešifrovat a poté je 
složit dohromady. Důležité je dodržet posloupnost dat. 
6.5 Klient-klient doplnění o zabezpečenou komunikaci 
V této podkapitole si doplníte příklad na komunikaci klient-klient 
o zabezpečenou komunikaci a to pomocí algoritmu RSA. Použijete pro to třídu 
RSACryptoServiceProvider. 
 
V principu teď bude komunikace probíhat následovně: 
• klient se připojí ke klientovi, který je provozován jako server 
• klient pošle serveru svůj veřejný klíč 
• server pošle klientovi svůj veřejný klíč 
• dál probíhá komunikace mezi nimi šifrovaně 
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Doplnění slovního popisu komunikace je na obr. 6.4. Cílem toho obrázku je ukázat, 
v jaké časové souslednosti probíhají jednotlivé procesy. 
 
 
Obr. 6.4 - Princip komunikace klient-klient 
 
Po příkladu, kde byla ukázka jak pracovat s třídou 
RSACryptoServiceProvider, by neměl být problém příklad komunikace dvou 
klientů mezi sebou rozšířit o zabezpečenou komunikaci. Proto je zde ukázka dílčích 
částí. Příklad se bude jen rozšiřovat.  
Pokud nebude řečeno jinak, tak úpravy provedete v kódu klienta, což byl projekt 
Klient, tak i v kódu klienta, který se chová jako server, což byl projekt KlientS 
 
Krok 1. Definice nových proměnných 
Začněte tím, že si nadefinujete další globální proměnné. 
//Deklarace objektu, který bude provádět šifrování, dešifrování a 
//generování klíčů. 
RSACryptoServiceProvider rsa; 
//Pole bytu pro data, která se budou šifrovat. 
byte[] bDataKSifre; 
//Pole bytu pro zašifrovaná data. 
byte[] bZasifData; 
//Pole bajtů pro data, která jsou dešifrována. 
byte[] bDesifData; 
//Zásobník pro veřejný klíč protistrany, který ona pošle. 
//4096 bytu, je max velikost klíče, což je 512 bajtů. 
byte[] ZasobnikKlic = new byte[512]; 
//Velikost bufferu pro klíč. 
int velikostBuferuKlic = 512; 
//Definice proměnných pro klíče. 
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string verejnyKlicProtistrany; 
string verejnyKlic; 
string soukromyKlic; 
  
Krok 2. Doplnění konstruktorů o generování klíčů 
Konstruktory doplňte o volání metody, ve které vygenerujete veřejný 
a soukromý klíč. Při exportu klíčů bude malá změna oproti ukázkovému příkladu. 
Vzhledem k tomu, že budete klíč posílat mezi klienty, bylo by dobré mít klíče v textové 
podobě. Na to využijete metodu ToXmlString. Tato metoda vytvoří řetězec, který 
bude mít XML strukturu. Výsledné konstruktory by mohly vypadat takto: 
 
public KlientS()//nebo public Klient() 
{ 
 InitializeComponent(); 
 rsa = new RSACryptoServiceProvider(); 
 //Zavolání metody, která vygeneruje klíče 
 GenerujKlice(); 
} 
 
Metoda, která provede vygenerování klíčů: 
 
public void GenerujKlice() 
{ 
 //Délka klíče. 
 int keyLength = 1024; 
 rsa = new RSACryptoServiceProvider(keyLength); 
 //Exportování soukromého klíče. 
  soukromyKlic = rsa.ToXmlString(true); 
 //Exportování veřejného klíče 
 verejnyKlic = rsa.ToXmlString(false);  
} 
 
Krok 3. Úprava metody KlientSePripojuje v KlientS 
Metoda KlientSePripojuje obsluhuje připojení klienta. Pokud vše 
proběhlo bez chyby, tak tato metoda zahájila čekání na příchozí data od klienta. Nyní 
však zahájí čekání na veřejný klíč klienta, který se připojil. 
Místo tohoto řádku 
datovyTok.BeginRead(Zasobnik, 0, velikostBuferu, CtiData, null); 
který označte jako poznámku, nebo smažte, přidejte tento řádek. 
datovyTok.BeginRead(ZasobnikKlic, 0, velikostBuferuKlic, CtiKlic, 
null); 
Jak vidíte, změnila se metoda, která obslouží příchozí data. Jako zásobník 
použijte proměnou na to určenou a také velikost přijatých dat bude jiná. 
 
Krok 4. Metoda CtiKlic 
Tato metoda zpracuje příchozí veřejný klíč. Je jak v projektu Klient tak 
i v projektu KlientS, V projektu Klient nebude metoda CtiKlic obsahovat metodu 
PosliKlic. Metoda PosliKlic zajišťuje posílání klíče protistraně. 
Metoda CtiKlic je v principu stejná jako metoda CtiData, akorát příchozí 
data jsou uložená jako veřejný klíč protistrany. Metoda může vypadat následovně. 
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private void CtiKlic(IAsyncResult at) 
{ 
 try 
 { 
 //Vrací počet přijatých bajtů 
 int indikacePrijatychDat = datovyTok.EndRead(at); 
 //Otestuje, zda něco přišlo a pokud ne, vyvolá výjimku 
 if (indikacePrijatychDat < 1) 
 { 
  throw new Exception("Chybně přijatý klíč"); 
 } 
 verejnyKlicProtistrany = 
 System.Text.Encoding.ASCII.GetString(ZasobnikKlic); 
 
 if (verejnyKlicProtistrany.Length == 0) 
 { 
  throw new Exception("Chybně přijatý klíč"); 
 } 
 PosliKlic(); 
 //Bude čekat na data 
 tcpKlient.GetStream().BeginRead(Zasobnik, 0, velikostBufferu,  
  CtiData, null); 
 } 
 catch (SocketException se) 
 { 
  MessageBox.Show("Problém se spojením. " + se.Message); 
  lock (popisek) 
  { 
   popisek = "Problém se spojením. " + se.Message; 
  } 
  NastavPopisek(); 
 } 
 catch (Exception ex) 
{ 
  MessageBox.Show("Chyba spojeni. " + ex.Message); 
 } 
} 
 
Krok 5. Poslání veřejného klíče 
Nyní, když už umíte čekat na veřejný klíč a poté jej přijmout, si jej odešlete. 
V projektu KlientS jak jste viděli, posíláte klíč v metodě CtiKlic. V projektu Klient 
budete posílat veřejný klíč v metodě Pripojit. Metoda, která obslouží poslání klíče, 
se jmenuje PosliKlic. V principu funguje jako metoda PosliData. Vypadat může 
takto. 
 
private void PosliKlic() 
{ 
 bool jsmePripojeni = false; 
 //Kontrola zda jste připojeni 
 if (tcpKlient != null) 
 { 
  if (tcpKlient.Client != null) 
  { 
   jsmePripojeni = tcpKlient.Connected; 
  } 
 } 
 //Pokud ano, pošle klíč 
 if (jsmePripojeni) 
 { 
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  try 
  { 
  //Pole přesně pro klíč. 
   byte[] aktZasobnikKlic =  
new byte[verejnyKlic.Length - 1];  
   aktZasobnikKlic =       
   System.Text.Encoding.ASCII.GetBytes(verejnyKlic); 
   datovyTok.Write(aktZasobnikKlic, 0,    
   aktZasobnikKlic.Length); 
  } 
  catch (Exception ex) 
  { 
   tcpKlient.Close(); 
   MessageBox.Show("Chyba v šifrování, nebo při posílání 
    klíče. " + ex.Message); 
  } 
 } 
} 
 
Nyní ještě upravte metodu Pripojit. Ta je jak v Klient tak v KlientS. 
V principu funguje úplně stejně, ale zajistí poslání a přijmutí veřejného klíče. Metoda 
může vypadat takto. 
 
private void Pripojit(IAsyncResult at) 
{ 
 try 
 { 
  tcpKlient.EndConnect(at); 
  datovyTok = tcpKlient.GetStream(); 
  lock (popisek) 
  { 
   popisek = "Připojeno"; 
  } 
  NastavPopisek(); 
  //Pošle veřejný klíč protistraně. 
  PosliKlic(); 
  //Zahájí čekání na veřejný klíč protistrany. 
  datovyTok.BeginRead(ZasobnikKlic, 0, velikostBuferuKlic,  
   CtiKlic, null); 
 } 
 catch (SocketException) 
 { 
  MessageBox.Show("Připojení se nezdařilo. Cílová stanice  
   neodpovídá"); 
  lock (popisek) 
  { 
   popisek = "Připojení se nezdařilo"; 
  } 
  NastavPopisek(); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba. " + ex.Message); 
 } 
} 
 
Krok 6. Zašifrování data a jejich odeslání 
Zašifrování a odeslání dat budete provádět v metodě PosliData. Opět se bude 
jednat jen o rozšíření metody. Metoda může vypadat takto. 
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private void PosliData(string Zprava) 
{ 
 //Proměnná pro testování zda jste připojeni. 
 bool jsmePripojeni = false; 
 if (tcpKlient != null) 
 { 
  if (tcpKlient.Client != null) 
  { 
   //Vrátí, zda jste připojeni či nikoliv. 
   jsmePripojeni = tcpKlient.Client.Connected; 
  } 
 } 
 //Pokud jste připojeni, tak pošlete data. 
 if (jsmePripojeni) 
 { 
  try 
  { 
   //Načte veřejný klíč protistrany, aby se dali data  
   //zašifrovat. 
   rsa.FromXmlString(verejnyKlicProtistrany); 
   string sDataKSifre = Zprava; 
   //Převede data(řetězec) na pole bajtů. 
   bDataKSifre =        
   System.Text.Encoding.ASCII.GetBytes(sDataKSifre); 
   //Zašifruje převedená data. False značí, že   
   //je použita starší verzi algoritmu. Klidně může být  
   //true a používat novou. 
   bZasifData = rsa.Encrypt(bDataKSifre, false); 
   //Odešle zašifrovaná data. 
   datovyTok.Write(bZasifData, 0, bZasifData.Length); 
 
   AktZpravaOdchozi = Zprava.Substring(0,  
    Zprava.Length - 1); 
   //Nastaví do okna, že jste zprávu odeslali. 
   PridejZpravuDoOknaOdchozi(); 
  } 
  catch (SocketException sx) 
  { 
   tcpKlient.Close(); 
   MessageBox.Show("Chyba spojeni. " + sx.Message); 
  } 
  catch (Exception ex) 
  { 
   //Obecná chyba. 
   MessageBox.Show("Chyba. " + ex.Message); 
  } 
 } 
 else 
 { 
  lock (popisek) 
  { 
   popisek = "Nepřipojen"; 
  } 
  NastavPopisek(); 
 } 
} 
 
Krok 7.Dešifrování přijatých dat 
O příjem dat a jejich dešifrování se bude starat metoda CtiData. Bude to 
rozšíření o dešifrování přijatých dat. Metoda může vypadat takto. 
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private void CtiData(IAsyncResult at) 
{ 
 try 
 { 
  //Vrací počet přijatých bajtů. 
  int indikacePrijatychDat = datovyTok.EndRead(at); 
  //Otestuje, zda něco přišlo a pokud ne, vyvolá   
  //výjimku. 
  if (indikacePrijatychDat < 1) 
  { 
   throw new Exception("Nebyla přijata žádná data"); 
  } 
 
  rsa.FromXmlString(soukromyKlic); 
 
  bDesifData = rsa.Decrypt(Zasobnik, false); 
  text_buffer =         
   System.Text.Encoding.ASCII.GetString(bDesifData); 
 
  //Jednotlivé zprávy jsou odděleny středníkem. 
  //Takže budete číst přijatou zprávu, dokud bude obsahovat  
  //středníky. 
  //V tomto případě to bude právě jednou. Jelikož vždy  
  //pošle jednu zprávu. 
  //Kdybyste posílali více příkazů, četli byste vícekrát. 
  while (text_buffer.Contains(';')) 
  { 
   //Najde pozici středníku. 
   int poziceStredniku = text_buffer.IndexOf(';'); 
   //Vykopíruje text až po středník, ale bez   
   //středníku. 
   string zprava = text_buffer.Substring(0,   
    poziceStredniku); 
   //Pokud by bylo více příkazů, umaže ten první,  
   //i se středníkem. 
   text_buffer = text_buffer.Substring(poziceStredniku + 
    1); 
   //Do globální proměnné předáte přijatou zpráva a tu  
   //následně zobrazí. 
   lock (AktZpravaPrichozi) 
   { 
    AktZpravaPrichozi = zprava; 
   } 
   //Zobrazí zprávu. V tomto případě do ListBoxu. 
   PridejZpravuDoOknaPrichozi(); 
  } 
  //Bude čekat na další data. 
  tcpKlient.GetStream().BeginRead(Zasobnik, 0,    
   velikostBufferu, CtiData, null); 
 
 } 
 catch (SocketException se) 
 { 
  MessageBox.Show("Problém se spojením. " + se.Message); 
  lock (popisek) 
  { 
   popisek = "Problém se spojením. " + se.Message; 
  } 
  NastavPopisek(); 
 } 
 catch (CryptographicException cre) 
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 { 
  MessageBox.Show(cre.Message); 
 } 
 catch (Exception ex) 
 { 
  MessageBox.Show("Chyba spojeni. " + ex.Message); 
} 
} 
 
Shrnutí 
V tomto příkladu bylo ukázáno jak zabezpečit data pomocí asymetrické šifry. Je 
tu jeden bezpečnostní problém, který by se v praktickém nasazení měl řěšit. Jedná se 
o posílání veřejných klíčů. Poslaný veřejný klíč může odchytit třetí strana a příjemci 
podstrčit svůj veřejný klíč a přitom by příjemce nic nezjistil. Následně by třetí strana 
mohla dešifrovat data. Řešením by bylo otevěřit pravost strany, která klíč poslala, třeba 
pomocí certifikátu. 
6.6 ASP.NET aplikace a konfigurace HTTPS na IIS 
Na konfiguraci IIS a tvorbu jednoduché, ukázkové ASP.NET aplikace jak se 
zabezpečenou komunikací tak bez ní, jsou vytvořena ukázková videa. První video se 
věnuje stažení a instalaci IIS. Ve druhém uvidíte jak se dá propojit ASP.NET aplikace 
s webovou službou, kterou jste si vytvořili. Poslední video nastiňuje, jak se dá vytvořit 
ASP.NET aplikace pracující s protokolem HTTPS. Videa jsou součástí přílohy. 
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7 Závěr 
Byly vytvořeny vzorové příklady řešící problematiku síťové komunikace v .NET 
Framework, jednalo se o webové služby, komunikaci klient-klient a klient-server, 
ASP.NET aplikaci a následné zabezpečení přenosu. 
Z hlediska náročnosti byla probíraná látka zaměřená na začínající programátory. 
Tomuto přístupu odpovídá i koncepce práce. Nejprve byla vysvětlena nezbytná teorie, 
po níž následovala  praktická ukázka na příkladu. Vše bylo krok za krokem vysvětleno 
a řádně okomentováno. 
Po teoretickém úvodu do .NET Framework následovala kapitola věnující se 
webovým službám. Zde bylo vedeno, co webová služba je, jak se dá vytvořit, 
parametrizovat a jakým způsobem napsat aplikaci, která se ke službě připojí a bude s ní 
komunikovat. 
Další kapitoly byly zaměřeny na komunikaci klient-klient a klient-server. Dva 
ukázkové příklady posloužily k demonstraci toho, jak se dají posílat zprávy mezi dvěma 
klienty a jak můžou klienti komunikovat se serverem. Dále bylo vidět, jak se dá vytvořit 
jednoduchý textový protokol a jak s ním pracovat. Bylo zde prezentováno řešení jak 
přistoupit ke komponentě umístěné v hlavním vlákně z vlákna jiného. Nedílnou součástí 
aplikací bylo i ošetření chybových stavů. 
Poslední kapitola se věnovala zabezpečení komunikace. Jednoduchý příklad 
demonstroval použití asymetrického šifrování, které následně bylo implementováno do 
ukázky klient-klient. 
Jako příloha k práci byla vytvořena tři výuková videa, která díky své názornosti 
usnadní pochopení zde demonstrovaných problémů a postupů. V dnešní době je to 
moderní způsob výuky, kterým je vhodné doplňovat textový popis s obrázky. 
64 
 
Literatura 
[1] MACDONALD, Matthew; SZPUSZTA, Mario. ASP.NET 3.5 a C# 2008. Brno : 
Zoner Press, 2008. 1584 s. ISBN 9788074130083. 
 
[2] Microsoft. He Official Microsoft ASP.NET Site [online]. 2010 [cit. 2010-04-27]. 
Dostupné z WWW: <http://www.asp.net/>. 
 
[3] Microsoft. Microsoft Developer Network [online]. c2009 [cit. 2010-03-20]. 
Dostupný z WWW: <http://msdn.microsoft.com/en-us/library. 
 
[4] NAGEL, Christian, et al. C# 2008 Programujeme profesionálně. D. Dirga, V. 
Kalina, J. Fadrný, J. Huf, J. Mikulaštík, P. Dokoupil. 1. vyd. Holandská 8, 639 00 
Brno : Computer Press, a.s., , 2009. 2 sv. (1126, 772 s.). ISBN 978-80-251-2401-7. 
 
[5] PROSISE, J. Programování v Microsoft .NET, Nakladatelství Computer Press, a.s. 
2003, 736 s., ISBN 8072268791. 
 
[6] TROELSEN, A. C# a .NET 2.0 profesionálně, Zoner press, 2006, 1200 s., 
ISBN 8086815420. 
 
 [7] Svět sítí & Infinity, a.s. [online]. 2002 [cit. 2010-04-27]. SSL protokol (1) - princip 
a přínosy. Dostupné z WWW: 
<http://www.svetsiti.cz/view.asp?rubrika=Tutorialy&temaID=171&clanekID=187>. 
 
[8] Svět sítí & Infinity, a.s. [online]. 2002 [cit. 2010-04-27]. SSL protokol (2) - 
používané šifry, spojení a jeho struktura. Dostupné z WWW: 
<http://www.svetsiti.cz/view.asp?rubrika=Tutorialy&temaID=171&clanekID=185>. 
 
[9] Svět sítí & Infinity, a.s. [online]. 2002 [cit. 2010-04-27]. Základní slovníček z 
kryptografie (1). Dostupné z WWW: 
<http://www.svetsiti.cz/view.asp?rubrika=Tutorialy&temaID=171&clanekID=186>. 
  
65 
 
Seznam zkratek 
3DES   Triple Data Encryption Standard 
CLR   Common Language Runtime 
CLS   Common Language Specification 
CTS   Common Type Systém 
DES   Data Encryption Standard 
HTTP   Hypertext Transfer Protocol 
HTTPS  Hypertext Transfer Protocol Secure 
IIS   Internet Information Services  
WSDL   Web Services Description Language 
WSI   Web Services Interoperability 
XML   Extensible Markup Language 
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