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Justificación y Objetivos 
Aunque hay muchas apps que gestionan colecciones y otras que usan reconocimiento de 
imágenes, existen muy pocas aplicaciones hoy día que combinen las dos cosas. 
Por tanto, el objetivo principal de este trabajo es el desarrollo de una aplicación para 
gestionar colecciones usando los servicios de reconocimiento de imagen ya implementados 
en MirBot [1]. 
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Citas (frases célebres) 
“Cualquier tecnología suficientemente avanzada es indistinguible de la magia.” 
-- Arthur Clarke 
“Un ordenador siempre hará lo que usted le dice que haga, no lo que usted quiere que 
haga”  
-- Ley de Murphy. 
"Es ridículo vivir 100 años y sólo ser capaces de recordar 30 millones de bytes. O sea, 
menos que un compact disc. La condición humana se hace más obsoleta cada minuto" 
-- Marvin Minsky 
"R2D2, ¿te lo dijo la computadora central de la ciudad? ¡R2D2, sabes bien que no debes 
confiar en una computadora extraña!" 
-- C3PO 
 
  
Máster Universitario en Desarrollo de Software para Dispositivos Móviles. 
APLICACIÓN ANDROID PARA GESTIÓN DE COLECCIONES MEDIANTE EL RECONOCIMIENTO AUTOMÁTICO DE IMÁGENES. 
  
VALL2@ALU.UA.ES 3 
VÍCTOR ANTONIO LÓPEZ LAJUSTICIA 
3 
Índices 
Tabla de Contenidos. 
1. INTRODUCCIÓN ...................................................................................................... 5 
1.1. MirBot....................................................................................................................... 6 
2. OBJETIVOS ............................................................................................................. 9 
3. MARCO TEÓRICO O ESTADO DEL ARTE .................................................................. 11 
3.1.  Reconocimiento de objetos. ..................................................................................... 11 
3.2. Aprendizaje profundo. ............................................................................................. 11 
3.3. Aplicaciones Existentes. ........................................................................................... 13 
4. CUERPO DEL TRABAJO .......................................................................................... 19 
4.1.  Metodología. ........................................................................................................... 19 
4.2. Tecnologías. ............................................................................................................ 23 
4.3. Arquitectura. ........................................................................................................... 31 
4.4. Implementación. ..................................................................................................... 33 
5. FUNCIONAMIENTO Y RESULTADO ........................................................................ 40 
5.1. Inicio y Listado de Colecciones. ................................................................................ 40 
5.2. Listado de Imágenes de una Colección. ..................................................................... 42 
5.3. Vista Detalle de Imagen. .......................................................................................... 43 
5.4. Añadir una Colección. .............................................................................................. 44 
5.5. Añadir una Imagen a una Colección. ......................................................................... 45 
5.6. Listado de Imágenes por Clasificación. ..................................................................... 45 
5.7. Cámara y Clasificación. ............................................................................................ 46 
6. CONCLUSIONES Y TRABAJO FUTURO .................................................................... 50 
7. BIBLIOGRAFÍA Y REFERENCIAS .............................................................................. 52 
8. ANEXOS ............................................................................................................... 55 
A. Diccionario WordNet. .................................................................................................. 55 
B. MirBot API. ................................................................................................................. 57 
  
Máster Universitario en Desarrollo de Software para Dispositivos Móviles. 
APLICACIÓN ANDROID PARA GESTIÓN DE COLECCIONES MEDIANTE EL RECONOCIMIENTO AUTOMÁTICO DE IMÁGENES. 
  
VALL2@ALU.UA.ES 4 
VÍCTOR ANTONIO LÓPEZ LAJUSTICIA 
4 
Tabla de Figuras. 
Figura 1. Colección de Libros. ............................................................................................................. 5 
Figura 2. MirBot. Reconocimiento. .................................................................................................... 7 
Figura 3. MirBot. Detalle de Clase. ..................................................................................................... 8 
Figura 4. MirBot. Reconocimiento con Imagen. ................................................................................. 8 
Figura 5.Google Googles. ................................................................................................................. 14 
Figura 6. CamFind. ............................................................................................................................ 15 
Figura 7. Collections Manager. Lista de Colecciones. ...................................................................... 17 
Figura 8. Collections Manager. Objetos de una Colección. .............................................................. 17 
Figura 9. Collections Manager. Vista Detalle de Objeto................................................................... 18 
Figura 10. Mockup Inicial. ................................................................................................................ 21 
Figura 11. Ciclo de Desarrollo. .......................................................................................................... 22 
Figura 12. Android Studio. ................................................................................................................ 24 
Figura 13. Java Logo. ........................................................................................................................ 24 
Figura 14. HTTP Components. .......................................................................................................... 26 
Figura 15. Android Crop. .................................................................................................................. 27 
Figura 16. Genymotion Logo. ........................................................................................................... 28 
Figura 17. Bitbucket Logo. ................................................................................................................ 29 
Figura 18. Paint.NET. ........................................................................................................................ 30 
Figura 19. Arquitectura Cliente-Servidor. ........................................................................................ 31 
Figura 20. Modelo-Vista-Controlador. ............................................................................................. 32 
Figura 21. Módulos de la app. .......................................................................................................... 33 
Figura 22. Organización de Paquetes. .............................................................................................. 34 
Figura 23. Diagrama Cámara-Clasificación. ...................................................................................... 39 
Figura 24. App. Pantalla Inicial. ........................................................................................................ 40 
Figura 25. App. Pantalla Lista de Colecciones. ................................................................................. 41 
Figura 26. App. Pantalla Lista de Elementos de una Colección. ....................................................... 42 
Figura 27. App. Pantalla Detalle de un Objeto. ................................................................................ 43 
Figura 28. App. Cambiar Etiqueta..................................................................................................... 44 
Figura 29. App. Pantalla Lista de Imágenes por Clasificación. ......................................................... 45 
Figura 30. App. Pantalla de Cámara. ................................................................................................ 46 
Figura 31. App. Pantalla de 'Cropping'. ............................................................................................ 47 
Figura 32. App. Diálogo Primer Resultado de la Clasificación. ......................................................... 48 
Figura 33. App. Pantalla Lista Completa de Synsets ......................................................................... 49 
 
  
  
Máster Universitario en Desarrollo de Software para Dispositivos Móviles. 
APLICACIÓN ANDROID PARA GESTIÓN DE COLECCIONES MEDIANTE EL RECONOCIMIENTO AUTOMÁTICO DE IMÁGENES. 
  
VALL2@ALU.UA.ES 5 
VÍCTOR ANTONIO LÓPEZ LAJUSTICIA 
5 
1. INTRODUCCIÓN 
Nos planteamos crear una aplicación para dispositivos móviles Android donde podamos 
gestionar colecciones de objetos. La captura de nuevos objetos se haría directamente desde 
la cámara del dispositivo y se añadirían a las colecciones.   
Por ejemplo, se podría tener una colección de libros tomadas desde la cámara para poder 
gestionarla y visualizarla: 
 
Figura 1. Colección de Libros. 
 
En cuanto a la gestión y organización de las colecciones, podríamos visualizarlas en 
cualquier momento, sus contenidos (lista de objetos que la forman), y los detalles de cada 
objeto en particular. Incluso, aparte de añadir objetos, podríamos eliminar de las 
colecciones los que no nos interesen.    
Este tipo de aplicación por sí sola es poco potente. Para hacerla más potente e interesante 
añadimos una nueva característica: el reconocimiento automático de objetos. A la hora de 
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capturar imágenes procedemos a una primera clasificación automática que nos reconocería 
el objeto y lo ubicaría en un cierto tipo de colección. Hacer esto de forma local en nuestro 
dispositivo sería demasiado costoso. Por tanto, la solución es que todo el proceso de 
reconocimiento lo haga desde un servidor externo y que la aplicación cliente se comunique 
con él para obtener los resultados de la clasificación. Además, todas las imágenes de las 
colecciones se almacenan también en el servidor, con lo que la app sólo tendría que 
cargarlas desde una Url. 
Para todo ello, utilizamos concretamente el servidor de Mirbot, que nos ofrece todas estas 
posibilidades. 
1.1. MirBot. 
Mirbot (www.mirbot.com) es una app gratuita para iOS que permite a un usuario entrenar 
un sistema para reconocer objetos a partir de imágenes. Está desarrollada por el grupo 
PRAIG en la Universidad de Alicante y ofrece las siguientes características: 
• Permitir a los usuarios entrenar su propio sistema de inteligencia artificial. 
• Servir como una herramienta educativa. 
• Recoge un gran conjunto de datos de imagen para fines de investigación. 
• Estudiar el impacto de los metadatos como la ubicación GPS para reducir el 
espacio de búsqueda de imágenes. 
MirBot puede clasificar automáticamente objetos utilizando fotografías proporcionadas por 
los usuarios de la aplicación. Para cada nueva foto, el sistema propone una clase y, si no es 
correcta, el usuario puede seleccionar la apropiada de una lista de sugerencias, o de un 
conjunto de palabras Wordnet [2]. Esta nueva imagen se añade a la base de datos de 
conocimiento del sistema correctamente etiquetada, por lo tanto, el sistema va aprendiendo 
a reconocer nuevos objetos proporcionados por los usuarios. La clasificación se puede 
filtrar utilizando sólo las imágenes de usuario y seleccionando únicamente ciertas 
categorías. 
Este sistema no tiene ninguna información a priori, y está siendo entrenado solamente con 
las fotografías de los usuarios. Actualmente tiene en su Base de Datos más de 20000 
imágenes, y subiendo. Además, se ha mejorado la Inteligencia Artificial de MirBot y su 
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algoritmo de aprendizaje, de modo que ahora reconoce objetos con más porcentaje de 
aciertos aún. 
El sistema se basa en una arquitectura cliente / servidor. Las fotografías y sus metadatos 
asociados son enviados y almacenados en un servidor remoto, que lleva a cabo la etapa de 
reconocimiento de imágenes y devuelve una respuesta a ser verificada por el usuario. 
Estas son las principales tecnologías de terceros que se utilizan actualmente en este 
proyecto: 
• Deep Learning: Caffe [3] 
• Detección de características locales: SURF [11] 
• Visual Words: TopSurf [32] 
• Geocodificación inversa: Geonames [33], Gisgraphy [34] 
• Base de datos léxica: Wordnet 3.0 
• Otras bases de datos: MySQL , PostgreSQL , SQLite [7] 
• Gestión Web: Apache , PHP 
• Programación: Objective-C , C ++ , Java , AWK 
Algunas capturas de pantalla de la aplicación Mirbot para iPhone: 
 
Figura 2. MirBot. Reconocimiento. 
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Figura 3. MirBot. Detalle de Clase. 
 
Figura 4. MirBot. Reconocimiento con Imagen.  
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2. OBJETIVOS 
 
El objetivo inicial consiste en el desarrollo de una app en Android para gestionar 
colecciones usando la API de Mirbot. Con esta app un usuario podría tener por ejemplo 
colecciones de sellos, monedas, fósiles, etc., y reconocer estos objetos a partir de fotos 
tomadas con el móvil. 
Desde el cliente sólo hay que enviar las imágenes y los metadatos accediendo a los 
servicios REST [12] de la API de MirBot, que devolverá la respuesta para que la valide el 
usuario. 
Para la gestión de colecciones se pretende diseñar una aplicación, con una pantalla 
principal en la que se puedan hacer las siguientes cosas:  
- Visualizar las distintas colecciones ya creadas. 
Mediante un listado ordenado donde aparezcan algunos datos sintetizados, como 
el nombre de la colección, su descripción o el número de objetos que contiene. 
 
-  Añadir nuevas colecciones. 
Cuando capturemos un objeto para una colección nueva, poder crearla 
directamente con ese primer objeto, y añadirla a la lista de colecciones. Aquí 
utilizaríamos el reconocimiento de objetos con Mirbot. 
 
- Visualizar el contenido de una colección. 
Usaríamos un listado ordenado con todos los elementos que contiene la lista. Cada 
elemento tendría alguna información inicial asociada como, por ejemplo, su 
etiqueta o una previsualización del mismo. 
 
- Añadir imágenes nuevas a una colección.  
Capturaríamos una imagen y la añadiríamos a alguna de las colecciones ya 
creadas. En este caso, clasificaríamos también con Mirbot, pero sólo contra las 
imágenes del usuario. 
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- Visualizar en detalle un elemento de una colección. 
Al seleccionar un elemento de la lista, podremos pasar a una pantalla de detalle, 
donde visualizaremos la imagen completa del objeto además de toda la 
información relacionada, como su etiqueta, colección a la que pertenece, 
descripción, jerarquía de clases y sinónimos.  
 
- Finalmente, poder publicar alguna beta de la app para su distribución. 
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3. MARCO TEÓRICO O ESTADO DEL ARTE 
 
Dividiremos este apartado en tres categorías relacionadas con este proyecto. Primero 
veremos el marco teórico y las tecnologías de Reconocimiento de Objetos [13] y 
Extracción de Características. Seguidamente, veremos las técnicas de Aprendizaje 
Profundo (Deep Learning) [14] y de aprendizaje de modelos de datos. Finalmente, 
expondremos aplicaciones ya existentes en el mercado que tengan características parecidas 
a las que buscamos en nuestra aplicación. 
 
3.1.  Reconocimiento de objetos. 
 
La visión por ordenador es la tarea para encontrar e identificar objetos en una imagen o 
secuencia de video. Los humanos reconocemos una multitud de objetos en imágenes 
con poco esfuerzo, a pesar del hecho de que la imagen con el objeto esté en diferentes 
puntos de vista, tamaños, escalas, traslaciones, rotaciones e incluso contenga 
ocultaciones. No obstante esta tarea es un desafío para los sistemas de visión por 
ordenador. Para este problema se han implementado múltiples métodos durante las 
últimas décadas, como por ejemplos los métodos basados en apariencia, en modelos de 
objetos o en características [35]. 
 
3.2. Aprendizaje profundo.   
 
Aprendizaje profundo (en inglés, deep learning) es un conjunto 
de algoritmos en aprendizaje automático (en inglés, machine learning) que intenta 
modelar abstracciones de alto nivel en datos usando arquitecturas compuestas de 
transformaciones no-lineales múltiples.  
El aprendizaje profundo es parte de un conjunto más amplio de métodos de aprendizaje 
automático basados en aprender representaciones de datos. Una observación (por 
ejemplo, una imagen) puede ser representada en muchas formas (por ejemplo, 
un vector de píxeles), pero algunas representaciones hacen más fácil aprender tareas de  
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interés (por ejemplo, ¿es esta imagen una cara humana?) en base a ejemplos. La 
investigación en esta área intenta definir cuáles representaciones son mejores y cómo 
crear modelos para aprender estas representaciones. 
Varias arquitecturas de aprendizaje profundo, como redes neuronales profundas, redes 
neuronales profundas convolucionales, y redes de creencia profundas, han sido 
aplicadas a campos como visión por ordenador, reconocimiento automático del habla, y 
reconocimiento de señales de audio y música, y han mostrado producir resultados muy 
interesantes en varias de estas tareas. 
En general se trata de una clase de algoritmos para aprendizaje automático que tienen 
en común (1) múltiples capas de procesamiento no lineal y (2) el aprendizaje 
supervisado o no supervisado de representaciones de características en cada capa. Las 
capas forman una jerarquía de características desde un nivel de abstracción más bajo a 
uno más alto. 
 
Librerías de Deep Learning:  
- Caffe: es un framework de Deep Learning realizado con la expresión, la velocidad 
y la modularidad en mente. Está desarrollado por el Berkeley Vision and Learning 
Center (BVLC) y por colaboradores de la comunidad. Yangqing Jia creó el 
proyecto durante su doctorado en la Universidad de Berkeley. Caffe es liberado 
bajo la licencia BSD 2. 
- Keras [16]: Keras es una librería de red neuronal altamente modular y minimalista, 
basado en Torch, escrito en Python, que utiliza Theano para ser más rápido usando 
GPU y CPU. Fue desarrollado con un enfoque que permita la experimentación 
rápida. 
- Deeplearning4j [17]: Deeplearning4j es la primera librería de código abierto de 
Deep Learning escrita para Java y Scala. Integrada con Hadoop y Spark, DL4J está 
diseñado para ser utilizado en entornos empresariales, más que como una 
herramienta de investigación. 
- ConvNetJS [18]: es una librería Javascript para el entrenamiento de modelos de 
Deep Learning (principalmente Redes Neuronales) íntegramente en un 
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navegador. Puedes abrir un navegador y usarlo directamente para trabajar. No hay 
requisitos de software, sin compiladores, sin instalaciones ni uso de GPU. 
 
3.3. Aplicaciones Existentes. 
 
Habiendo recorrido foros y stores para diferentes plataformas, no parece que haya 
demasiadas aplicaciones que combinen el reconocimiento de imágenes/objetos y la 
gestión de colecciones de los mismos. Vamos a destacar tres. Todas utilizan algoritmos 
de reconocimiento de imágenes excepto la última que es sólo de gestión de 
colecciones.     
Google Googles 
Google Goggles [19] es un servicio de Google disponible para Android que permite 
reconocer cualquier objeto mediante fotos realizadas con un móvil y devolver 
resultados de búsqueda e información relacionada. Busca haciendo una foto: apunta 
con la cámara del móvil a un cuadro, a un lugar famoso, a un código de barras o QR, a 
un producto o a una imagen popular. Si lo encuentra en su base de datos, te ofrecerá 
información útil. Puede reconocer texto en francés, inglés, italiano, español, portugués, 
turco y ruso, y puede traducirlo a otros idiomas. 
También sirve como escáner de códigos de barras y QR. 
 
Características: 
- Escanea códigos de barras para obtener información sobre productos. 
- Escanea códigos QR para extraer su información. 
- Reconoce lugares famosos. 
- Traduce mensajes haciendo una foto a un texto en un idioma extranjero. 
- Añade contactos escaneando tarjetas de visita o códigos QR. 
- Escanea texto usando la tecnología de reconocimiento óptico de caracteres (OCR). 
- Reconoce cuadros, libros, DVD, CD y casi cualquier imagen en 2D. 
- Resuelve sudokus. 
- Busca productos similares. 
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Figura 5.Google Googles. 
 
A favor: 
- Backend para búsqueda y reconocimiento muy potente (Google). 
- Gran cantidad de posibilidades para escanear (imágenes, textos, Códigos QR, 
Sudokus, etc). 
En contra: 
- No suele reconocer objetos, solo cierto tipo de imágenes (p.e. paisajes). 
- No tiene gestor de tus imágenes. 
 
 
 
CamFind 
 
CamFind [20] es un producto diseñado por la compañía Image Searcher, con sede en 
Los Angeles. Permite buscar cualquier cosa desde el teléfono móvil con sólo tomar 
una foto. 
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Características: 
- Resultados de Búsqueda en Internet. 
- Búsqueda de Relacionados / Imágenes similares. 
- Comparaciones de precios y compras online. 
- Lugares relacionados y buscador de direcciones. 
- Póster de película / Reconocimiento de DVD. 
- Opción de compartir instantáneamente los resultados a Facebook, Twitter, correo 
electrónico o mensajes de texto. 
 
Funciones adicionales: 
- Escaneo de QR y Código de barras. 
- Traductor de Idioma. 
- Búsqueda por voz. 
- Búsqueda de texto. 
- Compatible con VoiceOver. 
 
 
Figura 6. CamFind. 
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A favor: 
- Reconocimiento de objetos muy bueno. 
- Ofrece resultados también buscando en la web. 
- Opción de compartir resultados a través de internet. 
En contra: 
- Reconocimiento de imágenes muy lento (llega a tardar entre 10 y 30 segundos). 
- La aplicación a veces se cuelga, se cierra sola o no deja clasificar más imágenes a 
no ser que se reinicie.  
- No tiene gestor de tus imágenes, ofrece un historial pero no se puede organizar ni 
gestionar. 
 
Collections Manager 
Collections Manager [21] es un producto diseñado por Software421 que permite crear 
y gestionar todo tipo de colecciones: monedas, tarjetas, CDs, juegos, etc. Se puede 
definir un número ilimitado de colecciones y registros en cada colección. Para cada 
registro se puede guardar la foto. Puede ordenar colecciones y registros por sus 
nombres, fechas de creación, el precio o el tamaño. También se pueden hacer 
búsquedas en los registros guardados. 
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Figura 7. Collections Manager. Lista de Colecciones. 
 
 
Figura 8. Collections Manager. Objetos de una Colección. 
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Figura 9. Collections Manager. Vista Detalle de Objeto. 
 
A favor: 
- Muy sencillo de utilizar. 
- Acceso rápido a las colecciones y sus contenidos. 
 
En contra: 
- No posee reconocimiento de imágenes. 
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4. CUERPO DEL TRABAJO 
 
A continuación analizaremos detalladamente todo el trabajo realizado desglosándolo en las 
siguientes partes: 
• Metodología. 
• Tecnologías. 
• Arquitectura. 
• Implementación. 
 
4.1.  Metodología. 
 
Todo el camino recorrido para la realización del proyecto se puede sintetizar en tres fases 
diferenciadas: 
• Estudio previo de requisitos. 
• Diseño inicial. 
• Desarrollo. 
 
Estudio de Requisitos. 
Aquí tratamos de definir todas las herramientas que necesitaríamos para la realización del 
proyecto, tanto software como hardware. En este sentido, planteamos la necesidad de 
definir los siguientes elementos: 
• Entorno de Programación. 
Las opciones eran claras, o se usaba Eclipse [23] o se usaba Android Studio [24]. Eclipse 
es un entorno más revisado y quizá algo más estable gracias a que lleva más tiempo 
disponible y permite su utilización para multitud de lenguajes de programación. Por ello 
está muy recargado de opciones. Debido a esto no funciona igual (en rendimiento ni en 
sencillez) que si estuviese preparado para una función específica. Finalmente decidí 
optar por Android Studio que, aun siendo más joven, es mucho más intuitivo y potente, 
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además de ofrecer más facilidad para, por ejemplo, importar librerías de forma 
automática en una sola línea.  
•  Dispositivos de Prueba. 
Como dispositivos, en principio, solo necesitábamos dos: uno físico y uno virtual. El 
trabajo de pruebas de desarrollo habitual se haría con el dispositivo virtual, ya que es 
más rápida la ejecución y depuración que en el físico. Y para pruebas finales, el físico 
nos daría una visión ‘real’ del trabajo a medida que se iba haciendo, además de poder 
corregir errores de diseño o desarrollo que pudieran aparecer. 
• Módulos Software. 
Aquí definimos todas aquellas partes de código, librerías y herramientas software de 
terceros que necesitaríamos utilizar. Por ejemplo, tendríamos que acceder a Cámara 
desde un preview, acceder y manejar Bases de Datos SQL, realizar peticiones REST 
de tipo JSON [22] a un servidor y manejar sus respuestas, utilizar alguna herramienta 
de ‘Cropping’ o recortado de imágenes, visualización y ordenación de listas de 
elementos, etc. Todas estas cosas están explicadas más adelante en el apartado de 
Tecnologías. 
 
Diseño Inicial. 
Inicialmente se hacía necesario diseñar un ‘Mockup’ de funcionamiento con las diferentes 
pantallas que debería tener la aplicación, y que hicieran posible el acceso a los datos del 
servidor, su visualización y su manipulación, para poder acometer los objetivos del 
proyecto. 
El diseño inicial quedaba de la siguiente manera: 
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Figura 10. Mockup Inicial. 
Las pantallas serían: 
- Pantalla Splash. Inicio de la Aplicación. 
- Pantalla Colecciones. Donde se listarán las colecciones de objetos del usuario. 
Desde aquí se podrán crear nuevas colecciones. 
- Pantalla Objetos. Donde se listarán los objetos de una colección seleccionada. 
Desde aquí se podrán añadir objetos a las colecciones existentes. 
- Pantalla Detalle. Donde se visualizarán los detalles y la imagen en grande del 
objeto. Se podrá editar la etiqueta de la imagen. 
- Cámara. Aquí se capturarán imágenes y se podrán seleccionar regiones de interés. 
Después se procederá a la clasificación. 
Máster Universitario en Desarrollo de Software para Dispositivos Móviles. 
APLICACIÓN ANDROID PARA GESTIÓN DE COLECCIONES MEDIANTE EL RECONOCIMIENTO AUTOMÁTICO DE IMÁGENES. 
  
VALL2@ALU.UA.ES 22 
VÍCTOR ANTONIO LÓPEZ LAJUSTICIA 
22 
- Pantalla Primer Clasificado. Aparecerá un dialogo con información del primer 
clasificado devuelto por el servidor. 
- Pantalla Diccionario. Será un listado de todas las clases de WordNet. 
- Pantalla Clasificación. Donde aparece un listado de todos los elementos devueltos 
por la clasificación. 
- Pantalla Confirmación. Después de confirmar la clase del objeto, aparece un 
diálogo informativo. 
 
Desarrollo de la ‘app’. 
Finalmente, después de los pasos anteriores estábamos en disposición de empezar con el 
desarrollo. Este es de forma incremental con las diferentes funcionalidades que hemos 
destacado en los objetivos y teniendo en cuenta el diseño de pantallas inicial. Básicamente 
consiste en un ciclo de desarrollo con las siguientes fases:  
 
Figura 11. Ciclo de Desarrollo. 
 
• Análisis de Requisitos. 
 
Primero repasamos los requisitos que creemos necesarios en cada fase del ciclo. 
Conforme se van haciendo progresos tanto en diseño como en implementación, se 
pueden ir sumando herramientas o librerías necesarias para continuar. 
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• Diseño de Pantallas. 
Se fueron implementando las pantallas diseñadas en los bocetos. Se van incluyendo 
tanto visualización de listas, como diálogos y ventanas popup, pantalla de detalles y 
pantalla inicial. Además, también se incluyen menús y elementos visuales. 
 
• Desarrollo de Modelos de Acceso a Datos. 
Primero desarrollamos los modelos que accederían a todos los datos principales de la 
aplicación. En este caso serían de dos tipos: acceso a datos del diccionario de palabras 
WordNet, y acceso y manipulación de datos de Objetos del servidor REST. 
 
• Implementación de Clases y Métodos. 
Conforme se va avanzando en el desarrollo del diseño de las pantallas se va 
implementando el código que lleva por debajo, utilizando las APIs de datos ya 
desarrolladas para rellenar listas, diálogos y ventanas, y poder interactuar con ellas o 
modificar algunos datos. También, se implementan los módulos que manejan la 
cámara del dispositivo y el de recortado de imagen. 
 
4.2. Tecnologías. 
 
Las tecnologías y herramientas utilizadas para el desarrollo de la aplicación son las 
siguientes: 
• Entorno de Desarrollo (IDE). 
Android Studio es la IDE oficial para el desarrollo de aplicaciones para Android, basado 
en IntelliJ IDEA. Android Studio nos ofrece lo siguiente: 
- Renderización en tiempo real 
- Consola de desarrollador: consejos de optimización, ayuda para la traducción, 
estadísticas de uso. 
- Soporte para construcción basada en Gradle. 
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- Refactorización especifica de Android y arreglos rápidos. 
- Herramientas Lint para detectar problemas de rendimiento, usabilidad, 
compatibilidad de versiones, y otros problemas. 
- Plantillas para crear diseños comunes de Android y otros componentes. 
- Soporte para programar aplicaciones para Android Wear. 
 
 
Figura 12. Android Studio. 
 
• Lenguaje. 
 
Dada la naturaleza del proyecto, la implementación para dispositivos Android se ha 
realizado íntegramente en JAVA [25]. Es un lenguaje de programación de propósito 
general, concurrente y orientado a objetos, que fue diseñado específicamente para 
tener tan pocas dependencias de implementación como fuera posible. El lenguaje de 
programación Java fue originalmente desarrollado por James Gosling de Sun 
Microsystems (la cual fue adquirida por la compañía Oracle). 
 
 
Figura 13. Java Logo. 
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• Base de Datos.  
Como base de datos de palabras se utiliza WordNet ®. WordNet es una gran base de 
datos léxica de Inglés desarrollada por la Universidad de Princeton. Sustantivos, 
verbos, adjetivos y adverbios se agrupan en conjuntos de sinónimos cognitivos 
(synsets), cada uno expresando un concepto distinto. Los synsets están vinculados 
entre sí por medio de relaciones conceptuales-semánticas y léxicas. La red resultante 
de palabras y conceptos relacionados se puede acceder desde el navegador. WordNet 
es libre y públicamente disponible para su descarga. 
En nuestra ‘app’ la usamos como base de clasificación de las diferentes colecciones. 
Cada synset es un tipo de colección que puede englobar otras subclases o synsets, y 
tener ancestros a su vez. Por ejemplo, una colección de ‘sellos’, se corresponde con un 
synset del diccionario, que a su vez puede ser hijo de un synset llamado ‘objetos’. Esta 
BD la tenemos alojada en local en nuestro dispositivo ya que no ocupa demasiado y el 
acceso es más rápido. A través de la API desarrollada en la aplicación para la base de 
datos podemos acceder a toda la información de synsets requerida cada vez que 
hagamos un listado de colecciones, accedamos a la pantalla detalle de la colección, 
etc. Un listado completo del tipo de datos del diccionario y ejemplos de acceso 
(mediante SQL) se puede encontrar en el Anexo A. Diccionario WordNet  de este 
documento. 
 
• Librerías. 
Las librerías externas que utilizamos son tres: 
- SQLite Asset Helper [8]:  
Para acceso a bases de datos. En este caso para acceder mediante queries al 
diccionario WordNet. Es una clase de ayuda de Android para gestionar la creación 
de bases de datos y gestión de versiones utilizando archivos de tipo raw. 
Se implementa como una extensión de SQLiteOpenHelper , proporcionando una 
manera eficiente a las implementaciones Content Providers de aplazar la apertura y 
actualización de la base de datos hasta el primer uso. 
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- Http Components [9]:  
 
Es un conjunto de herramientas de componentes Java de bajo nivel, centradas en HTTP y 
protocolos asociados.  
En nuestra aplicación utilizamos esta librería en la implementación de los métodos de la 
API para acceso al servidor REST de MirBot. 
 
 
Figura 14. HTTP Components. 
-  Android Crop [6]: 
 
Es una librería preparada para lanzar una actividad de ‘cropping’ o recortado de 
imagen. Mediante la interacción con el usuario, se define un área de una imagen y 
se obtiene el bitmap recortado. En la aplicación lo usamos siempre junto con la 
pantalla de captura desde la cámara, para definir un área de interés, y mandar esa 
porción al servidor de MirBot para clasificar. 
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Figura 15. Android Crop. 
 
• Dispositivos. 
Como citábamos anteriormente, se han utilizado dos tipos de dispositivos, uno físico y 
otro virtual. 
- Dispositivo Físico:  
 
En este caso las pruebas se han realizado sobre un Samsung I9000 Galaxy S con 
las siguientes características destacables: 
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Red 
GSM 850 / 900 / 1800 / 1900 - HSDPA 900 / 1900 / 2100 
o HSDPA 850 / 1900 / 2100 o HSDPA 900 / 1700 / 2100 
Dimensiones 480 x 800 pixels, 4.0 pulgadas 
Memoria y CPU 
- 8 GB/16GB memoria interna, 512 MB RAM, 2GB ROM 
- Procesador ARM Cortex A8 Hummingbird 1GHz, GPU 
PowerVR SGX540 
Cámara 5 MP, 2592 x 1944 pixels, autofocus 
OS  Android OS v2.3.6, API 10. 
Varios 
- GPS con soporte A-GPS 
- Brújula digital 
- Wi-Fi 802.11 b/g/n, DLNA 
- microUSB 2.0 
 
Al poseer una API 10, hemos procurado desarrollar la aplicación para ser 
compatible con esta versión como mínimo. Para las apps que se están desarrollando 
hasta ahora parece que además es la mínima recomendable. 
 
- Dispositivo Virtual: 
Para este dispositivo utilizamos el emulador Genymotion [26], que ofrece gran 
variedad de máquinas virtuales de dispositivos móviles y, además, la emulación es 
mucho más rápida que otros. Genymotion utiliza VirtualBox [27] para emular. 
 
Figura 16. Genymotion Logo. 
 
 
En este caso, usamos una máquina Google Nexus 4, con Android 5.1.0, API 22 y 
resolución 768x1280. 
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También, y aprovechando las ventajas de Genymotion, se han usado otras 
máquinas con pantallas y resoluciones diferentes como, por ejemplo, una Tablet 
customizada con Android 5.1.0, API 22 y resolución 2560x1600. 
 
• Control de Versiones. 
Para poder compartir el código fuente y hacer revisiones con el tutor, se utiliza 
BitBucket [10].  
 
Figura 17. Bitbucket Logo. 
 
El repositorio es el siguiente: 
 
https://vlopex@bitbucket.org/vlopex/tfm-mirbot.git 
 
Nota: Es un repositorio privado. Si se desea tener acceso, póngase en contacto con 
el autor. 
 
• Editor de Imágenes. 
Para poder retocar iconos, fondos de pantalla e imágenes en general, se ha utilizado 
Paint.NET [28]. Es un entorno muy útil y sencillo para edición que amplía las 
funcionalidades básicas de Paint.  
En la aplicación es utilizado, por ejemplo, para los iconos de la app, las imágenes de 
fondo de pantalla y las pequeñas imágenes que por defecto ofrecen las listas si no se 
carga ninguna especifica de los ítems.   
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Figura 18. Paint.NET. 
 
Finalmente, también se ha utilizado Android Asset Studio [29]. Es una herramienta 
Web que permite reescalar automáticamente a los distintos tamaños y densidades los 
iconos que la aplicación Android necesita como, por ejemplo, lanzadores, iconos de la 
Action Bar, de notificaciones, etc. 
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4.3. Arquitectura. 
 
La arquitectura de la aplicación se basa en un modelo cliente-servidor [30] donde el cliente 
(frontend o app) obtiene datos del servidor y también puede modificarlos en el mismo 
ejecutando las peticiones permitidas. 
 
Figura 19. Arquitectura Cliente-Servidor. 
 
Adicionalmente, a los dos elementos anteriores, podemos incluir también la Base de Datos 
WordNet como parte del modelo, ya que trabaja ‘codo con codo’ con el resto de ellos. 
Por tanto, los tres elementos que definen nuestra arquitectura, más detalladamente, son: 
• Cliente (Frontend o App): 
Es el programa objeto de este proyecto. La aplicación móvil que se comunica con el 
servidor MirBot mediante peticiones REST y formato JSON para obtener y gestionar 
colecciones. Utiliza un Modelo-Vista-Controlador (MVC) [31] como patrón de 
arquitectura de software que separa los datos y la lógica de la interfaz de usuario y el 
módulo encargado de gestionar los eventos y las comunicaciones. 
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Figura 20. Modelo-Vista-Controlador. 
 
• Servidor (Backend):  
Es el servidor REST de MirBot. Esta parte ya estaba implementada por la Universidad 
y no forma parte de la implementación de este trabajo, si bien es cierto que se han ido 
actualizado algunas partes de la API REST para facilitar o ampliar el acceso del 
cliente según iban apareciendo algunos requerimientos. 
  
• Base de Datos: 
A la vez que se accede a datos del servidor, también se accede a la base de datos del 
diccionario WordNet para, por ejemplo, obtener información de una colección 
obtenida del servidor inmediatamente antes. Esta base de datos está alojada de forma 
local como un asset de la aplicación en nuestro dispositivo. 
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4.4. Implementación. 
 
Organización del Código. 
El código en Android Studio contiene dos módulos:  
• La app: Contiene todas las clases creadas para la aplicación. 
• La librería de recortado cropperLib [6]: Esta librería está incluida explícitamente ya 
que tiene código modificado para la aplicación. Se han añadido dos opciones nuevas: 
la rotación de una imagen y el posicionamiento manual de la ventana de recorte. 
 
Figura 21. Módulos de la app. 
 
Dentro del módulo de la app, el código está organizado en varios paquetes que se  
corresponden con los diferentes módulos funcionales que se usan en la aplicación, para 
favorecer la reusabilidad. Por ejemplo, tenemos un paquete para las actividades, otro para 
los ‘loaders’, otro para los adaptadores de las listas, otro para modelos de datos, etc. Cada 
paquete contiene, por tanto, todas las clases correspondientes con un tipo de funcionalidad. 
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Figura 22. Organización de Paquetes. 
 
Paquetes y Clases. 
Pasamos a ver los paquetes más destacados y sus clases. 
• Data. 
Este paquete contiene las clases que definen las estructuras de datos más importantes 
de la aplicación. Son los datos utilizados por los accesos tanto a la base de datos como 
al servidor REST. Consta de tres clases: 
o Synset. Contiene toda la estructura de datos de los synset o clases de la base de 
datos WordNet. Estos datos están especificados en el Anexo A. 
o Metadata.  Contiene toda la estructura de metadatos que se pueden enviar al 
servidor REST para la tarea de clasificación. Estos datos están especificados en el 
Anexo B, sección de metadatos soportados. 
o ImageData. Contiene toda la estructura de datos de una imagen que está en el 
servidor. Básicamente es lo que devuelve la petición REST de información de una 
imagen (Anexo B). 
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• DataAccessModels. 
Contiene dos clases que aglutinan las llamadas tanto a la base de datos como a la API 
de MirBot. 
 
o WordnetAPI.  
Métodos de acceso al diccionario WordNet. Utiliza la librería externa 
SQLiteAssetHelper. De forma sintetizada, los métodos implementados son: 
 Creación y Cierre de la Base de Datos. 
 Obtener información de una clase o Synset. 
 Obtiene el listado completo de Lemmas. 
 Obtiene el listado completo de Synsets ordenados por Lemma. 
 Obtiene el número de Synsets almacenado en la BD. 
 Obtiene a partir de un lemma seleccionado todas las posibles definiciones. 
 Obtiene los sinónimos de un synset. 
 Obtiene los lemmas de la jerarquía de un synset. 
 
o MirbotAPI. 
Contiene todos los métodos necesarios que implementan las llamadas a la API de 
MirBot. Esta clase es de tipo Actividad, y contiene tareas asíncronas de llamada a 
HTTP. Todas las demás Actividades de la aplicación que utilizan esta API heredan 
de esta clase para facilitar el acceso a estas llamadas y la captura de las respuestas 
que vienen del servidor.  
Los métodos implementados son: 
 
 Obtener una lista de todas las etiquetas del usuario. Opcionalmente se pueden 
obtener las de una determinada clase. 
 Obtener un listado paginado con todas las imágenes del usuario. 
 Obtener información sobre una imagen. 
 Actualizar la etiqueta de una imagen. 
Máster Universitario en Desarrollo de Software para Dispositivos Móviles. 
APLICACIÓN ANDROID PARA GESTIÓN DE COLECCIONES MEDIANTE EL RECONOCIMIENTO AUTOMÁTICO DE IMÁGENES. 
  
VALL2@ALU.UA.ES 36 
VÍCTOR ANTONIO LÓPEZ LAJUSTICIA 
36 
 Eliminar la imagen indicada (y todos sus datos asociados). 
 Clasificar una nueva imagen. Este método permite clasificar una imagen 
buscándola entre las imágenes del propio usuario o entre todas las imágenes de 
la base de datos. Además también permite filtrar por categoría. 
 Confirmar la clase de una imagen. 
 Un método privado para ejecutar las peticiones REST de forma asíncrona. 
 Un método que es llamado cuando se recibe una respuesta desde el servidor 
después de una petición. Este método puede ser sobrescrito desde las 
Actividades que heredan de MirbotAPI para actuar de la forma adecuada en cada 
caso al recibir una respuesta desde el servidor. 
 
• Activities. 
Contiene las clases correspondientes a las pantallas de la aplicación. En este caso 
serían: 
 
o Pantalla Inicial o ‘Splash’. 
o Pantalla de Listado de Synsets o clases tomadas desde WordNet. 
o Pantalla de listado de Colecciones del usuario. Usa llamadas a la API de Mirbot. 
o Pantalla de listado de Imágenes de una  Colección del usuario. Usa llamadas a la 
API de Mirbot. 
o Pantalla de listado de Imágenes devueltas por el servidor tras una clasificación. Usa 
llamadas a la API de Mirbot. 
o Pantalla de Detalle de Imagen de un elemento de una colección.  
 
• Adapters. 
Contiene los adaptadores de datos que usan las listas de diferentes las actividades. 
Controlan la visualización y edición del tipo de datos de cada celda de la lista. 
Adicionalmente, implementa un buscador por texto que filtra resultados. Para las listas 
que llevan imágenes en sus celdas implementa también carga ‘lazy’ de imágenes y 
parada en acción de scroll. 
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Según el tipo de datos de la lista así será el adaptador. Tenemos adaptadores cuyos 
elementos son de tipo Synset y los que son de tipo ImageData (paquete Data, más 
arriba). Y los tenemos que incluyen carga de imágenes y los que no.  
• Loaders. 
Aquí tenemos las clases que se encargan de la carga de imágenes en background. 
Tenemos loaders para la carga de imágenes de los diferentes tipos de listas y uno para 
la carga de una imagen en la pantalla de Detalle de Imagen de un elemento de una 
colección. 
 
• Camera. 
Contiene las clases relacionadas con la parte del acceso a la cámara del dispositivo. 
Son tres clases: 
 
o La Actividad, que gestiona la inicialización y cierre de la cámara, además de la 
captura de una foto. 
o Una Superficie, que habilita el dibujado del contenido de la cámara. 
o La Actividad de Recortado de una imagen. Encapsula el uso de la librería de 
‘cropping’, cropperLib. 
 
• Classify. 
Este paquete contiene todas las actividades relacionadas con la clasificación de una 
imagen tomada desde la cámara. Son cinco Clases: 
o GPS. Toma de datos de posicionamiento en un momento dado. Se inicia el 
manejador de localización, se captura la posición actual y se vuelve a cerrar. Se 
almacenan los siguientes datos capturados (ver Anexo B):  
 
 Nombre. 
 Código Postal. 
 Localidad y Sublocalidad. 
 Áreas administrativas. 
 Código de País. 
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o Sensores. Toma de datos de los sensores de Acelerómetro y Orientación. Estos 
datos dan una idea de la dirección y velocidad a la que se va cuando se está 
tomando la imagen. Se almacenan los siguientes: 
 
 Aceleración [x,y,z]. 
 Rotación [yaw, pitch, rool]. 
 
o Exif. Obtiene datos Exif de la imagen. Estos datos cubren aspectos como datos de 
la lente, el brillo, dimensiones, apertura, exposición, distancia focal, zoom, fecha, 
uso de flash, etc. (ver Anexo B).   
 
o Metadatos. Calculo de todos los metadatos de una imagen. Utiliza los resultados de 
las tres clases anteriores. Luego hay una serie de datos relativos al dispositivo que 
se obtienen aquí, como la versión del sistema operativo, el modelo de dispositivo o 
una marca de tiempo. Todos estos metadatos pueden servir para afinar la 
clasificación posterior de la imagen en el servidor. 
 
o Clasificar. Utiliza los datos y metadatos de la imagen para llamar a la API REST de 
Mirbot y realizar la clasificación. También maneja los datos recibidos y pasa a la 
siguiente fase (añadir la imagen a una colección).  
 
Los dos paquetes anteriores funcionan de manera conjunta según el siguiente 
esquema: 
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Figura 23. Diagrama Cámara-Clasificación. 
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5. FUNCIONAMIENTO Y RESULTADO 
 
Expondremos aquí el resultado final de la aplicación y el funcionamiento de las distintas 
partes con ayuda de algunas capturas. 
 
5.1. Inicio y Listado de Colecciones. 
 
 
Figura 24. App. Pantalla Inicial. 
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Figura 25. App. Pantalla Lista de Colecciones. 
 
Al principio, se muestra una pantalla ‘splash’ con el logotipo de mirbot y el título de la 
‘app’. Después de unos segundos comenzaríamos la aplicación visualizando la primera 
pantalla que será la de la lista de colecciones actuales del usuario. Esta lista la obtenemos 
desde el servidor Mirbot con nuestro usuario. A la vez, obtenemos del diccionario 
WordNet la información del ‘lemma’ y la definición del mismo, visualizándola en pantalla 
como una primera información de cada colección. Adicionalmente, se carga la primera 
imagen de la colección y se visualiza junto con su información. 
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5.2. Listado de Imágenes de una Colección. 
 
 
Figura 26. App. Pantalla Lista de Elementos de una Colección. 
 
Al seleccionar una colección, se visualizará un listado de imágenes pertenecientes a esa 
colección. Este listado se obtiene accediendo a las imágenes pertenecientes a la clase de la 
colección desde el servidor. En cada celda se carga la imagen y se visualiza la etiqueta que 
lleva. Además, existe la posibilidad de eliminar imágenes pulsando el botón del contenedor 
que tiene cada celda. 
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5.3. Vista Detalle de Imagen. 
 
 
Figura 27. App. Pantalla Detalle de un Objeto. 
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Figura 28. App. Cambiar Etiqueta. 
 
En esta vista se obtiene la información de la imagen haciendo la petición REST 
correspondiente al servidor y se visualizan los datos y en grande la imagen. El título de la 
vista será la etiqueta actual de la imagen. Con el botón del pincel podemos cambiar la 
etiqueta y actualizarla como queramos. 
 
5.4. Añadir una Colección. 
 
Podemos añadir una colección nueva (desde la pantalla de lista de colecciones). 
Accedemos entonces a la cámara del dispositivo (explicada en apartado Cámara) para 
capturar una imagen del objeto que será el primero de esa colección. En este caso 
clasificaremos la imagen capturada contra toda la base de datos del servidor. Después de 
seleccionar la clase, la imagen se confirma en servidor para ser finalmente añadida a la 
nueva colección del usuario. 
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5.5. Añadir una Imagen a una Colección. 
 
Podemos añadir una imagen a alguna de las colecciones que tenemos. Esto se hace desde la 
pantalla de listado de imágenes de una colección. En este caso se accede a la cámara de 
igual modo que en la creación de colecciones solo que, en este caso, se clasificará sólo 
contra las imágenes de las colecciones del usuario. Se añadirá la imagen a la colección 
seleccionada. 
 
5.6. Listado de Imágenes por Clasificación. 
 
 
Figura 29. App. Pantalla Lista de Imágenes por Clasificación. 
 
Cuando se clasifica una imagen, y no se acepta la primera sugerencia (apartado Cámara), 
se procede a listar todas las imágenes similares obtenidas. La lista comienza con la más 
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parecida y en orden descendente. Se carga en cada celda la imagen (si está disponible) y la 
clase a la que pertenece, junto con la definición. 
Hay que distinguir aquí dos formas de llegar a esta lista, una es clasificando para añadir un 
objeto a una nueva colección, y otra, añadiendo a colecciones existentes del usuario. En la 
primera, la lista puede contener imágenes de toda la base de datos, aunque no se 
visualizarán por los permisos de seguridad de Mirbot. En el segundo caso sólo estarán las 
imágenes más similares de nuestras colecciones.  
 
5.7. Cámara y Clasificación. 
 
 
Figura 30. App. Pantalla de Cámara. 
 
Al acceder a la actividad de la cámara, se visualizará lo que se vea en ese momento con la 
cámara del dispositivo y se podrá capturar la imagen en cualquier momento con el botón 
de la esquina superior.  
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Para reconocer mejor un objeto, se recomienda tomar las fotografías con un fondo claro, y 
el uso de diferentes perspectivas. 
A la vez que se captura la imagen se almacenan también todos los metadatos asociados 
(ver sección metadatos), y a continuación se guarda esta información temporalmente en la 
memoria del dispositivo para pasarla a la actividad de recorte o “cropping”. 
 
 
Figura 31. App. Pantalla de 'Cropping'. 
 
Aquí, simplemente definimos en pantalla el recuadro más ajustado al objeto. Podemos 
entonces o cancelar el proceso, volviendo a la cámara, o aceptar el encuadre final. En este 
caso, se guardará un fichero con el bitmap recortado. Es entonces cuando se procede a 
clasificar.  
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Figura 32. App. Diálogo Primer Resultado de la Clasificación. 
 
La clasificación se realizará con la correspondiente petición REST al servidor, mandándole 
la imagen recortada y los metadatos. El servidor responderá con la lista de imágenes más 
cercanas. Nosotros visualizaremos un diálogo donde aparecerá la primera de la lista (la 
más similar). Tendremos la opción de aceptar o de pasar a un listado de clases. Si no 
aceptamos la primera opción, en el caso de estar añadiendo una colección nueva, pasamos 
a una lista con todas las clases posibles cargada desde el diccionario WordNet. En caso de 
añadir a colecciones existentes, nos aparecerá la lista de imágenes de nuestras colecciones 
(apartado Listado de imágenes por clasificación). 
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Figura 33. App. Pantalla Lista Completa de Synsets 
 
Finalmente, cuando aceptemos una clase para la imagen, se añadirá a la colección, y nos lo 
notificará con un mensaje tipo Toast.  
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6. CONCLUSIONES Y TRABAJO FUTURO 
 
Teniendo en cuenta los objetivos especificados se puede decir que hemos completado el 
objetivo principal, es decir, la creación de una app Android de gestión de colecciones 
mediante el reconocimiento automático de imágenes. Todos los objetivos específicos 
(sección 2 de este documento) se han implementado. Se pueden listar y crear colecciones, 
también listar los contenidos de cada colección, visualizar los detalles de los elementos 
individuales, borrar elementos de una colección, cambiar su etiqueta y añadir otros.  
A lo largo del desarrollo de este proyecto me he encontrado en varias ocasiones con 
dificultades a la hora de proseguir o de implementar ciertas cosas. Por ejemplo, a la hora de 
encapsular los datos de una imagen para mandarla al servidor de Mirbot a clasificar, 
siempre me devolvía un error. Lo que ocurría es que mandaba una secuencia de bytes sin 
comprimir en una entidad simple. Para solucionarlo, y con ayuda de mi tutor, vimos que 
había que comprimir primero la imagen en JPEG y luego mandarla en la petición con un 
formato ‘MultipartEntity’ [5], junto con el resto de datos y los metadatos. También, a la 
hora de implementar la cámara me encontré con el problema de la orientación. No todas 
daban una correcta visualización y además el cambio entre ellas cuando se gira el 
dispositivo también afectaba. Finalmente, leyendo en foros y artículos, decidí que la mejor 
forma era forzar la orientación a ‘landscape’ para evitar cambios y además es la forma 
recomendada en muchas aplicaciones. Otra de los problemas que me encontré fue la 
manera de integrar el diccionario Wordnet de forma local con la aplicación. Al principio 
utilizaba ‘SQLiteOpenHelper’ pero me hacía más complicado el acceso al path de la BD y, 
al final, importé la librería ‘SQLiteAssetHelper’, basada en la anterior pero más fácil de 
usar. Con ella simplemente poniendo el fichero en la carpeta ‘assets’ del proyecto se podía 
acceder de manera directa sin rutas y, además, podía estar comprimida en ZIP, con el 
consiguiente ahorro de espacio en la aplicación. 
 
En definitiva, todas estas cosas y algunas más que no habíamos aprendido en el Máster, se 
añaden ahora a mi ‘base de datos’ personal gracias a este proyecto. 
A parte de los objetivos cumplidos, sí que es cierto que se pueden hacer varias 
ampliaciones interesantes como trabajo futuro. Los diálogos con mi tutor sobre este tema 
me han proporcionado algunas ideas. También, a partir de las apps existentes en el 
Máster Universitario en Desarrollo de Software para Dispositivos Móviles. 
APLICACIÓN ANDROID PARA GESTIÓN DE COLECCIONES MEDIANTE EL RECONOCIMIENTO AUTOMÁTICO DE IMÁGENES. 
  
VALL2@ALU.UA.ES 51 
VÍCTOR ANTONIO LÓPEZ LAJUSTICIA 
51 
mercado (vistas en la sección 3.3) se pueden estudiar algunas de sus características para ser 
incluidas en nuestra app. 
Algunas de las ampliaciones podrían ser: 
- Añadir niveles de colección a través de las etiquetas de los objetos. El primer trozo de 
la etiquetas podría identificar una sub-colección dentro de otra.  
- Opción de compartir resultados con otros usuarios. 
- Añadir información adicional a las colecciones y/o los objetos. Por ejemplo, acceso a 
alguna web. 
- Añadir info contextual usando Realidad Aumentada cuando se reconozca algún objeto 
de las colecciones. 
- Menú desde el cual se puedan hacer búsquedas de colecciones o elementos desde 
cualquier pantalla. 
- Scroll horizontal en la pantalla de detalles para poder pasar de un elemento a otro de la 
colección visualizando directamente sus detalles. 
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8. ANEXOS 
 
A. Diccionario WordNet. 
 
Como diccionario para la aplicación (y también para el servidor) se utiliza WordNet 3.0 
(https://wordnet.princeton.edu/). WordNet es una base de datos léxica del idioma Inglés. 
Agrupa palabras en conjuntos de sinónimos llamados synsets, proporcionando definiciones 
cortas y generales, y almacena las relaciones semánticas entre los conjuntos de sinónimos.  
Para el dispositivo móvil se ha reducido WordNet a dos únicas tablas en SQLite con la 
siguiente estructura: 
Tabla “wordnet”: Esta tabla contiene la información principal de un synset.  
 
Tabla “wordnet_lemmas”: Tabla con todos los synsets. 
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Uso y consultas  
Para obtener el listado completo del synsets se ha de consultar la tabla “wordnet_lemmas”, 
la cual contiene todos los lemas o palabras de Wordnet:  
SELECT DISTINCT lemma FROM wordnet_lemmas ORDER BY lemma ASC; 
 Muchos de estos lemmas tendrán el mismo “class_id” o synset, lo cual quiere decir que 
son sinónimos y que comparten la misma definición, jerarquía y categoría. Además 
añadimos DISTINCT a la consulta para agrupar las palabras homógrafas. 
Posteriormente, a partir de un lemma seleccionado por el usuario se tendrían que presentar 
todas las posibles definiciones. Dado que es posible que haya palabras homógrafas, 
tenemos que realizar la siguiente consulta:  
SELECT id, definition FROM wordnet WHERE lemma = '%s'; 
Para obtener los sinónimos de un synset podemos utilizar la consulta:  
SELECT lemma FROM wordnet_lemmas WHERE class_id=%s ORDER BY lemma 
ASC; 
 
Para obtener la jerarquía de una palabra tenemos dos opciones:  
• Obtener el “path” del synset a partir de la tabla “wordnet”, extraer los synsets troceando 
la ruta y obtener los lemmas para cada una de las partes de la ruta.  
• Realizar consultas recursivas a la tabla “wordnet” partiendo del synset buscado y hasta 
que el “parent_class_id” sea igual a NULL. 
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B. MirBot API. 
 
Dirección de la API http://staging.mirbot.com/api/v1/<METHOD> 
Por ejemplo: http://staging.mirbot.com/api/v1/user/xxxxxxxx/robot 
La API solo acepta y devuelve datos en formato JSON. 
El código hash del usuario tiene que ser generado en cliente (en el móvil) la primera vez 
que se vaya a realizar una consulta a la API. Tras esta primera consulta el código hash se 
añadirá a la BD en servidor y se utilizará para almacenar todos los datos relativos a dicho 
usuario. En cliente móvil tendrá que almacenar también internamente el hash del usuario 
para utilizarlo en las sucesivas consultas a la API.  
Para generar el hash se recomienda utilizar UUID v4. En Android se puede generar 
mediante el método randomUUID de la clase UUID del paquete java.util: 
http://developer.android.com/reference/java/util/UUID.html#randomUUID() 
 En todos los casos cuando la operación se realice correctamente la API devolverá el 
código HTTP 200 en la cabecera de la respuesta. En caso de error se devolverá un código 
HTTP distinto a 200, por ejemplo, 400, 404 o 500, además de un JSON en el cuerpo de la 
respuesta con el mensaje de error.  
Métodos de la API  
GET /api/v1/user/{hash}/stats  
Estadísticas de un usuario. Devuelve las estadísticas del propio usuario y las estadísticas 
globales.  
RESPONSE:  
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GET /api/v1/user/{hash}/ranking  
Ranking a partir del IQ de los robots. Devuelve un objeto con el ranking de los N primeros 
(en la variable “top”) y el ranking del robot del usuario (en la variable “user”).  
RESPONSE:  
{     
"user_stats": {         
"stats_num_images": 21,         
"total_num_images": 22,         
"num_user_hits": 4,         
"success_rate": 19.05,         
"between_firsts_rate": 47.62,         
"between_suggestions_rate": 85.71,         
"type_animal": 3,         
"type_object": 12,         
"type_food_drink": 4,         
"type_plant": 3,         
"percentage_animal": 13.64,         
"percentage_object": 54.55,         
"percentage_food_drink": 18.18,         
"percentage_plant": 13.64 
     },     
"global_stats": {         
"stats_num_images": 1377,         
"total_num_images": 1380,         
"num_user_hits": 145,         
"success_rate": 10.53,         
"between_firsts_rate": 28.54,         
"between_suggestions_rate": 90.41,         
"type_animal": 280,         
"type_object": 570,         
"type_food_drink": 253,         
"type_plant": 277,         
"percentage_animal": 20.29,         
"percentage_object": 41.3,         
"percentage_food_drink": 18.33,         
"percentage_plant": 20.07     
}  
} 
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GET /api/v1/user/{hash}/badges  
Listado con las medallas o premios obtenidos por el usuario. Devuelve un objeto con el 
listado de todas las medallas posibles (en la variable “badges_list”) y un array con las 
medallas que ha obtenido el usuario (variable “user_badges”). 
RESPONSE: 
{     
"top": [         
{             
"robot_name": "name550c05b4992dd",             
"robot_iq": "215",             
"rank": "1"         
},         
{             
"robot_name": "name550c05b4c9e46",             
"robot_iq": "209",             
"rank": "2"         
},         
{             
"robot_name": "name550c05b4ae890",             
"robot_iq": "203",             
"rank": "3"         
}     
],     
"user": {         
"robot_name": "name550c05b4e2ed6",         
"robot_iq": "120",         
"userid": "550c05b4e2e4b",         
"rank": "26"     
} 
} 
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GET /api/v1/user/{hash}/robot  
Información sobre el robot del usuario: nombre, IQ y max IQ posible.  
RESPONSE:  
 
 
PUT /api/v1/user/{hash}/robot  
Actualizar el nombre del robot.  
{     
"badges_list": [         
{             
"key": "first_item",             
"title": "First item",             
"description": "First item classified",            
"image": "http://url_to_image",             
"image_disabled": 
"http://url_to_image_disabled"         
},         
{             
"key": "10_pictures",             
"title": "10 pictures",             
"description": "Description...",             
"image": "http://url_to_image",             
"image_disabled": 
"http://url_to_image_disabled"         
},         
{             
"key": "20_pictures",             
"title": "20 pictures",             
"description": "Description...",             
"image": "http://url_to_image",             
"image_disabled": 
"http://url_to_image_disabled"         
}     
],     
"user_badges": [         
"first_item",         
"10_pictures"     
]  
}  
 
{     
"robot_name": "Mirbot",     
"robot_iq": 50,     
"robot_iq_max": 700  
} 
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PARAMS:  
• name: String con el nuevo nombre a asignar.  
RESPONSE:  
 
 
GET /api/v1/user/{hash}/labels/{class?}  
Devuelve una lista de toda las etiquetas del usuario (a cada imagen se le puede asignar una 
etiqueta). Además permite pasar un parámetro opcional "class" para obtener solamente las 
etiquetas de una determinada clase.  
RESPONSE:  
 
 
GET /api/v1/user/{hash}/images  
Devuelve un listado paginado con todas las imágenes del usuario. PARAMS: • page: 
número de página a obtener, desde 1 hasta N. Si no se le pasa ninguna página por defecto 
se devolverá la primera. • class: parámetro opcional para filtrar las imágenes de una sola 
clase.  
RESPONSE:  
true 
[     
"label1", "label2", "label3", "label4"  
] 
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NOTAS Y EJEMPLOS:  
• Al consultar la última página (o al pedir una página que no existe) devolverá un array 
vacío en “images”.  
• Ejemplos de uso: 
◦ Consulta de la página 10 sin filtrar por clase: 
/api/v1/user/{hash}/images?page=10  
◦ Página 2 filtrando por una clase: 
/api/v1/user/{hash}/images?class={class}&page=2 
 
GET /api/v1/user/{hash}/images/{imgid} 
Información sobre una imagen.  
RESPONSE:  
{    
"page": "1",     
"from": 0,     
"to": 100,     
"images": [         
{             
"id": "217",             
"label": "label1",             
"url": "http://mirbot.com/image217.jpg",             
"class_id": "109214760"         
},         
{             
"id": "218",             
"label": "label2",             
"url": "http://mirbot.com/image218.jpg",             
"class_id": "111780589"         
},         
{            
"id": "219",             
"label": "label3",             
"url": "http://mirbot.com/image219.jpg",             
"class_id": "112307076"         
},   
...    
]  
} 
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PUT /api/v1/user/{hash}/images/{imgid}/label  
Actualizar la etiqueta de una imagen.  
PARAMS:  
• label: String con la nueva etiqueta  
RESPONSE: 
 
 
DELETE /api/v1/user/{hash}/images/{imgid}  
Elimina la imagen indicada (y todos sus datos asociados).  
RESPONSE:  
 
 
POST /api/v1/user/{hash}/images/classify  
Clasificar una nueva imagen. Este método permite clasificar una imagen buscándola entre 
las imágenes del propio usuario o entre todas las imágenes de la base de datos. Además 
también permite filtrar por categoría.  
PARAMS:  
• image: fichero con la imagen en formato JPG a clasificar.  
{     
"id": "1191",     
"class_id": "107790400",     
"label": "label550c061cbb3ee",     
"url": "http://mirbot.com/image1191.jpg"  
} 
 
true 
true 
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• onlyuser: Posibles valores: “YES”, “NO”. Permite indicar si la clasificación se ha de 
realizar solamente entre las imágenes del usuario (onlyuser=“YES”) o con todas las 
imágenes de la base de datos (onlyuser=“NO”). 
• categories: Posibles valores: 5, 13, 6, 17, 20. Permite realizar la búsqueda filtrando por 
categorías. Si se desea buscar dentro de todas las categorías se tendría que enviar: 
categories=“5,13,6,17,20”; o si por el contrario se desea buscar dentro de una o dos 
categorías por separado podemos utilizar: categories=“5”; o categories=“5,20”. Estos 
identificadores de categorías se refieren a:  
• 5 – Animal  
• 6 – Objetos  
• 13 – Comida o bebida  
• 17 – Objetos naturales  
• 20 – Plantas  
• metadata: array con todos los metadatos asociados a la imagen  y el estado del dispositivo 
y sus sensores en el instante de la captura de la imagen. Para más información consultad la 
sección inferior “Metadatos soportados”.  
RESPONSE:  
 
 
Donde:  
• imageID: Identificador temporal de la imagen enviada a clasificar. Este ID se ha de 
utilizar en la llamada al método “confirm” de la API para confirmar la clase de la imagen.  
{     
"imageID": 29954,     
"sure_threshold": "0.20",     
"known_threshold": "0.30",         
"classification": [         
{             
"image": "-1",             
"class": "-1",             
"score": "-1",             
"label": ""         
}     
]  
}  
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• sure_threshold: Umbral a partir del cual se considera que el sistema está seguro de la 
respuesta.  
• known_threshold: Umbral a partir del cual se considera que las respuestas son similares a 
la imagen buscada.  
• classification: Listado con las 10 imágenes más similares a la enviada a clasificar. 
Para cada resultado se incluyen los siguientes valores:  
• class: clase sugerida por el sistema como similar a la imagen de búsqueda.  
• score: distancia entre el resultado y la imagen de búsqueda. Los posibles valores de 
distancia son [0, 1], siendo 0 imágenes completamente iguales.  
• label: En caso de que el resultado contuviese una etiqueta especificada por el 
mismo usuario se devolverá también. Esto nos permitirá decir, por ejemplo: Creo 
que el objeto de la imagen es un libro, similar a tu libro “Don Quijote de la 
Mancha”.  
Nota: en caso de no encontrar resultados similares se devolverá un resultado con valor “-
1”, como en el ejemplo de respuesta. 
 
POST /api/v1/user/{hash}/images/{imgid}/confirm  
Confirmar la clase de una imagen. Al enviar una imagen a clasificar esta se almacena en 
una tabla temporal a la espera de que el usuario valide la categoría. Tras confirmar la clase 
de una imagen esta se añadirá a la base de datos global y a las imágenes del usuario.  
PARAMS:  
• class: String con el identificador de la clase validada por el usuario.  
RESPONSE:  
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Donde:  
• similarity_level: porcentaje de similitud (entre 0 y 100) entre la sugerencia del sistema y 
la clase correcta validada por el usuario.  
• similarity_lemma: mayor lemma o clase común en la jerarquía del árbol entre la 
sugerencia y la clase validada.  
• new_badges: array con las nuevas medallas obtenidas tras la clasificación.  
 
GET /api/v1/wordnet  
Devuelve el diccionario Wordnet paginado.  
PARAMS:  
• page: número de página a obtener, desde 1 hasta N. Si no se le pasa ninguna página por 
defecto se devolverá la primera.  
• search: parámetro opcional que permite realizar búsquedas en el diccionario.  
RESPONSE:  
{  
“similarity”:{     
"similarity_level": 60,     
"similarity_lemma": "Animal"  
},  
“new_badges”:[  
{  
"key": "10_pictures",             
"title": "10 pictures",            
"description": "Description...",             
"image": "http://url_to_image"  
}  
]  
} 
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NOTAS Y EJEMPLOS:  
• Al consultar la última página (o al pedir una página que no existe) devolverá un array 
vacío en “lemmas”.  
• Para realizar búsquedas con espacios se ha de utilizar el símbolo “+” en lugar del espacio, 
por ejemplo “human+being”.  
• Ejemplos de uso:  
◦ Obtener la página 10: /api/v1/wordnet?page=10  
◦ Búsqueda: /api/v1/wordnet?search=cat  
◦ Búsqueda paginada: /api/v1/wordnet?search=cat&page=2 
 
GET /api/v1/wordnet/lemma/{lemma}  
Devuelve un listado de definiciones para un lemma dado. Para cada definición además se 
incluye su identificador o “class_id”, categoría y ruta o jerarquía.  
PARAMS:  
{     
"page": "190",     
"from": 18900,     
"to": 19000,     
"lemmas": [         
"garden spider",         
"garden strawberry",         
"garden symphilid",         
"garden tool",         
"garden trowel",         
"garden truck",         
"garden violet",         
"garden webworm",         
"gardener's delight",         
"gardener's garters",         
"gardenia",         
"gardenia augusta",         
"gardenia jasminoides",         
"garfish",        
...     
]  
}   
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• lemma: Lemma del cual se quieren obtener el listado de definiciones.  
RESPONSE:  
 
 
NOTAS:  
Si el lemma contiene espacios no es necesario sustituirlos por ningún carácter ya que 
pertenece a la URL. Sin embargo el método también funcionará correctamente si se 
sustituyen por el símbolo “+”, por ejemplo: “human+being”.  
 
GET /api/v1/wordnet/class/{class_id}  
Devuelve toda la información sobre la clase indicada.  
PARAMS:  
• class_id: clase o synset_id de la cual se desea obtener la información.  
RESPONSE:  
[     
{         
"class_id": "102121620",         
"definition": "feline mammal usually having [...]",        
"category_id": "5",         
"path": "5/101466257/101471682/.../102121620" 
     },     
{         
"class_id": "102983507",         
"definition": "a large tracked vehicle that [...]",        
"category_id": "6",         
"path": "6/103575240/103094503/.../102983507"     
},     
{         
"class_id": "102985606",         
"definition": "a whip with nine knotted cords",        
"category_id": "6",         
"path": "6/103575240/103183080/.../102985606"     
}  
] 
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NOTAS:  
En la jerarquía no se envía el último elemento ya que es la propia clase consultada.  
 
 
Metadatos soportados  
En el mismo instante en el que se capture la imagen se tienen que almacenar todos los 
metadatos posibles sobre la misma, como: información del dispositivo, datos de todos los 
sensores (aceleración, gps, etc.), e información Exif de la imagen. A continuación se 
adjunta una tabla con el detalle de todos los datos esperados (aunque la mayoría son 
opcionales) en servidor:  
{     
"class_id": "102084071",     
"parent_class_id": "101317541",     
"category_id": "5",     
"lemma": "dog",     
"definition": "a member of the genus Canis [...]",     
"synonyms": "canis familiaris, dog, domestic dog",     
"path": "5/101317541/102084071",     
"hierarchy_path": "Animal/domestic animal/dog",     
"hierarchy": [         
{             
"class_id": "5",             
"lemma": "Animal",             
"definition": "Animal"         
},         
{             
"class_id": "101317541",             
"lemma": "domestic animal",             
"definition": "any of various animals that 
have [...]"         
}     
]  
} 
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Información EXIF de la imagen:  
 
 
Además de todos estos datos en servidor también se extraen la información GIS utilizando 
geolocalización inversa a partir de los datos del GPS recibidos. Estos datos no hay que 
enviarlos desde el móvil, sino que se calcula en servidor. 
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