This work explores the frame problem and its effects in devising Web service specifications. The frame problem encompasses the issues raised when trying to concisely state in a specification that nothing changes except when explicitly mentioned otherwise. A motivating example of a composite service specification is presented and a solution approach is proposed, based on knowledge gained from related research on the frame problem in procedure specifications. Finally, an algorithm that applies the presented solution in order to transform existing OWL-S service descriptions to ones that are free from the frame problem is presented.
Introduction
Web services and service-oriented architecture (SOA) in general have emerged in recent years as a major technology for deploying automated interactions between distributed and heterogeneous applications and have motivated a great deal of research on many topics such as service foundations, composition, management and monitoring as well as service design and development [1] . An inherent issue in all these topics is how to devise a formal specification of a Web service.
Formal specifications allow for a precise description of what a Web service is supposed to do, e.g. in terms of its inputs, outputs, preconditions and effects. A complete formal Web service specification should allow us to thoroughly know and, in most cases, predict the service behavior under any circumstance, effectively answering in the best possible way a simple question: "What does this service do?". This answer should not be limited to an interface description, as provided by current standards such as WSDL and should not have to deal with the service's inner workings, e.g. its source code, which a service consumer most probably has no access to and no understanding of.
Preparing formal specifications, however, comes with a great deal of issues that need to be solved. One particular family of problems that emerge in formal specifications expressed in the form of preconditions and postconditions is referred to in the field of Artificial Intelligence as the frame problem [2] . The frame problem stems from the fact that including clauses that state only what is changed when preparing formal specifications is inadequate. Instead, one should also include clauses, called frame axioms, that explicitly state that apart from the changes declared in the rest of the specification, nothing else changes. Solving the frame problem essentially means finding a way to state frame axioms concisely without resulting in extremely lengthy, complex, possibly inconsistent, obscure specifications and at the same time retaining the ability of proving formal properties of the specifications.
While the frame problem has been thoroughly described and addressed in the AI literature, it has not been adequately examined with regard to its existence in Web service specifications and the effects it has in service-oriented architecture in general. The precondition and postcondition notation is universally used in functional descriptions of Semantic Web services, e.g. in the Service Profile class of OWL-S or the Web service capability subcomponent of WSMO. Thus, one should expect that the frame problem will also be encountered in formal Semantic Web service descriptions.
The rest of this document is organized as follows. Section 2 presents a motivating example in which the frame problem is encountered when devising a formal specification for a composite service. Section 3 presents a solution to the frame problem in Web service specifications inspired by an existing solution in the AI literature. Section 4 offers a brief description of work related to the frame problem in the area of Web services and Section 5 concludes.
A Motivating Example
In this section, we present a simple yet indicative example of the issues caused by the frame problem when devising a complete specification for a composite Web service.
Let's consider the case of an online shop that provides wish list and recommendations functionalities. When an order is completed, the items that were purchased must be removed from the wish list of the buyer and, for each purchased item, the most closely associated one must be chosen and included in the recommendations list of the particular user. The preconditions and postconditions for two services performing these actions, written in First-Order Predicate Logic, are shown in The specifications presented above cannot be considered complete, as no care has been taken concerning the frame axioms. We need to state for what argument values each of the predicates remain unchanged. The specifications with the addition of the frame axioms are shown in Figure 3 . Note that primed predicates denote that they are evaluated in the final state, while unprimed predicates are evaluated in the initial state.
. Service specifications with frame axioms
In our example, after an order is completed, we need a service that updates the wish list and recommendations list. Attempting to compose the two services according to the composition rules defined in [3] for a parallel composition, results in the specification shown in Figure 4 . However, this specification is inconsistent, since contradicting statements are made for the circumstances under which the predicate included remains unchanged. This is a direct result of including frame axioms in our specification since we are forced to explicitly state what does not change in each separate specification, which will eventually lead to inconsistencies when we attempt to conjoin Web services that use the same predicates in their specifications.
In general, the frame problem is bound to appear and possibly cause inconsistencies in composite service specifications due to two main reasons. First of all, conjunctions are heavily used in almost all composition schemas, whether it is sequential, parallel, iterational, or conditional composition and so on, as it has been examined in [3] . It is also worth noting that attempting to introduce inheritance in service specifications will also lead to the frame problem. Second, it is highly possible that services being composed together will deal with the same knowledge, hence having specifications containing some common predicates, associated however with contradicting frame axioms. 
Addressing the Frame Problem
The frame axioms, as expressed in the motivating example, offer a procedure-oriented perspective to the frame problem, explicitly asserting what predicates each procedure does not change in addition to those it changes. In [4] , the authors identified this fact as the source of the frame problem and aimed to replace the procedure-oriented with a state-oriented one, which we will explore in this section.
Instead of declaring what predicates don't change in each Web service specification, we can reverse our viewpoint and declare, for each element of the service specifications we are creating, which services may result in changing them. Thus, we don't aim to write a set of frame axioms for each Web service specification, but we create assertions, called explanation closure axioms or change axioms in [4] , that explain the circumstances under which each predicate or function might be modified from one state to another.
Expressing change axioms
To be able to express the change axioms, a simple extension to the first-order predicate logic is proposed, that adds a special predicate symbol, named Occur and a special variable symbol named α. Variable α is used to refer to services taking part in the specification. Occur(α) is a predicate of arity 1 that is true if and only if the service denoted by the variable α has executed successfully. It is possible to negate Occur using ¬ in order to express the opposite semantics. The specification for the composite service of the example, including change axioms is shown in Figure  5 . It essentially states that, for the service to begin execution, the known preconditions must be met and any change to the predicate included signifies that a successful execution of one of the two atomic services of the example has taken place.
Change axioms in OWL-S
The solution proposed above is, at its basis, a reformulation of existing first-order logic specifications to ones that use the special predicate Occur. Most Semantic Web service specification frameworks support languages that include first-order logic notations. To express first-order logic formulas in OWL-S, an extension to SWRL, called SWRL-FOL has been proposed. In SWRL-FOL, Occur can be expressed as a unary predicate while the variable α can be expressed as an individual variable. Figure 6 contains a set of SWRL-FOL rules that express the change axioms included in the composite service specification that was presented in this section. The rules are written in the abstract syntax of SWRL-FOL and it's straightforward to transform them to an XML concrete syntax. Similar rules can be expressed in other Semantic Web service specification frameworks such as WSMO and SWSO. 
An algorithm for producing change axioms
Having defined our proposed solution for the frame problem, we turn our focus on sketching an algorithm for automatically producing change axioms, given a service description using the precondition/ postcondition notation. A complete set of change axioms should contain one axiom for every predicate contained in all the postconditions stated in the description, which may contain more than one participating services. For each one of these predicates, we either add a change axiom or modify an existing one, depending on whether the predicate remains unchanged. The above are encoded in the algorithm in Figure 7 . If we consider a composition with m participating services, with each service having n distinct predicates, and assuming that it costs no more than O(logn) to check if a change axiom already exists, the complexity of the algorithm can be equal to O(m n logn). This remains to be confirmed with suitable testing of an implementation of the algorithm.
Related Work
The frame problem with regard to its effects in Web service specifications has only been addressed in few publications. In [5] , a mapping from OWL-S to the situation calculus is proposed, allowing the authors to use the solution proposed by Reiter [6] for the frame problem in the situation calculus. Successor state axioms are also used in [7] , where the authors extend Golog to support generic programs and be more suitable for service description and automatic Web service composition. This, along with similar efforts, inspired by the solution proposed by Reiter, have the disadvantage that they use logic formalisms that are not supported by any current Semantic Web service frameworks, in direct contrast to first-order predicate logic which is universally supported. Also, Golog may not be suitable for Web services in some cases, as it is not possible to present and reason about multiple copies of literals in world states.
Conclusions
In this work, we explored the frame problem with regard to its existence and possible solution in the field of Web services. We argued that Web service specifications, become problematic when trying to explicitly express that nothing changes, except when it is stated. We presented a solution approach that includes axioms that state precisely which service execution leads to what predicate changes.
An implementation of the algorithm presented is currently at an early stage. It is a matter of future work to complete the implementation and assure that it covers all composition schemas and any special issues that may be directly associated to a specific schema.
