Cellular Automata Simulation Library by Bocko, Dávid
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVY´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS




AUTOR PRA´CE DA´VID BOCKO
AUTHOR
BRNO 2010
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVY´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
KNIHOVNA PRO SIMULACI CELULA´RNI´CH
AUTOMATU˚
CELLULAR AUTOMATA SIMULATION LIBRARY
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE DA´VID BOCKO
AUTHOR




Tato práce je věnovaná návrhu a popisu knihovny pro simulaci celulárních automatů (CA).
V úvodě je stručně zmíněna historie, rozdělení podle různých kategorií a formální definice
samotného CA. V části věnované implementované knihovny je detailně popsán její OO
návrh (třídy, metody) a možnosti použití. Knihovna pro simulaci CA je vytvořená s ohle-
dem na znuvupoužitelnost, to znamená, že je možné si jednoducho nadefinovat libovolný
typ simulátoru CA. Knihovna vznikla za účelem naplnit požadavky uživatele, z důvodů
neexistence obecného simulátoru.
Abstract
This work describes concept and description of library for the cellular automata (CA)
simulator. In the introduction is described brief history, types of CA and formal definition
of CA. In the library implementation section is described the design of object-oriented
model (classes, methods) and usage. Library of CA is created with regard to reusability,
which allows to simply define any type of CA simulator. The Library was created in purpose
to fill user’s needs, because of lack of general CA simulator.
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Celulárne automaty predstavujú zaujímavú oblasť informačných technológii. V jednodu-
chosti je to systém, ktorý na základe jednoduchých štruktúr a pravidiel dokáže vykazovať
veľmi komplexné správanie. Výsledky, ktoré prinášajú môžeme nájsť v bežnom živote a
vo svete okolo nás. Dôkazom môže byť napríklad fakt, že sa našli podobnosti medzi vý-
stupmi celulárneho automatu a pigmentmi na morských mušliach alebo rast kryštalických
štruktúr vodnej pary formujúcich sa do snežnej vločky [9]. Celulárne automaty nachádzajú
uplatnenie aj v oblastiach, ktoré s informačnými technológiami nemajú na prvý pohľad nič
spoločného ako je napríklad umenie. Výstupy celulárneho automatu sa taktiež používajú
na tvorbu obrazov alebo na generovanie zvukov [1].
Cieľom tejto práce je získať dostupné znalosti, spracovať ich a na základe toho navrhnúť
a vytvoriť knižnicu pre prácu s celulárnymi automatmi. Táto knižnica má poskytovať uží-
vateľovi jednoduché rozhranie, pomocou ktorého si dokáže naimplementovať nim zvolenú
bunečnú štruktúru a pravidlá. Knižnica je napísaná v jazyku C++, ktorý by mal dostatočne
pokrývať platformovú nezávislosť a zabezpečiť jeho prenositeľnosť.
Táto práca je rozdelená na niekoľkých častí. Úvodná kapitola 2 predstavuje teoretický
popis problematiky celulárnych automatov. Je rozdelený na niekoľko časti, v ktorých je
popísaná história vývoja, použitie v praxi a formálna definícia celulárneho automatu. Ka-
pitola 3 práce je venovaná návrhu knižnice z dvoch pohľadov podľa rozdelenia mriežky na
pravidelnú a nepravidelnú. V kapitole 4 je popísaná implementácia knižnice spolu s nie-





2.1 História celulárnych automatov
Problematiku celulárnych automatov uviedol ako prvý John von Neuman. Jeho snahou
bolo vytvoriť stroj, ktorý by bol schopný vytvárať svoje vlastné kópie tzn. stroj, ktorý sa
dokáže sám rozmnožovať. Svoje myšlienky publikoval v roku 1948 na prednáške s názvom
”Všeobecná teória automatov“. Čerpal hlavne z prací vedcov W. McCullocha a W. Pittsa,
ktorí sa zaoberali umelými neurónovými sieťami a zo znalostí A. Turinga. Neumann sa
teda pokúsil navrhnúť automat, ktorý je schopný samoreprodukcie. Narazil pri návrhu na
problém so vznikom súčastí, ktoré plnili určité úlohy, pričom ich vnútorná štruktúra bola
neznáma. S riešením tohto problému prišiel matematik Stanislaw Ulam, ktorý sa inšpiroval
rastom kryštálov. Navrhol, že by prostredie mohlo byť tvorené pomocou akejsi šachovnice,
kde každé políčko tvorí samostatnú bunku. Každá bunka je riadená pomocou konečného
automatu. Pričom všetky bunky sa riadia rovnakou množinou pravidiel. V tejto dobe je už
možné hovoriť o prvých začiatkoch celulárnych automatov. [2, 8]
2.2 Použitie CA
V 50-tých rokoch 20-tého storočia začínajú vznikať prvé počítače zamerané na prácu s ce-
lulárnymi automatmi. Tvorcami takéhoto počítača boli Margolus a Tiffoli, ktorí zostrojili
prvý paralelný počítač s názvom CAM (Cellular Automata Machine) [4]. Tento počítač
dokázal simulovať celulárne automaty rýchlejšie než vtedajší superpočítač Cray. V dnešnej
dobe už existuje CAM-8, ktorý je navrhnutý na zásuvnej karte do počítača.
Celulárne automaty sa používajú v mnohých oblastiach. Hlavné využitie však nachá-
dzajú v simuláciách, kde modelujú širokú škálu biologických a fyzických procesov, ako je
napríklad dynamika tekutín a plynov alebo sa skúma tvar a ”rast“ snehových vločiek [9].
V stavebníctve sa modeluje hydratácia cementu, čím sa vytvárajú nové a lepšie hydratačné
zmesi. Tieto zmesi zaisťujú správnu mikroskopickú štruktúru betónu, a tým dosahujú správ-
nych mechanických vlastností. CA dokážu modelovať tuhnutie betónu alebo priepustnosť
vody cez zatvrdnutý betón. Z čoho je možné zistiť, aké následky bude mať dlhotrvajúci
vplyv vlhkosti na železné konštrukcie, prípadne životnosť celej stavby [2].
V informačných technológiách nachádzajú celulárne automaty uplatnenie napríklad pri
generovaní pseudonáhodných čísel. Pri každom novom kroku sa vygeneruje nové náhodné
číslo. Tieto čísla sa používajú pri kryptografii na generovanie privátnych a verejných kľúčov
alebo na hashovaciu funkciu [8]. Wolfram [14] označil tento jedno dimenzionálny CA ako
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pravidlo 30 (Rule 30) (viď ďalej).
Je taktiež možné simulovať rôzne situácie, ktoré sú súčasťou bežného života, ako je
napríklad evakuácia ľudí v budove pri poplachu, šírenie požiaru v lesnom poraste alebo
v dopravných systémoch, kde modelujú dopravu, dopravné zápchy, nájdenie najvhodnejšej
alebo najrýchlejšej cesty a iné.
Zaujímavosťou je generovanie multimediálneho obsahu, kedy ”počítačoví umelci“ pou-
žívajú CA ako umenie na vytváranie vizuálneho alebo zvukového vzoru. Bottoni vytvoril
aplikáciu nazvanú ExcapeMe (Extended Cellular Automata with Pluggable Multimedia Ele-
ments), ktorá môže byť použitá počítačovými nadšencami, ako aj študentmi študujúcimi
celulárne automaty na generovanie multimediálneho obsahu renderovaním celulárneho au-
tomatu [1].
2.3 Typy celulárnych automatov
V tejto časti je popísane rozdelenie celulárnych automatov do rôznych tried, do ktorých spa-
dajú. Kvôli tomu, že celulárne automaty nachádzajú široké uplatnenie v rôznych oblastiach
je možno ich deliť podľa mnoho kritérií. Jedným z najzákladnejších delení je podľa:
• počtu stavov buniek
• počtu dimenzií
• počtu buniek, ktoré su ovplyvňované prechodovými funkciami. Z čoho vyplýva tzv.
uniformnosť celulárnych automatov.
• komplexného správania. To znamená do akého stavu sa môže dostať celulárny auto-
mat po určitom počte krokov alebo mieru do akej je schopný prenášať určitý druh
informácie bez toho, aby sa informácia stratila.
Celulárne automaty poskytujú určitú voľnosť a je možné si vytvoriť svoj vlastný automat
na základe svojich pravidiel a svojho okolia. Záleží to na samotnom tvorcovi, aký automat
vlastne implementuje.Bližšie informácie je možné získať napríklad v [10].
2.3.1 Okolie a dimenzie
Myšlienka celulárneho automatu je pomerne jednoduchá. Neformálne je celulárny automat
mriežka buniek, pričom každá z nich môže mať určitý počet diskrétnych stavov, do ktorých
sa môže dostať. Nad touto mriežkou je definované okolie, ktoré je charakterizované pre každú
bunku. To znamená, že každá bunka má určené svoje okolité bunky, ktoré sa podieľajú na
aktualizácii nového stavu včetne bunky samotnej. Čas je v CA taktiež diskrétny. V každom
časovom kroku sa aktualizuje stav bunky za pomoci prechodovej funkcie, ktorá ma na
vstupe stav bunky a jej okolia. Bunky sú aktualizované synchrónne. V čase t = 0 musí byť
definovaný počiatočný stav buniek, potom postupným aplikovaním prechodovej funkcie pre
všetky bunky v mriežke získavame kroky celulárneho automatu [5].
Jednotlivé druhy okolí sa líšia pre rôzne druhy dimenzii. Pri 1D priestore máme roz-
ložené bunky iba v jednej línii 2.1. Čo znamená, že bunka môže mať iba dvoch susedov.
Z toho dôvodu, môže bunka nadobúdať iba tvar štvorca. V 3D priestore jednotlivé bunky
sú rozložené do troch rozmerov, takže bunka má tvar kocky 2.3.
V 2D priestore je situácia odlišná. Existuje totiž mnoho tvarov buniek. Medzi najpou-
žívanejšie tvary patria trojuholníky, štvorce a šesťuholníky. Výhodou štvorcového tvaru
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buniek je, že má jednoduchý systém súradníc. Môžeme teda jednotlivé bunky popísať hod-
notami súradníc x a y viď 2.2. Šesťuholníkový tvar bunky je typický tým, že vzdialenosť
okolitých buniek je od stredu rovnaká. Taktiež sa šesťuholníkový tvar bližšie podobá orga-
nickým štruktúram, čo umožňuje lepšiu simuláciu bunečných organizmov.
Obrázok 2.1: 1D plocha celulárneho automatu
Obrázok 2.2: 2D plocha celulárneho automatu
Obrázok 2.3: 3D plocha celulárneho automatu
Okolie buniek predstavuje aktuálna (práve vyhodnocovaná) bunka a jej susedné bunky.
V 1D priestore je najpoužívanejšie radiálne okolie, čo znamená, že okolie je chápane ako
polomer r na ľavú a pravú stranu prešetrovanej bunky. Pri polomere r = 1, sa berie v úvahu
jedna bunka naľavo a jedna bunka napravo od prešetrovanej bunky. Pri polomere r = 2, sa
berú v úvahu 2 bunky naľavo a 2 bunky napravo od prešetrovanej bunky, atď.
V 2D priestore je najtypickejším delením, pri štvorcovom tvare bunky, na okolie von
Neumannove, Moorové a Margolusové.
Neumannové okolie vychádza z geografických smerov a to je sever, juh, východ a západ.
Taktiež sa niekedy označuje za 4-okolie. Moorové okolie vychádza z Neumannového okolia,
pričom boli pridané nové bunky a to severovýchod, severozápad, juhovýchod a juhozápad.
Analogicky sa označuje za 8-okolie. V niektorých prípadoch je potrebné tzv. rozšírené Mo-
orovo okolie. Toto je obdobou radiálneho okolia, kedy je polomer r väčší ako 1.
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Ďalším spomenutým okolím je Margolusové okolie, ktoré je rozdelené na štvorce o roz-
meroch 2x2 bunky, pričom sa tieto štvorce vzájomne prekrývajú. Takéto okolie sa využíva
napríklad pri modelovaní sypania piesku alebo na obtekanie nejakej prekážky.
Obrázok 2.4: Definované okolia postupne z ľava: Neumannové, Moorové, rozšírené Moorové
okolie s polomerom r = 2 a Margolusové okolie.
2.3.2 Okrajové podmienky
Vzhľadom k tomu, že počet buniek celulárneho automatu je konečný, je potrebné definovať
správanie prechodovej funkcie pre bunky na okraji celulárnej štruktúry. Riešením tohto
problému je zavedenie tzv. okrajových podmienok. Podľa zapojenia delíme CA na tieto
typy:
Konštantné okrajové podmienky - na okrajové bunky sú namiesto neexistujúcich
susedov napojené hodnoty stavov, ktoré sa počas činnosti CA nemenia. Jedným z prí-
padov sú tzv. nulové okrajové podmienky, kedy majú konštantné stavy pripojené na
okrajové bunky hodnotu 0.
Obrázok 2.5: Konštantné okrajové podmienky
Cyklické okrajové podmienky - okrajové bunky sú navzájom prepojené, tzn. ná-
sledníkom poslednej bunky CA je prvá bunka a naopak. Tento typ okrajových pod-
mienok spôsobí, že 1D CA sú zapojené do slučky a 2D celulárny automat tvorí anu-
loid [12].
Obrázok 2.6: Cyklické okrajové podmienky
2.3.3 Wolframová klasifikácia celulárnych automatov
V 80-tých rokoch 20-tého storočia začal S. Wolfram deliť celulárne automaty do tried na
základe istých spoločných vlastností výstupných štruktúr [14]. V niektorých prípadoch je
ťažké rozhodnúť, do ktorej triedy spadá ten-ktorý automat, pretože môže mať vlastnosti
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viacerých tried. Napriek tomu väčšina automatov sa dá klasifikovať podľa týchto tried od
elementárnych, až po komplexné systémy automatov.
Samotné rozdelenie spočíva na 4 základné triedy:
Trieda I - správanie buniek v tejto triede dospeje po určitom počte krokov do
ustáleného stavu a už sa ďalej nemení. Na automaty tejto triedy nie je možné použiť
reverzné pravidlo 2.5.1, pretože informácia o počiatočnom stave je kompletne stratená.
Trieda II - správanie buniek v tejto triede sa po výraznej aktivite ustáli do jednodu-
chých stabilných zhlukoch alebo sa v nich vyskytujú jednoduché cyklicky sa opakujúce
sa útvary. Taktiež sa môžu správať ako nejaký druh filtru, ktorý pre špecifickú po-
stupnosť dát sa môže vyvinúť a pre inú postupnosť dát sa nevyvinie vôbec. Toho sa
využíva napríklad pri spracovaní digitálneho obrazu [7].
Obrázok 2.7: Pravidlo 249 (Rule 249)spadajúce do triedy I [13]
Obrázok 2.8: Pravidlo 150 (Rule 150) spadajúce do triedy II [13].
Trieda III - automaty tejto triedy vykazujú známky chaotického usporiadania.
Typickým znakom sú trojuholníkové črty. Automaty tejto triedy sa používajú na
generovanie šumu a pseudonáhodných čísel.
Trieda IV - automaty tejto triedy generujú zložité, ale pravidelné štruktúry. Čím by
lepšie zapadla medzi triedy II a III v tom zmysle, že trieda II predstavuje pravidelnosť
a trieda III náhodnosť. Podľa Wolframa je to trieda pre univerzálne výpočty. Taktiež
sa označuje za hranicu chaosu - tento pojem pochádza od Normana Packarda, pričom
počiatočná myšlienka pravdepodobne pochádza od Christophera Langtona, ktorý bol
ďalším priekupníkom vo vývoji celulárnych automatov.
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Obrázok 2.9: Pravidlo 126 (Rule 126) spadajúce do triedy III [13]
Obrázok 2.10: Pravidlo 110 (Rule 110) spadajúce do triedy IV [13]
2.3.4 Langtonová klasifikácia celulárnych automatov
Langton zaviedol kvantitatívne hodnotenie dynamiky automatov [9]. Toto hodnotenie po-
pisuje mieru schopnosti prenosu informácie. Langton bol presvedčený, že základnou cha-
rakteristikou živých organizmov je uchovávanie a prenos informácii. K vyjadrení schopností




Kde N je počet susedov aktuálnej bunky. K je počet možných stavov bunky a n vyja-
druje počet pravidiel vedúcich ku stabilnému stavu. Z toho vyplýva, že menovateľ rovnice
predstavuje počet pravidiel, ktorého vstupy sú v nestabilnom stave. KN je počet všetkých
pravidiel. Stabilný stav prestavuje stav, kedy okolité bunky aktuálnej bunky sú taktiež
v stabilnom stave. To znamená, že pri vývoji ďalšej generácie sa ich stav nezmení. Langton
zaviedol teda kvantitatívne hodnotenie dynamiky do týchto tried:
Malé hodnoty λ - do tejto kategórie patria I. a II. Wolframová trieda. Informácia je
”zmrazená“. To znamená, že je možné ju dlho uchovávať ale nie je možné ju prenášať.
Veľké hodnoty λ (≈ 1) - do tejto triedy patrí III. Wolframová trieda. Informácia
je prenášaná veľmi ľahko na rozdiel od predchádzajúcej skupiny, často až chaoticky.
Informáciu však nie je možné uchovať.
Stredné hodnoty λ (≈ 0,5) - do tejto triedy patrí IV. Wolframová trieda. Prenos
informácie je teoreticky možný. Nedosahuje takých rýchlosti, aby sa stratila väzba na
jej pôvodné miesto. Práve táto tretia skupina je podľa Langtona vhodná pre simuláciu
života. Nadväzoval na myšlienku von Neumanna, že život existuje na hranici medzi
pravidelnosťou a chaosom.
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2.4 Definícia celulárneho automatu
Celulárny automat je matematický model, ktorý popisuje štruktúru buniek v N - rozmernom
priestore, pričom každá bunka sa môže dostať do určitého počtu stavov. Tieto stavy sú
podmnožinou diskrétnych hodnôt ZD v D - dimenzionálnom priestore. Každá bunka má
svoje okolie, ktoré môžeme definovať ako N = {z0, z1, ..., zn−1}, kde pre zi platí, že zi ∈ ZD,
kde i ∈ 0, 1, ..., n− 1. Stav konkrétnej bunky môžeme označiť ako st(z), kde t je čas a platí,
že st(z) ∈ Q, pričom Q je množina stavov bunky. Ďalej je potrebné definovať lokálnu
prechodovú funkciu, ktorá predstavuje množinu pravidiel, pomocou ktorých je vypočítaný
nasledujúci stav bunky. Prechodovú funkciu môžeme zapísať ako zobrazenie F : Qn → Q.
Z toho môžeme vytvoriť vzťah pre vývoj automatu v jednotlivých krokoch času:
st+1(z) = F (st(z0 + z), st(z1 + z), ..., st(zn− 1 + z)) (2.1)
Z toho vyplýva, že nový stav danej bunky závisí od stavu jej špecifikovaného okolia a od
stavu jej samotnej. Pre všeobecný typ celulárneho automatu sú charakteristické vlastností
paralelizmu, homogenity a lokality [9].
Paralelizmus - znamená, že výpočet hodnôt stavov všetkých buniek celulárneho
automatu prebieha súčasne. Táto vlastnosť umožňuje dosiahnuť veľkej rýchlosti pri
behu aplikácie. Na druhej strane pri behu na bežných systémoch je potrebné túto
vlastnosť simulovať.
Homogenita - znamená, že všetky bunky sú aktualizované rovnakou prechodovou
funkciou. Táto vlastnosť nemusí platiť u neuniformných celulárnych automatov, ktoré
môžu mať viacero prechodových funkcii pre rôzne bunky.
Lokalita - znamená, že nový stav bunky závisí iba na súčasnom stave a na stave jej
definovaného okolia.
2.5 Pravidlá celulárneho automatu
Základom celulárneho automatu je lokálna prechodová funkcia, hovoriaca o tom ako sa
mení stav bunky zo súčasného na nasledujúci stav za pomoci množiny pravidiel. V úvahu
sa berie stav práve prešetrovanej bunky a stav buniek jej okolia. Tento prevod buniek zo
stavu do nového stavu sa deje synchrónne pre všetky bunky v mriežke. Čo znamená, že
výpočet stavov buniek sa môže diať paralelne bez toho, aby sa výpočet nejakým spôso-
bom narušil. Samotnú prechodovú funkciu delíme do dvoch tried t.j. na deterministické a
pravdepodobnostné. Od toho sú následne pomenované aj celulárne automaty.
2.5.1 Deterministické pravidlá
Deterministický celulárny automat je diskrétny dynamický systém, pričom sa dá určiť, aký
bude nasledujúci stav bunky. Bunka, ktorá je v konkrétnom stave Qt a je v konkrétnom čase
t, je stav bunky v čase t+1 presne daný (t.j. je deterministický). Do tejto kategórie patria
CA s wolframovými pravidlami, totalistickými pravidlami a reverzibilnými pravidlami.
Wolframové pravidlá sú pomenované podľa svojho tvorca. Jedná sa o najjednoduchšie
pravidlo. Toto pravidlo je aplikované na 1D celulárne automaty, pričom bunky sa môžu
dostať iba do stavu 0 alebo 1 a berie sa v úvahu radiálne okolie. Wolframové pravidlá bývajú
často popisované pomocou tabuľky, ktorá určuje stav bunky na základe ľavej bunky, seba
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samej a pravej bunky. Ak by sme zobrali v úvahu radiálne okolie r = 1, získame dve susedné
bunky tzn., že celkový počet buniek je 3, dostaneme 23 = 8 možných binárnych stavov pre
tri bunky. Celkový počet takto definovaných automatov by bol 28 = 256 z čoho vyplýva,
že každý môžeme charakterizovať 8-bitovým číslom [14]. Vývoj takéhoto automatu býva
často zobrazovaný v podobe ”stromu“. Napríklad tabuľka pre pravidlo 150 (Rule 150) by
vyzerala nasledovne:
Obrázok 2.11: Wolframové pravidlo. [13].
Totalistické pravidlo berie v úvahu prechodovú funkciu ako sumačnú funkciu. Pri pre-
chodu bunky do nového stavu sa spočíta súčet stavov okolia bunky, následne sa na základe
tejto hodnoty nastaví nový stav bunky. Na tomto princípe je založené pravidlo pre Conway-
ovú Game of life [11].
V praxi potom rovnica vyzerá nasledovne:
ci(t+ 1) = ϕ[ci−1(t) + ci(t) + ci+1(t)]
Pričom ϕ reprezentuje prechodovú funkciu. Posledné popisované deterministické pravidlo
je reverzibilné pravidlo. Reverzibilné pravidlo spočíva na myšlienke, že ak je stav systému
známi v konkrétnom čase, je možné kompletne popísať nielen budúcnosť vývoja automatu,
ale taktiež je možné spätne dopočítať jeho počiatočný stav. Hovorí teda o tom, ako získať
počiatočnú konfiguráciu celulárneho automatu. Toto pravidlo nachádza uplatnenie pri rôz-
ných fyzikálnych procesoch, kde je systém popísany pomocou rovnice, v ktorej vystupuje
ako premenná čas t. Za predpokladu, že rovnica bude stále validná, je možné čas nahradiť
za −t a získať tým počiatočný stav systému [9].
2.5.2 Pravdepodobnostné pravidlá
Pravdepodobnostné pravidlá predstavujú jav, ku ktorému dochádza v určitých situáciách
v reálnom svete, a ktorý nie je možné napodobniť pomocou pravidiel popisovaných v pred-
chádzajúcich odstavcoch. Pri deterministických pravidlách bolo možné presne určiť nasle-
dujúci stav bunky na základe pravidiel a stavu buniek okolia. U pravdepodobnostných
pravidiel sa jedná o zakomponovanie určitého faktoru náhodnosti do simulácie. Stav bunky
sa vypočítava pomocou pravdepodobnosti alebo pomocou náhodne vygenerovaného čísla,
ktoré určí ako sa bude vykonávať prechodová funkcia, pričom sa môže zanedbávať stav
okolia. Taktiež sa stav bunky nemusí vôbec zmeniť [6].
V reálnom svete sa s tým stretávame pomerne často. Napríklad pri pohľade na dopravu
v meste, kde je určité množstvo dopravných prostriedkov a každé predstavuje určitú pravde-
podobnosť toho, že sa stane účastníkom dopravnej nehody. Niektoré dopravné prostriedky
sa na tom môžu podieľať v rôznej miere, ako napríklad začínajúci vodiči s väčšou prav-
depodobnosťou alebo naopak skúsení vodiči, ktorí jazdia bezpečne. Do simulácie je však
možné zakomponovať viacero náhodných javov, ktoré medzi sebou môžu vzájomne pôsobiť,
čoho výsledkom by mohlo byť, že aj skúsený vodič by mohol spôsobiť dopravnú nehodu.
Všetko to záleží na miere abstrakcie reálneho sveta a simulácie. Ak by sme chceli podobnú
situáciu modelovať pomocou deterministických automatov, ak je to vôbec možné, tak by
musel každý dopravný prostriedok spôsobiť nehodu a nemohol by tomu zabrániť.
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2.6 CA s viacerými prechodovými funkciami
Doteraz sme sa zaoberali iba tzv. uniformnými automatmi, ktoré mali jednu prechodovú
funkciu pre všetky bunky automatu. Neuniformné celulárne automaty obsahujú viacero
funkcii pre rôzne bunky. Z čoho vyplýva, že porušujú vlastnosť homogenity. Ďalším druhom
CA sú tzv. kvaziuniformné CA, kde pre väčšinu buniek prevažuje jedno, alebo viacero
pravidiel.
Vyhľadávací priestor uniformných CA je podstatne menší než je u neuniformných CA,
ktoré majú viac pravidiel. S tým súvisí aj výpočtová sila. Na vyrovnanie výpočtového vý-
konu s Turingovým strojom a uniformného CA je potrebné v dvojdimenzionálnom priestore





Táto kapitola je venovaná návrhu knižnice pre celulárny automat. Vzhľadom k tomu, že
zadanie je popísané všeobecne, je ho potrebné bližšie špecifikovať. V prvom rade je dôležité,
aby knižnica bola schopná pracovať s 1D a 2D celulárnymi automatmi a so základnými
uniformnými automatmi popisovanými v predošlej kapitole. Nemenej dôležitou súčasťou je,
aby knižnica umožňovala pracovať s deterministickými a pravdepodobnostnými pravidlami.
Počet stavov buniek by mal presahovať rozsah živej a mŕtvej bunky (t.j. rozsah hodnôt
typu bool), lebo v reálnych systémoch sa častejšie používajú viac-hodnotové stavy ako
dvoj-hodnotové. V neposlednom rade je možnosť definovania použitého okolia.
3.1 Voľba rozsahu stavu buniek
Pri voľbe rozsahu pre stavy buniek sa vychádzalo z predpokladu, že v dnešnej dobe sa pri
simuláciách využívajú v prevažnej väčšine osobné počítače alebo servery, ktoré disponujú
vysokokapacitnými pamäťami a šetrenie pamäťou na úkor stavu bunky nemá nijaké zásadné
opodstatnenie. Opačná situácia by nastala pri použití mikrokontrolérov, ktoré nemajú do-
statok pamäťových prostriedkov a každé ušetrenie pamäťovej bunky by malo význam.
Pre popis stavov buniek bol zvolený rozsah typu int, ktorý by mal postačovať pre
väčšinu simulácií. Je možné pomocou neho popisovať stavy a tie následne prevádzať na
model RGB, a tak priradiť stavu farbu, ktorá lepšie vystihuje stav bunky ako jednoduché
číslo.
Nevýhodou je, že tento rozsah je závislý na použitej architektúre, lebo nie každá plat-
forma dokáže zaručiť, že typ int sa bude skladať z 32 bitov. Druhou nevýhodou je, ako
bolo spomenuté, plytvanie priestorom pri nevyužití všetkých stavov.
3.2 Návrh bunečnej plochy
Základom celulárneho automatu je jeho bunečná plocha skladajúca sa z jednotlivých buniek.
Bunka, ktorá ma tvar štvorca je v modeli identifikovateľná pomocou súradníc x, y, ktoré
určujú ich pozíciu. Pri návrhu je dôležité správne zvoliť väzby medzi jednotlivými bunkami,
t.j. ako najefektívnejšie nájsť okolie prehľadávanej bunky. Voľba správnej mriežky závisí na
tom, či používame pravidelnú mriežku alebo mriežku nepravidelnú.
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3.2.1 Pravidelná mriežka
Pravidelnú mriežku môžeme chápať ako spojenie buniek do takého zoskupenia, ktoré od-
povedá obdĺžniku alebo štvorci. V tomto prípade zastáva bunka rovnakú úlohu ako jej
následníčka. Inými slovami sú všetky bunky rovnaké. Pri návrhu by sme potom mohli uva-
žovať s niektorou z nasledujúcich alternatív.
Použitie šablóny z STL – Jazyk C++ obsahuje vo svojej štandardnej knižnici
STL [3] množstvo užitočných šablón. Na príklad by sa mohla použiť šablóna pair<>
a asociatívne pole map<> ako je uvedené v [6]. Šablóna pair<> umožňuje spojenie
dvoch hodnôt v jeden objekt, čo dovoľuje spojenie súradníc x a y. Pričom je tento
objekt využitý pomocou asociatívneho poľa, ktorý vnútorne využíva hash tabuľku.
Navzdory všetkým kladom toto riešenie prináša aj mnoho nevýhod. Vnútorné vyhľa-
dávanie v tejto šablóne je založené na binárnych stromoch a šablóna vykazuje logarit-
mickú zložitosť vyhľadávania. Taktiež šablóna neumožňuje prepísať hodnoty, ktoré sú
už uložené. Dovoľuje iba odstránenie položky v šablóne, čo hrá kľúčovú úlohu pri si-
mulátore pre celulárne automaty. Z toho dôvodu som radšej pristúpil k nasledujúcemu
riešeniu.
Použitie matice – Bunky celulárneho automatu sú reprezentované pomocou dvojroz-
mernej matice buniek. Získanie hodnoty konkrétnej bunky sa deje pomocou indexov
x a y. Prístup k jednotlivým bunkám sa deje na základe konštantnej zložitosti, z čoho
vyplýva, že je rýchlejšie ako logaritmická popisovaná vyššie. Pri prepisu buniek nie je
potrebné odstraňovať bunky. Ďalšou výhodou je fakt, že nie je potrebné pri výpočte
kopírovať kusy pamäte naspäť do vytvorenej štruktúry, ale stačí vymeniť ukazatele
takto vytvorenej mriežky s mriežkou potrebnou pre výpočet ďalšieho stavu automatu.
Jednou z nevýhod tohto riešenia je fakt, že je implementácia zložitejšia, kde je po-
trebné si dať pozor na neprekročenie indexov, čoho následkom by bolo ”siahnutie“ do
pamäte, ktorá nám nepatrí.
3.2.2 Nepravidelná mriežka
Pri reprezentácii celulárneho automatu, ktorý nemá pravidelnú mriežku musíme pristupovať
iným spôsobom. V prípade, ak chceme napríklad modelovať dopravu, tak by v modeli bolo
mnoho buniek zbytočných alebo nevyužitých (budovy, pozemky iného účelu ako dopravy),
pri použití predošlého spôsobu. Tieto nevyužité bunky by zbytočne zaberali pamäťový pries-
tor. Preto je vhodné v tomto prípade vytvoriť komplexnejšiu dátovú štruktúru ako je len
napríklad matica. Bunka tak nesie informáciu nielen o svojom stave, ale aj o svojom okolí
v podobe odkazov.
V jazykoch ako je napríklad C/C++ sa tento problém dá vyriešiť pomocou ukazateľov
a ich správneho pospájania so svojím následníkom. Takto spojené bunky vytvárajú ”pavu-
činu“, čo umožňuje jednoduchšiu manipuláciu a pohyb medzi bunkami. Jednotlivé bunky sú
rozdelené podľa počtu ukazateľov, ktoré ukazujú na susedné bunky. Implementácia buniek,
ktoré majú vnútornú štruktúru rozdielnu je možná pomocou dvoch prístupov.
Použitie dedičnosti – Na reprezentáciu buniek je možné použiť hierarchickú štruk-
túru. Bázová trieda bude obsahovať položku o stave bunky a dva ukazatele, ktoré
sa budú odkazovať na dve susedné bunky. Takto sa vytvorí bunka, ktorá sa dokáže
odkazovať iba na dve bunky svojho okolia. Súčasne sa v bázovej triede vytvorí roz-
hranie pre prístup k položkám, ktoré následne vzniknú zdedením. To znamená, že
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sa vytvorí ďalšia trieda, ktorá bude obsahovať definovanú bázovú triedu a súčasne
pribudnú ďalšie ukazateľe, čím sa rozšíri okolie bunky. V novej triede sa následne
implementujú metódy deklarované v bázovej triede. Takýmto spôsobom je možné
ušetriť pamäť pri použití vhodného druhu bunky z hierarchie dedičností. Ukazatele
musia byť pochopiteľne typu bázovej triedy, aby sme mohli pomocou polymorfného
volania získať hodnoty stavov okolia bunky 3.1. Toto riešenie ale zbytočne komplikuje
implementáciu, preto som sa priklonil k nasledujúcemu riešeniu.
Obrázok 3.1: Návrh objektového model pre automaty s nepravidelnou mriežkou.
Použitie grafovej reprezentácie – V tomto prípade sa pre reprezentáciu buniek
použije zoznam, kde jedna položka predstavuje bunku a jej okolie. Okolie je definované
pomocou zoznamu, ktorý obsahuje odkazy na okolité bunky. Výhodou tohto riešenia
je, že nie je pevne stanovený počet buniek okolia a je možné vytvoriť aj bunky, ktoré
sa odkazujú na rôzny počet buniek. Nevýhodou je, že samotné odkazy nepostačujú na
to, aby celulárny automat dokázal korektne vykonávať pravidlá. Pri odkaze na bunku
musí byť určená aj vzájomná poloha voči prešetrovanej bunke, tzn. v akej polohe sa
nachádza smerovaný odkaz od bunky. Toho je možné dosiahnuť vymenovaním pozícii
a následným zahrnutím pozície k odkazu.
Obrázok 3.2: Príklad reprezentácie grafu v pamäti.
Vzhľadom k tomu, že knižnica je schopná práce aj s dátovou štruktúrou, ktorá nie je
pravidelná je potrebné zjednotiť prístup k jednotlivým bunkám. Preto bude bunečná plocha
umožňovať iba lineárny prístup k bunkám a trieda, ktorá sa stará o aplikovanie pravidiel
bude mať prístup iba k aktuálnej bunke a jej okoliu. Výsledný model pre bunečnú plochu
by vyzeral nasledovne.
Na obrázku 3.3 sa nachádza výsledný návrh tried pre prácu s celulárnymi automatmi.
Trieda Cell predstavuje jednotné rozhranie poskytované pre aplikovanie pravidla. Triedy
ako UniCell a NonUCell implementujú patričné metódy a dátové štruktúry s nimi spojené.
Trieda UniCell vnútorne implementuje prácu s dvojrozmerným poľom (maticou). Trieda
NonUCell implementuje prácu so šablónou vector<>, ktoré využívajú grafovú reprezen-
táciu a sú pospájané do štruktúry definovanej užívateľom.
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Obrázok 3.3: Návrh objektového modelu pre bunečnú plochu. Všetky metódy v modeli sú
virtuálne a vytvárajú jednotné rozhranie pre aplikovanie pravidla.
3.3 Návrh zadávania pravidiel pre celulárny automat
Ako bolo prezentované v 2.5, existuje veľké množstvo rôznych spôsobov, ako definovať
pravidlo pre celulárne automaty. Z toho dôvodu by mala knižnica umožňovať jednoduchý
zápis pravidiel, aby to nebolo pre užívateľa mätúce. Zápis jednotlivých pravidiel je izolovaný
od vnútornej štruktúry celého automatu. Užívateľ knižnice tak nebude zbytočne zaťažovaný
prípadnými detailami, čo sa týka samotného priebehu výpočtu.
Najvhodnejším spôsobom ako oddeliť funkčnosť od zadávania pravidiel je vytvorenie
samostatnej triedy, ktorá obsahuje čisto virtuálnu metódu. Užívateľ si tak vo svojom zdro-
jovom kóde preťaží túto metódu a dodefinuje jej telo, ktoré reprezentuje samotné pravidlo.
Táto metóda je potom volaná vo vnútri tej istej triedy postupne pre každú bunku. Tým
je zabezpečené, že užívateľ nevytvorí objekt tejto triedy bez toho, aby nevytvoril pravidlo,
ktoré by obsluhovalo bunky.
Pre správne zadávanie pravidiel musí táto trieda obsahovať metódy, ktoré budú posky-
tovať prístup k bunkám. Konkrétne by mal umožňovať prístup k práve prešetrovanej bunke,
a to nielen pre načítanie stavu bunky, ale aj zápis stavu bunky. Taktiež by mala umožňovať
získanie stavu z okolitých buniek, bez ktorých by sa výpočet nasledujúceho stavu nedal
realizovať. Pri sumačných pravidlách je vhodné vytvoriť metódu, ktorá získa súčet stavov
okolitých buniek, pričom musí byť napred definované o aké okolie sa jedná. Napríklad pre
pravidlo 150 (Rule 150) by zadávanie takéhoto pravidla mohlo vyzerať nasledovne:
Cell = (Left + Cell + Right)%2
Cell predstavuje pamäťovú bunku a jej nastavenie hodnoty stavu. Ako výsledok sa
predáva súčet hodnôt ľavej bunky, prešetrovanej bunky, pravej bunky a modula 2.
Pre celulárne automaty s nepravidelnou mriežkou sa pravidlá zadávajú rovnakým spô-
sobom, len je treba vždy testovať o aký typ bunky sa jedná (bunky sa delia podľa počtu
odkazov na svoje okolie) a pre každý typ bunky samostatne definovať pravidlo. Tým je
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zamedzené, aby automat narazil na bunku, pre ktorú by nevedel vypočítať nasledujúci
stav. Inou alternatívou by mohlo byť vytvorenie celého zoznamu pravidiel. Pri aplikácii
pravidla by automat vyberal vhodné pravidlá na základe bunky, ktorú práve prešetruje. Na
obrázku 3.4 sa nachádza výsledný objektový model.
Obrázok 3.4: Návrh objektového modelu pre zadávanie pravidla a jeho aplikácia na bunečnú
plochu.
3.4 Vytváranie cesty nepravidelnej mriežky CA
Navrhnúť akým spôsobom sa budú zadávať cesty pre celulárne automaty s nepravidelnou
mriežkou je netriviálny problém. Pre vytvorenie dátovej štruktúry máme na výber z nie-
koľkých možností, ako vytvoriť nepravidelnú mriežku automatu.
Použitie súboru so vstupnou konfiguráciou. Pre tento spôsob vytvárania dátovej štruk-
túry je potrebné vytvoriť syntaktické a sémantické pravidlá, akými sa bude riadiť parser
(funkcia, ktorá analyzuje vstupné dáta). Následne sa bude pomocou parsovaných dát vy-
tvárať dátová štruktúra. Pre užívateľa knižnice by mal byť zrozumiteľný spôsob akým sa
zadávajú dáta do súboru, preto je nutné čo najviac zjednodušiť zápis. Spôsob akým sa môžu
dáta zadávať do súboru je niekoľko:
• Jedným z nich môže byť zadávanie štruktúry slovným popisom, kedy sa určí koľko
buniek automatu sa bude alokovať a v akom smere. V tomto prípade je nutné určiť kde
a ako sa na seba viažu takto vytvorené bloky buniek. Tento popis by mal v podstate
formu jednoduchého programovacieho jazyka. Užívateľ by si vytvoril bloky buniek a
tie následne pospájal pomocou ”príkazov“.
• Druhý spôsob ako by sa mohli bunky zadávať je pomocou grafickej reprezentácie, kde
si užívateľ ”nakreslí“ ako bude vyzerať dátová štruktúra. V tomto prípade je nutné
stanoviť symboly, ktoré budú reprezentovať jednotlivý druh buniek, alebo sa bude
brať v úvahu iba existencia jedného typu bunky a ich typ sa určí na základe okolia,
ktoré táto bunka bude mať.
Vytvárať dátovú štruktúru je možné taktiež pomocou operátorov alebo metód. Výhodou
jazyka C/C++ je, že dokáže nadefinovať operátory, pomocou ktorých môžeme postupne vy-
tvoriť požadovanú dátovú štruktúru, pričom zápis sa pomerne skráti oproti použitiu volania
funkcii. Užívateľ knižnice má tak prehľad akú štruktúru vytvára, keď si vytvorí odpovedaj-
úcu plochu vo svojom zdrojovom kóde. Na druhej strane nemá možnosť vytvoriť patričnú
dátovú štruktúru za behu programu, iba v prípade, ak by nepoužil dynamické prilinkovanie
knižnice so svojou dátovou štruktúrou za behu programu. Tento spôsob vytvárania dátovej
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štruktúry je vo svojej podstate vhodný na jednoduché tvary plochy. Všetko to závisí od
schopností užívateľa, ako si dokáže predstaviť výsledok a správne použiť operátory. Mohlo





Knižnica bola implementovaná v prostredí Windows s prekladom za použitia MinGW.
V kompatibilite s inými operačnými systémami ako je napríklad Linux, nie je žiaden pro-
blém. Táto kapitola sa zaoberá samotnou implementáciou knižnice, ktorá bola vytvorená za
použitia predošlých návrhov. V závere tejto kapitoly sú uvedené príklady, pomocou ktorých
sa knižnica testovala.
4.1 Počiatočná inicializácia a vytvorenie buniek
Pri použití knižnice je dôležité správne nadefinovať počiatočnú konfiguráciu a okolie celulár-
neho automatu. V tomto bode je nutné si zvoliť bunečnú plochu, s ktorou sa bude pracovať.
Na výber máme z dvoch tried. Trieda Cell sa stará o plochu s pravidelnou mriežkou, pričom
NonUCell sa stará o bunky s nepravidelnou mriežkou.
4.1.1 Pravidelná mriežka triedy Cell
Konštruktor triedy Cell sa postará o vytvorenie zadaného počtu buniek. Vďaka preťaženiu
funkcii je možné definovať viacero konštruktorov, ktoré sa starajú o iné dimenzie, pričom
majú rovnaký názov akým sa volajú. To je dané množstvom parametrov, ktoré sa predá-
vajú do konštruktora. Ako prvý parameter konštruktora sa predáva počet buniek v x-ovej
súradnici. V prípade, ak by sa nezadal žiaden iný parameter sa predpokladá, že užívateľ
chce bunečnú plochu o jednom rozmere t.j. 1D plocha.
Pri použití druhého parametru sa predpokladá používanie aj y-ovej súradnice. V tomto
prípade sa vytvára bunečná plocha o dvoch rozmeroch t.j. 2D plocha, s ktorou sa bude
pracovať. U bunečnej plochy o dvoch dimenziách je nutné špecifikovať aj okolie, s kto-
rým sa bude pracovať. Na tento účel slúži tretí parameter špecifikujúci okolie. Na výber
máme zo základnej množiny a to: NEUMANN alebo MOORE. Takto špecifikované okolie sa berie
v úvahu až pri samotnom zadávaní pravidiel, ktorými sa bude riadiť celulárny automat.
Pre sumačné pravidlá je možné dodatočne zadať rozšírené moorove okolie a to funkciou
setRadius(), ktorá rozšíri prehľadávané okolie o zadanú celočíselnú hodnotu. Implicitne
je hodnota stanovená na 1. Dôvod prečo sa Metóda setRadius() aplikuje iba na sumačné
pravidlá je prostý. Pri použití napríklad wolframového pravidla by bolo nutné definovať
veľké množstvo pomocných funkcií, ktoré by zabezpečovali prístup k okolitým bunkám.
Vytváranie bunečnej plochy je možné aj pomocou vstupného súboru, ktorý obsahuje
počiatocný stav buniek. Pre načítanie súboru slúži funkcia loadGrid(), ktorej parametrom
je názov k definičnému súboru. Vytváranie definičného súboru je popísane v podkapitole 4.4.
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Pri vytváraní buniek sa implicitne všetky hodnoty stavov nulujú. Pre dodatočné nasta-
venie stavu je možné použiť funkciu setCellState(). Funkcia obsahuje dva alebo tri para-
metre. Použitie dvoch alebo troch parametrov závisí od predošlého konštruktora, presnejšie
od dimenzie, ktorá je použitá na vytvorenie bunečnej plochy. Pri použití 1D plochy je prvým
parametrom súradnica, ktorá určuje bunku, ktorá sa bude nastavovať. Druhým parametrom
je stav, na ktorý sa nastavuje požadovaná bunka. Pri 2D ploche je postup analogický až na
ten rozdiel, že prvé dva parametre určujú súradnice v ploche x, y a tretím parametrom je
nastavovaný stav.
4.1.2 Nepravidelná mriežka triedy NonUCell
Prácu s nepravidelnou mriežkou zabezpečuje trieda NonUCell. Konštruktor triedy zabez-
pečuje vytvorenie buniek iba určitého typu. Užívateľ má na výber z troch možných variant.
Prvý konštruktor poskytuje vytvorenie tzv. prázdnej plochy, ktorá slúži pri spájaní
väčších bunečných štruktúr, do ktorej sa uloží výsledok operácia spájania. Následne sa
predá ako odkaz do triedy pre výpočet celulárneho automatu. Táto prázdna bunka sa dá
taktiež využiť pri načítaní bunečnej štruktúry zo súboru, kedy sa vytvorí bunečná plocha
vo vnútri tohto objektu. Na to slúži funkcia loadGrid() s parametrom charakterizujúcim
názov definičného súboru. Vytváranie definičného súboru pre nepravidelnú mriežku je po-
písané v podkapitole 4.4 .
Druhý konštruktor zabezpečuje vytvorenie skupinu buniek zapojených za sebou. To
znamená, že bunky budú odkazovať, každá na svoju susednú bunku a navzájom. Počet
buniek je daný celočíselným parametrom.
Posledný konštruktor triedy NonUCell zabezpečuje vytvorenie jednej bunky s väčším
počtom odkazov na okolité bunky. To znamená, že bunka bude odkazovať na viac okolitých
buniek ako na 2. Špeciálne sa dá použiť na vytvorenie križovatky, ktorá spája iné bunky.
Parametrom tohto konštruktora je názov z množiny charakterizujúci jeho počet odkazov.
Menovite sú to TRIPOD, CROSS, PENTA a HEXA.
Keďže sa nedá presne definovať okolie u tohto typu mriežky z dôvodu rozmanitosti
buniek, rozhodol som sa vytvoriť okolie závislé na konkrétnej bunke. Okolie bunky bude
chápané svojimi ukazateľmi na susedné bunky. Od toho sa vyvíja aj výpočet, ktorý zabez-
pečuje trieda Automata.
Nastavenie počiatočného stavu buniek je podobný ako pri pravidelnej mriežke. Vzhľa-
dom k tomu, že v tomto prípade sa bunky budú spájať do zložitejších štruktúr, je dobré
nastaviť ich počiatočnú konfiguráciu hneď po ich vytvorení resp. pred samotným spájaním
do plochy. Je to dané tým, že počas procesu spájania buniek do plochy sa premiestňujú pa-
mäťové bunky a nie je potom možné určiť ich polohu. Hodnota stavu sa nastavuje pomocou
metódy setCellState(). Parameter metódy je iba jeden alebo dva. Pri jednom parametri
sa jedná iba o stav, ktorý sa nastaví jednej bunke. Pri dvoch parametroch predstavuje prvý
parameter index nastavovanej bunky a druhý parameter predstavuje hodnotu stavu.
4.2 Implementácia zadávania pravidla
V predošlej časti sa pomocou tried Cell alebo NonUCell vytvorila a nastavila pracovná
plocha, ktorá zabezpečí pamäťový priestor. V tejto časti je popísané, akým spôsobom je
implementované zadávanie pravidla do celulárneho automatu.
Trieda, ktorá sa stará o výpočet celulárneho automatu ma názov Automata. Poskytuje
prístup k hodnotám stavov aktuálnej bunky, ako aj k hodnotám stavov definovanému okoliu.
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Taktiež trieda poskytuje prístup k sume stavov okolia, čoho je možné využiť pri zadávaní
totalistického pravidla. Objekt tejto triedy nie je možné vytvoriť, lebo má deklarovanú
čisto virtuálnu metódu Rule(), ktorá predstavuje pravidlo CA. Na zadanie pravidla je
nutné triedu podediť a nadefinovať túto virtuálnu metódu. Vďaka tomu, že triedy Cell a
NonUCell poskytujú iba lineárny prístup k bunkám, má trieda Automata vždy prístup iba
k jednej bunke a jej okoliu. Nie je možné získať hodnotu stavu inej bunky ako definovanej
okolím. Pre vytvorenie pravidla máme k dispozícii funkcie na získanie hodnôt stavov. Názov
je určený podľa Neumanna a svetových strán: West(), East(), North(), South(). Na
získanie hodnoty prešetrovanej bunky je implementovaná funkcia Current(), ktorá má dva
ekvivalenty. Jeden s parametrom typu int, ktorý nastaví aktuálnu bunku a druhý bez
parametru, ktorý získa hodnotu stavu prešetrovanej bunky. Takže pri vytváraní pravidla





Pri použití totalistického pravidla je k dispozícii metóda Sum(), ktorá vypočíta súčet
hodnôt stavov okolitých buniek. Definované okolie musí byť zadané napred, pri vytváraní
plochy viď 4.1.1. U tohto spôsobu zadávania pravidla treba mať na pamäti, že sa musí počí-
tať súčet okolitých buniek, čo môže byť niekedy časovo náročné. Potom v rámci definície
pravidla sa porovnáva táto suma s rôznymi hodnotami, čo by viedlo k opätovnému výpočtu
rovnakej hodnoty. Ako optimalizáciu je možné využiť lokálnej premennej, kde sa táto hod-
nota uloží a následne sa bude porovnávať iba s touto lokálnou premennou. Taktiež je možné
tento problém vyriešiť pomocou vnútornej implementácie v triede Automata a to tak, že sa
po prvom volaní funkcie Sum() vytvorí vnútorná premenná a uloží sa tam výsledok metódy.
Pri ďalšom volaní sa použije vnútorná premenná. Pri výpočte sumy nasledujúcej bunky je




























4.3 Implementácia kroku automatu
Jadrom celého celulárneho automatu je funkcia, ktorá zabezpečuje výpočet stavov všetkých
jeho buniek. Túto funkciu implementuje trieda Automata a má názov Step(). Po zavolaní
tejto funkcie sa vnútorne volá funkcia Rule() pre každú bunku a vykoná jeden krok výpočtu.
Výpočet prebieha v niekoľkých krokoch podľa toho, aký druh bunečnej plochy je použitý.
V prípade, že je použitá bunečná plocha s pravidelnou mriežkou sa alokuje iba časť
bunečnej plochy, ktorá sa bude využívať na zápis hodnôt. O akú časť sa jedná je dané
veľkosťou okolia, ktoré sa bude využívať pravidlom a aké bolo deklarované pri vzniku bu-
nečnej plochy. Pri štandardnom použití Neumannového alebo Moorového okolia sa alokujú
iba tri pomocné riadky celulárneho automatu. Je to dané tým, ako postupuje výpočet stavov
buniek. Pri výpočte prvého riadku je nutné zapísať hodnoty prvého riadku bunečnej plochy
do prvého riadku pomocnej plochy. Tento pomocný riadok sa odloží, pretože sa v priebehu
výpočtu ďalších riadkov nijak nevyužíva. Pri výpočte druhého riadku bunečnej plochy sa
uloží výpočet stavov do druhého riadku pomocnej plochy, ako aj tretí riadok. Po naplnení
všetkých troch riadkov pomocnej plochy sa vymenia ukazatele, ktoré ukazujú na druhý a
tretí riadok pomocnej plochy s druhým a tretím riadkom bunečnej plochy, pričom prvý
riadok zostane nedotknutý. Výpočet postupuje ďalej tak, že štvrtý riadok bunečnej plochy
sa zapíše na druhý riadok pomocnej plochy a piaty riadok na tretí riadok pomocnej plo-
chy. Výpočet sa strieda medzi druhým a tretím riadkom pomocnej plochy, pričom sa vždy
po naplnení druhého a tretieho riadku vymenia ukazatele s bunečnou plochou na patričnú
pozíciu. Postup je daný preto tak, lebo pri poslednom riadku bunečnej plochy potrebujeme
vedieť aké hodnoty boli na prvom riadku bunečnej plochy, keďže existujú cyklické okrajové
podmienky. Po prepočte posledného riadku bunečnej plochy sa nahradí prvý riadok, ktorý
sme na začiatku odložili s bunečnou plochou, a tak sa kompletizuje celý výpočet. Tento
spôsob nevyžaduje dodatočné kopírovanie hodnôt naspäť do bunečnej plochy.
V prípade, že je použitá nepravidelná mriežka bunečnej plochy je nutné vytvoriť po-
mocnú výpočtovú plochu s rovnakou štruktúrou. Je to dané tým, lebo nevieme presne určiť
množstvo odkazov buniek a kam odkazujú. Pri tomto spôsobe je situácia jednoduchšia, lebo
hodnoty vypočítaných stavov sa len kopírujú do rovnakej dátovej štruktúry. V pamäti sa
tak nachádzajú dve kópie dát o čase t a t+ 1.
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Obrázok 4.1: Diagram metódy step
4.4 Inicializácia pomocou vstupného súboru
Ako bolo spomenuté v podkapitole 3.4, je možné pomocou vstupného súboru vytvoriť cestu
celulárneho automatu. Pomocou tohto súboru je možné vytvoriť aj počiatočnú konfiguráciu
automatu, ktorou sa automat inicializuje a následne zaháji výpočet.
Pre pravidelnú mriežku triedy Cell je nutné zadať do súboru hodnoty stavov buniek
pre všetky bunky. Hodnoty stavov sú určené číslom, ktoré charakterizuje ich počiatočnú
hodnotu. Rozmery mriežky sú dané počtom hodnôt stavov v riadku, čo udáva počet buniek
v x-ovej súradnici a počet riadkov udáva počet buniek v y-ovej súradnici. Pre triedu Cell
je dôležité, aby bol rovnaký počet buniek v každom riadku. V opačnom prípade vytvorenie
mriežky nie je korektné, čo spôsobí chybu a funkcia loadGrid() vráti hodnotu false. Z toho
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dôvodu je nutné aby si užívateľ ošetril návratovú hodnotu tejto funkcie.
Pre nepravidelnú mriežku triedy NonUCell je situácia podobná. Je nutné dodržať počet
hodnôt stavov na každom riadku. Pre bunky, ktoré nechceme vytvoriť sa namiesto ich hod-
noty zadá znak ”x“, ktorý sa pri vytváraní bunky preskočí a nespôsobí alokáciu pamäťových
zdrojov. Pre bunky, ktoré chceme vytvoriť sa použije číselná hodnota. Po načítaní vstup-
ného súboru sa vytvoria bunkové väzby, čo spôsobí nastavenie okolia každej alokovanej
buky.
4.5 Testovanie a ukážkové príklady
V tejto kapitole sú popísané ukážkové príklady, na ktorých bola knižnica testovaná. Príklady
boli vyberané tak, aby demonštrovali použiteľnosť knižnice.
4.5.1 Hra Life
Hra life je typickým príkladom použitia celulárneho automatu. Táto hra sa odohráva na
dvojrozmernej ploche s pravidelnou mriežkou. Táto hra nemá žiadnych hráčov, pretože
po počiatočnej konfigurácii sa celá hra vyvíja samostatne. Bunky celulárneho automatu
nadobúdajú iba hodnoty 1-živá alebo 0-mŕtva bunka. Okolie je tvorené pomocou Moorovej
definície tzn. 8-okolie. Táto hra je príkladom totalistického pravidla (viď 2.5.1 ). Pomocou
tohto okolia sa urči nasledujúci stav buky:
• Mŕtva bunka sa stane živou v prípade ak práve 3 bunky s jej 8-okolia sú živé.
• Živá bunka ostane živou v nasledujúcej generácii ak 2 alebo 3 bunky z jej okolia sú
nažive. V opačnom prípade umiera. Toto pravidlo taktiež hovorí o tom, že ak je bunka
nažive, ale iba jeden z jej okolia je nažive, tak tá prvá bunka umrie na ”osamelosť“
(loneliness). Na druhej strane, ak viac ako tri bunky okolia sú nažive, bunka zomrie
na ”preplnenie“ (overcrowding).
Niekedy sa toto pravidlo označuje ako 23/3. To znamená, že na prežitie bunky sú po-
trebné 2 alebo 3 bunky, pričom na vzniknutie sú potrebné 3. Tieto pravidlá môžu byť taktiež
reprezentované pomocou prechodovej tabuľky:
zi,j(t) suma
8 7 6 5 4 3 2 1 0
0 0 0 0 0 0 1 0 0 0
1 0 0 0 0 0 1 1 0 0
Tabulka 4.1: Tabuľka pravidiel hry Life
Pričom riadok, ktorý je zodpovedný za hodnotu nasledujúceho stavu zi,j(t+1) je závislý
na hodnote stavu 0 alebo 1 prešetrovanej bunky zi,j(t). Z toho vyplýva, že ak je hodnota
prešetrovanej bunky zi,j(t) rovná 1 a suma stavov okolitých buniek je 3, tak nasledujúci
stav zi,j(t+ 1) je rovná 1.
Na otestovanie správnosti knižnice bola použitá mriežka o rozmeroch 70 x 52 buniek.
Pre počiatočnú inicializáciu bolo vytvorených niekoľko štruktúr z originálnej hry life.
• klzákové delo (glider gun), ktoré vytvára pri určitom časovom okamihu klzáky (glider).
• klzák (glider) ako následok klzákového dela.
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• oscilátory, ako maják (beacon), ropucha (toad) a pulzar (pulsar).
• od odľahčená vesmírna loď (Lightweight spaceship).
Podľa výsledkov získaných pozorovaním, tieto štruktúry pracovali bezchybne, ako je
možné vidieť na obrázkoch vyexportovanými z knižnice. Na obrázkoch sa nachádza kniž-
nica počas počiatočnej konfigurácie a po 200 iteráciach výpočtu, po ktorom klzáky začali
deštruovať integritu inicializovanej štruktúry.
Obrázok 4.2: Počiatočná konfiguracia hry Life.
Obrázok 4.3: Hra Life po 200 iteráciach.
Druhým testom hry Life je inicializácia mriežky automatu pomocou náhodne nage-
nerovaných stavov buniek. Rozmery mriežky sú 70 x 40 buniek. Počet živých buniek pri
inicializácii je 1431, pričom postupne ich počet klesá a po 1000 iteráciách je ich počet
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73. Postupný vývin je možné nájsť v prílohe A. Graf závislosti počtu živých buniek od
jednotlivých krokov vyzerá nasledovne:
Obrázok 4.4: Závisloť živých buniek od počtu krokov
4.5.2 Generations – Circuit Genesis
Pravidlá pre Generations majú podobný základ ako hra Life, len s tým rozdielom, že bunky
majú viac stavov ako 2. Bunka od svojho vzniku ”ostarne“ v nasledujúcej generácii vývoja.
Po dosiahnutí určitej staroby bunka umrie. To znamená, že má svoju históriu, ktorú si so
sebou nesie. Bunky, ktoré ostarli o určitú dobu nedokážu dať zrod novej bunke, len zaberajú
priestor na mriežke CA, čo znamená, že pozmeňujú pravidlá hry oproti Life.
Ako test, z tejto rodiny pravidiel bol zvolený Circuit Genesis, ktorého pravidlo má
tvar 2345/1234/8. Pričom prvé dve čísla majú rovnaký význam ako v hre Life a posledné
číslo vyjadruje počet stavov, ktoré môže bunka nadobúdať. Circuit Genesis má expandujúci
charakter tzn., že aplikáciou pravidiel sa bunky vytvárajú vo väčšej miere, ako zanikajú.
Tabuľka prechodových pravidiel vyzerá nasledovne:
zi,j(t) suma
8 7 6 5 4 3 2 1 0
0 0 0 0 1 1 1 1 0 0
1 0 0 0 0 1 1 1 1 0
1 < x < 7 x+ 1
7 0 0 0 0 0 0 0 0 0
Tabulka 4.2: Tabuľka pravidiel Circuit Genesis
Pričom x predstavuje stav bunky a x + 1 je ostarnutie. Do určitého bodu, čo v tomto
prípade je stav prešetrovanej bunky rovný 7, bunka zomrie (stav 0). Úmrtie bunky je
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nezávislé na aktuálnej sume.
Ako počiatočná konfigurácia bola zvolená ”kružnica“ o priemere 23 buniek v strede
mriežky o rozmeroch 79x79 buniek. Po alikovaní 27-mich krokoch vznikol zaujímavý ob-
razec, ktorý je možné vidieť na obrázku 4.5. Podrobnejší vývoj sa nachádza v prílohe B.
Podľa [15] bol dosiahnutý výsledok ekvivalentný voči simulátoru, ktorý je možné nájsť na
internetových stránkach [16].




Testovanie ukázalo, že funkčnosť knižnice je v poriadku, čo dokazujú testy, ktorým bola
podrobená. Z toho usudzujem, že knižnica splnila svoj účel a to ten, že dá užívateľovi mož-
nosť vytvorenia svojho vlastného celulárneho automatu bez prípadného obmedzenia, akým
disponujú voľne šíriteľné simulátory. Na internete sa nachádza množstvo apletov a simulá-
torov, ktoré poskytujú iba čiastočnú funkčnosť, čo znamená, že drvivej väčšine simulátorov
chýba zadávanie vlastných pravidiel alebo nevyhovujú rozmery mriežky automatu. Navyše
žiaden z dostupných simulátorov neposkytuje svoje knižnice pre verejnosť, čím znemožňuje
integráciu do programov na vyššej úrovni alebo do programov, ktoré nie sú primárne určené
len pre ukážku celulárnych automatov.
Ako test výkonnosti knižnice som zvolil jednoduchý test v podobe 1500 náhodne vy-
generovaných hodnôt stavov do mriežky o rozmeroch 70 x 40 buniek. Po 1000 iteráciách a
aplikácii pravidla hry Life dosahuje čas na školskom serveri merlin hodnotu 0.460 s. Čo je
pomerne nízka hodnota vzhľadom k tomu, že musí pravidlo prechádzať cez 2800 buniek a
každej z nich počítať sumu okolitých buniek počas 1000 iterácii. Obrázky vývoja je možné
nájsť v prílohe A.
Pred samotnou implementáciou boli načrtnuté výhody a nevýhody zvoleného riešenia
a boli navrhnuté niektoré alternatívy, ktoré je nutné brať v úvahu pri návrhu. Ako výhodu
vidím vo vytvorení samostatnej knižnice, ktorú je možné použiť v rámci iného projektu.
Druhou výhodou je platformová nezávislosť, ktorou disponuje jazyk C++. Knižnica bola
testovaná na platformách Linux a Windows Vista.
Ako možné rozšírenie môjho riešenia vidím v niektorých častiach návrhu. Vylepšiť by
sa dalo zadávanie pravidiel pre celulárny automat. V súčasnej dobe knižnica umožňuje
zadávanie pravidiel iba v rámci zdrojového textu, ktorý sa musí preložiť prekladačom jazyka
C++. Riešenie by sa dalo vylepšiť pomocou externého súboru obsahujúceho pravidla, ktorý
by sa analyzoval a vytvoril potrebné pravidlo, na čo by bolo potrebné vytvoriť analyzátor
a interpret. Možné vylepšenie by som videl aj pri rozsahu stavov buniek. V tomto štádiu
knižnica dokáže pracovať iba s rozsahom stavov daným typom int, čo nemusí každému
vyhovovať. Pri použití knižnice na zabudovaných systémoch (embedded systems) by tento
rozsah bol až zbytočne veľký. Z toho dôvodu by som odporučil použitie šablón jazyka
C++, pri ktorých by si užívateľ knižnice sám vybral vnútornú štruktúru použitú na rozsah
stavov. Pre zrýchlenie výpočtu by bolo možné použiť paralelizmus a akcelerovať knižnicu
za použitia viac-jadrového procesora alebo grafickej karty (GPGPU).
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Life s náhodnou inicializáciou
Aplikácia 1000 iterácii pravidla hry Life na mriežku o rozmeroch 70x40 buniek.
Obrázok A.1: Inicializácia približne 1500 náhodne vybraných buniek
Obrázok A.2: Vývoj po 50-tich iteráciách.
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Obrázok A.3: Vývoj po 100 iteráciách.
Obrázok A.4: Vývoj po 200 iteráciách.
Obrázok A.5: Vývoj po 300 iteráciách.
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Obrázok A.6: Vývoj po 400 iteráciách.
Obrázok A.7: Vývoj po 500 iteráciách.




Obrázok B.1: Inicializácia Circuit Genesis.
Obrázok B.2: Vývoj po 5-tich iteráciách.
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Obrázok B.3: Vývoj po 10-tich iteráciách.
Obrázok B.4: Vývoj po 15-tich iteráciách.
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Obrázok B.5: Vývoj po 20-tich iteráciách.
Obrázok B.6: Vývoj po 27-tich iteráciách.
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