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2.1. Tinjauan Pustaka
Menurut penelitian yang dilakukan oleh Effan Najwaini dan Azhari SN
(2012) Dokumentasi Sebagai Bagian Dari Perangkat Lunak merupakan studi
kasus penggunaan IEEE/ANSI 830-1993. Dokumentasi merupakan sarana
peyampaian informasi tentang perangkat lunak. Suatu program komputer belum
dapat dikatakan sebuah perangkat lunak tanpa adanya dokumentasi perangkat
lunak tersebut. Pembuatan dokumentasi dapat membawa banyak manfaat bagi
para pengembang perangkat lunak. Dokumentasi dapat mengefisienkan waktu dari
perancangan, pembuatan, pengetesan dan pemanfaatan sebuah perangkat lunak.
Sayangnya banyak para pengembang yang mengabaikan kualitas dari
dokumentasi perangkat lunak mereka. Dokumen sering dibiarkan tanpa
diperbaharui sehingga memberikan informasi yang kurang akurat. Paper ini
membahas pembuatan dokumentasi yang baik, serta penjabaran kegunaan dari
dokumen tersebut.
Dokumentasi merupakan sebuah artefak yang tujuannya untuk
menyampaikan informasi tentang sistem perangkat lunak yang menyertainya.
Selain itu dokumentasi mempunyai fungsi (a). Bertindak sebagai media
komunikasi antar anggota pengembang tim; (b). Penyimpanan sistem informasi
untuk digunakan oleh maintenance engineers; (c). Membantu manajer proyek
dalam merencanakan, mengatur anggaran, dan penjadwalan dalam proses
pembangunan perangkat lunak; (d). Memberi penjelasan kepada pengguna
bagaimana cara menggunakan dan mengelola sistem yang dibangun.
Dokumentasi desain berisi penjelasan rinci tentang inti teknis dari rekayasa
perangkat lunak yang meliputi struktur data, arsitektur program, interface dan
detail prosedural. Beberapa lembaga maupun peneliti telah memberikan outline
yang dapat digunakan sebagai dasar pembuatan dokumen perangkat lunak.
Outline tersebut sangat membatu untuk menentukan hal apa yang seharusnya
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yang mutlak harus diikuti, tetapi alangkah lebih baik jika mengikuti standar yang
telah dibuat oleh lembaga tertentu, misalnya standar IEEE. Jika tidak mengikut
standar tersebut, tujuan utama dokumentasi yaitu memberikan informasi yang
lengkap dan akurat harus tetap dipenuhi.
Dokumentasi yang baik akan membawa manfaat yang cukup besar baik itu
bagi pengembang maupun bagi pengguna perangkat lunak. Dokumentasi yang
baik yaitu dokumen yang memberikan informasi yang lengkap dan akurat, mudah
dibaca dan dimengerti, serta ditulis dengan baik. Berikut beberapa manfaat dari
pembuata dokumen perangkat lunak yang baik:
1. Seorang software engineers untuk memahami cara kerja suatu program
atau perangkat lunak mungkin cukup dengan membaca kode yang dibuat.
Tetapi hal itu akan memakan waktu yang lebih lama dibandingkan dengan
membaca sebuah dokumen yang berisi data lengkap tentang alur program
tersebut. Begitu juga ketika melakukan pengujian perangkat lunak. Ketika
ditemukan adanya kesalahan atau bug dalam program tersebut, maka
diperlukan perbaikan kode program. Dengan adanya dokumentasi yang
baik mungkin akan mempersingkat waktu perbaikan dari kode program
tersebut.
2. Dengan adanya dokomentasi perencanaan, persyaratan, desain yang baik
akan lebih mempercepat pembuatan sebuah perangkat lunak. Pembuatan
perangkat lunak juga lebih terstruktur sehingga dapat membuat perangkat
lunak yang berkualitas baik.
3. Dari sisi pengguna, pengguna dapat dengan cepat mengerti cara kerja dari
perangkat lunak tersebut dan dapat memanfaatkan semua feature-nya
dengan maksimal. Pengguna juga dapat dengan cepat menangani berbagai
masalah (error) dari perangkat lunak tersebut.
Penelitian lain mengenai kebutuhan perangkat lunak juga dilakukan oleh
Manu Sood (2011). Dimana tools UML yaitu use cases yang digunakan untuk
menggambarkan kebutuhan perangkat lunak. Kemudian membagi kebutuhan
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yang akan dibangun.
Permasalahan yang terkait mengenai spesifikasi kebutuhan perangkat lunak
juga terdapat pada penelitian yang dilakukan oleh Miss. G. Swathi, Dr. Ch GVN
Prasad dan Mr. Arruri Jagan bahwasannya ada beberapa panduan yang perlu
diingat ketika membuat dokumentasi persyaratan perangkat lunak, (a). Jauhkan
kalimat dan paragraf pendek. Gunakan suara aktif. Gunakan tata bahasa yang
benar, ejaan, dan tanda baca. Gunakan istilah secara konsisten dan menetapkan
mereka dalam glossary atau kamus data; (b). Untuk melihat apakah pernyataan
perangkat lunak cukup didefinisikan dengan baik, membacanya dari perspektif
pengembang; (c). Menulis persyaratan dengan detail dan konsisten dari
keseluruhan dokumentasi perangkat lunak; (d). Hindarkan redudansi dalam
menyatakan persyaratan perangkat lunak.
2.2. Pengertian Sistem Informasi
Menurut (Abdul Kadir, 2003) sesungguhnya yang dimaksud dengan sistem
informasi tidak harus melibatkan komputer. Istilah sistem informasi lebih sering
dipakai tanpa embel-embel berbasis komputer walaupun dalam kenyataan nya
komputer merupakan bagian yang penting. Jadi sistem informasi yaitu mencakup
sejumlah komponen (manusia, komputer, teknologi informasi, dan prosedur
kerja), ada sesuatu yang diproses (data menjadi informasi) dan dimaksudkan
untuk mencapai suatu sasaran atau tujuan.
2.3. Komponen Sistem Informasi
Menurut (Abdul Kadir, 2003) dalam suatu sistem informasi terdapat
komponen-komponen seperti:
1. Perangkat keras (hardware)
Mencakup peranti-peranti fisik seperti komputer dan printer.
2. Perangkat lunak (software)
Sekumpulan instruksi yang memungkinkan perangkat keras untuk dapat
memproses data.
83. Prosedur
Sekumpulan aturan yang dipakai untuk mewujudkan pemrosesan data dan
pembangkitan keluaran yang dikehendaki.
4. Orang
Semua pihak yang bertanggung jawab dalam pengembangan sistem
informasi, pemrosesan, dan penggunaan keluaran sistem informasi.
5. Basis data (database)
Sekumpulan tabel, hubungan dan lain-lain yang berkaitan dengan
penyimpanan data.
6. Jaringan komputer dan komunikasi data
Sistem penghubung yang memungkinkan sumber (resources) dipakai
secara bersama atau diakses oleh sejumlah pemakai.
2.4. Object Oriented
Menurut (Sholiq, 2006) berorientasi objek atau object oriented merupakan
paradigma baru dalam rekayasa perangkat lunak yang memandang sistem sebagai
kumpulan objek-objek diskrit yang saling berinteraksi. Yang dimaksud dengan
berorientasi objek adalah bahwa mengorganisasikan perangkat lunak sebagai
kumpulan objek-objek diskrit yang bekerja sama antara informasi atau struktur
data dan perilakau (behavior) yang mengaturnya.
Menurut (Adi Nugroho,2002) OOP (Objeck Oriented Programming) atau
pemrograman berorientasi objek adalah suatu cara baru dalam berpikir serta
berlogika dalam menghadapi masalah-masalah yang akan dicoba-atasi dengan
bantuan komputer. Filosofi OOP menciptakan sinergi luar biasa sepanjang siklus
pengembangan perangkat lunak (perencanaan, analisis, perancangan, serta
implementasi) sehingga dapat diterapkan pada perancangan sistem secara umum
menyangkut perangkat lunak, perangkat keras, serta sistem informasi secara
keseluruhan.
Objek adalah konsep abtraksi atau sesuatu yang memiliki arti bagi aplikasi
yang akan dikembangkan. Pengertian objek biasanya adalah kata benda, namun
objek dalam konteks OOP bukan hanya objek nyata yang bisa dilihat serta diraba
dan dilihat secara kasat mata, namun juga menyangkut entitas-entitas konseptual
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Menurut (Sholiq, 2006) beberapa istilah berorientasi objek adalah:
1. Abtraksi (abtraction)
2. Pewarisan (inheritance)
3. Banyak bentuk (polymorphism)
4. Pembungkusan (encapsulation)
5. Pengiriman pesan (message sending)
6. Assosiasi (assosiation)
7. Aggregasi (aggregation)
2.4.1. Object Oriented Analyst (OOA)
Menurut ( Nugroho, 2005 ) OOA adalah tahapan perangkat lunak dengan
menentukan spesifikasi sistem (sering orang menyebutnya sebagai SRS/ System
Requirement Spesification ) dan mengidentifikasi kelas-kelas serta hubungannya
satu terhadap yang lainnya. Untuk memahami spesifikasi sistem, kita perlu
mengidentifikasi para pengguna atau yang sering disebut sebagai aktor-aktor.
Siapa aktor-aktor yang akan menggunakan sistem dan bagaimana mereka
menggunakan sistem.
Mencari objek-objek fisik pada sistem juga memungkinkan kita untuk
mendapatkan informasi lebih lengkap objek-objek pada sistem yang
bersangkutan.Objek-objek dapat bersifat mandiri, organisasi-organisasi, satuan
informamsi, gambar-gambar, atau apapun yang menyusun suatu aplikasi dalam
konteks representasi dunia nyata dalam sistem yang sedang dikembangkan.
Adapun aktifitas utama dari OOAD adalah:
1. Menganalisis masalah domain
2. Menjelaskan sistem proses
3. Mengidentifikasi objek
4. Menentukan atribut
5. Mengidentifikasi operasi
6. Komunikasi objek
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2.4.2. Object Oriented Design (OOD)
Menurut adi Nungroho, OOD adalah merancang kelas-kelas yang
teridentifikasi selama tahap analisis dan antarmuka ( user Interface). Selama tahap
ini kita mengidentifikasi dan menambah beberapa objek dan kelas yang
mendukung implementasi dari spesifikasi kebutuhan. Adapun proses pada OOD
meliputi:
1. Mendefenisikan konteks dan mode dari penggunaan sistem.
2. Mendesai arsitektur sistem.
3. Identifikasi objek sistem utama.
4. Mengembangkan model desain.
5. Menentukan interface objek.
2.4.3. Unifield Modelling Language (UML)
Menurut (Sholiq, 2006) Notasi UML dibuat sebagai kolaborasi dari Grady
Booch, DR.James Rumbough, Ivar Jacobson, Rebecca Wirfs-Brock, Peter
Yourdon, dan lainnya. Jacobson menulis tentang pendefinisian persyaratan-
persyaratan sistem yang disebut use case. Juga mengembangkan sebuah metode
untuk perancangan sistem yang disebut Object Oriented Software Enginnering
(OOSE) yang berfokus pada analisis. Boch, Rumbough dan Jacobson biasa
disebut dengan tiga sekawan (tree amigod). Semuanya bekerja di Rational
Software Corporation dan berfokus pada standarisasi dan perbaikan ulang UML.
Simbol UML mirip dengan Boch, notasi OMT, dan juga ada kemiripan dengan
notasi lainnya.
Penggabungan beberapa metode menjadi UML dimulai 1993. Pada akhir
tahun 1995 Unified Method versi 0.8 diperkenalkan. Unified Method diperbaiki
dan di ubah menjadi UML pada tahun 1996, UML 1.0 disahkan dan diberikan
pada Object Technology Group (OTG) pada tahun 1997, dan pada tahun itu juga
beberapa perusahaan pengembang utama perangkat lunak mulai mengadopsinya.
UML menyediakan beberapa diagram visual yang menunjukkan berbagai
aspek dalam sistem. Ada beberapa diagram yang disediakan dalam UML antara
lain:
11
1. Digram use case (use case diagram)
2. Diagram aktivitas (activity diagram)
3. Diagram sekuensial (sequence diagram)
4. Diagram kolaborasi (collaboration diagram)
5. Diagram kelas (class diagram)
6. Diagram statechart (statechart diagram)
7. Diagram komponen (component diagram)
8. Diagram deployment (deployment diagram)
2.4.3.1. Diagram Use Case
Diagram use case menyajikan interaksi antara use case dan aktor.
Dimana aktor dapat berupa orang, peralatan, atau sistem lain yang berinteraksi
dengan sistem yang sedang dibangun. Use case menggambarkan fungsionalitas
sistem atau persyaratan-persyaratan yang harus dipenuhi sistem dari pandangan
pemakai atau pengguna.
2.4.3.2. Diagram Aktivitas
Diagram aktivitas menggambarkan aliran fungsionalitas sistem. Dapat
juga digunakan untuk menggambarkan aliran kejadian (flow of events) dalam use
case. Aktivitas dalam digram dipresentasikan dengan bentuk bujur sangkar
bersudut tidak lancip, yang didalam nya berisi langkah-langkah apa saja yang
terjadi dalam aliran kerja. Ada sebuah keadaan mulai (start state) yang
menunjukkan dimulainya aliran kerja, dan sebuah keadaan selesai (end state) yang
menunjukkan akhir diagram, titik keputusan dipresentasikan dengan diamond.
Diagram aktivitas tidak perlu dibuat untuk setiap aliran kerja, tetapi diagram ini
akan sangat berguna untuk aliran kerja yang komplek dan melebar.
2.4.3.3. Diagram Sekuensial
Diagram sekuensial digunakan untuk menunjukkan aliran fungsionalitas
dalam use case.
2.4.3.4. Diagram Kolaborasi
Diagram kolaborasi menunjukkan informasi yang sama persis dengan
diagram sekuensial, tetapi dalam bentuk dan tujuan yang berbeda. Pada diagram
sekuensial, keseluruhan interaksi berdasarkan urutan waktu, tetapi pada diagram
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kolaborasi, interaksi antar objek atau aktor ditunjukkan dengan arah panah tanpa
keterangan waktu.
Diagram kolaborasi berbentuk seperti bintang, dengan beberapa objek
yang berkomunikasi dengan sebuah objek pusat. Arsitek sistem menggunakan
diagram ini untuk menyimpulkan bahwa sistem yang dibangun sangat tergantung
pada objek pusat, dan merancang ulang objek-objek untuk mendistribusikan
proses secara merata. Interaksi demikian akan sulit dilihat jika menggunakan
diagram sekuensial saja.
2.4.3.5. Diagram Kelas
Diagram kelas menunjukan interaksi antara kelas dalam sistem. Kelas
mengandung informasi dan tingkah laku (behavior) yang berkaitan dengan
informasi tersebut. Sebuah kelas pada diagram kelas dibuat untuk setiap tipe objek
pada diagram sekuensial atau diagram kolaborasi.
Para programmer menggunakan diagram ini untuk mengembangkan
kelas. Case tool tertentu seperti rational rose membangkitkan struktur kode
sumber untuk kelas-kelas, kemudian para programmer menyempurnakan dengan
bahasa pemrograman yang dipilih pada saat coding. Para analyst menggunakan
digram ini untuk menunjukkan detail sistem, sedangkan arsitek sistem
mempergunakan diagram ini untuk melihat rancangan sistem.
2.4.3.6. Diagram Statechart
Diagram statechart menyediakan sebuah cara untuk memodelkan
bermacam-macam keadaan yang mungkin dialami oleh sebuah objek. Jika dalam
diagram kelas menunjukkan gambaran statis kelas-kelas dan relasinya, diagram
statechart digunakan untuk memodelkan tingkah laku dinamik sistem.
2.4.3.7. Diagram Komponen
Diagram komponen menunjukkan model secara fisik komponen
perangkat lunak pada sistem dan hubungannya antar pengguna. Ada dua tipe
komponen dalam diagram yaitu komponen excutable dan kode pustaka (libraries
code). Masing-masing kelas dalam model akan dipetakan ke sebuah komponen
kode pustaka. Setelah komponen dibuat pengguna akan ditambahkan dalam
diagram komponen dengan memberikan relasi antara komponen-komponen.
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Relasi yang terjadi antara komponen hanya satu tipe relasi yaitu dependensi yang
menunjukkan ketergantungan compile-time dan rune-time antar komponen.
Diagram komponen digunakan oleh siapapun yang bertanggung jawab
untuk melakukan kompilasi sistem. Diagram ini juga menunjukkan komponen apa
yang dibutuhkan saat proses kompilasi dan menampilkan komponen run-time apa
saja yang dibuat sebagai proses kompilasi dan memperlihatkan pemetaan dari
kelas-kelas ke komponen-komponen sebagai implementasi kelas.
2.4.3.8. Diagram Deployment
Diagram deployment menampilkan rancangan fisik jaringan sehingga
terlihat berbagai komponennya. Diagram deployment digunakan oleh manajer
proyek, arsitek sistem, dan karyawan distribusi untuk memahami rancangan fisik
sistem dan dimana saja sub sistem yang akan dibuat. Diagram ini membantu
manajer proyek mengkomunikasikan tentang apa yang sistem inginkan terhadap
pemakai, juga membantu bagian pengembangan untuk merencanakan distribusi
yang akan ditawarkan.
2.5. Analisis Kebutuhan
Ada sejumlah pemahaman yang berkaitan dengan analisis kebutuhan yang
umum digunakan. Pemahaman tersebut antara lain adalah:
a. Analisis kebutuhan merupakan satu diantara banyak aktivitas kritis pada
proses rekayasa perangkat lunak untuk memahami ranah permasalahan dari
sistem yang berjalan dan ranah solusi dari sistem yang akan dibuat (Yen
et.al., 1998).
b. Analisis kebutuhan merupakan bagian dari proses kebutuhan perangkat lunak
yang berperan menjembatani jurang yang sering terjadi antara level rekayasa
kebutuhan dan perancangan perangkat lunak (Pressman, 2008).
c. Analisis kebutuhan bertujuan menyempurnakan kebutuhan-kebutuhan yang
ada untuk memastikan pemangku kepentingan memahaminya dan
menemukan kesalahan-kesalahan, kelalaian, dan kekurangan lainnya jika ada
(Wiegers, 2003).
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d. Analisis kbutuhan memungkinkan pengembang membangun model-model
yang akan diterjemahkan ke dalam data, arsitektur, antarmuka, dan prosedural
perancangan menjadi perancangan perangkat lunak (Pressman, 2008).
e. Analisis kebutuhan merupakan proses mendapatkan, mengklasifikasikan, dan
menstrukturisasi informasi yang dilakukan oleh perekayasa ketika berusaha
memahami semua bagian dari permasalahan dan hubungannya.
Adapun isu-isu mendasar dalam analisis kebutuhan adalah:
1. Bagaimana mengumpulkan kumpulan kebutuhan selengkap mungkin dari
pelanggan dan sumber-sumber lain secara efektif?
2. Bagaimana mendekomposisi permasalahan kedalam bagian-bagian yang
bisa dikelola secara intelektual?
3. Bagaimana mengorganisasi informasi agar dapat dimengerti?
4. Bagaimana mengkomunikasikan permasalahan kepada setiap pihak yang
terlibat?
5. Bagaimana menyelesaikan kebutuhan-kebutuhan yang konflik?
6. Bagaimana mengetahui kapan harus berhenti?
2.5.1. Tujuan Analisis kebutuhan
Ada tiga tujuan utama dari proses analisis kebutuhan, adapun ketiga tujuan
utama dari aktivitas analisis kebutuhan dapat diformulasikan sebagai berikut:
1. Mengolah hasil elisitasi kebutuhan untuk menghasilkan dokumen
spesifikasi kebutuhan yang isi keseluruhannya sesuai dengan apa yang di
inginkan pengguna (Liu and Yen, 1996).
2. Mengembangkan persyaratan kualitas yang memadai dan rinci, dimana
para manager dapat membuat perkiraan proyek yang realistis dan staf
teknis dapat melanjutkan dengan perancangan, implementasi dan
pengujian (Wiegers, 2003).
3. Membangun pemahaman tentang karakteristik ranah permasalahan dan
sekumpulan kebutuhan untuk menemukan solusi.
Ketiga tujuan dari proses analisis kebutuhan ini dapat dicapai oleh
perekayasa kebutuhan dengan melalui serangkaian tahapan-tahapan aktivitas.
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2.5.2. Tahapan Analisis Kebutuhan
Tahapan analisis kebutuhan dari masing-masing aktivitas dalam rekayasa
kebutuhan perangkat lunak, adapun aktivitas-aktivitas dari tahapan tersebut
sebagai berikut:
1. Domain Understanding
Dalam tahapan ini perekayasa kebutuhan perangkat lunak harus
mengetahui bagaimana organisasi perusahaan beroperasi dan apa yang
menjadi permasalahan pada sistem yang sedang berjalan saat ini.
Perekayasa harus memfokuskan kepada “Apa” yang menjadi
permasalahan. Perekayasa hendaknya tidak berhenti pada menemukan
“gejala” dari permasalahan, akan tetapi perlu menemukan “Mengapa”
permasalahan itu terjadi untuk menemukan akar dari permasalahan dari
sistem yang sedang berjalan tersebut.
2. Requirements Collection
Tahapan ini merupakan tahapan pengumpulan kebutuhan akan sistem yang
akan dibangun. Pada tahapan ini diperlukan adanya interaksi intensif
dengan pemangku kepentingan, terutama dengan pengguna akhir.
3. Classification
Pada tahapan sebelumnya kumpulan kebutuhan masih tidak terstruktur.
Untuk itu kebutuhan yang saling berkaitan dikelompokkan, baik menurut
kelas penggunanya maupun jenis kebutuhannya. Selanjutnya kebutuhan-
kebutuhan tersebut diorganisasi kedalam kelompok-kelompok yang
koheren. Perekayasa perlu memisahkan antara kebutuhan dan keinginan
dari pengguna.
4. Conflict Resolution
Pada tahapan ini adalah menemukan dan menyelesaikan kebutuhan yang
didalamnya terdapat konflik.
5. Prioritisation
Pada tahapan dilakukan interaksi dengan pemangku kepentingan untuk
mengidentifikasi kebutuhan-kebutuhan prioritas dari masing-masing
kebutuhan agar sumber daya yang tersedia pada organisasi dialokasikan
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untuk mengimplementasikan kebutuhan yang terutama dari pemangku
kepentingan.
6. Requirements Checking
Menganalisa sekumpulan kebutuhan dari hasil tahapan sebelumnya untuk
memverifikasi dan memvalidasi berdasarkan aspek kelengkapan,
konsistensi, dan kebutuhan nyata.
Dalam rekayasa kebutuhan, analisis kebutuhan yang baik hendaklah
menitik beratkan pada ranah permasalahan dan bukan pada ranah solusi. Tujuan
utamanya adalah untuk mencapai pemahaman tentang sifat dari ranah
permasalahan dan permasalahan yang ada di dalamnya. Pada dasarnya analisis
kebutuhan diawali dengan spesifikasi (layanan, atribut, properti, kualitas, batasan)
dari sistem solusi yang hendak dibangun.
2.5.3. Prinsip-Prinsip Analisis
Beberapa tahun terakhir, para peneliti mengidentifikasi masalah-masalah
analisis dan penyebab-penyebabnya, serta mengembangkan beberapa notasi
pemodelan dan serangkaian penelitian yang sesuai untuk menanggulanginya.
Masing-masing metode analisis memiliki titik pandang yang unik, tetapi semua
metode analisis dihubungkan oleh serangkaian prinsip operasioanal (Pressman,
2008) berikut:
1. Ranah informasi dari suatu masalah harus dipresentasikan dan dipahami.
2. Fungsi-fungsi yang akan dilakukan oleh perangkat lunak harus
didefenisikan.
3. Tingkah laku perangkat lunak (sebagai suatu urutan kejadian eksternal)
harus dilewati.
4. Model-model yang merepresentasikan informasi, fungsi, dan tingkah laku
sistem harus dipecah-pecah kedalam tingkat yang lebih rinci dalam bentuk
lapisan (hierarki).
5. Proses analisis harus dimulai dari informasi dasar menuju implementasi
rinci.
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Sebagai tambahan untuk prinsip analisis operasional tersebut, Davis
(1993) mengusulkan serangkaian prinsip panduan untuk rekayasa kebutuhan:
1. Memahami masalah sebelum memulai menciptakan model analisis. Ada
kecendrungan untuk langsung menuju kesuatu pemecahan meskipun
belum memahami masalah. Hal ini membawa ke arah perangkat lunak
yang elegan yang memecahkan masalah yang salah.
2. Mengembangkan prototype yang memungkinkan seorang pemakai
memahami bagaimana interaksi manusia dengan mesin terjadi. Persepsi
kualitas perangkat lunak sering didasarkan pada persepsi antarmuka yang
ramah, maka membangun suatu prototype dan iterasi yang dihasilkan
sangatlah dianjurkan.
3. Mencatat asal dan alasan untuk setiap kebutuhan. Hal ini merupakan
langkah pertama dalam membangun kemampuan penelusuran kembali ke
pelanggan.
4. Menggunakan pandangan kebutuhan berjenjang. Pembangunan data,
fungsional, dan model tingkah laku memberi perekayasa perangkat lunak
tiga pandangan berbeda. Hal ini mengurangi kemungkinan bahwa sesuatu
akan dihilangkaan dan akan memperbesar kemungkinan identifikasi
inkonsistensi lebih awal.
5. Memperioritaskan kebutuhan. Batas waktu yang tegas dapat mengurangi
implementasi setiap kebutuhan perangkat lunak.
6. Berusaha mengurangi kerancuan. Karena sebagian besar kebutuhan
digambarkan dalam bahasa alamiah, kemungkinan untuk terjadinya
kerancuan selalu ada. Penggunaan kajian metode formal merupakan satu-
satunya cara untuk mengurangi kerancuan tersebut.
2.6. Software Requirement Spesification
Spesifikasi sistem adalah dokumen yang berfungsi sebagai dasar bagi
rekayasa perangkat keras, rekayasa perangkat lunak, rekayasa database, dan
rekayasa manusia. Spesifikasi sistem menggambarkan fungsi dan kinerja dari
sebuah sistem berbasis komputer serta batasan yang mengatur pengembangannya.
Spesifikasi tersebut membatasi masing-masing elemen sistem yang teralokasi.
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Misalnya, spesifikasi sistem memberi perekayasa perangkat lunak sebuah indikasi
mengenai peran perangkat lunakdalam konteks sistem secara keseluruhan dan
berbagai subsistem yang digambarkan pada diagram aliran arsitektur. Spesifikasi
sistem juga menggambarkan informasi (data dan kontrol) yang dimasukkan ke
sistem dan dikeluarkan dari sistem. (Pressman, 2002).
Spesifikasi kebutuhan merupakan salah satu aktivitas yang dilakuakan
ketika merekayasa kebutuhan. Spesifikasi kebutuhan merupakan suatu proses
memformalisasikan sekumpulan kebutuhan, baik fungsional maupun non-
fungsional dari suatu sistem yang hendak dibangun ke dalam suatu dokumen. Ada
sejumlah standar yang digunakan ketika mengembangkan dokumen spesifikasi
kebutuhan, misalnya IEEE Standard 830, ISO 9126, dan software standards PSS-
05-0. (Daniel Siahaan, 2012)
2.7. Standar IEEE 830-1998
Standar IEEE (Institute of Electrical and Electronis Engineers) 830-1998
merupakan rekomendasi dokumentasi praktis untuk spesifikasi kebutuhan
perangkat lunak. Dokumen ini berisi penjelasan pemakaian dan penulisan
dokumen Spesifikasi Kebutuhan Perangkat Lunak (SKPL) atau Software
Requirement Specification (SRS).
Software Requirement Specification (SRS) menjelaskan berbagai macam
kebutuhan pembuatan produk, yaitu kebutuhan spesifik yang terdiri dari
kebutuhan fungsionalitas, termasuk didalamnya input, proses, dan output dari
produk dan nonfungsionalitas. Kebutuhan antar muka juga digambarkan dengan
jelas di dalam dokumen ini, terdiri dari kebutuhan antar pengguna, antar hardware
yang menjelaskan kebutuhan yang harus ada untuk menjalankan atau
mengoperasikan aplikasi sistem, kebutuhan antar software yang menjelaskan
bagaimana cara pengguna berinteraksi dengan sistem, dan kebutuhan antar
komunikasi.
Menurut IEEE Std 830-1998, sebuah SKPL (Spesifikasi Kebutuhan
Perangkat Lunak) yang baik harus mengandung informasi-informasi yang tertera
pada gambar 2.1 di bawah ini.
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Gambar 2.1 Outline Software Requirement Spesification
(Sumber: IEEE Std 830-1998)
Menurut IEEE 830-1998 juga menyajikan beberapa template yang dapat
digunakan dalam spesifikasi kebutuhan perangkat lunak, di antaranya sebagai
berikut:
1. Template of SRS Section 3 organized by mode: Version 1
3. SpeciÞc requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 Functional requirements
3.2.1 Mode 1
3.2.1.1 Functional requirement 1.1
.
.
.
3.2.1.n Functional requirement 1.n
3.2.2 Mode 2
.
.
.
3.2.m Mode m
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3.2.m.1 Functional requirement m.1
.
.
.
3.2.m.n Functional requirement m.n
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
Gambar 2.2 Template SRS by Version 1
(Sumber: IEEE Std 830-1998)
2. Template of SRS Section 3 organized by mode: Version 2
3. SpeciÞc requirements
3.1. Functional requirements
3.1.1 Mode 1
3.1.1.1 External interfaces
3.1.1.1.1 User interfaces
3.1.1.1.2 Hardware interfaces
3.1.1.1.3 Software interfaces
3.1.1.1.4 Communications interfaces
3.1.1.2 Functional requirements
3.1.1.2.1 Functional requirement 1
.
.
.
3.1.1.2.n Functional requirement n
3.1.1.3 Performance
3.1.2 Mode 2
.
.
.
3.1.m Mode m
3.2 Design constraints
3.3 Software system attributes
3.4 Other requirements
Gambar 2.3 Template SRS by Version 2
(Sumber: IEEE Std 830-1998)
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3. Template of SRS Section 3 organized by user class
Gambar 2.4 Template SRS by User Class
(Sumber: IEEE Std 830-1998)
3. SpeciÞc requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 Functional requirements
3.2.1 User class 1
3.2.1.1 Functional requirement 1.1
.
.
.
3.2.1.n Functional requirement 1.n
3.2.2 User class 2
.
.
.
3.2.m User class m
3.2.m.1 Functional requirement m.1
.
.
.
3.2.m.n Functional requirement m.n
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
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4. Template of SRS Section 3 organized by object
3. SpeciÞc requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 Classes/Objects
3.2.1 Class/Object 1
3.2.1.1 Attributes (direct or inherited)
3.2.1.1.1 Attribute 1
.
.
.
3.2.1.1.n Attribute n
3.2.1.2 Functions (services, methods, direct or inherited)
3.2.1.2.1 Functional requirement 1.1
.
.
.
3.2.1.2.m Functional requirement 1.m
3.2.1.3 Messages (communications received or sent)
3.2.2 Class/Object 2
.
.
.
3.2.p Class/Object p
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
Gambar 2.5 Template SRS by User Object
(Sumber: IEEE Std 830-1998)
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5. Template of SRS Section 3 organized by feature
3. SpeciÞc requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 System features
3.2.1 System Feature 1
3.2.1.1 Introduction/Purpose of feature
3.2.1.2 Stimulus/Response sequence
3.2.1.3 Associated functional requirements
3.2.1.3.1 Functional requirement 1
.
.
.
3.2.1.3.n Functional requirement n
3.2.2 System feature 2
.
.
.
3.2.m System feature m
.
.
.
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
Gambar 2.6 Template SRS by User Feature
(Sumber: IEEE Std 830-1998)
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6. Template of SRS Section 3 organized by stimulus
3. SpeciÞc requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 Functional requirements
3.2.1 Stimulus 1
3.2.1.1 Functional requirement 1.1
.
.
.
3.2.1.n Functional requirement 1.n
3.2.2 Stimulus 2
.
.
.
3.2.m Stimulus m
3.2.m.1 Functional requirement m.1
.
.
.
3.2.m.n Functional requirement m.n
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
Gambar 2.7 Template SRS by User Stimulus
(Sumber: IEEE Std 830-1998)
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7. Template of SRS Section 3 organized by functional hierarchy
3. Specific requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 Functional requirements
3.2.1 Information flows
3.2.1.1 Data flow diagram 1
3.2.1.1.1 Data entities
3.2.1.1.2 Pertinent processes
3.2.1.1.3 Topology
3.2.1.2 Data flow diagram 2
3.2.1.2.1 Data entities
3.2.1.2.2 Pertinent processes
3.2.1.2.3 Topology
.
.
.
3.2.1.n Data flow diagram n
3.2.1.n.1 Data entities
3.2.1.n.2 Pertinent processes
3.2.1.n.3 Topology
3.2.2 Process descriptions
3.2.2.1 Process 1
3.2.2.1.1 Input data entities
3.2.2.1.2 Algorithm or formula of process
3.2.2.1.3 Affected data entities
3.2.2.2 Process 2
3.2.2.2.1 Input data entities
3.2.2.2.2 Algorithm or formula of process
3.2.2.2.3 Affected data entities
.
.
.
3.2.2.m Process m
3.2.2.m.1 Input data entities
3.2.2.m.2 Algorithm or formula of process
3.2.2.m.3 Affected data entities
3.2.3 Data construct specifications
3.2.3.1 Construct 1
3.2.3.1.1 Record type
3.2.3.1.2 Constituent fields
3.2.3.2 Construct 2
3.2.3.2.1 Record type
3.2.3.2.2 Constituent fields
.
.
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3.2.3.p Construct p
3.2.3.p.1 Record type
3.2.3.p.2 Constituent fields
3.2.4 Data dictionary
3.2.4.1 Data element 1
3.2.4.1.1 Name
3.2.4.1.2 Representation
3.2.4.1.3 Units/Format
3.2.4.1.4 Precision/Accuracy
3.2.4.1.5 Range
3.2.4.2 Data element 2
3.2.4.2.1 Name
3.2.4.2.2 Representation
3.2.4.2.3 Units/Format
3.2.4.2.4 Precision/Accuracy
3.2.4.2.5 Range
.
.
.
3.2.4.q Data element q
3.2.4.q.1 Name
3.2.4.q.2 Representation
3.2.4.q.3 Units/Format
3.2.4.q.4 Precision/Accuracy
3.2.4.q.5 Range
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
Gambar 2.8 Template SRS by Functional Hierarchy
(Sumber: IEEE Std 830-1998)
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8. Template of SRS Section 3 showing multiple organizations
3. SpeciÞc requirements
3.1 External interface requirements
3.1.1 User interfaces
3.1.2 Hardware interfaces
3.1.3 Software interfaces
3.1.4 Communications interfaces
3.2 Functional requirements
3.2.1 User class 1
3.2.1.1 Feature 1.1
3.2.1.1.1 Introduction/Purpose of feature
3.2.1.1.2 Stimulus/Response sequence
3.2.1.1.3 Associated functional requirements
3.2.1.2 Feature 1.2
3.2.1.2.1 Introduction/Purpose of feature
3.2.1.2.2 Stimulus/Response sequence
3.2.1.2.3 Associated functional requirements
.
.
.
3.2.1.m Feature 1.m
3.2.1.m.1 Introduction/Purpose of feature
3.2.1.m.2 Stimulus/Response sequence
3.2.1.m.3 Associated functional requirements
3.2.2 User class 2
.
.
.
3.2.n User class n
.
.
.
3.3 Performance requirements
3.4 Design constraints
3.5 Software system attributes
3.6 Other requirements
Gambar 2.9 Template SRS by Multiple Organization
(Sumber: IEEE Std 830-1998)
2.8. Analisa PIECES
Untuk mengindentifikasi  masalah, maka harus  dilakukan analisis terhadap
PIECES (Performance, Information, Economy, Control, Efeciency, dan Service)
(Hanif. Al fatta, 2007).
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2.8.1. Performance
Masalah Kinerja terjadi ketika tugas-tugas yang dijalankan oleh sistem
mencapai sasaran. Kinerja diukur dengan jumlah produksi dan waktu tanggap.
Jumlah produksi adalah jumlah pekerjaan yang dilaksanakan selama jangka waktu
tertentu. Waktu tanggap adalah keterlambatan rata-rata antara suatu transaksi
dengan tanggapan yang diberikan kepada transaksi tersebut.
2.8.2. Information
Informasi merupakan komoditas yang penting bagi pemakai akhir. Karena
Informasi yang akan dihasilkan dapat memenuhi keinginan dari pengguna dan
juga dapat mengatasi  masalah-masalah yang ada.
2.8.3. Economy
Ekonomi merupakan motivasi paling umum bagi suatu lembaga. Pijakan
dasar bagi kebanyakan manajer adalah biaya yang murah.
2.8.4. Control
Tugas-tugas dari sustu sistem informasi perlu di monitor dan dibetulkan
jika ditemukanadanya kinerja yang di bawah standar. Kontrol dipasang untuk
meningkatkan kinerja sistem, mencegah atau mendeteksi penyalahgunaan atau
kesalahan sistem dan menjamin keamanan data.
2.8.5. Efeciency
Efisiensi berhubungan dengan bagaimana sumber tersebut digunakan
dengan pemborosan yang minimal. Oleh karena itu, masalah efisiensi
membutuhkan peningkatan output/hasil. Karena sistem yang ada telah dapat di
daya gunakan dengan baik dan juga telah dapat menghasilkan output seusai
dengan yang diharapkan.
2.8.6. Service
Pelayanan yang baik dapat mencerminkan suatu lembaga itu baik atau
tidak baik, sehingga pelayanan harus juga diperhitungkan secara baik.
2.9. Analisis Deskriptif
Statistika deskriptif merupakan bagian dari statitika yang mempelajari alat,
teknik, atau prosedur yang digunakan untuk menggambarkan atau
mendeskripsikan kumpulan data atau hasil pengamatan. Data yang dikumpulkan
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tersebut perlu disajikan supaya mudah dimengerti, menarik, komunikatif, dan
informatif bagi pihak lain. Beberapa teknik yang akan dibahas disini meliputi
ukuran gejala pusat, ukuran keragaman, penyajian dalam bentuk tabel dan grafik.
Analisa deskriptif bertujuan untuk memberikan gambaran (deskripsi)
tentang suatu data, seperti rata-rata (mean), jumlah (sum), simpangan baku
(standard deviation), varians (variance), rentang (range), nilai minimum dan
maximum, dan sebagainya.
1. Modus (Mode)
Modus adalah data yang paling sering muncul. Statistik ini bisa digunakan
untuk semua taraf pengukuran, baik nominal, ordinal, interval, dan ratio.
Untuk skala nominal, modus adalah ukuran pemusatan satu-satunya.
2. Median
Median adalah data yang terletak ditengah setelah data diurutkan. Bila
terdapat n data maka median terletak pada data ke (n+1)/n. Median ini bisa
digunakan minimal untuk skala ordinal dan tidak sensitif terhadap adanya data
ekstrim. Misal, sederet data terurut 2, 5, 7, 8, 10 mempunyai median 7. Jika
angka 10 diganti dengan 100 maka mediannya tetap 7.
2.10. Pusat Pengelolaan Ekoregion Sumatera (PPES) Pekanbaru
Berdasarkan data yang didapat dari bagian Tata Usaha Pusat Pengelolaan
Ekoregion Sumatera (PPES). PPES ini didirikan pada tahun 1996 yang
sebelumnya instansi ini diberi nama Badan Pengendalian Lingkungan Hidup
(Bapedal) Regional dan pada tahun 2005 instansi ini di ganti menjadi Pusat
Pengelolaan Ekoregion Sumatera (PPES) Pekanbaru.
2.10.1. Visi
Mewujudkan pengelolaan lingkungan hidup berbasis Ekoregion Sumatera.
2.10.2. Misi
Untuk mewujudkan visi tersebut diperlukan tindakan nyata dalam bentuk
3 (tiga) misi Pusat Pengelolaan Ekoregion Sumatera adalah sebagai berikut:
1. Meningkatkan kualitas informasi lingkungan hidup.
2. Meningkatkan koordinasi dan pengendalian pemanfaatan ruang dan
sumber daya alam (SDA).
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3. Meningkatkan kapasitas pengelolaan lingkungan hidup.
2.10.3. Sasaran Strategis 2010-2014
Sasaran strategis merupakan indikator kinerja Pusat Pengelolaan
Ekoregion Sumatera dalam pencapaian tujuan yang telah ditetapkan selama lima
tahun kedepan (2010-2014). Pusat Pengelolaan Ekoregion Sumatera
mencanangkan 4 sasaran strategis yaitu:
1. Tersedianya informasi lingkungan hidup yang berkualitas dan
komunikatif.
2. Terwujudnya peningkatan pengendalian pemanfaatan ruang dan sumber
daya alam (SDA).
3. Meningkatnya kapasitas kelembagaan pengelolaan lingkungan hidup.
4. Terwujudnya penerapan prinsip-perinsip reformasi birokrasi di Pusat
Pengelolaan Ekoregion Sumatera.
2.10.4. Struktur Organisasi
Adapun struktur organisasi Pusat Pengelolaan Ekoregion Sumatera adalah
sebagai berikut:
Gambar 2.10 Struktur Organisasi PPE Sumatera
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2.10.5. Tugas dan Wewenang Jabatan
Adapun tugas dari masing-masing jabatan yang tertera dalam struktur
organisasi diatas, yaitu:
1. Pusat pengelolaan ekoregion sumatera mempunyai tugas melaksanakan
koordinasi dan kegiatan perlindungan dan pengelolaan wilayah ekoregion
sumatera.
2. Bagian Tata Usaha mempunyai tugas melaksanakan penyusunan rencana
dan program, keuangan, adnstrasi umum, dan kepegawaiaan.
3. Subbagian Program mempunyai tugas melakukan penyiapan koordinasi
dan penyusunan rencana, program, dan anggaran.
4. Subbagian Keuangan mempunyai tugas melakukan urusan keuangan.
5. Subbagian Umum dan Kepegawaiaan mempunyai tugas melakukan urusan
persuratan, arsip dan dokumentasi, kepegawaian, rumah tangga,
perlengkapan, hubungan masyarakat, dan protokol.
6. Bidang Inventarisasi dan Pengembangan Sistem Informasi Lingkungan
Hidup mempunyai tugas melaksanakan inventarisasi pengembangan
sistem informasi ekoregion Sumatera.
7. Subbidang Inventarisasi Lingkungan Hidup mempunyai tugas melakukan
pengumpulan, pengolahan, analisis, dan verifikasi informasi ekoregion
serta penyusunan informasi status lingkungan hidup ekoregion.
8. Subbidang Pengembangan Sistem Informasi Lingkungan Hidup
mempunyai tugas melakukan pengembangan sistem, jaringan dan
teknologi informasi, sistem informasi geografis, dan komunikasi
lingkungan.
9. Bidang Pengendalian Pemanfaatan Ruang dan Sumber Daya Alam
mempunyai tugas melaksanakan pengendalian pemanfaatan ruang dan
sumber daya alam ekoregion Sumatera.
10. Subbidang Pengendalian Pemanfaatan Ruang mempunyai tugas
melakukan penyiapan bahan koordinasi dan pelaksanakan pengawasan
penerapan instrumen perlindungan dan pengelolaan ekoregion.
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11. Subbidang Pengendalian Pemanfaatan Sumber Daya Alam mempunyai
tugas melakukan penyiapan bahan koordinasidan pelaksanaan pencegahan,
penanggulangan dan pemulihan pencemaran lingkungan dan kerusakan
lingkungan akibat pemanfaatan sumber daya alam ekoregion serta
fasilitasi penaatan hukum lingkungan.
12. Bidang Peningkatan Kapasitas mempunyai tugas melaksanakan
peningkatan kapasitas sumber daya manusia dan kelembagaan serta
fasilitas laboratorium lingkungan hidup rujukan daerah wilayah ekoregion
Sumaatera.
13. Subbidang Pendidikan dan Pelatihan mempunyai tugas melakukan
penyiapan bahan pendidikan dan pelatihan dan peningkatan kapasitas
kelembagaan ekoregion.
14. Subbidang Peningatan Kapasitas Laboratorium Daerah mempunyai tugas
melakukan penyiapan bahan peningkatan kapasitas laboratorium
lingkungan hidup daerah serta pelaksanaan laboratorium rujukan.
2.11. Status Lingkungan Hidup Daerah (SLHD)
Status lingkungan hidup daerah merupakan status keadaan atau kondisi
lingkungan disuatu tempat yang telah di survey secara langsung oleh pihak terkait.
Hasil survey tersebut berupa kondisi alam dan faktor-faktor eksternal baik yang
hidup maupun tidak hidup, misalnya kondisi lingkungan hidup lahan dan hutan,
keanekaragaman hayati, air (sungai, danau, sumur, waduk), udara, laut, pesisir,
pantai, iklim, bencana alam (banjir, kekeringan, tanah longsor, kebakaran hutan,
gempa bumi), pertambangan, industri, transportasi, pariwisata, dan lain-lain.
Adapun manfaat dari adanya Status Lingkungan Hidup Daerah bagi
Kementrian Lingkungan Hidup yaitu untuk proses tindak lanjut pada pengambilan
keputusan daerah atau lokasi mana yang akan diperbaiki sebagai penanggulangan
pelestarian lingkungan terhadap lingkungan yang tercemar atau mengalami
kerusakan, misalnya jika ada daerah yang terkena bencana alam seperti banjir,
kekeringan, kebakaran hutan.
Pihak yang terkait untuk proses survey ke daerah-daerah yaitu Badan
Lingkungan Hidup yang berada di setiap Provinsi. Badan Lingkungan Hidup
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memiliki peran yang penting dalam pelaksanaan tugas ini. Kemudian tim peninjau
dari proses pelaksanaan dilakukan oleh pihak Pusat Pengelolaan Ekoregion di
setiap pulau ( sumatera, jawa, bali dan nusa tenggara, kalimantan, maluku, dan
papua).
