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DETECTING AND PROFILING SLOW FRAMES IN AN INTEGRATED
DEVELOPMENT ENVIRONMENT
ABSTRACT
An integrated development environment (IDE) (e.g., Visual Studio, Eclipse, Visual
Studio Code, Android Studio, etc.) executed by a computing device (e.g., a desktop computer, a
laptop computer, a tablet computer, etc.) may display a graphical user interface (GUI) that
includes information for detecting and analyzing frames that are missing their deadline (i.e.,
“janky frames”). For example, the IDE may include information about aspects of a frame that
tend to cause delay within the GUI, such as the corresponding application, wait period for a
graphics processing unit (GPU), composition, threads, processes, etc. The IDE GUI may also
include expected and actual timelines for frames and visually identify (e.g., via color-coding)
frames that met their deadline (e.g., the end of the actual timeline occurred at or before the end of
the expected timeline for the frame), frames that missed their deadlines (e.g., the end of the
actual timeline occurred after the end of the expected timeline for the frame) because their actual
duration exceeded their expected duration, frames that missed their deadlines in spite of the
actual duration being equal to or less than the expected duration because of earlier janky frames,
etc. Presenting such information to a user of the IDE may help the user to identify the portions of
code that are causing a stutter or unreliable frame display, which may in turn help the user more
efficiently reduce the occurrence of janky frames.

DESCRIPTION
FIG. 1 below is a conceptual diagram illustrating a computing device 100 that executes a
graphical user interface module 102 (“GUI module 102”) to display a graphical user interface
(GUI) that shows information for detecting and analyzing frames that are missing their deadline
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(i.e., “janky frames”). Computing device 100 may be any mobile or non-mobile computing
device, such as a cellular phone, a smartphone, a desktop computer, a laptop computer, a tablet
computer, a portable gaming device, a portable media player, an e-book reader, a watch
(including a so-called smartwatch), and/or the like. As shown in FIG. 1, computing device 100
may include a presence-sensitive display 104, one or more processors 106, and one or more
storage devices 108. Storage devices 108 may include an integrated development environment
110 (“IDE 110”) and one or more application(s) 112. As further shown in FIG. 1, IDE 110
includes GUI module 102 and a deadline module 114.

Display 104 of computing device 100 may be a display that functions as an output device.
For example, display 104 may function as an output (e.g., display) device using any of one or
more display components, such as a liquid crystal display (LCD), dot matrix display, light
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emitting diode (LED) display, microLED display, organic light-emitting diode (OLED) display,
e-ink, active-matrix organic light-emitting diode (AMOLED) display, or similar monochrome or
color display capable of outputting visible information to a user of computing device 100. As
further described here, GUI module 102 may obtain instructions from IDE 110 and, according to
those instructions, cause display 104 to output visible information, such as a graphical user
interface 116 (“GUI 116”).
Processors 106 may implement functionality and/or execute instructions associated with
computing device 100. Examples of processors 106 may include one or more of an application
specific integrated circuit (ASIC), a field programmable gate array (FPGA), an application
processor, a display controller, an auxiliary processor, a central processing unit (CPU), a
graphics processing unit (GPU), one or more sensor hubs, and any other hardware configure to
function as a processor, a processing unit, or a processing device.
Storage devices 108 may include one or more computer-readable storage media. For
example, storage devices 108 may be configured for long-term, as well as short-term storage of
information, such as instructions, data, or other information used by computing device 100. In
some examples, storage devices 108 may include non-volatile storage elements. Examples of
such non-volatile storage elements include magnetic hard disks, optical discs, solid state discs,
and/or the like. In other examples, in place of, or in addition to the non-volatile storage elements,
storage devices 108 may include one or more so-called “temporary” memory devices, meaning
that a primary purpose of these devices may not be long-term data storage. For example, the
devices may comprise volatile memory devices, meaning that the devices may not maintain
stored contents when the devices are not receiving power. Examples of volatile memory devices
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include random-access memories (RAM), dynamic random-access memories (DRAM), static
random-access memories (SRAM), etc.
In general, application 112, may successively render multiple frames. Application 112
typically renders each frame in microseconds such that rendering of the frames is undetectable
by the naked eye. Nonetheless, application 112 sometimes fails to render frames by their
deadlines, resulting in janky frames that visibly stutter. As such, janky frames or otherwise
unreliable frame display can negatively affect the user experience. In some examples, users of
IDE 110 may detect such janky frames by finding a timeframe with a high level of central
processing unit (CPU) usage, identifying frames listed in the timeframe, and analyzing each
thread and associated event for the identified frames. However, this approach to detecting janky
frames can be tedious and time-consuming, which may adversely affect software development.
In accordance with techniques of this disclosure, IDE 110 may generate (and display 104
may output) GUI 116 that includes a frame rendering timeline. The frame rendering timeline
may enable a developer to identify and analyze frames that cause visible stutter (i.e., janky
frames). For example, GUI 116 may include janky frames 118A-118N (collectively, “janky
frames 118”) in a profiling track (e.g., an outline representing janky frames 118 and their
timelines). In this way, a user of IDE 110 may directly know which frames were janky and
where they occurred without having to guess. In addition, GUI 116 may indicate aspects of janky
frames 118 that tend to cause delay, such as the corresponding application, wait period for a
graphics processing unit (GPU), composition, threads, processes, etc. Such aspects of janky
frames 118 may enable a user to understand which part or parts of the rendering process caused
the frame to be janky and in turn address the latency.
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Deadline module 114 of IDE 110 may determine which frames rendered by application
112 are janky. In some examples, deadline module 114 may determine that a frame is not janky
if the end of an actual timeline of the frame occurs at or before the expected timeline of the
frame. Conversely, deadline module 114 may determine that a frame is janky if the end of the
actual timeline of the frame occurs after the expected timeline of the frame.
Broadly speaking, the end of the actual timeline of the frame may occur after the
expected timeline of the frame for a variety of reasons. For instance, an actual duration of the
frame may exceed the expected duration of the frame such that even if the start of the actual
timeline is on schedule, the end of the actual timeline of the frame occurs after the expected
timeline of the frame. This may represent a first jank type (i.e., jank due to the actual duration of
the frame exceeding the expected duration of the frame). Additionally or alternatively, the start
of the actual timeline of the frame may be delayed (e.g., due to an earlier janky frame) such that
even if the actual duration of the frame does not exceed the expected duration of the frame, the
end of the actual timeline of the frame occurs after the expected timeline of the frame. This may
represent a second jank type (i.e., jank due to the start of the actual timeline of the frame being
delayed). Other jank types are contemplated by this disclosure.
In any case, deadline module 114 may determine the expected timelines and expected
durations of frames. In some examples, deadline module 114 may determine the expected
timelines and expected durations of frames based on user input (e.g., a user may select a range of
acceptable frame durations). Additionally or alternatively, deadline module 114 may determine
the expected timelines and expected durations of frames based on the frame refresh rate. For
example, if a computing device owned by an end-user of application 112 has a frame refresh rate
of 120 hertz (Hz), the expected duration of any given frame may be 1/120 seconds or about 8
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milliseconds (ms). In another example, if a computing device owned by an end-user of
application 112 has a frame refresh rate of 90 hertz (Hz), the expected duration of any given
frame may be 1/90 seconds or about 11 ms.
As shown in FIG. 1, GUI 116 may only show janky frames 118. For example, IDE 110
may filter all the frames sent by application 112 for rendering and cause GUI 116 to only include
janky frames 118. As further shown in FIG. 1, IDE 110 may visually identify the jank types of
janky frames 118. For example, GUI 116 may include frame 118A filled with a first pattern (e.g.,
diagonal hatching) associated with the first jank type to indicate that frame 118A is a janky
frame that missed its deadline because its actual duration exceeded its expected duration. In the
same example, GUI 116 may include frame 118N filled with a second pattern (e.g., vertical
hatching) associated with the second jank type to indicate that frame 118N is a janky frame that
missed its deadline not because its actual duration exceeded its expected duration but because an
earlier janky frame delayed the start of its actual timeline. Although not shown in FIG. 1, IDE
110 may visually identify frames that met their deadline (e.g., with a third pattern, such as a solid
fill). In some examples, IDE 110 may color-code frames based on their jank type.
IDE 110 may cause GUI 116 to include statistics about janky frames 118. For example,
GUI 116 may include the number of janky frames 118, the average length of janky frames 118,
the minimum and maximum durations of janky frames 118, and basic statistics about frame
timing across a selected region of the profiling track of GUI 116. GUI 116 may also include the
actual duration of each of janky frames 118. For example, GUI 116 may include an indication
that frame 118A has an actual duration of 133 ms and frame 118N has an actual duration of 99
ms.
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IDE 110 may cause GUI 116 to include more detailed information about janky frames
118 in response to user input. For instance, if a user hovers over janky frame 118A, GUI 116
may include information about the jank type of frame 118A, the actual timeline of frame 118A,
and the actual duration of frame 118A. As shown in FIG. 2 below, if a user selects janky frame
118A, a GUI 216 may include frame details such as the jank type of frame 118A, the display
timing of frame 118A, the deadline of frame 118A, the actual render time of frame 118A, the
expected duration of frame 118A, the actual duration of frame 118A, events 220 (e.g., trace
events) associated with frame 118A, states 222 that were observed during the actual timeline of
frame 118A, etc. In some examples, IDE 110 may highlight or otherwise emphasize the events
related to a selected frame and hide, gray out, or otherwise deemphasize frames that are not
related to the selected frame.
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One potential cause of janky frames 118 is buffer stuffing. Buffer stuffing may occur
when application 112 sends new frames for rendering before earlier-sent frames have been
rendered, resulting in an internal buffer queue that introduces extra latency. To help a user of
IDE 110 address this issue, IDE 110 may indicate the frame or frames of janky frames 118 that
caused the buffer stuffing. For example, as shown FIG. 3 below, a GUI 316 may include a link
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324 to the one or more frames that caused buffer stuffing, and a user may select link 324 to see
more information about those frames.

The techniques described in this disclosure include one or more advantages. For example,
the techniques make it easier for users of IDE 110 (e.g., software developers) to identify janky
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frames 118, irrespective of their expertise in graphics rendering. The profiling track of GUI 116
helps a user directly know where janky frames 118 are occurring without having to guess. By
examining and interacting with GUI 116, a user can identify which parts of the rendering process
were time-inefficient and take appropriate action (e.g., modifying the relevant portions of code of
application 112). GUI 216 may show frame details such as jank types, display timings, frame
deadlines, actual render times, expected durations, actual durations, events, states observed
during the actual timeline of frames, etc. In addition, to address the issue of buffer stuffing, GUI
316 may include a link to frames that missed their deadline, thereby helping a user determine the
root cause of the latency.
It is noted that the techniques of this disclosure may be combined with any other suitable
technique or combination of techniques. As one example, the techniques of this disclosure may
be combined with the techniques described in “Graphics Profiler,” Huawei Developers, July 9,
2021. In another example, the techniques of this disclosure may be combined with the techniques
described in “Flutter performance profiling,” Flutter, November 21, 2021. In yet another
example, the techniques of this disclosure may be combined with the techniques described in Nat
Duca and Tom Wiltzius, “Jank busters: Building performant web apps,” Google Developers,
June 29, 2012.
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