AbsImcI-We consider the problem of allocating a number of exploration tasks to a team of mobile robots. Each task consists of a target location that needs to he visited by a robot. The objective of the allocation is to minimize the total cost, that is, the sum of the travel costs of all robots for visiting aU targets. We show that finding an optimal aUocation is an NP-hard problem, even in known environments. The main contribution of this paper is PRIM ALl.OCATtoR, a simple and fad approximate algorithm for allocating targets to robots which provably computes allocations whose total cost is at most twice as large as the optimal total cost. We then cast PRIM ALLOCATION in terms of a multi-round singlritem auction where robots bid on targets, which allows for a decentralized implementation. To the bed of our knowledge, PRIM ALLOCATION is the first auetion-based alloeation algorithm that provides a guarantee on L e quality of its alloeations. Our experimental results in a multi-robot simulator demonstrate that PRIM ALLOCATION is fast and results in close-to-optimal allocations despite its simplicity and decentralized nature. In particular, It needs an order of magnitude fewer bids than a computationaUy intensive allocation algorithm based on combinatorial auclions, yet its allocations are at least as good.
I. INTRODUCTION
In this paper, we develop algorithmic foundations for the dynamic assignment and re-assignment of exploration tasks to robot teams. The amount of interest in multi-robot systems is considerable [I] 121 since teams of robots are both more fault tolerant (due to redundancy) and faster (due to parallelism) than single robots. Multi-robot task allocation problems require a team of robots to perform a number of tasks. Tasks may be given to the robots before execution [3] 01 may be dynamically generated during execution [4] . Our methods can be used in either context, although in tiis paper we assume that the tasks are given to the robots before execution.
As an example of an exploration task, consider a Mars exploration scenario where a team of rovers must visit given target locations to collect rock probes. Since the robots do not have complete prior information about the environment, it might be necessaty or it can be beneficial to re-allocate targets to robots as the robots discover more about the envimnment, for example, when a robot discovers that it is separated by a big crater from its target. The robots cannot be preprogrammed if the environment is not completely known in advance. Furthermore, they cannot easily be tele-operated due to communication delays, communication disruptions and bandwidth limitations. Thus, science return can be maximized by endowing them with autonomy that allows them to coordinate their activities in order to best utilize their energy and time.
Centralized solutions to multi-robot task allocation problems of this kind create bottlenecks in the system and are thus prone to fail. Multi-robot task allocation problems are therefore frequently solved in a decentralized way with market mechanisms. In one-to-one exchanges, two robots swap one target for another one, possibly with some side payments [5] . In single-item auctions, robots bid on targets that are auctioned off individually. The highest-bidding robot wins the target and then has to visit it [6] [7] [8]. As the robots gain more information about the environment during execution, additional auctions can be run to change the allocation of targets to robots. This approach has several advantages that have been demonstrated on real robots 191
[SI. First, communication and control are fast: the robots exchange only numeric bids and compute their bids in parallel. Second, control is robust: the total cost (that is, the sum of the travel costs of all robots) degrades only marginally as they fail or cannot communicate with each other. Third, control is adaptive: robots react immediately to new information about the environment or failures of other robots. Fourth, control is efficient: targets are allocated and re-allocated to robots quickly to ensure that the robots visit them with a small total cost.
However, the existing one-to-one exchanges and singleitem auctions offer no guarantees on the quality of their allocations and may result in highly suboptimal allocations. This is not surprising since we will prove in this paper that finding an allocation of targets to robots that minimizes the total cost is an NP-hard problem, even in known environments. Consider, for example, the simple gridworld example of Figure 1 with two robots (RI and R2) and four targets (Gl, G2, G3, and G4). Each robot bids on all targets separately; the bid is the cost for visiting a target from the current robot location. The robot with the smallest bid for a target wins that target. Robot R1 wins GI and G3 and visits G3 first and then GI, while robot R2 wins G2 and G4 and visits G4 first and then G2, for a total cost of 33 units. However, this allocation of targets to robots is clearly suboptimal, since the total cost is only 17 units if robot R1 Pip. I. Motivating examplc.
first visits G3 and then G4, while robot R2 first visits G2 and then G1.
Given the limitations of single-item auctions for multirobot task allocation, several researchers have shifted their focus to combinatorial auctions [IO] [ I l l 1121 131. In combinatorial auctions, bidders bid on combinations (bundles) of items. Such auctions are useful when there is a strong interaction between items in the sense that the value of winning a bundle of items is different from the sum of the values of the individual items. Our example showed that such interactions exist for exploration problems. Unfortunately, formulating bids and choosing winners is much more computationally intensive for combinatorial auctions than for single-item auctions.
In this paper, ure develop PRIM AI.I.OCAlION, a simple algorithm that, different from combinatorial auctions, is fast and, different from single-item auctions, yields allocations whose total cost is provably at most twice as large as the minimum total cost. PIiIM ALtOCATION can be cast in terms of a multi-round single-item auction where robots bid on targets. This view allows for a decentralized implementation, resulting -to the best of our knowledgein the first auction-based allocation algorithm that provides a guarantee on the quality of its allocations. Our inspiration comes from the insight that one-to-one exchanges and single-item auctions relate to solution methods for vaveling salesman problems (TSPs) 1131. One-to-one exchanges are decentralized mechanisms similar to Lin-Kemighm-type centralized TSP methods [14], and single-item auctions are decentralized mechanisms similar to centralized geedy TSP methods. Certain TSP methods offer guarantees on their tour lengths and we make use of them to design P l i ?~ ALLOCATION. It is interesting to note that PRIM ALLOCA-TION is very similar to previous single-item auctions, with the main difference being that the robots do not bid the cost from their current location to the target in question, as is common in the literature, but rather hid the smallest cost from any target they already own to the target in question.
In the following, we describe PRIM ALLOCATION, show how it can be used in dynamic environments, and then use TEAMBOTS 1151, a popular multi-robot simulator, to experimentally compare it against other allocation algorithms in both static and dynamic environments.
THIS EXPLORATION PRORIXM
The exploration problem in known environments can he formulated as follows: We are given the locations of N robots and A[ targets, as well as a cost function c that specifies the cost of moving from one location to another one for each pair of locations. We assume that the costs are symmeeic and uniform over robots (the robots are identical) and satisfy the triangle inequality (the robots operate on the Euclidean plane). The cost between two locations is infinite if one location cannot be reached from the other. The objective is to find an allocation of targets to robots and a path for each robot that visits the targets allocated to it, so that the total cost (that is, the sum of the travel costs of all robots) is minimized.
This exploration p!oblem can he represented with a weighted, undirected, and complete graph G. The costs of the edges between y and the vertices other than x are infinite. An optimal solution of the exploration problem is necessarily a path that starts at ZI and ends with x followed by y. The part of the path from w to x is an optimal solution to the TSP since x is a replica of U. Since solving TSPs optimally is an "-hard problem, solving the exploration problems optimally must also be an NP-hard problem. QED
PIUM ALLOCATiON
Since the exploration problem is m NP-hard problem, one cannot hope to find an optimal allocation efficiently.
We therefore use ideas from approximate TSP algorithms is a greedy algorithm that grows an MST stating with an arbitrary vertex of the graph. At every step it adds one more edge (and one more vertex) to the tree: the selected edge is the cheapest edge between any of the veltices already in the tree and any of the vertices not in the tree.
The MST heuristic (131 finds a good solution to a TSP in polynomial time. It first finds an MST of the TSP graph and then converts it into a tour (the MST tour), as follows: an initial cycle is generated by stating at any vertex of the MST and pelforming a complete depth-first search of the tree. This cycle is optimized by laking shortcuts whenever possible by skipping vertices that have already been visited earlier.
The following well-known result shows that the MST tour is a good approximation of an optimal tour.
Fact 1.
The total cost of the MST tour is at most twice the total cost of an optimal TSP tour.
We can proceed in a similar way for the exploration problem. Given that the objective of the exploration pro& lem is to allocate one cluster of targets to each robot and derive one path for each robot, instead of finding a single MST, we seek to find a minimum spanning forest (MSF), namely a minimum-cost collection of trees that spans all vertices of the graph and each tree contains exactly one robot vertex. This is accomplished by our algorithm called P R I M ALLOCATION. In the spirit of Prim's algorithm for MSTs, P R I M ALLOCATION grows an MSF, starting with the robot vertices as the initial trees, by adding a target vertex at each step to a tree that yields the least increase in the total cost, until all target vertices are included in the forest. The resulting trees determine the allocation, and the paths are derived through the MST heuristic (since the paths need not be closed-loop tours, the most expensive of $e two edges adjacent to the mho1 in each tour is deleted). PRIM ALLOCATION is summarized below. an MSF, the implication would be that Prim's algorithm does not find an MST. Therefore, the optimality of PRIM ALLOC4'rlON is guaranteed. QED
The following theorem proves that the total cost of the resulting allocation can be at most twice as large as the total cost of an optimal one. Theorem 3. PRIM ALLOCATION finds an allocation for the exploration problem whose total cost is at most twice the total cost of an optimal allocation.
Proof: By construction, an optimal allocation OA is also a spanning forest with exactly A' trees; each tree in this forest is a trivial single-branch tree (the robot path). This spanning forest is not necessarily a minimum one, so This is m e because PRIM AI.I.OCATION finds an MSF hrst, and then uses the MST heuristic in every tree of the MSF for constructing the robot paths. So, for each robot the total cost of its path is at most twice the total cost of the corresponding tree, and, additively, the total cost of all paths is at most twice the total cost of the MSF. Therefore, we have c(PA) 5 Zc(0A) 5 Zc(0A).
Thus, P R I M AI.I.OCATION finds an allocation for the exploration problem whose total cost is at most twice the total cost of an optimal allocation. QED IV. RUN-TIME COMPLEXITY PRIM ALLUCATION could be implemented with a single priority queue, similarly to Prim's algorithm. However, in The low time complexity of PRIM ALLOCATION implies that it is a scalable and practical algorithm even for large problems involving many robots and numerous targets. This is a very useful feature in the context of dynamic environments where re-allocation needs are frequent.
V. POSSIBLE IMPROVEMENTS
The quality of the allocations produced by PRIM ALLO-CATION can be further improved by modifying the last step, where the paths for the robots are constructed. Finding an optimal path for each robot is computationally intensive. The MST heuristic, used by PRIM ALLOCATION, is just one way of tinding a good path, but other TSP heuristics may he used instead. In particular, there is a family of TSP insertion heuristics (cheapest, nearest, farthest, random) that build TSP tours incrementally by inserting largets into a partial tour one at a time. The cheapest and the nearest insertion heuristics yield tours that are at most twice as costly as an optimal tour; the farthest and the random insertion heuristics have worse worst-case bounds.
A more sophisticated heuristic, the Christotides heuristic [17], tirst finds an MST, then finds a minimum-cost perfect match' PM among vertices with odd degree, combines edges of MST and PM to form a multigraph, constructs a Eulerian cycle over the multigraph, and finally forms a tour from the cycle by skipping vertices visited before and taking shortcuts. The Christotides heuristic yields a very good bound on the total cost of the tour; the cost of the 2Wc hare assumed simplc prionly qucucs ihplcmcnred as binary heaps:
hettcr complcxily baunds can hc derived hy using Fibonacci hcaps.
iA minimumcost pniect malch on a set of vcrticcs i s a pairing 01 vcnices so that the sum of the COSIS of all intn-pair edgcs is minimum. Tlx minimum-cos, pcrfea maich cm k found in polynomial timc.
Christofides-tour is at most 1.5 times the total cost of an optimal TSP tour.
The best way to take advantage of all these heuristics is to combine them. In the last step of PRIM ALLOCATION, all heuristics can be run to find paths for all robots and the best path can be selected for each robot. As long as the MST heuristic is included in the set, the worst-case bound proved above applies, but the quality of allocations is improved in practice.
VI. DECENTRALIZED IMPLEMENTATION
PRIM ALLOCATION can be viewed as a multi-round auction between an auctioneer and all participating robots. Initially, all targets are unallocated and are available for bidding. Each robot estimates the minimum cost to each available target starting either from the current robot location or from one of its already owned targets (since eventually the robot will be there). This cost is the bidding value for each target. Each robot only submits its best (lowest) bid to the auctioneer, since no other bid has any possibility of success at the current round. The auctioneer collects the bids and allocates only one target to the robot that submitted the lowest hid over all robots and all targets. The winning robot and the robots that placed their hid on the allocated target are notitied and are asked to resubmit bids given the remaining targets. The bids of all other robots remain unchanged. The auction is repeated with the new bids, and so on, until all targets have been allocated.
Consider, for example, the simple example in Figure 1 .
In the first round, robot RI bids 4 (the distance between R1
and G 3 ) for target G3 (the closest target to it), and robot R2 bids 5 for target G4. Robot RI wins target G3 since its bid was the smallest one. In the second round, robot RI bids 3 (the distance between G3 and G4) for target G4, and robot RZ still bids 5 for target G4. Robot RI wins target G4 since its bid was again the smallest one. In the thud round, robot R1 bids 8 for target GI, and robot R2 bids 7 for target G2. Robot R2 wins target G2. Finally, in the fourth round, robot RI bids 8 for target GI, and robot R2 bids 3 for GI. Robot R2 wins target G2, at which point all targets have been allocated. So, robot R1 6rst visits G3 and then G4, whereas robot RZ first visits GZ and then GI, which is an optimal allocation. This view of PRIM ALLOCATION allows for a decentralized implementation. The calculation of the bids can he performed locally by each robot through some path planning algorithm on a stored map. Additionally, each robot can maintain a local priority queue with its own bids to identify the best one easily. Finally, once the allocation is completed at the end of the auction, each robot can locally compute its own path using a number of TSP heuristics as discussed in the previous section. Note that at each round of the auction each robot needs to submit only a single bid and there is one round for each target. Therefore, for N robots and A t targets, the total number of bids in the entire auction is at most .\'Al. The auctioneer can be situated on one of the robots or on some central workstation. The auctioneer needs to be able to communicate with all robots, but the robots do not need to communicate with each other. For M targets, only O ( M ) numbers (the target identifiers and the numeric bids) need to be communicated over a single link. The auctioneer is by design a fairly simple entity. Its job is to collect the N bids, select the minimum, and notify the robots to resubmit bids. Therefore, it is conceivable that the auctioneer function can be implemented in a decentralized way to avoid having a centralized point that may affect the entire system in case of failure. A trivial way to achieve such a decentralized system is to have each robot individually perform the auctioneer function, by identifying the winner at each round and waiting for the new bids before starting the next round. In this case, it is assumed that all bids can be broadcast to all robots, so the robots need to be able to communicate with each other. Nevenbeless, the total amount of communication is rather low, at most O(NIV) numbers for all robots.
A. ~n a m i c Envimnn~enrs
While the robots explore an environment, the environment or their information about it can change. For example, the robots might not have an a-priori map of the environment available or they might have a map available but initially do not know which doors are open. In this case, the robots initially make default assumptions, for example, the optimistic assumption that every patch of the environment is easily traversable unless they know otherwise. The sensors on-board a robot report obstacles in their vicinity during exploration. The robot can then update its map and broadcast this information to the other robots, so that they can update their maps as well and then recalculte distances between locations. Thus, the distances between locations effectively change during exploration, which is why we call these environments dynamic. This change provides an opportunity to improve the current allocation. Thus, whenever new map information is sensed and the maps thus change, we rerun the decentralized version of PRIM ALLOCATION to obtain a good allocation for the new maps (which is, of course, subject to further changes). Running PKlM ALLOCATION frequently is possible because it is fast. However, as long as the robots just visit their allocated targets without any changes to the maps, then there is no need to rerun PRIM ALLOCATION since it calculates the same MSF and thus also the same allocation. The 
Minimize subject to
The first set of constraints ensures that target locations are visited exactly once, the second set that robot and target locations are left at most once and, finally, the third set that there are no cycles among the target locations (subtour elimination constraints). This IP formulation is solved with the commercial IP solver CPLEX to find an optimal allocation. The third set of constraints grows exponentially in the number of target vertices, which results in large runtimes of the IP solver even for problems of moderate size. The cutting-plane method can be used to speed up the solution process. This method leaves out the subtour elimination constraints, solves the P, adds those subtour elimination constraints violated by the solution, and repeals the process until the solution no longer violates any subtour elimination constraints. This optimal method provides a means for evaluating PRIM AI.LOCATION experimentally, but it becomes very inefficient for larger exploration problems, and thus cannot be used effectively in practice.
"I t is lhur no1 guaranteed Io find an optimal alloeation in dynamic environments, which is why we refer 10 il as "OPTIMAL" (with apostrophes) in this casc. Initially, all targets are unallocated. The robots bid on all unallocated targets. The bid for each target is the difference between the total cost for visiting the new target and all targets already allocated to the robot and the total cost for visiting only the targets already allocated to the robot. These total costs are computed using a TSP insertion heuristic. The robot with the overall lowest bid is allocated the target of that bid and then is no longer allowed to hid. The auction continues with the remaining robots and all unallocated targets. After every robot has won one target, all robots are again allowed to bid, and the procedure repeats until all targets have been allocated. Finally, single targets are transferred from one robot to another, s m i n g with the target transfer that decreases the total cost the most, until no target transfer decreases the total cost any longer.
Unfomnately, this combination of single-item auctions (to compute an initial allocation) and one-to-one exchanges (to optimize the initial allocation) does not provide any guarantee on the quality of its allocations, which can be arbitrarily bad. Figure 2 shows an example with two robots (A and B) and three targets (1, 2, and 3). During the first round of bidding, first target 1 is allocated to robot B and then target 2 is allocated to robot A. During the second round of bidding, target 3 is allocated to robot A because its cost increases less than the one of robot B if it wins target 3. Figure 2 shows the resulting allocation. No targets are transferred between robots during the one-toone exchanges, because the total cost cannot be decreased with a single target transfer. The total cost of the final allocation is large because the property that every robot is allocated one target before another round of bidding is conducted can result in bad allocations of targets to robots which subsequently cannot be improved by target transfers that transfer only one target at a time. PRIM ALLOCATION, on the other hand, allocates all targets to robot B and thus finds an optimal allocation.
C. A Cnnibirurtorial Auction Merliod
Combinatorial auction methods bid on bundles of targets. It is crucial for them to select which bundles of targets to bid on since the number of bundles grows exponentially in the number of targets, which prevents them from bidding on all bundles. GRAPH CUT has been shown to outperform several alternative combinatorial auction methods for exploration problems [ 3 ] . It selects bundles as follows: Each robot considers the complete weighted graph over all targets. It uses an (approximate) Maximum Cut algorithm to split the graph into two pans by removing edges so that the total cost of the removed edges is maximized. The targets in each of the two subgraphs form one bundle each. The robot then invokes the Maximum Cut algorithm recursively for each of the two subgraphs to generate further bundles, until the subgraph contains only one target. GRAPH CUT then bids for each bundle the cost of the robot for visiting all targets in the bundle, computed with a TSP insertion heuristic. INSERTION ALLOCATION might be advantageous in cases where the MSF found by PRIM ALLOCATION consists of trees with numerous branches. In such cases, using the MST heuristic to turn each tree into a path may not yield very good paths, whereas huilding the robot paths incrementally through a TSP insertion heuristic takes the path cost directly into account. The main difference is that, during the allocation process, P R I M ALLOCATION considers the tree costs, whereas INSERTION ALLOCATION considers the path costs. In that sense, the latter may yield a better allocation. Although it is not know yet if INSERTION ALLOCATION provides any guarantee on the quality of its allocations, it can be expected to perform well in practice.
D.

VIII. EXPERIMENTAL RESUI:I'S
Our testbed consists of several exploration problems where three robots navigate in a vinual building that consists of rooms which are connected through doors. Doors are closed with probability 0.2 but all targets are reachable. In each problem, all robots start at the same location and must visit 20 targets, arranged in k clusters, where k = 1 , 2 , ..., 10. The distribution of clusters in the huilding is uniform, and the distribution of targets within each cluster is normal. We distinguish between static and dynamic environments depending on the a-priori map information that is available to the robots: Figure 3 shows a screenshot of the MSF found by PRIM ALLOC4TION and the corresponding MST paths for each robot for a simple exploration problem with 2 robots and 1 1 targets in 2 clusters. Similarly, Figure 4 shows the actual path of each robot in a more complex exploration problem with 3 robots (that start at the same location in the center of the building) and 20 targets in 4 clusters. Table I shows experimental results in static environments, and Table U shows results in dynamic en\.ironments. The tables show the total cost and the total number of bids for each algorithm and each clustering of targets. Each table envy is averaged over 10 runs with identical settings, but different distributions of targets. The total cost of GRAPH CUT is fairly close to optimal, but its number of bids is significantly larger than that of the other auction methods. The total cost of PRIM ALLOCATION is also very close to optimal and much better than the theoretical factor of two suggests. The total cost of 
1X. CONCLUSION
In this paper, we have developed algorithmic foundations for allocating a number of exploration tasks to a team of mobile robots. We showed that finding an optimal allocation is an NP-hard problem. Our approximate algorithm, PRIM AI.LOCATION, h d s an allocation with a total cost that is at most twice as large as the total cost of an optimal allocation. In addition, it can he easily implemented as a multi-round single-item auction, where robots hid on targets. To the hest of our knowledge, PRIM ALLOCATION is the fist auction-based allocation algorithm that provides a guarantee on the quality of its allocations. We also described ~N S E R T I O N ALLOCATION. an algorithm that performs v e q well in practice, although it has no known performance guarantees. We confirmed the performance of our algorithms by comparing them experimentally to other methods, including an optimal one and a computationally intensive allocation algorithm based on combinatorial auctions. We believe that such results ofjoint research by roboticists, artificial intelligence researchers, and operations researchers will stimulate further interest in this exciting area of robotics. 
