Abstract-The implementation and maintenance of industrial applications have continuously become more and more difficult. In this context, one problem is the evaluation of complex systems. The IEEE defines Prototyping as a development approach promoting the implementation of a pilot version of the intended product. This approach is a potential solution to the early evaluation of a system. It can also be used to avoid the shift between the description/specification of a system and its implementation. This brief introduction to the special section on Rapid System Prototyping illustrates a current picture of Prototyping.
One main characteristic of the RSP workshop series is to bring together researchers from both the hardware and software communities to share their experience with rapid prototyping and related work. It is of particular interest to see how close objectives and methodologies may be despite disparate techniques and constraints.
We noticed with great interest that almost half of accepted papers in 2000 were concerned with methodological aspects of Rapid Prototyping. We think this indicates that Rapid Prototyping is moving away from local use in researchoriented development projects and now influences the system life cycle in industry (software, hardware, co-design).
For RSP 2000, 36 contributions were accepted out of the 59 submitted. Some accepted papers were nominated by the program committee as representing especially innovative contributions and the authors were invited to extend them for publication in IEEE Transactions on Software Engineering. After a two-step selection process involving experts in the field, three were selected for this special section.
WHY RAPID PROTOTYPING IS NEEDED
Seeing that computer-based technology is providing more and more facilities, it is surprising to notice how sensitive complex applications are. Languages and design techniques are more and more polished and enhanced with new concepts, but programs still have bugs that sometimes generate major accidents. This problem is becoming a major issue since programs are more commonly used in day-today life.
As an example, the main functions in cheap cars are now completely computerized and luxury cars now embed dozens of processors on which programs must cooperate. Functions requiring support are dedicated to comfort (such as air-conditioning), but also to safety (such as ABS brake systems).
The complexity of developing such systems increases in several directions:
. the complexity of functions to be performed, . the fact that execution tends to be distributed on several processors, and . the constant evolution of execution environments (hardware + software). Many studies have shown that the design and implementation of these complex applications tend to produce various kinds of errors at every stage, even when the development process is enforced by strict procedures:
. In the early parts of the development, such as requirements and design specifications, the formulation of requirements using natural languages, as well as potential misunderstanding between users and designers of the future system, tend to produce errors that will have a lasting influence on reliability, safety, and cost of the system [8] . . In later parts of the development, such as implementation and deployment, programming constraints may introduce alterations in the system (even if it is well-described). Moreover, specifications may often be interpreted in various ways, leading to so-called "integration problems" [10] . . Maintenance is usually performed on programs.
Thus, variations in time introduce significant differences between the original specification and the maintained application. If specifications and environmental restrictions are not maintained and validated across changes, implicit assumptions can easily be violated, leading to costly failures such as that of Ariane 5 [6] . The main reason for using prototypes is economic: Scale models and prototype versions of most systems are much less expensive to build than the final versions. Prototypes should therefore be used to evaluate proposed systems if acceptance by the customer or the feasibility of development is in doubt. The need for prototyping has become more urgent as systems being developed have grown more complex, more likely to have requirements errors, and more expensive to implement.
WHAT IS RAPID PROTOTYPING
Prototyping is defined by the IEEE as: "A type of development in which emphasis is placed on developing prototypes early in the development process to permit early feedback and analysis in support of the development process" [1] . As this section shows, this definition can be variously instantiated.
To catch the idea of prototyping, we first have to define what a prototype is. We then consider the relation between the prototype and the final system. Finally, we have to consider involved development techniques.
The Prototype
A prototype is an executable model of a system that accurately reflects a chosen subset of its properties, such as display formats, computed results, or response times. Prototypes are useful for formulating and validating requirements, resolving technical design issues, and supporting computer-aided design of both software and hardware components of proposed systems. Rapid prototyping refers to the capability of creating a prototype with significantly less effort than it takes to produce an implementation for operational use.
A prototype may not satisfy all of the constraints on the final version of the system. For example, the prototype may provide only a subset of all the required functions, it may be expressed in a more powerful or more flexible language than the final version, it may run on a machine with more resources than the proposed target architecture, it may be less efficient in both time and space than the final version, it may have limited capacity, it may not include full facilities for error checking and fault tolerance, and it may not have the same degree of concurrency as the final version. Such simplifications are often introduced to make the prototype easier and faster to build. To be effective, partial prototypes must have a clearly defined purpose that determines what aspects of the system must be faithfully reproduced and which ones can safely be neglected.
Prototypes facilitate the requirements phase for any type of software if the requirements have changed from the previous version, which is usually the case. Prototypes can demonstrate system scenarios to the affected parties as a way to:
. collect criticisms and feedback for updated requirements, . detect deviations from users' expectations early, . trace the evolution of the requirements, . improve the communication and integration of the users and the development personnel, and . provide early warning of mismatches between proposed software architectures and the conceptual structure of requirements.
Relation to the Final System
Prototypes can be developed either to be thrown away after producing some insight or to evolve into the product version. Each of these approaches has its benefits and disadvantages and the most appropriate choice depends on the context of the effort.
The Throw-Away Approach
The main advantage of the throw-away approach is that it enables the use of special-purpose languages and tools, even if they introduce limitations that would not be acceptable in an operational environment or even if they are not capable of addressing the entire problem. The throw-away approach is most appropriate in the project acquisition phase where the prototype is used to demonstrate the feasibility of a new concept and to convince a potential sponsor to fund a proposed development project.
In such a context, available resources are limited and the ability to communicate the advantages of a new approach via a very low cost demonstration can be critical for creating a new project.
The most apparent disadvantage of a throw-away prototype is spending implementation effort on code that will not contribute directly to the final product. There is also the temptation to skip or abbreviate documentation for throw-away code. This temptation is harmful because the lessons learned from the prototyping effort may be lost if they are not recorded and because the lack of documentation and degradation of the initial design simplicity may block the evolution of the prototype before it reaches a form that captures the customer's needs with respect to the scope of the prototyping effort. The throw-away approach can be a stopgap for an inadequate level of technology and is most appropriate for rough system mock-ups used at the very earliest stages of a project.
The Evolutionary Approach
The evolutionary approach produces a series of prototypes in which the final version becomes the software product. This approach depends on special tools and techniques because it is usually not possible to put a prototype into production use without significant changes to its implementation to optimize the code and to complete all of the details. The conceptual models and designs contained in a prototype can usually be used in the final version. Precise specifications for the components of a prototype and clear documentation of its design are therefore critical for effective software prototyping, as are tools for transforming and completing designs and implementations. The technology needed to support this approach is beginning to emerge.
Relation to Software Automation
To be effective, prototypes must be constructed and modified rapidly, accurately, and cheaply. They do not have to be efficient, complete, portable, or robust and they do not have to use the same hardware, system software, or implementation language as the delivered system. Software for rapid and inexpensive construction and modification of prototypes makes it feasible [7] .
In the throw-away approach, prototypes are usually built with specific languages for simulations. It is of interest that SmallTalk is getting back in the picture for prototyping since it proposes lots of predefined classes implementing various functions and is recognized as being an easy-coding language.
In the evolutionary approach, support for automated program construction of systems is needed and such tools can be very useful in this context, even if the resulting programs are not very efficient.
WHAT IS PROTOTYPING NOW
For many years, prototyping was mostly reduced either to the throw-away approach or to automatic program generation (for example, user interface builders). Companies for which products were life-critical started to implement prototyping tools in the 1990s (for example, in the aircraft industry). Now, prototyping tends to be more than a simple set of techniques available for projects. It is a development approach based on several techniques:
. Modeling is necessary to be able to capture the architecture and the behavior of the system to be developed. . Evaluation of the model can be performed through simulation or testing; in some cases, formal techniques are also applicable. . Automated program generation from the model provides an accurate image of the system without the variations that may be introduced during the coding phase.
Prototyping as a Methodology
A typical prototyping-based approach is presented in Fig. 1 and shows all the potential of this type of methodology. It first shows that both throw-away and evolutionary prototyping can be used at different stages in the same project. If used, throw-away prototyping is of interest for establishing a preliminary design and can be built using any of the techniques mentioned in Section 3.2.1. Demonstrations to end-users, as well as investigation on this prototype, allows for the design of more precise requirements as well as the evaluation of techniques to be used in the final system. Refinements on the throw-away prototype mainly concern requirements.
If used, evolutionary prototyping should be centered on a model prototype: an accurate and complete description of the system serving as a basis for both evaluation and program generation. Various research projects present such an approach in software (as in [13] ), hardware (as in [3] ), and hardware/software codesign (as in [2] ). Other examples can be easily found.
The model prototype can be evaluated using standard simulation techniques or, if it relies on mathematical foundations, formal techniques such as model checking [5] . Let us note that formal techniques provide much more accurate information on the model than a "traditional" evaluation. Moreover, formal verification techniques are now at a stage were they can be used in some industrial projects since most of the problems mentioned in [9] may be overcome. As an illustration, industry is already interested in many research projects concerning the use of formal methods for critical systems. The strength of these techniques is to ensure that the model has specific desired properties; the issue of appropriateness of choice of properties is best addressed by demonstrations to elicit feedback from affected parties.
The main interest of program generation is to provide executable programs at very low cost. Moreover, these programs may be run in their target execution environment for appropriate test and evaluation (e.g., for performances constraints). Program generation usually generates a skeleton on which easy-to-produce pieces of code can be mapped from "annotation" in the model prototype. For example, the control of distributed applications is difficult to implement and benefits from such techniques; sequential code is simpler to produce and can be inserted on the skeleton according to the model annotations.
Refinements on the evolutionary prototype concern the product itself: functions, speed, memory consumption, etc.
One can easily imagine that the model prototype does survive the implementation phase to be reused for maintenance. In that case, each modification can be carefully checked and its impact on the final system evaluated.
However, there are still many complex aspects to consider in prototyping. Several aspects are already addressed by (often partial) solutions:
. Reuse of software components in applications still provides some difficulties for a prototyping-based approach (especially when formal methods are used) since only parts of the system are described in the model prototype. . The choice of an appropriate notation for the model prototype is not easy. If UML is now a standard for design of systems, it still cannot be considered in many application domains (such as distributed systems, real-time systems, etc.). . The link between the model prototype and formal verification techniques remains delicate. A solution is to specify the system by means of a formal notation, but it appears to be impracticable: This is impossible for large systems and requires that engineers have a strong education in formal methods, which is not realistic. . The automation of the verifications performed on the model prototype is necessary to enable a larger use of prototyping-based development. Whether the verification is formal or not, techniques are not easy to manipulate and should be automated. . Existence of user friendly tools is a prerequisite for a larger use of prototyping based development.
Is There Still a Need for Prototyping in the Future?
The throw-away prototyping approach has already been used in industry for about three decades. Typically, prior to a large project, a study is performed to evaluate the feasibility and cost of the real system. Sometimes, the project is canceled based on these studies. Recently, the term RAD (Rapid Application Development) got some popularity. However, it is more often interpreted as "extreme programming" since the appropriate environments to automate program generation are unavailable most of the time.
However, prototyping-based methodologies do exist. It is known that companies like Airbus Industries and Boeing do develop embedded code using such techniques. However, no communication is made on details of the involved techniques because this capability appears to be a key for competition.
We think that the use of prototyping-based development methodologies will increase in industry. We can identify two "point of interest" for companies:
. Point 1: Prototyping-based methodologies are of interest because they allow us to reduce the cost and time-to-market of a system. For companies producing complex systems (such as embedded, distributed, real-time, etc.), there is an additional reason: The cost of highly skilled engineers increases rapidly since there is more demand than people to fill positions. Automated development approaches could reduce the need for highly skilled engineers since one of them could manage several "standard" engineers to operate prototyping tools. . Point 2: For companies building critical systems, a prototype-based approach is even more interesting since it is more likely able to operate formal verification techniques when required. It is now clear that such methods are the only way to provide extremely high levels of reliability in system design and implementation. This is why it is recommended by various certification standards such as DO-178B (for avionic systems).
PAPERS OF THE SPECIAL SECTION
We noted with interest that the selected papers all come from the hardware/software codesign community. This is a perfect illustration of the common interest of software and hardware when it comes to elaborate development approaches.
The first paper to be selected is "Combining a Performance Estimation Methodology with a Hardware/Software Codesign Flow Supporting Multiprocessor Systems" from the TIMA Laboratory in Grenoble (France). It presents an approach that enables exploration of a large number of multiprocessor architecture solutions from the very start of the design process. The presented approach successfully combines modeling techniques, formal description techniques (use of SDL [4] ), and program generation (in assembler).
The second paper to be selected, "Virtual Benchmarking and Model Continuity in the Rapid Prototyping Embedded Multiprocessor Signal Processing Systems," illustrates a cooperation between Cadence Design Systems and the Georgia Institute of Technology, Atlanta. This paper clearly focuses on the methodological aspects and addresses the integration of the product in an already existing execution environment (software + hardware), which is one of the problems mentioned at the end of Section 4.1.
The last paper to be selected, "Reconfigurable Instruction Set Processors from a Hardware/Software Perspective," comes from the Katholieke University of Leuven, Belgium. It is a survey of techniques used to reconfigure the logic of processors. The design of a program generator tool (like in [12] ) as well as the implementation of reconfigurable runtimes or virtual machines (like in [11] ) could easily benefit from such techniques.
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