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Resumen
El concepto de jerarquía de memoria de un compu-
tador es uno de los más importantes en el ámbito de
la docencia en arquitectura de computadores. Habi-
tualmente, los distintos aspectos de la estructura y el
funcionamiento de la jerarquía de memoria (memo-
ria cache, memoria virtual, algoritmos de reemplazo,
tasas de fallos, etc.) se explican primero a los alum-
nos de manera teórica, y posteriormente se realizan
prácticas basadas en programas que simulan dicha
jerarquía.
En este trabajo se presenta un nuevo simulador pe-
dagógico, SJM, que permite modelar de forma ami-
gable distintas jerarquías de memoria, modiﬁcar fá-
cilmente sus características y obtener medidas de sus
prestaciones, de cara a que los alumnos, mediante
la evaluación de distintas conﬁguraciones de la je-
rarquía de memoria, aﬁancen su comprensión de los
distintos aspectos de ésta.
1. Introducción
El concepto de jerarquía de memoria [11] surge en
los años 80 para tratar de salvar la cada vez mayor
diferencia de velocidad entre los procesadores y las
memorias. Una jerarquía de memoria tiene uno o va-
rios niveles de memoria cache (más rápida pero mu-
cho más cara que la habitual memoria principal) que
permiten retener los datos más habitualmente utili-
zados por el procesador para que cuando éste los
necesite no sea necesario ir a buscarlos a la lenta
memoria principal. Conforme crece la diferencia de
velocidad entre los procesadores y la memoria prin-
cipal, cada vez es más importante sacarle el máximo
rendimiento a la jerarquía de memoria del compu-
tador.
Así pues, entender bien y saber manejar las distin-
tas conﬁguraciones de una jerarquía de memoria de
un computador es cada vez más importante en el ám-
bito de la docencia en arquitectura de computadores.
Habitualmente, los distintos aspectos de la estructu-
ra y el funcionamiento de la jerarquía de memoria
(memoria cache, memoria virtual, algoritmos de re-
emplazo, tasas de fallos, etc.) se explican primero a
los alumnos de manera teórica, y posteriormente se
realizan prácticas basadas en programas que simulan
dicha jerarquía.
Como se verá más adelante, desde nuestro pun-
to de vista, ninguno de los simuladores de jerarquía
de memoria disponibles actualmente resulta comple-
tamente adecuado para ser utilizado en labores do-
centes. Uno de los principales inconvenientes es que
muy pocos de ellos permiten simular conﬁguracio-
nes que integren memoria cache y memoria virtual
en una misma jerarquía. Además, muchos de ellos
no resultan ni sencillos de utilizar ni amigables, y
por tanto diﬁcultan la plena comprensión de las con-
ﬁguraciones modeladas o el análisis de los resulta-
dos obtenidos.
En este trabajo se presenta un nuevo simulador
pedagógico, que hemos llamado Simulador de Je-
rarquías de Memoria (SJM). Este simulador per-
mite modelar de forma intuitiva distintas jerarquías
de memoria, modiﬁcar fácilmente sus característi-
cas y obtener medidas de sus prestaciones, de cara
a que los alumnos, mediante la evaluación de dis-
tintas conﬁguraciones de la jerarquía de memoria,
aﬁancen su comprensión de los distintos aspectos de
ésta. Además, es importante destacar que SJM per-
mite integrar memoria cache y memoria virtual en
una misma jerarquía. En cuanto a su aplicación do-
cente, la experiencia de uso nos ha demostrado que
el alumno encuentra SJM amigable, útil y sencillo
de utilizar.
El resto del artículo está estructurado como sigue:
en la sección 2 se ofrece un breve repaso de los prin-
cipales simuladores disponibles que modelan siste-
mas jerárquicos de memoria. En la sección 3 se pre-
senta SJM, detallando el procedimiento para conﬁ-
gurar una jerarquía, la realización de una simulación
a partir de una traza de accesos a memoria y la re-
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presentación de los resultados obtenidos. La sección
4 aborda la aplicación de SJM en prácticas y la ex-
periencia de uso. Por último, la sección 5 presenta
algunas conclusiones.
2. Simuladores de jerarquías de memoria
Puesto que el sistema de memoria es un componen-
te esencial de un computador, recibe una continua
atención tanto por investigadores, para mejorar sus
características y nivel de prestaciones, como por do-
centes, para dar a conocer sus fundamentos y funcio-
namiento. Es por ello que existen múltiples herra-
mientas desarrolladas por unos y otros con las que
pueden lograr sus objetivos más fácilmente. La ma-
yoría de ellas son simuladores de todo o parte del
sistema de memoria, y aunque en algunos casos pue-
den ser usadas tanto para tareas docentes como de
investigación, lo habitual es que cada una tenga una
determinada orientación. Es normal, por tanto, que
su alcance y diseño sea diferente, de tal forma que,
por ejemplo, en los simuladores docentes tanto las
conﬁguraciones permitidas como los resultados que
se manejan tengan ciertas limitaciones, mientras que
los orientados a investigación son más soﬁsticados
y admiten mayor diversidad de parámetros de en-
trada y salida. Por contra, éstos últimos no suelen
disponer de interfaces gráﬁcas de usuario, las cuales
sí existen en los simuladores docentes, siendo éstas
muy cómodas y fáciles de usar, a la vez que ofrecen
suﬁciente información como para poder observar la
evolución de las simulaciones con gran detalle y co-
mo para entender, a través de diversas imágenes, el
funcionamiento del sistema.
Algunos de los simuladores que se han venido
usando para estudios en tareas de investigación son,
por ejemplo, ACS (Acme Cache Simulator), mlca-
che [13], DRAMsim [16] o Dinero [5]. Este último
es un caso especial pues también se ha usado tra-
dicionalmente con propósitos docentes. Es más, este
simulador ha sido la base de otros muchos simulado-
res de este tipo, por lo que merece la pena detenerse
para describir sus principales características. Desa-
rrollado por Mark D. Hill, Dinero es un programa
de línea de comando que permite analizar detalla-
damente las prestaciones de un amplio abanico de
conﬁguraciones de cache, y requiere una traza con
la secuencia de accesos a memoria a simular, la cual
puede ser proporcionada en varios formatos. La ver-
sión más reciente y completa de este software es Di-
neroIV. Esta versión puede simular varios niveles de
cache, distinguir entre caches separadas y uniﬁca-
das, conﬁgurar distintos niveles de asociatividad, ta-
maños de bloque y de cache, establecer las políticas
típicas de escritura en caso de acierto y fallo, ﬁjar las
estrategias de asignación y reemplazo más habitua-
les y realizar prebúsquedas. Los resultados que ofre-
ce son los típicos [11]: tasa de fallos, proporción de
cada tipo de fallos, tráﬁco desde y hacia la memoria,
etc.
Por otra parte, ejemplos de simuladores principal-
mente orientados a docencia son Simula Cache (ba-
sado en Dinero III) [1], SICAM (simulador de me-
moria cache multinivel) [2], SIJEM (simulador de
jerarquía de memoria) [4], VCS (Visual Cache Simu-
lator) [7], MSCSim [9], DCMSim [3], VMS (Virtual
Memory Simulator) [14] o Xcache (básicamente una
interfaz gráﬁca para Dinero III).
La gran mayoría de herramientas de este tipo se
plantean para computadores monoprocesador, pues
éstos constituyen el entorno en el que se plantea por
primera vez el concepto de memoria en cualquier ti-
po de estudios de informática. Se pueden encontrar
también simuladores del sistema de memoria más
enfocados a sistemas multiprocesador. En el caso de
SMPs, por ejemplo, se encuentra SMPCache [15],
que al margen de las características propias de las
caches, también incluye varios protocolos de cohe-
rencia snoopy, necesarios en ese tipo de computado-
res. Más soﬁsticado, y en el lado de la investigación,
se puede también citar a GEMS (General Execution-
driven Multiprocessor Simulator) [8], que está for-
mado por un conjunto de módulos para SIMICS, y
que hace posible una simulación más detallada de la
jerarquía de memoria en sistemas multiprocesador
como SMPs o CMPs.
La mayoría de los simuladores antes menciona-
dos se basan en el uso de trazas que registran los
accesos a memoria extraídos de la ejecución de apli-
caciones en herramientas o sistemas al margen del
simulador. También hay simuladores que permiten
ejecutar aplicaciones y obtener directamente a par-
tir de ellas los accesos a memoria que alimentan
al modelo de sistema de memoria simulado. Es el
caso, por ejemplo, del antes mencionado mlcache,
o de las herramientas SpimCache [12] y SpimVista
[10], especialmente interesantes. Se trata en ambos
casos de extensiones gráﬁcas para el conocido simu-
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Parámetro Rango de valores
Tamaño de cache mínimo 1, máximo 230 bytes
Tamaño de bloque mínimo 1, máximo 230 bytes
Niveles de cache mínimo 1, máximo 4
Bloques por conjunto para cache mínimo 1 (correspondencia directa), máximo
ilimitado, pero los tamaños parciales están
limitados por el tamaño de cache y de bloque
Nº de conjuntos para cache mínimo 1 (correspondencia asociativa), máximo
ilimitado, pero los tamaños parciales están
limitados por el tamaño de cache y de bloque
Algoritmos de reemplazo para cache LRU, FIFO y aleatorio
Escritura en caso de acierto en cache Postescritura y escritura inmediata
Escritura en caso de fallo en cache Carga en escritura y no carga en escritura
Tipo de acceso a cache Física, virtual y virtualmente indexada pero
físicamente etiquetada
Tipo de cache Uniﬁcada o separada
TLB Uniﬁcado o separado
Número de entradas en TLB mínimo 1, máximo 50000
Número de entradas de la tabla de páginas mínimo 1, máximo 5×107
Algoritmo de reemplazo de páginas en MV LRU
Escritura en caso de acierto en MV Postescritura
Escritura en caso de fallo en MV Carga en escritura
Tabla 1: Parámetros de una jerarquía de memoria que permite manipular el simulador.
lador Spim [6], desarrollado por James R. Larus, que
permiten visualizar la evolución de una determinada
conﬁguración de cache al tiempo que se ejecuta un
programa escrito en ensamblador de MIPS.
Como se ha indicado, la gran mayoría de los si-
muladores de la jerarquía de memoria disponibles
se centran exclusivamente en los niveles de cache.
Unos pocos se ocupan de la memoria principal o la
memoria virtual de forma aislada, y muy escasos son
los que tratan con el sistema de memoria comple-
to. Según la información que se tiene de estos últi-
mos, ninguno considera caches virtuales o virtual-
mente indexadas y físicamente etiquetadas. Tampo-
co, a excepción de los más soﬁsticados dedicados a
investigación, suelen considerar los retardos de los
diferentes niveles de la jerarquía.
El simulador que se presenta en este trabajo pre-
tende incorporar todas estas características permi-
tiendo un manejo sencillo e intuitivo al alumno a
la vez que proporcionando suﬁciente nivel de deta-
lle en el modelado de la jerarquía, así como ayuda
contextual para solventar las dudas más frecuentes
que pudieran surgir. Para ello, se ha partido del si-
mulador DineroIV, al que se ha añadido una interfaz
gráﬁca, soporte para caches virtuales y caches vir-
tualmente indexadas pero físicamente etiquetadas,
cálculo del tiempo de acceso, etc.
3. Descripción de SJM
En esta sección se presenta el funcionamiento del
simulador que hemos desarrollado. Comenzaremos
describiendo la fase de conﬁguración de la jerarquía
de memoria para pasar luego a detallar el proceso
de simulación de la jerarquía conﬁgurada. Por últi-
mo, se describirá la representación de los resultados
obtenidos.
3.1. Conﬁguración de una jerarquía
Las características de las jerarquías de memoria
que permite conﬁgurar el simulador están recogidas
en la tabla 1. En la ventana de conﬁguración (ver
ﬁgura 1) se pueden ir añadiendo elementos a la je-
rarquía de memoria, empleando los botones que hay
a la derecha. De esta forma, se pueden añadir has-
ta 4 niveles de memoria cache, un TLB (Translation
Lookaside Buffer), que podrá ser de datos o instruc-
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Figura 1: Ventana de conﬁguración de la jerarquía.
ciones, y una tabla de páginas. La inclusión de cier-
tos elementos hace obligatoria la inserción de otros
(por ejemplo un TLB necesita una tabla de páginas)
aunque hay ciertas combinaciones que son opciona-
les. La representación gráﬁca de la jerarquía en esta
ventana dependerá de la conﬁguración escogida.
Seleccionando cualquier elemento de la ventana
(excepto en el procesador) se puede acceder a una
nueva ventana contextual que permite conﬁgurar los
parámetros propios del elemento seleccionado. Por
ejemplo, en la ﬁgura 2 se puede ver la ventana de
conﬁguración de la cache de datos de primer nivel.
Dentro de cualquiera de las ventanas de cache se
pueden conﬁgurar todos los parámetros típicos de
una cache: asociatividad, algoritmos de reemplazo,
políticas de búsqueda, políticas de escritura, tiempo
de acceso y tipo de cache. La opción de conﬁgura-
ción de tipo de cache (separadas o uniﬁcada) sólo
aparece en la conﬁguración de cache de nivel 1, pues
a partir del segundo nivel de cache siempre tiene que
ser uniﬁcada.
El simulador necesita los tiempos de acceso de
todos los componentes de la jerarquía, así como el
tamaño de los distintos elementos. En el caso del
TLB es necesario, además, determinar si se acce-
de de forma separada para datos e instrucciones, o
bien si consideramos un único TLB tanto para datos
como para instrucciones. En la conﬁguración de la
tabla de páginas es necesario determinar el número
de marcos físicos que se pueden alojar en memoria.
Una vez completa la conﬁguración de la jerarquía,
se pueden almacenar todos los datos en un archivo
para que pueda ser recuperada posteriormente, agi-
lizándose así la tarea de repetir la simulación en las
mismas condiciones.
3.2. Simulación de una traza de accesos
Una vez conﬁgurada la jerarquía de memoria a si-
mular, la herramienta muestra una ventana con di-
versos paneles, que se corresponden con los elemen-
tos conﬁgurados (ﬁgura 3). En esta vista, no es po-
sible modiﬁcar las características de ninguno de los
elementos deﬁnidos. Para cambiar el valor de estos
parámetros, sería necesario emplear de nuevo la ven-
tana de conﬁguración previamente descrita.
Los distintos paneles permiten realizar un segui-
miento de la evolución de los distintos elementos de
la jerarquía a medida que se lleva a cabo la secuencia
de accesos a memoria durante la ejecución de la si-
mulación. La dirección virtual correspondiente a ca-
da acceso se muestra en la parte superior de la ven-
tana principal. En la parte inferior de la ventana de
simulación se muestran unos paneles que represen-
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Figura 2: Conﬁguración de la cache.
tan las caches deﬁnidas, organizadas en conjuntos y
en bloques. Según el tipo escogido, se mostrarán ca-
ches de instrucciones, de datos o uniﬁcadas.
Seleccionando cualquiera de las caches aparece-
rá una ventana ﬂotante que muestra de forma más
detallada el formato de dirección que utilizará la ca-
che (indicando cuáles son los campos etiqueta, índi-
ce y desplazamiento) y su estado en cada momen-
to. En concreto, los bloques que han sido sustituidos
se resaltan empleando un código de colores. Todas
estas ventanas pueden manipularse y organizarse en
cascada, de forma horizontal, vertical o a gusto del
usuario. En la conﬁguración mostrada en la ﬁgura 3,
se observa que para el primer nivel la cache de ins-
trucciones es de correspondencia directa (sólo tiene
un bloque por línea), mientras que la cache de datos
es asociativa de grado dos (dos bloques por línea de
cache). Para el segundo nivel, puede observarse co-
mo la cache es uniﬁcada y asociativa de grado cuatro
(4 bloques por línea de cache).
Según el tipo de conﬁguración se mostrará una
cantidad distinta de datos. Así, por ejemplo, en el
caso de una cache de prebúsqueda se representarán
todos los bloques traídos de cache utilizando una ﬂe-
cha doble y un color distinto para mostrar la diferen-
cia entre los dos tipos de acceso.
Por su parte, el TLB y la tabla de páginas se mues-
tran en forma de tabla en la zona central de la ven-
tana de simulación. En dichas tablas, además de la
correspondencia entre página virtual y página física,
se indica el valor de los bits de validez y suciedad y
el valor del contador mediante el que se implemen-
ta el algoritmo de reemplazo LRU. Bajo el TLB y
la tabla de páginas se muestra la dirección física co-
rrespondiente a la dirección virtual actual. Esta vista
también recoge en todo momento los ciclos de simu-
lación consumidos.
Para facilitar el manejo del simulador, todos los
elementos de la ventana tienen acceso a una ventana
contextual de ayuda, de forma que el usuario pueda
resolver rápidamente sus dudas. Además, en la par-
te superior de la aplicación se incluye una barra de
herramientas que permite acceder de forma rápida a
todas las opciones de los menús.
Para realizar la simulación de una traza de accesos
a memoria sobre la jerarquía deﬁnida, una vez car-
gado el ﬁchero de traza, ésta se muestra en la parte
superior izquierda de la ventana de simulación (ver
ﬁgura 3). En concreto, una tabla nos informa sobre
el tipo de acceso (instrucción, lectura de datos o es-
critura) y la dirección correspondiente a cada acce-
so. Durante la simulación esta tabla informa sobre el
próximo acceso que se va a realizar.
La simulación se puede llevar a cabo de dos for-
mas: paso a paso o completamente. La simulación
paso a paso permite ir estudiando las repercusiones
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Figura 3: Ventanas de la simulación.
de cada nuevo acceso sobre los niveles de la jerar-
quía de memoria y sobre el tiempo total. Por otra
parte, la simulación completa se detiene sólo cuan-
do se han realizado todos los accesos de la traza.
3.3. Representación de los resultados
Independientemente del tipo de simulación em-
pleado (paso a paso o completa), una vez ﬁnalizada
ésta, la propia ventana de simulación proporciona al-
gunos datos interesantes. En particular, se puede ob-
Figura 4: Ventana de resultados.
servar (ﬁgura 3) el estado ﬁnal de las caches, la tabla
de páginas y el TLB, así como el tiempo total inver-
tido, diferenciando entre accesos a datos y accesos
a instrucciones. Además, en la ventana de estadísti-
cas (ﬁgura 4) está disponible el conjunto completo
de resultados obtenidos por la simulación. En con-
creto, se proporcionan resultados para cada nivel de
la jerarquía de memoria, así como los tiempos de ac-
ceso a datos, instrucciones y global. Finalmente, se
proporciona la posibilidad de almacenar en archivo
o imprimir el informe generado.
4. Aplicación docente y experiencia de uso
Como ya hemos mencionado, SJM ha sido desarro-
llado con el principal objetivo de emplearlo en la do-
cencia de aquellas asignaturas que se ocupan, a dis-
tintos niveles, del sistema de memoria de un compu-
tador, y más concretamente en las prácticas que de-
ben servir para reforzar y complementar los concep-
tos teóricos introducidos en dichas asignaturas. Evi-
dentemente, este objetivo básico ha condicionado el
diseño del simulador, tal y como se ha explicado
en anteriores secciones. Sin embargo, y aunque en
nuestra opinión el resultado ﬁnal del simulador se
XVI Jornadas de Enseñanza Universitaria de la Informática 403
ajusta efectivamente a los planteamientos iniciales
de su diseño, esto no garantiza directamente el éxito
de su aplicación en la docencia. En este sentido, y de
cara a obtener un máximo partido de esta herramien-
ta desde el punto de vista docente, convendría tener
en cuenta ciertas consideraciones y reﬂexiones, fruto
tanto del análisis “a priori” de las funcionalidades de
SJM como de las experiencias de su uso en el aula.
En primer lugar, cabe recordar que SJM permite
simular simultáneamente todos los niveles posibles
de una jerarquía de memoria (cache, memoria vir-
tual, etc.), así como conﬁguraciones diversas dentro
de ciertos niveles (por ejemplo, caches separadas en
instrucciones y datos, uniﬁcadas, etc.). Sin embar-
go, los conceptos relativos a los distintos niveles de
la jerarquía suelen introducirse gradualmente a los
alumnos, de modo que es muy probable que el pri-
mer contacto de éstos con SJM se produzca antes
de que puedan comprender algunas de las posibili-
dades de modelado de jerarquía que ofrece la herra-
mienta. Por tanto, en este sentido, conviene tomar
la precaución elemental de preparar las prácticas de
modo que los alumnos se adentren en las funciona-
lidades y opciones de la herramienta de forma pa-
ralela a su progresión en su capacidad de diseño y
análisis de jerarquías de memoria. Concretamente,
lo habitual es que los alumnos se aproximen en pri-
mer lugar a los niveles superiores de la jerarquía de
memoria (básicamente, memoria cache y principal),
por lo que las primeras prácticas a desarrollar con
SJM deberían plantearse (como es nuestro caso) sin
usar más funcionalidades que las estrictamente ne-
cesarias para simular estas conﬁguraciones simples.
Ahora bien, una vez que los alumnos poseen una vi-
sión de todos los posibles niveles y opciones de la
jerarquía de memoria, SJM está igualmente prepara-
do para simular cualquier conﬁguración completa de
jerarquía.
Independientemente del grado de complejidad de
la jerarquía simulada, conviene tener presente que
existe un riesgo para el auténtico aprovechamiento
de las prácticas realizadas con SJM (y en general,
con cualquier simulador similar). Dicho riesgo con-
siste en que los alumnos, aunque lleguen a manejar
con soltura la herramienta durante las prácticas, no
extraigan de ellas conclusiones que aﬁancen sus co-
nocimientos y refuercen su capacidad de diseñar y
analizar jerarquías de memoria. Este riesgo debería
evitarse planteando las prácticas, como en nuestro
caso, desde un punto de vista causa-efecto en la re-
lación diseño-resultado. Esto es, no debe bastar con
que el alumno sea capaz de conﬁgurar una jerarquía
de memoria que se plantea y de obtener los resul-
tados de simular la misma, ni siquiera con que el
alumno aprecie diferencias entre los resultados de
unas jerarquías respecto a otras, sino que, idealmen-
te, debe llegarse al punto en el que el alumno sea
capaz, a partir de los resultados obtenidos, de de-
ducir por qué se producen dichas diferencias en los
resultados, teniendo en cuenta las jerarquías mode-
ladas. Como alternativa, las prácticas pueden plan-
tearse desde el punto de vista inverso, de modo que
el alumno deba diseñar una jerarquía que obtenga
determinados resultados (relativos a otras o absolu-
tos). Igualmente, y teniendo en cuenta que las simu-
laciones con SJM se basan en trazas de acceso a me-
moria, resulta interesante plantear que los alumnos
creen sus propias trazas de modo que produzcan un
determinado resultado para una conﬁguración con-
creta de jerarquía de memoria. Como puede compro-
barse, en ninguno de los planteamientos expuestos
es posible que el alumno complete las prácticas con
éxito sin demostrar cierto dominio de la jerarquía de
memoria.
Por experiencia, hemos comprobado que, para
todos los mencionados enfoques de las prácticas,
las funcionalidades de SJM resultan completamen-
te adecuadas. En este sentido, los alumnos suelen
encontrar especialmente útil y amigable la interfaz
de usuario, lo que facilita sin duda el desarrollo de
las prácticas, durante las cuales los alumnos pueden
centrarse en el diseño de la jerarquía y en el análi-
sis de los resultados sin grandes pérdidas de tiempo
debidas a la operación de la herramienta.
Por último, cabe mencionar que el hecho de que
los alumnos puedan disponer libremente del simu-
lador (para instalarlo en sus equipos particulares),
junto con la sencillez de su uso, les permite prac-
ticar con el mismo más allá del tiempo presencial
en el laboratorio. En nuestro caso, solemos animar a
los alumnos a que diseñen de este modo sus propias
conﬁguraciones de jerarquía de memoria y realicen
los correspondientes análisis de resultados.
5. Conclusiones
Uno de los aspectos fundamentales de los tratados
en la docencia en arquitectura de computadores es la
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jerarquía de memoria. Habitualmente, el alumno ad-
quiere las competencias relacionadas con dicho con-
cepto a través de un conjunto de actividades, entre
las que son parte fundamental las prácticas basadas,
en general, en el uso de uno o varios simuladores que
modelan la jerarquía de memoria.
En este artículo se ha hecho un repaso de los prin-
cipales simuladores disponibles para esta tarea, de
los que ninguno, desde nuestro punto de vista, reú-
ne todas las características que serían deseables en
una herramienta orientada a la docencia: sencillez,
amigabilidad, completitud, integrar memoria cache
y memoria virtual, proporcionar tiempos de acceso,
etc.
En este artículo hemos descrito el simulador SJM,
que permite modelar de forma sencilla una jerarquía
de memoria que incluya uno o varios niveles de ca-
che, memoria virtual, tabla de páginas, TLB, etc.
También hemos presentado reﬂexiones sobre su ade-
cuado empleo en prácticas, y sobre la experiencia de
uso en las asignaturas en las que venimos utilizando
este simulador, que los alumnos encuentran útil a la
vez que sencillo y amigable.
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