Abstract-This paper addresses a method to optimize the robot motion planning in dynamic environments, avoiding the moving and static obstacles while the robot drives towards the goal. The method maps the dynamic environment into a model in the velocity space, computing the times to potential collision and potential escape and the associated robot velocities. The problem of finding a trajectory to the goal is stated as a constrained nonlinear optimization problem. The initial seed trajectory for the optimization is directly generated in the velocity space using the model built. The method is applied to robots which are subject to both kinematic constraints (i.e. involving the configuration parameters of the robot and their derivatives), and dynamic constraints, (i.e. the constraints imposed by the acceleration/deceleration capabilities). Some experimental results are discussed.
I. INTRODUCTION
This work addresses a method to plan robot motions in dynamic environments. It concerns to find a trajectory from start to goal that satisfies: i) avoids obstacles in the environment, ii) the trajectories are feasible (kinematic and dynamic constraints of the robot), and iii) minimizes a criterium (i.e., motion time). The collision avoidance problem in motion planning has been extensively treated in the robotics literature and recent methods based on reactive avoidance already consider some of these constraints. When the available velocity information of the moving objects is taken into account, the navigation system can compute more stable trajectories which improve the motion performance regarding others classical methods for motion planning. The information gathered by the sensors of the robot which reflects the dynamism of the environment it is necessary to plan optimal or near-optimal trajectories.
This way we use a technique to plan robot motions which transform the problem from the workspace or configuration space to the velocity space in order to make decisions about the "best" strategy of motion directly in this space. The method maps the positions of the obstacles and their known or estimated trajectories into the velocity space of the robot taking into account its kinematic and dynamic constraints. It provides information about further collisions, providing a map of all the collision-free velocities available. An initial collision-free trajectory is computed on the model, which is utilized as a seed in the optimization procedure to find a trajectory which converges to the goal. This process is resumed every sampling time.
This paper is organized as follows: in section II some related works are presented. In section III the developed approach is outlined. Section IV presents the method to map the configuration space of a dynamic environment to the velocity space. The robocentric motion planning algorithms are addressed in V. The optimization of trajectories using the velocity space built is presented in section VI. Simulation results are discussed in section VII and in section VIII some conclusions are presented.
II. RELATED WORKS
The classical reactive methods such as [21] , [3] , [11] , [20] are sufficient to keep the robot safe, but they are very sensitive to local minima. The common approach is to incrementally build a occupance grid, which assumes static obstacles and is updated from sensor data. These approaches usually exploit their reactivity to deal with moving obstacles. But they do not use the kinematic information of the objects to cope with the problem of the robot velocity planning.
The motion planning to reach a goal in a dynamic environment is resolved either using global planning methods or using local planning with a reactive obstacle avoidance method. This problem was originally addressed by adding the time dimension to the space in which general motion planning techniques were used ( [15] , [6] , [4] are some examples).
[1] takes into account explicitly the velocities of the obstacles. The idea is to represent the obstacles directly in the velocity space of the robot, in order to compute the set of velocities leading to collision. In this work the robot and the obstacles have straight constant trajectories, extended in [18] and [19] to arbitrary obstacle trajectories. [12] defines a model to represent the dynamic environment and the non-holonomic and dynamic constraints of the robot in the velocity space (w, v), which allows to compute motion commands directly in this space, selecting them among the velocities not leading to collision. In [5] the concept of Inevitable Collision States is defined, corresponding to states for which no trajectory exists for the system can avoid the collision, and are used to plan trajectories ICS-free. But the ICS computation is a complicated task. In [14] A Partial Motion Planner for dynamic environments is proposed to be executed in real-time. The ICS concept is also used, building a tree using probabilistic techniques.
The problem of characterizing minimum-time trajectories linking any par of configurations where the robot is at rest has been studied by Jacobs in [7] . The authors have proven that minimum-time trajectories correspond to trajectories obtained by means bang-bang control, leading to pieces of clothoids and involute of circles. The problem is treated in freespace. [16] deals with time optimal control for mobile robots computing extremal controls as the optimal ones. They stated that it is an open problem. Fleury in [2] addresses the problem of smoothing mobile robot motions, proposing several suboptimal strategies to smooth broken lines trajectories in a cluttered, but no dynamic, environment. On the other hand [13] presents a method for computing the time optimal trajectories of a robot manipulator moving in a dynamic environment by utilizing the concept of velocity obstacle, where the trajectory is computed using a steepest descent algorithm. It computes the switching times for an optimal bang-bang control. In [10] a system composed by a local goal-oriented obstacle avoidance method which uses the concept of nonlinear velocity obstacle and an incremental global planner is developed. The local method optimizes a criterium which weights the velocities, the orientation change, a risk function and the time to collision. But the convergence to the goal is difficult to obtain because of the weighting parameters.
In [17] , smooth paths composed by curves which maintain the curvature continuity (clothoids and arc of circles), obtaining feasible trajectories are proposed. But no time considerations are made. [9] computes near-optimal trajectories under dynamic and kinematic robot constraints using piece-wise trajectories which maintain curvature continuity, but no in a dynamic environment context. These trajectories are based in the work of [17] , and the cost metric is based on the duration of the control.
III. STATEMENT OF THE PROBLEM AND THE APPROACH
The approach presented in this paper focuses in motion planning in dynamic environments. We assume that a global planner provides to the system a sequence of locations (subgoals) to reach the final goal (for instance a D * algorithm can be used). We don't deal here with the global planning problem. The work is centered in computing trajectories to reach the subgoals, minimizing a time criterium.
We state the problem to solve as a constrained optimization one, in which the restrictions come form the robot itself (kinodynamic constraints) but also from the kind of paths selected to be followed by the robot and from the obstacles moving around the vehicle. The system can profit the information about the dynamism of the environment to compute the best motion, in terms of paths and velocities (that is, trajectories). The motion is computed by means a robocentric motion planner in the velocity space, which allows to plan the trajectories in every sampling period. This Planner is described in Section V. It utilizes an optimization technique to compute trajectories which converge to the goal, taking into account all the constraints involved in the problem. The method plans a trajectory which minimizes the time to reach the goal, but constrained to some paths which assure the continuity of the curvature. Only the optimal command for the next sampling period is applied, and a new optimization to the goal is made in every period. So the motion can comply with the changing environment, and the system plans again observing the new conditions.
We impose conditions to the trajectories to be followed by the robot. Not any geometric path is permitted. The kind of paths selected are: clothoid, anti-clothoid (involute), circular, and straight lines. Note that clothoids and anti-clothoids at maximum acceleration correspond to extremal controls. This kind of sequences does not correspond to minimum time trajectories (are not sequences of extremal controls), but allows to always have a continuous curvature in the paths followed by the robot, given as a result feasible trajectories, compatible with the acceleration/deceleration constraints.
IV. MODELLING THE ENVIRONMENT
In [12] a technique to map the dynamism of the environment was presented. This model is used in this work as the basis to compute the trajectories. We outline briefly some ideas of this model.
The mapping of the dynamic environment is based on computing the robot paths and velocities (trajectories) that would provoke further collisions with the objects. The collision time is also a relevant information implicit in the mapped space. We consider here the case of non holonomic robots. Besides, some constraints are imposed in this paper in order to present the method:
• The model is composed by straight or circular paths of the robot. This is a common constraint imposed to non holonomic robot motions. In this way, we take into account the kinematic constraints.
• In this paper the objects move with a constant velocity following straight paths. Anyway, the method can be easily extended to other kind of paths, thus there is not loss of generality.
• The moving objects are represented as polygons and the robot is considered as circular, reducing the complexity of computations in the Configuration Space. The model is based on the idea of mapping the motion of the static and moving objects of the environment from the workspace to the velocity space of the robot. For this all the computations are made on the local reference of the robot (robocentric representation). Figure 1a represents the workspace (WS) with a robot and a moving obstacle at constant velocity following a straight path. Figure 1b depicts the configuration space (CS) at instant k. It shows the Collision Band (zone swept by the object moving along a straight line) and an obstacle in two locations (x o 1 and x o 2 ) representing the locations in which the robot, following a circular trajectory r j , arrives when the object has just passed at time t 1j (point P c1j ) or escapes from collision crossing just before the object arrives at time t 2j (point P c2j ). The computation of this pair of points and their associated times for the set of trajectories that can lead to collision is the basis of the proposed model. Then the robot velocities (w 1 , v 1 ) and (w 2 , v 2 ) and their corresponding times t 1 and t 2 are computed and mapped in the velocity space of the robot (Figure 1b) . These calculations are extended to the whole space, considering a range of curvature radii forming a surface in the velocity-time space (Dynamic Object Velocity, DOV ). The union of all the zones of velocities DOV for all the objects provides the Dynamic Objects Velocity Set (DOV S) and represents the velocities for which could have collision if they were maintained for some time. In Figure 1c , the projection of DOV S, V DOV S on the plane (w, v) is shown. The lower limits involve the maxima robot velocities to allow the object pass before the robot (i.e. V 1 ) and the upper limits represent the minima robot velocities to escape before the objet pass (i.e. V 2 ). As a consequence, choosing a velocity outside V DOV S implies that the robot won't collide during the whole time horizon considered by the computation. Notice that the circular paths in W S are represented as straight lines in V S, whose origin lies the origin of the plane (w, v). This property makes easier to plan velocities and trajectories in this space.
V. THE ROBOCENTRIC MOTION PLANNER
In this section we describe the Robocentric Planner (RP ). The method developed follows the steps: 1) it computes the environment model, mapping the robot and moving objects trajectories into the velocity space (VS) (Section IV) 2) it computes a circular trajectory from the current robot location to the next subgoal, to select a feasible trajectory used as a heuristic for setting a seed for the optimization problem 3) it computes a trajectory towards the subgoal by solving a constrained optimization problem, in which all the restrictions are taken into account (Section VI) 4) it applies the next motion command to follow the trajectory solution and repeats cyclicly the process every sampling time, until convergence to the goal. The reason to compute a circular trajectory in the second step is that the model reflects the free velocities the robot can choose without collision, when it follows that kind of paths (the straight line is a particular case). But this trajectory is only a seed for the next step, in which it will be optimized.
The final trajectory will be composed by a sequence of paths as the presented in section III (for instance ClothoidCircular-Clothoid-Straight, Cl-C-Cl-S). These kind of paths have been used in previous works (i.e. [9] , [17] ) but in our case they are parameterized in time, because of we need it for time optimization.
Two situations can arise: 1) upper velocities are free (S1); 2) upper velocities are not free (S2). Using the representation in V S we can provide an intuitive explanation for these cases and the motion strategies selected for each. Figure 2a represents the situation S1. It corresponds to the case in which high velocities (in the upper part of V S) can be chosen, that is the robot can pass before the moving objects arrive. The robot is at the current velocity V 1. RP chooses one of upper free velocities, V 3, using the Fig. 3 . (a) corresponding trajectory in W S is S1 ; the robot speed up to pass before the object, (b) corresponding trajectory in W S in S2; the robot decelerates to wait the object passes criterium of proximity to the goal mapped (R goal , in this case it match the line V 2 − V 3) within the no-collision zone.
A. Upper velocities free
As the vehicle has dynamic constraints, it is possible that it cannot reach instantaneously the new circular trajectory (line (V 2 − V 3)). To do that, the system computes from the current velocity V 1 a Clothoid trajectory (V 1 − V 2), joining the initial and the final circular paths maintaining a continuous curvature. Notice that this circular trajectory has two pieces: the first one is followed with acceleration (linear and angular) reaching V 3, and the second one is followed at maximum constant linear and angular velocities, V 3. The times associate to each stretch are also computed to be further used in the optimization process. Every time RP verifies that the composed trajectory is collision free. Figure 3a shows the corresponding trajectory in the workspace. Figure 2b represents the situation S2. This is the case in which the current velocity leads to collision if it is maintained and the upper velocities are prohibited. Thus, a safe solution is taken, selecting a circular trajectory outside the zone of dangerous velocities (R new−goal ). Several solutions can be considered, for instance, to reduce the velocity to V 2. This path is an anti-clothoid, a vertical straight line in V S. To link the new circular trajectory, a clothoid V 2−V 3, then a circular stretch on the R new−goal (V 3 − V 4), and finally a constant velocity circular trajectory are computed. This allows to avoid the moving obstacles, reducing the velocity until the objects pass. After the object passes, the situation S1 is resumed. Figure 3b shows the corresponding trajectory in W S. Table I shows the main algorithm for RP . The inputs are the Goal, the number of objects, the objects, the current robot velocity, and the output is a feasible trajectory. Function map obj maps the obstacles in V S, merge obj orders the objects as a function of the time to collision, detect obj selects situations S1 or S2, goal map maps the trajectory to the Goal into V S, new goal computes a new R new−goal for S2, generate traj generates the seed trajectory for the further optimization and optimize computes an optimal trajectory to the goal. In the next Section we present how this optimal trajectory is computed.
B. Upper velocities not free

C. Kind of Trajectories
The trajectory computed in the previous section is used as a seed for the optimization algorithm assuring convergence to the goal. We present next the kind of trajectories used, the function to be optimized and the constraints imposed to the optimization.
As said above we impose compound trajectories to be followed by the robot, maintaining a continuous curvature. Depending on the system is in S1 or S2, the trajectories are different:
where Cl means Clothoid, ACl Anticlothoid, C ac circular trajectory with acceleration, C un circular trajectory with uniform (maximum velocity), and S straight line. Obj 5 
VI. OPTIMIZATION OF TRAJECTORIES
The optimization problem can be formulated as follows:
where t = [ k j=1 t j ] is a time vector whose components are the times of each stretch of the whole trajectory, and F (x(t)) is a function representing the sequence of sub-trajectories parameterized in time (see Appendix). This function depends on several parameters: maxima accelerations, number of sub-trajectories, initial location and velocity, and geometric parameters of the robot.
The constraints are:
• nonlinear equality constraints:
where k is number of stretches, (1) and (2) lead the search towards the goal, (3) and (4) considers the continuities in curves.
• nonlinear inequality constraints:
where num is the number of moving obstacles, (5) considers the constraints for the linear and angular velocities in V S (in our case for a differential-drive robot), (6) imposes positive linear velocities, (7) enforces solutions in positive times, and (8) reflects the constraints coming from the moving objects in the CS modelled as circles. f xq and f xq are functions of time, and r q is the object radius enlarged with the robot radius.
VII. EXPERIMENTAL RESULTS
The objectives of the experiments in this section is to show how the planner works in different conditions. It has to adapt the decision to the dynamic of the objects and the robot dynamics. In the first experiment (Figure 4a) , the planner recomputes the optimal trajectory every sampling time, yielding a smooth trajectory to the goal. It can be note that the planner makes a decision of waiting the object O4 passes and speeding up to pass before the objects O2, O3, O5 arrive. Figure 4b shows the velocity profiles. The robot reduces the linear velocity when the object O4 moves towards it, permitting the object passes. The robot moves at maximum linear velocity to pass before O2, O3 and O5 arrive. Notice that to do it the robot has to manoeuver, avoiding collision.
In the second experiment the direction and the velocity of the objects were lightly changed, thus the plan differs from that of the previous experiment. The robot pass before all the objects arrive (Figure 5a ), adapting the plan to the new situation. In Figure 5b the velocity profiles are depicted. It can be seen that during the initial acceleration period, stretches of circular and clothoid (linear velocity constant) trajectories are alternated, due to the planning every sampling time. It can be appreciated that the robot goes towards the goal at maximum linear velocity, rotating when needed to avoid the coming objects.
As conclusion, the robocentric local planner works well with different dynamics in changing environments. In a such scenario, classical obstacle avoidance methods would lead to oscillatory motions. The method drives the robot to the subgoals or goal, trying to generate motions at maximum velocity to improve the travelling time. The kind of trajectories selected assure that the motions are feasible and maintaining the continuity in the curvature.
VIII. CONCLUSION
A robocentric robot motion planner for dynamic environments has been reported. The planner minimizes a time to the goal criterium, constrained to some kind of trajectories which assure the curvature continuity, to the robot kinematic and acceleration restrictions, and to the velocities which avoids collisions with the objects.
The method computes trajectories from the current robot state (location and velocities) to the goal, which are recomputed every sampling time to comply with the changing environment and the new robot location and velocities. A model representing the moving objects around the robot in the Velocity Space allows to select collision-free velocities to initialize the local optimization procedure, computing the next velocity command.
As further work, we propose a global planner which exploits the time-velocity information included in the model built, to be used jointly to the robocentric planner herein presented. Also, other sequences of trajectories have to be analyzed, in order to compute time optimal or near-optimal motions.
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APPENDIX
In this appendix we present the equations of curves for the general case from a initial configuration C 0 = (x 0 , y 0 , θ 0 ) and initial velocities v 0 and w 0 . Obj 5 
A. Robot motion equations
The equations for a differential-drive robot (our case) are:
B. Equations of a Clothoid
We consider case ar = −a l . ar and a l represent the accelerations of the wheels. Now, a r = ±a, while a r = ∓a. In this casev(t) = 1 2 
C. Equations of a Anti-Clothoid
We consider the case ar = a l . Thenẇ(t) = 
D. Equations of an arc of circle with linear and angular accelerations
The velocity v(t) depends on both the initial linear velocity v 0 and the linear accelerationv. The orientation θ(t) is a function of the initial orientation θ 0 , the initial angular velocity w 0 and the angular acceleratioṅ 
