Abstract. Most object databases offer little or no support for eventbased programming over and above what is provided in the programming language. Consequently, functionality offered by traditional database triggers and event-condition-action (ECA) rules has to be coded in each application. We believe that a notion of triggers should be offered by object databases to facilitate application development and a clear separation of concerns. We present a general and flexible event model that unifies concepts from programming languages and database triggers. We describe an implementation of the model and how it can support the requirements of a rich variety of applications.
Introduction
Event-based programming is gaining in popularity and is a paradigm now used in a wide range of applications. The underlying concept of automatically invoking actions in response to pre-defined events is well-known in traditional databases under the term triggers. Triggers were first introduced into databases as a means of maintaining database consistency. Later, they were generalised into eventcondition-action (ECA) rules capable of representing business logic and widely promoted in the active database community.
Most object databases offer little or no support for event-based programming over and above what is provided in the programming language. Consequently, functionality offered by database triggers and ECA rules has to be coded in each application, resulting in a duplication of programmer effort. Further, the event model offered by most object-oriented programming languages is more restrictive than that typically offered by database triggers and ECA rules. We therefore believe that object databases should offer a concept of triggers in order to facilitate the application development process and support a clean separation of concerns.
In this paper, we present a general and flexible event model for object databases that unifies concepts from programming languages and database triggers. The model is capable of supporting a rich variety of application requirements common in emerging domains such as sensor databases as well as more traditional applications. Further, it also supports distributed triggers where an event in one database may trigger an action in another database.
Section 2 provides the background in terms of database triggers, ECA rules and support for event-based programming in object databases. We then present the core of our unified event model in Sect. 3 and a detailed discussion of event scopes in Sect. 4. The architecture of our event system and details of implementation are given in Sects. 5 and 6, respectively. To illustrate the use of our model, a small example application is presented in Sect. 7. Concluding remarks are given in Section 8.
Background
Database triggers were first developed as a mechanism to automate basic database management tasks such as integrity constraint enforcement, view maintenance and authorisation control. Once the potential of a mechanism to automatically invoke actions in response to pre-defined events was realised, triggers were generalised into the concept of ECA rules that could be used to represent business logic within the database and the field of active databases emerged. Active rules have also been used as the basis for version management and workflow control systems. Recent research in the management of data streams has seen a renewed interest in database technologies for event processing.
Active databases were an active area of research in the late 1980s and 1990s with approaches based on both relational [1, 2, 3, 4, 5, 6, 7, 8] and object-oriented [9, 10, 11, 12, 13, 14, 15] database management systems. These approaches are compared and classified in [16] . While most of these systems provide a notion of ECA rules in different variations, the issue of rule component reuse has not been addressed in detail. In addition, publish-subscribe mechanisms as known from programming languages are not supported.
A number of architectures and frameworks for managing applications in distributed settings incorporate a notion of events. One of the earliest examples is CORBA where the event service allows for the decoupling of the communication between distributed objects. An example of more recent work is WebLogic Event Server [17] which manages event-driven, distributed applications with applications interacting by exchanging events. Applications are developed in Java combined with their own event processing language (EPL) which is an extension to SQL for querying streams of events. EPL rules can be dynamically changed and adapted at runtime. Applications are based on and composed of so-called event processing networks, a model based on Petri nets which represent an event flow graph including the event streams, producers and consumers. No details about how events are processed and the possible reuse of rules are given.
Other approaches introduce an event processing language for application development. For example, EventScript [18] is a language that processes events and the corresponding actions based on regular expressions. The language can be executed in a Java-based runtime and it is claimed that it is easy to integrate it with other runtime environments.
