Business environments have become exceedingly dynamic and competitive in recent times. This dynamism is manifested in the form of changing process requirements and time constraints. Work ow technology is currently one of the most promising elds of research in business process automation. However, work ow systems to date do not provide the exibility necessary to support the dynamic nature of business processes. In this paper we primarily discuss the issues and challenges related to managing change and time in work ows representing dynamic business processes. We also present an analysis of work ow modi cations and provide feasibility considerations for the automation of this process.
Work ows have been classi ed in many ways. The trade press classi es workows into three categories: Ad-hoc, Production and Administrative, on the basis of repetitiveness, predictability and functionality. Work ows are classi ed on the basis of processing entities as system-oriented and human oriented 2 . A further category is added to the trade press classi cation: Collaborative 3 . They divide the classes on the basis of mission criticality and work ow complexity. An important property of business processes is Rigidity. The degree of rigidity dictates the nature of the process, from production, assembly line type of processes for which the work required is exactly known and set before the process starts, to ad-hoc, strategic, and often mission critical processes where the work required cannot be predicted or xed. Processes that fall in between are de ned prior to execution, but also allow for some exibility. They are characterized by the phrase 'This is the way we do things around here'. 4 Such processes may be of a similar nature, but can have di erent procedures in di erent organizations. Examples of such processes can be insurance claims processing, travel booking, university students admissions etc. These are generally considered good candidates for automation through work ow technology. However, due to the continually accelerating pace of technological advancements, changing requirements and regulations, and introduction of new methods, business processes are being constantly reviewed, improved and adapted to the changing environment. The stability of even these processes which, can be characterized as rigid, repetitive or predictable, is put in doubt.
Organizations seeking to employ work ow technology have to be prepared for a large undertaking. Setting up of even the simplest business processes through workow technology would incur signi cant investment of time, e ort and resources, successful deployment set aside. One has to question the appropriateness of the process that is ready to be changed as soon as it is set up. In dynamic environments, would work ow technology actually deliver the superior management and monitoring the management aspires for, or would it convert the process to an in exible structure, engaging the workforce in managing the support tool?
A second question to be asked is how best to capture the dynamism of the business process within the work ow model. One possible approach is to provide exibility within the de nition of the work ow, such that later modi cations can be avoided as far as possible. These are slippery grounds since the distinction between ad-hoc and production work ows becomes fuzzy. If everything is kept exible at build time, activity coordination and control at runtime cannot be satisfactorily provided. A work ow allowed to run freely, devoid of any control or constraints, will wipe out the very reason for which work ow technology was introduced. On the other hand, highly prescriptive models will impose a control that is too rigid for even the repetitive production work ows. Such in exible structures can kill the individualism, dynamism and adaptability necessary for the organization to survive in a competitive environment. The question is how much detail should the work ow model capture? Finding the right balance between precise de nition and exible de nition is a hard issue for which generic solutions may not be workable.
Lastly, we could also try to anticipate changes and/or exceptions to the process and attempt to build them into the process logic. However, exceptions are often asynchronous to control ow, thus making it infeasible to model them within the work ow model. 5 Even if it were possible, specifying all exceptions within the process, would cause an enormous model to be built. And in spite of that, unanticipated ad-hoc deviations from the designed model may arrive later.
Work ow models aim to capture the functional, temporal and organizational aspects of the business process to say the least. 6 A modi cation to the process can have an impact on any of these aspects. A modi cation may constitute changes to underlying applications, roles and responsibilities of work ow clients, data requirements of work ow activities and so on. However, in our opinion, changes to the functional and/or behavioural aspect of the business process, that is changes to work ow structure, are the most challenging, both to de ne as well as to implement. The element of time is perhaps the second most critical factor in business processes. Proper time management in work ows remains a great challenge, because time-related decision making is a highly dynamic and complex process. In particular, when changes to the process structure occur, time management may involve drawing conclusions on the y on the basis of incomplete information. The speci cation and enforcement of temporal constraints thus becomes compelling for the successful deployment of work ow processes, and adds a further dimension of complexity to the problem of work ow modi cation.
In this paper we primarily address the issues and problems related to the management of dynamic work ow changes and their impact on structural and temporal constraints. In the subsequent sections, we will elaborate upon the problem and address the following issues:
The scope of work ow modi cations, which is presented as a taxonomy of modication policies by identifying the di erent e ects of business process change on underlying work ows. Work ow modeling issues in the context of work ow modi cation, speci cally the impact of the work ow meta-model and process uncertainty on the modi cation process. Feasibility considerations regarding automated support for the propagation of business process change to underlying work ow implementations.
Related Work

Work ow change management
Although exception handling has been an active area of research in information systems, 7;8 recently the issue of exception handling in work ows has attracted interest in research groups, owing mostly perhaps to its necessity. The focus of research in this area has been quite diverse. Researchers have approached the problem from di erent perspectives. Work ow Evolution, Work ow Adaptation, Dynamic Workows, Work ow Modi cation and Work ow Flexibility are but some of the terms used in the literature.
One of the earliest contributions came from. 9 They divide exceptions that may occur during work ow execution into basic failures, which are failures at the system level, application failures, expected exceptions and unexpected exceptions. A notable taxonomy of work ow changes referred to as Case Evolution Policies has been presented in 10 . They identify abort, ush and a set of progressive policies that allow case dependent evolution management of the work ow. Work ow adaptation has been classi ed into process level adaptation, resource level adaptation and infrastructure level adaptation. 11 Signi cant research has been done on the conceptual speci cation of work ow model and provision of change operations which guarantee the (structural) correctness of the changed model. 10;12 A mathematical formalismto model and analyze dynamic structural changes is introduced in. 13 Using Petri-Nets to model Work ows, 14 present a set of transformation rules to construct and modify the work ow. In 15 a language to specify hand over policy during dynamic modi cation is presented. However, most research on dynamic modi cation concentrates on the handling of exceptional instances, which is the adapt policy 12;16;17 . Related aspects of this area, where the work ow model cannot be built completely prior to execution and is dynamically de ned at runtime, are also being investigated. 18;19 
Work ow time management
At present, very few work ow research projects take into consideration the problem of time management on a larger scale. An example is the HOST (Healthcare Open System and Trails) project. 20 In this project, the temporal reasoner called Tachyon is developed for time management in health-care processes. However, this work is limited to health-care processes only and a temporal model upon which temporal reasoning is based is very simple for example it does not include decision nodes, the concept of a work ow instance nor modeling and veri cation of other temporal constraints apart from duration of individual tasks. Furthermore, this project does not consider dynamic modi cations of a work ow model or running instances.
Even fewer of these projects investigate the problem of time modeling and management in dynamic work ows. The ADEPT project 12 includes modeling of the real-time deadline constraints and the consequences of missing deadlines in the case of structural changes of a work ow instance during its execution. However, this work does not examine modeling of other relevant temporal constraints (apart from deadlines) or the veri cation of their temporal consistency.
Furthermore, the state of the art in work ow systems in largely dictated by product vendors. Currently available commercial work ow products o er very limited time management features -mainly in the form of 'calendars' and 'to-do' lists for personal time management including monitoring of the approaching deadlines and generating of reminder events (alerts). However, temporal dependencies be-tween deadlines are not known to the work ow management system. Therefore, the consequences of missing a deadline with respect to subsequent steps are not directly inferable.
Time management has been investigated in other research areas such as projectmanagement, job-shop scheduling, temporal databases, arti cial intelligence and real-time software engineering. However, we argue that none of the time modeling and management techniques available in these areas are suitable for time management in work ows due to the complex issues involved in work ow modeling and instantiation. The di erence between work ow time management on one hand and time management in project management, job-shop scheduling and arti cial intelligence (in particular Temporal Constraint Networks) on the other hand, are discussed in more detail in 21 .
The Scope
The work ow model or process model is a description of the tasks, ordering, data, time, resources, and other aspects of the process. For example, we can de ne an admission work ow that handles admission applications in a university. Ideally the work ow model is intended to completely achieve process goals with maximum e ciency.
Work ow instances are particular occurrences of the process, for example, a particular student's application for admission represents an instance of the admission work ow. Di erent instances of the same work ow may perform a di erent subset of work ow tasks. We de ne an instance class as a set of instances that can be represented by the same execution subgraph. An instance that represents a departure from the process model is an exception.
An important distinction in business changes a ecting underlying work ows systems is whether modi cations are to be made to the work ow model, particular instances, or both. Changes made to the work ow model indicate a permanent change of the business process as a result of process improvement, 22 process innovation or business process reengineering, or simply because of design errors. Changes that a ect only individual or few instances represent unforeseen, presumably rare situations in the business process. Thus instances captured within the work ow model will eventually complete, that is, they can be guaranteed completion. An instance, which is unable to complete, identi es a process not speci ed by the work ow model, that is, an exception. We explain this further; if any task in the instance fails to complete, it can do so for two reasons:
System Failure: Recovery from system failure such as power cut, program abort, server down etc. are generally handled by the work ow activity which relies on the recovery capabilities of underlying (database) systems. The work ow may be temporarily suspended, but would resume execution when the local system recovers. Advanced issues like repeated system failure may require intervention, but we do not discuss this aspect of the Work ow Management System (WFMS).
Semantic Failure: Semantic Failure occurs when an instance is unable to proceed according to the given work ow model. Thus the work ow model is unable to cater for the special requirements of this exceptional instance. Work ow changes are initiated as a result of semantic failure. It may be identi ed by work ow clients when an exceptional instance is encountered, and/or by external entities when the process (model) changes, a ecting all or some instances.
As a rst step towards understanding the scope of work ow modi cations, we identify ve related but distinct types of work ow changes. We view these changes as Modi cation Policies, which can be adopted by the work ow administrator (WFA). When business processes change, because of some event internal or external to the organization, the changes are generally planned, revised, approved and speci ed by high level managers or consultants, and then propagated to operational level. We see the role of the WFA as a mediator between management's proposals and strategies, and the propagation of these proposals to the operational level. WFA thus has to be capable of translating process changes into work ow models, and making decisions regarding handling of active work ow instances. Modi cation Policies, which may be adopted by the WFA, are:
Flush
In ush situations all current instances are allowed to complete according to the old process model, but new instances are planned to follow the new model. New instances may be put on hold, until all current instances have completed. However, the two speci cations could also be allowed to exist simultaneously. For example, immigration policies could be changed by government regulations, e ecting all applicants who apply after a certain date. However, ongoing applicants remain una ected, i.e., their applications would be processed according to old rules, causing the two schemas to co-exist in the transition period.
Abort
Active work ow instances may be aborted when the process model is changed. Abort is most commonly used for adaptation of individual instances, for example canceling a reservation. However, it may also be a result of a radical change in the organization, for example, the management of a purchasing o ce may be changed because of bad planning and procedures practiced previously. To overcome the crisis, the new management may cancel all current purchasing orders, reallocate the budget, and introduce a new purchasing procedure. Cancellation of the purchasing orders would cause current instances of the work ow to abort, and then restart according to new procedures. This approach may incur losses to the organization, for example, the organization may be penalized for order cancellation in the form of nes and reputation. In some cases the losses may be unacceptable, for example in a manufacturing environment, an abort means that components assembled so far are either wasted, or have to be disassembled. In most cases, abort will require undoing or compensating for the work accomplished so far.
Migrate
The change e ects all currently executing instances but it has to be introduced without allowing the instances to abort or ush. Current instances would normally be in di erent stages of process execution. The main problem arises when an instance is at a stage where tasks already accomplished have a ected the process in such a way that subsequent tasks are unable to proceed in accordance with the new speci cation. Thus migration may also involve undo or compensation of completed tasks, in order to bring the instance in compliance with the new speci cation. The worst case is when the complete process has to be rolled back to the start, that is all work is lost or undone. This special case is equivalent to Abort. Taking the example of immigration again, the new government may require all applicants, current and new, to sit for an English language test before the application is nally approved. Thus an additional task is introduced which has to be executed at an appropriate time for all current instances. When it is actually executed, will be dependent on the instance.
Adapt
Adapt includes cases of errors and exceptions, where the process model may not change permanently, but some instances have to be treated di erently because of some exceptional and unforeseen circumstances. For example, in a university admission process there could be an applicant with a background in information systems and computer science, who is applying for a doctorate in management. Reviewers in the department of management sciences may refer the application for review by faculty of computer science, to determine the potential of the applicant. Such adhoc changes in otherwise repetitive and predictable work ows are bound to occur once in a while.
Build
Building of a new process is also a class of process change. The di erence is that the starting point is not a detailed pre-existing model, but an elementary description, which captures only the basics, or even an empty process. A typical example can be where process activities are identi ed, but the order of execution is mostly unknown. The advantage of including build as a class of process change, is that it allows the inclusion of processes which cannot be fully prede ned, into the domain of process change. Thus essentially the same mechanism can cater for dynamic de nition (build) as well as dynamic modi cation (migrate, adapt etc.)
The common denominator in all of the above policies, with the possible exception of ush, is that they e ect active instances of the given process model. Thus they dictate the scope of work ow modi cation and constitute dynamic modi cation, in contrast to static modi cation, which is merely a change in the work ow model, i.e. no currently active instances are involved. 
Work ow Modeling Issues
The foundations of any framework to support dynamic modi cation will be laid in the underlying work ow model. How the work ow model is de ned, and the extent of process semantics it captures, bears signi cantly on the modi cation process. The work ow model should be capable of capturing di erent aspects of the business process, 23 including structure, data, resources, transactional and temporal properties. Although this is an issue more closely related to conceptual modeling rather than dynamic modi cation, the capabilities of the modeling framework will have a direct impact on the quality of support that may be provided for dynamic modi cation. In turn, dynamic modi cation may identify potential weaknesses and de ciencies of the process modeling constructs. For example, de ning an additional time constraint that the meta-model does not support. We observe a hierarchy of modi cations. Modi cations that a ect process instances, as in adapt and abort. Modi cations that also cause the process model to be changed, as in migrate, ush and build. And nally, modi cations that indicate inadequacy of the meta-model. Solutions to the last problem require an investigation into the key questions as to what is the scope of support from work ow technology, organization's purpose and motivation for using work ow technology, and the currently available products in the market.
Work ow Meta-Model
A carefully chosen meta-modelat the time of setting up could reduce the load of later work ow modi cations. A mismatch would compromise the scope of support from work ow technology in the st place, and would eventually lead to even more severe problems when design improvements or process changes cannot be incorporated into the model because of the limitations of the meta-model. The appropriateness of a given model can be judged mostly from the application for which it is going to be used. However, on a more generic level, we give in the following sections, an overview of the essential properties of a business process, which the work ow model is expected to provide.
Structural Properties
The structural aspect consists of a speci cation of work ow tasks and their ordering dependencies. Most, if not all, work ow models represent process structure through specialized graphs. 24;25;12;26 Nodes in the graph represent process activities or tasks, and edges depict the ow or ordering of the tasks involved in the process. Graphic notations within the work ow graph identify various con gurations such as sequence, concurrency, choice and other constructs. These con gurations capture control ow dependencies among work ow tasks.
The structural aspect of the process constitutes the largest and most important part of the work ow model. Several modeling languages have been introduced both in research projects, and commercial WFMS. 27;28 Various considerations such as expressiveness and completeness, are guiding factors in the design of these languages. However, a precise de nition of the properties of constructs that the language supports, and its correctness criteria, is fundamental for the successful employment of that language for any work ow system. 26 This modeling language conforms closely to the Work ow Management Coalition standards, and we shall use it to demonstrate various examples in the subsequent sections. Figure 2 gives an example based on this language, for an immigration work ow that handles immigration visa applications.
Temporal Properties
Rules that regulate the time component of a business process are modeled by a set of temporal constraints. From the business perspective, temporal constraints are de ned by laws and regulations, business policies or formal corporate rules, common practices as well as mutual agreements and expectations related to eciency/productivity of business practice. The work ow model must capture these constraints if they are to be enforced in the process. Speci cation of temporal constraints may involve both relative and absolute time. For example, to model the expected duration of individual tasks or instance types, relative time values of a certain granularity can be used, for example two hours, 10 minutes. During work ow execution absolute (or real) time of certain granularity will be used, for example a task started at 2.00 p.m. and nished at 3.00 p.m. on the 1st of July. Basically, three main time constraints can be speci ed. 21 A duration constraint, which is used for modeling the expected duration of a task in the work ow. This is speci ed either precisely by using a single relative time value (for example a task takes 1 hour) or as an interval of two relative time values (for example task takes between 20 and 30 minutes) representing its expected minimum and maximum duration. A deadline constraint, which can be speci ed in terms of absolute time limits when a task should start or end during work ow execution (for example the deadline for a grant application is 23. June). Finally, an interdependent temporal constraint limits when a task should start/ nish relative to the start/ nish of another task. The time distance can be represented as a relative time value. For example, a project proposal must be ready for review no later than 7 days before the meeting.
Another important concept in the modeling of time constraints is Temporal Consistency. A temporal constraint is consistent with a given work ow model if and only if it can be satis ed based on the syntax of the work ow model and expected minimum and maximum duration of work ow. 21 It is important to point out that consistency of temporal constraints has to be veri ed several times during the work ow lifetime: initially during work ow modeling (at the built time) and then again during execution (at the run time) at several control points (usually after each decision node) to make sure that tasks are executing as planned.
Data Requirements
A work ow model would of course not be of much use without a speci cation of data requirements and data ow between work ow tasks. There is however a need to distinguish between application data and work ow data. Two approaches are most commonly used for the representation of work ow data. Either explicitly, through data ow (links) between nodes of the work ow graph, or implicitly through a global data store from/to which tasks of the work ow read/write. The main concerns in this regard are for missing data and lost updates.
Resource Speci cation
Work ow clients must be speci ed for each task involved in the process. The clients may be humans and/or information systems. These clients are also called agents, processing entities, 2 work ow participants, 29 and actors. 30;31 Clients are generally assigned dynamically, based on loads, priorities, expertise, roles and other factors. Resource speci cation for the work ow may entail speci cation of organi-zational structure (roles, hierarchies, etc.), load balancing policies, relevant details of underlying systems and more.
Transactional Properties
Most if not all tasks of the work ow would have some transactional properties such as whether the task requires undo or compensation, and if so, can a compensatory task, or undo procedure be de ned, whether the task can be redone, and how many times redo is allowed, if a contingency task can be de ned in case of failure, and what to do if the task is aborted. Speci cation of these properties is necessary if any guaranties with regards to the successful completion of work ow instances is to be given. In the context of dynamic modi cation, which is often initiated as a result of (semantic) failure, the importance of transactional properties substantially increases, since without any such speci cation, necessary rollback, compensation, and redo activities can not be supported through automation. Signi cant research on this issue can be found. 32;33;34
Uncertain Processes
Given an appropriate work ow meta-model, one can assume that the process logic would map well into the work ow model, thus allowing work ow technology to provide the platform for enforcement of necessary controls and constraints in the management and execution of the business process. However, in many applications, the process logic itself can only be partially formulated at the time of work ow model de nition.
Judging the appropriateness of a meta-model for a given application is certainly very hard, but even if that were possible, uncertainty of the business process at build time of the work ow model makes the situation far more comples. Incompleteness of the process de nition at build time can be caused by various factors including uncertainty of the activities involved, and/or their order of execution, resources, data requirements and time. Several research and commercial solutions aim at providing work ow support for processes that cannot be de ned completely prior to execution. 18;19;35 We highlight the problem of uncertainty in the context of work ow structure and temporal properties 4.2.1. Structural uncertainty Structural uncertainty means that the process logic is mostly unknown, that is, the set of work ow tasks, and/or the ow of control between them can not be determined in advance. For example, modeling of a new type of business process that previously did not exist in an organisation implies that its structure has to be discovered. One option to handle structural uncertainty is to consider it a special case of dynamic modi cation (introduced as the Build policy in the previous section). The aim is to 'discover' the necessary controls and structure of the process, which will serve as a model for subsequent instances. This is opposed to ad-hoc work ows, in which each instance may be unique.
Not specifying details of some tasks within the work ow does not necessarily contribute to uncertainty. On the contrary increasing the granularity of some workow tasks may provide greater exibility. Decomposing unstructured work ow tasks is generally not reasonable, and imposing constraints on the sub activities of such tasks would compromise the individualism and e cacy of these tasks. 36 Furthermore, the execution path that a given instance would follow is mostly unknown at the time of initiation, and is determined as the process progresses, data becomes available and conditions are evaluated. This uncertainty surely, does not re ect structural uncertainty.
Temporal uncertainty
Temporal uncertainty refers to the problem where duration of an individual task or a number of instance types cannot be determined during work ow modeling, and becomes available only during work ow execution. For example a task 'get the information from a supplier' is followed by the task 'supply a part'. Suppose that in the rst task a supplier provides information on how long it will take them to supply a part. Because a supplier is chosen at run time from a pool of many possible suppliers, duration of the second task can be determined only during workow execution and only when the previous task nishes. Similarly, a supplier may de ne a deadline constraint for the second task (for example by which date they guarantee that a part will be delivered). In this case the temporal constraint is again de ned during work ow execution. Another example would be for iterative structures within the work ow, that is, a set of tasks which are to be performed a number of times, but the precise number of iterations can only be determined during work ow execution. Hence, in all described cases it is di cult, if not impossible, to determine duration of a task and/or work ow instance types and thereby verify consistency of temporal constraints in the work ow model before execution.
Supporting Dynamic Work ows
Change and time are the two main elements that make work ows dynamic. In other words, the most complex dealing of work ow instances will be done for the purpose of process change and time management. Although uncontrolled change to either work ow model or work ow instances can lead to serious inconsistent and erroneous situations, the problem is more severe when currently active instances are involved. Similarly, time constraints dealing with real time, can only be analyzed and reviewed in the presence of executing instances. Here, the main challenges are: to identify, for all running instances, temporal constraints a ected by change, detect and prevent (if feasible) possible violation of their temporal consistency and, for unavoidable time-related problems, analyze various alternatives in order to reduce their future impact. In the following section we will discuss some critical issues with regard to managing work ows in dynamic environment.
It is essential to consider work ow modi cation as a process by itself in the context of business processes. Business process change may stem from various sources such as end users, managers, stakeholders and external agencies. From the conception of change to its eventual implementation, the process(es) will undergo several phases of propose, de ne/clarify, review, analyze, revise, distribute, enact and evaluate. From the management point of view, one of the most di cult aspects of change, is its impact on human resources, social ways and organizational cultures. 36 However, technological support for business process change as addressed in this paper, is con ned to the implementation phase of change, where well understood and agreed upon changes to business processes are to be propagated down to underlying existing work ow implementations. The implementation phase however will be broken down into several sub-phases.
We propose a simple yet e ective methodology based on a three-phase modi cation process that consists of de ning, conforming to and enacting the modi cation. We will brie y describe the three phases in the following sections. The formal speci cations of the underlying work ow model and detailed procedures for the methodology can be found in 37 . The main motivating factors for this methodology are as follows:
To provide support for all modi cation policies so that changes to individual instances (adapt), schema evolution (migrate), ush, abort and build, can all be tackled under essentially the same framework. To explore and determine the extent of automation that can be provided for the propagation of business process change to underlying work ow implementations, thus minimizing the need for user involvement and ultimately minimizing costs.
De ning the Modi cation
The modi cation process begins by de ning the modi cation, which constitutes specifying the modi cation policy, specifying the a ected instances in the case of abort or adapt, and specifying the changes to the work ow model.
There are two obvious constraints in this regard: the changes to be made must be known, and the changes must be veri ed in accordance with the correctness properties of the modeling language being used. Signi cant research has been done on the conceptual speci cation of work ow model and provision of change operations which guarantee the (structural) correctness of the changed model. Our contention is that modifying the work ow (model) should be as exible as building a new one, as long as the changes are veri ed before the instances are involved. Since no instances are involved during the modi cation of the model, condition for correctness after each operation may unnecessarily restrict the modi er. Our approach relies on a veri cation tool which works with the process de nition tool. This allows the user to exibly de ne the requisite changes, and verify them after any interval. System veri cation is imposed at commit. The correctness properties and veri cation algorithms for the above language can be found in 38 . These have been implemented in a prototype FlowMake, which is a graphical modeling tool supported by a veri cation engine that veri es the work ow graph by identifying structural con icts.
Conforming to the Modi cation
After de ning the modi cation, the next step is to bring the a ected instances in conformity with the new model. To begin with, a ected instances must be grouped with respect to progress or stage, if automation is to be provided, else the process will reduce to individual handling of every a ected instance. We propose a three level grouping scheme. At the rst level, instances are grouped with respect to their class . At the second level instances are grouped on the basis of compliance. Compliance basically means that either the instance has not yet reached the stage of the work ow which is a ected by the modi cation or because of a condition outcome, the instance has taken a path which is not a ected by the modi cation. In other words, the entire execution trace of the instance can be found in the new model. At the third level the stage of the non-compliant instances is determined. It would be unrealistic to assume that there would never be a situation during the modi cation of active instances where external intervention will not be required. It is conceivable that instances may be at such a stage that trying to adjust them will be too di cult, or equivalent to abort. These instances may have to be handled externally. At the third level, the instances are grouped on this basis, that is whether compliance can be achieved within system, or externally.
We further propose the concept of Compliance Graphs for a ected instances. The Compliance Graph for an instance initialized under the old model, de nes a bridge between the old and new model. The instance follows a unique path which consists partially of the old model, the compliance graph, and partially of the new model. The compliance graph is generated on the basis of the transactional properties of the a ected tasks. The construction algorithm and properties of the compliance graph are detailed in 37 .
Suppose an instance i initiated in the old model ( Figure 2 ) is currently executing the task 'Request Passport'. The immigration process is changed, resulting in a new work ow model ( Figure 3 ). All active instances including i are to be migrated to the new process. Figure 4 demonstrates the concept of compliance graph for the instance i. The task 'Return Passport with letter of Explanation' is a compensation action for 'Request Passport'. Other a ected tasks are 'Medical Examination', 'Police Veri cation' and 'Receive Results'. However, these are not undone (or redone) because of transactional properties speci ed for these tasks, for example, how can we undo medical examination?
Compliance graphs thus provide revised schedules, which chart out the plan until completion for a ected instances. Thus, except for the (hopefully small) group of instances identi ed in the level 3 grouping, the work ow management system can continue to provide automated support for the changed business process. This phase is no doubt the most critical and challenging. The strength of the presented methodology lies in its ability to uniformly support all classes of work ow modication.
Enacting the Modi cation
The last phase in the modi cation procedure is that of enacting the modi cation. This relates to the handling of work ow execution during the transition period. The transition period is signi ed by instances that started with the old model but are still executing. Instances may follow the old model (for example in ush), or the new model (for instances initialized after modi cation has been de ned), or revised schedules based on compliance graphs. Instance execution, which may have been put on hold, will restart. When all instances following the old model or revised schedules have completed, the new model becomes the current work ow model, and the modi cation process is complete.
Modi cation Language
An appropriate modi cation language is fundamental for supporting the process of dynamic modi cation of work ows. This language should consist of a set of complete and minimal operations, capable of specifying any modi cation. There are two challenges involved. Firstly, to identify the complete and minimal operations, and secondly to design the operations.
Any given modi cation to the work ow model can be realized from the following change operations, thus constituting a complete and minimal set. In the following gures we give some examples of these change operations, intended only to illustrate the variety within a given operation. For example, adding a task ( Figure 5 ) could be as simple as inserting a new task in sequential order between two existing tasks. Or it could constitute adding a concurrent task, thus implicitly adding new ows as well. Similarly a new task added may be performed under certain given conditions only, thus requiring addition of condition nodes as well.
When modifying order of task execution ( Figure 6 ) tasks may be swapped, sequential tasks may be allowed to be done in parallel, or the conditions under which tasks are performed, may be changed.
Thus in any given modeling language, each of these operations will actually constitute some sequence of primitive operations (Add node, Delete node, Add Flow, Delete Flow). The set and order of primitive operations performed for a given modi cation operation will be dictated by the semantics and correctness properties of the underlying language. Recent research in this area has mostly focused on designing operations that guarantee the correctness of the new model. 10;12 Ideally sub-graphs of the work ow graph should be allowed to change, without having to perform each operation one by one, or in any speci c order. Since no instances are involved during the modi cation of the model, the condition for correctness after each operation may unnecessarily restrict the modi er.
Compliance Criteria
As stated earlier, dynamic modi cation generally involves active instances. Switching these instances to the new model may not always be possible straight away. Instances represented by sub-graphs which cannot be 'traced' in the new model are non-compliant to the new process. De ning and determining compliance is crucial to the process of dynamic modi cation. The most obvious way to determine compliance is to base it on the strict structural equivalence of sub-graphs. However, various examples demonstrate that compliance can be found, even when strict structural equivalence cannot be established. Even though establishing graph equivalence is computationally hard, there is su cient evidence that certain classes of equivalent structures can be identi ed for the specialized work ow graphs. These classes can then be used to bring the notion of compliance to a re ned, more practical level.
An example of such an equivalent structure with respect to compliance is given in Figure 7 . Other structures remaining the same, an instance that is currently executing task 4, should remain compliant to the modi ed structure in either direction. That is serial tasks 2 and 3 are to be executed in parallel, or vice versa. Furthermore, instances may also remain compliant when certain properties of the tasks are changed, other things remaining the same. For example in Figure  8 , the maximum allowed duration for task 2 may be reduced from 7 days to 3 days, which changes the speci cation of time constraints. If task 9 represents the revised task 2, even though there is no structural equivalence, undoing task 2 for an instance where it has already completed is not sensible. On the other hand, the underlying application for a task may be changed, which causes new or changed data to be generated. This data may cause successive tasks to be executed or performed di erently. The work accomplished by these tasks may have to be undone to cater for the modi cation, thus indicating non-compliance of a ected instances. A classi cation of task properties on the basis of e ect on compliance is a rst step towards re ning the compliance criteria. As a ected instances are partitioned into compliant and non-compliant, the major process of achieving compliance for non-compliant instances awaits. The rst question to consider is with regards to the extent of support that the system can provide, what is desired, and what is possible? Identi cation of compensation activities may be automated to a large extent through the analysis of instance subgraphs and process de nitions as demonstrated in the previous section. Quality however, will depend on, among other factors, the level of speci cation that exists in the meta-model for capturing the transactional properties of tasks. However, even if the system can chalk out a complete and satisfactory compensation plan, it can only handle undoing what has been done previously. But can we say that compliance will always be achieved through compensation, or will additional special purpose tasks be required? For example a letter of explanation may be sent to an immigration applicant detailing a new policy. This additional task would be required for the transition period, and can be determined only by an understanding of process semantics. The need for external intervention thus becomes unavoidable. However, there are several key questions to be asked. Who de nes these tasks? Who determines the ordering dependency between these tasks and the prescribed compensation tasks? And most importantly, what support can be provided to integrate these tasks into (the execution of) the a ected instances such that these instances do not violate the rules and constraints of the speci ed process?
Lastly, there is the issue of handling active tasks, or even previously completed tasks. Since work ow tasks are of long duration, abort or undo can not be undertaken without careful thought. What factors should be considered when deciding whether to abort an active task, or undo a completed task? There are two conditions under which active tasks may be allowed to continue execution. Firstly, the task must also exist in the new model. And secondly, if any completed nodes prior to this task are compensated and subsequently redone as a result of the compliance procedure, it should have no e ect on the task in question. However, this entails quantifying the dependency relation between these tasks, which is not straightforward. Decision is thus strongly in uenced by semantics of the concerned tasks, and system support again becomes debatable.
Time Management
Time management is an integral part of the three-phase modi cation process. First of all, the resulting work ow model (obtained in the rst phase), should be veried for its temporal consistency. Only when the resulting model is syntactically and temporally consistent may the modi cation process proceed. Furthermore, the existence of temporal constraints makes the process of conforming to the modi cation even more complex. This is due to the fact that for a non-compliant instance, even if some of their tasks can be rolled back, time cannot. That may lead to unavoidable violation of temporal constraints for some a ected instances. In that case, it is necessary to o er support in the form of time simulation and analysis of various alternatives in order to come up with a strategy to reduce the impact or propagation of time-related problems. Furthermore, when de ning the compliance graph for an instance, it may be necessary to de ne and verify various temporary temporal constraints that will be valid only during the transition phase. These temporal constraints will regulate coordination aspects of the transition of an instance from old work ow model to the new one. Finally, during the last phase of the modi cation procedure it is necessary to monitor the process of enacting the modi cation in order to prevent any unforeseen violation of temporal constraints that may occur during the transition period.
Conclusions
Deploying work ow technology for business process automation is hard, and in many cases the bene ts may be debatable. Trying to handle the modi cation of such a system is consequently even harder. In this paper we have attempted to provide an insight into the challenges and issues involved in managing work ows in dynamic environments. We promote support for the management of structural change and time as the most complex, but critical issue for the successful deployment of work ows. The primary goal of the paper was to provide feasibility considerations for automated support in this regard. A major contribution is the identi cation of various classes of change for work ows which dictate the scope of the problem. We present these as e ects of business process change on the work ow and identify ve di erent types of change: Flush, Abort, Migrate, Adapt and Build. Furthermore, we have identi ed and discussed various aspects of change and time management in work ows including the modeling framework, process uncertainty, the modi cation process and language and compliance issues. The discussion reveals the complexity of the problem and highlights the areas where signi cant automated support may be provided.
Given the complexity involved in dynamic modi cation of work ows, that is changes to business processes which a ect active instances of the work ow, it would be unrealistic to assume that work ow technology would always hold a promise of increased productivity and superior management. Suitability of the business environment and the nature of the processes involved are key factors that cannot be ignored. Typical production work ows are functionally complex, and marked by predictability and repetitiveness. However, considering these conditions to be su cient for successful deployment of work ow technology would be unrealistic. The large human component involved, makes judging of suitability a di cult problem. Factors such as organizational behavior and prevailing culture have signi cant in uence on the success or failure of such an undertaking.
Initially a process may very cleanly be mapped into a work ow model, depicting the ow of control and information, as it passes through the organizational units. The work ow system may apparently seem to capture the constraints and provide a suitable platform for implementing the controls and monitoring the process. But given current technology, the smooth picture may suddenly be distorted when the process is changed, or an unusual case occurs, which the system cannot support. Dynamism and adaptability meant to improve the business process, may put the work ow system to test. There are serious limitations to what current products are providing with regard to bringing work ows in tune with dynamic business processes. These limitations basically relate to achieving compliance when the process model changes, and handling individual exceptional instances. Any promises of an optimal solution would be unrealistic, at this stage at least, because the semantics of the processes involved generally play a dominant role in how modi cation to underlying work ows is managed. As such, it is very hard to visualize a generic framework which can manage work ow modi cation across all application domains. Human intervention may be inevitable.
However, automated support for managing change, and to some extent time, in work ows can be e ectively provided for some aspects of dynamic modi cation. In particular for de ning and verifying process changes in a given work ow language. Identifying a ected instances and determining compliance levels and compensation e orts for a given modi cation at a given time. And most promisingly, for achieving compliance to a signi cant level and providing guidelines for migration and/or adaptation to a given change. Furthermore, time management support can be provided for the early detection of potential violation of temporal constraints for a ected instances, analysis of various alternatives for prevention of time-related problems and reduction of their impact, and de nition and veri cation of temporary temporal constraints in compliance graphs.
