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31 Einleitung
Das World Wide Web (WWW) mit geshätzten 16 Milliarden Seiten
1
stellt eine
immense Quelle von Wissen dar. Dieser shier unershöpihe Fundus an Informa-
tionen ist aber nur in dem Maÿe wertvoll, wie die Informationen wieder aufgefunden
werden können. Im gegenwärtigen Internet erinnert die Suhe nah einer Information
der sprihwörtlihen Suhe einer Nadel im Heuhaufen. Suhmashinen wie Google
und AltaVista sind bei dem mashinellen Information Retrieval zwar niht wegzu-
denkende Werkzeuge, allerdings ergeben sih einige ernsthafte Probleme im Umgang
mit ihnen:
• Hohe Reall- und niedrige Preision-Werte.
Selbst wenn die relevanten Seiten gefunden wurden, sind sie kaum nützlih,
wenn daneben noh weitere zigtausend Treer mit weniger oder gar niht re-
levanten Dokumenten zurükgegeben werden.
• Niedriger oder kein Reall-Wert.
Seltener aber oft genug passiert es, dass keine Treer oder zumindest niht die
relevanten Seiten gefunden werden.
• Das Ergebnis ist stark von dem Vokabular abhängig, das in einer Suhanfrage
verwendet wird. Oft gibt das gewählte Suhwort keine befriedigenden Ergeb-
nisse, weil auf den relevanten Seiten eine andere Terminologie verwendet wird.
• Die Ergebnisse bestehen aus einzelnen Webseiten. Wenn man Informationen
brauht, die auf mehreren Seiten verteilt sind, muss man mehrere Anfragen
stellen, um die relevanten Dokumente zu erhalten. Anshlieÿend müssen die
partiellen Informationen aus den einzelnen Dokumenten manuell extrahiert
und zusammengestellt werden.
• Genau genommen leisten die Suhmashinen kein Information Retrieval, da
sie niht die Informationen nden, sondern lediglih den Ort, an dem die In-
formationen wahrsheinlih vorliegen. Den Prozess der Informationsextraktion




Aus diesen Gründen hat das Aunden von relevanten Seiten immer mit Glük,
Intuition und viel Erfahrung zu tun. Dass die Performanz von Suhmashinen der-
art eingeshränkt ist, liegt daran, dass die gespeiherte Information überwiegend
in natürliher Sprahe kodiert ist. Die Rezeption von Internetseiten ist damit stark
auf den menshlihen Benutzer beshränkt. Mashinelle Systeme können die Seiten
zwar lesen, sie können Texte in Sätze aufteilen, Wörter zählen, die Orthographie
überprüfen et. Der semantishe Inhalt eines Textes ist für Programme aber nah
wie vor sehr shwierig zu erfassen. Damit bleibt die Extraktion von Wissen und das
Aunden von Informationen problematish.
Zur Überwindung des Problems hat das World Wide Web Consortium (W3C)  eine
internationale Arbeitsgemeinshaft, die Standards und Rihtlinien für das Internet
entwikelt  die Semanti Web-Initiative ins Leben gerufen. Das Konzept des Se-
manti Web basiert auf einer Idee des W3C-Direktors und WWW-Begründers Tim
Berners-Lee (2001). Dieser Idee zufolge sollen die Dokumente des WWW so auf-
bereitet werden, dass sie niht nur von Menshen gelesen werden können, sondern
dass auh Mashinen den Web-Inhalt zumindest so weit erfassen können, dass eine
Automatisierung auf der Ebene der Semantik möglih wird.
Das Semanti Web ist kein neues Netz, sondern stellt eine Erweiterung des bestehen-
den Internet dar. Während man das gegenwärtige Web als dezentralisierte Platform
für beliebige Präsentationen ansehen kann, die durh Verweise vernetzt sind, ist das
Semanti Web eher mit einer dezentralisierten Wissensbasis zu vergleihen, einem
Netz aus Inhaltsstrukturen. Dafür müssen die Inhaltsstrukuturen der Webseiten mit
Hilfe von formalen Metasprahen ershlossen werden, die auf einem fest denierten
Logiksystem basieren. Derart aufbereitete Webseiten besitzen eine mashinell ver-
arbeitbare Semantik, die auh Inferenzprozesse zulässt.
Auf solhen Strukturen können semantishe Software-Agenten operieren und Bezie-
hungen zwishen Datenressouren erkennen und verarbeiten. Wenn auh ein Agent
die in der Metasprahe kodierte Semantik niht versteht wie ein Mensh, so ist er
doh in der Lage, die Inhalte in einer Weise zu verarbeiten, die für den Menshen
vernünftig ersheint und nützlih ist. Ein Agent kann im Semanti Web sehr ezient
nah Informationen suhen, er kann Informationen sammeln, zusammenstellen und
vergleihen. Er ist bei seinen Reherhen niht nur auf statishe Seiten angewiesen,
sondern kann z.B. auh Web Servies konsultieren. Vor allen Dingen ist er in der
Lage, wirklih mit den Informationen umzugehen und niht nur deren Webadressen
zu liefern. Ein solher Agent ist niht nur für das Information Retrieval sehr nütz-
lih. Er kann auh Flüge buhen, Arbeitsprozesse organisieren, Termine planen, in
Online-Shops kaufen et., um nur einige Anwendungen zu nennen.
Für die Umsetzung dieser vielversprehenden Idee hat das W3C bereits diverse Teh-
nologien entwikelt. Zudem gibt es inzwishen einige Semanti Web-Werkzeuge, die
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die Bearbeitung dieser Tehnologien vereinfahen und anwenderfreundlih mahen
sollen. Trotzdem sheint es noh ein steiniger Weg zu sein, bis sih oben beshrie-
bene Verhältnisse in vollem Umfang eingestellt haben.
In dieser Arbeit soll nun der Frage nahgegangen werden, wie praktikabel das Se-
manti Web für den Benutzer ist. Was sind die Probleme, die sih ihm stellen, wie
detailiert muss er sih mit den Tehnologien, mit Logik und Semantik auskennen,
um selbst Semanti Web-Seiten zu erstellen? Wie groÿ ist der Aufwand, ein neues
Wissensgebiet semantish zu ershlieÿen, und wie groÿ ist der Aufwand, Seiten mit
Metadaten zu versehen? Es wird untersuht, wie eine Webseite aussehen muss, so
dass sie von einem Software-Agenten semantish verarbeitet werden kann, und wie
ein Web Servie-Anbieter sein Angebot auh Agenten zur Verfügung stellen kann.
Zudem wird untersuht, wie ein semantisher Agent ausgestattet sein muss und wel-
he Fähigkeiten er brauht, um nützlihe Ergebnisse im Information Retrieval zu
erlangen.
Für die Beantwortung dieser Fragen wurde eine Studie durhgeführt, in der die rele-
vantesten Semanti Web-Tehnologien ausprobiert wurden. Ziel war es, ein System
zu erstellen, das Informationen mit Hilfe eines Agenten aus einem winzigen, selbst
erstellten Semanti Web extrahiert. Der Agent hat die Aufgabe, Hobby-Gärtnerei
in Bezug auf die Aussaat von Gemüse zu beraten.
Die Arbeit ist so gegliedert, dass zunähst in Kapitel 2 ein Überblik über die Ar-
hitektur und die Bestandteile des Semanti Web gegeben werden. Kapitel 3 erklärt
die Planung, den Aufbau und das Ziel der Studie. Ferner wird die verwendete Da-
tenbasis vorgestellt. In Kapitel 4 geht es um die Entwiklung und das Design der
benötigten Ontologien. Es wird vorgeführt, wie Ontologien neu erstellt werden, wie
bereits bestehende Quellen wiederverwertet werden können und welhe Anpassun-
gen dafür notwendig sind. In Kapitel 5 wird gezeigt, wie eine Internetseite aussehen
muss, damit ein Agent Wissen daraus extrahieren kann. Hier geht es einerseits um
die manuelle Annotation von Webseiten und andererseits um die automatishe An-
notation mit Hilfe eines XSL-Stylesheets. In Kapitel 6 werden einige Werkzeuge
vorgestellt und deren Nutzen und Probleme gegenübergestellt. Kapitel 7 beshreibt
die Eigenshaften und Fähigkeiten des Agenten. Ferner wird die Arhitektur und
die Implementierung des Agenten vorgestellt. Im letzten Kapitel wird shlieÿlih ein
Fazit gezogen. Es wird überlegt, inwiefern das Semanti Web bereits existiert und
mit welhen Problemen es zu kämpfen hat.
62 Semanti Web
Das Semanti Web besteht aus mehreren aufeinander aufbauenden Shihten, die in
Abbildung 2.1
2
dargestellt sind. Die untershiedlihen Shihten sollen im folgenden
beshrieben werden.
Abbildung 2.1: Das Shihten-Modell des Semanti Web
• XML bietet das Basisformat für die Dokumentstruktur, enthält aber noh
keine spezielle Semantik.
• RDF ist ein Datenmodell, um einfahe Aussagen über jeglihe Objekte zu
mahen.
• RDF-Shema ermögliht die Organisation von Objekten in Hierarhien. OWL,
eine Ontologie-Sprahe, ist eine Erweiterung von RDF-Shema und erlaubt die
Repräsentation von komplexeren Relationen zwishen den Objekten. SPARQL
dient dazu, die in OWL oder RDF kodierten Informationen wieder abzufra-
gen. Mit RIF (Rule Interhange Format) soll der Ausdruk von Inferenzregeln
2
Vgl. Berners-Lee 2006, http://www.w3.org/2006/Talks/0718-aaai-tbl/Overview.html#(14)
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ermögliht werden. RIF gehört insofern in die Nähe von Ontologien, als dass
die Regeln Informationen der Ontologie kombinieren und dadurh neue Infor-
mationen gewinnen.
• Die Logik-Shiht reihert die Ontologie-Sprahen weiter zu einer turingkom-
pletten Logiksprahe an. Diese Sprahe ist mähtig genug, um jeglihe RDF-
Anwendungen in Beziehung zueinander zu setzen. Sie deniert alles, was in
den vorherigen Shihten noh niht beshrieben werden konnte.
• Proof umfasst die Repräsentation von Beweisen in Web-Sprahen der unteren
Shihten und die Bewertung von Beweisen. Dadurh wird ein Agent befähigt,
die Rihtigkeit seiner Informationen zu beweisen, indem er die Shlussfolgerun-
gen auührt, die ihn oder einen anderen Agenten zu seiner Antwort veranlasst
haben.
• Die Spitze der Pyramide bildet die Anwendung von digitalen Untershriften,
die einem Agenten die Gewissheit vershaen, dass eine Information aus ei-
ner zuverlässigen Quelle stammt. Trust ist ein kritishes und sehr wihtiges
Kriterium: Nur wenn sih die Benutzer auf die Rihtigkeit der Operationen
und Informationen des Semanti Web verlassen können hat das Semanti Web
Zukunft.
Die Tehnologien zur Realisierung des Semanti Web sind Empfehlungen und Ar-
beitsentwürfe des W3C. Die wihtigsten werden im Folgenden dargestellt.
2.1 XML, URI und XML-Namensräume
XML Die Extensible Markup Language (XML) ist eine Auszeihnungssprahe des
W3C, mit der hierarhish strukturierte Daten dargestellt werden können. Sie ist in-
sofern eine Erweiterung zu HTML, als dass XML die Elementnamen frei deniert
und untershiedlihe Daten wie Text, Graphik oder andere Medien beshreiben kann.
Jeder Benutzer kann sein eigenes Dokumentformat denieren und in diesem Format
shreiben, wobei die Denition in Shemasprahen wie DTD oder XML-Shema er-
folgt. Im Gegensatz zu HTML ist die Datenstruktur strikt von ihrer Repräsentation
getrennt. Dadurh lässt sih die gleihe Datengrundlage untershiedlih darstellen,
z.B. als Tabelle, als Text et.
XML dient in erster Linie dem Austaush von Daten über das Internet und ver-
folgt daher das Ziel, sih auf möglihst einfahe Weise im Internet nutzen zu lassen
und ein breites Spektrum von Anwendungen zu unterstützen. XML soll formal und
präzise und für Menshen lesbar sein. XML ist eine Sprahe, mit der man leiht
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Dokumente erstellen kann und für die man leiht Programme shreiben kann, die
XML-Dokumente verarbeiten.
Es existieren inzwishen sehr viele formale Sprahen, die sih der Syntax von XML
bedienen, so auh RDF, OWL und viele andere. XML ist ein wihtiger Faktor ge-
worden, um eine Informationslandshaft zu shaen, die sowohl für Mashinen als
auh für Menshen verständlih ist.
URIs Eine Grundvoraussetzung für das Semanti Web ist die Möglihkeit, Dinge in
der Welt eindeutig zu bestimmen. Erst wenn Dinge eindeutig identiziert sind, kön-
nen Aussagen über sie siher zugeordnet werden. Dafür erweiterte man das Konzept
der Universal Resoure Loator (URL) dahingehend, dass eine Ressoure niht mehr
unbedingt eine Internetadresse anzeigen muss, sondern auh zur Identizierung einer
beliebigen Ressoure dienen kann. Man spriht hier von Universal Resoure Identier
(URI). Ein URI ist lediglih ein Name für eine Ressoure, die mögliherweise eine
über das Internet erreihbare Pfadangabe ist, und die mögliherweise Information
über die Ressoure liefert. Beides muss aber niht der Fall sein. URIs bilden eine
Obermenge der URLs.
Namensräume Die Möglihkeit, Element- und Attributnamen in XML frei zu
wählen, hat zur Folge, dass es leiht zu Kollisionen kommt. So ist es möglih, wenn
niht wahrsheinlih, dass es sowohl in einem Markup-Vokabular für Verlage als
auh in einem Vokabular für Universitätsangestellte das Element titel gibt, das in
beiden Vokabularen völlig untershiedlih deniert ist. Um untershiedlihe Vokabu-
lare miteinander mishen zu können, müssen die einzelnen Elemente und Attribute
eindeutig einem Markup-Vokabular zugeordnet werden können. Dafür hat das W3C
das Konzept der XML-Namensräume entworfen
3
. Ein XML-Namensraum ist eine
Zusammenstellung von Namen, die durh eine URI identiziert wird. Die Namens-
räume, die in einem XML-Dokument vorkommen, werden am Anfang des Dokuments
deniert. Jedes Element und jedes Attribut des Dokuments bekommt ein Präx, das
mit Doppelpunkt abgesetzt wird. Dadurh werden die Sprahkonstrukte einem der
angegebenen Namensräume zugewiesen. Wird kein Namensraum angegeben, gilt der
lokale Default-Namensraum, der nur für das aktuelle Dokument gilt.
2.2 RDF
Mit XML lassen sih Daten exibel in einer einheitlihen Sprahe strukturieren;
XML-Namensräume erlauben es, untershiedlihe XML-Vokabulare weltweit eindeu-
tig zu denieren und mit XML-Shemata wird die Syntax der Vokabulare detailliert
3
Vgl. Bray 2006
2 Semanti Web 9
festgelegt. Der hierarhish strukturierte XML-Baum bietet aber niht die Möglih-
keit, die Bedeutung von Daten mashinenlesbar zu denieren. Die Semantik bleibt
ausshlieÿlih vom Menshen interpretierbar.
Um dieses Problem zu lösen, wurden Methoden der Wissensrepräsentation aus der
Künstlihen Intelligenz übernommen und für die praktishe Nutzung im Web ange-
passt. Das Resoure Desription Framework (RDF) ist für diese Zweke vom W3C
1999 bzw. 2004 als Empfehlung
4
herausgegeben worden und dient der Wissens-
kodierung. RDF ist genau genommen keine Sprahe, sondern ein Datenmodell in
Tripeln. Ein RDF-Tripel ist ein gerihteter Graph bestehend aus einem Knoten 
der Ressoure, einer Kante  der Eigenshaft und wieder einem Knoten, der den
Wert beshreibt. Eine Ressoure ist irgendein Objekt, das man beshreiben möhte:
Autoren, Büher, Orte, Zeiten, Gemüse et. Jede Ressoure hat einen eigenen URI,
der sie eindeutig identizierbar maht. Eigenshaften sind spezielle Ressouren, die
eine Relation zwishen zwei anderen Ressouren ausdrüken, z.B. ist geshrieben
von, hat Titel, liegt neben, wird gesät et. Auh Eigenshaften haben einen eigenen
URI. Der Wert ist entweder ein Literal oder wiederum eine Ressoure, über die nah
gleihem Shema eine Aussage, also ein neues Tripel, gemaht werden kann.
Abbildung 2.2 stellt einen kleinen RDF-Graphen dar, wobei Ressouren als Ellipse,





Abbildung 2.2: Beispiel eines RDF-Graphen
Die Repräsentation in Graphen ist zwar für Menshen eine übersihtlihe Art der
Darstellung, Computer arbeiten aber besser mit Darstellungen, die aus einer Folge
von Zeihen bestehen, weshalb eine Serialisierung von RDF nötig ist. Eine von vielen
Möglihkeiten ist die Serialisierung in XML, der Basis des Semanti Web. Die XML-
Serialisierung des obigen Beispiels stellt sih dar wie in Listing 2.1. Weil XML-Code
reht lang ist, gibt es einfahere Repräsentationen wie z.B. N3 oder Turtle, auf die




Vgl. Resoure Desription Framework: http://www.w3.org/RDF/
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3 <!DOCTYPE owl [
4 <!ENTITY garden "http://www.it-devel.de/semantiWeb/res/




9 ontologyo /01 gartenOnto.owl#"
10 xmlns:rdf ="http://www.w3.org /1999/02/22 -rdf -syntax -ns#">
11





Listing 2.1: XML-Serialisierung eines RDF-Graphen
Ein RDF-Dokument wird in dem Element rdf:RDF repräsentiert (Zeile 7-16). Der
Inhalt dieses Elements besteht einerseits aus der Denition der Namensräume (Zei-
len 8-10) und aus einer beliebigen Anzahl von Aussagen über Ressouren. Eine solhe
Aussage erfolgt in dem rdf:Desription-Element, wobei die zu beshreibende Res-
soure über den URI in dem rdf:about-Attribut identizierbar ist, hier Kopfsalat
(Zeile 12). Wird eine Ressoure neu gebildet, muss statt rdf:about das rdf:ID-
Attribut verwendet werden. rdf:type (Zeile 13) ist eine RDF-Eigenshaft, die der
Strukturierung dient. Sie weist eine Ressoure ihrer Ontologie-Klasse zu  hier der
Klasse Salad der Gartenontologie, die wiederum eine Ressoure ist. Wenn die Ei-
genshaft eine Relation zu einem literalenWert beshreibt, hat das Eigenshafts-Tag
hier garden:needsGround kein Attribut (Zeile 14). Der Wert wird statt dessen di-
rekt in das Textfeld geshrieben.
Möhte man über mehrere Ressouren als Ganzes eine Aussage mahen, können
Container-Elemente benutzt werden. Es gibt drei untershiedlihe Typen von Con-
tainern: rdf:Bag für einen ungeordneten Container, rdf:Seq für einen geordneten
Container und rdf:Alt für eine Menge von Alternativen. Ein Container könnte in
obigem Beispiel eingesetzt werden, wenn mehrere untershiedlihe Bodenqualitäten
beshrieben werden sollen:










Listing 2.2: Beispiel eines Containers
Da die Reihenfolge der Bodeneigenshaften unerheblih ist und mit dem Container
keine Alternativen geboten werden sollen, wird das rdf:Bag-Element benutzt. Der
Container bildet dabei eine anonyme Ressoure. Der Graph zu diesem Beispiel sieht








Abbildung 2.3: Beispiel eines RDF-Containers
Da RDF in Trippeln strukturiert ist, können nur binäre Prädikate nah dem Mus-
ter prädikat(x,y) dargestellt werden. Das Problem, mehr als zweistellige Prädikate
auszudrüken, kann mit Hilfe einer anonymen Ressoure innerhalb eines Containers
umgangen werden.
Mit Containern kann niht deniert werden, dass neben den aufgeführten Container-
Elementen keine weiteren Elemente mehr bestehen. Um gesshlossene Gruppen aus-
zudrüken, gibt es die RDF-Colletions. RDF-Colletions entsprehen einer ver-
ketteten Liste. Die Eigenshaften rdf:first und rdf:rest verweisen solange auf
das nähste Listen-Element, bis die Ressoure rdf:nil erreiht ist. Das Attribut
rdf:parseType=Colletion ermögliht eine vereinfahte Shreibweise der Listen-
struktur. Es kann mit einer beliebigen Eigenshaft verwendet werden, wobei die
Listenelemente in einem Desription-Element angegeben werden. Listing 2.3 zeigt
den Quellode einer RDF-Colletion:
1 <rdf:Desription rdf:about ="Tomato">
2 <garden:hasColour rdf:parseType="Colletion">
3 <rdf:Desription rdf:about ="red"/>
4 <rdf:Desription rdf:about ="yellow"/>
5 </garden:hasColour>
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6 </rdf:Desription>
Listing 2.3: Beispiel einer RDF-Colletion
Diese Aussage gibt an, dass Tomaten nur rot oder gelb sein können, niht aber blau
oder von irgendeiner anderen Farbe.
RDF enthält einen ausgesprohen mähtigen Mehanismus, der als Reikation be-
zeihnet wird. In RDF ist es möglih, Aussagen über Aussagen zu mahen. Dabei
wird ein ganzes Tripel, also eine Aussage, wie eine Ressoure behandelt, über die man
wiederum etwas aussagen kann. Reikation ist beispielsweise dann nützlih, wenn
man mit untershiedlihen Datenquellen arbeitet und ausdrüken möhte, dass A
aus einer unzuverlässigen Quelle stammt. Reikation maht logishes Shlieÿen aber
unentsheidbar, weil Paradoxien wie: Diese Aussage ist falsh. formulierbar werden.
Antoniou et al. (2004, S.69) kritisieren zu Reht, dass ein so ausdruksstarker Me-
hanismus in einer einfahen Sprahe wie RDF niht rihtig aufgehoben ist, sondern
auf eine höhere Stufe des Semanti Web-Shihtenmodells gehört.
Eine groÿe Herausforderung des Semanti Web stellt das Problem dar, die vielen be-
stehenden Seiten des WWW mit RDF zu annotieren. Es ergibt sih von selbst, dass
der Aufwand, jede Seite von Hand zu bearbeiten, niht realistish ist. Daher gibt
es vershiedene Forshungsansätze, wie eine automatishe oder semi-automatishe
Annotation umgesetzt werden könnte. Diese Verfahren basieren auf vershiedenen
NLP-Verfahren
5
, wurden bei dieser Studie aber niht mitberüksihtigt.
2.3 Ontologien im Semanti Web
RDF ist eine Sprahe, mit der man mit seinem eigenen Vokabular Ressouren be-
shreiben kann. Die Semantik ist aber noh niht formal deniert. Die Fixierung des
Vokabulars erfolgt erst durh Ontologien, denen die RDF-Ressouren zugewiesen
werden können.
Eine Ontologie ist nah Antoniou (2005, S. 1) a formal speiation of a onep-
tualisation. Mit anderen Worten ist eine Ontologie eine abstrakte und vereinfahte
Ansiht auf die Welt, die repräsentiert werden soll  ein Modell also, das mit Hilfe
von Ontologiesprahen zum Ausdruk gebraht wird. Neben einer wohl denierten
Syntax wie XML muss die Ontologiesprahe mit formaler Semantik ausgestattet
sein, die die Bedeutung von Wissen so beshreibt, dass sie keinerlei untershiedlihe
Interpretation zulässt. Dafür werden vershiedene Logiksysteme verwendet. Durh
die unumstöÿlihe Eindeutigkeit der Ontologie wird die Kommunikation zwishen
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Das Semanti Web soll niht eine groÿe, alles enthaltende Ontologie zur Verfügung
stellen, die von irgendeinem Organ zentral gesteuert werden müsste und in ihrem
Umfang kaum zu handhaben wäre. Das Ziel ist vielmehr, dass eine groÿe Anzahl
von domänenspezishen Ontologien entstehen, die der Benutzer in seinen Anwen-
dungen je nah Bedarf zusammenstellt.
Um eine Wissensdomäne formal zu beshreiben, müssen einerseits die individuel-
len Objekte einer Domäne, die Ressouren, speziziert werden und andererseits die
Klassen, denen diese Objekte zugeordnet werden können. Eine Klasse wird hier als
Menge mit Elementen verstanden. Die Individuen dieser Klasse werden auh als
Instanzen bezeihnet. Um die Instanzen der einzelnen Klassen in ein Verhältnis zu-
einander zu setzen, werden Eigenshaften benötigt. Eigenshaften einer Menge von
Instanzen können mit Beshränkungen belegt werden. Beshränkungen sind z.B.
notwendig, um unsinnige Tripel wie (Fruhtbarer Boden) (wird gesät) (Ende Febru-
ar) zu vermeiden. Da in der Garten-Domäne nur Panzen gesät werden können,
ist eine Beshränkung der Instanzen, auf die die Eigenshaft angewendet werden
kann, notwendig. Man spriht hier von einer Beshränkung des Denitionsbereihs.
Auh für den Wertebereih einer Eigenshaft bedarf es häug einer Beshränkung,
um Aussagen wie (Kopfsalat) (wird gesät) (Tomate) zu vermeiden. Es gibt weitere
Beshränkungen, von denen später noh die Rede sein wird.
Klassen und Eigenshaften mit ihren Beshränkungen sind die Bestandteile einer




2.3.1 Reasoning mit Ontologien
Nah May (2006, S.485) bedeutet Reasoning: die Semantik [...℄ von Dingen zu nut-
zen, und sih dabei auf einer festen Basis, einer Logik zu bewegen. Somit ist Re-
asoning im Wesentlihen gesunder Menshenverstand, Verstehen und Nutzen der
Bedeutung von Fakten. Die Formalisierung der Semantik innerhalb einer Ontologie
erlaubt es also, zusätzlihe Aussagen aus der Ontologie zu ershlieÿen, wie z.B.
7
:
• Klassenzugehörigkeit: Ist A eine Instanz der Klasse C und ist C eine Unter-
klasse der Klasse D, dann kann gefolgert werden, dass A auh eine Instanz von
D ist.
• Äquivalenz von Klassen: Wenn Klasse C äquivalent zu Klasse D und D äqui-
valent zu Klasse E ist, dann sind auh C und E äquivalent.
6
Vgl. Noy et al. (2001), S. 3
7
Vgl. Antoniou, 2004, S. 110
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• Konsistenz: Sind die Klassen C und D disjunkt zueinander und ist die Klasse
E die Unterklasse von sowohl C als auh D, dann kann die Klasse E in keinem
Fall Instanzen haben. Wenn Klassen immer leer sein müssen, spriht man von
Inkonsistenz.
• Klassikation: Man kann alle Unterklassen-Verhältnisse von Klassen ershlie-
ÿen. Wenn z.B. C eine Unterklasse von D und D eine Unterklasse von E ist,
so ist E notwendigerweise auh eine Unterklasse von C.
Ableitungen wie die oben beshriebenen können automatish von Programmen voll-
zogen werden. Besonders bei der Entwiklung von groÿen Ontologien mit mehreren
Entwiklern und mehreren eingebundenen Ontologien sind solhe Überprüfungen für
das Debugging unverzihtbar.
Ontologiesprahen bewegen sih immer in dem Spannungsfeld von Ausdruksstärke
und Reasoning-Tauglihkeit. Je mähtiger eine Sprahe ist, um so shlehter wird
ihre Berehenbarkeit und um so shlehter lassen sih logishe Shlussfolgerungen
ziehen. Reasoning ist so lange möglih, wie eine Sprahe entsheidbar ist, d.h. dass
es für die beshriebene Semantik ein System geben muss, das nur gültige Shlüsse
zieht und das für jede Aussage feststellen kann, ob sie wahr oder falsh ist.
2.3.2 Ontologiesprahen des Semanti Web
Da die Anforderungen an eine Ontologie je nah Anwendung sehr untershiedlih
sind, hat das W3C ein Shihtenmodell von Ontologiesprahen mit untershied-
liher Ausdruksstärke entwikelt. Alle Sprahen basieren auf RDF, wobei es für
RDF-Shema (RDF-S) und die Web Ontology Language (OWL) jeweils einen zu-
sätzlihen Namensraum gibt. Jedes RDF-S- und OWL-Dokument ist also auh ein
RDF-Dokument.
RDF/RDF-S und OWL unterliegen untershiedlihen Logikmodellen. Während Ers-
tere mit Frame-Logi bearbeitet werden, basiert OWL auf Desription Logi (DL),
die eine Untermenge der Prädikatenlogik ist. Im Gegensatz zu ihr ist sie aber ent-
sheidbar. Eine Wissensbasis in DL unterteilt sih in die TBox, die terminologogial
Box, die das intensionale Wissen der Wissensbasis enthält und die ABox, assertio-
nal Box, die die einzelnen Instanzen beshreibt und somit das extensionale Wissen
enthält. Instanzen und Klassen sind also strikt getrennt. Die in der ABox gegebenen
Fakten bedeuten im DL-Reasoning das sihere Wissen über Instanzen aber niht
unbedingt das vollständige Wissen. Wenn für eine Bushbohne gesagt wird, dass sie
grün ist, so würde ein DL-Reasoner die Frage: ist eine Bushbohne blau niht mit
nein beantworten, weil niht ausdrüklih gesagt ist, dass Bushbohnen ausshlieÿ-
lih grün sind. Dies bezeihnet man als Open-World-Assumption.
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ALC ist die minimale DL-Sprahe, die bereits Disjunktion und Negation voll un-
terstützt. Sie kann semantish beliebig erweitert werden. Die Grundlage für OWL
bildet die Desription Logi ALCR+, die zusätzlih transitive Rollen enthält und
auh als S bezeihnet wird. Ferner dürfen in OWL Rollen hierarhish geordnet sein
(H ) und können inverse Rollen deniert werden (I ). Auh qualizierte Kardinalität
(Q) angewendet auf niht-transitive Rollen ist erlaubt. Zusammen ergibt sih SHIQ,




Das grundlegende Element eines RDF-Shemas ist die Klasse, der Instanzen zugewie-
sen werden können. Klassen können mit der Eigenshaft rdfs:subClassOF in eine
hierarhishe Struktur gebraht werden, wobei die Unterklasse die Eigenshaften der
Oberklasse erbt, zusätzlih aber noh weitere Eigenshaften enthält. Unterklassen
sind also eine Spezialisierung der Oberklasse. Ebenso wie Klassen können auh Ei-
genshaften hierarhish angeordnet werden.
Die einzigen Beshränkungen auf Eigenshaften, die mit RDF-S möglih sind, be-
ziehen sih auf den Denitions- und Wertebereih. Damit ist RDF-S zu niht viel
mehr in der Lage, als eine taxonomishe Strukturierung zu repräsentieren. RDF-S
enthält aber zumindest soviel ontologishes Wissen, um ein Vokabular in Bezug auf
die Ober- und Unterbegrie zu xieren. Diese einfahen Modellierungskonzepte er-
lauben bereits einfahe Inferenzen. Wenn z.B. eine Klasse C der Denitionsbereih
einer Eigenshaft P ist und eine Instanz A die Eigenshaft P hat, so folgt daraus,
dass A Instanz der Klasse C sein muss.
Auh wenn RDF-S eine sehr primitive Ontologiesprahe ist, enthält sie wie auh
RDF einige sehr mähtige Mehanismen. In RDF-S gibt es keine strikte Trennung
zwishen Instanz und Klasse, d.h. dass auh Klassen Instanzen sein können, über
die man Aussagen mahen kann. Dieser Mehanismus dient der Modellierung auf
Metadaten-Ebene. Er hat zur Folge, dass die Sprahe niht mehr entsheidbar ist.
Z.B. sind dadurh Paradoxien formulierbar wie: die Menge aller Klassen, die sih
niht selbst enthalten.
OWL Lite
OWL Lite baut zwar syntaktish auf RDF-S auf, shränkt aber die Semantik so weit
ein, dass sie entsheidbar bleibt. Klassen, Instanzen und Eigenshaften sind disjunkt,
damit oben beshriebene Paradoxien niht zustande kommen können. OWL Lite




Vgl. May 2006, S. 498
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• atomare Klassen und Klasseneinshränkungen über Restriktionen von Eigen-
shaften
• Gleihheit und Vershiedenheit von Klassen (owl:sameAs, owl:differentFrom)
• Existenzquantor und Allquantor (owl:someValuesFrom, owl:allValuesFrom)
Eine Beshränkung mit dem Existenz-Quantor speziziert für eine Menge von
Individuen die Existenz einer Eigenshaft zu einem anderen Individuum ei-
ner Klasse, z.B. ∃ hasChild Male shlieÿt alle Instanzen einer Klasse ein, die
mindestens ein männlihes Kind haben. Durh die Beshränkung wird, wie bei
allen anderen Beshränkungen auh, eine anonyme Klasse gebildet, die diejeni-
gen Instanzen enthält, die die Bedingung erfüllen. In hiesigem Beispiel würde
die anonyme Klasse alle Instanzen enthalten, die ein männlihes Kind haben.
Mit dem All-Quantor kann eine Eigenshaft insofern beshränkt werden, als
das alle Werte dieser Eigenshaft von einer bestimmten Klasse kommen müs-
sen. Die Beshränkung ∀ hasChild Male shlieÿt die Instanzen einer Klasse
ein, die nur männlihe Kinder haben. Beshränkungen mit dem Allquantor
spezizieren niht die Existenz einer Relation. Sie besagen lediglih: wenn
die beshränkte Relation besteht, dann muss sie zu einem Individuum der
bestimmten Klasse gehen. Auh Individuen ohne die beshränkte Eigenshaft
sind Instanzen der anonymen Klasse. Instanzen ohne hasChild -Eigenshaft ha-
ben folglih keine hasChild -Eigenshaft, die niht mit einem Individuum der
Klasse Male verbunden ist. Damit ist die Beshränkung erfüllt.
• Mindest- und Maximalkardinalität mit dem Wert 1 (owl:ardinality,
owl:minCardinality, owl:maxCardinality)
Mit Kardinalität wird beshränkt, wie oft eine Eigenshaft eines Individuums
vorliegen muss. Bei einer Mutter müsste die Relation hasChild auf eine Min-
destkardinalität von ≥1 beshränkt sein, da die Mutter mindestens ein Kind
haben muss; mögliherweise sind es aber auh mehr.
• Symmetrie, Inverse und Transitivität von Eigenshaften
Symmetrie ist dann gegeben, wenn ein Individuum A eine Relation zu Indi-
viduum B hat und B die gleihe Relation zu A hat, z.B. das Verhältnis von
Geshwistern: Anna hasSibling Peter / Peter hasSibling Anna.
Wenn eine Eigenshaft Individuum A und B miteinander verbindet, dann folgt
daraus die korrespondierende inverse Eigenshaft, die Individuum B mit A
verbindet, z.B. das Eltern-Kind-Verhältnis: Anna hasChild Peter / Peter has-
Parent Anna, wobei hasChild und hasParent zueinander inverse Eigenshaften
sind.
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Eine Eigenshaft ist transitiv, wenn sie ein Individuum A mit einem Individu-
um B und B mit C verbindet. Daraus folgt, dass die Eigenshaft auh für A
nah C gilt, z.B. das Verhältnis von Vorfahren: Aus Peter hasAnestor Anna /
Anna has Anestor Paul folgt Peter hasAnestor Paul. Transitivität darf niht
bei komplexen Eigenshaften deklariert werden, d.h. die Eigenshaft darf niht
eine Inverse oder Subeigenshaft einer komplexen Eigenshaft sein und sie darf
keine Kardinalitätseinshränkung haben.
• Benutzung von XML-Shema-Datentypen
In OWL gibt es zwei Arten von Eigenshaften: Objekt-Eigenshaften, die Ob-
jekte mit anderen Objekten in Beziehung setzen und Datentyp-Eigenshaften,
die einem Objekt den Wert eines bestimmten Datentyps zuordnet, z.B. Alter:
Peter hasAge 99.
OWL Lite hat damit eine Ausdrukskraft, die der Beshreibungslogik SHIF(D) ent-
spriht. F drükt die Einshränkung der Kardinalität aus, die nur die Werte 0, 1
und beliebig erlaubt. D steht für konkrete Datentypen.
OWL-DL
Bei OWL-DL kommen noh einige Sprahkonstrukte hinzu, die die Sprahe mit
gröÿerer Ausdruksstärke ausstatten:
• Disjunktion von Klassen, d.h. die Klassen dürfen keine gemeinsamen Instanzen
haben (owl:disjointWith)
• Denition von komplexen Klassen mittels Boolshen Operatoren (Vereinigung,
Shnittmenge und Komplement)
Wenn zwei oder mehr Klassen miteinander vereinigt werden, entsteht eine an-
onyme Klasse. Die Vereinigung der Klassen Man ∪ Woman bildet z.B. eine
anonyme Klasse, deren Instanzen entweder zur Klasse Man oder zur Klasse
Woman oder zu beiden Klassen gehören.
Ähnlih verhält es sih mit Shnittmengen. Die Shnittmenge der Klassen Hu-
man ∩ Male bildet eine anonyme Klasse, deren Instanzen sowohl zur Klasse
Human als auh Male gehören. Die anonyme Klasse ist sowohl eine Unterklas-
se von Human als auh von Male
Eine Komplementklasse enthält alle Instanzen, die niht in der Klasse ent-
halten sind, zu der sie das Komplement ist. Die Klasse Male ist z.B. das
Komplement zu Klasse ¬Male bzw. Female. Diese Aussage könnte auh mit
owl:disjointWith ausgedrükt werden.
Die Boolshen Ausdrüke können sowohl für Äquivalenz-Relationen als auh
für die Relation von Unterklassen verwendet werden.
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• Beliebige Mindest- und Maximalkardinalität
Im Gegensatz zu OWL Lite ist die Kardinalität niht auf die Werte 0 und 1
beshränkt.
• Klassendenition durh Aufzählung der Instanzen (owl:oneOf)
Eine Klasse DaysOfWeek könnte z.B. mit Montag, Dienstag, ..., Sonntag de-
niert werden.
• Werteeinshränkungen von Eigenshaften (owl:hasValue)
Diese Beshränkung beshreibt eine anonyme Klasse, deren Individuen mit
einem bestimmten anderen Individuum verbunden werden über eine gegebene
Relation. Die Beshränkungen mit Quantoren sind im Gegensatz dazu mit
irgendeinem Individuum einer bestimmten Klasse verbunden.
OWL-DL entspriht der Beshreibungslogik SHOIQ(D). Im Gegensatz zu OWL Lite
ist F mit Q ersetzt, wodurh die Kardinalitätseinshränkung aufgehoben wird. Fer-
ner kommt O dazu. O steht in DL für Nominals und bezieht sih auf die Erweiterung
von owl:hasValue und owl:oneOf.
OWL Full
Bei OWL Full kommen keine neuen Konstrukte mehr hinzu. Allerdings sind alle
syntaktishen Kombinationen von RDF-S und OWL-DL erlaubt. OWL Full bietet
also die Möglihkeit zur Meta-Modellierung. Es können sogar Sprahkonstrukte auf
sih selber angewendet werden. Z.B. ist es erlaubt eine Kardinalitätsbeshränkung
auf die Eigenshaft rdfs:subClassOf anzuwenden, was in OWL Lite und OWL-DL
niht möglih ist, weil Sprahkonstrukte dort niht als semantishe Objekte behan-
delt werden. Deshalb sind die beiden anderen OWL-Subsprahen keine Unterklasse
von OWL Full. Es gilt:
OWL Lite ⊂ OWL−DL
RDF − S ⊂ OWL Full.





Mit der Studie soll die Programmierung des Semanti Web erprobt und die vielen
ineinander greifenden Tehnologien und ihr Zusammenwirken erklärt werden. Da-
für werden Seiten aus dem WWW mit RDF annotiert, Ontologien entwikelt, die
das Vokabuar für die annotierten Webseiten denieren und shlieÿlih ein Agent
implementiert, der mit Hilfe der RDF-Seiten und der Ontologien bestimmte Infor-
mationen aus den Seiten extrahieren kann.
Die Anwendung hat das Ziel, dass der Agent auf eine Anfrage eigenständig die gefor-
derten Informationen zusammensuht. Der Agent muss dafür vershiedene Websei-
ten und einen Web Servie nutzen und teilweise mit Hilfe der Ontologie die Antwort
selbst ershlieÿen. Dem Benutzer wird damit erspart, sih sämtlihe Informationen
in einer Suhmashine selbst zusammenzusuhen.
3.2 Wissensgebiet
Zunähst musste ein geeignetes Testfeld gefunden werden, das den Nutzen der Se-
manti Web-Tehnologie möglihst gut illustriert. Die Semanti Web-Anwendung
sollte ein möglihst realistishes Szenario wiedergeben und nützlihe Antworten lie-
fern. Die Informationen sollten niht in einer einzigen Ressoure zu nden sein, son-
dern mit Suhmashinen nur mühsam über vershiedene Anfragen erhältlih sein.
Die Information sollte ferner möglihst untershiedlih auf den Seiten vorliegen, z.B.
in Tabellen, in unstrukturiertem Text et. Der Agent sollte Links verfolgen, die ihn
auf relevante Seiten verweisen. Ferner sollte er eigenständig Web Servies als Infor-
mationsquelle nutzen.
Diese Kriterien lassen sih beispielsweise im Wissensgebiet der Hobby-Gärtnerei n-
den. Das hier implementierte System  der Vegi-Agent  gibt Auskunft über die
Anzuht von Gemüse. Er soll für jedes Gemüse zu folgenden Punkten Information
aufsuhen:
• Bodenbeshaenheit, die das Gemüse brauht, z.B. fruhtbarer Boden, lokerer
Boden et.
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• der für das Gemüse günstigste Standort, z.B. sonniger Standort, windgeshütz-
ter Standort et.
• Nahbarshaftsverhältnisse
In Mishkulturen wird darauf geahtet, dass sih benahbarte Panzen in ih-
rem Gedeihen fördern. So gibt es Panzen, die sih gegenseitig gute oder auh
shlehte Nahbarn sind. Die guten Nahbarn einer gegebenen Gemüsesorte
soll der Agent ermitteln.
• Saatzeit
Der Agent gibt zurük von wann bis wann das gegebene Gemüse gesät werden
kann.
• Mondkalenderdaten
Um noh einen Web Servie mit ins Spiel zu bringen, soll der Agent inner-
halb der Saatzeit die besten Termine zum Säen ermitteln. Gartentätigkeiten
können auf den Mondkalender abgestimmt werden. So gibt es Tage, die für
Tätigkeiten wie säen, ernten, zurükshneiden et. abhängig vom Stand des
Mondes besonders günstig sind. Berüksihtigt wird dabei meist die Mond-
phase und das Sternzeihen, in dem sih der Mond zu dem Zeitpunkt bendet.
Relevant sind vier Sternzeihengruppen mit je drei Sternzeihen und vier kor-
respondierende Gemüsegruppen: Blattgemüse, Fruhtgemüse, Wurzelgemüse
und Blütengemüse.
In Bezug auf das Niveau sollte das System etwa einem Gartenratgeber gleihen und
keinen wissenshaftlihen Anspruh besitzen.
Der Rahmen der Studie wurde sehr eng gehalten. Der Agent ndet auf den anno-
tierten Seiten nur Informationen zu drei Gemüsesorten, über die er befragt werden
kann: Kopfsalat, Tomate und Bushbohne. Die Gemüsesorten sind so gewählt, dass
sie möglihst untershiedlihe Wahstumsbedingungen brauhen und zu möglihst
untershiedlihen Kategorien (Blattgemüse, Fruhtgemüse et.) gehören.
Natürlih lieÿe sih der Rahmen beliebig ausdehnen. Ein wirklih nützlihes System
müsste die ganze Gemüsepalette, die hier zu Lande üblih ist, kennen. Auh wären
Informationen über Pege, Ernte, Shädlinge et. sinnvoll.
3.3 Datenbasis
Das Semanti Web, in dem sih der Vegi-Agent bewegt, besteht aus einem Web
Servie und insgesamt fünf HTML-Seiten aus dem WWW, die im Folgenden kurz
beshrieben werden sollen. Ihre Glaubwürdigkeit wird hier vorausgesetzt.




ist in einen umfangreihen Hypertext über sämtlihe Lifestyle-
Themen wie Wohnen, Kohen, Garten et. eingebettet. Die hier verwendete Gar-
tenseite beinhaltet hauptsählih Links zu untershiedlihen Gartenthemen und zu
den einzelnen Gemüsesorten. Inhaltlihe Informationen enthält sie sonst niht. Der
Agent soll von dieser Seite aus die relevanten Links verfolgen. Relevant ist zum
einen die Seite über Kopfsalat
11
, die Seite über Bushbohne
12
und die Seite über
Tomate
13
. Erst auf diesen Seiten ndet der Vegi-Agent inhaltlihe Informationen zu
der Gemüsesorte. Die Seiten bestehen aus mäÿig strukturiertem Volltext mit vielen
Übershriften im Verhältnis zu eher knappem Text, sodass man als menshliher
Benutzer rash einen Überblik über den Inhalt bekommt. Sie bieten Angaben zu
Standort, Bodenbeshaenheit, Saatzeit und einigen weiteren Themen, die der Agent
aber niht berüksihtigt. Abbildung 3.1 zeigt einen Ausshnitt der Kopfsalatseite.
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3.3.2 Die Kleingärtnerin
Die gewählte Webseite ist Teil eines komplexen Hypertextes für Heimgärtner und
enthält sehr ausführlihe Informationen über Mishkulturen
14
. Neben allgemeinen
Erklärungen in natürlihsprahigem Text enthält sie eine umfangreihe Tabelle über
gute und shlehte Nahbarn einer Panze. Diese Tabelle muss der Vegi-Agent bei




Der Web Servie Evolutio Rodurago
15
bietet einen Algorithmus an, der von Beginn
der Zeitrehnung bis ins Jahr 2400 Mondkalender berehnet. Dafür gibt man den
gewünshten Monat, das gewünshte Jahr und geographishe Daten ein und erhält
den Kalender für den Monat. Zu jedem Tag maht der Kalender Angaben über die
Mondphase, Mondauf- und -untergang, Sonnenauf- und -untergang und das Stern-
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2007 ndet sih in Abbildung 3.3
Abbildung 3.3: Mondkalender
Der Nahteil an dem Mondkalender ist, dass er die Mondzustände nur tageweise
angibt und niht nah Uhrzeiten genau. Da der Wehsel von einem Sternzeihen in
das nähste zu jeweils untershiedlihen Uhrzeiten stattndet, rundet der Kalender
groÿzügig auf oder ab, was zu erheblihen Ungenauigkeiten führt, die in der Studie
aber niht mitberüksihtigt wurden.
3.4 Aufgabenbeshreibung
Der Agent bekommt als Eingabe eine Gemüsesorte in Form eines Strings, den der
Benutzer direkt in die Kommandozeile eingeben kann. Die Ausgabe ist eine Tabelle,
die die gesuhten Antworten auistet (siehe Abbildung 3.4). Wie der Agent zu der
geforderten Information gelangt, bleibt dem Benutzer verborgen.
3.5 Systemarhitektur
Abbildung 3.5 verdeutliht den modularen Aufbau des Agenten. Neben Ein- und
Ausgabe benützt der Agent folgende Komponenten:





Tabelle (z.B. für Kopsalat):
Gemüse Boden Standort ...
Kopfsalat HumoserBoden ... ...
Abbildung 3.4: Ein- und Ausgabestruktur des Agenten
• die Ontologien, von denen der Agent mit der Abfragesprahe SPARQL Infor-
mationen bezieht.
• die annotierten Webseiten als RDF-Dokumente, die ebenfalls mit SPARQL
abgefragt werden.
• den Web Servie, der wiederum aus mehreren Teilkomponenten besteht:
 eine OWL-S-Beshreibung des Mondkalenders, die dem Agenten Infor-
mationen liefert, was der Web Servie kann und wie auf ihn zugegrien
wird. Sie enthält unter anderem den URI des WSDL-Dokuments.
 eine WSDL-Beshreibung des Mondkalenders, die der Agent mit Hilfe
der WSDL-Tools liest. Mit diesen Informationen wird der Web Servie
ausgeführt.
 die HTML-Seite des ausgeführten Mondkalenders wird an den XSLT-
Prozessor übergeben.
 das Stylesheet wird von der OWLS-Beshreibung geliefert.
 Mit Hilfe des Stylesheets wird das HTML-Dokument in ein RDF-Dokument
transformiert, das der Agent mit SPARQL abfragen kann.
Die Fragen, die das System beantworten kann, sind in dem Agenten aufgelistet.































































Um die geforderte Information liefern zu können, brauht der Agent Informationen
aus untershiedlihen Bereihen. Zum einen muss er sih natürlih über die Pan-
zen selbst auskennen. Ferner brauht er Informationen über Räumlihkeiten, um
zu wissen, dass die Panzen an einem Ort wahsen. Da es sih bei allen Gärtner-
tätigkeiten um zyklishe Prozesse handelt, ist Wissen über Zeitverhältnisse nötig.
Shlieÿlih brauht der Agent noh einige astrologishe Informationen, damit er über
den Mondkalender Aussagen mahen kann.
Da es sih hier um reht untershiedlihe Wissensgebiete handelt, wurden mehre-
re Ontologien erstellt bzw. übernommen. Eine Gartenontologie über die Panzen
und die Ortsverhältnisse musste von Grund auf neu entworfen werden. Ebenso die
Mondkalender-Ontologie, die aber minimal gehalten wurde und unmittelbar auf den
verwendeten Mondkalender zugeshnitten ist.
Das W3C hat eine sehr detailierte Ontologie über Zeitverhältnisse entwikelt, die
mit einigen Erweiterungen übernommen wurde. Auÿerdem wurde eine ebenfalls vom
W3C entwikelte Ontologie für Web Servies miteinbezogen, die den Servie seman-
tish beshreibt.
Auf die einzelnen Ontologien soll im Folgenden näher eingegangen werden.
4.1 Die Gartenontologie
Die Ontologie beshreibt das Wissensgebiet der Hobby-Gärtnerei. Sie ist für Freizeit-
Gärtner konzipiert, die ihren eigenen Garten bestellen möhten und dafür Know-
How und Tipps brauhen. Sie ist niht für den professionellen Gartenbau gedaht,
für den sehr viel mehr Detailwissen nötig wäre. Für die Studie wurde der Onotlogie
bewusst sehr enge Grenzen gesetzt. Sie beshränkt sih lediglih auf Informationen
über die Aussaat der Panzen.
4.1.1 Planung der Ontologie
Bevor man eine Ontologie neu erstellt, lohnt es sih, nah Ontologien zu suhen, die
das Wissensgebiet oder wenigstens einen Teil davon abdeken. Zwei freie Ontologie-
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Ontology Library
17
. Eine Gartenontologie hat sih aber auh nah intensiver Suhe
niht nden lassen. Ganz generell sheint der Freizeitbereih noh völlig unershlos-
sen zu sein. Auh eine Anlehnung an die botanishe Nomenklatur hat sih niht
angeboten. Einerseits ist ihre Granularität für einen Freizeitgärtner viel zu hoh.
Denn ob ein Kopfsalat zu der Klasse der Zweikeimblättrigen oder zu der Unter-
abteilung der Bedektsamer gehört, ist niht von Relevanz. Andererseits kommen
viele Konzepte, die für den Garten wihtig sind, wie z.B. Gemüse, Blume et. über-
haupt niht vor. Deshalb wurde eine Gruppierung in Anlehnung an einen Garten-
Ratgeber
18
gewählt. Denkbar wäre eine Ontologie, die beide Hierarhien beinhaltet,
indem den Panzen mehrere Oberklassen zugeordnet werden. Die Ontologie wäre
damit für sehr viel mehr Anwendungen geeignet, wäre aber auh sehr viel shwieri-
ger zu durhshauen.
Ein Charakteristikum der Domäne ist die vage und kaum denierte Begriihkeit.
Beispielsweise gibt es groÿe Überlappungen in den Kategorien. So gilt Borretsh
meist als Kühenkraut, könnte wegen seiner hübshen Blüten aber auh in die Kate-
gorie der Zierpanzen fallen. Auh sind ungenaue Zeitangaben wie z.B. Ende Februar
sehr gängig und durhaus ezient, weil der Gärtner weiÿ, dass er Witterungsbedin-
gungen, seine geographishe Lage et. miteinbeziehen muss. Diese Vagheiten müssen
in der Ontologie berüksihtigt werden.
Es stellt sih ferner die Frage, was die Ontologie überhaupt wissen muss. Muss sie
z.B. wissen, dass der April vor dem Mai liegt und dass es den 40. Februar niht gibt?
Da die verarbeitenden Programme in Python oder anderen Programmiersprahen
diese Information haben, ist die Kodierung in der Ontologie überüssig und daher
in der Time-Ontologie auh niht vorhanden.
Vor der Entwiklung der Ontologie wurden einige Kompetenzfragen formuliert, die
einerseits dazu dienen, den Umfang der Ontologie zu umreiÿen, und die andererseits
zum Testen verwendet wurden. Sie zeigen an, ob die Ontologie genügend Information
enthält. Folgende Kompetenzfragen wurden gestellt:
• Welhe Panzen vertragen sih mit Tomaten?
• Wann sät man am besten Kopfsalat?
• Welhes Gemüse verträgt mageren Boden?
• Welhen Standort brauht Kopfsalat?
• In welher Mondphase sät man Bushbohnen?
• In welhen Sternzeihen sät man Kopfsalat?
17
Vgl. DAML Ontology Library: http://www.daml.org/ontologies/
18
Vgl. Kreuter 2001
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Bei der Namensgebung innerhalb der Ontologie sind folgende Konventionen ein-
gehalten worden: Klassen beginnen mit einem Groÿbuhstaben, dann fogen Klein-
buhstaben; jedes weitere Wort wird mit einem Groÿbuhstaben abgesetzt, z.B.
PhaseOfMoon. Eigenshaften beginnen mit einem Kleinbuhstaben und möglihst
mit den Verben is oder has, z.B. isSeeded, hasClimate. Instanzen, die im enge-
ren Sinne aber niht mehr zur Ontologie gehören, folgen dem Namensmuster der
Klassen. Die Namen innerhalb der Ontologie sind einheitlih english, da english-
sprahige Ontologien importiert und erweitert wurden. Die Instanzen, die aus der
Annotation deutsher Webseiten resultieren, haben dagegen deutshe Namen.
Es wurde darauf geahtet, den Klassen und Eigenshaften möglihst selbstsprehen-
de Namen zu geben, was den Vorteil hat, dass bereits aus der URI erkenntlih ist,
welhe Instanzen in einer Klasse zu erwarten sind bzw. wie eine Eigenshaft ange-
wendet werden muss. Besonders ein Annotator, der die Ontologie weniger gut kennt,
ist damit weniger auf die Dokumentation angewiesen.
4.1.2 Die Entwiklung der Ontologie
Im ersten Entwiklungsshritt wurde ein Brain-Storming über die wihtigsten Be-
grie der Domäne gemaht, wie z.B. Panze, Gemüse, Blattgemüse, Fruhtgemüse,
sonnig, shattig, säen et. Diese zunähst wahllos zusammengestellten Begrie wur-
den anshlieÿend in folgenden Arbeitsshritten bearbeitet:
• Klassen der Ontologie bestimmen
• Die Klassen in eine hierarhishe Struktur überführen
• Eigenshaften bestimmen und erlaubte Werte für die Eigenshaften denieren
• Die Werte der Eigenshaften mit Instanzen füllen
Idealerweise sollten letztendlih alle Begrie untergebraht sein. Noy/MGuinness
(2001, S.4) betonen aber, dass diese Shritte wiederholt werden müssen, so lange ei-
ne Ontologie in Gebrauh ist, weil Überarbeitungen und Korrekturen immer wieder
nötig werden. Sie bezeihnen deshalb Ontologieentwiklung als einen notwendiger-
weise iterativen Prozess.
Der oberste Knoten in der Hierarhie einer OWL-Ontologie ist die Klasse Thing,
was heiÿt, dass jede Instanz der Ontologie Mitglied dieser Klasse ist. Im Gegensatz
dazu steht die Klasse Nothing, die leere Klasse. Diese Klasse hat nur Unterklassen,
wenn diese inkonsistent sind, wenn diese Klasse also in keinem Fall Instanzen haben
kann. Auf der ersten Ebene unter der Klasse Thing wurden der Übersihtlihkeit hal-
ber die vier sehr allgemeine Klassen PlantThing, LoationThing, TimeThing und
MoonThing angelegt, die die Hauptbereihe Panze, Zeit, Ort und Mond trennen.
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Anderenfalls würden auf der oberen Ebene knapp zwanzig Klassen liegen, die in den
Semanti Web-Werkzeugen alphabetish und niht thematish geordnet dargestellt
werden, was die Bearbeitung ershweren würde.
4.1.3 PlantThing
Alles, was mit den Panzen selbst zu tun hat, ist in dem Hauptzweig PlantThing
untergebraht. Implementiert wurden die Teile einer Panze und die Taxonomie der
Panze wie in Abbildung 4.1 dargestellt. Die Ellipsen mit Punkten deuten an, dass
niht alle Klassen abgebildet sind.
Mit den Eigenshaften inGoodNeighbourhoodWith bzw. inBadNeighbourhoodWith
können die Instanzen einer CultivatedPlant in Bezug auf die Nahbarshaftsver-
hältnisse miteinander in Beziehung gesetzt werden. Der Denitionsbereih wurde
mit der Klasse CultivatedPlant belegt, weil davon ausgegangen wird, dass die Ei-
genshaften von Wildpanzen für Gärtner niht relevant sind. Die Begründung gilt



































Abbildung 4.1: Baumstruktur der Klasse PlantThing und seiner Kindknoten
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Die Eigenshaften isSeededIndoor und isSeededOutdoor beshreiben, wann eine
Panze wohin gesät werden muss. Sie haben jeweils zwei Wertebereihe, die zum
einen den passenden Ort (IndoorLoation bzw. OutdoorLoation) und zum ande-
ren die passende Säzeit (SeedingInterval) angeben.
Die Gartenontologie ist mit der Mondontologie über die Eigenshaft bestSeeding-
Time verbunden. Diese Eigenshaft hat als Denitionsbereih CultivatedPlant und
die Wertebereihe PhaseOfMoon und MoonInSignOfZodia. Mit dieser Verbindung
kann ausgedrükt werden, bei welhem Mondstand in Bezug auf die Mondphase
und das Tierkreiszeihen eine Panze am besten gesät wird. Die beste Säzeit ist
also die Shnittmenge der entsprehenden Mondphase mit den drei entsprehenden
Tierkreiszeihen-Phasen; oder etwas formaler:
Mondphase ∩ (Sternzeichen1 ∪ Sternzeichen2 ∪ Sternzeichen3)
Die Eigenshaft bestSeedingTime bezieht sih auf die astrologishen Daten und ist
für die Klassen FruitVegetable, LeafVegetable, BlossomVegetable und
RootVegetable deniert. Im Quellode sieht die Klasse FruitVegetable aus wie
in Listing 4.1. Es werden mehrere anonyme Klassen gebildet: eine Klasse besteht
aus der Vereinigungsmenge der drei Sternzeihenphasen und eine zweite Klasse bil-
det die Shnittmenge der Mondphase mit den Sternzeihenphasen.
1 <owl:Class rdf:about ="&garden;FruitVegetable">
2 <rdfs:subClassOf>








11 <owl:Class rdf:about ="&moon;WaxingMoon"/>
12 <owl:Class >
13 <owl:unionOf rdf:parseType="Colletion">
14 <owl:Class rdf:about ="&moon;MoonInAries"/>
15 <owl:Class rdf:about ="&moon;MoonInLeo "/>











Listing 4.1: Denition der Klasse FruitVegetable
4.1.4 LoationThing
Der hier beshriebene Ontologie-Zweig bezieht sih auf die Räumlihkeit, in de-
nen die Panzen wahsen. Hauptsählih sind hier zwei Untersheidungen nötig:
Standorte drinnen und Standorte drauÿen, die dann noh weiter in Unterklassen wie
Garden, VegetableBed et. aufgegliedert werden können. Ferner musste modelliert
werden, dass Örtlihkeiten untershiedlihe Qualitäten besitzen in Bezug auf das Kli-
ma, z.B. sonnig, shattig, windig et. und in Bezug auf Eigenshaften des Bodens wie
z.B. fruhtbar, mager, loker et., siehe Abbildung 4.2. Die Eigenshaft hasClimate
bzw. hasGround verbindet einen Panzenort mit den Klassen ClimateAtLoatin
bzw. GroundAtLoation und deren Unterklassen wie SunnyClimate et. bzw.
FertileGround et., die die Qualitätsuntershiede der Orte kennzeihnen.
Die Verbindung zu den Panzen wird durh die Eigenshaften needsGround und
needsClimate hergestellt. Mit ihnen kann man einer Kulturpanze die rihtigen
Standortbedingungen zuweisen. Der Denitionsbereih ist also CultivatedPlant


























Abbildung 4.2: Baumstruktur der Klasse LoationThing und ihrer Kindknoten
4.1.5 Design-Entsheidungen
Bei der Modellierung einer Ontologie gibt es keine festen Regeln, die ein Rihtig
oder Falsh anzeigen würden. Es gibt immer vershiedene brauhbare Alternativen,

















Abbildung 4.3: Alternative1 zu den Kindknoten der Klasse Vegetable
die gegeneinander abgewogen werden müssen. Die beste Lösung wird meistens durh
die konkrete Anwedung nahegelegt. Ferner ist darauf zu ahten, dass die Ontologie




Einige konkrete Design-Entsheidungen werden im Folgenden kurz skizziert: Eine
Frage ist z.B. die Einordnung nah Unterklasse, Oberklasse, Geshwister. Ist die
Klasse Hülsenfrühte ein Kindknoten von Gemüse oder von Fruhtgemüse? Entshei-
det man sih für Unterklasse unter Fruhtgemüse, müsste man noh einen Oberbe-



















Abbildung 4.4: Alternative2 zu den Kindknoten der Klasse Vegetable
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es sonst zu untershiedlih spezishen Geshwiserknoten kommt (siehe Abbildung
4.3). Bei dieser Anordnung kämen nur die Klassen Fruht-, Wurzel-, Blüten-, und
Blattgemüse als unmittelbare Kindknoten von der Klasse Gemüse vor, was den Ge-
müsekategorien des Mondkalenders unmittelbar entsprehen würde.
Eine weitere Möglihkeit wäre die Unterklasse Hülsenfrühte wegzulassen und die
Sorten wie Bushbohne, Stangenbohne et. direkt unter Fruhtgemüse zu legen (siehe
Abbildung 4.4). Die Folge wäre eine sehr grobe Granulation, wodurh Eigenshaften
aller Bohnen wie z.B. Nahbarshaftsverhältnisse zu anderen Panzen jeder einzel-
nen Bohnenart zugewiesen werden müssten, statt eine Eigenshaft mit dem Werte-
bereih Bohne zu denieren.
In der hier verfolgten Alternative liegen die Klassen Hülsenfrühte und Fruhtge-
müse als Geshwisterknoten in Anlehnung an den Gartenratgeber
20
auf einer Ebene
(siehe Abbildung 4.5). Um dennoh der Klasse Hülsenfrühte die Mondkalender re-
levanten Eigenshaften der Klasse Fruhtgemüse zu vererben, wird diese als zweite














Abbildung 4.5: Alternative3 zu den Kindknoten der Klasse Vegetable
Eine weitere Frage stellt sih bei der Granulationstiefe der Ontologie: Wo hören die
Klassen auf, wo beginnen die Instanzen? Gibt es noh eine Klasse Tomato oder ist
dies bereits eine Instanz? Bei dem Konzept Tomato könnte man noh stärker in die
Tiefe gehen und z.B. eine Klasse mit untershiedlihen Tomatensorten bilden, was
für das Wissensgebiet durhaus von Relevanz sein kann. Da aber die Panzzeiten
der einzelnen Zühtungen auf den bearbeiteten Webseiten niht angegeben sind,
ist eine solh feine Granulation für diese Anwendung niht notwendig. Als grobe
Faustregel gilt: das spezishste Konzept der Wissensbasis bildet die Instanz. Einen
Anhaltspunkt bieten auh die eingangs gestellten Kompetenzfragen. Das spezishs-
te Konzept, das Antworten auf die Fragen liefert, ist ein guter Kandidat, Instanz in
der Wissensbasis zu sein
21
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niht, weil zunähst davon ausgegangen wurde, dass die Instanz das konkrete Gemü-
se ist, das im Garten wähst oder auf der Webseite steht. Das hat dazu geführt, dass
sih Instanzen und Klassen bei der Benennung nur noh durh die Sprahe unter-
sheiden. Eine terminierende Klasse der englishsprahigen Gartenontologie lautet
z.B. Tomato, während die Instanz, die aus der deutshsprahigen Annotation her-
vorgeht, Tomate heiÿt, was siherlih keine sehr glüklihe Lösung ist.
Einer kritishen Überprüfung hält die Gartenontologie momentan noh niht stand.
Die Subklassen sind zwar streng taxonomish, die Geshwisterknoten sind aber teils
noh reht heterogen und haben niht unbedingt das gleihe Niveau. Auh ist die
Ontologie noh viel zu wenig getestet. Viele Klassen kommen innerhalb der Studie
niht zur Anwendung und könnten im Prinzip eliminiert werden. Sie sind aber im
Hinblik auf Erweiterungen implementiert, da Veränderungen der Ontologie Aus-
wirkungen auf die Annotation der Webseiten und die Implementierung des Agenten
haben, wie später noh deutlih wird.
4.2 Die Time-Ontologie
Die Time-Ontologie in OWL ist ein Arbeitsentwurf des W3C vom September 2006
22
.
Entwiklungsgeshihtlih ist sie eine Vereinfahung der DAML-Time-Ontologie
23
und wurde mit dem Ziel entwikelt, einen möglihst einfahen Zugang zu den grund-
legenden temporalen Konzepten und Relationen zu bieten. Die Time-Ontologie be-
shreibt ein Vokabular, mit dem topologishe Fakten wie Zeitpunkte und Zeitinter-
valle sowie Angaben zu Dauer, Datum und Uhrzeit ausgedrükt werden können
24
.
Sie ist kompatibel mit OWL-S, damit sie auh für Web Servies gut zu verwenden
ist (siehe Kapitel 4.4).
Im Folgenden wird die Time-Ontologie mit den Klassen und Eigenshaften beshrie-
ben, die Relevanz für die Gartenontologie besitzen.
4.2.1 Die Klasse TemporalEntity
Das Grundkonzept der Ontologie ist die Klasse TemporalEntity mit den Unter-
klassen Interval und Instant. Genau genommen sind die beiden Unterklassen als
Equivalenzklasse zu ihrer Oberklasse speziziert, was heiÿt, dass keine anderen Un-
terklassen zu TemporalEntity existieren als diese zwei. TemporalEntity hat die
Eigenshaften hasBeginning und hasEnd. Diese Eigenshaften haben als Deniti-
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bestimmten Zeitpunkt  nämlih Anfangs- oder Endpunkt  einer Zeiteinheit dar.
Da prinzipiell Anfangspunkt und Endpunkt zusammenfallen können, hat die Klas-
se Interval eine Unterklasse ProperInterval, die so deniert ist, dass Anfangs-
und Endpunkt untershiedlihe Zeitpunkte sind, wodurh das Intervall eine Dauer
haben muss. Damit ist die Klasse ProperInterval disjunkt zur Klasse Instant,
die man sih als ein Intervall vorstellen könnte, bei der Anfang und Ende in ei-
nem Punkt zusammenfallen. Ferner hat die Klasse TemporalEntity die Eigenshaft
hasDurationDesription, mit der die Dauer eines Intervalls deniert werden kann.
Es ist eine Designentsheidung der Entwikler, diese Eigenshaft niht erst in der
Klasse Interval anzulegen, sondern sie auh an die Klasse Instant zu vererben,
bei der die Dauer aber immer Null sein muss.
Die Klasse ProperInterval bietet eine Anzahl weiterer Eigenshaften, die hier aber
niht zur Anwendung kamen.
4.2.2 Die Klasse DateTimeDesription
Die Klassen DateTimeDesription dient dazu, einem Zeitpunkt ein bestimmtes
Kalenderdatum zuzuweisen. Dafür gibt es die Eigenshaft inDateTime mit einem
Instant als Denitionsbereih und einer DateTimeDesription als Wertebereih.
Die Klasse enthält sämtlihe Monate als Subklassen, die mit der Eigenshaft month
ihrem entsprehenden xsd:gMonth zugewiesen werden können. Für February wäre
das z.B. xsd:gMonth --02. Ähnlih funktionieren die Datentyp-Eigenshaften day,
year et., deren Denitionsbereihe ebenfalls eine DateTimeDesription ist und
deren Wertebereihe xsd-Litterale sein müssen. Die Beshreibung eines Individuums
Sommeranfang würde beispielsweise aussehen wie in Abbildung 4.6.
xsd:gMonth -- 6
DateTimeDesription xsd:gDay --- 21
time:month
time:day
Abbildung 4.6: DateTimeDesription: Sommeranfang
4.2.3 Die Klasse DurationDesription
Mit der Klasse DurationDesription können Angaben zur Dauer gemaht werden.
Die Dauer eines Intervalls kann sehr untershiedlih ausgedrükt werden: in Jahren,
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Monaten, Wohen, Tagen, Stunden, Minuten und Sekunden. Eine Duration Des-
ription hat daher sieben Datentyp-Eigenshaften (years, months, weeks, ...),
wobei die Werte mit einer xsd:deimal-Angabe gefüllt werden. Dadurh kann auh
eine Dauer von 2,5 Jahren angeben werden. Eine Dauer von einem Tag, zwei Stun-







Abbildung 4.7: DurationDesription: 1 Tag, 2 Stunden, 30 Minuten
einzige Dauer haben kann, haben alle Datentyp-Eigenshaften eine Kardinalität von
maximal eins, was besagt, dass jede dieser Eigenshaften ein Individuum höhstens
ein Mal mit einem xsd:deimal-Wert verbinden kann.
Die Klasse DateTimeDesription ist, wie oben bereits erwähnt, mit der Klasse
TemporalEntity über die Eigenshaft hasDurationDesription verbunden.
4.2.4 Anpassungen für die Anwendung
Die Klasse ProperInterval und Instant mussten noh mit vielen Unterklassen
bestükt werden, um Saatzeiten für Gemüse darstellen zu können. Dafür wurde zu-
nähst die Klasse SeedingInterval als Subklasse von ProperInterval gebildet.
Etwas umständlih gestalteten sih insbesondere natürlih sprahlihe Ausdrüke
wie Ende März, Mitte Juni, nah den Eisheiligen et. Um die Bedeutung solh un-
sharf umrissener Zeitbegrie für einen Computer interpretierbar zu mahen, müssen
sie trotz allem an Kalenderdaten festgemaht werden. Deshalb wurde festgelegt, dass
der Anfang eines Monats vom 1. bis zum 12. des jeweiligen Monats dauert, Mitte
des Monats vom 10. bis zum 20. und Ende des Monat vom 18. bis zum letzten Mo-
natstag. Es musste berüksihtigt werden, dass der letzte Tag im Monat der 28., 30.
oder 31. eines Monats sein kann. Diese Werte sind im eigenen Ermessen entstanden
und haben noh kein Fundament.
Die Vagheit eines Ausdruks wie von Ende März bis Mitte Juni kommt dadurh
zustande, dass es sih bei dem Anfangszeitpunkt und dem Endzeitpunkt genau
genommen um keine Zeitpunkte handelt, sondern selbst um Intervalle. Um nun
4 Die Ontologien 37
einen Zeitraum wie den oben genannten zu beshreiben, muss der Anfangszeit-
punkt irgendwo innerhalb eines zweiten Intervalls liegen  nämlih in dem Inter-
vall Ende März. Genauso verhält es sih mit dem terminierenden Zeitpunkt, der
in dem Intervall Mitte Juni liegen muss. Um eine solhe Struktur umsetzen zu
können, sind folgende Instant-Subklassen deniert: InstantFirstPartOfMonth,
InstantSeondPartOfMonth, InstantThirdPartOfMonth31, InstantThirdPart-
OfMonth30 und InstantThirdPartOfMonthFeb. Es werden drei Klassen für das En-
de eines Monats benötigt, weil dieser Teil bei den untershiedlihen Monaten un-
tershiedlihe Längen hat. Die Klassen bezeihnen einen umgangssprahlihen Zeit-
punkt wie Ende März und müssen deshalb eine Relation zu dem Intervall haben,































Abbildung 4.8: Beshreibung eines Zeitpunktes wie Ende März
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shaft isInside her, die invers ist zu der Time-Eigenshaft inside
25
. Die Intervall-
Klassen, die die Monatsteile ausdrüken, wurden allgemein gehalten, um niht für
jeden Monat einen Anfangs-, Mittel- und Endteil als Klasse erstellen zu müssen. Die
Information, um welhen speziellen Monat es sih handelt, muss deshalb durh eine
inDateTime-Relation zu einer DateTimeDesription ausgedrükt werden, die den
Monat festhält. Abbildung 4.8 zeigt, wie ein natürlih sprahliher Zeitpunkt wie
Ende März in die Beshreibung des Monats (März) und die Beshreibung des Mo-
natsteils (Ende) geteilt wird. Das Individuum EndeMaerz ist als Raute dargestellt.
Desweiteren gibt es die ProperInterval-Subklassen FirstPartOfMonth, Seond-
PartOfMonth, ThirdPartOfMonth31, ThirdPartOfMonth30 und ThirdPartOf-
MonthFeb. Diese Klassen, die die Monatsteile ausdrüken, haben Relationen zu be-
stimmten Zeitpunkten, die den Anfang und das Ende jedes Teils denieren. Die Zeit-





























Abbildung 4.9: Beshreibung der Monatsteile
25
Der Name inside ist meines Erahtens etwas missverständlih, da die Eigenshaft ein Intervall
als Denitionsbereih und einen Zeitpunkt als Wertebereih hat. Sie ist demnah zu lesen als:
Interval X hasInteriorPointInside Instant Y.
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FirstPartOfMonth, BeginOfSeondPartOfMonth et. realisiert. Diese Zeitpunkte
werden dann in einer DateTimeDesription einem bestimmten Monatstag zugeord-
net. Für EndeMaerz wäre das xsd:gDay ---20 bzw. xsd:gDay ---31 für Anfang
und Ende. Zur Verdeutlihung siehe Abbildung 4.9, in der zur besseren Übersiht-
lihkeit niht alle Klassen und Relationen dargestellt sind.
Die Erweiterung der Time-Ontologie wurde so gestaltet, dass der Annotationsauf-
wand möglihst gering bleibt und der Annotator die Ontologie möglihst wenig ken-
nen muss. Darauf wird weiter in Kapitel 5 eingegangen.
4.3 Die Mondontologie
Die Mondontologie dient lediglih dazu, die Informationen aus dem Web Servie
Evolutio Rodurago, dem Mondkalender, extrahierbar zu mahen. Sie erfasst daher
nur die Informationen, die der Web Servie liefert. Diese sind: das Datum, das Stern-
zeihen, in dem sih der Mond gerade bendet, Mondauf- und -untergang und das































kann. Da sih diese Begrie niht in Ober- und Unterklassen unterbringen lassen,
ist die Ontologie eher ah und breit (siehe Abbildung 4.10).
Die Shlüsselklasse ist die Klasse Date, die mit allen anderen Klassen durh Eigen-
shaften in Verbindung steht. Damit werden dem Datum alle Informationen über
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den Mond an diesem Datum zugewiesen. Daneben hat die Klasse die Datentyp-
Eigenshaften hasAgeOfMoonInXsdDeimal, hasMoonriseInXsdTime und
hasMoonsetInXsdTime. Erstere gibt als Dezimal-Datentyp das Mondalter an, wobei
eine Zahl > 14 zunehmender Mond und eine Zahl ≤ 14 abnehmender Mond bedeu-
tet. Die anderen beiden Eigenshaften geben als xsd:time-Datentyp die Uhrzeit von
Mondauf- und Untergang an. Das Datum selbst wird mit der Datentyp-Eigenshaft
inXsdDate als xsd:Date deniert (siehe Abbildung 4.11).
Dass es sih bei den Klassen PhaseOfMoon und MoonInSignOfZodia um Inter-
MoonCalendar
MoonInSignOfZodia Date PhaseOfMoon













Abbildung 4.11: Die Date-Beshreibung
valle handelt, wird mit Hilfe von multipler Vererbung deniert. PhaseOfMoon und
MoonInSignOfZodia sind somit niht nur Unterklassen von MoonThing, sondern
zusätzlih von ProperInterval aus der Time-Ontologie.
4.4 OWL-S und WSDL
Die Web Ontology Language for Servies, kurz OWL-S, ist eine OWL-Ontologie,
die für die Beshreibung von Web Servies entwikelt worden ist
26
. Als top-level-
Ontologie enthält sie nur sehr allgemeine Konzepte, die domänenübergreifend auf alle
Web Servies anwendbar sein sollen. Um OWL-S für einen konkreten Web Servie
zu nutzen, muss die Ontologie mit den benötigten Individuen bestükt werden. Ziel
ist es, den Web Servie niht nur für menshlihe Nutzer zugänglih zu mahen,
sondern durh eine omputerinterpretierbare Beshreibung auh Software-Agenten
26
Vgl. Martin 2004
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den Zugang zu ermöglihen. Die grundlegenden Konzepte von OWL-S spiegeln sih
in den Kompetenzfragen wider, die sih im Zusammenhang mit Web Servies stellen:
• Was leistet der Servie? (Prole)
• Wie funktioniert der Servie? (Model)
• Wie kann mit dem Servie kommuniziert werden? (Grounding)
OWL-S besteht aus einer Servie-Ontologie, die die Subontologien Profile, Model
und Grounding einbindet. Der konkrete Web Servie  hier der Mondkalender  wird
als Instanz der Klasse Servie gebildet. Profile bietet im Groÿen und Ganzen In-
formationen, die ein Agent brauht, um den Servie im Netz zu nden, während
Model und Grounding Informationen dazu liefern, wie der Agent den Servie an-
wenden muss. Die oberste Ebene der Servie-Ontologie mit ihren Unterontologien






















Abbildung 4.12: Die oberste Ebene der Servie-Ontologie
4.4.1 Prole
Das Servie-Prol dient in erster Linie dem automatisierten Aunden des Web
Servies. Einerseits kann der Suhende seine Anforderungen an einen Dienst über
Profile denieren und andererseits maht der Anbieter darüber die angebotene
27
Vgl. Martin et al. 2004, http://www.daml.org/servies/owl-s/1.1/overview/#tex2html3
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Funktionalität publik. Im Semanti Web würde bei einer Anfrage quasi ein Wunsh-
Servie deniert, der dann mit den Servies des Internets verglihen wird, wobei der
Abgleih über einen Mathmarker erfolgt
28
. In der hiesigen Studie ist das Aunden
des Dienstes aber niht implementiert.
Die Servie-Eigenshaften presents und presentedBy sind inverse Relationen, die
dem Zwek dienen, den Servie mit dem Prol zu verbinden. Die Klasse
profile:Profile enthält nun die Informationen, die den Servie beshreibt. Es
gibt dabei einige Eigenshaften, die nur für menshlihe Leser gedaht sind wie
profile:servieName, mit der genau ein Name des Servies, z.B. zu dessen Identi-
zierung, angegeben werden muss; es gibt textDesription, in der genau eine Kurz-
beshreibung über den Servie geliefert werden muss, und es gibt die Eigenshaft
ontatInformation, die angibt, wie man mit dem Servieanbieter in Kontakt tre-
ten kann. Diese Eigenshaft hat keine Kardinalitätsbeshränkung im Gegensatz zu
den anderen beiden.
Die funktionalen Komponenten des Web Servies beshreiben die Eigenshaften
profile:hasInput, profile:hasOutput und noh einige andere, die Vorausset-
zungen für den Servie und Eekte des Servies angeben, die für den Mondkalender
aber niht gebrauht wurden. Der Mondkalender benötigt zwei Eingabewerte: den






Listing 4.2: Input- und Outputbeshreibung der profile-Ontologie
Die beiden Eigenshaften verbinden die Prol-Ontologie mit der Prozess-Ontologie,
wo Input und Output deniert werden. Die Ressouren #Monat und #Jahr aus den
Zeilen 2 und 3 werden also in den Prozess-Klassen proess:Input bzw.
proess:Output genau beshrieben.
Um Aussagen über die Qualität und Zuverlässigkeit eines Web Servies zu mahen,
gibt es noh einige Prol-Attribute, die hier aber niht implementiert worden sind.
4.4.2 Model
Das Servie-Model gibt an, wie der Web Servie funktioniert, indem es ihn als einen
Prozess beshreibt. Um die im Prol dargestellten Ergebnisse zu erzielen, muss der
Benutzer diesen Prozess Shritt für Shritt ausführen. OWL-S untersheidet zwi-
shen atomaren und zusammengesetzten Prozessen. Ein atomarer Web Servie ist
28
Vgl. Hess, 2006, S. 3 und 4f
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ein Online-Dienst, der nur eine einzige Anfrage entgegennimmt, seine Aufgaben aus-
führt und eine einzige Antwort zurükgibt, ohne dass weitere Interaktionen zwishen
Klient und Servie nötig werden. Auh in einem atomaren Prozess können belie-
big viele Inputs eingegeben und beliebig viele Outputs generiert werden, allerdings
werden sie mit nur einer Nahriht hin- und hergeshikt. Der Mondkalender ist
beispielsweise ein atomarer Web Servie mit einem atomaren Prozess. Er brauht
zwei Eingaben  nämlih Monat und Jahr  und gibt eine Ausgabe zurük  den
gesuhten Kalendermonat. Ein zusammengesetzter Prozess besteht aus mehreren
atomaren Prozessen, hat also mehrere Stadien. Jede Nahriht, die der Klient dem
Servie shikt, führt ihn einen Shritt weiter im Prozessablauf. Ein Beispiel wäre
der Kauf eines Buhes bei amazon.de, der mehrere Interaktionen des Klienten, also
mehrere Prozessshritte nötig maht.
Die Eigenshaften servie:desribedBy und servie:desribes verbinden den
Servie und das Model miteinander und sind inverse Eigenshaften. Auh im Mo-
del gibt es die Eigenshaften proess:hasInput und proess:hasOutput, die hier
aber einen anderen Namensraum als die Prol-Eigenshaften haben und deshalb
niht mit ihnen zu verwehseln sind. Sie stellen eine Verbindung zu den Klassen
proess:Input und proess:Output her, wo der Datentyp der Ein- und Ausgabe
speziziert wird.
Für die Beshreibung des Mondkalenders sind diese Angaben bereits ausreihend.
Komplexere Web Servies bedürfen noh vieler weiterer Klassen und Eigenshaf-
ten
29
, auf die hier aber niht weiter eingegangen wird.
4.4.3 Grounding
Während ServieProfile und ServieModel rein abstrakte Repräsentationen des
Dienstes sind, wird mit dem ServieGrounding die konkrete tehnishe Ebene des
Web Servies beshrieben  die abstrakte Beshreibung wird geerdet. Hier wer-
den spezishe Details zu Nahrihtenformaten, Transportmehanismen, Protokol-
len, zur Adressierung et. gegeben. Das ServieGrounding gibt an, wie der abstrakt
beshriebene Input und Output eines atomaren Prozesses in eine konkrete Nahriht
umgesetzt und übermittelt werden kann. Dafür benützt OWL-S die Web Servie De-
sription Language (WSDL).
WSDL wurde unabhängig von Semanti Web-Tehnologien entwikelt und soll einen
automatishen Zugri auf Web Servies ermöglihen. Mit WSDL stehen Informatio-
nen in mashinenlesbarer Form zur Verfügung. Allerdings wird der Servie dabei nur
auf syntaktisher Ebene beshrieben. Damit ist zwar das Interfae, aber niht die tat-
sählih angebotene Funktionalität mashinenlesbar. Insofern stellt die syntaktishe
29
Vgl. Martin 2004, http://www.w3.org/Submission/OWL-S/#5
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Servie-Beshreibung von WSDL eine fruhbare Ergänzung zu der semantishen Be-
shreibung mit OWL-S dar. Die letzte WSDL-Version 2.0 ist eine W3C-Empfehlung
vom 26.06.07, für die es aber noh keine OWL-S-Anpassung gibt. Deshalb wurde
hier mit der WSDL- Vorgängerversion 1.1 gearbeitet, die das aktuelle OWL-S un-
terstützt. Für ein OWL-S/WSDL-Grounding ist die vollständige Spezikation von
beiden Sprahen erforderlih, da sie niht die gleihen Konzepte abdeken. Viel-
mehr ergänzen sie sih auf komplementäre Weise: Während OWL-S die semantishe
Ausdrukstärke der Desription Logi enthält, ist WSDL in der Lage, die abstrakte
Repräsentation an einen konkreten Servie zu binden. Wie in Abbildung 4.13
30
deut-
lih wird, gibt es einige Überlappungen beider Sprahen. Ein atomarer Prozess in
OWLS





Binding to SOAP, HTTP, et.
Abbildung 4.13: Das Zusammenwirken von OWL-S und WSDL
OWL-S ist eine Operation in WSDL, und ein OWL-S-Input/Output ist eine WSDL-
Message. Das Grounding basiert nun auf diesen Überlappungen.
Bei der Implementierung müssen zuerst in WSDL eine Operation und die Messages
deniert werden, bevor Korrespondenzen mit OWL-S zugewiesen werden können.
Im OWL-S-Grounding wird zunähst über die Eigenshaft servie:support bzw.
servie:supportedBy eine Verbindung zwishen der Klasse
grounding:WsdlGrounding und dem Servie erstellt. Ferner gibt es über
hasAtomiProess eine Relation zu grounding:WsdlAtomiProess. Da ein ato-
marer Prozess einer WSDL-Operation entspriht, ist diese Klasse der Elternknoten
für die gesamte Abwiklung des Anfrage/Rükgabe-Prozesses. Hier wird zunähst
eine Verbindung einerseits zu dem Model über grounding:owlsProess und ande-
rerseits zu dem WSDL-Dokument über grounding:wsdlDoument aufgebaut, was
die Shnittstellen-Rolle des OWL-S-Grounding deutlih maht.
OWL-S bildet den OWL-S-Input auf eine WSDL-Message ab. Im Quellode sieht
30
Vgl. Martin et al. 2004, http://www.daml.org/servies/owl-s/1.1/overview/#tex2html3
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das für den Eintrag Monat folgendermaÿen aus:
1 <grounding:wsdlInput>
2 <grounding:WsdlInputMessageMap >






Listing 4.3: Mapping des OWL-S-Input auf eine WSDL-Message
Der Output wird ebenso behandelt wie der Input. Er ist hier nur sehr viel um-
fangreiher als der Input, weil der Inhalt des Mondkalenders mittels eines XSLT-
Stylesheets als RDF-Dokument zurükgegeben wird. Da das Stylesheet niht sehr
groÿ ist, wurde es direkt als Transformationsstring in das grounding:wsdlOutput-
Element geshrieben.
Das WSDL-Dokument deniert dann die Einträge konkret als gMonth und gYear:
1 <wsdl:message name="MondkalenderInputMessage">
2 <wsdl:part name="month" type="s:gMonth " />
3 <wsdl:part name="year" type="s:gYear" />
4 </wsdl:message>
Listing 4.4: Denition der Input-Datentypen
Stark verkürzt gesagt sorgt die WSDL-Operation dafür, dass die Message an die
rihtige Stelle des Webformulars geshrieben wird:
1 <wsdl:operation name="MondkalenderAnfrage">
2 <http:operation loation ="/index.php?month=
3 (month)&amp;year=(year)&amp;geodata=









Die URL des Web Servies wird im WSDL-Element Servie angegeben:
1 <wsdl:servie name="MondKalenderServie">
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2 <wsdl:port name="MondkalenderHttpGet" binding
3 ="tns:MondkalenderHttpGetBinding ">




In WSDL werden also für jede Operation ein konkretes Nahrihtenformat und De-
tails zu dem Übertragungsprotokoll speziziert. Dieser Vorgang wird auh als binding
bezeihnet.
4.5 Resümee
Bei der Entwiklung und Bearbeitung der Ontologien wurde zweierlei deutlih: On-
tologien sind niht nur shwierig zu erstellen, sondern auh shwierig zu nutzen.
Aufgrund der Komplexität der realen Welt ist es ausgesprohen shwer, eine sinn-
volle Konzeptualisierung der Dinge zu erstellen. Die vielen zunähst dius ershei-
nenden Möglihkeiten, die dem Entwikler bei der Erstellung einer Ontologie oen
stehen, müssen sorgfältig gegeneinander abgewogen und ausprobiert werden, um ei-
ne gute Lösung zu nden. Generell versuhen Ontologien, Wissensgebiete möglihst
eindeutig abzubilden. Je komplexer aber ein Wissensgebiet ist, umso gröÿer ist die
Gefahr, dass die Konzeptualisierung der Ontologie niht mehr von allen Nutzern
nahvollzogen wird, was die Arbeit mit dieser Ontologie ershwert und unnatürlih
maht. Um diese Gefahr abzumildern sind übersihtlihe Dokumentationen unum-
gänglih. Das Spannungsfeld von Anwenderkomfort und Übersihtlihkeit ist ein
Balaneakt: Viele Klassen, die sämtlihe Konstrukte aus den Webseiten unmittelbar
darstellbar mahen, werden leiht unübersihtlih und sind dadurh auh niht mehr
anwenderfreundlih. Bei wenig Klassen muss der Annotator, der die Ontologie nützt,
gegebenenfalls mehr Kenntnisse über die Ontologie mitbringen, um die Objekte der
Webseiten unterzubringen. Dafür ist die Menge der Klassen und Eigenshaften leih-
ter zu durhshauen.
Das Erstellen und Bearbeiten einer funktionierenden, durhdahten Ontologie erfor-
dert sehr viel Fahwissen und Erfahrung. Da es keine standardisierte Vorgehensweise
für die Entwiklung einer Ontologie gibt, ist es wihtig, dass eine Ontologie über
einen längeren Zeitraum entwikelt wird und viele Testphasen durhläuft. Eine enge
Zusammenarbeit von Anwendern und Entwiklern für Rükmeldungen kann dabei
nur hilfreih sein.
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5 Die semantishe Annotation der Seiten
mit RDF
Mit der semantishen Annotation einer Webseite werden dem Dokument die Meta-
informationen zugefügt, die die Bedeutung der enthaltenen Informationen formali-
siert wiedergeben. Diese Metainformationen erlauben es Computern, die Semantik
der natürlihen Sprahe zu verarbeiten. Im Prinzip bildet die Annotation die Shnitt-
stelle zwishen der Ontologie und der Webseite. Die Tripel, die über den Inhalt der
Seiten gebildet werden, stellen die Instanzen der Ontologie und ihre Eigenshaften
dar.
Bei der Annotation bleibt zu bedenken, dass sih bei freiem, natürlih sprahlihem
Text immer die Frage stellt, welhe Textteile wihtig sind und annotiert werden
müssen und welhe so sehr ins Detail gehen, dass sie keine Relevanz mehr besit-
zen. Bei der semantishen Annotation spielt das persönlihe Urteil des Annotators
und die Anwendung, für die die Annotation gedaht ist, somit eine wihtige Rolle.
Bei stärker strukturierten Texten ist die relevante Information durh Übershriften,
Spiegelstrihe, Tabellen et. deutliher hervorgehoben, was die Annotation sehr viel
leihter maht.
Es gibt untershiedlihe Möglihkeiten, die Annotierung abzulegen
31
. Zum einen
kann man die Metadaten direkt in die Webseite einbetten. Damit die Daten niht
vom Web Browser dargestellt werden, müssen sie entweder in einem HTML-Kom-
mentar <!...> auskommentiert oder direkt in den Kopf der Datei geshrieben
werden. Letztere Methode hat allerdings den Nahteil, dass das HTML- oder XML-
Dokument dann niht mehr valide ist. Es gibt ferner zwei HTML-Elemente, <objet>
und <sript>, mit denen man niht-HTML Medien einbinden kann. Bei der vom
W3C empfohlenen Variante
32
wird lediglih ein Link auf die Webseite geleget, der
auf das RDF-Dokument mit der Annotation verweist. Die Metadaten sind in diesem
Fall in einer eigenen Datei separat abgelegt.
Weil ein Agent nur die Annotation brauht, um die gesuhten Informationen zu ex-
trahieren und die Webseiten einzig der Lesbarkeit für den Menshen dienen, sind in
dieser Studie die HTML-Seiten einfahheitshalber überhaupt niht mit den RDF-
Dokumenten verbunden, sondern werden direkt dem Agenten übergeben. Ansonsten
31
Vgl. Reif, 2006, S. 406
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Vgl. W3C-FAQ, http://www.w3.org/RDF/FAQ.html#How
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hätte die Annotation extern verlinkt werden müssen, weil keine Zugrisrehte auf
die Internetseiten bestehen.
5.1 Manuelle Annotation der Gartenseiten
Die statishen Webseiten wurden rein manuell annotiert. Für jede Internetseite exis-
tiert ein korrespondierendes RDF-Dokument, das die semantish aufbereitete Infor-
mation der Seite soweit enthält, wie es die Anwendung erfordert. Eine vollständige
Annotation ist im Rahmen der Studie niht erfolgt.
Die Seiten binden vershiedene Namensräume ein, abhängig davon, welhe Ele-
mente in der Annotation verwendet werden. Das sind hier der xsd-, rdf- und
owl-Namensraum, sowie der Namensraum der Gartenontologie.Wird eine Ressoure
ohne Namensraum-Präx verwendet, bildet das System einen Default-Namensraum,
der, wenn niht anders angegeben, dem lokalen Namensraum der RDF-Datei ent-
spriht. Jede annotierte Seite dieser Studie hat dadurh seinen eigenen Namensraum.
Alternativ könnte man die Seiten mit den einzelnen Gemüsearten in einem groÿen
Namensraum zusammenfassen. Das hätte den Vorteil, dass gemeinsam genutzte Res-
souren nur einmal deniert werden müssten. Wenn Kopfsalat und Tomate beispiels-
weise jeweils Ende Februar gesät werden müssen, so wäre die einmalige Denition
der Ressoure Ende Februar ausreihend, anstatt sie wie hier sowohl in dem RDF-
Dokument von Kopfsalat als auh in dem RDF-Dokument von Tomate zu denieren.
Bei einer gröÿeren Anzahl von Gemüsesorten käme es aber sehr leiht zu Namens-
kollisionen, da der Namensraum durh seine Gröÿe kaum mehr zu überbliken wäre,
was den Annotierungsprozess unnötig ershweren würde. Aus diesem Grund wurden
die Redundanzen, die durh die kleinen Namensräume zustande kommen, in Kauf
genommen.
5.1.1 Die Seite Gemüsegarten
Diese Seite enthält keine inhaltlihe Information für den Agenten, sondern lediglih
die Links, die auf die annotierten Seiten über Kopfsalat, Tomate und Bushbohne
verweisen.
Für die Annotation muss zunähst die Gartenontologie importiert werden. Dafür
gibt es das OWL-Element import. Die Verweise auf die relevanten Seiten sind fol-
gendermaÿen annotiert:
1 <rdf:Desription rdf:about ="&gemuese ;/ gemuesegarten.htm">
2 <garden:Vegetable rdf:parseType="Colletion">
3 <rdf:Desription rdf:about ="&tom;Tomate"/>
4 <rdf:Desription rdf:about ="&ks;Kopfsalat "/>
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5 <rdf:Desription rdf:about ="&bb;Bushbohne"/>
6 </garden:Vegetable>
7 </rdf:Desription>
Listing 5.1: Annotation von Verweisen auf andere Seiten
Die erste Zeile nennt die Ressoure, die beshrieben werden soll, das Subjekt des Tri-
pels also, das hier allgemein die Seite Gemüsegarten ist. garden:Vegetable in Zeile
2 enthält die Information, um welhe Art von Ressoure es sih bei den Zielen handelt
 um irgendeine Art Gemüse nämlih. Das Attribut rdf:parseType=Colletion
drükt aus, dass alle eingebetteten Elemente in einer Listenstruktur zusammen-
gefasst sind. Diese Elemente (Zeilen 3, 4 und 5) sind die Ressouren, von denen
der Agent seine Informationen über die gesuhten Gemüsesorten erhält. Die Entity
&<...>; gibt den Pfad zu der annotierten Gemüseseite an, und das unmittelbar
folgende Gemüse verweist auf die Stelle des Dokuments, an der es deniert ist.
Die Verweise könnten auh mit dem rdfs:seeAlso-Element annotiert werden. Der
Verweis auf die annotierte Tomatenseite sähe dann aus wie in Listing 5.2:
1 <rdf:Desription rdf:about ="Tomate">
2 <rdfs:seeAlso rdf:resoure="&tom;Tomate"/>
3 </rdf:Desription>
Listing 5.2: Alternative Annotation von Verweisen mit SeeAlso
Mit rdfs:seeAlso wird eine Relation zu einer Ressoure erstellt, die weitere In-
formationen zu der Ressoure des Denitionsbereihs liefert. Die Annotation mit
seeAlso hat den Nahteil, dass der Agent mit dieser Relation noh niht weiÿ, dass,
wie in diesem Beispiel, eine Tomate ein Gemüse ist. Das erfährt er erst auf der
annotierten Tomatenseite. Wenn nun Verweise über untershiedlihe Objekte wie
Gemüse, Boden, Mishkultur et. annotiert sind und der Agent nah Informationen
zu einem Gemüse suht, würde er alle Verweise verfolgen müssen, um zu erfahren,
welher Verweis zu Gemüseinformationen verhilft.
5.1.2 Die Seite Kopfsalat
Da die Gemüseseiten sehr ähnlih aufgebaut sind, soll es hier genügen, beispielhaft
die Annotation der Kopfsalatseite zu erklären. Der Agent soll aus den Gemüseseiten
die Informationen zu Standort, Bodenbeshaenheit und Saatzeit extrahieren. Ist
diese Information einmal für eine Seite annotiert, bedeutet es keinen groÿen Auf-
wand mehr, die Annotation für andere Gemüsesorten zu erstellen, abhängig natürlih
von der Anzahl der zu annotierenden Gemüsesorten.
Wie bei der Gemüseseite werden zunähst die Namensräume deklariert und die Gar-
tenontologie importiert. Für die eigentlihe Beshreibung des Kopfsalates muss eine
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Ressoure Kopfsalat als Instanz der Gartenontologie-Klasse ButterheadLettue
deklariert werden. Diese Relation wird durh das RDF-Element type erzeugt (siehe
Listing 5.3, Zeile 2). Wenn das Individuum Kopfsalat nun existiert, können ihm Ei-
genshaften aus der Gartenontologie wie needsGround, needsClimate,
isSeededIndoor et. zugewiesen werden. Diese Eigenshaften müssen alle den De-
nitionsbereih Kopfsalat erlauben. Da die Eigenshaften needsGround (Zeile 3) und
needsClimate (Zeile 10) mehrere Werte haben, werden diese in einem Bag deniert.
Der etwas gekürzte Quellode für die Beshreibung Kopfsalat sieht folgendermaÿen
aus:




















Listing 5.3: Annotation von Kopfsalat
Alle hier verwendeten Ausdrüke wie DurhlaessigerBoden, SonnigesKlima,
SaatzeitSalatDrinnen et. müssen mit rdf:type einer Klasse der Gartenontologie
zugewiesen werden, damit sie auh für Mashinen als Mitglieder einer bestimmten
Klassen erkenntlih sind. Die RDF-Ausdrüke dafür haben die Form:
1 <rdf:Desription rdf:about ="RESSOURCE ">
2 <rdf:type rdf:resoure="&garden;KLASSE"/>
3 </rdf:Desription>
Listing 5.4: Zuweisung von RDF-Ressouren zu einer Ontologieklasse
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Da die Beshreibung der Saatzeit einige Probleme in sih birgt, soll darauf am Bei-
spiel SaatzeitSalatDraussen noh etwas genauer eingegangen werden. Zunähst
der Code:
1 <rdf:Desription rdf:about ="SaatzeitSalatDraussen">
2 <rdf:type rdf:resoure="&garden;SeedingInterval"/>
3 <time:hasBeginning rdf:resoure="April"/>
4 <time:hasEnd rdf:resoure ="EndeJuli "/>
5 </rdf:Desription>
6






13 <rdf:Desription rdf:about ="April">
14 <rdf:type rdf:resoure=
15 "&garden;InstantFirstPartOfMonth"/>
16 <!--niht sauber annotiert !-->
17 <time:inDateTime rdf:resoure="&garden;April"/>
18 </rdf:Desription>
Listing 5.5: Annotation der Saatzeit
Die Webseite gibt an, dass man Salat von April bis Ende Juli drauÿen säen kann.
Nahdem die Ressoure SaatzeitSalatDraussen als ein SeedingInterval dekla-
riert worden ist (Zeile 2), werden ihr mit den Eigenshaften hasBeginning und
hasEnd Anfangs- und Endzeitpunkt zugewiesen (Zeilen 3 und 4), was intuitiv noh
leiht zu verstehen ist. Um aber dann den Zeitpunkt EndeJuli zu beshreiben, muss
der Annotator die Ontologie reht gut kennen. Er muss niht nur wissen, dass er den
Zeitpunkt der Klasse InstantThirdPartOfMonth31 (Zeile 9) zuweisen muss, weil es
sih bei dem Zeitpunkt um den dritten Teil eines Monats mit 31 Tagen handelt, son-
dern auh, dass er den Monat Juli direkt an eine Date-Time-Desription übergeben
muss (Zeile 10), weil sonst die Information verloren geht, um welhen konkreten Mo-
nat es sih handelt (siehe zur Erinnerung Abbildung 4.8, Seite 37). Die Verbindung
zur Date-Time-Desription hätte verhindert werden können, wenn jeder Monat mit
seinen drei Teilen sowohl in der Klasse Instant als auh in der Klasse Interval
aufgelistet wäre. Dann müsste der Annotator seinen Zeitpunkt nur der rihtigen
Klasse zuordnen. Es ergäbe sih allerdings ein anderes Problem: Die Saatzeiten sind
auf den Webseiten fast immer mit den Monatsdritteln ausgedrükt. Die einzige Aus-
nahme ist der Zeitpunkt April auf der Kopfsalatseite. Dieser Zeitpunkt kann mit
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dem momentanen Stand der Ontologie niht korrekt wiedergegeben werden, weil die
Ontologie keine Klasse wie InstantApril hat. Das Problem ist, dass die Sprahe
zu faettenreih ist, um sämtlihe Möglihkeiten abzudeken. Würde man noh alle
Monate als Zeitpunkte aufnehmen und vielleiht auh noh die Monatshälften, hätte
man bereits 21 Klassen, wenn man die untershiedlihen Monatslängen mitberük-
sihtigt, was die Ontologie immer unübersihtliher mahen würde.
Eine bessere Alternative wäre mögliherweise, einen Zeitpunkt wie EndeJuli oder
April als Instanz der Klasse Instant zu deklarieren und niht als Klasse; dann wäre
zumindest die Vielfalt der Sprahe kein Problem mehr. Allerdings müsste der Anno-
tator dann noh mehr Kenntnisse über die Time-Ontologie und deren Möglihkeiten
mitbringen. Dann müsste er nämlih seinem instanziierten Zeitpunkt noh zusätz-
lih die Information geben, dass der zu beshreibende Zeitpunkt irgendwo innerhalb
eines speziellen Intervalls liegt, dass er für diese Verbindung die Eigenshaft inside
bräuhte und dass Anfangs- und Endzeitpunkt des Intervalls anderweitig deniert
sind.
Eine weitere Überlegung wäre, ob man niht den Eigenshaften hasBeginning und
hasEnd eine Ressoure übermittelt, die direkt eine Datumsangabe enthält  in der
Time-Ontologie eine DateTimeDesription. Das wäre auf jeden Fall das einfahs-
te und könnte intuitiv am leihtesten nahvollzogen werden. Die vorausgesetzten
Kenntnisse über die Ontologie würden dadurh auf ein Minimum reduziert. Mit der
Konzeption der Time-Ontologie hätte das aber niht mehr viel zu tun. Auh wäre
der Inhalt der Webseite niht exakt wiederzugeben, weil man niht mehr modellie-
ren könnte, dass es sih bei einem Ausdruk wie Ende Juli um ein Intervall handelt.
Auh müsste sih jeder Annotator selbst entsheiden, mit welhen Kalendertagen er
eine solhe Zeitangabe xiert. Bei mehreren Annotatoren käme es zwangsweise zu
Diskrepanzen.
In der hiesigen Implementierung wurde versuht, einen Mittelweg zwishen den
Vor- und Nahteilen zu nden: Dem Annotator sollten niht allzu viele Ontologie-
Kenntnisse zugemutet werden, die Anzahl der Klassen sollte sih noh im Rahmen
halten und die korrekte Wiedergabe des Seiteninhalts sollte einigermaÿen gewährleis-
tet sein. Bisher sind diese Kriterien nur annäherungsweise erreiht. Verbesserungen
stehen noh aus.
5.1.3 Die Seite Kleingärtnerin
Von dieser Seite wurde die Tabelle annotiert, die die guten und shlehten Nahbarn
einer Gemüseart angibt. Die tabellarishe Auistung ist in dem RDF-Dokument in
groÿen Containern wiedergegeben, die die Nahbarn enthalten. Als Beispiel sei die
Annotation der Nahbarshaftsverhältnisse von Kopfsalat in gekürzter Ausführung
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gegeben:
















Listing 5.6: Annotation von Nahbarshaftsverhältnissen bei Kopfsalat
5.2 Automatishe Annotation mit XSL
Bei der Annotation der Mondkalenderseiten musste anders vorgegangen werden als
bei den übrigen statishen Webseiten. Bei jedem Aufruf des Mondkalenders wird eine
neue HTML-Seite generiert, die die Informationen des gewünshten Kalendermonats
liefert. Die zurükgegebenen Seiten sind im Prinzip jedes Mal gleih, nur dass die
Werte bei jedem Ergebnis neu eingetragen werden. Daher bietet es sih an, die
Annotation mit Hilfe eines XSLT-Stylesheets zu erstellen. Der Quellbaum ist dabei
die vom Web Servie generierte HTML-Seite; der Ergebnisbaum ist das gewünshte
RDF-Dokument. Das XSLT-Dokument deniert die Shablone des RDF-Dokuments
und setzt dort Platzhalter ein, wo im Ergebnisbaum die Werte eingetragen werden
sollen. Da jeder Kalendertag gleih odiert ist, besteht das Stylesheet weitestgehend
aus der Shablone eines einzigen Kalendertages und wiederholt sih bis alle Tage des
Monats abgearbeitet sind.
Da das Stylesheet in seinem Zeilenumfang relativ klein ist, steht es niht in einer
eigenen Datei, sondern ist direkt in dem <grounding:wsdlOutput>-Element der
OWL-S-Datei als Transformationsstring aufgeführt. Die Implementierung des Style-
sheets ndet sih auf der beiliegenden CD-Rom.
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6 Semanti Web-Werkzeuge
Für die Bearbeitung der untershiedlihen Semanti Web-Tehnologien gibt es in-
zwishen eine ganze Reihe von Werkzeugen auf dem Markt, die den Prozess der
semantishen Annotation und das Erstellen von Ontologien erleihtern sollen. Im
Allgemeinen verfolgen die Werkzeuge das Ziel, auh Benutzern mit möglihst we-
nig RDF- oder OWL-Kenntnissen das Arbeiten mit Semanti Web-Tehnologien zu
ermöglihen, indem sih beispielsweise das Werkzeug um die Syntax kümmert, die
sehr häug gebrauhten URIs niht eingegeben werden müssen et. Einige dieser
Werkzeuge wurden in dieser Studie ausprobiert und sollen in diesem Kapitel mit
ihren Vor- und Nahteilen vorgestellt werden.
6.1 Protégé
Die hier gegebene Beshreibung bezieht sih auf Protégé 3.2.1 von Dezember 2006.
Seit dem 29.06.07 ist zusätzlih eine Beta-Version Protégé 3.3 und eine Alpha-
Version Protégé 4.0 erhältlih.
Protégé
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ist eine frei erhältlihe Java-Applikation, die bereits in den 80er Jahren am
Institut für Medizinishe Informatik an der Stanford University entwikelt worden
ist. Ursprünglih wurde Protégé zur Entwiklung von medizinishen Wissensdaten-
banken konzipiert, ist inzwishen aber mit vielen Plugins, Erweiterungen und einer
groÿen Benutzergemeinshaft zu einem der bekanntesten Ontologie-Editoren heran-
gewahsen. Protégé bietet zwei Arten der Wissensmodellierung an. Zum einen gibt
es Protégé-frames, das bestimmtes Domänenwissen in einer hierarhishen Struktur
von Konzepten, Slots und Instanzen abbildet. Bei Protégé-OWL kommen im Ge-
gensatz dazu noh logishe Mehanismen dazu, durh die implizites Wissen aus dem
modellierten Wissensgebiet ershlossen werden kann.
Die graphishe Oberähe von Protégé stellt die Ontologie sehr übersihtlih dar (sie-
he Abbildung 6.1). Auh groÿe Datenmengen können problemlos verwaltet und be-
arbeitet werden. Es gibt ausführlihe und gut verständlihe Tutorials über Protégé
34
,
die den Einstieg ungemein erleihtern.
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Abbildung 6.1: Die graphishe Oberähe von Protégé
wird. Es gibt Tabs für die Erstellung und Bearbeitung von Klassen, Eigenshaften,
und Instanzen, für SPARQL-Anfragen, für die graphishe Visualisierung der Onto-
logie und noh viele mehr. Zudem gibt es unzählige Fenster für untershiedlihste
Anwendungen wie: viele Klassen auf einmal erstellen, viele Klassen disjunkt zu-
einander mahen, viele Beshränkungen auf einmal denieren et. Die Bearbeitung
über solhe Fenster ist einerseits natürlih sehr einfah, andererseits gibt es zu wenig
Möglihkeiten, diese Fenster mit Tastenkombinationen zu bedienen, was unnötig viel
Klikerei mit der Maus erfordert. Der OWL-Code wird automatish generiert, kann
aber niht vom Anwender direkt bearbeitet werden, was beim Debuggen durhaus
von Nahteil ist.
Protégé 3.2.1 versuht möglihst natürlihsprahlih mit OWL-Ausdrüken umzu-
gehen. Teilweise ist das etwas irritierend. Z.B. untersheidet Protégé zwishen Be-
shränkungen, die Neessary oder Neessary and Suient, sind. Mit Neessary and
Suient soll dabei ausgedrükt werden, dass mit diesen Beshränkungen eine Äqui-
valenzklasse gebildet wird. Wenn ein Individuum also Element der Klasse ist, dann
muss es die Bedingung erfüllen und umgekehrt muss es, wenn es die Bedingung er-
füllt Element der Klasse sein. Individuen die eine Neessary-Beshränkung haben,
bilden dagegen eine Oberklasse. Ein Individuum ist Element der Klasse, wenn es
die Bedingung erfüllt. Umgekehrt heiÿt das aber niht, dass jedes Element, das die
Bedingung erfüllt auh Element der Klasse ist.
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Die Protégé-Versionen unter 4.0 haben keinen eingebauten Reasoner. Da die Versi-
on 4.0 alpha noh deutlih zu shleht funktioniert (Stand 05.07), ist man darauf
angewiesen einen Reasoner, z.B. Pellet
35
, extern zu benützen. Der Reasoner kom-
muniziert mit Protégé über die Sprahe DIG, die aber veraltet ist und vershiedene
Datentypen wie xsd:gDay, xsd:gMonth oder auh einige OWL-Elemente wie das
Komplement niht erkennt. Der Reasoner mit Protégé ist für die hier bearbeitete
Ontologie deshalb niht nutzbar. Um die Konsistenz der Ontologie zu überprüfen,
musste auf andere Werkzeuge zurükgegrien werden.
Einige Probleme hat es auh beim Abspeihern gegeben. Die Werkzeuge haben un-
tershiedlihe Konventionen den Quellode abzuspeihern. Nahdem die hier ver-
wendete Gartenontologie beispielsweise mit dem SWOOP-Editor (siehe unten) be-
arbeitet und abgespeihert wurde, konnte Protégé die Datei zwar problemlos önen
und weiter bearbeiten, nah dem Abspeihern mit Protégé kam es dann allerdings
zu gravierenden Fehlern im Quellode, wodurh die Ontologie von den Werkzeugen
niht mehr dargestellt werden konnte. Das Problem waren leere Äquivalenzklassen,
die in die Ontologie geraten waren. Der so entstandene Shaden war sehr shwer
zu lokalisieren, weil das Dokument weiterhin valide war und Validatoren
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keine
Fehlermeldungen angaben. Der Reasoner Pellet konnte den Fehler zwar feststellen,
allerdings gab er niht an, in welher Zeile der Fehler lag.
Es empehlt sih, den Default-Namensraum xmlns und das xml:base-Attribut in
den Ontologien mit dem gleihen Wert anzugeben. Das xml:base-Attribut ist die
Basis-URL, von der aus alle relativen Links in dem Dokument ausgewertet werden.
Diese Angaben sind zwar nah der W3C-Empfehlung niht obligatorish. Allerdings
kann es ansonsten bei einigen Werkzeugen wie auh dem Protégé immer wieder zu
unberehenbaren Fehlern kommen: Mal wird die Klassenhierarhie gänzlih falsh
dargestellt, mal gibt es eine Fehlermeldung, dass das Dokument niht valide sei und
wieder ein anderes Mal funktioniert das Programm tadellos.
Eigenshaften und Klassen müssen bei Protégé fertig angelegt sein, bevor Instanzen
eingegeben werden können, da es zu Datenverlusten kommt, wenn die Klasse oder
Eigenshaft einer Instanz noh einmal verändert wird. Dadurh kann man, bevor die
Ontologie niht fertig ist, keine Anfragen an die Ontologie stellen, um zu testen, ob
die Ergebnisse rihtig sind. Besonders für Anfänger ist das ein groÿer Nahteil.
Da mit Protégé auh Instanzen erstellt werden können, eigent sih das Programm
im Prinzip auh zur Annotierung von Webseiten. Die Instanzen werden aber niht
in einer separaten Datei abgelegt, sondern in den Quellode der Ontologie integriert.
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ist ein Ontologie-Editor, der von seinem äuÿeren Ersheinungsbild
einem Web Browser sehr ähnlih ist, um den Benutzern eine vertraute graphishe
Oberähe zu bieten. Die Ontologie kann geladen werden, indem die Adresse wie bei
einemWeb Browser in eine Adresszeile eingegeben wird, es gibt Lesezeihen, in denen
Ontologien gespeihert werden können, es gibt eine Vor- und Zurük-Shaltähe,
mit der die letzte und vorherige Einstellung wieder aufgerufen werden kann. Zudem
gibt es links eine shmale Spalte, die mit einer Navigationsleiste vergleihbar ist,
in der die geöneten Ontologien und der Ontologiebaum angezeigt werden. Rehts
daneben bendet sih das groÿe Fenster, in dem die Klassen im Detail mit allen
Eigenshaften dargestellt werden. (siehe Abbildung 6.2) Neben dem abgebildeten
Abbildung 6.2: Die graphishe Oberähe von SWOOP
Conise Format, in dem Klassen, Eigenshaften und Instanzen bearbeitet werden
können, hat man die Möglihkeit sih die Klasse direkt im Quellode anzusehen und
zu editieren.
Bei SWOOP ist der Reasoner Pellet direkt integriert, was die Kommunikation über
DIG überüssig maht.
Auh SWOOP hat einige Shönheitsfehler, die die Ontologie-Bearbeitung ershwe-
ren. So werden Eigenshaften nur bei der Klasse dargestellt, die diese Eigenshaften
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zugewiesen bekommt. Bei allen Unterklassen, die diese Eigenshaft erben, ist sie
aber niht sihtbar. Das hat bei der Bearbeitung von Beshränkungen oder bei der
Instanziierung von Individuen den Nahteil, dass man erst in den Oberklassen nah-
sehen muss, ob die entsprehende Eigenshft überhaupt für die bearbeitete Klasse
existiert.
Klassen, Eigenshaften und Individuen werden bearbeitet, indem sie aus einem Aus-
wahlmenü ausgesuht werden. Das hat den Nahteil, dass man mit dem Gröÿerwer-
den der Ontologie immer längere Auswahllisten hat. Bei der Gartenontologie mit
gut 150 Klassen ist das bereits mühsam.
Gröÿte Vorsiht ist auh hier beim Abspeihern geboten. In SWOOP kann man
mehrere Ontologien auf einmal laden, was sehr praktish ist. Die Ontologie, die ge-
rade angezeigt wird und bearbeitet werden kann, ist dabei in dem Fenster Ontology
List farblih hervorgehoben. Während alle geladenen Ontologien beliebig bearbei-
tet werden können, speihert SWOOP aber immer unter dem zuletzt geladenen
Ontologie-Namen ab. Wenn man nun eine niht zuletzt geladene Ontologie bear-
beitet hat und abspeihert, wird die zuletzt geladene Ontologie unwiederbringlih
übershrieben. Unter Umständen merkt man das erst beim nähsten Laden. Es lohnt
sih also immer, für aktuelle Siherungskopien zu sorgen.
SWOOP enthält einen integrierten XML-Editor, in den man alternativ direkt den
Quellode in XML eingeben kann. Einige Bugs sorgen hier noh für Überrashungen.
Versuht man, eine importierte Klasse zu verändern, was grundsätzlih niht möglih
ist, so lehnt SWOOP niht nur die Veränderung ab, sondern lösht zusätzlih noh
einige vorherige Bearbeitungen. Wenn niht gleih abgespeihert wird, lässt sih die
vorherige Bearbeitung durh ein Reload retten, wenn man ihr Fehlen bemerkt hat.
Auh dieser Editor speihert die Individuen niht in einer separaten Datei ab, wes-





ist das Vorgängerprodukt von SWOOP und diesem in Bezug auf die Ge-
staltung der graphishen Oberähe sehr ähnlih (siehe Abbildung 6.3). SMORE
ist ein Editor, der primär dazu konzipiert ist, Webseiten simultan mit deren RDF-
Markup zu erstellen, der aber auh das Erstellen und Bearbeiten von Ontologien er-
mögliht. Das Werkzeug ist explizit für Anwender mit limitierten OWL-Kenntnissen
gedaht. SMORE enthält einen HTML-Editor und einen Web Browser, mit dem man
via Drag and Drop Textteile der HTML-Seite der Ontologie zuweisen kann. Wie bei
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Abbildung 6.3: Die graphishe Oberähe von SMORE
SWOOP ist auh hier angenehm, dass man den XML/RDF-Code direkt ansehen,
wenn auh leider niht bearbeiten kann.
Auh wenn es sih bei dem hier getesteten Werkzeug bereits um die Version 5.0
von August 2005 handelt, sheint die Implementierung noh niht ganz ausgereift
zu sein. Auh nah intensivem Probieren ist es niht gelungen, eine zuvor bearbei-
tete und abgespeiherte Datei mit Individuen zu bestüken. Ebensowenig kann man
bereits bestehende Individuen oder andere Teile der Ontologie verändern. Lediglih
eine neu erstellte Datei lässt sih bearbeiten, solange sie noh niht abgespeihert
ist.
Ferner sheinen einige Buttons zu fehlen, wie die Entfernen-Taste, um Individuen,
die innerhalb der Session erstellt wurden, wieder zu löshen. Das Entfernen von In-
dividuen funktioniert nur durh Markieren des Individuums in der Tripel-Ansiht
und die Entfernen-Taste, was man von einem graphishen Werkzeug niht erwarten
würde. Auh das Abspeihern ist sehr kontra-intuitiv. In dem File-Menü heiÿt es
Save Ontology to loal File, wobei man erwarten würde, dass die komplette Onto-
logie mit den neu erstellten Individuen abgespeihert wird. Das ist aber niht der
Fall. Es werden nur die Klassen, mit den neuen Individuen abgespeihert. Man darf
die Datei also keines Falls unter der zuvor geladenen Ontologie speihern, weil diese
sonst übershrieben wird.
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Da es niht gelungen ist, eine abgespeiherte Datei weiter zu bearbeiten, sheint
dieses Werkzeug gänzlih unbrauhbar zu sein. Erstaunliherweise sheinen frühere
Versionen, die aber heute niht mehr erhältlih sind, besser funktioniert zu haben,
wie Luxen (2003, S. 12, 15) zu entnehmen ist. Auh gab es wohl informative Tu-
torials, die im Internet aber ebenfalls niht mehr zu nden sind. Eine Mailinglist
zu dem Werkzeug für Rükfragen gibt es derzeit niht, tröstlih ist allenfalls der




ist eine Java-basierte Implementierung des umfangrei-
hen Annotierungs-Frameworks CREAM, das untershiedlihe Annotierungsmetho-
den unterstützt. Mit OntoMat können bereits bestehende Webseiten manuell anno-
tiert werden. Das Werkzeug beinhaltet einen Ontologie-Browser und einen HTML-
Browser, der die zu annotierende Webseite darstellt (siehe Abbildung 6.4).
Abbildung 6.4: Die graphishe Oberähe des OntoMat
Wie auh bei SMORE können ausgewählte Teile der Webseite per Drag and Drop
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Vgl. OntoMat-Homepage: http://annotation.semantiweb.org/ontomat/index.html und Reif,
2006, S. 413
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einer Ontologie-Klasse als Instanzen zugewiesen werden. Es können auh Klassen
und Eigenshaften neu erstellt werden sowie zwei Ressouren über eine Eigenshaft
miteinander verknüpft werden. Der OntoMat ist sehr einfah und übersihtlih in
der Handhabung. Ein kurzes aber prägnantes Tutorial gibt einen Überblik über die
Möglihkeiten, die das Werkzeug bietet
40
.
Mit importierten Ontologien sheint das Werkzeug aber niht zureht zu kommen.
Bei der Gartenontologie, die sowohl die Time-Ontologie als auh die Mondontolo-
gie importiert, wird die Taxonomie im Ontologie-Browser niht rihtig dargestellt.
Auh werden die meisten Eigenshaften, die die Klassen haben, niht angezeigt.
Der OntoMat funktioniert leider nur bei Ontologien, die keine weiteren Ontologien
importieren.
6.5 Weitere Werkzeuge
Als ausgesprohen nützlih für das Debugging erwiesen sih die bereits erwähnten
Validatoren und der Reasoner Pellet.
Der RDF-Validator des W3C
41
überprüft ein RDF-Dokument auf seine Validität
und visualisiert es entweder als Tripel oder als Graph. Ist das Dokument niht vali-
de, gibt das Werkzeug detaillierte Fehlermeldungen mit Zeilenangaben an. Um das
Dokument zu überprüfen kann man es entweder direkt in ein Eingabefenster kopie-
ren oder den URL des Dokumentes angeben.
Ähnlih funktioniert der WonderWeb OWL Ontology Validator
42
. Die Eingabe er-
folgt wie bei dem RDF-Validator. Zudem kann über Buttons angegeben werden,
nah welhem OWL-Subtyp WonderWeb validieren soll: OWL-Light, OWL-DL oder
OWL-Full. Der Validator gibt ausführlih Auskunft, wegen welher Konstrukte es zu
welhem OWL-Subtyp kommt und moniert sowohl Syntax- als auh Semantikfehler.
Pellet
43
ist ein open-soure OWL-DL-Reasoner mit vollständiger Unterstützung für
SHOIQ. Er ist also mit gleiher Ausdrukskraft wie OWL-DL ausgestattet. Er kann
in Verbindung mit Jena, einem Java-Framework für Semanti Web-Anwendungen,
oder über die shon erwähnte DIG-Shnittstelle benützt werden. Zudem gibt es ei-
ne Online-Demo, in die wie bei den Validatoren der Quellode direkt eingegeben
werden kann. Pellet kontrolliert die Konsistenz einer Ontologie, er klassiziert die
Taxonomie, überprüft möglihe Shlussfolgerungen und beantwortet ABox-Anfragen




Vgl. W3C Validation Servie: http://www.w3.org/RDF/Validator/
42
Vgl. WonderWeb OWL Ontology Validator: http://www.mygrid.org.uk/OWL/Validator
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Pellet-Homepage: http://www.mindswap.org/2003/pellet/
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6.6 Resümee
Alle vier der beshriebenen Editoren hatten so groÿe Mängel, dass die Gartenonto-
logie bzw. die Annotation der Webseiten niht ausshlieÿlih mit einem Werkzeug
erstellt werden konnte. Die Annotation erfolgte wegen der oben beshriebenen Pro-
bleme von Hand in einem Texteditor ohne jeglihes Werkzeug. Die Ontologie wurde
teils mit Protégé, teils mit SWOOP und gegen Ende der Entwiklung hauptsäh-
lih im Texteditor erstellt. Bei der Bearbeitung im Texteditor waren die Ontologie-
Editoren zur Visualisierung der Ontologie allerdings weiterhin in Gebrauh.
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7 Der Vegi-Agent
Ein Software-Agent ist ein Programm, das zur Lösung eines Problems auf eigene
Initiative autonom Aktionen ausführt. Kirn et al. (2006, S. 18) beshreiben einen
Software-Agenten als: an entity apable of ation, and it takes its ations on behalf
of another entity. Ein Agent führt also Aktionen im Auftrag von jemand anders aus.
Der Terminus semantisher Agent beshreibt die Vorstellung, dass es sih um ein
Programm handelt, das inhaltsorientierte Auswertungen vornimmt.
Der Vegi-Agent hat die konkrete Aufgabe mit Hilfe der Ontologie aus den annotier-
ten Seiten Fakten zu extrahieren. Für die Lösung dieser Aufgabe stehen ihm zwei
Aktionsarten zur Verfügung: Er kann Anfragen an seine Wissensbasis stellen und
er kann den Webservie aufrufen. Die Aktionsfolge ist dabei sehr starr: Der Agent
stellt jede Anfrage an die erste Seite. Wenn er keine Antwort bekommt, geht er auf
die nähste Seite, der er alle Anfragen stellt et. Wenn er eine Antwort bekommen
hat, brauht er die Anfrage der nähsten Seite niht mehr zu stellen, statt dessen
versuht er die noh fehlenden Inforamtionen zu nden. Hat er alle Informations-
lüken gefüllt, ist der Agent am Ziel und gibt die Informationen aus. Wenn er niht
alle Informationen gefunden hat, aber keine Seiten mehr zur Verfügung stehen, die
er durhsuhen könnte, ist er ebenfalls am Ende seiner Aktionsfolgen.
Auh wenn es sih um eine reht simple Python-Implementierung handelt, verdient
das Programm die Bezeihnung Agent, da es nah Kirn et al. (2006, 21) die ha-
rakteristishen Eigenshaften besitzt:
• Der Agent ist in eine Umgebung eingebettet.
Alles, was auÿerhalb des Agenten liegt, wird als Umgebung bezeihnet. In
dieser Studie sind das: die Eingabe, die fünf annotierten Webseiten und der
Web Servie. Diese Umgebung nimmt der Agent wahr, und er agiert in ihr.
Die Umgebung des Vegi-Agenten ist eine statishe Umgebung, weil sowohl
die Formulierung als auh die Lösung des Problems erfolgen, ohne dass es
Änderungen in ihr gibt.
• Der interne Prozess des Agenten bleibt dem Benutzer verborgen. Nur die ex-
ternen Aktionen, die hier aus Eingabe und Ausgabe bestehen, kann man be-
obahten. Dadurh kann das Verhalten des Software-Agenten nur anhand der
Qualität seiner Ergebnisse bewertet werden.
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• Der Vegi-Agent ist autonom und arbeitet unabhängig von Benutzereingrien;
d.h. er hat bei der Ausführung seiner Aktionen ein gewisses Maÿ an Hand-
lungsspielraum, der ihm erlaubt, seine eigenen Ziele zu verfolgen. So kann er
beispielsweise entsheiden, den Mondkalender niht aufzurufen, wenn er kein
Saatzeit-Intervall gefunden hat. Oder er wählt nur die erfolgversprehenden
Seiten für seine Anfragen aus. Suht er nah Informationen über Tomaten,
befragt er niht eine Seite, auf der es um Kopfsalat geht.
• Mit Hilfe der Ontologie kann der Agent Shlussfolgerungen ziehen. Diese Fä-
higkeit brauht er z.B., um aus den Informationen des Mondkalenders die für
die Panze günstigen Saattermine zu ltern.
Der Agent ist ferner proaktiv, was bedeutet, dass er Aktionen aufgrund eigener
Initiative auslöst. Diese Eigenshaft kommt bei dem Aufruf des Web Servies zur
Geltung. Im übertragenen Sinne wird der Software Agent mit diesem Aufruf aus
eigener Initiative zum Kunden des Web Servies. Proaktivität lässt ihn nah Kirn
et al. (2006, 24) bereits in die Nähe eines intelligenten Agenten rüken. Die anderen
Eigenshaften eines intelligenten Agenten wie Lernfähigkeit, soziale Eigenshaften,
die ihn befähigen würden mit anderen Agenten zu kommunizieren und Reaktivität
sind ihm allerdings niht eigen, wobei letztere Eigenshaft bei dem Vegi-Agenten
auh niht angestrebt ist. Ein reaktiver Agent nimmt jede Änderung innerhalb der
Umgebung wahr und reagiert darauf unmittelbar  eine Eigenshaft, die für Ter-
minplaner z.B. sehr nützlih ist. Würde aber in der Umgebung des Vegi-Agenten die
Information auftauhen, dass beispielsweise Kopfsalat doh im Shatten gut gedeiht,
so würde es ausreihen, wenn der Agent diese Information bei der nähsten Anfrage,
die diese Änderung betrit, berüksihtigt. Es maht aber keinen Untershied, ob er
sie auh shon vorher gekannt hat oder niht.
7.1 Reasoning des Agenten
Der Vegi-Agent ist ein wissensbasierter Agent, d.h., dass er sowohl mit einer Wis-
sensbasis ausgestattet sein muss, aus der er Informationen beziehen kann, als auh
mit einem Reasoner, der ihn befähigt, zusätzlihe Informationen selbst zu ershlie-
ÿen. Die Ontologien liefern ihm z.B. die Prämissen:
• Jedes Blattgemüse soll bei zunehmendem Mond gesät werden.
• An <Datum> ist zunehmender Mond.
Daraus folgt die Konklusion:
• An <Datum> soll Kopfsalat gesät werden.
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Das logishe Shlieÿen wird durh die logishen Relationen ermögliht, aus denen die
Ontologie aufgebaut ist. Aufgrund dieser Wissensrepräsentation kann der Reasoner
durh Inferenz neues Wissen ableiten.
Es gibt bereits diverse Inferenzmashinen wie z.B. Pellet
44
, die auf Beshreibungslo-
gik basieren, und damit für die hier benötigten Zweke in Frage kommen. Im Rahmen
der Studie wurde allerdings kein externer Reasoner eingebunden, sondern vorläug
eine eigene Funktion implementiert, die die Shlussfolgerung zieht.
7.2 Vorüberlegungen zur Implementierung
7.2.1 Finden der Seiten
Im Semanti Web würde ein Agent das Netz über eine ontologie-erweiterte Suh-
mashine durhforsten wie es sie heute z.B. shon mit Swoogle
45
gibt. Da hier in
einer künstlihen Umgebung gearbeitet wurde, stehen die Links zu den annotierten
Seiten in einer Kongurationsdatei. Die Shritte des Retrievals im Web sind niht
berüksihtigt, sind aber auh niht Gegenstand dieser Studie. Der Agent brauht
die Adresse der RDF-Datei der Gemüsegarten-Seite, auf der die Links zu den an-
notierten Seiten der einzelnen Gemüsesorten stehen. Diese Links verfolgt er selbst,
weshalb eine Angabe der Kopfsalat-, Tomate- und Bushbohnenseite niht nötig
ist. Ebenso muss er die Adresse zu der Seite mit den Mishkulturen haben. Für
den Webservie bekommt er die URI der OWL-S- Beshreibung. Dort ndet er alle
benötigten Informationen, um diesen Servie zu nutzen.
7.2.2 Verbindung von Annotation, Ontologie und Agent
Der Agent bezieht sein Wissen aus der Ontologie, die ihm gegeben ist. Die Ontologie
ist aber, wie in Kapitel 4 und 5 bereits beshrieben, niht mit Instanzen bestükt.
Die einzelnen Instanzen wie Kopfsalat, Tomate et. werden erst mit der Annotation
der Webseiten ins Leben gerufen. Dadurh weiÿ der Agent erst, wenn er die anno-
tierten Webseiten sieht, dass beispielsweise ein Kopfsalat eine Panze ist. Das hat
zur Folge, dass der Agent einen String als Eingabe erhält, von dem er zunähst niht
weiÿ, ob es sih um ein Gemüse handelt oder niht. Ist der String aber in einer der
annotierten Seiten zu nden, so weiÿ er über die Ontologie, zu welher Klasse dieser
String gehört und kann, wenn es ein Gemüse ist, die gewünshten Informationen




Swoogle ist eine Suhmashine für Semanti Web-Dokumente inklusive Ontologien. Swoogle-
Homepage: http://swoogle.umb.edu/
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7.2.3 SPARQL
Der Agent brauht eine Abfragesprahe, mit der er auf die Informationen in der On-
tologie zugreifen kann. Hierfür wird die Sprahe SPARQL
46
verwendet, die im Juni
2007 als W3C-Empfehlung verabshiedet wurde. SPARQL ist speziell dazu entwi-
kelt, Anfragen an RDF-Daten auszudrüken. Die Abfragesprahe basiert darauf,
die RDF-Tripel zu mathen, wobei Subjekt, Prädikat und/oder Objekt durh eine
Variable ersetzt werden können. Findet SPARQL einen exakten Math zu der Anfra-
ge, können die Werte der Variablen ausgegeben werden. Brauht man z.B. aus einem
RDF-Tripel wie in Listing 7.1 die Information, zu welher Gartenontologie-Klasse
die Ressoure Tomate gehört,
1 <rdf:Desription rdf:about ="Tomate">
2 <rdf:type rdf:resoure="&garden;Tomato"/>
Listing 7.1: RDF-Tripel







Listing 7.2: Beispiel einer SPARQL-Abfrage
SPARQL gibt dazu folgende Ausgabe: &garden;#Tomato, was die Adresse der On-
tologie und die Klasse ausdrükt. Diese Anfrage liefert nur einen Treer zurük.
Wenn die Ressoure aber zu mehreren Klassen gehört, gibt das Programm sämt-
lihe Treer aus. Hinter SELECT (Zeile 1) stehen alle Variablen, die SPARQL als
Ergebnis ausgibt. WHERE (Zeile 2) enthält das Muster des RDF-Graphen, das gegen
die RDF-Daten gematht wird.
Gibt es mehrere Ergebnisse, können diese geltert werden. Ein SPARQL-Filter be-
shränkt die Ergebnismenge auf jene Ergebnisse, bei denen der Filter-Ausdruk wahr
ist. Die unten stehende Anfrage ltert z.B. aus allen Ressouren, die nah der Gar-
tenontologie eine Panze sind, die Tomaten heraus:
1 SELECT ?obj
2 WHERE {
3 garden:Plant ?pred ?obj.
4 FILTER regex(?obj , "#Tomate$")}
Listing 7.3: Beispiel eines SPARQL-Filters
46
SPARQL Query Language: http://www.w3.org/TR/rdf-sparql-query/
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Mit SPARQL lassen sih neben einfahen Graphen auh ganze Gruppen von Tripeln
darstellen. Möhte man z.B. den Anfang eines Saatzeitraums von einer bestimmten
Gemüsesorte erfragen (siehe RDF-Daten in Listing 7.4), muss man mehrere RDF-
Beshreibungen miteinander kombinieren.




5 <rdf:Desription rdf:about ="SaatzeitSalatDrinnen">
6 <time:hasBeginning rdf:resoure="EndeFebruar"/>
7 </rdf:Desription>
Listing 7.4: Anfang eines Saatzeitraums
Die einzelnen Tripel in der SPARQL-Abfrage werden von unten nah oben gelesen
und mit einem Punkt verbunden:
1 SELECT ?seedingBegin
2 WHERE {




Listing 7.5: SPARQL-Anfrage für den Anfang eines Saatzeitraums
In den Zeilen 4 und 5 steht der Graph, der in den RDF-Daten (Listing 7.4) den
ersten drei Zeilen entspriht. Die SPARQL-Variable ?seedingTime wird an Zeile 3
übergeben, die das zweite RDF-Tripel (Zeilen 5-7 der RDF-Daten) matht und als
Ergebnis den Wert der Variable seedingBegin zurükgibt  hier EndeFebruar.
Da SPARQL eigentlih für Anfragen an RDF-Dateien konzipiert ist und weniger
für Ontologieanfragen entwikelt wurde, wird keine Vererbung unterstützt. Dadurh
sind Anfragen mit vererbten Eigenshaften sehr lang und umständlih zu implemen-
tieren. Man muss mit der rdfs:subClassOf-Eigenshaft den Ontologiebaum soweit
nah oben verfolgen, bis der Knoten, für den die gewünshte Eigenshaft deniert
wurde, erreiht ist.
7.3 Implementierung des Agenten
Der Agent besteht aus untershiedlihen Modulen. Sparql.py ist dabei eine zentrale
Shnittstelle zwishen den Modulen des Agenten und den Ontologien, den RDF-
Dokumenten bzw. der OWL-S-Beshreibung des Web Servies. Mit den Modulen
vegi.py, webServie.py und moon.py bezieht der Agent Informationen über das
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Gemüse, über den Web Servie und über die Monddaten eines Tages aus den zur





















Abbildung 7.1: Zugrie auf das SPARQL-Modul
Abbildung 7.2 zeigt das Zusammenspiel der einzelnen Komponenten des Agenten,
auf die in den folgenden Kapiteln näher eingegangen wird.
7.3.1 Die Gemüse-Klasse
Die Klasse lass Vegetable besteht fast nur aus set- und get-Funktionen, die
die untershiedlihen Informationen über die Gemüsesorte beziehen bzw. ausgeben.
Diese Informationen erhält die Klasse von der SPARQL-Klasse. Neben den Infor-
mationen, die unmittelbar ausgegeben werden wie Bodenbeshaenheit, Standort,
Saatzeit et. werden noh einige interne Abfragen benötigt. Die Saatzeit wird bei-
spielsweise mit der Angabe Ende Februar bis Anfang April ausgegeben. Mit dieser
Angabe kann der Agent niht überprüfen, ob ein Datum aus dem Mondkalender in
dieses Intervall fällt. Deshalb muss der Agent  um bei dem Beispiel zu bleiben 
zusätzlih folgende Abfragen stellen:
• Was für ein xsd:gMonth ist Februar bzw. April? (Funktionen setMonthDateTime,
getGMonthOfMonth)
• Am wievielten des Monats beginnt das Intervall Ende des Monats, hier Ende
Februar, und am wievielten endet das Intervall Anfang des Monats, hier An-
fang April? Diese Angaben liefert die Ontologie im xsd:gDay-Format. (Funk-
tionen setPartOfMonth, getGDayFromBeginOrEnd)














































































































































































Abbildung 7.2: Zusammenspiel der Komponenten des Agenten
• Um welhes Gemüse handelt es sih, sprih: zu welher Klasse der Ontologie
gehört es? (Funktion setType)
• Um die Tage angeben zu können, die nah demMondkaldender besonders güns-
tig für die Aussaat einer bestimmten Gemüsesorte sind, muss der Agent wissen,
welhe Mondsternzeihen und welhe Mondphase das Gemüse brauht. (Funk-
tionen setBestSeedingTimeSignOfZodia, setBestSeedingTimeMoonPhase)
7.3.2 Die Mond-Klassen
Für die Angaben zu dem Mondkalender wurden zwei Klassen implementiert. Die
Klasse lass MoonCalendar bekommt den annotierten Mondkalender eines Monats
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und zerlegt ihn in einzelne Tage. Für die einzelnen Tage wird jeweils ein MoonOneDay-
Objekte erzeugt. Die MoonOneDay-Klasse ist ähnlih aufgebaut wie die Klasse lass
Vegetable. Auh sie besteht hauptsählih aus set- und get-Funktionen, die aus
der SPARQL-Klasse Informationen beziehen und zurükgeben. Relevante Angaben
in dem Mondkalender sind: das Sternzeihen, in dem der Mond sih an dem Tag
bendet und das Alter des Mondes innerhalb der Mondphase. Bei letzterer Informa-
tion handelt es sih um eine Angabe im xsd:deimal-Format. Ist die Zahl gröÿer als
14 ist der Mond zunehmend, ist die Zahl kleiner oder gleih 14 ist der Mond niht
zunehmend. Die Variable self.waxingMoon hat einen boolshen Wert. Damit das
Datum von Mashinen interpretiert werden kann, gibt es in der Klasse die Funktion
setMXsdDate, die sih das Datum im xsd:Date-Format holt.
7.3.3 Die Web Servie-Klassen
Um den Web Servie zu nutzen brauht der Agent Informationen aus der OWL-S-
Ontologie und aus demWSDL-Dokument. Dafür sind die Klassen lass WebServie
und lass WebServieWsdl zuständig. Das Prinzip der WebServie-Klasse ent-
spriht den oben beshriebenen Klassen mit get- und set-Funktionen. Sie bekommt
den URI der OWL-S-Datei, die den Web Servie beshreibt und enthält folgende
Funktionen, die im Groÿen und Ganzen alle dazu dienen, Informationen aus der
SPARQL-Klasse zu holen:
• setAtomiPro: holt den Namen des Atomi Proess.
• setWsdlDo: holt die URI des WSDL-Dokuments.
• setWsdlServie: holt den zu dem Atomi Proess korrespondierenden WSDL-
Servie.
• setPortType: holt den zu dem Servie gehörenden Port, der zum einen die
http-Adresse enthält und zum anderen das Binding von dem Servie zu der
Web Servie-Operation.
• setOperation: holt die Operation, in der das Eingabeformat und das Ausga-
beformat speziziert wird.
• setInput: verbindet das Eingabe-Nahrihtenformat des Web Servies einer-
seits mit der OWLS-Proess-Beshreibung der OWL-S-Ontologie und ferner
mit dem WSDL-Eingabeformat. Holt die OWL-S-Parameter month und year
aus der Proess-OWLS-Ontologie.
• setOutput: die Funktion funktioniert in Analogie zu setInput. Sie holt auÿer-
dem den XSLT-Transformationsstring aus dem OWL-S-Dokument.
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• proessXSLT: bei vorhandenem XSLT-Transformationsstring wird ein HTML-
Dokument als Parameter übergeben und mit Hilfe des xsltpro-Programms
verarbeitet. Xsltpro bekommt den zu transformierenden String, das HTML-
Dokument, über seine Standardeingabe und gibt den XSL-Ergebnisbaum, das
RDF-Dokument, über seine Standardausgabe zurük. Das neu generierte RDF-
Dokument wird in einer temporären Datei abgespeihert.
Die Klasse WebServieWsdl dient der tatsählihen Ausführung des Web Servie.
Sie bekommt den URI der WSDL-Beshreibung, für deren Auswertung die Python-
Module des ZSI-Toolkit
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verwendet werden. Neben einigen Hilfsfunktionen, die bei-
spielsweise kontrollieren, ob alle benötigten Angaben aus der WSDL-Beshreibung
hervorgehen, enthält die Klasse die Funktion proessWebServie, die die Ausfüh-
rung des Web Servie durhführt.
7.3.4 Die SPARQL-Klassen
Die Klasse lass Sparql importiert u.a. das Modul rdflib. Die RDFLib ist ei-
ne Python-Bibliothek, die eigens für die Verarbeitung von RDF-Dokumenten ent-
wikelt wurde
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. Neben vielen anderen nützlihen Features unterstützt sie SPAR-
QL, wodurh komfortabel innerhalb einer Pythonimplementierung mit der RDF-
Abfragesprahe gearbeitet werden kann. In die neueste Version (2.4.0) der RDFLib
wurde eine neue SPARQL-Klasse eingeführt, die mit der übrigen Implementierung
noh niht rihtig zusammen zu arbeiten sheint. Das betrit auh die query-Funktion
der Graphen, die auf diese Klasse umgestellt wurden. Deswegen wurde auf die ältere
Version 2.3.3 zurükgegrien, in der es diese Klasse noh niht gibt.
Die SPARQL-Klassen sind unmittelbar auf die hier benützten Ontologien bezogen.
Wollte man Informationen aus Webseiten extrahieren, die mit einer anderen Garten-
ontologie annotiert wurden, müsste beispielsweise die Klasse SparqlWebPages neu
geshrieben werden. Alles andere könnte beibehalten werden. Die Kompatibilität zu
anderen Web Servies ist aber gegeben, weil hier die Annotation immer auf OWL-S,
also auf der gleihen Ontologie, beruht.
Die Klasse Sparql ist eine Basisklasse zu diversen Unterklassen, die Anfragen an
untershiedlihe Ressouren stellen. Die Basisklasse selbst bekommt die Pfade der
benötigten Ontologien und enthält zwei Funktionen, die mit Hilfe der RDFLib ent-
weder ein Ergebnis (querySelet1) oder mehrere Ergebnisse (querySelet) einer
SPARQL-Anfrage zurükgeben.
47
Vgl. ZSI Developer's Guide: http://pywebsvs.soureforge.net/zsi.html
48
Vgl. RDFLib-Homepage: http://rdib.net/
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Die Klasse lass SparqlWebPages
Die Klasse erhält das vom Benutzer ausgewählte Gemüse und die Adressen der
annotierten Seiten. Die Funktion searhForVegi suht auf den angegebenen an-
notierten Webseiten nah dem Gemüse und speihert den Link in einer Liste, falls
das Gemüse vorkommt. Für diese Suhe wird bereits eine SPARQL-Anfrage an das
RDF-Dokument gestellt. An jede ausgesuhte RDF-Seite werden anshlieÿend alle
benötigten Anfragen gestellt; das sind für den Benutzer Anfragen zu:
• der Bodenbeshaenheit (groundQuery)
• zu Standortangaben (limateQuery)
• zu Mishkulturen (goodNeighbourQuery, badNeighbourQuery)
• zu der Saatzeit (seedingTimeQuery)
Wie in 7.3.1 bereits ausgeführt wurde, sind für die interne Weiterverarbeitung wei-
tere Anfragen nötig:
• typeQuery bekommt ein Gemüse und erfragt die Ontologie-Klasse, zu der es
gehört.
• monthDateTimeQuery bekommt eine Saatzeit wie Ende Februar und erfragt
die Klassenzugehörigkeit des Monats.
• def gMonthQuery bekommt einen Monat und bestimmt den xsd:gMonth zu
dem Monat.
• partOfMonthQuery bekommt eine Saatzeit wie Ende Februar und ermittelt
die dazugehörige PartOfMonth-Klasse der Ontologie.
• gDayQuery bekommt einen Monatsteil und die Angabe, ob es sih um den
Anfangs- oder Endzeitpunkt des Intervalls handelt. Die Funktion gibt im
xsd:gDay-Format den ersten bzw. letzten Tag einer Saatzeit zurük.
Die Klasse lass SparqlWebServie
Die Klasse stellt Anfragen an die OWL-S-Beshreibung des Web Servie und be-
kommt dafür die Pfadangabe der Beshreibung. Die Anfragen sind hier sehr einfah.
Erfragt wird der Atomi Proess (atomiProessQuery), das korrespondierende
WSDL-Dokument (wsdlDoQuery), die Adresse des Web Servies (wsdlServie-
Query), der Port-Type (portTypeQuery), die Operation(operationQuery) sowie In-
put und Output (inputQuery, outputQuery).
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Die Klasse lass SparqlMoonCalendar
Die Klasse bekommt die Adresse der RDF-Datei über den Mondkalender  al-
so das Ergebnis des XSL-Stylesheets. In der Funktion signOfZodiaQuery wird
ein Mondkalender-Datum als String übergeben und das Mondsternzeihen des Ka-
lendertages abgefragt oder genauer gesagt: einer Mondontologie-Klasse zugewie-
sen. Die Funktion ageOfMoonQuery bekommt ebenfalls ein Datum, zu dem sie das
Mondphasen-Alter des Mondes im xsd:deimal-Format zurük gibt. Mit der Funk-
tion mDateQuery, die ebenfalls ein Datum als String erhält, wird eine Anfrage ge-
stellt, die das Datum im xsd:date-Format zurükgibt. Die Funktion mOneDayQuery
suht jede rdf:Desription, die ein neues Datum liefert, heraus. Damit wird ein
Mondkalendermonat in einzelne Tage zerlegt.
Die Klasse lass SparqlGardenOntology
Die Klasse stellt Anfragen an die Garten-Ontologie. Mit ihren Funktionen wird in
Erfahrung gebraht, bei welher Mondphase und bei welhem Mondsternzeihen
eine Panze gesät werden soll. Hier stellt sih das Problem, dass SPARQL keine
Vererbung unterstützt. Der Hierarhiebaum von Tomate sieht z.B. folgendermaÿen
aus: {Tomato, FruitVegetable, Vegetable, UsefulPlant, ...}. Die Informa-
tion, bei welhem Mond- und Sternenstand die Panze am besten gesät wird, ist
in der Klasse FruitVegetable gegeben und wird an die Tomate vererbt. Teilweise
gibt es aber zwishen der untersten Gemüseklasse und der gesuhten Klasse der
Gemüsegruppe noh einige Zwishenklassen. Der Agent muss also zunähst die
Oberklasse des Gemüses nden, die entweder FruitVegetable, RootVegetable,
LeafVegetable oder BlossomVegetable heiÿt. Da diese Klassen alle eine direkte
Unterklasse von der Klasse Vegetable sind, suht der Agent so lange in einem rekur-
siven Aufruf nah der Oberklasse, bis die nähste Oberklasse die Klasse Vegetable
ist. Damit bendet er sih in der gesuhten Klasse. Diese Anfrage stellt die Funktion
vegiSuperClassQuery.
Umständlih in der Implementierung ist auh die Funktion bestSeedingTimeSign-
OfZodiaQuery, die die Oberklasse der Gemüsegruppe bekommt  z.B.
FruitVegetable und eine Liste von günstigen Sternzeihen zurükgibt  z.B. Aries,
Leo, Sagittarius. Die Ontologie ist so implementiert, dass eine Shnittmenge
zwishen der günstigen Mondphase und der Vereinigungsmenge der drei günsti-
gen Sternzeihen gebildet wird. Shnittmengen und Vereinigungsmengen werden von
SPARQL als verkettete Listen gelesen. Wenn man also drei Elemente in einer Ver-
einigungsmenge hat, so muss man drei Mal Tripel mit den Prädikaten rdf:first
und rdf:rest aufstellen. Die Anfragen werden dadurh sehr lang und für Menshen
shwer lesbar. Es ist niht möglih eine rekursive Funktion zu implementieren, die
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die verkettete Liste durhläuft, weil die zurükgegebenen anonymen Klassen bei
jedem Aufruf eine neue ID haben und deshalb bei einer erneuten Anfrage niht
wiederverwendet werden können. Die folgenden Listings zeigen den Ontologie-Code
der Klasse FruitVegetable und die entsprehende SPARQL-Anfrage, die die drei
günstigen Sternzeihen extrahiert.
1 <owl:Class rdf:about ="&garden;FruitVegetable">
2 <rdfs:subClassOf>









12 <owl:Class rdf:about ="&moon;WaxingMoon"/>
13 <owl:Class >
14 <owl:unionOf rdf:parseType="Colletion">
15 <owl:Class rdf:about =
16 "&moon;MoonInAries"/>
17 <owl:Class rdf:about =
18 "&moon;MoonInLeo "/>










Listing 7.6: OWL-Code der Klasse FruitVegetable
1 SELECT ?sign1 ?sign2 ?sign3
2 WHERE {
3 ?anonymCl4 rdf:first ?sign3 .
4 ?anonymCl3 rdf:rest ?anonymCl4 .
5 ?anonymCl3 rdf:first ?sign2 .
6 ?parseType2 rdf:rest ?anonymCl3 .
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7 ?parseType2 rdf:first ?sign1 .
8 ?anonymCl2 owl:unionOf ?parseType2 .
9 ?anonymCl1 rdf:first ?anonymCl2 .
10 ?parseType1 rdf:rest ?anonymCl1 .
11 ?lass owl:intersetionOf ?parseType1 .
12 ?anonymRestr owl:someValuesFrom ?lass .
13 garden:FruitVegetable rdfs:subClassOf ?anonymRestr
14 }
Listing 7.7: SPARQL-Abfrage für die drei Sternzeihen
7.3.5 Das Main-Programm
In der Datei main.py benden sih alle Funktionen, die die oben beshriebenen
Komponenten zusammenfügen.
• readConfig liest die Kongurations-Datei ein, in der alle benötigten Pfade
angegeben sind: die Pfade der Ontologien, die Pfade der Webseiten und den
Pfad der OWL-S-Beshreibung für den Web Servie.
• getMaxSeedingInterval bekommt ein Objekt der Klasse Vegetable und ein
Jahr. Die Funktion suht das gröÿtmöglihe Saatzeitintervall in Bezug auf die
SeedingtimeIndoor und die SeedingtimeOutdoor. Sie gibt den frühesten und
den spätesten Saattermin für dieses Jahr zurük.
• goodSeedingDate bekommt ein Datum, ein Gemüse sowie den Anfangs- und
Endzeitpunkt eines Saatintervalls. Die Funktion entsheidet, ob das Datum
innerhalb des Saatintervalls liegt und nah dem Mondkalender günstig für die
Aussaat ist. Die logishe Shlussfolgerung, die der Agent ziehen muss, ist in
dieser Funktion implementiert.
• proessWebServie bekommt den Web Servie sowie einen Anfangs- und
einen Endzeitpunkt für die Saatzeit. Die Funktion führt den Web Servie
für alle benötigten Monate aus  also für die ganze Saatzeit, und gibt ein
MoonCalendar-Objekt für das gesamte Saatintervall zurük.
• Ein- und Ausgabefunktionen: Der Agent ist bisher noh ein Kommandozeilen-
Programm, in das der Benutzer ein Gemüse und die Jahreszahl, in der gesät
werden soll, eingeben kann. Die Ausgabe erfolgt tabellarish:
1 Bitte ein Gemuese eingeben: Kopfsalat
2 Bitte Aussaatjahr eingeben [Default 2007℄:
3 Bitte etwas Geduld ...
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4
5 Gemuese: | Kopfsalat
6 ===============================================================
7 Boden: | HumoserBoden , TiefgruendigerBoden ,
8 | DurhlaessigerBoden
9 ---------------------------------------------------------------
10 Standort: | WindgeshuetztesKlima , SonnigesKlima
11 ---------------------------------------------------------------
12 Gute Nahbarn: | Rettih , Bohne , Chioree ,
13 | Shwarzwurzel , Erbse , Moehren ,
14 | Kohlrabi , Lauh , Tomate ,Gurke ,
15 | Fenhel , Radieshen , Zwiebel , Kohl
16 ---------------------------------------------------------------
17 Shlehte Nahbarn: | Petersilie , Kresse , Sellerie
18 ---------------------------------------------------------------
19 Saatzeit drinnen: | EndeFebruar bis EndeMaerz
20 ---------------------------------------------------------------
21 Saatzeit draussen: | April bis EndeJuli
22 ---------------------------------------------------------------
23 Guenstige Tage zum saeen:| 18-02-2007, 26-02-2007, 27-02-2007,
24 | 27-3-2007, 26-3-2007, 23-04-2007,
25 | 22-04-2007, 30-05-2007, 19-05-2007,
26 | 20-05-2007, 26-06-2007, 17-06-2007,
27 | 16-06-2007, 27-06-2007, 24-07-2007
28 ---------------------------------------------------------------
Listing 7.8: Ein- und Ausgabe des Vegi-Agenten
Für besseren Benutzerkomfort wäre eine Ein- und Ausgabe über eine graphishe
Oberähe denkbar, bei der der Anwender die Informationen ankliken kann, die er
brauht.
7.3.6 Agenten im Semanti Web
Durh den modularen Aufbau des Semanti Web bleibt ein Semanti Web-System
relativ exibel. Bei der vorliegenden Studie können beispielsweise ohne weitere Än-
derungen sämtlihe Gemüsesorten neben Kopfsalat, Bushbohne und Tomate aufge-
nommen werden. Dafür müssten lediglih entsprehende Webseiten annotiert wer-
den, was in der Masse zwar einen Aufwand bedeutet, aber dennoh sehr viel weniger
zeitintensiv ist als das Erstellen der HTML-Webseite, bei der man Formulierung,
Format et. mitberüksihtigen muss. Wollte man eine andere Gartenontologie bei
der Annotation benützen, so müssten die entsprehenden SPARQL-Anfragen, die
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an die neue Ontologie gestellt würden, im Agenten neu implementiert werden. Alles
andere könnte beibehalten werden. Auh der Web Servie lieÿe sih relativ leiht
austaushen. Wenn es bereits eine OWL-S- und WSDL-Beshreibung gäbe, müsste
nur das XSL-Stylesheet neu geshrieben werden.
Sehr aufwändig sind dagegen jeglihe Änderungen innerhalb der Ontologie. Möhte
man neue Informationen z.B. über Shädlinge oder die Gemüseernte mitaufnehmen,
müsste die Ontologie erweitert werden, was shon allein viel Zeit kostet. Zudem muss
bei jeder Erweiterung penibel darauf geahtet werden, dass keine bestehenden Klas-
sen und Eigenshaften verändert werden, weil sonst shon bestehende Annotationen
falsh würden und die Anfragen des Agenten niht mehr auf die Ontologie passen
würden. Der Aufwand von Veränderungen in der Ontologie ist ausgesprohen groÿ,
weil sowohl der Agent als auh die Annotation unmittelbar darauf zugeshnitten
sind.
Je nah eingegebenem Gemüse variiert die Laufzeit des Agenten. Das hängt vor
allem damit zusammen, dass die Gemüsesorten untershiedlih lange Saatzeitinter-
valle haben. Dabei gilt: je länger das Saatzeitintervall umso länger die Laufzeit.
Kopfsalat kann beispielsweise von Februar bis Juli gesät werden, was zur Folge hat,
dass der Agent für alle sehs Saatzeitmonate den Mondkalender aufrufen muss, um
die günstigen Saattermine zu nden. Auh wenn noh einige Verbesserungen bei der
Implementierung möglih und nötig wären, brauht der Agent für diese sehs Web-
Anfragen mit allen übrigen nötigen Ermittlungen eine knappe Minute. Verglihen
mit der Zeit, die ein menshliher Benutzer dafür brauhen würde, ist das durhaus
eine akzeptable Leistung.
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8 Fazit und Ausblik
In dieser Arbeit wurde exemplarish ein System vorgestellt, das mit Hilfe von Seman-
ti Web-Tehnologien Wissen aus dem WWW ershlieÿt. Im Rahmen einer Studie
entstand ein Modell des Semanti Web, in dem ein Agent operieren kann.
Die Studie behandelt das Wissensgebiet der Hobby-Gärtnerei, das, wie sih gezeigt
hat, in Bezug auf Semanti Web-Tehnologien noh gänzlih unershlossen ist. Es
waren weder annotierte Seiten noh Ontologien zu nden. Um ein möglihst realisti-
shes Szenario zu simulieren, wurde das Wissensgebiet so gewählt, dass das gesuh-
te Wissen aus untershiedlihen, von einander unabhängigen Quellen wie Garten-
Hypertexten, einem Mondkalender et. stammt und in möglihst untershiedliher
Form vorliegt, z.B. in freiem Text oder in Tabellen.
Einige der benötigten Ontologien wie die Gartenontologie und die Ontologie für
den Mondkalender wurden von Grund auf neu erstellt, während die Beshreibung
der Zeitverhältnisse aus der Time-Ontologie des W3C mit einigen Erweiterungen
übernommen werden konnte. Dabei wurde deutlih, dass es sowohl shwierig ist On-
tologien zu entwikeln als auh sie anzuwenden. Je komplexer die Domäne ist und je
mehr Freiraum sie für Interpretation und freies Assoziieren bietet, desto shwieriger
ist es, das Gebiet in starren Termen zu beshreiben. Das Erstellen und Bearbeiten
einer gut funktionierenden Ontologie erfordert sehr viel Fahwissen und Erfahrung.
Die Annotation der Webseiten erfolgte teils manuell von Hand und teils automa-
tish mit Hilfe eines XSL-Stylesheets. Es hat sih gezeigt: je formaler die Struktur
des Textes ist, um so einfaher gestaltet sih die Annotation und umso weniger bleibt
es der persönlihen Ansiht des Annotators überlassen, was relevante Information
ist. Bei mehreren Seiten mit ähnlih strukturiertem freiem Text wie bei den Gemü-
seseiten ist die erste Annotation aufwändig. Für alle weiteren Seiten müssen dann
nur noh die Werte manuell ausgetausht werden. Informationen, die in Tabellen
vorliegen, lassen sih gut in Containern oder Colletions darstellen. Tabellen, die
sih mit untershiedlihen Werten wiederholen, können, wie bei der Annotation des
Mondkalenders, mit einem Stylesheet automatish annotiert werden.
Der Agent nutzt die Ontologien und die RDF-Dokumente, um an ihn gestellte
Anfragen zu beantworten. Obwohl der Agent aus einer reht einfahen Python-
Implementierung besteht, könnte er bereits nutzbringend eingesetzt werden, wenn es
mehr annotierte Gemüseseiten gäbe. Der Zugri auf die Ressouren erfolgt über die
Abfragesprahe SPARQL, die primär für RDF entwikelt worden ist und daher lei-
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der keine Vererbung unterstützt. Das maht die Abfrage von Ontologien gegebenfalls
reht umständlih. Für die Implementierung existieren bereits einige einigermaÿen
ausgereifte Programmierwerkzeuge wie RDFLib und ZSI, mit denen man komforta-
bel eine Semanti Web-Umgebung nützen kann.
Die Studie hat gezeigt, dass die Semanti Web-Tehnologien die Möglihkeiten des
Information Retrieval deutlih erweitern:
• Der Vegi-Agent ist in der Lage festzustellen, ob der ihm gegebene String ein
Gemüse ist und niht beispielsweise eine gleihnamige Rezeptzutat. Homonyme
behandelt der Agent niht.
• Der Agent extrahiert die gewünshte Information. Das zeitaufwändige Über-
iegen von Webseiten auf der Suhe nah relevanter Information wird dem
Benutzer abgenommen.
• Der Agent suht bei Bedarf die Informationen auf untershiedlihen Seiten und
stellt sie für den Benutzer zusammen. Der Anwender brauht nur noh eine
einzige Anfrage zu stellen.
• Der Agent ist niht nur auf statishe Webseiten angewiesen, sondern kann auh
Informationen aus Web Servies ershlieÿen.
• Der Agent ist in der Lage, Informationen, die auf der Webseite niht explizit
genannt sind, durh Inferenzprozesse zu ershlieÿen.
Die Informationssuhe im Internet wird deutlih verbessert, wenn niht nur auf
syntaktisher Ebene gearbeitet wird, sondern wenn die Suhe auf einer formal de-
nierten Semantik basiert. Die Tehnologien des Semanti Web bieten dabei eine
vielversprehende Perspektive auf das Information Retrieval der Zukunft.
Es stellt sih nun die Frage, wie lange das Semanti Web noh auf sih warten
lässt. Im W3C wird diese Frage meist damit beantwortet, dass das Semanti Web
bereits in einer sehr rudimentären Form existiere. Dafür, dass die Idee erst um die
Jahrtausendwende entstanden ist, hat sih erstaunlih viel getan: Seit 2004 gibt es
eine solide Spezikation für RDF, die quasi Standard geworden ist. Es gibt Program-
mierumgebungen für RDF in diversen Programmiersprahen wie C, C++, Python,
Java, PHP und einigen mehr. RDF lässt sih in untershiedlihen Formaten seriali-
sieren wie XML, N3, Turtle et. Ferner existieren einige Werkzeuge zur Bearbeitung
von RDF in untershiedliher Qualität. Durh zahlreihe Veröentlihungen und
Tutorials kann man sih leiht Einblik in die Materie vershaen. Da die Teh-
nologien aber noh relativ jung sind, muss man in allen Bereihen noh mit Bugs
und Ungereimtheiten rehnen, die den Anwender viel Zeit und Geduld kosten. Auh
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wenn es laut Herman (2007b, S. 5) geshätzte 107 Semanti Web-Dokumente gibt,
wird eines der gröÿten Probleme sein, das Internet in seinem Ausmaÿ zu annotieren
und mashinenlesbar zu mahen. Denn nur wenn ein ausreihender Pool an RDF-
Dokumenten vorliegt, kann ein Agent eektiv in dem Semanti Web operieren.
Auh für OWL gibt es seit 2004 eine tragfähige Spezikation, die die Benutzerge-
meinshaft einigermaÿen als Standard anerkennt. Mit dem geshihteten Subtypen-
Modell von OWL Full, OWL-DL und OWL Lite versuhen die Entwikler, die
Balane zwishen Ausdruksstärke und Implementierbarkeit bei untershiedlihen
Anwendungsbedürfnissen zu halten. Auh für OWL gibt es eine ganze Reihe von
Entwiklungen wie Editoren, Programmierumgebungen in Java, Prolog und ande-
ren Sprahen, Reasonern und Validatoren.
Das ausgemahte Ziel des Semanti Web ist die gemeinsame Nutzung und Wie-
derverwertbarkeit von Ontologien. Daher existieren bereits einige Ontologien und
Vokabulare  am bekanntesten sind wohl der Dublin Core, vCard, FOAF, um nur
einige zu nennen, die öentlih zur Verfügung stehen und auh Anwendern mit ge-
ringen Fahkenntnissen die Teilnahme im Semanti Web ermöglihen sollen. Weil
das Erstellen von brauhbaren Ontologien sehr zeitaufwändig ist und viel Erfahrung
des Entwiklers voraussetzt, sind solhe Ressouren von unshätzbarem Wert. Von
Nahteil ist allerdings, dass bei komplexeren Ontologien wie der Time-Ontologie ge-
wisse Fahkenntnisse unumgänglih sind, weil man, ohne die Ontologie zu verstehen,
niht viel mit ihr ausrihten kann. Daher wird die Arbeit im und mit dem Semanti
Web wohl doh ein gewisses Maÿ an Know-How erfordern und deutlih komplizierter
bleiben als der Umgang mit dem bestehenden Internet.
Neben den hier beshriebenen Tehnologien, deren Entwiklung zwar noh niht ab-
geshlossen ist, die aber immerhin shon funktionieren, gibt es noh einige kaum
angetastete Bereihe im Semanti Web. So fehlen z.B. noh Sprahen für die Kom-
munikation von Agenten untereinander. Auh die Umsetzung der obersten Shihten
der Semanti Web-Arhitektur wie Proof und Trust (siehe Abbildung 2.1, Seite 6)
ist noh niht geklärt.
Alles in Allem müssten neben den noh fehlenden Komponenten deutlih mehr Web-
seiten annotiert sein, deutlih mehr Ontologien zur Verfügung stehen und deutlih
mehr Agenten implementiert sein, bis das Semanti Web zu seinem vollen Potential
ausgereift ist. Besonders in unkommerziellen Wissensgebieten wie z.B. im Freizeit-
Bereih gibt es bisher noh kaum Ansätze, weil vermutlih einerseits der Aufwand
gesheut wird und andererseits kein unmittelbarer Nutzen auf der Hand liegt. An-
ders ist es bei kommerziellen Web-Anbietern, für die es aus geshäftlihen Grün-
den durhaus relevant sein kann, wenn Software-Agenten auf ihren Seiten agieren
können. Daher verwundert es niht, dass die Entwiklung des Semanti Web im
kommerziellen Bereih shon am weitesten fortgeshritten ist.
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