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En los últimos años, el uso de dispositivos móviles inteligentes ha 
experimentado un gran crecimiento, generando de esta manera una demanda 
cada vez más grande de aplicaciones móviles. Por otro lado, el mercado actual 
ofrece a sus clientes dispositivos que cuentan con sistemas operativos móviles 
muy distintos, no sólo a nivel de usuario, sino también a nivel de desarrollo. 
Por lo tanto, a la hora de crear una aplicación, es necesario desarrollar una 
versión de ésta para cada nuevo sistema operativo que se quiera abarcar. La 
necesidad de multiplicar el desarrollo, supone tanto inversiones de tiempo 
como económicas, además de necesitar conocer cada uno de los lenguajes 
de programación utilizados por estos sistemas operativos móviles. 
 
Por las razones expuestas, en los últimos años ha surgido la necesidad de 
buscar una solución que permita generar aplicaciones móviles multiplataforma. 
Este nuevo tipo recibe el nombre de aplicaciones híbridas y se caracterizan 
por el uso de tecnologías web para su desarrollo y por hacer uso de los 
elementos propios del móvil a través de plugins Apache Cordova. Aun 
contando con grandes ventajas, las aplicaciones híbridas, tienen un 
rendimiento inferior si se compara con el de una aplicación nativa. Por lo tanto, 
si se desea fomentar su desarrollo, es imprescindible solucionar este 
problema. Una solución consiste en generar plugins que sean capaces de, 
además de comunicarse con la plataforma nativa del móvil, dar un salto más y 
bajar a nivel nativo C/C++. Pero ni la creación de plugins ni la de los puentes 
entre la aplicación híbrida, la plataforma nativa del móvil y el lenguaje nativo, 
son triviales. 
 
Para solucionar estos problemas, en este proyecto se ha desarrollado un 
software, llamado Cordova Generator que, dada una función .NET, permite 
generar de forma automática todos los ficheros que componen un plugin 
Apache Cordova. Por otro lado, para generar la lógica de la función en lenguaje 
nativo, Cordova Generator hace uso de un traductor de C# a C++ llamado 
AlterNative. Esta segunda herramienta, desarrollada por Alex Albalá y Juan 
López, tiene como objetivo además de traducir, generar un código que sea 
fácil de leer y modificar, ya que, la traducción mantiene la estructura del código 
.NET de entrada. 
 
Con la combinación de estos dos trabajos se consigue integrar fácilmente 
aplicaciones hibridas con código nativo de alto rendimiento, conectados a 






Title: Cordova Generator: Automatic generation of Apache Cordova plugins 
for Hybrid Applications. 
 
Author: Roxana Madalina Gogonea 
 
Director: Juan López Rubio 
 





In the last few years, the use of smartphones has been increased substantially. 
For this reason, demand of mobile applications has also grown. On the other 
hand, the actual market offers devices with very different mobile operating 
systems, in terms of user experience and development. Therefore, when an 
application is developed, it is necessary to create a different version of this 
one for each mobile operating system. This increases time and economic 
expenses. But, there is another problem, it is necessary to know the 
development language of each mobile system. 
 
On these grounds, in the last few years, it has become necessary to find a 
solution that allows developers to generate cross platform mobile 
applications. These new applications are called hybrids and they are 
developed using web technologies. On the other hand, these applications 
allow developers to access the mobile hardware by using Apache Cordova 
plugins. But even these applications have many advantages, their 
performance is lower than in native application. For this reason, if we want to 
increase the use of this applications, it must be found a way to improve their 
performance. A way of solving this problem is using plugins that are developed 
in native languages as C++. But, both plugin and bridges that communicate 
hybrid application and native mobile platform, are difficult to generate. 
 
In order to solve this problems, a software capable of generating Apache 
Cordova plugins have been developed in this project. This software works 
together AlterNative, a tool developed by Alex Albalá and Juan López. This 
software translates C# code to C++ code and it is responsible for 
implementing all plugin functions in native code. The proposal of this tool is to 
generate a code easily to read and modify. This is because the translated code 
maintains the structure of the input code. 
 
So, combining these two softwares, we successfully integrate hybrid 
applications with high performance native code, which are connected through 
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Introducción   1 
INTRODUCCIÓN 
 
En los últimos años, el uso de dispositivos móviles inteligentes ha experimentado 
un gran crecimiento, generando de esta manera una demanda cada vez más 
grande de aplicaciones móviles. Por otro lado, el mercado actual ofrece a sus 
clientes dispositivos que cuentan con sistemas operativos móviles muy distintos, 
no sólo a nivel de usuario, sino también a nivel de desarrollo. Por lo tanto, a la 
hora de crear una aplicación, es necesario desarrollar una versión de ésta para 
cada nuevo sistema operativo que se quiera abarcar. 
 
Dentro del mercado móvil, los dos sistemas operativos más destacados y 
utilizados actualmente, son Android e iOS. De esta manera, se podría reducir a 
dos el número de versiones de una misma aplicación. Pero, la necesidad de  
multiplicar por dos el desarrollo, supone tanto inversiones de tiempo como 
económicas, además de necesitar conocer los dos lenguajes de programación 
utilizados por estos dos sistemas operativos móviles. 
 
Por las razones expuestas, en los últimos años ha surgido la necesidad de 
buscar una solución que permita generar aplicaciones móviles multiplataforma. 
Este nuevo tipo recibe el nombre de aplicaciones híbridas y se caracterizan por 
el uso de tecnologías web para su desarrollo y por hacer uso de los elementos 
propios del móvil a través de plugins Apache Cordova. 
 
Estas aplicaciones se pueden desarrollar, casi en su totalidad, para diferentes 
sistemas operativos móviles. Pero, para acceder al hardware del dispositivo, 
será necesario el uso de plugins, que en consecuencia, serán diferentes para 
cada plataforma. Por otro lado, aun contando con muchas ventajas, las 
aplicaciones híbridas, tienen un rendimiento inferior si se compara con el de una 
aplicación nativa. Por lo tanto, si se desea fomentar el desarrollo de este tipo de 
aplicaciones, es imprescindible solucionar este problema.  
 
Una solución consiste en implementar partes del código en lenguaje nativo 
C/C++, ya que, al ser un lenguaje de bajo nivel cuenta con un rendimiento 
superior. Esta implementación se puede llevar a cabo generando plugins que 
sean capaces de, además de comunicarse con la plataforma nativa del móvil, 
dar un salto más y bajar a nivel nativo C/C++. Pero ni la creación de plugins ni la 
de los puentes entre la aplicación híbrida, la plataforma nativa del móvil y el 
lenguaje nativo, son triviales. 
 
Para solucionar estos problemas, en este proyecto se ha desarrollado un 
software, llamado Cordova Generator que, dada una función .NET, permite 
generar de forma automática todos los ficheros que componen un plugin Apache 
Cordova para llamarla. Por otro lado, para generar la lógica de la función en 
lenguaje nativo, Cordova Generator hace uso de un traductor de C# a C++ 
llamado AlterNative. Esta segunda herramienta, desarrollada por Alex Albalá y 
Juan López, tiene como objetivo además de traducir, generar un código que sea 
fácil de leer y modificar, ya que, la traducción mantiene la estructura del código 
.NET de entrada. 
 




Con la combinación de estos dos trabajos se consigue integrar fácilmente 
aplicaciones hibridas con código nativo de alto rendimiento, conectados a través 
de plugins Apache Cordova, generados de forma automática. Además, estas 
herramientas permiten generar plugins multiplataforma, agilizando de esta 
manera el desarrollo, no sólo de las vistas de las aplicaciones híbridas, sino 
también el de los plugins. 
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 VISIÓN GENERAL DEL PROYECTO 
 
El propósito de este proyecto consiste en el desarrollo de un software, llamado 
Cordova Generator, que permite generar plugins Apache Cordova para 
aplicaciones móviles híbridas. Para su funcionamiento, este programa necesitará 
ser utilizado en conjunto con AlterNative, un traductor de código de C# a C++.  
 
De esta manera, Cordova Generator se encarga de generar, por un lado los 
puentes para comunicar la aplicación híbrida con la plataforma nativa del móvil 
y por otro lado, crea los puentes que permiten que la plataforma del móvil acceda 
al lenguaje nativo C++. 
 
 
1.1. Cordova Generator 
 
Cordova Generator representa la base de este proyecto, ya que, su función es 
la de generar de, forma automática todos los ficheros de un plugin Apache 
Cordova. Su desarrollo se ha hecho en C# y utilizando Xamarin como entorno 
de desarrollo. Este software agiliza la creación de plugins permitiendo generarlos 
automáticamente. Además, permite crear plugins que pueden ser utilizados tanto 
en dispositivos Android como iOS.  
 
Por lo tanto, con el uso de esta herramienta, se consigue que, no sólo las vistas 
de las aplicaciones híbridas se desarrollen una sola vez para diferentes sistemas 
operativos móviles, sino que también se pueda aplicar el mismo principio a la 
creación de plugins. Otra característica que cumplirán estos plugins es la de 
permitir mejorar el rendimiento de las aplicaciones híbridas, ya que, todas las 
funciones definidas en éstos estarán escritas en C++. Para conseguir esto último, 






AlterNative es una herramienta desarrollada por Alex Albalá y Juan López. Como 
se ha mencionado, esta herramienta permite traducir código de alto nivel, en 
concreto C#, a lenguaje nativos C++. 
 
Actualmente, la mayor parte de sistemas son compatibles con  C++ por lo tanto, 
si una aplicación se traduce a este lenguaje, ésta será compatible con una gran 
variedad de plataformas. En otras palabras, esta herramienta sigue la filosofía 
WORA (Write Once, Run Everywhere). 
 
Por otro lado, la utilización de esta herramienta permite beneficiarse tanto del 
desarrollo rápido ofrecido por los lenguajes de alto nivel, como del rendimiento 
superior que presentan los lenguajes de bajo nivel. 
 




La gran característica que diferencia a AlterNative de otras herramientas de 
traducción de código es que no realiza cambios drásticos en el código inicial. De 
esta manera la traducción es similar al código original, permitiendo a los 





Conseguir mejorar el rendimiento de las aplicaciones híbridas puede no ser muy 
importante en aplicaciones simples, pero será una característica imprescindible 
en otras que hagan un gran uso de la CPU del móvil. Actualmente, se están 
desarrollando cada vez más aplicaciones de este tipo. Este hecho se debe, tanto 
a que la capacidad de cómputo de los móviles es cada vez mayor, pero también 
a la demanda cada vez más grande, de este tipo de aplicaciones. De esta 
manera, se pueden destacar aplicaciones de procesado multimedia, juegos 3D 
o aplicaciones de realidad aumentada. 
 
Un claro ejemplo de procesado multimedia es la siguiente aplicación, disponible 








Como se ha mencionado, otro tipo de aplicaciones que hacen gran uso de la 
CPU del móvil son las aplicaciones de realidad aumentada. Actualmente se 
encuentra una gran variedad de este tipo de aplicaciones, algunas de ellas 
siendo Google Sky Map, Traductor de Google o Sun Seeker. Además, en las 
categorías de entretenimiento, se pueden destacar juegos como Ingress, que 
además de ser un juego 3D, hace uso de la realidad aumentada. 
 
 
Fig. 1.1 Capturas de la aplicación myDriveAssist 
Visión general del proyecto    5 
 
 
Se puede observar que el mercado de las aplicaciones móviles está lleno de 
aplicaciones nativas que hacen un gran uso de la CPU de éstos. Por lo tanto, si 
se desea motivar a los desarrolladores a crear aplicaciones híbridas de este tipo, 





Los objetivos fijados para el desarrollo de este proyecto son los siguientes: 
 
• Analizar y escoger las tecnologías a utilizar para desarrollar las vistas de 
las aplicaciones híbridas. 
 
• Determinar las técnicas de acceso a los elementos propios de los 
dispositivos móviles, como pueden ser la cámara, el acelerómetro, etc. 
 
• Generar el código encargado de conectar las librerías C++, creadas por 
AlterNative, con los plugins Apache Cordova. 
 
• Desarrollar un software capaz de automatizar la generación de los 
ficheros que componen los plugins Apache Cordova, así como, los 
puentes que permiten la comunicación de éstos con las librerías 
generadas por AlterNative. 
 
• Exponer varios ejemplos de aplicaciones híbridas que hagan uso de estos 
plugins y analizar su rendimiento. 
 
 
Fig. 1.2 Ejemplos de aplicaciones que hacen uso de la realidad aumentada 




1.5. Organización del proyecto 
 
Para poder cumplir con los objetivos, y por lo tanto llevar a cabo el desarrollo del 
software que se encarga de la generación de plugins para aplicaciones híbridas, 
el proyecto se ha dividido en diferentes bloques. 
 
Para empezar, es necesario tener un conocimiento más claro sobre la situación 
actual de los tipos de aplicaciones móviles pero también sus ventajas y 
desventajas. Por esta razón, el segundo capítulo se centra en exponer el estado 
actual del mercado móvil, los tipos de aplicaciones que se pueden encontrar en 
éste así como sus características. 
 
Dado que cada fabricante quiere diferenciarse de sus competidores a través de 
los elementos visuales, característicos de cada plataforma móvil, en el tercer 
capítulo, se determinan las tecnologías que se utilizarán para la creación de las 
vistas de las aplicaciones híbridas. 
 
Una vez solucionado el problema visual, será importante determinar de qué 
manera se puede acceder, desde las aplicaciones híbridas, al hardware de los 
dispositivos móviles. De esta manera, el capítulo cuatro se centra en explicar 
dichas técnicas, tanto para dispositivos Android como iOS. 
 
Como se verá en el capítulo cuatro, el acceso al hardware desde las aplicaciones 
híbridas no es trivial, por lo tanto, en el capítulo cinco se propone una solución 
que permita generar estos puentes de manera automática. Por lo tanto, en este 
capítulo se explican en detalle el software que se ha desarrollado pero también 
su integración con AlterNative. 
 
Por último, una vez entendidos todos los bloques anteriores, en el capítulo seis 
se puede ver un ejemplo de desarrollo de una aplicación híbrida con plugins 
generados de forma automática. En este mismo capítulo se hace un estudio del 
rendimiento, comparando el rendimiento de una aplicación híbrida con una del 
mismo tipo, que contiene plugins. 
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2.1. Situación actual del mercado móvil 
 
Actualmente, el mercado móvil cuenta con una gran variedad de sistemas 
operativos, siendo los dos más utilizados Android e iOS. Como se puede ver en 
la siguiente gráfica, a nivel mundial, estos dos sistemas suman el 90% de este 
mercado. Por lo tanto, para poder llegar a gran parte de los usuarios móviles, 
sería suficiente desarrollar una aplicación que se pudiese ejecutar en 





Pero, aún pareciendo una tarea fácil, tener una aplicación que se pueda ejecutar 
en más de un sistema operativo puede llegar a generar muchos problemas. 
Éstos serán diferentes según el tipo de aplicación que se decida desarrollar. Por 
lo tanto, antes de hacer una elección, es importante conocer qué opciones de 
desarrollo se pueden encontrar en el mercado y sobre todo, tener muy presentes 
los pros y contras de cada una de ellas. 
 
 
2.2. Tipos de aplicaciones móviles 
 
Como se ha mencionado en el apartado anterior, actualmente se puede 
encontrar una gran variedad de aplicaciones móviles, desarrolladas utilizando 
tecnologías muy diferentes. En este apartado se explicarán estas soluciones, 




Fig. 2.1 Ranking sistemas operativos móviles 2015 (ver ¡Error! No se 
encuentra el origen de la referencia.) 




2.2.1. Aplicaciones nativas 
 
Las aplicaciones nativas, nombre que reciben las aplicaciones que se crean 
específicamente para un sistema operativo móvil, son el tipo más desarrollado 
actualmente. Éstas cuentan con muchas ventajas: 
 
• Un acceso total al dispositivo móvil. 
• Disponibilidad total del rendimiento del dispositivo. 
• Ofrecen una experiencia de uso superior a la que pueden conseguir otros 
tipos de aplicaciones. 
 
Pero a pesar de las grandes ventajas, también cuentan con varios 
inconvenientes, siendo el más importante el de necesitar crear una versión de la 
aplicación para cada plataforma móvil. Por esta razón, el tiempo y el coste de 
desarrollo de este tipo de aplicaciones se ven aumentados. 
 
Por otro lado, estas aplicaciones se desarrollan en lenguajes y entornos de 
desarrollo totalmente diferentes. De esta manera, si se desea ofrecer una 
aplicación para diferentes plataformas móviles, es imprescindible conocer o 
aprender cada uno de los lenguajes propios, de cada sistema operativo móvil. 
Pero además, al ser lenguajes diferentes, tampoco permiten reutilizar código 
para agilizar la creación y el mantenimiento de este tipo de aplicaciones. 
 
Por ejemplo, para desarrollar una aplicación que se pueda ejecutar en las dos 
plataformas más utilizadas, se necesitará: 
 
• Para el desarrollo de una aplicación para sistemas iOS: tener 
conocimientos de Objective-C o Swift y utilizar Xcode como entorno de 
desarrollo. 
• Para el desarrollo de una aplicación para sistemas Android: tener 
conocimientos de Java y utilizar AndroidStudio como entorno de 
desarrollo. 
 
Este escenario, genera la necesidad de buscar una solución que permita crear 




2.2.2. Aplicaciones web 
 
El primer tipo de aplicaciones que permiten su ejecución en diferentes sistemas 
operativos móviles, son las llamadas webapp o aplicaciones web. Éstas, en 
realidad, son páginas web que visualmente se parecen a una aplicación nativa 
pero no están implementadas como tal. 
 
Este tipo de aplicaciones son fáciles y rápidas de desarrollar y, a diferencia de 
las aplicaciones nativas, permiten su ejecución en diferentes sistemas operativos 
móviles. No obstante, cuentan con grandes desventajas: 
 
• Necesitan una conexión a internet para su utilización. 
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• No presentan el rendimiento de una aplicación nativa. 
• Son menos intuitivas que una aplicación nativa. 
• No tienen acceso a las características nativas del dispositivo como 
pueden ser la cámara, el acelerómetro, etc. 
• Al no ser aplicaciones que se instalan en el dispositivo móvil, no están 
disponibles en las plataformas de distribución digital como AppStore o 
PlayStore. 
 
Este tipo de aplicaciones suelen utilizarse para ofrecer la versión móvil de un 
sitio web. De esta manera, los usuarios tienen la sensación de estar utilizando 
una aplicación móvil. 
 
Actualmente se pueden encontrar ejemplos de webapps en diferentes ámbitos. 
Algunos ejemplos son las páginas de noticias como El Periódico, redes sociales 




Algunas de las herramientas que permiten el desarrollo de este tipo de 
aplicaciones son JQuery Mobile y Sencha Touch. 
 
 
2.2.3. Aplicaciones híbridas 
 
La segunda propuesta de aplicaciones que se pueden ejecutar en diferentes 
sistemas operativos móviles, son las llamadas aplicaciones híbridas. Éstas 
combinan las ventajas de las aplicaciones nativas con las de las webapp. Dicho 
de otra manera, una aplicación híbrida es una webapp que está envuelta por un 
contenedor nativo, que le proporciona acceso a las características nativas del 
dispositivo. 
 
Este tipo de aplicaciones se pueden desarrollar de dos maneras diferentes: 
Fig. 2.2 Ejemplos de aplicaciones web 




• En local: todos los ficheros que componen la aplicación se guardan en el 
dispositivo móvil, como si se tratase de una aplicación nativa. 
 
• En servidor: los ficheros se descargan desde un servidor (se puede tener 
la opción de guardar los archivos en memoria, para mejorar el rendimiento 







Las ventajas que presentan estas aplicaciones son: 
 
• Permiten su ejecución en diferentes sistemas operativos móviles. 
• Permiten que los desarrolladores reutilicen sus conocimientos en 
desarrollo de páginas web. 
• Para desarrollar estas aplicaciones, no es necesario conocer el lenguaje 
de la plataforma nativa. 
• El puente nativo ofrece acceso a las características y funcionalidades 
nativas de los dispositivos móviles. 
• Se pueden utilizar aún sin contar con una conexión a internet. 
• El desarrollo y mantenimiento son menos costosos, que en el caso de una 
aplicación nativa. 
 
A pesar de sus ventajas, uno de sus grandes problemas es su rendimiento 
inferior, si se compara con el de una aplicación nativa. Éste, puede no ser 
importante en aplicaciones que no necesiten realizar muchos cálculos, pero no 






Fig. 2.3 Niveles aplicación nativa 
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2.3. Ejemplos aplicaciones híbridas 
 
En el mercado móvil, se pueden encontrar cada vez más ejemplos de este tipo 
de aplicaciones. Muchas de éstas, no son totalmente híbridas sino que, según 
las necesidades del desarrollador, cuentan con elementos híbridos.  
 
Algunos ejemplos son: 
 
• LinkedIn: cuenta con una aplicación híbrida tanto para Android como para 
iOS. 
 
• Instagram: tiene partes nativas, como las funcionalidades de tomar fotos 
y publicarlas, mientras que la visualización de éstas y la del perfil de  
usuario se hace de forma híbrida. 
 
• Netflix: cuenta con una aplicación híbrida que se asemeja mucho en sus 
versiones para Android e iOS. El tipo de aplicación que ofrece a sus 





Como se puede observar, las tendencias de desarrollo están cambiando su 
enfoque hacia la creación de aplicaciones que se puedan ejecutar en diferentes 
plataformas móviles pero, sin dejar en segundo plano la experiencia de usuario. 
Por esta razón, es importante tener presentes las ventajas y desventajas de cada 
una de las opciones de desarrollo descritas en este capítulo. Estas 
características se pueden ver reflejadas en la siguiente tabla: 
 
 
Tabla 2.1 Comparación características de los diferentes tipos de aplicaciones 
 
 
Analizando la tabla anterior, se puede observar que la solución híbrida comparte 
prácticamente todas las ventajas de una aplicación nativa, siendo su única 
desventaja el rendimiento. Por lo tanto, si se desea fomentar el uso de estas 
aplicaciones, es imprescindible solucionar este problema.
Características Nativa Web Híbrida 
Multiplataforma No Sí Sí 
Acceso a los elementos del dispositivo Total No Total 
Necesitan conexión a internet para su uso No Sí No 
Descargar a partir de la tienda Sí No No 
Uso de conocimiento existente Bajo Alto Alto 
Reutilización y portabilidad de código Bajo Alto Alto 
Rendimiento Muy alto Medio Alto 
Precio de desarrollo Alto Medio Medio 




 VISTAS DE LA APLICACIÓN 
 
El desarrollo de las aplicaciones híbridas se hace mediante el uso de tecnologías 
web. Estas tecnologías tienen sus orígenes en los años 90 pero, con el paso del 





El primer lenguaje utilizado para el desarrollo de páginas web fue HTML 
(acrónimo inglés de HyperText Markup Language). En sus inicios, el lenguaje se 
creó con el objetivo de compartir información entre diferentes científicos, que 
trabajaban en conjunto desde diferentes puntos del mundo. 
 
Años más tarde, se publicó el primer documento que reunía, de manera formal, 
las bases de este lenguaje (ver [23]). En éste, se explicaba una de las 
características principales de este lenguaje: la utilización de etiquetas, que 
permiten estructurar el contenido presentado a los usuarios. 
 
Como se puede observar en la siguiente imagen, estas etiquetas están 
delimitadas por corchetes angulares (<>) y cada una de ellas, hace referencia a 






En sus inicios, las páginas web eran totalmente estáticas, presentando contenido 
plano a los usuarios, sin la posibilidad de que éstos interactuasen con ellas. Por 
lo tanto, con el paso de los años, surgiría la necesidad de complementar HTML 
con otros lenguajes, que lo mejorasen visualmente y además, añadiesen la 
capacidad de interactuar con el usuario final. 
 
Actualmente, la versión utilizada es HTML5. Ésta cuenta con múltiples cambios 
como la eliminación de elementos obsoletos y mejoras que optimizan la 




Fig. 3.1 Ejemplo plantilla HTML y resultado 
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3.2. CSS3 
 
Como ya se ha mencionado en el apartado anterior, HTML permite estructurar el 
contenido de las páginas web pero, es necesario darles formato, añadiendo 
colores, cambiando fuentes, márgenes, etc. La definición de estos elementos se 
hace mediante el uso de CSS (acrónimo inglés de Cascading Style Sheets). 
 
Como se puede ver en la siguiente imagen, una hoja de estilos está formada por 
varias clases delimitadas por llaves. Éstas, definen las características visuales 





Fig. 3.2 Ejemplo clase CSS 
 
 
En este caso, se ha definido una clase llamada text, que define el color de la 
letra y el tamaño de ésta. 
 
Para que estos cambios surjan efecto, en el fichero HTML, es necesario indicar 
el directorio en el que se encuentra la hoja de estilos. Para ello, se utiliza la 
etiqueta <link>. Además, mediante la palabra class, se indica qué clase de las 
definidas en el fichero CSS se aplicará a cada elemento del HTML. 
 
Utilizando el ejemplo anterior, en la siguiente imagen se puede ver que, al texto  
delimitado por la etiqueta <i>, se le aplicará el formato definido en la clase text. 





La utilización de hojas de estilo ofrece a los desarrolladores grandes ventajas: 
 
• Permiten controlar las vistas de varios documentos desde un único 
archivo. 	
Fig. 3.3 Ejemplo de utilización de una clase CSS y resultado 




• Unifican y agilizan el diseño, sobre todo en sitios web que cuentan con 
varios ficheros HTML. Sin el uso de CSS, el estilo de estas páginas se 
tendría que copiar en cada uno de estos ficheros. 	
• Añaden flexibilidad, ya que, un cambio en un único archivo puede 
representar un cambio en varios documentos HTML. 	
• Al separar el contenido del estilo, se optimizan los tiempos de carga de 
las páginas web. 	
• La separación también mejora la organización y facilita la lectura del 
código.  
 
Por lo tanto, se puede observar que, el uso de CSS  además de agilizar el diseño 
de páginas web, lasmejora visualmente, haciéndolas más atractivas para el 





Otra carencia que tenía HTML en sus inicios, era la falta de dinamismo de las 
páginas web, ya que, como se ha mencionado en los apartados anteriores, éstas 
eran totalmente estáticas. Por esta razón, se necesitaba un lenguaje auxiliar que 
fuese capaz de interactuar con el usuario final. Este problema se vio resuelto con 
la aparición de JavaScript.  
 
JavaScript es un lenguaje interpretado, es decir, mientras se va cargando el sitio 
web, el navegador va leyendo el código línea a línea, realizando las acciones 
descritas por éste. Este código se puede integrar directamente en la plantilla 
HTML o también, se puede definir en un fichero aparte y, en el HTML, sólo indicar 
en qué directorio se encuentra dicho archivo. En los dos casos, es necesario 
utilizar la etiqueta <script>, que permite hacer referencia al código JavaScript.  
 
En sus inicios, este lenguaje sólo se utilizaba para realizar acciones en el lado 
del cliente pero, con el paso del tiempo, empezó a utilizarse también para 
establecer comunicaciones asíncronas con el servidor.  
 
La aparición de JavaScript, haría necesario el desarrollo de librerías y 





jQuery es una biblioteca de JavaScript cuyo propósito es simplificar la interacción 
con las plantillas HTML, facilitando de esta manera, la integración de efectos y 
animaciones personalizadas.  
 
Sus desarrolladores la describen como una biblioteca ligera, que envuelve tareas 
largas de JavaScript en métodos, permitiendo de llamarlas con una sola línea de 
código (write less do more).  
 
Por otro lado, jQuery permite acceder a los diferentes elementos definidos en las 
plantillas HTML, tanto para actualizar su valor, como para ejecutar tareas, sin 
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necesidad de volver a cargar la página web. En la siguiente imagen se puede 





Fig. 3.4 Ejemplo de uso de la librería jQuery 
 
Además, jQuery integra técnicas que permiten crear aplicaciones web que 
mantienen una comunicación asíncrona con el servidor, característica 
imprescindible para poder realizar cambios en segundo plano en las páginas 





Más recientemente, Google desarrolló el framework AngularJS. Este permite 
desarrollar de manera rápida el lado del cliente de las aplicaciones web. Uno de 
sus propósitos es extender la sintaxis HTML, para hacerla más funcional y 
ofrecer contenidos dinámicos mejorados.  
 
AngularJS cuenta con múltiples características que facilitan el desarrollo, 
permitiendo crear aplicaciones web altamente escalables pero, que a la vez 
ofrecen una excelente experiencia de usuario. 
 
Retomando el ejemplo utilizando para explicar la librería jQuery, utilizando  





Fig. 3.5 Ejemplo código AngularJS 
 
La primera pregunta que podría surgir es: ¿Dónde está el script que se encarga 
de asignar los valores a los distintos elementos definidos en la plantilla HTML? 
En este caso no es necesario definirlo, ya que, gracias a la extensión que hace 
AngularJS de la sintaxis HTML, se pueden asignar y modificar valores de 




elementos, directamente desde el mismo fichero HTML. De esta manera, se 
mejora el rendimiento y se aumenta el dinamismo de las aplicaciones web. 
 
Pero, éstas no son sus únicas características, sino que AngularJS, cuenta con 
muchas más novedades, que lo convierten en un framework a tener en cuenta a 
la hora de empezar en el mundo del desarrollo web. 
 
 
3.5.1. Patrón MVC 
 
AngularJS se basa en el patrón MVC (Modelo-Vista-Controlador) que permite 
separar la aplicación en tres componentes lógicos: 
 
1. Modelo: está formado por todos los datos que necesitan mostrarse en 
cada momento. Estos datos pueden ser locales o enviados desde un 
servidor. 
 
2. Vista: compuesta por todos los elementos visuales con los que interactúa 
el usuario, se encarga de presentar la información. 
 
3. Controlador: actúa como interfaz entre la vista y el modelo, para 
manipular los datos y para interactuar con las vistas. Además responde a 
las acciones del usuario. 
 
La implementación de este patrón permite estructurar, organizar y separar la 
lógica, el modelo de datos y la vista de las aplicaciones web. Esta característica, 
permite realizar cambios de manera rápida y mejorar la organización en equipos 





Otra de las características de AngularJS, es el llamado two-way-data-binding. 
Ésta consiste en una escucha continua, permitiendo observar los cambios que 
suceden tanto en la vista o en el modelo. De esta manera, permite sincronizar 




Fig. 3.6 Esquema two-way data binding (ver [13]) 
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3.5.3. Aplicaciones de una sola página 
 
Por otro lado, AngularJS permite desarrollar aplicaciones de una sola página 
(SPA- Single Page Applications), es decir, aplicaciones web en las que el usuario 
percibe una experiencia similar a la de estar utilizando una aplicación de 
escritorio. Esta característica se consigue gracias a que, no existe una 
navegación de una página a otra totalmente diferente, sino que, el navegador 
recarga las vistas dentro de la misma página. 
 
 
3.6. Ionic: Apache Cordova+AngularJS 
 
Una vez conocidas las tecnologías web y algunas librerías y frameworks que 
facilitan el desarrollo de aplicaciones web, el siguiente paso consiste en decidir 
las herramientas a utilizar, para crear una primera aplicación híbrida. Ésta se 
puede desarrollar utilizando diferentes frameworks pero, en este proyecto, se 
estudiará la solución propuesta por Ionic.  
 
La razón por la que se ha escogido este framework, es porque integra el uso de 
Apache Cordova, explicado en detalle en el siguiente capítulo, con AngularJS, 
que permite crear aplicaciones rápidas y robustas. Además, Ionic cuenta con 
elementos visuales inspirados en las diferentes plataformas móviles, permitiendo 




3.6.1. Ejemplo aplicación híbrida 
 
En este apartado se explicará el desarrollo de una aplicación totalmente híbrida, 
con la ayuda de Ionic y utilizando WebStorm como entorno de desarrollo. La 
aplicación utilizada para hacer la explicación será una calculadora. 
 
Para agilizar la creación de nuevos proyectos Ionic, también se ha instalado 
Ionic-Cli (Ionic Framework command line) con la ayuda del gestor de paquetes 
npm.  
 
Para instalar Ionic-Cli se ejecuta el siguiente comando: 
 
npm install -g ionic 
 
Una vez instalado, el siguiente paso consiste en crear la aplicación híbrida. Esta 
tarea se hará mediante el siguiente comando: 
 
ionic start nombre_proyecto blank 
 
Como se puede observar, después del nombre del proyecto se ha añadido la 
palabra blank, ésta permite generar una aplicación vacía. Si se desea, también 
se puede utilizar una de las plantillas de aplicaciones ofrecidas por Ionic. 





El siguiente paso consiste en instalar las plataformas para las que se desea 
utilizar la aplicación generada, en este caso Android. Para ello desde la raíz del 
proyecto se ejecuta el siguiente comando: 
 
ionic platform add android 
 






Una vez se llega a este punto, el siguiente paso consiste en escribir el código 
que hará funcionar la aplicación. Para ello, en la carpeta www/js se crea un 
archivo llamado controllers.js y en éste, se definen las funciones de la 
calculadora: suma, resta, multiplicación y división. La parte visual de la aplicación 
se definirá en el fichero index.html, que se encuentra en la carpeta www.  
 
Una vez creados todos los ficheros necesarios, se puede probar la aplicación ya 
sea en un emulador o en un dispositivo móvil. Los pasos a seguir para su 
instalación serán diferentes según la plataforma móvil utilizada. 
 
• Dispositivos Android: Para la ejecución de la aplicación en dispositivos 
Android, es suficiente con utilizar el siguiente comando:  
 
ionic emulate/run android 
 
Según si se desea probar la aplicación en un emulador o en un dispositivo, 
se utilizará la palabra emulate o run respectivamente. 
 
Fig. 3.7 Formato de los directorios de un proyecto Ionic 
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• Dispositivos iOS: En cambio, para ejecutar la aplicación en dispositivos 
iOS, los pasos a seguir son totalmente diferentes. Además, se necesitará 
disponer de un equipo con Mac OSX para poder ejecutar la aplicación. 
Dicho esto, los pasos serían los siguientes: 
 
1. Ejecutar el comando: 
  
ionic build ios 
 
2. Con la ayuda de Xcode, se abre el proyecto que se ha generado 
en el directorio platforms/ios. 
 
3. Se ejecuta el proyecto ya sea, en un simulador o en un 
dispositivo iOS. 
 
• Simulación de la aplicación: Por último, también se puede ejecutar la 







Como se ha visto en este capítulo, las tecnologías utilizadas para el desarrollo 
de páginas web son HTML, que permite generar las plantillas web, CSS, que 
añade mejoras visuales y estéticas a éstas y JavaScript, que proporciona 
dinamismo e interactividad de las aplicaciones web con los usuarios finales. 
Estas tres tecnologías han ido avanzando con el paso de los años, con el 
propósito de facilitar el desarrollo de las páginas web y de mejorar la experiencia 
de usuario. De esta manera, actualmente se está empleando la versión cinco de 
HTML y la versión tres de CSS. Por otro lado, JavaScript cuenta con diferentes 
librerías, que mejoran la integración de este lenguaje con HTML, siendo jQuery 
una de las más utilizadas. Ésta permite manipular el DOM y proporciona 
mecanismos para establecer una comunicación asíncrona con el servidor, 
consiguiendo de esta manera, crear páginas web interactivas.  
 
Con el objetivo de mejorar la integración de JavaScript con HTML y para ofrecer 
páginas web cada vez más rápidas y dinámicas, aparecen frameworks como 
AngularJS. Éste dota las platillas HTML de nuevas características y cambia el 
concepto de páginas web por el de aplicaciones web de una sola página. De esta 
manera, consigue ofrecer una experiencia de uso que se asemeja a la de estar 
utilizando una aplicación de escritorio. 
 
Una vez conocidas las características de AngularJS, se ha visto que puede ser 
una gran apuesta para su uso en el desarrollo de aplicaciones híbridas. Por esta 
razón, en este proyecto, se ha escogido Ionic como framework de desarrollo de 
aplicaciones híbridas. Éste, además de hacer uso de AngularJS, integra Apache 
Cordova, que permite acceder a los elementos propios del dispositivo móvil, 
tema explicado de forma detallada en el siguiente capítulo. 




 ACCESO A HARDWARE 
 
Como se ha explicado en el capítulo anterior, además del uso de tecnologías 
web para su desarrollo, otra de las características de las aplicaciones híbridas, 
es su capacidad de acceder a los diferentes elementos del dispositivo móvil. En 
este capítulo se explicarán las técnicas de acceso a estos elementos así como, 
su implementación en dispositivos Android e iOS. 
 
 
4.1. Apache Cordova 
 
Las aplicaciones híbridas, pueden contar con partes de código escritos en el 
lenguaje nativo del sistema operativo móvil, llamados plugins, que en 
consecuencia se ejecutan en la plataforma nativa del móvil. Estos plugins, 
además de posibilitar el acceso a las características propias del móvil, también 
pueden ser útiles para mejorar el rendimiento de ciertas aplicaciones híbridas. 
 
Para su desarrollo, se necesita un framework que haga posible la comunicación 
entre las tecnologías web, con la plataforma nativa del dispositivo. Estas tareas 
las desempeña Apache Cordova, un framework que ofrece un conjunto de APIs 
(acrónimo ingles de Application Programming Interface) JavaScript, que 
permiten que las aplicaciones accedan a los diferentes elementos del dispositivo 





Fig. 4.1 Capas presentes en una aplicación híbrida 
 
 
En el esquema superior, se pueden observar las comunicaciones que se 
establecen entre las diferentes capas de una aplicación híbrida y el dispositivo 
móvil. Como se puede ver, Apache Cordova hace posible la comunicación entre 
el visor web de la aplicación híbrida y la plataforma nativa del móvil. 
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4.2. Aplicación híbrida con plugins Apache Cordova  
 
Retomando el ejemplo de la Calculador híbrida, en este apartado se creará un 
primer plugin, encargado de realizar los cálculos matemáticos en la plataforma 
nativa del móvil. Como en el caso anterior, se contemplará tanto el caso de un 
plugin que se ejecute en sistemas Android, como en sistemas iOS. 
 
Se podrá observar que, en este caso, no se apreciará una mejora en el 
rendimiento de la aplicación. Esto se debe a que, el tiempo que se tarda en 
realizar unos cálculos matemáticos tan sencillos, es prácticamente el mismo 
tanto desde la aplicación híbrida, como desde el plugin. 
 
Importante: Para poder probar el funcionamiento de estos plugins, es necesario 
ejecutar o emular la aplicación y no probarla desde el navegador ya que, éste no 
tiene la capacidad de cargar los plugins proporcionados por Apache Cordova. 
 
Siguiendo con los pasos de desarrollo de los plugins, éstos se podrían dividir en 
dos bloques: 
 
• La creación de los ficheros JavaScript que se comunican con la plataforma 
nativa del móvil. Estos ficheros serán comunes para todas las plataformas 
para las que se decida desarrollar el plugin. 
 
• La generación de los ficheros escritos en el lenguaje nativo del sistema 
operativo móvil, que por lo tanto, son propios de cada sistema operativo. 
 
De esta manera, en los dos siguientes apartados, se explicarán estas dos fases 
en las que se ha dividido la creación de un plugin Apache Cordova. 
 
 
4.2.1. Generación de los ficheros comunes 
 
Los pasos a seguir para la creación de los ficheros comunes de un plugin Apache 
Cordova son los siguientes: 
 
1. En primer lugar se crea un nuevo directorio con el nombre que recibirá el 







2. Una vez creados los directorios necesarios, el siguiente paso consiste en 
definir la función JavaScript que se comunicará con la plataforma nativa del 
móvil. Para ello, dentro de la carpeta www se crea un fichero .js con el 
siguiente formato: 
 




Tabla 4.1 Formato del fichero JavaScript encargado de comunicarse con la 
plataforma nativa 
 
var exec= require('cordova/exec'); 
 
var FunctionName = function () { 
}; 
 
FunctionName.Function = function (arg1, arg2, ok, error) { 
  exec(successFunction, failFunction, service, action, [arg1, arg2]); 
} 
 




Como se puede ver, en la primera línea del fichero se carga el módulo 
cordova/exec. Una vez cargado, se define la función que ejecutará la 
función exec, propia de cordova y encargada de comunicarse con la 
plataforma nativa del móvil. Los parámetros que recibe esta función son los 
siguientes: 
 
• succesFunction: función que se ejecutará en caso de que la llamada 
a la función nativa se haya realizado correctamente. 
 
• failFunction: función que se ejecutará en caso de producirse un error. 
 
• service: nombre del servicio que se ha configurado en el fichero 
plugin.xml y que se utilizará a la hora de hacer una llamada al plugin. 
 
• action: indica la acción que se ejecutará en la plataforma nativa. 
 
• args: argumentos que necesitará la función definida en la plataforma 
nativa. 
 
3. El último paso consiste en generar el fichero llamado plugin.xml en el que 
se incluirá toda la información relacionada con el plugin. En este fichero se 
incluirán datos como el nombre, la versión, la localización del fichero 
JavaScript, creado en el punto anterior así como, el nombre mediante el cual 
se accederá a las funciones definidas en éste. 
 
En este mismo fichero, una vez creados los archivos específicos de cada 
plataforma móvil, se añadirá información referente a éstos. Los datos que se 
añadirán son nombre y el directorio en el que se encuentran los archivos que 
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<?xml version="1.0" encoding="UTF-8"?> 
<plugin xmlns="http://apache.org/cordova/ns/plugins/1.0" 
        id="operations-add" 
        version="1.0.0"> 
    <name>OperationsAdd</name> 
        <js-module src="www/operations-add.js" name="OperationsAdd"> 
            <clobbers target="OperationsAdd"/> 
        </js-module> 
</plugin> 
 
Listado. 4.1 Configuración plugin.xml 
 
 
4.2.2. Generación de los ficheros específicos 
 
Una vez explicado el proceso de creación de los ficheros comunes de un plugin 
Apache Cordova, este apartado se centrará en la generación de los archivos 
específicos de las plataformas Android e iOS, respectivamente. 
 
 
4.2.2.1. Plugins para sistemas Android 
 
Los pasos a seguir para la creación de un plugin Apache Cordova, que permita 
comunicarse con la plataforma nativa del dispositivo móvil, en este caso Android, 
son los siguientes: 
 
1. En el directorio src/android se crea una nueva clase Java, lenguaje 
utilizado en la plataforma Android. Éste contendrá la definición de la función 
que se desea ejecutar en el entorno nativo. Para ello, hay que tener en cuenta 
los siguientes aspectos: 
 








• La clase java tiene que extender de CordovaPlugin 
 




public boolean execute(String action, JSONArray args,  
CallbackContext callbackContext) throws JSONException 
{ }  
 




Los parámetros que recibe la función execute, coinciden con los enviados 
por la función JavaScript, definida en el apartado anterior: 
 
• action: determina qué función se ejecutará. 
 
• args: conjunto de argumentos que recibe la función. 
 
• callbackContext: función de callback, que devolverá la respuesta 
una vez la función haya acabado su ejecución. 
 
2. El último paso consiste en añadir al fichero plugin.xml, creado en el 





<config-file target="res/xml/config.xml" parent="/*"> 
    <feature name="OperationsAdd"> 
        <param name="android-package" 
value="operations.add.OperationsAdd"/> 







Listado. 4.2 Configuración plugin.xml para plugins Android 
 
Como se ve en el listado anterior, es necesario añadir información de la 
plataforma para la que se está configurando el plugin: en qué directorio se 
encuentran las clases Java utilizadas y el nombre de éstas.  
 
 
4.2.2.2. Plugins para sistemas iOS 
 
De igual modo que para equipos Android, el desarrollo de un plugin para 
dispositivos iOS se divide en varios apartados. Éstos son análogos a los 
seguidos para generar el plugin para sistemas Android: 
 
1. De la misma manera que en el apartado anterior, el primer paso consiste en 
crear los ficheros necesarios para el funcionamiento del plugin. Como es un 
plugin para sistemas iOS, el lenguaje que se empleará para su creación será 
Objective-C. Por lo tanto, en el interior de la carpeta src/ios se crearán los  
siguientes dos ficheros: 
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• Un fichero con la extensión .h que será el header, es decir, tendrá 
definidas todas las funciones que se desean implementar. En este 
caso será sólo una y se encargará de sumar dos números: 
 
 
Como se aprecia en la primera línea del fichero, será necesario 
importar la libaría de Apache Cordova que contiene las funciones que 
hacen posible la comunicación entre la plataforma nativa y la 
aplicación híbrida. 
 
• Un segundo fichero, en el que se definirán las funciones descritas en 
el header. La extensión de éste será .m y de igual manera que para 
los plugins para dispositivos Android, se definirá una función específica 
de Apache Cordova: 
 
- (void)add:(CDVInvokedUrlCommand*)command  
 
A diferencias del plugin Android, en el caso de iOS la acción (action) 
se define con el nombre de la función y los argumentos que recibe la 
función, se encuentran en el objeto command, pudiendo acceder a ellos 
de la siguiente manera: 
 
[command.arguments objectAtIndex:0]  
 
2. Por último, será necesario hacer referencia de los archivos que se acaban de 




    <config-file target="config.xml" parent="/*"> 
        <feature name="OperationsAdd"> 
           <param name="ios-package" value="OperationsAdd"/> 
        </feature> 
    </config-file> 
    <header-file src="src/ios/OperationsAdd.h"/> 
    <source-file src="src/ios/OperationsAdd.m"/>  
</platform> 
 
Listado. 4.3 Configuración plugin.xml para plugins iOS 
 
 
#import <Cordova/CDV.h>  
@interface OperationsAdd : CDVPlugin 
- (void)add:(CDVInvokedUrlCommand*)command;  
@end  




4.3. Comunicación entre plugins Apache Cordova con 
código nativo C/C++ 
 
Como ya se ha mencionado, la utilización de plugins permite, además de acceder 
a los elementos propios del móvil, mejorar el rendimiento de aplicaciones que 
hacen un gran uso de la CPU del móvil. Algunos ejemplos siendo los juegos, 
simuladores o aplicaciones de procesado de imágenes o señales.  
 
Esta mejora de rendimiento puede ser aún más significativa si, desde el plugin 
Apache Cordova, se consigue llamar a funciones escritas en código nativo, ya 
sea C o C++. Por lo tanto, en este apartado se detallarán los pasos a seguir para 




4.3.1. Acceso a código nativo desde sistemas Android 
 
En este apartado, se explicarán la creación de una librería nativa utilizando 
Android NDK así como su integración con el plugin Apache Cordova.  
 
 
4.3.1.1. Crear una aplicación Android con Android NDK 
 
El paso previo a explicar cómo se comunica un plugin Apache Cordova con el 
código nativo, es crear una aplicación Android que utiliza funciones escritas en 
código nativo. Para ello, se utilizará el llamado Android NDK, que es un conjunto 
de herramientas que permite implementar funciones en código nativo ya sea C 
o C++.  
 
Para la siguiente explicación y siguiendo con el ejemplo de la Calculadora, se 
creará una aplicación que devuelve la suma de dos números: 
 
1. Una vez generado un proyecto Android vacío, en la raíz de éste se crea un 
directorio llamado jni. Dentro de éste, se añade el fichero Android.mk con 
los siguientes campos: 
 
 






Listado. 4.4 Configuración Android.mk 
 
Este fichero describe las propiedades de los módulos y librerías necesarios 
para la generación de las librerías que contendrán el código nativo. En este 
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ejemplo, se definen el nombre del módulo y el nombre de la clase C++, que 
contiene las funciones nativas, así como el tipo de librería que se generará. 
 
2. Otro fichero que se incluirá en en el mismo directorio, es el llamado 
Application.mk. En éste se definen las propiedades que se requieren 
aplicar a todo el código C/C++ como por ejemplo, la versión Android que se 
utilizará y las arquitecturas para las que se desea generar las librerías. 
 
APP_PLATFORM := android-22 
APP_ABI := armeabi-v7a arm64-v8a 
 
En el mercado móvil se pueden encontrar diferentes arquitecturas de 
procesadores móviles. Por lo tanto, es importante conocer para qué 
arquitecturas se desea utilizar el código nativo, ya que, es imprescindible 
definirlas en este fichero.  
 
Gracias a la implementación que hace el Android NDK de las librerías nativas, 
con la definición de la propiedad APP_ABI, se generarán los ficheros 
necesarios para cada arquitectura definida en el fichero Application.mk. 
Este hecho permite agilizar la generación y utilización de librerías nativas. 
 
3. Definidos los ficheros anteriores, el siguiente paso consiste en añadir el 
método que cargara la librería que contiene las funciones nativas. Para ello, 
en la clase Java, desde la que se necesita llamar al código nativo, se añaden 
las siguientes líneas: 
 
static {  
   System.loadLibrary("operations");  
}  
 
El nombre que recibe el método System.loadLibrary() tendrá que coincidir 
con el nombre definido en el campo LOCAL_MODULE, presente en el fichero 
Android.mk. 
 
4. En la misma clase, se define la función nativa. Para indicar que se va a definir 
una función nativa, ésta tendrá que empezar con la palabra native. En este 
caso, la función definida recibe dos números y como resultado, devuelve la 
suma de éstos: 
 
native double add (double firstNum, double secondNum);  
 
5. Una vez definidas las funciones nativas, se ejecuta el siguiente comando que 
creará el header. Éste contendrá la definición de todas las funciones nativas. 
 
javah -jni -classpath <RUTA-A-SDK>/platforms/android-
21/android.jar:bin/classes/ -o ./OperationsAdd.h 
operations.add.OperationsAdd 
 
Los parámetros que recibe este comando son los siguientes: 





• -jni: indica que se generará un header del tipo JNI.  
 
• -classpath: indica la librería Android necesaria para la correcta 
ejecución del comando, así como la localización de la clase 
correspondiente al fichero Java creado en el paso anterior. 
 
• -o: permite definir el nombre del header y el directorio en el que se 
guardará. 
 
• El último parámetro que recibe el comando javah corresponde al 
nombre de la clase Java incluyendo el package. 
 
6. Una vez ejecutado el comando anterior, se hace una copia del header 
cambiando el nombre del archivo copiado a Operations.cpp. Éste coincide 
con el que se ha definido en la propiedad LOCAL_SRC_FILES del fichero 
Android.mk. 
 
7. En el siguiente paso, se define la lógica de cada una de las funciones 
presentes en el fichero Operations.cpp. En este ejemplo, se trata de una sola 
función que suma los dos números que recibe por parámetro y devuelve el 
resultado: 
JNIEXPORT jdouble JNICALL 
Java_operations_add_OperationsAdd_add(JNIEnv * env,  
      jobject obj, jdouble firstNum, jdouble secondNum) { 
   return firstNum + secondNum; 
} 
 
8. Una vez definida la función, el último paso consiste en ejecutar el comando 
que se encargará de compilar y generar las librerías compartidas. Éste se 
tiene que ejecutar en el directorio raíz del proyecto: 
 
 
9. Si no se produce ningún error, se creará una carpeta llamada libs y dentro 
de ésta, un directorio para cada arquitectura definida en el fichero 
Application.mk. En el interior de cada uno de éstos, se habrá creado una 




4.3.1.2. Integración de Android NDK con el plugin Apache Cordova  
 
Ya explicada la integración de Android NDK con una aplicación Android nativa, 
el siguiente paso consistirá en conseguir acceder desde el plugin Apache 
Cordova, a las librerías generadas por Android NDK. De esta manera, se 
ndk_build 
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conseguirá comunicar la aplicación híbrida y el código nativo C/C++, pasando 





Los paso a seguir para crear el enlace entre la aplicación híbrida y el código 
nativo son los siguientes: 
 
1. En la clase Java del plugin, se añade la información correspondiente a las 
funciones nativas de la manera en la que se ha explicado en los pasos 3 y 4 
del apartado 4.3.1.1 (Crear una aplicación Android con Android NDK).  
 
2. Una vez creados todos los ficheros necesarios, se ejecuta el comando que 
creará los ficheros .class, necesarios, para posteriormente, crear los 
headers: 
 
javac –cp *.jar *.java 
 
3. Una vez ejecutado el comando anterior, se puede pasar a la creación de los 
headers y de los ficheros restantes, tal como se ha explicado en el apartado 
4.3.1.1 (Crear una aplicación Android con Android NDK) en los pasos 5-8. 
 
4. Por último en el fichero plugin.xml, se especifica la localización de las 






Importante: Esta información se tiene que añadir para cada uno de los 
directorios que se han generado en la carpeta libs, es decir, para cada tipo 
de arquitectura que se haya generado una librería. 
 
 
4.3.2. Acceso a código nativo desde sistemas iOS 
 
Dado que Objective-C permite acceder a funciones escritas en C++ de manera 
prácticamente inmediata, el proceso a seguir para trabajar con código nativo 
Fig. 4.2 Comunicación entre la aplicación híbrida y código nativo C/C++ 




desde sistemas iOS, es más rápido y sencillo que en el caso de sistemas 
Android. En consecuencia, los pasos a seguir serán los siguientes: 
 
1. Cambiar la extensión del fichero .m a .mm. Este cambio permite la inclusión 
de código C++ dentro de aplicaciones escritas Objective-C. 
 
2. Una vez creadas las clases C++ necesarias para el proyecto, se puede 
acceder a éstas desde el fichero .mm.  
 
Suponiendo que se ha creado una clase C++ llamada Operations, que tiene 
un método llamado add, que recibe por parámetro dos números y devuelve 




res=op.add(firstNum, secondNum);  
 
3. Por último, en el fichero plugin.xml, dentro de la configuración de la 







Una de las características más importantes de las aplicaciones híbridas es la 
posibilidad de acceder a los elementos propios del dispositivo móvil, como 
pueden ser la cámara, el acelerómetro, las notificaciones, etc. Para ello, Ionic 
utiliza Apache Cordova. Este framework ofrece un conjunto de APIs, encargadas 
de establecer la conexión entre la aplicación híbrida y la plataforma nativa del 
móvil. 
 
Como se ha visto a lo largo de este capítulo, estos plugins también juegan un 
papel importante en aplicaciones que hacen gran uso de la CPU del móvil. Esto 
se debe a que, a través de éstos, se puede acceder a código nativo C/C++ 
permitiendo mejorar el rendimiento de estas aplicaciones. Se ha visto que, en el 
caso de iOS el acceso a código nativo es prácticamente directo mientras que, 
para el caso de Android, es imprescindible el uso del Android NDK. Por otro lado, 
una vez hechas varias pruebas, se ha decidido usar el Crystax NDK, que tiene 
integradas la STL y la Boost, necesarias para la integración con AlterNative. 
 
Por otro lado, la generación de plugins es diferente según la plataforma móvil 
utilizada. Pero, analizando por separado cada plataforma, se puede ver que 
cualquier plugin, estará formado por el mismo conjunto de ficheros y además, 
tendrán partes de código invariantes. Por estas razones, en el siguiente capítulo 
se propondrá una solución que permita automatizar la creación de plugins. 
 
<header-file src="src/ios/Operations.h"/> 
<source-file src="src/ios/Operations.cpp" /> 
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 AUTOMATIZACIÓN DE LA CREACIÓN DE 
PLUGINS 
 
Como se ha visto en el capítulo anterior, la creación de un plugin se resume 
siempre a la generación de un mismo conjunto de ficheros. Por otro lado, 
analizando el contenido de éstos se puede observar que una parte del código es 
siempre la misma indiferentemente del plugin que se desee generar. Otro 
aspecto observado en el apartado anterior, es el gran cuidado que hay que tener 
a la hora de definir los nombres de las funciones y de los archivos, ya que, éstos 
tienen que coincidir en varios ficheros, dándose casos en los que un plugin no 
funciona por errores tipográficos. 
 
Por las razones que se acaban de señalar y para agilizar la creación de los 
plugins, en este apartado se propondrá una solución que permita generar estos 






Fig. 5.1 Formato de los plugins generados por Cordova Generator y AlterNative 
 
 
Como se puede ver en la imagen superior, la generación automática de estos 
ficheros se conseguirá utilizando: 
 
1. La herramienta AlterNative, que permite generar las librerías necesarias para 
el funcionamiento del plugin. Éstas contiene el código nativo escrito en C++. 
 




2. Una librería, llamada Cordova Generator, que se encargará de generar los 
plugins y la comunicación entre éstos y las librerías generadas por 
AlterNative. 
 
Las dos herramientas necesitarán, como fichero de entrada, una librería o un 
ejecutable procedentes de un programa escrito en C#. Éste contendrá todas las 





Como ya se ha mencionado, AlterNative es una herramienta que permite traducir 
código de alto nivel, en concreto C#, a lenguaje nativo C++. Se caracteriza por 
generar una traducción que mantiene la estructura del código inicial, facilitando 
de esta manera, la lectura o modificación de éste. 
 
 
5.1.1. Proceso de traducción de código 
 
El proceso de traducción de código utilizando por AlterNative se divide en tres 




En la imagen superior se pueden observar las tres fases, junto a los ficheros 
resultantes de cada una de éstas. 
 
Para una mejor explicación de las fases de traducción utilizadas por AlterNative, 
se utilizará como ejemplo el método Main, presente en los dos lenguajes. El 
formato de éste es el siguiente: 
 
 
Tabla 5.1 Sintaxis del método Main en C# y C++ 
 
Lenguaje de programación   Método 
C# void Main (string[] args){} 
C++ void Main (string args[]){} 
Fig. 5.2 Pasos traducción código seguidos por AlterNative 
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5.1.1.1. Decompilación 
 
El propósito de esta etapa consiste en obtener el código fuente que se desea 
traducir. En esta fase, el código se representa utilizando un formato llamado AST 
(acrónimo inglés de  Abstract Syntax Tree). La utilización del  árbol de sintaxis 
abstracta, como su nombre indica, permite representar de manera abstracta el 
código fuente, en este caso escrito en C#. Cada nodo hace referencia a una 
construcción presente en el código fuente. De esta manera, se puede 
representar la estructura del código inicial, sin tener en cuenta los detalles 
presentes en la sintaxis original. 
 









Una vez obtenido el código fuente, la segunda fase consiste en traducirlo. Para 
ello, se aplican los cambios necesarios al AST original para que éste concuerde 







Fig. 5.4 Traducción del método Main 




Por último, una vez cambiado el AST original, el paso final consiste en 
recompilarlo obteniendo el código traducido. Una vez obtenida la traducción, 




5.1.2. Ejemplo de traducción de código 
 
Una vez explicados, de manera breve, los pasos seguidos por AlterNative para 
traducir un programa .NET a otro en C++, en este apartado se explicarán los 
pasos que un desarrollador tiene que seguir para conseguir dicha traducción: 
 
1. Crear el programa .NET y generar un ejecutable (.exe) o una librería (.dll) que 
contenga el programa creado. 
 
2. En la carpeta contenedora del fichero .exe/.dll, crear una carpeta llamada 
cpp. 
 
3. Ejecutar el comando encargado de generar los ficheros traducidos y guardar 
los ficheros resultantes en la carpeta creada en el paso anterior: 
 
alternative file.exe ./cpp/ 
 
4. Una vez generada la traducción, ejecutar el comando que generará la librería 
estática o el ejecutable del código traducido. Para ello, dese la carpeta cpp, 
se ejecuta el siguiente comando: 
 
5. Cuando el comando anterior acabe su ejecución, se habrá generado una 
carpeta llamada build y en su interior, se podrá encontrar la librería estática 
o el ejecutable del código traducido. 
 
 
5.2. Cordova Generator 
 
Como ya se ha mencionado en los apartados anteriores, Cordova Generator es 
el software encargado de generar los plugins Apache Cordova así como, el 
puente entre éstos y las librerías generadas por AlterNative.  
 
Para su creación, previamente, se han tenido que analizar y entender una serie 
de conceptos nuevos, necesarios para el correcto funcionamiento de Cordova 
Generator. Por lo tanto, en este apartado se explicarán los pasos seguidos para 





alternative make . 
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5.2.1. Creación de plantillas 
 
Como ya se ha mencionado, el objetivo de Cordova Generator es generar de 
manera automática los ficheros que, junto a los generados por AlterNative, 
completan los plugins Apache Cordova. Para ello, previamente a su desarrollo, 
se han tenido que analizar todos los archivos que esta librería generaría de forma 
automática. Este trabajo se ha llevado a cabo con el propósito de identificar las 
partes de código variantes de un plugin y para determinar los posibles problemas 
que podrían surgir a la hora de generar dichos ficheros.  
 
La creación de estas plantillas representa una pieza clave en el desarrollo de 
Cordova Generator ya que, gracias a éstas, se puede generar cualquier plugin 
Apache Cordova. Por esta razón, es muy importante definirlas de manera 
correcta y determinar todos los cambios que se puedan necesitar aplicar, según 
el plugin que se desee generar. 
 
En la siguiente imagen se puede ver un ejemplo de cómo se ha hecho el análisis 
de uno de los ficheros, en concreto la clase Java. Como se puede observar, el 
fichero se ha marcado con dos colores diferentes, el verde indica todas las partes 
de código que se mantendrán en cualquier plugin mientras que, el naranja indica 
el código que cambiará con cada nuevo plugin: 
 
 
public class OperationsAdd extends CordovaPlugin { 
   static { 
         System.loadLibrary(“operations”); 
   } 
native double add (double firstNum, double secondNum); 
 
    @Override 
    public boolean execute(String action, JSONArray args, 
CallbackContext callbackContext) throws JSONException { 
        if(action.equals("add")){ 
            double result; 
            result= add( Double.valueOf(args.getString(0)), 
Double.valueOf(args.getString(1))); 
            callbackContext.success(String.valueOf(result)); 
            return true; 
        } 
        callbackContext.error("Error"); 
        return false; 
    } 
} 
 
Listado. 5.1 Ejemplo de análisis hecho para generar las plantillas de código 
 
 
Como ya se había mencionado, gran parte del fichero no variará permitiendo 
generar las plantillas de manera sencilla. Además, la información restante, como 
el nombre del package, el nombre de las clases y el de las funciones, se 
obtendrán a partir del método original escrito en C#. 




Una vez analizado e identificado el código variante, el siguiente paso consiste en 
generar la plantilla correspondiente a dicho fichero. Para ello, se ha utilizado un 
generador de plantillas llamado StringTemplate, en concreto la versión 4 de 
StringTemplate.  
 
A continuación se puede ver un fragmento de la plantilla resultante: 
 
 
public class <className> extends CordovaPlugin{ 
 
static{ 
    System.loadLibrary("<methodName>"); 
} … 
 
Listado. 5.2 Ejemplo generación plantillas utilizando StringTemplate4 
 
 
Como se puede observar, todas las partes variantes del código se han sustituido 
por una etiqueta escrita entre los siguientes delimitadores: < >. Éstos se pueden 
cambiar según las necesidades que se tengan. Por ejemplo en el fichero 
plugin.xml el delimitador es $ ya que, sino el generador de plantillas no 
reconocería los elementos que deben cambiarse. 
 
A estas etiquetas se les asignará un valor, en tiempo de ejecución, con la ayuda 
del método Add(), propio de la librería StringTemplate. Este método recibe dos 







De esta manera, una vez creadas todas las plantillas, el siguiente paso consiste 
en determinar, dado un ensamblado, todas las funciones para las que se desea 
generar un plugin. Para ello, Cordova Generator hace uso de dos características: 
los atributos y la reflexión. 
 
 
5.2.2. Atributos C# 
 
Cordova Generator necesita determinar, en tiempo de ejecución, todas las 
funciones para las que se necesita generar un plugin. Para ello, es necesario 
encontrar una manera de etiquetar dichas funciones, necesidad que se ve 
cubierta gracias a los atributos. Éstos permiten asociar metadatos, es decir 
información sobre los tipos definidos en un programa, con código ya sea 
ensamblados, tipos, métodos o propiedades. 
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Además de los atributos propios de C#, se pueden crear otros personalizados, 
necesarios en este caso para el correcto funcionamiento de la librería Cordova 
Generator. Como se puede ver en la siguiente imagen, el nombre del atributo 
personalizado es CordovaMethod y, como se ha mencionado, permitirá que la 







Se puede observar que, para la definición de un atributo, es importante que la 
clase derive de Attribute. Además, en este caso será un atributo que se 
aplicará sólo a métodos, característica indicada con la ayuda de la etiqueta 
AttributeUsage. 
 
Para utilizar el atributo personalizado, el usuario especificará el nombre de éste, 





public double add(double firstNum, double secondNum){ 
    return firstNum+secondNum; 
} 
 
Listado. 5.4 Utilización del atributo CordovaMethod 
 
Una vez hecha la asociación del atributo a una entidad del programa, éste se 
puede consultar en tiempo de ejecución mediante una técnica llamada reflexión. 
 
 
5.2.3. Reflexión C# 
 
Una vez marcadas las funciones con el atributo CordovaMethod, el siguiente 
paso consiste en poder acceder a dicha información en tiempo de ejecución. 
Para ello, Cordova Generator hace uso de una característica llamada reflexión. 
 
La reflexión es un proceso que permite conocer los métodos, propiedades, 
constructores y campos presentes en un ensamblado, módulo o tipo. 
[AttributeUsage (AttributeTargets.Method)] 
    public class CordovaMethodAttribute: Attribute 
    { 
        public CordovaMethodAttribute () 
        { 
        }  
    } 
Listado. 5.3 Generación del atributo CordovaMethod 




La librería Cordova Generator hace uso de la reflexión para solucionar varios 
problemas: 
 
• Para obtener las funciones marcadas con el atributo CordovaMethod, es 
decir, funciones de las que se desea generar un plugin Apache Cordova. 
 
• Para determinar el nombre de las funciones y los parámetros de entrada 
y salida de éstas, necesarios para poder generar los ficheros del plugin. 
 
De esta manera, a la hora de generar los ficheros de un plugin, Cordova 
Generator realizará las siguientes tareas: 
 
1. Cargar el ensamblado, ya sea un ejecutable (.exe) o una librería (.dll). 
 
2. Determinar, con la ayuda de la reflexión, todas las funciones marcadas 
con el atributo CordovaMethod. Es decir, todas las funciones de las que 
se desea generar un plugin. 
 
3. Para cada una de estas funciones, generar los ficheros cargando las 
plantillas y asignando los valores necesarios a todas las etiquetas 
definidas (información de dichas etiquetas también obtenida con la ayuda 
de la reflexión). 
 
4. Ejecutar el método Render(), que proporciona StringTemplate y que 
permite generar los ficheros del plugin a partir de las plantillas. 
 
5.  Guardar todos los ficheros generados en sus directorios 
correspondientes, añadiendo las librerías generadas por AlterNative. 
 
 
5.2.4. Tipos de datos complejos 
 
Con los pasos explicados en los apartados anteriores, Cordova Generator 
permite generar cualquier tipo de plugins que reciban y/o devuelva tipos de datos 
primitivos como enteros, cadenas de texto, etc. Pero, dado que en el desarrollo 
de cualquier aplicación móvil, es necesario el uso de objetos, e incluso de listas 
de objetos, es necesario realizar una serie de cambios para que, Cordova 
Generator sea capaz de generar plugins que hagan uso de este tipo de datos. 
 
Por esta razón, a continuación se explicarán todos los cambios que se han tenido 
que introducir en la librería para que permita generar plugins que consumen tipos 
de datos complejos. La explicación se hará desde el nivel más alto, es decir, la 
aplicación híbrida hasta llegar al nivel nativo C++.  
 
También es importante destacar que, el intercambio de datos entre los distintos 
niveles de la aplicación se hará siempre utilizando JSONs (acrónimo inglés de  
JavaScript Object Notation). La razón por la que se utiliza este formato de 
intercambio de datos, es por su facilidad de leer y escribir, por parte de los 
desarrolladores y también, por ser fácil de generar y analizar, por parte de las 
máquinas. 
Automatización de la creación de plugins    39 
Por ejemplo si se dispone de un objeto de tipo Vector, que tiene dos campos: 
x, y, de tipo entero;  la representación JSON de un objeto de este tipo de datos 




 "x" : 10, 
 "y" : 5 
} 
 
Listado. 5.5 Formato JSON de un objeto Vector 
 
Como se puede observar, es muy fácil y rápido de identificar tanto los campos, 
como sus valores. 
 
 
5.2.4.1. Cambios aplicación híbrida 
 
En el lado híbrido, no será necesario realizar ningún cambio en el código pero, 
es importante tener presente que, siempre que se quiera compartir, ya sea una 
lista de tipos de datos primitivos o un objeto, estos datos se enviarán al plugin en 
formato JSON. Para ello JavaScript cuenta con dos funciones que permiten 
convertir un objeto a un JSON y viceversa. 
 
Por otro lado, dado que JavaScript es un lenguaje no tipado, será muy importante 
que el desarrollador se encargue de generar los objetos, tal como los necesita 
recibir el plugin. 
 
 
5.2.4.2. Cambios en las clases Java de Android 
 
A nivel nativo, en este caso Android, la serialización y deserialización de objetos 
Java a JSON no es tan directa como en el caso de JavaScript. Para empezar, 
será necesario definir una clase que describa cada uno de los objetos que se 
utilizarán en la aplicación móvil. Por lo tanto, Cordova Generator tendrá que 
detectar y crear todas las clases que el plugin necesite. 
 
Por otro lado, la serialización/deserialización de objetos se tendrá que hacer 
utilizando alguna librería de terceros ya que, Java no dispone de ninguna función 
que haga esta conversión. En este proyecto, se hará uso de la librería Gson, una 
biblioteca de código abierto que permite realizar las conversiones de objetos a 
JSON de una manera sencilla. 
 
Retomando el ejemplo anterior, la conversión de un JSON al objeto Vector se 
haría de la siguiente manera: 
 
Gson gson = new Gson(); 
Vector vector = gson.fromJson(jsonInString, Vector.class); 
 




Se puede observar, que el método fromJson(), necesita recibir por parámetro 
una cadena de texto, con el JSON y también, el tipo de datos que contiene dicha 
cadena. 
 
Al contrario, si se necesita convertir un objeto a una cadena de texto JSON, el 
método utilizado será el siguiente: 
 
Vector vector = new Vector(); 
Gson gson = new Gson(); 
String vectorJson = gson.toJson(vector); 
 
Como se puede ver, en este caso el método utilizado sólo recibe un parámetro, 
que se corresponde al objeto que se quiere convertir a JSON. 
 
 
5.2.4.3. Cambios Android NDK 
 
Descendiendo un peldaño más, el nivel de código nativo C/C++ es el que más 
se ha visto afectado por la utilización de objetos. La razón por la que se han 
tenido que hacer tantos cambios a este nivel, es porque el puente JNI es el que 
por un lado, se comunica con la aplicación Android y por otro, con la librería que 
genera AlterNative. Por lo tanto, todos los objetos intercambiados entre el nivel 
Java y la librería generada por AlterNative, han tenido que pasar por dos 
conversiones a nivel JNI: para enviar un objeto Java a AlterNative y para devolver 
un objeto AlterNative a Java. 
 
Por otro lado, hay que destacar que la implementación de objetos utilizada por 
el JNI no es trivial, siendo necesario definir una serie de variables sin las cuales 
el intercambio de objetos no sería posible.  
 
Como ejemplo, retomando el caso de la clase Vector, si se desea enviar un 
objeto de este tipo a la librería generada por AlterNative, será necesario definir 
el siguiente código: 
 
 
jclass vectorClass = env->GetObjectClass(vectorObject); 
 
jfieldID xID = env->GetFieldID(vectorClass, "x", "I"); 
jfieldID yID = env->GetFieldID(vectorClass, "y", "I"); 
 
jint x = env->GetIntField(vectorObject, xId); 
jint y = env->GetIntField(vectorObject, yId); 
 
Vector *vector = new Vector(x, y); 
 
Listado. 5.6 Leer objetos enviados por Java al JNI 
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El primer paso consiste en obtener la clase del objeto que recibe por parámetro 
el método JNI, en este caso, la clase de vectorObject.  
 
Una vez encontrada, será necesario obtener la información de cada uno de los 
campos que ésta contiene. Para ello, será necesario utilizar el método 
GetFieldID, que recibe por parámetro: la clase, el nombre de la variable y el 
tipo de ésta. 
 
Cuando ya se han identifican todos los campos, en este caso x e y, el JNI puede 
obtener el valor de éstos con la ayuda del método GetFieldID. Éste recibe por 
parámetro el objeto y el identificador del campo que se quiere consultar. 
 
Por último, una vez obtenidos todos los valores, se crea un nuevo objeto de tipo 
Vector que recibirá AlterNative. Aun coincidiendo los nombres, hay que destacar 
que no es el objeto Vector de Java sino el objeto Vector C++, definido por 
AlterNative. 
 
Si por el contrario, se desea enviar un objeto AlterNative a Java, el código 
necesario sería el siguiente: 
 
 
jclass vectorClass= env->FindClass(“maths/Vector”); 
jmethodID constructor = env->GetMethodID(vectorClass, 
"<init>", "(II)V"); 
return env->NewObject(vectorClass, constructor, vector->x, 
vector->y); 
 
Listado. 5.7 Devolver objetos desde JNI a Java 
 
Se puede observar que, el primer paso consiste en buscar la clase del objeto 
que se desea devolver. Para ello, será necesario utilizar el método FindClass, 
pasándole por parámetro el nombre completo de la clase Java. 
 
Una vez encontrada la clase, será necesario definir el constructor del objeto de 
tipo Vector definido por Java. Como en el caso anterior, se utilizará el método 
GetMethodID, pasando por parámetro: la clase, el nombre del método y las 
variables que éste recibe por parámetro, así como el tipo de datos que éste 
devuelve. 
 
Por último, se define el método NewObject, pasándole por parámetro la clase, el 
constructor y los campos del objeto Vector, devuelto por AlterNative. 
 
Como ya se ha mencionado, se puede observar que el intercambio de objetos 
entre la clase Java y el nivel nativo C++ no es directo, ni siquiera para un caso 
tan simple, en el que se cuenta con un objeto que tiene dos enteros. Por lo tanto, 
si se necesita trabajar con objetos más complejos, e incluso con listas de objetos, 
el código necesario será cada vez más complejo. 
 




Por estas razones, el uso de Cordova Generator supondría una disminución en 
el trabajo realizado por los desarrolladores, ya que, esta herramienta sería la 
encargada de generar todas las líneas de código, necesarias para intercambiar 
objetos entre la clase Java y la librería generada por AlterNative. Para ello, ha 
sido necesario definir los casos anteriores en la plantilla que genera el puente 
JNI. De esta manera, se ha conseguido que Cordova Generator genere plugins 




5.2.4.4. Cambios Cordova Generator 
 
Para poder generar plugins que intercambian objetos, no sólo ha sido necesario 
realizar cambios en las diferentes plantillas que los generan sino que, la librería 
Cordova Generator también se ha visto afectada. 
 
Además de necesitar recolectar información sobre las diferentes clases, así 
como de sus campos, ha sido necesario definir un nuevo atributo llamado 
CordovaField. Éste se ha añadido para poder determinar qué campos de un 
objeto formarán parte de la nueva clase Java, que generará Cordova Generator 
y que será necesaria para el correcto funcionamiento del plugin. De esta, manera 
se consiguen evitar llamadas innecesarias en el puente JNI ya que, como se ha 
visto en el apartado anterior, para poder intercambiar objetos entre la clase Java 
y el puente JNI, éste necesita obtener información de cada uno de los campos 
presentes en dicha clase. 
 
Como ejemplo, si se dispone de un objeto con cuatro campos del que sólo 
interesa pasar información de dos, el desarrollador sólo añadirá el atributo 
CordovaField a éstos dos campos necesarios. Como resultado, el objeto que 
se intercambiarán la clase Java y el puente JNI, sólo tendrá dos campos. 
 
 
5.3. Integración de una aplicación híbrida con Cordova 
Generator y AlterNative 
 
Como se ha mencionado a lo largo de este capítulo, la librería Cordova 
Generator se encargará de generar todos los ficheros que componen un plugin 
Apache Cordova. Para ello, también es necesario el uso de otra herramienta, 
llamada AlterNative. Ésta generará una librería, que contendrá toda la lógica de 
las funciones definidas en la clase .NET. ¿Pero, cuáles son los aspectos que hay 
que tener en cuenta, para que estos plugin funcionen tanto en un móvil Android, 
como en un dispositivo iOS? 
 
 
5.3.1. Dispositivos Android 
 
En el caso de dispositivos Android, el desarrollador no tendrá que realizar 
ningunos cambio en la aplicación híbrida. Por lo tanto, será suficiente con añadir 
el plugin generado por Cordova Generator al proyecto Ionic y cuando sea 
necesario, llamar a las funciones que éste contiene. 
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La razón por la que la implementación de los plugins es directa, es porque el 
propio Cordova Generator se encarga de definir todas las librerías que el plugin 
necesita. Dicha información se define en el fichero Android.mk. Por lo tanto, al 
ser uno de los ficheros que componen plugin, Cordova Generator lo creará a la 
hora de generarlo. En este fichero, no sólo se tendrá que añadir información 
sobre la librería que genera AlterNative, sino también, referenciar todas las 
librerías que ésta necesita para su funcionamiento. De esta manera se tendrá 
que añadir: la librería propia de AlterNative, la Boost y la Boehm-Demers-Weiser 
GC, todas estas generadas para la arquitectura adecuada, es decir, armeabi. 
 
 
5.3.2. Dispositivos iOS 
 
A diferencia del caso anterior, para que un plugin generado por Cordova 
Generator funcione en dispositivos iOS, el desarrollador tendrá que encargarse 
de añadir las referencias de las librerías al proyecto Xcode, generado por Ionic.  
 
Por lo tanto, tal como se indica en la siguiente imagen, una vez abierto el 
proyecto con Xcode, en la pestaña General se añaden las referencias de: la 






Fig. 5.5 Añadir librerías estáticas a una aplicación iOS 
 
Además, también será necesario añadir la referencia de los headers de la librería 
System.a, de AlterNative, y de la boost.a. De esta manera, en la pestaña Build 
Settings, en la opción Header Search Paths, se añadirá la referencia a dichos 
headers. 
 
Cabe destacar que, estos plugins sólo se han probado en el simulador de iOS, 
pero los pasos a seguir para poder probarlo en un dispositivo iOS, serían 





Dado que un plugin Apache Cordova está compuesto siempre por el mismo 
conjunto de ficheros y para facilitar la generación de éstos, en este capítulo se 




ha propuesto una solución que los permite generar de forma automática. Estos 
plugins funcionarán tanto en dispositivos Android como iOS. 
 
Para poder generarlos, se ha necesitado utilizar dos herramientas. La primera, 
llamada AlterNative y desarrollada por Alex Albalá y Juan López, permite traducir 
código de alto nivel, C#, a código nativo C++. La segunda librería, llamada 
Cordova Generator, se ha desarrollado con el propósito de automatizar la 
creación de todos los ficheros que componen un plugin Apache Cordova, así 
como, generar todos los puentes necesarios para acceder al código nativo C++, 
generado por AlterNative. 
 
De esta manera, dada una librería .NET, Cordova Generator se encarga de 
generar plugins para cada una de las funciones presentes en el código de 
entrada y que estén etiquetadas con el atributo CordovaMethod. Para obtener 
estas funciones, así como información sobre éstas, Cordova Generator utiliza de 
la reflexión. Por otro lado, para generar los ficheros, se necesita disponer de 
unas plantillas, en este caso creadas con StringTemplate, que serán la base de 
creación de estos ficheros. 
 
Una vez generados todos los ficheros y añadidas todas las librerías, los nuevo 
plugins se pueden añadir a las aplicaciones híbridas, permitiendo de esta 
manera, llamar a las funciones presentes en éstos, siempre que la aplicación lo 
requiera. 
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 EJEMPLOS Y PRUEBAS DE 
RENDIMIENTO 
 
A lo largo de los capítulos anteriores, se han ido explicado, tanto la creación de 
aplicaciones híbridas, como la implementación de plugins, así como su 
integración con este tipo de aplicaciones. Además, se ha propuesto una manera 
automática de generarlos. Pero, como se ha podido observar, la explicación se 
ha ido haciendo por bloques, sin llegar a explicar un ejemplo que conectase 
todas estas piezas.  
 
Por lo tanto, en este capítulo se realizará el recorrido completo, desde la creación 
de una aplicación híbrida, hasta su integración con un plugin Apache Cordova, 
generado por Cordova Generator. Además, en este mismo capítulo se hará un 
estudio del rendimiento de este tipo de aplicaciones. 
 
 
6.1. Ejemplo aplicación híbrida con plugins generados por 
Cordova Generator 
 
El ejemplo utilizado será el de la calculadora, explicando los pasos seguidos así 
como las funciones más interesantes e importantes que la componen. 
 
1. Los primeros pasos consisten en la creación de un nuevo proyecto Ionic 
y de su configuración. De esta manera, primero se crea el proyecto tal como se 





 Fig. 6.1 Creación de una aplicación Ionic 




2. Una vez creado y abierto el proyecto, en este caso con WebStorm, se 







3. Ya hechas todas las configuraciones, el siguiente paso consiste en 
generar las vistas de la calculadora. Para ello, en el fichero index.html se 
añadirán todos los componentes necesarios. A continuación se puede ver una 




    <div class="item"> 
        <div class="item custom-item">{{selectedVal}}</div> 
        <div class="item custom-item-result">{{res}} 
        </div> 
    </div> 
    <div class="div custom-div"> 
        <div class="row custom-row"> 
            <div class="col col-25"> 
                <button class="button button-blue" ng-
click="selectedValue(7)">7 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(4)">4 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(1)">1 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue('.')">. 
                </button> 
            </div> 
       </div>... 
 
   </div> 
</ion-content> 
</body> 
Listado. 6.1 Fichero index.html en el que se define la vista de la aplicación 
Fig. 6.2 Añadir nuevas plataformas a una aplicación Ionic 
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Analizando este fichero, se pueden observar diferentes características propias 
de AngularJS: la definición del ng-app y el ng-controller, la utilización de 
dobles corchetes, indicando que a la hora de cargar la aplicación los campos 
podrán tomar diferentes valores (conocido como data-binding y explicado en el 
Capítulo 2) y la definición de ng-click, que permite asociar eventos a los 
diferentes botones de la calculadora. 
 
4. Una vez definidos los elementos visuales, el siguiente paso consistirá en 
definir la lógica de los botones. Como será una aplicación que realizará todos los 
cálculos matemáticos a través de un plugin, en este paso será necesario crearlo 
y para ello, se utilizara Cordova Generator. Por lo tanto, el primer paso consistirá 
en crear todas las funciones de las cuales se desea generar el plugin. Como 
ejemplo, a continuación se puede ver el formato que tendrá la función, encargada 




public bool Prime (int num) 
{ 
   bool isPrime = true; 
   for (int i = 2; i < (int) num/2; i = i + 2) { 
       if (num % i == 0) { 
           isPrime = false; 
           break; 
       } 
   } 
   return isPrime; 
 }  
 
Listado. 6.2 Ejemplo creación de una función C# para Cordova Generator 
 
Para que Cordova Generator incluya esta función en el nuevo plugin, será 
imprescindible añadir el atributo CordovaMethod. 
 
5. Después de definir todas las funciones necesarias y una vez creada la 
librería .dll, desde la línea de comandos se configura AlterNative y se añade la 
variable de entorno CORDOVA_GEN, que apunta a la carpeta bin de Cordova 
Generator. Por otro lado, dentro de la carpeta en la que se encuentra la librería 
C#, se tendrá que añadir la de Cordova Generator (llamada 
CordovaGenerator.dll). Una vez realizadas las configuraciones anteriores, se 




Fig. 6.3 Ejecución de Cordova Generator 




Como se puede ver, se tiene que indicar la carpeta en la que se encuentra el 
fichero .dll, previamente creado. Una vez ejecutado el comando, primero se 
crearán las librerías C++, con la ayuda de AlterNative. Una vez generadas, 





Fig. 6.4 Mensajes generador por Cordova Generator 
 
 
Cuando finalice la ejecución, en el interior de la carpeta, indicada a la hora de 





La carpeta CordovaGen, contiene el plugin mientras que la carpeta cpp, contiene 
las traducciones hechas por AlterNative. 
 
6. Una vez generado el plugin, éste se puede añadir a la aplicación híbrida 





Fig. 6.6 Añadir el plugin creado por Cordova Generator 
 
 
7. En este punto, ya se dispone tanto de la vista como del plugin, por lo tanto, 
el siguiente paso consistirá en hacer las llamadas a las funciones de éste. Para 
ello, en la carpeta js es necesario crear un nuevo fichero llamado 
controllers.js. Este contendrá la lógica de la aplicación híbrida así como, 
Fig. 6.5 Directorios creados por Cordova Generator 
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todas las llamadas a las funciones que se comunican con el plugin Apache 
Cordova.  
 
En este caso, la función que se definirá en el controlador será la encargada de 
determinar si un número es primo. Para ello, primero se tendrá que conocer el 




NativeOperations.prime = function (num, ok, error) { 
    var errorCallback = error || genericErrorCallback; 
    exec(ok, errorCallback, "NativeOperations", "prime", [num]) 
}; 
Listado. 6.3 Función encargada de comunicarse con la plataforma nativa 
 
Como se puede observar, el nombre de la función es NativeOperatios.prime 
y para su correcto funcionamiento, será necesario pasarle por parámetro un 
número, una función de éxito y otra si se produce un error. 
 
Una vez conocido el nombre de la función, se puede definir la lógica del botón 
que determina si un número es primo. Para ello, en el controlador se define una 
función $scope.prime que, una vez presionado el botón, llama a la función del 
plugin. Cuando ésta devuelve la respuesta, ésta se muestra en el campo 
reservado para el resultado de la calculadora. 
 
 
$scope.prime = function () { 
    NativeOperations.prime(firstVal,function(res){ 
        firstVal=""; 
        $scope.$apply(function () { 
            if(res =="false") { 
                $scope.res = "It's not prime"; 
            } else { 
                $scope.res = "It's prime"; 
            } 
        }); 





8. Por último, se puede comprobar el correcto funcionamiento de la 
aplicación, ejecutándola en un dispositivo móvil, un emulador o un simulador, en 
caso de iOS. De esta manera, el resultado obtenido es el siguiente: 
 
 








6.2. Pruebas de rendimiento 
 
Como se ha mencionado a lo largo del trabajo, una desventaja de las 
aplicaciones híbridas es su rendimiento inferior, si se compara con el de una 
aplicación nativa. Este problema se puede ver resuelto creando plugins Apache 
Cordova, que se comunican con código escrito en C++. Siendo esta solución la 
que se ha desarrollado en este proyecto. De esta manera, una vez hecho el 
desarrollo de Cordova Generator y comprobado su correcto funcionamiento, a 
través de diferentes ejemplos, en este apartado se analizará si el rendimiento de 
una aplicación híbrida se ve incrementado utilizando este tipo de plugins. 
 
Para hacer este análisis, se han desarrollado dos aplicaciones con diferentes 
cargas computacionales. La primera es una calculadora mientras que, la 
segunda es una aplicación de trazado de rayos. En los dos casos, se ha 
comparado el rendimiento de una versión totalmente híbrida y otra, en la que 
todos los cálculos están implementados con plugins Apache Cordova, generados 
por Cordova Generator. 
 
 
6.2.1. Análisis rendimiento calculadora 
 
Dado que las funciones básicas de una calculadora no consumen muchos 
recursos para devolver los resultados, se han tenido que implementar otras que 
Fig. 6.7 Capturas pantalla calculadora híbrida 
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hiciesen un mayor uso de la CPU del dispositivo. De esta manera, se han creado 
una función que determina si un número introducido es primo y otra, que calcula 
el factorial de un número dado.  
 
El primer análisis de rendimiento consiste en calcular el factorial de números de 
diferentes longitudes. Para obtener una aproximación más exacta del tiempo, se 
ha calculado el factorial del mismo número un total de diez veces y se ha 
calculado la media de los números obtenidos. 
 
Tabla 6.1 Valores obtenidos del rendimiento de la función factorial 
 
Valor Versión híbrida (ms) Versión híbrida con plugins (ms) 
1.500 2,6858 3,6534 
150.000 34,24945 18,2674 
1.500.000 224,2134 108,4479 
150.000.000 27250,181 6842,7958 
1.500.000.000 411635,07 68364,2819 
 
 
Como se puede observar, el cálculo de los números factoriales se ha empezado 
a partir de un número de cuatro dígitos, ya que, para valores inferiores los 
tiempos de cómputo son muy bajos y por lo tanto, la diferencia de tiempo entre 
las dos aplicaciones también. Aun así, se puede ver que para el caso del cálculo 
del factorial de 1500, la aplicación híbrida ha obtenido mejores tiempos que la 
que está implementada con plugins. Esto se debe a que, los puentes entre la 
aplicación híbrida, la plataforma nativa y la librería generada por AlterNative, 
consumen una parte del tiempo. Por lo tanto, en casos en los que los tiempos de 
cálculo son más bajos que los tiempos de acceder al lenguaje nativo, es más 
óptimo el uso de una aplicación totalmente híbrida. 
 
En cambio, se puede observar que conforme el número tiene más dígitos, la 
aplicación en la que se han implementado las funciones en código nativo C++, 
tarda menos en realizar los cálculos. Para números entre seis y nueve dígitos, 
los plugins mejoran el rendimiento entre un 50% y un 75%. En cambio para el 
caso de un número de diez dígitos, la mejora de rendimiento es de un 83%, 
permitiendo bajar el tiempo de cálculo de 6 minutos a 1 minuto 
aproximadamente. 
 
En la siguiente gráfica se pueden ver los datos obtenidos. Como se ha 
mencionado, conforme va creciendo el número, la aplicación con plugins tiene 
un rendimiento superior al de la aplicación totalmente híbrida. Además, la 










Fig. 6.8 Análisis rendimiento función factorial 
 
 
El segundo caso analizado consiste en determinar si un valor introducido es 
primo o no. Como en el caso anterior, las pruebas se han realizado hasta un total 








Se puede observar, que en este caso, la aplicación híbrida tiene un rendimiento 
superior incluso cuando se está trabajando con números de 12 dígitos. Como en 
el caso anterior, esto se debe a que la aplicación híbrida con plugins, emplea 
una parte del tiempo en realizar los saltos desde la plataforma híbrida, hasta el 
lenguaje nativo. Pero, con números de 16 dígitos, este tiempo deja de ser 











































Valor Versión híbrida 
(ms) 
Versión híbrida con 
plugins (ms) 
100.003 1,0269 4,1544 
1.000.003 1,3954 14,9730 
21.335.779 3,5008 178,3109 
2.113.733.797 36,5239 12032,2214 
100.123.456.789 260,8914 12208,4705 
1.510.553.619.999.637 38859,5275 12047,4924 
10.093.100.991.010.310.111 - 12106,4815 
Ejemplos y pruebas de rendimiento    53 
 
 
Fig. 6.9 Análisis del rendimiento de la función de cálculo de número primos 
 
Como se puede observar, en el caso de la aplicación con plugins Apache 
Cordova, el tiempo de cálculo para números entre 10 y 20 dígitos se mantiene 
estable. No se puede decir lo mismo de la aplicación totalmente híbrida, ya que 
va necesitando cada vez más tiempo para ejecutar la función. El rendimiento es 
tan bajo para números de 20 dígitos, que no se ha podido determinar el tiempo 
necesitado ya que, pasados 15 minutos de su ejecución la aplicación aún no 
había devuelto ningún resultado. 
 
A partir de los resultados anteriores, se puede observar que gracias a la 
utilización de plugins Apache Cordova, se consigue aumentar el rendimiento de 
las aplicaciones híbridas, incluso en casos en los cuales una aplicación 




6.2.2. Análisis de rendimiento trazado de rayos 
 
Como se ha visto en el apartado anterior, para poder hacer una comparación 
entre el rendimiento de una aplicación totalmente híbrida y una del mismo tipo, 
que funciona con plugins, es necesario buscar funciones que hagan un gran uso 
de la CPU del móvil. Para ello, se ha desarrollado una aplicación de trazado de 













































Fig. 6.10 Funcionamiento trazado de rayos 




Como se puede observar en la imagen anterior, se dispone de una escena que 
esta formada por un plano, un conjunto de objetos y una o varias luces. Por otro 
lado, se dispone de una cámara que representa el punto de vista. De esta 
manera, desde la posición de observación, se empieza a trazar un rayo por cada 
uno de los puntos de observación. Si en el camino de éste se encuentra un 
objeto, se calculará el reflejo y la sobra de éste. 
 
El uso de este algoritmo permite determinar las sombras y las reflexiones de una 
escena, compuesta por un plano y un conjunto de objetos y luces. De esta 
manera, se consigue dar profundidad a una imagen totalmente plana, 
consiguiendo aportarle más realismo. Como ejemplo, en la siguientes figuras se 
puede observar la misma escena, antes y después del aplicar el trazado de 
rayos. Se puede observar, que las dos imágenes se han creado con la aplicación 





Como se puede observar, la imagen a la que se le ha aplicado el raytracing es 
más realista que la original. 
 
Para las pruebas de rendimiento de esta aplicación, se ha analizado sólo el 
tiempo que ésta emplea en el cálculo de cada uno de los píxeles de la nueva 
imagen. Por lo tanto, los tiempos que la aplicación tarda en pintar estos puntos. 
no se han tenido en cuenta. Además, como en los casos anteriores, se ha 
analizado el rendimiento para diferentes medidas de la escena y tomando las 
medidas varias veces. De esta manera, los resultados obtenidos son lo 
siguientes: 
Fig. 6.11 Imágenes antes y después del raytracing 
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Tabla 6.3 Valores rendimiento raytracing 
 
Medida de la imagen Versión híbrida (ms) 
Versión híbrida con 
plugins (ms) 
25x25 110,3914 323,3364 
100x100 1127,5909 4781,54296 
300x300 9305,4544 63209,4635 
600x600 38221,8515 222798,058 
900x900 83739,7724 - 
 
 
Analizando los datos anteriores, se puede observar que los valores no son los 
esperados. En este caso, para todas las medidas de imagen probadas, la 
aplicación híbrida ofrece un rendimiento superior, al que ofrece la aplicación 
implementada con plugins Apache Cordova. Su rendimiento es tan bajo, que en 
el caso de una imagen de 900x900 píxeles, no se ha podido determinar el tiempo 
que ésta necesita, ya que, pasados 25 minutos la aplicación no había acabado 





Fig. 6.12 Comparación del rendimiento del trazado de rayos 
 
¿Pero, a qué se deben estos resultados? En un primer instante se puede pensar 
que, dada la complejidad de trabajar con objetos, en el nivel del JNI, la aplicación 
utiliza gran parte del tiempo en realizar la conversión de objetos. Por estar razón, 
se ha hecho otra prueba, midiendo el tiempo que se tarda en hacer esta 
conversión. Pero, a pesar de lo supuesto, el tiempo necesitado por el JNI para la 
conversión de los diferentes objetos, se puede considerar superfluo, si se 
compara con el tiempo total empleado por el plugin.  
 
Por lo tanto, el siguiente paso ha consistido en analizar el tiempo que la librería 
generada por AlterNative, tarda en ejecutarse. De esta manera, se ha visto que 












































prácticamente todo el tiempo que el plugin tarda en devolver la respuesta a la 
plataforma híbrida. 
 
Analizando los valores obtenidos con la ayuda del Profiler Manager, se ha podido 
determinar que la implantación de objetos en AlterNative no acaba de ser óptima. 
En las siguientes imágenes se puede observar que, una tercera parte del tiempo 










En casos en los que el código traducido no hace un gran uso de objetos, este 
problema no afecta al rendimiento de la aplicación. Pero en este caso, se 
necesitan crear objetos en cada una de las iteraciones, por lo tanto el volumen 
de objetos es elevado. 
 
De esta manera, si se resolviesen estos problemas, el tiempo de ejecución del 
plugin bajaría considerablemente, consiguiendo que la aplicación híbrida con 





En los capítulos anteriores se han explicado todos los bloques de la creación de 
una aplicación híbrida con plugins Apache Cordova, de manera totalmente 
independiente. Por esta razón, en este capítulo se ha hecho un recorrido 
completo, desde la creación de una aplicación híbrida, hasta la implementación 
de plugins con la ayuda de Cordova Generator y AlterNative.  
Fig. 6.13 Tiempo utilizado para la creación de nuevos objetos 
Fig. 6.14 Tiempo utilizado para la destrucción de los objetos 
Ejemplos y pruebas de rendimiento    57 
Además, en este mismo capítulo se ha hecho un análisis del rendimiento de este 
tipo de aplicaciones. Para ello, se han analizado dos aplicaciones con cargas 
computacionales muy diferentes. De esta manera, se ha visto que, para el caso 
de la calculadora, tanto el cálculo de números primos, como el de factoriales, la 
aplicación con plugins, ha obtenido un rendimiento superior, cuando los valores 
introducidos eran muy grandes.  También se ha visto, que para casos en los que 
los valores introducidos son pequeños, el rendimiento es superior en la 
aplicación totalmente híbrida. Esto se debe a que el plugin emplea una parte del 
tiempo en realizar los saltos desde la aplicación híbrida hasta el código nativo 
C++. Por lo tanto, siempre que la aplicación necesite realizar una gran cantidad 
de cálculos, la versión híbrida con plugins obtiene un rendimiento superior que 
la totalmente híbrida. 
 
El segundo ejemplo analizado ha sido el de una aplicación de trazado de rayos. 
En este caso, a sorpresa de lo que se esperaba conseguir, el rendimiento de la 
aplicación híbrida ha sido superior para todos los valores probados. Pero, estos 
resultados no se deben a la utilización de plugins, sino en la manera en la que 
AlterNative trabaja con objetos. Por lo tanto, si se resolviesen los problemas de 
este software, la aplicación hibrida con plugins, obtendría un rendimiento 
superior al de la totalmente híbrida. 







7.1. Conclusiones del proyecto 
 
El propósito de este proyecto ha consistido en el desarrollo de un software, 
llamado Cordova Generator, encargado de generar de manera automática 
plugins Apache Cordova, utilizados por las aplicaciones móviles híbridas. Con la 
ayuda de AlterNative, estos plugins, están implementados de tal manera que se 
comunican con librerías escritas en lenguaje nativo C++, que permiten mejorar 
el rendimiento de las aplicaciones híbridas. 
 
Pero, para el desarrollo de este software, ha sido necesario definir una serie de 
objetivos que marcasen el avance del proyecto. De esta manera, el primer paso 
ha consistido en analizar las diferentes tecnologías presentes en el mercado para 
el desarrollo de aplicaciones híbridas. Este análisis se puede encontrar en el 
Capítulo 2, en el que se ha determinado, que la mejor tecnología para el 
desarrollo de la vista de las aplicaciones híbridas es Ionic. La razón por la que 
se ha escogido esta tecnología, es porque hace uso de AngularJS, que permite 
crear aplicaciones rápidas y robustas. Y que además, cuenta con elementos 
visuales inspirados en las diferentes plataformas móviles, permitiendo de esta 
manera, crear aplicaciones que se asemejan visualmente a una aplicación 
nativa. 
 
Una vez determinada la tecnología utilizada para la creación de las vistas de las 
aplicaciones híbridas, ha sido necesario determinar de qué manera ésta 
accedería al hardware del móvil. Como se ha podido leer en el Capítulo 3, el 
estándar de facto para acceder a los elementos propios del móvil consiste en el 
uso de Apache Cordova. Solución, por lo tanto, utilizada en este proyecto. 
 
Por otro lado, para su funcionamiento, Cordova Generator necesita trabajar en 
conjunto con AlterNative, software encargado de generar las librerías de código 
nativo C++. Por lo tanto, el siguiente paso ha consistido en crear los puentes 
encargados de establecer la comunicación entre la aplicación híbrida y las 
librerías generadas por AlterNative. 
 
De esta manera, una vez determinadas todas las piezas necesarias para la 
creación de plugins con librerías C++, la siguiente fase del proyecto ha consistido 
en el desarrollo del software que automatizase la generación de plugins. Este 
proceso se ha explicado de manera detenida en el Capítulo 4. 
 
Una vez alcanzados los cuatro objetivos anteriores, el último paso ha consistido 
en conectar las diferentes partes del proyecto, con el objetivo de desarrollar 
aplicaciones híbridas con plugins Apache Cordova, generados de forma 
automática. De esta manera, se han desarrollado dos aplicaciones con cargas 
computacionales diferentes. La primera, una calculadora y la segunda, una 
aplicación de trazado de rayos. Estas aplicaciones se han desarrollado tanto 
para comprobar el funcionamiento de Cordova Generator, como para analizar el 
rendimiento de éstas. 
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Con el fin de analizar el rendimiento, se han probado las dos aplicaciones para 
diferentes valores introducidos, además de repetir las pruebas hasta un total de 
diez veces, por cada valor diferente. De esta manera, en el caso de la 
calculadora, se ha comprobado que siempre y cuando se necesite trabajar con 
número elevados, la aplicación híbrida con plugins, tiene un rendimiento superior 
al de la totalmente híbrida. En cambio, si se trabaja con valores bajos, el paso a 
la plataforma nativa es demasiado costoso en términos de tiempo, presentando 
un rendimiento superior la aplicación totalmente híbrida. 
 
En el caso de la segunda aplicación analizada, los resultados no han sido los 
esperados ya que, para todos los valores comprobados, la aplicación totalmente 
híbrida ha presentado un rendimiento superior a la implementada con plugins. 
Analizadas las posibles razones por las que podría suceder lo anterior, se ha 
descubierto que la implementación que hace AlterNative de los objetos no es 
óptima. Por lo tanto, no es un problema de Cordova Generator sino de la 
generación de las librerías nativas C++. Dichos problemas se han informado a 
los desarrolladores de AlterNative, para tratar de solucionarlos en versiones 
futuras del software. 
 
 
7.2. Conclusiones personales 
 
Gracias al desarrollo de este trabajo, he adquirido tanto conocimientos sobre 
nuevas tecnologías como también, me ha permitido mejorar la manera de 
organizarme a la hora de desarrollar una nueva aplicación.  
 
De esta manera, he profundizado más en lenguajes de programación ya 
conocidos, como C# y JavaScript, pero también he visto otros nuevos como C++. 
Por otro lado, gracias a este proyecto he podido conocer un nuevo bloque de 
Android, el Android NDK. Éste me ha permitido aprender conceptos totalmente 
nuevos, ampliando de esta manera mis conocimientos anteriores.  
 
Por otro lado, ha sido muy importante realizar las diferentes partes del proyecto 
paso por paso, avanzando en muchas ocasiones, muy poco a poco. Gracias a 
ello, he aprendido a organizarme mejor y también que en ocasiones un pequeño 
avance puede suponer una pieza muy importante en el resultado final.  
 
Por estas razones, este proyecto ha sido enriquecedor tanto desde el punto de 
vista tecnológico, como en aspectos relacionados con la gestión de proyectos. 
 
 
7.3. Trabajos futuros 
 
Una vez realizado este proyecto, se pueden destacar una serie de trabajos 
futuros que mejoren, tanto el funcionamiento de Cordova Generator, como el de 
AlterNative: 
 
• Cordova Generator: A lo largo de este documento, se ha podido ver que el 
proyecto se ha centrado principalmente en dispositivos Android. Se ha 
conseguido desarrollar plugins que utilicen tipos básicos de datos también 




para sistemas iOS, pero éstos, sólo se han podido probar en un simulador. 
Por otro lado, por falta de conocimientos de Objective-C, no se ha 
contemplado el caso de plugins que intercambien objetos. Por lo tanto, un 
ampliación del trabajo, consistiría en acabar de generar todas la piezas 
restantes, para generar plugins que permitan el uso de objetos en sistemas 
iOS.		
 
• AlterNative: En el caso de este software, se han encontrado dos mejoras a 
añadir en futuras versiones. La primera, tiene que ver con mejorar la 
implementación que AlterNative hace de los objetos, ya que, como se ha 
visto en el capítulo de análisis de rendimiento, ésta no es muy óptima. Por 
otro lado, a la hora de generar las plantillas de los plugins, para que éstos 
funcionasen con listas de tipos básicos de datos o de objetos, se ha visto 
que, AlterNative no tiene del todo resuelto este caso. Estas mejoras ya han 
sido reportadas a los desarrolladores del software, para que de esta manera, 
se puedan añadir en versiones futuras de la herramienta.	
 
 
7.4. Impacto ambiental 
 
Por último, es importante analizar el impacto ambiental de este proyecto. Dado 
que se centra en el desarrollo de software, este proyecto no tiene un impacto 
ambiental directo. Pero, como el propósito del software es generar plugins de 
manera automática, este hecho permite reducir el tiempo que un desarrollador 
necesita para generarlos. Además, estos plugins están pensados para que se 
puedan ejecutar tanto en dispositivos Android e iOS. Por lo tanto, el uso de 
Cordova Generator permite, no solo ahorrar tiempo, sino también energía. 
 
Por otro lado, estos plugins se comunican con librerías escritas en código nativo 
C++. De esta manera, se mejora el rendimiento de las aplicaciones, 
consiguiendo reducir el tiempo de ejecución, y por lo tanto, ahorrar batería de   
los dispositivos móviles. Este hecho se puede comprobar en la información de 











En las imágenes anteriores se puede ver que, para aproximadamente el mismo 
intervalo de tiempo, el uso de batería de la aplicación totalmente híbrida, es el 
doble que el de la que funciona con plugins. 
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 FICHEROS CALCULADORA HÍBRIDA CON PLUGINS 
APACHE CORDOVA GENERADOS POR CORDOVA 
GENERATOR 
 
En las siguientes páginas se incluirán todos los ficheros íntegros, que componen 
la calculadora híbrida explicada en este proyecto, así como los ficheros 




A.1. Aplicación híbrida 
 





    <meta charset="utf-8"> 
    <meta name="viewport" content="initial-scale=1, maximum-scale=1, 
user-scalable=no, width=device-width"> 
    <meta http-equiv="Content-Security-Policy" 
          content="default-src 'self' data: gap: 
https://ssl.gstatic.com; style-src 'self' 'unsafe-inline'; media-src 
*"> 
    <title></title> 
 
    <link href="lib/ionic/css/ionic.css" rel="stylesheet"> 
    <link href="css/style.css" rel="stylesheet"> 
 
    <script src="lib/ionic/js/ionic.bundle.js"></script> 
    <script src="cordova.js"></script> 
    <script src="js/app.js"></script> 





<ion-content ng-controller="CalcCtrl" ng-init="isAdvanced=false"> 
 
    <div class="item"> 
        <div class="item custom-item">{{selectedVal}}</div> 
        <div class="item custom-item-result">{{res}} 
        </div> 
    </div> 
    <div class="div custom-div"> 
        <div class="row custom-row"> 
            <div class="col col-25"> 
                <button class="button button-blue" ng-
click="selectedValue(7)">7 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(4)">4 
                </button> 




                </button> 
                <button class="button button-blue" ng-
click="selectedValue('.')">. 
                </button> 
            </div> 
            <div class="col col-25"> 
                <button class="button button-blue" ng-
click="selectedValue(8)">8</button> 
                <button class="button button-blue" ng-
click="selectedValue(5)">5 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(2)">2 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(0)">0 
                </button> 
 
            </div> 
            <div class="col col-25"> 
                <button class="button button-blue" 
                        ng-click="selectedValue(9)">9 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(6)">6 
                </button> 
                <button class="button button-blue" ng-
click="selectedValue(3)">3 
                </button> 
                <button class="button button-blue" ng-
click="result()">=</button> 
            </div> 
            <div class="col col-25 custom-col"> 
                <button class="button button-blue-advanced" ng-
click="advanced()"> 
                    <span ng-if="!isAdvanced">Adv</span> 
                    <span ng-if="isAdvanced">Basic</span> 
                </button> 
                <span ng-if="!isAdvanced"> 
                    <button class="button button-blue-op" ng-
click="clear()">CE</button> 
                    <button class="button button-blue-op" ng-
click="multiply('x')">x 
                    </button> 
                    <button class="button button-blue-op" ng-
click="divide('÷')">÷
                    </button> 
                    <button class="button button-blue-op" ng-
click="substract('-')">- 
                    </button> 
                    <button class="button button-blue-op" ng-
click="add('+')">+ 
                    </button> 
                </span> 
 
                <span ng-if="isAdvanced"> 
                    <button class="button button-blue-op-adv" ng-
click="clear()">CE</button> 
 
                    <button class="button button-blue-op-adv" ng-
 click="prime()">Prime 
                    </button> 
                    <button class="button button-blue-op-adv" ng-
click="factorial()">! 
                    </button> 
                </span> 
            </div> 
        </div> 






• Controlador aplicación híbrida: contenido controllers.js 
 
var calcController = angular.module('starter.controllers', []); 
 
var op = ""; 
var res = ""; 
var firstVal = ""; 
var secondVal = ""; 
var operation = false; 
var number = true; 
var isSecond = false; 
 
calcController.controller('CalcCtrl', function ($scope) { 
    $scope.selectedVal = ""; 
 
    $scope.selectedValue = function (value) { 
        if (number) { 
            $scope.selectedVal += value; 
            if (isSecond) { 
                secondVal += value; 
 
            } else { 
                firstVal += value; 
            } 
            operation = true; 
        } 
    }; 
    $scope.multiply = operate; 
    $scope.divide = operate; 
    $scope.substract = operate; 
    $scope.add = operate; 
 
    $scope.advanced = function () { 
        $scope.isAdvanced = !$scope.isAdvanced; 
    } 
 
    $scope.factorial = function () { 
            NativeOperations.factorial(firstVal, function (res) { 
                firstVal = ""; 
                $scope.$apply(function () { 
                    $scope.res = res; 
                }); 
            }); 
 




    $scope.prime = function () { 
        NativeOperations.prime(firstVal, function (res) { 
            $scope.$apply(function () { 
                if (res == "false") { 
                    $scope.res = "It's not prime"; 
                } else { 
                    $scope.res = "It's prime"; 
                } 
            }); 
        }); 
    }; 
 
    function operate(opr) { 
        if (operation) { 
            if (isSecond) { 
                switch (op) { 
                    case 'x': 
                        NativeOperations.multiply(firstVal, 
secondVal, successCallbackOp); 
                        break; 
 
                    case '÷': 
                        NativeOperations.divide(firstVal, secondVal, 
successCallbackOp); 
                        break; 
 
                    case '-': 
                        NativeOperations.substract(firstVal, 
secondVal, successCallbackOp); 
                        break; 
 
                    case '+': 
                        NativeOperations.add(firstVal, secondVal, 
successCallbackOp); 
                        break; 
                } 
                secondVal = ""; 
            } 
            op = opr; 
            $scope.selectedVal += op; 
            operation = false; 
            isSecond = true; 
            number = true; 
        } 
    } 
 
    function successCallbackOp(data) { 
        firstVal = data; 
    } 
 
    $scope.result = function () { 
        switch (op) { 
            case 'x': 
                NativeOperations.multiply(firstVal, secondVal, 
successCallback); 
                break; 
 
            case '÷': 
                NativeOperations.divide(firstVal, secondVal, 
 successCallback); 
                break; 
 
            case '-': 
                NativeOperations.substract(firstVal, secondVal, 
successCallback); 
                break; 
 
            case '+': 
                NativeOperations.add(firstVal, secondVal, 
successCallback); 
                break; 
        } 
    } 
    function successCallback(data) { 
        console.log("Valor devuelto", data); 
        $scope.$apply(function () { 
            $scope.res = data.toString(); 
        }); 
        firstVal = data; 
        secondVal = ""; 
        number = false; 
        operation = true; 
        isSecond = false; 
    }; 
 
    $scope.clear = function () { 
        $scope.selectedVal = ""; 
        $scope.res = ""; 
        firstVal = ""; 
        secondVal = ""; 
        operation = false; 
        number = true; 
        isSecond = false; 




A.2. Cordova Generator 
 
• Generación plugins: contenido del fichero C# a partir del cual se 







    public class Operations 
    { 
        [CordovaMethod] 
        public double Sum (double firstNum, double secondNum) 
        { 
            return firstNum + secondNum; 
        } 
 
        [CordovaMethod] 
        public double Substract (double firstNum, double secondNum) 
  
 
        { 
            return firstNum - secondNum; 
        } 
 
        [CordovaMethod] 
        public double Multiply (double firstNum, double secondNum) 
        { 
            return firstNum * secondNum; 
        } 
 
        [CordovaMethod] 
        public double Divide (double firstNum, double secondNum) 
        { 
            return firstNum / secondNum; 
        } 
 
        [CordovaMethod] 
        public double Factorial (double num) 
        { 
            double res = 1; 
            if (num <= 1) { 
                return 1; 
            } else { 
                for (double i = 1; i <= num; i += 1) { 
                    res = res * i; 
                } 
                return res; 
            } 
 
        } 
 
        [CordovaMethod] 
        public bool Prime (int num) 
        { 
            bool isPrime = true; 
            if (num == 2) { 
                return true;             
            } 
 
            if (num % 2 == 0) { 
                return false; 
            } 
 
            for (int i = 3; i <= Convert.ToInt32 (Math.Sqrt (num)); 
i = i + 2) { 
                if (num % i == 0) { 
                    isPrime = false; 
                    break; 
                } 
            } 
 
            return isPrime; 
        } 




 A.3. Plugin Apache Cordova 
 
• Contenido fichero plugin.xml 
 
<?xml version="1.0" encoding="UTF-8"?> 
<plugin xmlns="http://apache.org/cordova/ns/plugins/1.0" 
        id="cordova-gen-plugin-operations" 
        version="1.0.0"> 
    <name>NativeOperations</name> 
        <js-module src="www/operations.js" name="operations"> 
            <clobbers target="NativeOperations"/> 
        </js-module> 
        <platform name="android"> 
            <config-file target="res/xml/config.xml" parent="/*"> 
                <feature name="NativeOperations"> 
                    <param name="android-package" 
value="calculator.NativeOperations"/> 
                </feature> 
            </config-file> 
            <source-file 
src="src/android/calculator/NativeOperations.java" target-
dir="src/calculator/"/> 
            <source-file 
src="src/android/libs/armeabi/liboperations.so" target-
dir="libs/armeabi/"/> 
            <source-file 
src="src/android/libs/armeabi/libcrystax.so" target-
dir="libs/armeabi/"/>   




        </platform> 
 
        <platform name="ios"> 
            <config-file target="config.xml" parent="/*"> 
                <feature name="NativeOperations"> 
                    <param name="ios-package" 
value="NativeOperations"/> 
                </feature> 
            </config-file> 
            <header-file src="src/ios/Operations.h" /> 
            <header-file src="src/ios/NativeOperations.h" /> 
            <source-file src="src/ios/NativeOperations.mm" /> 





• Contenido fichero que contiene las llamadas a la plataforma nativa 
 
var exec = require('cordova/exec'); 
 
function genericErrorCallback(err) { 





var NativeOperations = function () {    
}; 
 
NativeOperations.sum = function (firstNum, secondNum, ok, error) { 
    var errorCallback = error || genericErrorCallback; 




NativeOperations.substract = function (firstNum, secondNum, ok, 
error) { 
    var errorCallback = error || genericErrorCallback; 




NativeOperations.multiply = function (firstNum, secondNum, ok, 
error) { 
    var errorCallback = error || genericErrorCallback; 




NativeOperations.divide = function (firstNum, secondNum, ok, error) 
{ 
    var errorCallback = error || genericErrorCallback; 




NativeOperations.factorial = function (num, ok, error) { 
    var errorCallback = error || genericErrorCallback; 
    exec(ok, errorCallback, "NativeOperations", "factorial", [num]) 
}; 
 
NativeOperations.prime = function (num, ok, error) { 
    var errorCallback = error || genericErrorCallback; 
    exec(ok, errorCallback, "NativeOperations", "prime", [num]) 
}; 
 
module.exports = NativeOperations; 
 
 
