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Android Security Framework
Ernesto Rodriguez Gallardo
Resumen– Con el fin de optimizar el trabajo de un evaluador de seguridad, este proyecto consta
de la elaboracio´n de una metodologı´a de evaluacio´n de seguridad de aplicaciones para el sistema
operativo Android y una herramienta modular basada en la metodologı´a anterior con el fin de
automatizar dichas evaluaciones. Debido a que no existe un esta´ndar sobre la forma de trabajar
en este a´mbito, se ha estudiado el estado del arte respecto al tema y se ha desarrollado una
metodologı´a propia. La herramienta se ha implementado a modo de prueba de concepto y se han
extraı´do unos resultados al respecto. Estos resultados demuestran que la herramienta es capaz de
extraer una gran cantidad de informacio´n en un tiempo que para un humano serı´a impracticable, por
ello esta prueba de concepto resulta muy prometedora para continuar con su desarrollo.
Palabras clave– Android, Seguridad, Framework, APK, Evaluacio´n, Metodologı´a
Abstract– In order to optimize the security evaluator’s work, this project consists in the development
of a methodology to assess the security of applications for an Android operating system and a
modular tool based on the previous methodology to automate such evaluations. Due to the fact that
there is no standard procedure on how to work in this field, the state of the art has been studied
with regard to the subject and a particular methodology has been developed. The tool has been
implemented as a proof of concept and some results have been extracted. These results show that
the tool is capable of extracting a large amount of data in a period of time that would be impossible
for a human. Thus, the proof of concept is extremely promising and encourages continuing with its
development.
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1 INTRODUCCIO´N
Hoy en dı´a, es un hecho fehaciente que existe una ten-
dencia creciente al uso que le damos al tele´fono mo´vil en
tareas cotidianas [1], como por ejemplo consultar nuestro
saldo bancario. Ciertas de estas tareas, sin que muchos nos
demos cuenta, ponen en peligro nuestra informacio´n per-
sonal al utilizar aplicaciones inseguras [2]. Debido a esto,
muchas empresas que trabajan con informacio´n sensible de
sus clientes vı´a aplicaciones mo´viles, esta´n invirtiendo mu-
cho dinero en que sus aplicaciones sean seguras. Las em-
presas que invierten en que terceros evalu´en sus aplicacio-
nes son tradicionalmente los bancos, dado que son los que
tratan con lo ma´s sensible para la mayorı´a, el dinero. Au´n
ası´ tambie´n crece la apuesta de todo tipo de empresas por la
seguridad de sus aplicaciones antes de lanzarlas al mercado.
Dada la creciente demanda, este proyecto nace con el obje-
tivo de generar una metodologı´a y una herramienta basada
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en esta, que ayuden a los evaluadores profesionales a au-
tomatizar todo lo posible aquellas tareas repetitivas, en las
que se desaprovechan las cualidades del evaluador, hacien-
do ma´s eficientes las evaluaciones de seguridad de aplica-
ciones mo´viles.
Con el fin de hacer este proyecto viable, se ha llevado a ca-
bo centra´ndonos en la evaluacio´n de aplicaciones mo´viles
para dispositivos Android, dado que es el sistema operati-
vo ma´s utilizado en este a´mbito [3]. Adema´s, en la prueba
de concepto de la herramienta solo se implementan te´cnicas
de ana´lisis esta´tico, debido a normalmente son ma´s suscep-
tibles de ser automatizadas.
Este documento consta de una primera parte de investiga-
cio´n en la que se encuentran la introduccio´n al sistema ope-
rativo Android y sus aplicaciones, adema´s de una seccio´n
con el estado del arte referente a este proyecto. El segundo
bloque consta del desarrollo de la metodologı´a de evalua-
cio´n elaborada para el proyecto, junto a la documentacio´n
referente al disen˜o y funcionamiento de la herramienta. Por
ultimo, se encuentran la exposicio´n de los resultados del
proyecto y las consecuentes conclusiones.
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2 OBJETIVOS
El objetivo principal de este proyecto consta de elaborar
una metodologı´a de evaluacio´n de seguridad para aplicacio-
nes Android, y basada en esta desarrollar una herramienta
modular que lleve a cabo evaluaciones de forma automa´ti-
ca. Este objetivo, obviamente no es asumible por el grado
de complejidad, como aproximacio´n a este objetivo se ha
llevado a cabo la implementacio´n de una herramienta que
haga ma´s eficiente el trabajo de los evaluadores de seguri-
dad automatizando procesos, de forma que el evaluador no
tenga que llevarlos a cabo manualmente.
El objetivo principal de este proyecto es demasiado extenso
para abordarlo directamente, por ello el proyecto se divide
en varios sub-objetivos:
Estudiar el estado del arte sobre las diferentes herra-
mientas y te´cnicas utilizadas en una evaluacio´n, con el
fin de ser capaz de conocer su funcionamiento y posi-
bilidades automatizacio´n.
Definir una metodologı´a de evaluacio´n para aplicacio-
nes mo´viles en dispositivos Android que permita iden-
tificar y priorizar las diferentes fases en una evaluacio´n
de seguridad, ası´ como las herramientas y te´cnicas a
utilizar, con el fin de identificar las susceptibles a una
automatizacio´n.
Disen˜ar el funcionamiento y la estructura de la herra-
mienta modular y disen˜ar la plantilla para los mo´dulos.
Priorizar y definir los mo´dulos en funcio´n de la posible
mejora de tiempo respecto a la ejecucio´n manual.
Llevar a cabo la implementacio´n de la herramienta mo-
dular y la implementacio´n los mo´dulos en orden de
prioridad.
Testear las implementaciones realizadas. Para asegurar
su correcto funcionamiento.
Ejecutar distintas pruebas, teniendo en cuenta el tiem-
po como me´trica principal, entre la ejecucio´n manual
y automa´tica.
3 ANDROID
Android es un sistema operativo empleado principalmen-
te en dispositivos mo´viles como tele´fonos inteligentes y ta-
bletas. Este sistema, es un sistema de co´digo libre, actual-
mente propiedad de Google. Gracias a su arquitectura, con-
fiere una gran flexibilidad ante la adaptacio´n a dispositivos
de caracterı´sticas muy heteroge´neas. Adema´s, el hecho de
que los desarrolladores de dispositivos no tengan que pagar
licencias por su uso, ha hecho que sea el sistema operativo
para dispositivos mo´viles ma´s utilizado actualmente [3].
3.1. Sistema Operativo
Aunque Android esta basado en el nu´cleo de Linux, como
se puede ver en la figura 1, en realidad tiene una arquitectura
en forma de pila de software creada para ofrecer una gran
flexibilidad ante la variedad de dispositivos y factores sobre
los que se puede utilizar [4].
Fig. 1: Pila de software Android
3.1.1. Linux kernel
El kernel de Linux se situ´a en la parte ma´s baja de esta
arquitectura. Este kernel tiene ciertos cambios efectuados
por Google con el fin de adaptarlo al uso en dispositivos
mo´viles. Este nivel de la arquitectura provee a Android fun-
cionalidades varias como son la gestio´n de los procesos o
la memoria. Adema´s, contiene los diferentes controladores
para gestionar los dispositivos y funcionalidades como pue-
den ser las redes y la energı´a [5].
3.1.2. Capa de abstraccio´n de hardware(HAL)
La HAL consiste en varios mo´dulos de biblioteca y cada
uno de estos implementa una interfaz para un tipo especı´fico
de componente hardware [4]. Gracias a esto es posible que
los niveles superiores de la arquitectura ejecuten llamadas
esta´ndar al hardware, facilitando ası´ la adaptacio´n distintos
hardware por parte del sistema.
3.1.3. Android Runtime
Android Runtime o ART reemplaza a Dalvik desde An-
droid 5.0. Dalvik es la ma´quina virtual utilizada original-
mente por Android, esta lleva a cabo la transformacio´n de
la aplicacio´n en instrucciones de ma´quina, que posterior-
mente son ejecutadas por el entorno de ejecucio´n nativo del
dispositivo [6]. Una de las principales diferencias es el he-
cho de que Dalvik compilaba en cada ejecucio´n el co´digo
de bytes y ART es capaz de compilarlo en tiempo de ins-
talacio´n y ejecutarlo cuando se abre la aplicacio´n. Con el
fin de mantener la compatibilidad, ART mantiene el mismo
bytecode utilizado por Dalvik VM, el llamado DEX.
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3.1.4. Bibliotecas C/C++ nativas
Esta capa proporciona a los diferentes niveles de la
arquitectura las librerı´as necesarias para la ejecucio´n
nativa de servicios y componentes, obteniendo ası´ mayor
rendimiento y seguridad.
Android tambie´n permite la ejecucio´n de co´digo nativo
por parte de las aplicaciones mediante el Android Native
Development Kit que entre otros aspectos ofrece acceso a
estas librerı´as desde el co´digo.
3.1.5. API Java
Todo el conjunto de funciones de Android esta´ disponible
mediante APIs escritas en el lenguaje Java. Estas APIs son
los cimientos que se necesitan para crear aplicaciones de
Android simplificando la reutilizacio´n de componentes del
sistema, servicios centrales y modulares [4]
3.1.6. Aplicaciones del sistema
En Android, se incluye un conjunto de aplicaciones cen-
trales para correo electro´nico, mensajerı´a SMS, calendarios,
navegacio´n en Internet y contactos, entre otros elementos.
Las aplicaciones incluidas en la plataforma no tienen un es-
tado especial entre las aplicaciones que el usuario elige ins-
talar. Por ello, una aplicacio´n externa se puede convertir en
el navegador web, el sistema de mensajerı´a SMS o, incluso,
el teclado predeterminado del usuario [4].
3.2. Aplicaciones Android
Las aplicaciones Android se desarrollan en lenguaje
Java con el an˜adido del Android Software Development
Kit. Adema´s, como ya se ha mencionado anteriormente,
gracias a su pila de software Android tambie´n puede incluir
en sus aplicaciones librerı´as de co´digo nativo con fines
de rendimiento o seguridad. Adema´s, utiliza su propio
canal de distribucio´n de aplicaciones llamado Google
Play [7]. Gracias a esta plataforma se puede acceder a
los archivos contenedores de miles de aplicaciones, estos
archivos contenedores son los APK o Android Application
Package. Un APK en realidad es un archivo extendido de
JAR que a su vez extiende del ZIP, por lo que el APK
no es la aplicacio´n en sı´, sino que este contiene todos los
componentes de esta.
3.2.1. Estructura de un APK
Dado que el APK es un archivo contenedor, cabe destacar
cuales son los archivos y directorios que este contiene, ya
que estos son los que realmente forman la aplicacio´n.
Archivos
AndroidManifest.xml: Todas las aplicaciones deben
tener un archivo AndroidManifest.xml (con ese nom-
bre exacto) en el directorio raı´z [8]. Este archivo XML
provee la informacio´n necesaria al sistema para poder
instalar y ejecutar la aplicacio´n. Entre otros muchos
datos cabe destacar que contiene el nombre del paque-
te que identifica la aplicacio´n, declara permisos nece-
sarios para su ejecucio´n, declara el mı´nimo nivel de
API necesario para su ejecucio´n, servicios, etc.
classes.dex: Es un archivo que contiene el co´digo de la
aplicacio´n compilado de manera que sea comprensible
por el ART o la Dalvik VM.
resources.arsc: Este archivo contiene todos aquellos
recursos que han sido precompilados para su uso por
la aplicacio´n.
Directorios
res: El directorio res es donde se alojan todos los re-
cursos requeridos por la aplicacio´n que al contrario que
en resources.arsc no han sido precompilados.
assets: El directorio assets contiene todos aquellos re-
cursos que pueden ser requeridos por la clase Asset-
Manager.
lib: Este directorio contiene las librerı´as nativas de la
aplicacio´n. Dentro de este pueden encontrarse distin-
tos directorios en funcio´n de si la aplicacio´n ha sido
compilada para distintas arquitecturas o no.
META-INF: Este u´ltimo directorio contiene los archi-
vos referentes a la firma de la aplicacio´n que sera´ co-
mentada ma´s adelante.
3.3. Seguridad en aplicaciones Android
En lo que respecta a la seguridad de las aplicaciones, An-
droid implementa un sistema de verificacio´n mediante firma
digital en el momento de la instalacio´n de las mismas, ası´
como un sistema de permisos para controlar el acceso de las
aplicaciones a los diferentes recursos del sistema. Android
tambie´n hereda directamente de Linux un sistema para pro-
teger sus aplicaciones mediante Sandbox.
Cabe destacar que a pesar de las mediadas de seguridad im-
puestas por el sistema operativo, la facilidad para obtener
permisos de superusuario en Android, facilitan evitar y/o
anular la capacidad de proteccio´n de estas medidas.
Debido a la posible hostilidad del entorno, dada por la fa-
cilidad para obtener permisos de superusuario, la seguridad
de las aplicaciones recae en los desarrolladores y en co´mo
estos protegen la informacio´n. Esta seguridad no es fa´cil
de definir ya que en realidad no existe una forma correcta
de aplicarla, cada desarrollador intenta proteger sus aplica-
ciones lo mejor posible, aplicando mu´ltiples contra medi-
das como comprobaciones de todo tipo e intentando ocultar
al atacante la funcionalidad real de ciertas partes sensibles,
con el objetivo de distraer la atencio´n y dificultar su ana´lisis.
3.3.1. Firma de aplicaciones
La firma de las aplicaciones asegura la integridad de la
aplicacio´n. A pesar de ello, cualquiera puede desempaque-
tar la aplicacio´n y volver a firmarla sin que el sistema se
oponga a volver a instalarla. Por ello, su seguridad no es tan
firme como en otros sistemas. Au´n ası´, la firma ya no sera´ la
misma debido a que tanto clave de firma como el contenido
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no sera´n los mismos.
Actualmente la firma de aplicaciones Android consta de dos
versiones compatibles entre sı´.
V1 La primera versio´n de firma que se utilizo´, se basa en
el sistema de firma utilizado por el esta´ndar JAR [9]. Es-
ta firma esta´ contenida en el directorio META-INF dentro
del APK. Este esta´ndar recopila los resultados de ejecutar
funciones resumen a todas las entradas del APK en un fi-
chero llamado MANIFEST.MF. Llegados a este punto cada
firmante genera un fichero con extensio´n .SF en el que se in-
cluyen todas las entradas contenidas en el MANIFEST.MF
y adema´s se an˜ade la funcio´n resumen de este. Por u´ltimo,
cada firmante genera otro fichero donde se firma el anterior.
Este tipo de firma asegura la integridad de las entradas del
fichero APK, pero no la integridad de este al completo.
V2 Desde el lanzamiento de Android 7.0 existe un nuevo
tipo de firma creada por los desarrolladores de Android lla-
mada APK Signature Scheme v2 [10]. Este esquema de fir-
ma, protege la integridad del APK al completo y lo incrusta
entre los bytes del propio APK en un bloque del fichero de-
nominado APK Signing Block.
Fig. 2: Diagrama de firma V2
3.3.2. Permisos
En Android, la gestio´n y/o uso de ciertos recursos por
parte de las aplicaciones esta controlado por un sistema de
permisos. De esta manera una aplicacio´n sin ningu´n tipo de
permisos, no podra´ afectar de ninguna manera ni a la expe-
riencia de usuario ni a los datos contenidos en el dispositivo.
Para que esta aplicacio´n pueda obtener dichos permisos, es-
tos deben estar definidos en el fichero XML contenido en el
APK llamado AndroidManifest.xml.
El uso de los diferentes recursos del sistema, a los que se
accede mediante permisos, tienen diferentes riesgos asocia-
dos. Por ello los permisos tambie´n tienen un nivel de segu-
ridad a asociado que permite gestionar los diferentes permi-
sos en funcio´n del riesgo que pueden suponer. En el caso de
tratarse de un permiso de nivel normal, con el simple hecho
de estar definido en el AndroidManifest.xml, este es conce-
dido por el sistema. En cambio si el recurso al que se quiere
acceder conlleva un riesgo ma´s alto, el sistema preguntara´
directamente al usuario pidiendo permiso explicito [11].
3.3.3. Sandbox
El Sandbox en Android, a pesar de ser una caracterı´stica
heredada desde Linux, se utiliza de una forma peculiar. En
la mayorı´a de sistemas cada usuario ejecuta diferentes apli-
caciones, en cambio en Android el sistema operativo asigna
un identificador de usuario u´nico a cada aplicacio´n y la eje-
cuta con ese usuario, de este modo el Sandbox de usuario
de Linux se convierte en el Sandbox de las aplicaciones en
Android.
4 ESTADO DEL ARTE
Para la elaboracio´n de este proyecto se ha efectuado una
bu´squeda de herramientas similares a la que se pretende
desarrollar, con el fin de conocer el estado del arte en es-
te sector. A pesar de la exhaustiva bu´squeda, u´nicamente se
ha encontrado una herramienta que tenga una funcionalidad
relacionada. Por ello tambie´n se elaborado estado del arte
ma´s general respecto a te´cnicas y herramientas utilizadas
en evaluaciones de seguridad sobre aplicaciones Android.
4.1. Mobile Security Framework
Mobile Security Framework es una herramienta au-
toma´tica de evaluacio´n de seguridad de aplicaciones para
dispositivos mo´viles [12]. Esta herramienta es capaz de ana-
lizar aplicaciones para distintos sistemas operativos mo´viles
como Android, iOS y Windows. Por ello, esta herramienta
es capaz de evaluar APKs de Android, IPAs de IOS, APPXs
de Windows y el propio co´digo fuente de estas encapsulado
en un archivo ZIP. Adema´s, esta herramienta es capaz de
llevar a cabo diferentes tipos de ana´lisis como pueden ser el
esta´tico, dina´mico y de co´digo malicioso.
Esta herramienta sigue en desarrollo despue´s de varios an˜os
de dedicacio´n por parte sus creadores, pero aun ası´ ha con-
seguido diversos reconocimientos en certa´menes de seguri-
dad informa´tica a nivel global, entre ellos formar parte del
BalckHat Arsenal.
4.2. Te´cnicas
Durante la investigacio´n las te´cnicas en este sector han
resultado ser muchas, en esta seccio´n se recogen las mas
utilizadas.
4.2.1. Debugging
El debugging se basa en la capacidad de ver y controlar
el comportamiento de un programa en tiempo de ejecucio´n.
Las herramientas de debugging permiten lanzar un progra-
ma, detener su ejecucio´n mediante puntos de parada, ver
que esta´ sucediendo y modificar el entorno mediante aspec-
tos como las variables o la memoria [13].
4.2.2. Hooking
El hooking, es una te´cnica muy importante en el mun-
do de la evaluacio´n de seguridad de aplicaciones mo´viles
[14]. Esta te´cnica se basa en la intercepcio´n de llamadas a
funciones. En una ejecucio´n normal, cuando se efectu´a una
llamada a funcio´n, esta se ejecutarı´a y finalizada su ejecu-
cio´n, volverı´a al punto en el que fue llamada.En cambio,
cuando se efectu´a una llamada concreta a la que le estamos
haciendo hook, esta se redirige a el co´digo que se quiere in-
yectar. Con esta redireccio´n, se pueden conseguir distintos
objetivos como el descubrir los para´metros que recibe esta
funcio´n, evitar la ejecucio´n de la funcio´n llamada, modificar
su retorno, etc.
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4.2.3. Application directories analysis
Una parte muy importante de toda evaluacio´n es el ana´li-
sis de los datos que la aplicacio´n almacena. En su mayorı´a,
las aplicaciones almacenan sus datos en unos directorios in-
dependientes protegidos por el sistema mediante el Sand-
box. Si estos no esta´n debidamente protegidos puede ser una
brecha de seguridad. Au´n ası´, hay que proteger los datos al-
macenados debido a la posible hostilidad del entorno [15].
4.2.4. Reverse Engineering
La ingenierı´a inversa de software es una combinacio´n de
diferentes artes como son la programacio´n, el ana´lisis lo´gi-
co, el descifrado de co´digos y la resolucio´n de problemas
[16]. Desde el punto de vista de la seguridad del software
el planteamiento es muy sencillo, analizar co´mo funcionan
las medidas de seguridad, con el fin de conocer si se pueden
vulnerar y por tanto si son seguras.
4.2.5. Miss configurations
Una mala configuracio´n en el co´digo o seleccio´n de los
permisos por parte del desarrollador puede generar vulnera-
bilidades [17]. Por ello en una evaluacio´n estos permisos y
configuraciones han de ser revisados y puestos a prueba si
fuese necesario para comprobar si son seguros.
4.2.6. Patching
El patching es una te´cnica basada en la modificacio´n de
forma esta´tica de la aplicacio´n con el fin de modificar su
comportamiento [18]
4.2.7. Logging
Esta te´cnica consiste en monitorizar el funcionamiento de
la aplicacio´n mediante trazas que los desarrolladores pue-
den haber dejado atra´s. No siempre es fructı´fera, pero en
ocasiones los desarrolladores pueden haber dejado en el
co´digo trazas u´tiles para entender co´mo funciona la apli-
cacio´n y en algunos casos pueden haber dejado trazas de
desarrollo activas que pueden exponer informacio´n sensi-
ble.
4.2.8. Networking
En el mundo de la seguridad en las redes, el abanico de
posibilidades es muy extenso, pero cuando lo enfocamos a
la evaluacio´n del uso de la red por parte de una aplicacio´n,
el alcance es ma´s concreto. Para evaluar una aplicacio´n, la
te´cnica por excelencia serı´a el Sniffing [19], esta permite
analizar co´mo se establece la comunicacio´n segura entre la
aplicacio´n y el servidor gracias a la captura de los paquetes.
De esta manera se puede establecer si se utilizan protocolos
seguros y si se utilizan de forma correcta.
4.2.9. Crypto
La criptografı´a es muy importante desde el punto de vista
de la seguridad ya que esta´ puede proveer de Confidencia-
lidad e Integridad a los elementos que se quieren proteger.
Pero no toda la criptografı´a es igualmente segura, existen
diferentes tipos de algoritmo e incluso algoritmos en desuso
porque han sido vulnerados.
4.3. Herramientas
Al igual que con las te´cnicas, las herramientas halladas
durante la investigacio´n han sido muchas, en esta seccio´n
se introducen las que han sido utilizadas para este proyecto.
4.3.1. Apktool
ApkTool es una herramienta utilizada para desempaque-
tar el APK completo y devolverle una forma muy parecida a
la que tenı´a previamente de ser empaquetada. Adema´s, tam-
bie´n permite el reempaquetado de la misma. Esto es muy
u´til de cara a aplicar te´cnicas de patching, en la que se mo-
difica el APK [20].
4.3.2. JADX
Esta herramienta es un proyecto de co´digo libre que se
utiliza para extraer y decompilar el co´digo contenido en el
archivo classes.dex obteniendo ası´ el co´digo Java de nuevo
[21].
4.3.3. Apksigner
Apksigner es una herramienta muy u´til para la firma y
verificacio´n de esta sobre archivos APK desarrollada por el
equipo de Android para cubrir las necesidades de los esque-
mas propios de firma actuales y futuros.
En el a´mbito de una evaluacio´n de seguridad apksigner re-
sulta u´til cuando se ha realizado un patching a una aplica-
cio´n, ya que en hacer cambios sobre esta su firma ya no es
va´lida y se ha de generar otra nueva.
4.3.4. YARA
YARA es una herramienta de co´digo abierto disen˜ada pa-
ra ayudar a los investigadores de malware a identificar y cla-
sificar muestras de malware. Hace posible crear descripcio-
nes (o reglas) para familias de malware basadas en patrones
textuales y/o binarios [22]. En este trabajo se ha utilizado
para identificar patrones de co´digo en base a reglas.
5 METODOLOGI´A
Como primer paso antes de desarrollar la metodologı´a en
sı´, se hizo un trabajo de ana´lisis del conocimiento adquirido,
para definir un diagrama simplificado del flujo de tareas en
una evaluacio´n de seguridad sobre aplicaciones Android. El
resultado de este ana´lisis puede verse en la figura 3.
Tal y como se puede observar en la figura 3, en una eva-
luacio´n de la seguridad de aplicaciones para sistemas An-
droid, se utiliza como entrada el fichero contenedor de estas,
el fichero APK. En lo que respecta al resultado de aplicar la
metodologı´a, se elabora un informe en el que se encuentra
la informacio´n relevante a todos los procesos llevados a ca-
bo durante la evaluacio´n.
Partiendo del flujo de evaluacio´n presentado en la figura 3,
se extraen las siguientes fases.
6 EE/UAB TFG INFORMA´TICA: Android Security Framework
Fig. 3: Flujo de evaluacio´n
5.1. Fase Previa
En esta fase se lleva a cabo la configuracio´n del entono
de trabajo. En todo trabajo de ingenierı´a, la organizacio´n es
muy importante tanto fı´sica como digitalmente.
Con el fin de obtener esta organizacio´n, se deben llevar
a cabo las tareas que sean necesarias para que de forma
inequı´voca que se puedan identificar las entradas y los re-
sultados de una evaluacio´n respecto a otra.
5.2. Fase de preparacio´n
Tal y como se especifica anteriormente, la entrada de esta
metodologı´a es la aplicacio´n es su estado de distribucio´n, es
decir, un fichero APK. Aunque como se puede ver en el flu-
jo de evaluacio´n, algunas de las fases del flujo no analizan
este fichero directamente, sino que trabajan sobre ciertos
contenidos de este fichero. Por ello, en esta fase se llevan
a cabo todas las transformaciones necesarias para que estas
fases tengan las entradas necesarias.
5.3. Fase de ana´lisis
5.3.1. Ana´lisis del APK
El APK como fichero en sı´, sin modificaciones previas,
es u´til dado que permite comprobar la integridad de este.
Para comprobar la integridad de este, el APK contiene su
firma digital, haciendo posible su verificacio´n.
Los APK no son un tipo de contenedor precisamente nue-
vo, por ello existen hasta el momento dos formas distintas
de contener la firma digital, llamadas Jar-Signature o V1 y
APK Signature Scheme v2 [10]. Ambas contienen informa-
cio´n del firmante y la propia firma, pero de formas comple-
tamente distintas. Adema´s, para asegurar la compatibilidad
de aplicaciones nuevas con los dispositivos antiguos, ambas
pueden convivir.
El proceso a seguir en esta fase comienza verificando las
firmas de la aplicacio´n. Con las firmas verificadas se proce-
dera´ a extraer la informacio´n relevante tonto de la v1 como
de la v2.
5.3.2. Ana´lisis del manifest
Todo fichero APK ha de contener un fichero AndroidMa-
nifest.xml en el que se declaran diferentes aspectos de la
aplicacio´n [8]. Estos aspectos son muy variados, pero algu-
nos de ellos pueden ser muy relevantes en lo que a la segu-
ridad de la aplicacio´n.
En esta fase se aplican dos procesos muy diferenciados, el
primero sera´ principalmente la extraccio´n de la informa-
cio´n, para su posterior adhesio´n al informe. Tras esto, se
llevara´ a cabo un ana´lisis de este mismo fichero, con el fin
de encontrar los posibles hallazgos respecto a la seguridad
de la aplicacio´n.
5.3.3. Ana´lisis del co´digo
El co´digo en la aplicacio´n esta compilado para ser inter-
pretado por el sistema, pero tras la fase de preparacio´n, el
co´digo en Java estara´ disponible en el Working Directory.
En esta fase, se analiza el co´digo en busca de hallazgos so-
bre la seguridad de la aplicacio´n.
5.3.4. Ana´lisis de binarios
Debido a que en Android existe la opcio´n de ejecutar
co´digo nativo con el fin de obtener mejor rendimiento y se-
guridad en la ejecucio´n de ciertas funciones [23], algunas
APK contienen binarios compilados para algunas arquitec-
turas.
En esta fase, se extrae informacio´n de estos binarios para
ser an˜adida al informe.
5.4. Fase de hallazgos
Tras analizar los componentes de la aplicacio´n, se han
obtenido una serie de hallazgos, que sera´n reflejados en el
informe y en los cuales se podrı´a profundizar.
Llegados a este punto, en el caso que se tengan hallazgos
con los que se pueda o deba ir ma´s en profundidad, para es-
clarecer la verdadera naturaleza o peligrosidad del hallazgo,
se perpetuaran los ana´lisis y/o ataques que sean necesarios.
En caso de que para la ejecucio´n de los mo´dulos se tengan
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que generar archivos intermedios o cualquier tipo de output
estos se contendra´n el Working Directory.
5.5. Fase de reporting
Esta fase se recaba toda la informacio´n obtenida durante
la evaluacio´n, para ası´ poder generar un documento en el
que se plasma toda esta informacio´n relevante a la seguridad
de la aplicacio´n Android.
6 DISEN˜O
Tal y como se recogio´ en los objetivos principales de este
proyecto, se quiere implementar una herramienta modular
para evaluar la seguridad de aplicaciones Android. Con este
fin se ha disen˜ado una herramienta para ser implementada
con el lenguaje de programacio´n Python en su versio´n 2.7.
Gracias a este lenguaje se podra´ obtener capacidades multi-
plataforma adema´s de ser un lenguaje muy flexible, potente
y con un amplio abanico de APIs disponibles [24].
Este disen˜o se va a realizar siguiendo la metodologı´a desa-
rrollada anteriormente como requisitos de disen˜o, de forma
que el funcionamiento de la herramienta final sea ejecutar
esta metodologı´a de principio a fin.
Esta herramienta tendra´ la capacidad de ser completamente
modular, pero adema´s va tener dos tipos de mo´dulos. Estos
mo´dulos sera´n exactamente iguales en forma pero se dife-
renciaran en el modo que se utilizara´n. Los primeros sera´n
los mo´dulos que conforman la herramienta en sı´ y los se-
gundos sera´n mo´dulos que podra´ el usuario an˜adir en su
correspondiente directorio y no hara´ falta que modifique el
co´digo para ser ejecutados. Para ello, el usuario solo tendra´
que an˜adir las reglas de hallazgo que desea y definir la rela-
cio´n de ese hallazgo con un mo´dulo mediante dos ficheros
de configuracio´n que se explicara´n ma´s adelante.
Para organizar este disen˜o se va a tratar en dos partes, pri-
mer la parte de la herramienta en sı´ y despue´s cada uno de
sus mo´dulos por separado.
6.1. Herramienta
La herramienta desarrollada para este proyecto consta de
mu´ltiples ficheros y directorios, los ma´s significativos de es-
tos van a ser comentados en esta seccio´n. En lo que respecta
a la estructura de estos ficheros y directorios, se puede ver
en las capturas de pantalla an˜adidas al ape´ndice.
6.1.1. androidsf.py
Dado que la herramienta sera´ completamente automa´ti-
ca y el output final es un informe, la interfaz de usuario
de la herramienta sera´ por lı´nea de comandos, siendo ası´
ma´s simple de implementar e igual de funcional. Para im-
plementar esta lı´nea de comandos se utiliza el fichero prin-
cipal de la herramienta androidsf.py.
En este fichero se implementa una simple interfaz por con-
sola que continuamente esta´ a la espera de la entrada de
usuario para instanciar o llamar al EvaluationDriver. Esta
interfaz de usuario tiene cuatro comandos:
Exit: escribiendo exit,e, q o quit se cierra la aplicacio´n.
Run: escribiendo run o r se lanza la evaluacio´n.
Driver: escribiendo driver o d y la ruta a un APK se
instancia el driver.
Help: escribiendo en la consola help o h se nos mues-
tran los tres comandos anteriores.
Este fichero puede ser lanzado con para´metro o sin e´l, es-
te para´metro es ba´sicamente la ruta al APK que se quiere
analizar. Si no se utiliza este para´metro, habra´ que instan-
ciar el driver manualmente. Si se proporciona la ruta por
para´metro se comenzara´ con el driver ya instanciado.
6.1.2. module.py
Este fichero contiene la clase Module, esta clase sirve pa-
ra que todos los mo´dulos que hereden de esta tengan los
mismos me´todos a los que llamar desde el driver. Los me´to-
dos gene´ricos de un mo´dulo son:
init (): Inicializa el mo´dulo.
run(): Contiene el co´digo a ejecutar por el modulo.
report(): Genera el fichero HTML con la informacio´n
a incluir en el report.
get findings(): En caso de haber hallazgos los retorna.
6.1.3. evaluation driver.py
Este archivo Python ya no solo es un script a modo de
lanzador, sino que es una clase que como su nombre indica
es la que contiene la lo´gica de la evaluacio´n. Esta clase sera´
la encargada de ir ejecutando los distintos mo´dulos.
En el momento que la clase EvaluationDriver sea instancia-
da, se ejecutara´ la funcio´n llamada init (), en esta funcio´n
se implementa la funcionalidad correspondiente a la fase
previa de la metodologı´a. Para poder diferenciar inequı´vo-
camente los resultados de una evaluacio´n de otra se creara´
un directorio especı´fico para el dı´a y la hora de la evalua-
cio´n. Dentro de este directorio llamado Working Directory,
se colocara´ una copia del APK original a la que se le apli-
cara´n y guardara´n distintas funciones resumen almacenadas
en el fichero fingerprints. Cuando en la lı´nea de comandos
se ejecute el comando run, teniendo un driver instanciado,
se ejecutara´ la funcio´n run() del driver. En esta funcio´n se
lleva a cabo la ejecucio´n de los distintos mo´dulos. Para listar
los mo´dulos a ejecutar se utiliza una lista de Python llama-
da flow. Los mo´dulos esta´n contendidos en la carpeta mo-
dules. Existen dos excepciones que no esta´n en este flow,
son los mo´dulos de unpack y de report. Estos se ejecutan
independientemente al inicio y final del me´todo run corres-
pondiendo respectivamente con las fases de preparacio´n y
reporting respectivamente. Entre las llamadas al unpack y
report, se halla la seccio´n de la funcio´n run que llevara´ a
cabo las fases de ana´lisis y de hallazgos paralelamente. Para
hacer esto, por cada mo´dulo que se ejecute se comprobara´ si
existen hallazgos, en caso positivo y si estos hallazgos tie-
nen un mo´dulo relacionado, este tambie´n se ejecutara´. Esta
relacio´n estara´ definida en un fichero llamado findings que
relacionara´ el co´digo del hallazgo con el nombre del mo´du-
lo. Adema´s, tambie´n indicara´ si se ha de ejecutar por cada
finding o una u´nica vez.
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6.2. Modulos
En esta segunda seccio´n se definen los diferentes mo´du-
los y su funcionalidad. Todos los mo´dulos debera´n estar
contenidos en la carpeta modules. Adema´s, en la carpeta
modules existen otros dos directorios auxiliares llamados
utils y rules. El primero contiene distintas herramientas que
pueden ser ejecutadas desde los mo´dulos y el segundo con-
tiene los archivos que definen las reglas para el ana´lisis para
los diferentes mo´dulos de ana´lisis.
6.2.1. rules
Pese a no ser un mo´dulo, este directorio contiene unos fi-
cheros muy importantes para la ejecucio´n de algunos de los
mo´dulos, por lo que es importante tenerlo en cuenta. Los
ficheros que contiene este directorio son ficheros .yara. Ya-
ra es una herramienta de reconocimiento de patrones muy
sencilla de utilizar pero muy potente. Gracias a Yara pode-
mos definir una regla simplemente escribiendo una serie de
strings objetivo y con ellas formar una condicio´n mediante
operadores lo´gicos. Adema´s, permite an˜adir meta-datos a la
regla de forma que estos sean accesibles cuando se encuen-
tra una coincidencia. Estos han sido muy utiles para an˜adir
un identificador al hallazgo con el que comparar contra las
entradas de el fichero findings en caso de coincidencia en el
ana´lisis [22].
6.2.2. apk unpack.py
Este mo´dulo corresponde directamente con la fase de pre-
paracio´n en la metodologı´a de evaluacio´n. El cometido de
este mo´dulo es coger el APK y aplicarle las transformacio-
nes necesarias para obtener las entradas del resto de mo´du-
los y almacenarlos en el Working Directory.
La implementacio´n de este mo´dulo se basa en la utiliza-
cio´n de herramientas para desempaquetar el APK y obtener
diferentes entradas. Con el fin de obtener el AndroidMani-
fest.xml, los binarios y el directorio META-INF que contie-
ne la firma v1, se utilizara la herramienta apktool [20]. Des-
pue´s, para obtener el co´digo en lenguaje Java, se utilizara´
una herramienta llamada jadx [21] que extrae y decompila
el co´digo del archivo classes.dex.
6.2.3. apk analysis.py
Este mo´dulo se basa en analizar las firmas del fichero
APK con el fin de obtener la informacio´n del firmante y el
estado de la firma. Este mo´dulo se basa en tres funciones
principales adema´s de las predefinidas en todos los mo´du-
los. Estas tres funciones se encargara´n de verificar y extraer
las firmas del fichero APK:
Verify(): Esta funcio´n ejecuta una herramienta llamada
apksigner con la opcio´n -verify y el APK como param-
tro. Esta llamada retorna el resultado de la verificacio´n
del APK que es parseada y guardada en un diccionario
para su posterior adhesio´n al informe.
v1(meta dir): Esta funcio´n y todas a las que esta llama,
obtienen todos los datos de la firma v1. Para ello gene-
ra una lista de firmantes en la que cada firmante es en
realidad un diccionario Python con todos los campos
de la firma para una vez ejecutado el modulo poder
obtener todos los campos por nombre y an˜adirlos al
informe.
v2(apk): Esta funcio´n y todas a las que esta llama, ob-
tiene todos los datos de la firma v2. Para ello genera
una lista de firmantes en la que cada firmante es en
realidad un diccionario Python con todos los campos
de la firma para una vez ejecutado el modulo poder
obtener todos los campos por nombre y an˜adirlos al
informe.
6.2.4. code analysis.py
Para analizar el co´digo en busca de posibles hallazgos de
seguridad utilizaremos Yara [22].
La funcio´n run() de este mo´dulo u´nicamente llama a la fun-
cio´n de scan code(). Tras esto se recorren todos los direc-
torios y ficheros obtenidos gracias a la herramienta jadx.
Entonces por cada fichero java se recorre lı´nea a lı´nea com-
para´ndolo con las reglas de Yara. De esta forma cuando en
una lı´nea obtenemos un hallazgo podemos guardar estos da-
tos en una lista Python.
El formato de los hallazgos serı´a una lista Python en la que
por cada hallazgo que se hace se guarda una estructura de
lista que tiene el fichero donde se ha encontrado en la pri-
mera posicio´n, la lı´nea en la que se ha hecho el hallazgo en
la segunda posicio´n y la lista de hallazgos en esa lı´nea en
la tercera posicio´n. Finalmente, como en todos los mo´dulos
que se obtienen hallazgos, y estos se guardan en un atributo
de la clase llamado findings.
Aprovechando el recorrer todos los ficheros java para su
ana´lisis estos son listados para ser mostrados en el informe.
6.2.5. manifest analysis.py
Este mo´dulo de ana´lisis del manifest tiene dos funcio-
nalidades, la primera recupera la informacio´n que contiene
para plasmarla en posteriormente en el informe y la segun-
da lo analiza de la misma forma que se hace con el co´digo,
con la excepcio´n de que tambie´n hace un ana´lisis de com-
ponentes que no esta´n presentes gracias al fichero de reglas
manifest miss rules.yara.
6.2.6. binary analysis.py
El mo´dulo de ana´lisis de binarios se basa en un script lla-
mado readelf.py, este utiliza la librerı´a pyelftools para emu-
lar el comando de Linux readelf.
Utilizando este script obtendremos tres de las partes ma´s
importantes del ELF en lo que respecta a la seguridad, el
header, los sı´mbolos y las librerı´as que utiliza este ELF. Pa-
ra ello utilizaremos los para´metros -h, -d y -s.
6.2.7. report.py
Este fichero implementa el mo´dulo referente al u´ltimo
punto de la metodologı´a, la generacio´n del informe. El
mo´dulo de report utilizara´ una interfaz Python llamado pdf-
kit que en realidad utiliza la herramienta wkhtmltopdf. Gra-
cias a esta herramienta se genera un PDF a base de una lista
de ficheros HTML, que en este caso sera´n los resultados pa-
ra an˜adir al informe de cada uno de los mo´dulos ejecutados.
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7 RESULTADOS
Como principal resultado cabe destacar que el objetivo
principal del proyecto ha sido llevado a cabo satisfactoria-
mente. Tal como se ha comentado anteriormente, se han
desglosado en diferentes sub-objetivos y cada uno de ellos
ha tenido unos resultados independientes.
En lo que respecta a el estado del arte, al comenzar el
proyecto se hizo un estudio de este y se documento´.
A pesar de esto, durante toda la duracio´n del proyecto
el conocimiento respecto a este estado del arte y su
enfoque para el proyecto ha ido cambiando y por ello
este se ha actualizado antes de finalizar el proyecto.
Uno de los mayores retos de este proyecto ha sido el
de cumplir el objetivo de definir una metodologı´a de
evaluacio´n de seguridad para aplicaciones Android. Al
principio se intento´ buscar una metodologı´a esta´ndar
de la que partir para poder asegurar una cobertura ma-
yor. Tras esta bu´squeda, que no fue fructı´fera, se desa-
rrollo´ una metodologı´a propia en base a las necesida-
des del proyecto y que posteriormente fuese aplicable
a una herramienta desarrollada dentro del tiempo de
trabajo del que se disponı´a.
Una vez se consiguio´ cumplir el segundo objetivo, el
objetivo de disen˜ar la herramienta fue muy natural y
fluido gracias a que la metodologı´a propia estaba pen-
sada de forma que tambie´n fuese fa´cil extraer de ella
un disen˜o modular.
Tras el disen˜o de la herramienta, el siguiente objetivo
es el de priorizar los mo´dulos a desarrollar con el fin
de poder llevar a cabo la implementacio´n de esta he-
rramienta en el tiempo disponible para ello. Esta prio-
rizacio´n de mo´dulos, debido al retraso que ya se lleva-
ba debido a los problemas con la metodologı´a, se baso´
en la propia funcionalidad de la herramienta. Como se
nombra tanto en la metodologı´a y en el disen˜o de la
herramienta, hay lo que se podrı´an llamar dos tipos de
mo´dulos, los que se ejecutan siempre y los que u´nica-
mente se lanzan en funcio´n de los hallazgos de estos
primeros. La decisio´n que se tomo´ para poder acabar
la herramienta a tiempo, fue completar a toda costa los
mo´dulos esta´ticos ya que son los que realmente impli-
can la funcionalidad principal de la herramienta y de-
jar para trabajo futuro los mo´dulos dina´micos. Aun ası´
se implementaron dos mo´dulos de test para verificar la
funcionalidad.
En lo que a la implementacio´n de la herramienta res-
pecta, se ha desarrollado la herramienta hasta el punto
que se ha podido dentro de las restricciones de tiempo,
obteniendo una prueba de concepto de la herramienta,
funcional y con la que poder sacar conclusiones res-
pecto al proyecto.
Ligado a la implementacio´n ha ido el objetivo de los
test de funcionamiento. Durante toda la implementa-
cio´n se han ido haciendo test continuos, para confir-
mar que lo que se estaba implementando funcionaba
correctamente.
El ultimo objetivo es la extraccio´n de resultados de
la herramienta. El principal resultado de la herramien-
ta es obviamente el informe que esta genera. Este in-
forme agrupa toda la infamacio´n recabada durante la
evaluacio´n automa´tica, por ello gracias a este informe
un evaluador humano puede ahorrar gran cantidad de
tiempo simplemente buscando lo que necesita en el in-
forme.
Con el fin de poder comprobar hasta que punto esta herra-
mienta puede ser u´til, se han llevado a acabo cinco ejecu-
ciones de la herramienta con aplicaciones de bancos que ya
esta´n en el mercado y se han tomado distintos datos signifi-
cativos. A pesar que es muy difı´cil comparar lo que tardarı´a
un humano en hacer justo lo mismo que la herramienta, en
la tabla 1 se pueden apreciar los tiempos de ejecucio´n del
me´todo run() de la clase EvaluationDriver. Los otros dos
Tiempo de evaluacio´n
BBVA 42.82 segundos
Banco Sabadell 36.24 segundos
Banco Santander 48.84 segundos
ING 45.97 segundos
CaixaBank 67.84 segundos
TABLA 1: RESULTADOS DE TIEMPO EN LA EJECUCIO´N
DE LAS APLICACIONES DE TEST.
datos medidos respecto a la ejecucio´n esta herramienta, tal
como se puede ver en la tabla 2, han sido el numero de ar-
chivos de co´digo y las lineas que estos contienen. Se han es-
cogido estos dos indicadores debido a que otros posibles in-
dicadores tenı´an muy poca variabilidad entre cualquier eje-
cucio´n, debido a que la herramienta lleva a cabo los mismos
procesos sobre todas ellas y ciertas partes de una aplicacio´n
Android a pesar de sus diferencias no son tan significativas
como en lo referente al co´digo.
Numero ficheros Numero lineas
BBVA 3325 265610
Banco Sabadell 2571 235224
Banco Santander 3157 345060
ING 3806 343962
CaixaBank 5096 458393
TABLA 2: NUMERO DE FICHEROS Y LINEAS DE CO´DIGO
EN LA EJECUCIO´N DE LAS APLICACIONES DE TEST.
8 CONCLUSIONES
De este trabajo se pueden extraer diferentes conclusiones.
A nivel personal y como futuro profesional, este pro-
yecto ha sido muy enriquecedor dado que me ha per-
mitido afianzar conocimientos y trabajar con una pla-
nificacio´n. Adema´s, he podido llevar a buen puerto un
proyecto de esta magnitud de principio a fin, con sus
problemas y dificultades.
Respecto a la herramienta, tiene mucho potencial y
los resultados obtenidos son muy prometedores. Clara-
mente un evaluador puede llegar a ganar mucho tiempo
utilizando la herramienta con las reglas adecuadas.
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Au´n y con los resultados obtenidos en este proyecto,
esta herramienta es solo una prueba de concepto con
la que demostrar que es viable seguir desarrollando es-
ta herramienta y metodologı´a. De cara a continuar este
proyecto hay varias lineas de mejora con las que con-
tinuar, teniendo el tiempo necesario para investigar y
desarrollar estas lineas la herramienta podrı´a llegar a
ser muy potente gracias a su modularidad.
1. Una de las lineas de trabajo futuro ma´s importan-
tes de cara a que un evaluador pueda utilizar es-
ta herramienta de forma eficiente, es trabajar en
optimizar el informe final mediante algu´n siste-
ma de base de datos, facilitando que el evaluador
pueda encontrar lo que necesita de forma sencilla
ya que actualmente los informes llegan a ser muy
extensos.
2. La segunda posible linea de trabajo es optimizar
el sistema de reglas para que sea posible hacer
bu´squedas mas complejas, capacitando ası´ a la
herramienta a hallar ciertos patrones ma´s com-
plejos.
3. Como ultima linea de trabajo se podrı´an efectuar
pequen˜os cambios en la herramienta con el fin de
que aprovechando su modularidad esta pudiese
perpetrar ana´lisis dina´micos.
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