Projeto de controladores embarcados para um quadrirotor by Jacinto, Leonardo Avelino de Lima
Universidade de Brasília - UnB
Faculdade UnB Gama - FGA
Engenharia Eletrônica
PROJETO DE CONTROLADORES
EMBARCADOS PARA UM QUADRIROTOR
Autor: Leonardo Avelino de Lima Jacinto




Leonardo Avelino de Lima Jacinto
PROJETO DE CONTROLADORES EMBARCADOS
PARA UM QUADRIROTOR
Monografia submetida ao curso de graduação
em (Engenharia Eletrônica) da Universidade
de Brasília, como requisito parcial para ob-
tenção do Título de Bacharel em (Engenharia
Eletrônica).
Universidade de Brasília - UnB
Faculdade UnB Gama - FGA
Orientador: Dr. Evandro Leonardo Silva Teixeira
Brasília, DF
2017
Leonardo Avelino de Lima Jacinto
PROJETO DE CONTROLADORES EMBARCADOS PARA UM QUADRI-
ROTOR/ Leonardo Avelino de Lima Jacinto. – Brasília, DF, 2017-
128 p. : il. (algumas color.) ; 30 cm.
Orientador: Dr. Evandro Leonardo Silva Teixeira
Trabalho de Conclusão de Curso – Universidade de Brasília - UnB
Faculdade UnB Gama - FGA , 2017.
1. quadrirotor. 2. sistemas embarcados. I. Dr. Evandro Leonardo Silva
Teixeira. II. Universidade de Brasília. III. Faculdade UnB Gama. IV. PROJETO
DE CONTROLADORES EMBARCADOS PARA UM QUADRIROTOR
CDU 02:141:005.6
Leonardo Avelino de Lima Jacinto
PROJETO DE CONTROLADORES EMBARCADOS
PARA UM QUADRIROTOR
Monografia submetida ao curso de graduação
em (Engenharia Eletrônica) da Universidade
de Brasília, como requisito parcial para ob-
tenção do Título de Bacharel em (Engenharia
Eletrônica).
Trabalho aprovado. Brasília, DF, 04 de Julho de 2017:
Dr. Evandro Leonardo Silva Teixeira
Orientador
Dr. Renato Vilela Lopes
Convidado 1





Este trabalho é dedicado à minha mãe, Joselene,
ao meu pai, Almir, aos meus irmãos Lucas
e Luís, e à minha namorada Amanda.

Agradecimentos
Agradeço à minha família, meus pais e irmãos, por sempre acreditarem em mim
e por todo investimento, carinho e suporte ao longo de todas as etapas da minha vida.
Agradeço à minha namorada Amanda, que apesar da distância está sempre me apoiando,
respeitando minhas decisões e me incentivando a sempre optar pelas melhores escolhas.
Agradeço ao meu tio Marcos, por todos os conselhos desde a infância até a fase
adulta, por todo o apoio que precisei para tomar decisões importantes ao longo das etapas
vividas.
Agradeço aos meus colegas de curso Rafael, Hugo e Paulo, pela amizade e com-
panheirismo durante a minha jornada universitária. Agradeço ao meu colega Tiago que
diversas vezes me ajudou a enxergar as melhores soluções que possibilitaram a execução
deste projeto.
Agradeço ao professor Evandro pela oportunidade de trabalhar neste projeto e por
todo o suporte fornecido por ele ao longo do processo de aprendizado. Agradeço aos pro-
fessores André e Renato por disponibilizarem todo o material e ambiente do projeto e por
estarem prontos à ajudar quando necessário.

“Success is not the key to happiness.
Hapiness is the key to success.
If you love what you are doing,




O presente trabalho aborda a implementação de controladores embarcados em um Veículo
Aéreo Não-Tripulado (VANT ) do tipo quadrirotor. Dois controladores bem conhecidos
na área de sistemas de controle foram escolhidos: o controlador proporcional-integral-
derivativo (PID) e o regulador linear quadrático (LQR). O objetivo é implementar estes
controladores em uma famosa plataforma de controle de vôo conhecida como PX4 Auto-
pilot, garantindo que mesmo com todas as aplicações já existentes, o controlador funcione
de forma determinística cumprindo as restrições temporais. Um estudo sobre esta plata-
forma será apresentado, e a resposta dos controladores implementados serão comparadas
com a resposta do controlador oficial da PX4. Por fim, serão apresentados os resultados
alcançados em simulação e na prática.
Palavras-chaves: quadrirotor. sistemas embarcados. PX4.

Abstract
The present work addresses the implementation embedded controller in an Unmanned
Aerial Vehicle (UAV) quadrotor type. Two well-known controller in control systems field
were chosen: the proportional-integral-derivative (PID) controller and the linear quadratic
regulator (LQR). The goal is to implement these two controllers in a famous flight control
platform known as PX4 Autopilot, ensuring that, even with all the existing applications,
the controller works in a deterministic manner complying with the time constraints. An
study about this platform will be presented, and the results of the implemented controllers
will be compared against the PX4’s official controller. Lastly, the results achieved in both
simulation and practice will be presented in order to demonstrate the success of the
implemented control techniques embedded in a quadrotor.
Key-words: quadrotor. embedded systems. PX4.
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Devido ao avanço da tecnologia na área de robótica e aviação, o uso de Veículos
Aéreos Não-Tripulados (VANTs), também chamado de drones, para diversos propósitos
é uma realidade do século XXI. Mesmo que, no início de seu desenvolvimento, os VANTs
tenham sido usados para propósitos militares, atualmente a demanda é alta para uso cívil
e comercial, incluindo setores como agricultura, construção, inspeção e segurança [53]. De
acordo com o jornal O Globo, o mercado de VANTs é estimado em 127 bilhões de dólares
ao ano em todo o mundo[41].
Além de proporcionar uma grande movimentação financeira, o avanço da tecnolo-
gia faz com que os VANTs sejam cada vez mais úteis para a humanidade. Em [44] pode-se
ver drones gerando redução de gastos de insumos na agricultura. Em [26] é apresentado
uma pesquisa em que é mostrado como drones podem salvar vidas ao carregar desfibrila-
dores cardíacos. Em [19] foi registrado o primeiro vôo para a entrega de um pacote pela
Amazon, maior empresa varejista de e-commerce do mundo.
Os VANTs só chegaram a este ponto em termos de tecnologia graças aos avan-
ços da eletrônica. Chips microcontroladores e baterias de lítio tornaram-se mais baratos
e menores recentemente, tornando-se passíveis de serem instalados nestes veículos [53].
Quadrirotores, categoria de VANTs de quatro motores cujas velocidades são controladas
computacionalmente (exemplo na Figura 1), surgiram no começo dos anos 2000, e trou-
xeram uma nova maneira de realizar vôos mais ágeis e em espaços limitados, graças as
técnicas de sistemas de controle desenvolvidas e aplicadas à este sistema por pesquisado-
res.
A estabilização e vôo de um VANT quadrirotor é puramente dependente de soft-
ware que implementa a estratégia de controle desse sistema e é executado em um mi-
Figura 1 – Exemplo de VANT do tipo quadrirotor
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crocontrolador embarcado no veículo. O microcontrolador deve ser capaz de executar
múltiplos algoritmos para estimar dados dos sensores, executar cálculos, enviar comando
aos motores, além de diversas outras aplicações, de forma a garantir o cumprimento das
restrições de tempo, caso contrário o veículo pode cair. Tamanha complexidade é díficil de
ser implementado com programação bare metal1, o que é comumente adotado em sistemas
embarcados com microcontroladores.
Conforme discutido em [31], sistemas robóticos que possuem aplicações comple-
xas como os quadrirotores e demais VANTs devem utilizar um sistema operacional de
tempo-real (RTOS, em inglês) proporcionando um ambiente seguro e confiável de de-
senvolvimento. Com o uso de um RTOS é possível gerenciar à execução das aplicações
de forma a obedecer as restrições de tempo de controle, uma vez que se conhece bem o
sistema embarcado em questão (tanto o hardware quanto o software). Com as devidas
técnicas é possível embarcar algoritmos complexos de controle e demais aplicações de
maneira otimizada, e garantir que o sistema funcione corretamente, como pode ser visto
em diversas plataformas para controle de VANTs como PX4 Autopilot e ArduPilot Mega
(APM ).
A PX4 Autopilot é um projeto open source de hardware aberto bastante popu-
lar entre pesquisadores de VANTs [48]. Seu hardware mais popular, a Pixhawk, é uma
controladora de vôo que possui um microcontrolador embarcado executando um RTOS
para gerenciar suas aplicações. Por ter uma arquitetura funcional sendo desenvolvido pela
comunidade internacional, o desenvolvimento para esta plataforma é interessante pois per-
mite a reutilização de módulos [39]. Esta característica permite que o pesquisador tenha
foco em seu projeto, sem se preocupar em desenvolver outras aplicações fora do escopo
do mesmo. A PX4 oferece ainda, ambientes de simulação que torna o desenvolvimento de
aplicações de controle menos suscetível à falha em campo.
1.1 Objetivo
O objetivo deste trabalho é implementar duas estratégias de controle em um mi-
crocontrolador que utiliza um sistema operacional de tempo-real (RTOS), embarcado em
um veículo do tipo quadrirotor de maneira otimizada computacionalmente, garantindo
que as restrições de tempo sejam cumpridas. A plataforma PX4 Autopilot, que inclui o
firmware PX4 e o hardware (placa de controle de vôo) Pixhawk, será utilizada. Deseja-se
utilizar diferentes estratégias de controle que serão discutidas no decorrer do trabalho, à
fim de comparar o custo computacional de cada uma, assim como levantar as diferenças
entre elas e as aplicações de controle já existentes desenvolvidas em plataformas utilizadas
atualmente.
1 Programação bare metal é um termo usado quando a aplicação interage diretamente com o hardware,
sem um sistema operacional para intermediar
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1.2 Estrutura do Trabalho
O texto deste trabalho foi organizado em seis capítulos, referências bibliográficas e
apêndice. A seguir é apresentado um breve resumo do que o leitor pode deverá encontrar
em cada um destes capítulos:
Capítulo 2: Neste capítulo é abordada a revisão bibliográfica que serviu de base
para a execução deste trabalho. Uma introdução aos quadrirotores, além de uma revisão
de cada uma das principais partes que compõe este veículo foi elaborada neste capítulo.
Técnicas de controle destes, além de modelos já existentes e uma revisão de sistemas de
tempo-real são também abordadas.
Capítulo 3: Neste capítulo é apresentada uma revisão sobre a plataforma PX4
Autopilot. Um estudo sobre os módulos de software, a controladora de vôo Pixhawk e
simuladores é retratado.
Capítulo 4: Neste capítulo é abordada a metodologia para a execução deste traba-
lho. É descrito passo a passo os métodos que foram utilizados durante o desenvolvimento
deste projeto.
Capítulo 5: Este capítulo trata da descrição dos estudos de caso deste trabalho. O
primeiro estudo de caso trata da implementação de um controlador PID em um quadriro-
tor. Já o segundo, trata-se da implementação de um controlador LQR para o quadrirotor.
Por fim é apresentado os resultados experimentais assim como a análise dos mesmos.




Esta seção apresenta importantes conceitos de Veículos Aéreos Não-Tripulados do
tipo quadrirotor, incluindo discussões sobre o modelo matemático, controle e os compo-




O quadrirotor, também conhecido como quadrotor ou quadricóptero, é um tipo de
helicoptéro que possui quatro rotores, cada um com uma hélice. Embora seu uso tenha
começado como aeronaves para passageiros no começo do século XX [50], hoje em dia, o
mesmo é usado largamente como Veículo Aéreo Não-Tripulado. Estes veículos estão cada
vez mais populares, principalmente devido as avançadas técnicas de controle desenvolvidas
e o avanço da robótica, o que possibilita que eles sejam controlados por computadores em
terra, por controles de rádio, ou até mesmo fazer vôos autônomos sem a necessidade de
um piloto.
Várias são as aplicações dos quadrirotores nos dias de hoje como: na área militar
para a procura de bombas e identificação de alvos, na área de segurança com o moni-
toramento de propriedades privadas, rastreamento de veículos nas estradas e também
monitoramento de cargas. O uso também é bastante frequente para análise da atmosfera
para previsão do tempo, detecção de áreas de incêndio e até mesmo para transporte de
objetos [32].
Uma das vantagens do quadrirotor é que este é um veículo simétrico, sendo de
simples construção, e possui uma certa facilidade de manutenção. Possui também algumas
vantagens que o VANT de asa fixa não possui como decolagem vertical, maior facilidade
de manobra, vôos em baixa velocidade, e também, consegue executar o movimento de
pairar sob o ar (hovering). Além disso, o quadrirotor não precisa de uma área grande
para aterrisagem, o que é necessário no caso do drone de asa fixa.
As lâminas das hélices do quadrirotor são conectadas nos rotores paralelamente
entre si, fixando-as de maneira a obter uma estrutura rígida, permitindo que o único parâ-
metro a ser variado seja a velocidade de rotação das mesmas [21]. Ao variar a velocidade,
os rotores geram a propulsão necessária para o vôo.
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Figura 2 – Quadrirotor e seus movimentos de roll, pitch e yaw. Imagem adaptada de [1].
2.1.2 Princípio de Funcionamento de um Quadrirotor
A mecânica do vôo de um quadrirotor é possível graças aos diferentes sentidos de
rotação de seus rotores como pode ser visto na Figura 2. Neste exemplo de configuração,
a rotação das hélices 1 e 3 movem-se no sentido anti-horário, ao passo que as hélices 2 e
4 são rotacionadas no sentido horário. Desta forma, quando giram na mesma velocidade,
os motores produzem um torque resultante nulo permitindo que o veículo fique no mesmo
ponto.
O quadrirotor é considerado um corpo rígido no espaço que possui seis graus de
liberdade (𝑥,𝑦,𝑧,𝜑,𝜃,𝜓), conforme Figura 3. O movimento em 𝑥, 𝑦 e 𝑧 é chamado de
translacional e o movimento em 𝜑,𝜃 e 𝜓 (leia-se, em inglês, roll, pitch e yaw, ou em
português, rolagem, arfagem e guinada) é chamado de rotacional. Para se locomover em
cada uma dessas dinâmicas, o quadrirotor é controlado através de quatro comandos que
resultam da rotação dos quatro motores, estes são: torque no eixo 𝑥, torque no eixo 𝑦,
torque no eixo 𝑧 e throttle1 (𝜏𝜑,𝜏𝜃,𝜏𝜓,𝑇 ).
O comando de throttle é uma força resultante no eixo 𝑧 que implica no movimento
vertical de subida ou descida do veículo. Para esse movimento ocorrer todos os rotores
devem aumentar ou diminuir a rotação na mesma proporção. Quando o empuxo aplicado
pelos rotores em conjunto com as hélices supera a força peso, o veículo ganha altitude.
Já quando a velocidade dos motores diminuem a ponto de ser superada pela força peso,
o veículo perde altitude.
O comando de torque no eixo 𝑥 implica no movimento de roll (𝜑) e está ligado à
forma de atuação do par de motor 2-4 conforme a Figura 2. Ao diminuir a velocidade do
1 Soma das forças de empuxo exercida pelos motores, mas será usado o nome em inglês por ser um
termo bem conhecido em vários trabalhos.
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motor 2 e aumentar a velocidade do motor 4 ocorre um movimento positivo de roll. Se a
velocidade do motor 4 diminui e a velocidade do motor 2 aumenta ocorre um movimento
negativo de roll.
Já o comando de torque no eixo 𝑦 implica no movimento de pitch (𝜃) e ocorre
de maneira similar ao movimento de roll. Ele é executado de acordo com a atuação dos
motores 1-3 (Figura 2). Se a velocidade do motor 3 aumenta e a do motor 1 diminui,
ocorre um movimento positivo de pitch. Caso o contrário, tem-se um movimento negativo
de pitch.
Por fim, o torque no eixo 𝑧 gera movimento de yaw (𝜓), que é executado quando
os motores que estão no mesmo eixo, ou motores que giram no mesmo sentido, tenham
velocidades diferentes do outro par de motores que giram no sentido oposto, conforme
visto na Figura 2. Isso ocorre devido à força de torque gerada pelos motores que será
vista na próxima seção. Dessa forma existe uma força horizontal resultante capaz de girar
o veículo em torno do seu eixo em sentido horário ou anti-horário de acordo com os pares
de rotores que executam a maior velocidade.
2.1.3 Modelo matemático do quadrirotor
Dois métodos são comumente usados para encontrar o modelo matemático do
quadrirotor. O método de Newton-Euler é utilizado em [21], nesse trabalho porém, será
abordado o formalismo de Euler-Lagrange cujas equações podem ser obtidas através da
análise de energia e trabalho [51]. A derivação será apresentada tendo como base o trabalho
publicado em [37].
A Figura 3 apresenta os dois referenciais usados no modelo do quadrirotror. O refe-
rencial inercial, cujo centro é fixo na Terra, define a posição linear absoluta do quadrirotor
𝜉. A posição angular, também chamada de atitude, é definida com relação ao referencial
inercial pelos três ângulos de Euler 𝜂. No vetor q estão contidas estas posições lineares
e angulares referidas. A origem do referencial do corpo coincide com o centro de massa
do veículo, e portanto, podem-se determinar as velocidades lineares VB e as velocidades
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Figura 3 – (a)Referencial inercial e (b)referencial do corpo. Retirado de [37]
A matriz de rotação do referencial do corpo para o referencial inercial é:
R =
⎡⎢⎢⎢⎣
C𝜓C𝜃 C𝜓S𝜃S𝜑 − S𝜓C𝜑 C𝜓S𝜃C𝜑 + S𝜓S𝜑
S𝜓C𝜃 S𝜓S𝜃S𝜑 + C𝜓C𝜑 S𝜓S𝜃C𝜑 − C𝜓S𝜑
−S𝜓 C𝜃S𝜑 C𝜃C𝜑
⎤⎥⎥⎥⎦ (2.3)
em que S𝑥 = sin(x) e C𝑥 = cos(x).
Assume-se que o quadrirotor tem uma estrutura simétrica, e portanto, os seus
momentos de inércia em torno de x,y,z são uma matriz diagonal I𝑥𝑥 = I𝑦𝑦, uma vez que
os braços estejam perfeitamente alinhados nos eixos x e y.
As velocidades angulares dos motores do veículo geram forças 𝑓𝑖 na direção do eixo
de rotação do motor, e geram também, torques 𝜏𝑀𝑖 ao redor do eixo dos motores:
𝑓𝑖 = 𝑘𝑤2𝑖 , 𝜏𝑀𝑖 ≈ 𝑏𝑤2𝑖 (2.4)
em que k é o coeficiente de empuxo e b é o coeficiente de arrasto dos motores.
A combinação das forças exercidas pelos quatro motores geram empuxo (throttle) T na
direção do eixo z. Adicionalmente, o vetor 𝜏𝑏 consiste nos torques em cada eixo do re-
ferencial do corpo, formalizando-se assim, as quatro forças que podem ser aplicadas ao






















em que l é a distância entre o motor e o centro de massa do corpo. Conforme visto
anteriormente, torques no eixo 𝑥 são gerados pelos motores 2 e 4, ao passo que torques
em 𝑦 são gerados pelos motores 1 e 3.
Para obter as equações nas dinâmicas mostradas na Figura 3, deve-se primeira-
mente obter o Lagrangiano ℒ, que é definido como a soma da energia translacional e
rotacional menos a energia potencial, para cada uma das coordenadas generalizadas:
ℒ(𝑞, ?̇?) = 𝑚2 𝜉
𝑇 𝜉 + 12𝜈
𝑇 𝐼𝜈 −𝑚𝑔𝑧 (2.7)
Em que m é a massa, g é a gravidade e I é a matriz dos momentos de inércia.











O resultado da aplicação do método de Euler-Lagrange para as acelerações angu-
lares do quadrirotor é dado por:
𝜂 = J−1(𝜏𝐵 − C(𝜂, ?̇?)?̇?) (2.9)
J é a matriz jacobiana que rotaciona um vetor de 𝜈 para ?̇? levando-se em conta os
momentos de inércia para cada dinâmica, e C(𝜂, ?̇?) é termo de Coriollis que contêm as
parcelas devidas aos efeitos giroscópicos e demais efeitos de natureza não-linear. Portanto,























+ 𝐼𝑥𝑥 − 𝐼𝑦𝑦
𝐼𝑧𝑧
𝜃?̇?
(𝐶𝜓𝑆𝜃𝐶𝜑 + 𝑆𝜓𝑆𝜑) 𝑇𝑚
(𝑆𝜓𝑆𝜃𝐶𝜑 + 𝑆𝜑𝐶𝜓) 𝑇𝑚
−𝑔 + (𝐶𝜃𝐶𝜑) 𝑇𝑚
⎤⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎥⎦
(2.10)
Para este trabalho, considera-se sempre a hipótese que os ângulos de atitude se
mantêm pequenos (veiculo pairando sob o ar), e portanto, os efeitos não-lineares são
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Por fim, para as acelerações lineares do quadrirotor, desconsiderando os efeitos









−𝑔 + (𝐶𝜃𝐶𝜑) 𝑇𝑚
⎤⎥⎥⎥⎥⎥⎥⎦ (2.12)
2.1.4 Modelo Linearizado
Assumindo que os ângulos de atitudes são bem pequenos (veículo pairando sob
o ar), pode-se aproximar o modelo matemático do quadrirotor por um modelo linear.
Aplicando a expansão de Taylor de primeira ordem em torno de um ponto de equilíbrio,
o modelo discreto pode ser representado em espaço de estados conforme apresentado em
[36]:
𝜎(𝑘 + 1) = 𝐴𝜎(𝑘) +𝐵𝑢(𝑘) (2.13)
em que 𝜎 = [𝑥 ?̇? 𝑦 ?̇? 𝑧 ?̇? 𝜑 ?̇? 𝜃 𝜃 𝜓 ?̇?]𝑇 é o vetor de estados e 𝑢 = [𝑤1 𝑤2 𝑤3 𝑤4]𝑇
é o vetor de entrada (comandos). 𝐴 é a matriz de estados e 𝐵 é a matriz de entradas.
O termo 𝑘 vem do fato de que esta equação é discretizada no tempo de acordo com um
período de amostragem 𝜏𝑠, em torno de um ponto de equilíbrio (veículo pairando) [34].
2.1.5 Estimador e sensores
Para estimar o vetor de estados do sistema é necessário sensores de medida iner-
cial, também conhecido como Inertial Measurement Unit (IMU ). São eles o giroscópio, o
acelerômetro e o magnetômetro (Figura 4).
O girômetro ou giroscópio é um sensor de extrema importância para o funciona-
mento do sistema, pois este é responsável pelas medidas de velocidade angular, a partir
das quais podem ser estimadas as acelerações angulares[23]. Sua utilização é necessária
para detectar as mudanças nas rotações nos eixos de roll, pitch e yaw, portanto os senso-
res de navegação da IMU utilizam 3 giroscópios, um para cada eixo desejado (conforme
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Figura 4 – Principais sensores da IMU
Figura 4). Esse sensor é de fundamental importância para estimar o vetor de estados do
veículo.
O acelerômetro é outro sensor fundamental para o quadrirotor, pois detecta a
aceleração ao longo do eixo no qual foi inserido. A IMU utiliza 3 acelerômetros, um para
cada eixo assim como o giroscópio, tornando possível medir acelerações nos eixos (𝑥,𝑦,𝑧).
O magnetômetro funciona de maneira à medir os campos magnéticos. Com esse
sensor, é possível conseguir uma referência robusta de orientação (norte, sul, leste, oeste),
e portanto a IMU utiliza este sensor auxiliar na estimação do ângulo de yaw.
As medidas isoladas de cada um desses sensores não são suficientes para fornecer
os 12 estados do veículo mencionados anteriormente. Primeiramente, o giroscópio não
obtêm os ângulos de Euler diretamente, e sim as velocidades nestes ângulos, portanto
existe um erro que é acumulado com o tempo no cálculo dos estados (ângulos de Euler)
atuais. As medidas do acelerômetro não são estáveis quando as acelerações são elevadas,
e não é possível avaliar a medida de aceleração em yaw através deste sensor. Por fim, o
magnetômetro está sujeito a vários tipos de interferência magnética, além de precisar de
uma grande estimativa de inclinação para fornecer dados corretos [45].
Portanto é necessário um método para estimar esses estados de uma maneira
precisa, e isso é feito através de um observador de estados que realiza fusão sensorial.
Fusão sensorial é a combinação de dados sensoriais ou de dados derivados de sensores
cuja informação resultante é melhor do que seria possível caso cada um destes sejam
usados individualmente [24].
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A fusão sensorial promove os ajustes necessários para estimar corretamente os
estados [38]. Os dados dos sensores são filtrados e corrigidos de acordo com o método
escolhido que melhor se adequa ao sistema em que se está trabalhando.
A estratégia mais famosa para fusão sensorial em veículos do tipo quadrirotor é
o filtro de Kalman extendido, uma versão não-linear do filtro de Kalman. Este modelo
é um conjunto de equações que se dividem em duas categorias: equações preditivas e
equações corretivas. O filtro de Kalman extendido produz estimativas estatísticamente
ótimas quando utilizado em um sistema com modelo linear e é bastante utilizado apesar
da sua pesada carga computacional [45].
O filtro de Kalman extendido é a solução que fornece todos os estados necessários
de uma maneira precisa. A plataforma escolhida para este trabalho possui um filtro de
Kalman extendido implementado e isto será visto com mais detalhe no decorrer deste
trabalho.
2.1.6 Técnicas de controle para quadrirotor
Para que um quadrirotor possa voar de maneira adequada, existe a necessidade
de controlar os seus estados através de algoritmos computacionais. Quando um comando
para execução de algum movimento (movimento de 5∘ em pitch por exemplo), é enviado do
transmissor (rádio ou de um software embarcado) para a aeronave, o sistema de controle é
responsável por ler esse sinal e modificar a rotação dos motores com a precisão necessária
para que o movimento seja de acordo com o esperado. O controlador deve estar calibrado
para executar os seus passos no tempo correto, caso contrário o vôo do quadricóptero
estará comprometido.
Apesar do quadrirotor possuir uma mecânica relativamente simples quando com-
parada com outros veículos aéreos, seu controle não é trivial devido a sua natureza sub-
atuada, modelo altamente não-linear e dinâmicas acopladas [55]. Sendo assim, a teoria de
controle é de fundamental importância para a elaboração das estratégias de controle para
o quadrirotor.
Diversas estratégias de controle já foram utilizadas para quadrirrotores. O contro-
lador proporcional-integral-derivativo (PID) é um controlador bem consolidado na indús-
tria e bastante robusto. O regulador linear quadrático (LQR) é um controlador ótimo que
possui eficiente rejeição à pertubações [55]. O controlador preditivo baseado em modelo
(MPC ) é um controlador com restrições que apresenta bastante potencial para lidar com
problemas de segurança e limitação dos atuadores [36], porém não será objeto de estudo
neste trabalho.
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Figura 5 – Controle PID
2.1.6.1 Controlador PID
Uma das técnicas de controle mais utilizadas na indústria é o controlador PID
(Proportional Integral Derivative) devido a sua estrutura e tunning (ajuste de ganhos)
relativamente fácil quando comparada com outras técnicas . Esta técnica consiste em
obter o erro - através do seu mecanismo de controle com realimentação - que é a diferença
entre o ponto em que o sistema está atualmente e o ponto desejado (set point), e assim,
buscar minimizar este erro modificando os atuadores do sistema através da alteração dos
ganhos [30], como pode ser visto na Figura 5.
Os três diferentes ganhos envolvidos nesta técnica - P, I e D - são descritos em
termos do tempo, sendo o erro presente dependendente de P, o erro passado dependente
de I e o erro futuro dependente de D [43]. A alteração de cada um desses ganhos promove
uma mudança nas propriedades da resposta natural do sistema (Figura 6), apresentadas
abaixo com base em [4]:
∙ Rise time: tempo de subida. Tempo que o sinal de interesse no sistema leva para ir
de 10% à 90% (procentagens típicas) do valor final.
∙ Overshoot: é o valor que ultrapassa à resposta final.
∙ Settling time: tempo de estabilização. Tempo que o sistema leva para chegar à 5%
(porcentagem típica) do valor final.
∙ Erro de estado estacionário: diferença final entre a resposta desejada e o set point.
O termo P, também chamado de coeficiente de ganho proporcional, é o ganho mais
importante pois determinará quão reativo é o sistema à variações. Ao aumentar-se o ganho
P o sistema responde mais rápido (redução do rise time), porém o overshoot e o erro de
estado estacionário também aumentam o que pode causar instabilidade (Figura 7).
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Figura 6 – Respostas típicas de um controlador PID. Retirado de [4].
Figura 7 – Figura indicando a alteração na resposta transiente do sistema com o aumento
dos ganhos P, I e D. Adaptado de [9].
O ganho I, conhecido como o termo integral, é importante para tornar o sistema
mais preciso devido ao erro passado acumulado. O aumento do ganho I proporciona uma
redução no erro de estado estacionário fazendo o sistema estabilizar mais perto do ponto
desejado. Em contrapartida, o aumento do termo I causa um aumento do overshoot e um
aumento no tempo que o sistema leva para estabilizar (settling time) (Figura 7).
Por fim, o ganho derivativo D, faz com que o sistema aumente a velocidade de
reação de acordo com a taxa de variação do erro. Um aumento no ganho derivativo
proporciona uma redução no overshoot e no settling time, mas pode ocasionar variações
no erro de estado estácionário e no tempo de subida caso não ajustado corretamente
(Figura 7).
No caso do quadrirotor, os controladores PID são usados para o controle em baixo
nível do veículo, isto é, controle de posição (𝑥,𝑦,𝑧) e controle angular (atitude) (roll, pitch e
yaw). Ao estabelecer-se o ponto de operação 2 o controlador executará os loops de controle
até que essa condição seja alcançada.
2 Um exemplo de ponto de operação comum para o quadrirotor é aquele em que todos os ângulos
desejados são zero
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2.1.6.2 Controlador LQR
A técnica de controle conhecida como Regulador Linear Quadrático, ou em inglês,
Linear Quadratic Regulator é uma técnica de controle ótimo, cujo objetivo é operar em
sistemas dinâmicos com um custo mínimo. Esta técnica é usada em um projeto de um
quadrirotor indoor em [20].
Dado um modelo linear no espaço de estados:
ẋ(𝑡) = Ax(𝑡) + Bu(𝑡) (2.14)
em que A é matriz de estados, B é a matriz de entradas, u(t) é vetor de entradas
e x(t) é vetor de estados, o LQR resultará em uma lei de controle:
u(𝑡) = −Kx(𝑡) (2.15)




(x𝑇Qx + u𝑇Ru)𝑑𝑡 (2.16)
As matrizes Q e R são responsáveis por penalizar ou por amplificar os estados
e as entradas do sistema, respectivamente. Para encontrar a matriz K, a lei de controle
ótimo é dada por:
u(𝑡) = −Kx(𝑡) = −R−1B𝑇Px(𝑡) (2.17)
sendo que a matriz P é encontrada através da solução da equação de Riccati:
A𝑇P + PA − PBR−1B𝑇P + Q = 0 (2.18)
O LQR é um controlador cujo objetivo é minimizar uma função de custo definida
por quem está projetando o controle. Se por um lado ele lida melhores com sistemas com
múltiplas entradas e múltiplas saídas (MIMO em inglês) [22], por outro lado possui certas
dificuldades na definição da função custo e nas matrizes de ponderação.
2.2 Arquitetura do quadrirotor
A arquitetura de um sistema quadrirotor pode variar dependendo das caracte-
rísticas do veículo e que funções este deve exercer. Entretanto, de uma maneira geral a
arquitetura pode ser representada de acordo com a Figura 8. A Main Board é a placa de
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Figura 8 – Arquitetura do sistema quadrirotor
controle e processamento, também chamada de flight controller, que possui o microcon-
trolador principal (MCU ) e é responsável por gerenciar a comunicação entre os demais
dispositivos, conversando com estes através das interfaces. O sensores IMU também estão
integrados na Main Board3. O receptor de rádio-frequência (RF), representa os receptores
de sinal de rádio e de telemetria, e os sensores externos, qualquer outros sensor que não
esteja fixado na Main Board.
Electronic Speed Controllers (ESCs) são os controladores de velocidade dos mo-
tores. A alimentação dos motores, sensores e demais dispositivos é fornecida por uma
bateria. Os motores possuem hélices acopladas que permitem que o veículo execute um
vôo.
Por fim, tem-se o controle de rádio operado por um humano que envia sinais de
comando para o veículo, e um computador em terra executando um software de missão
que se comunica com o veículo através de um dispositivo de telemetria. Esses dispositivos
estão fora do frame do quadrirotor.
Esta é um arquitetura genérica, que, apesar de não ser uma regra para os qua-
drirotores, é bastante adotada atualmente. Os detalhes dos principais componentes serão
vistos nesta seção. Demais informações podem ser encontradas nos Apêndices.
3 Existem quadrirotores em que os sensores IMU se localizam fora da placa controladora principal.
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2.2.1 Placa controladora de vôo (Main Board)
A Main Board, ou Flight Controller, é uma placa com os principais dispositivos
eletrônicos embarcados no veículo. Nela estão os sensores de navegação, as interfaces de
comunicação, e o processador principal. Estes são os principais componentes da placa,
que pode possuir diversos outros dispositivos de acordo com a necessidade do veículo.
Toda placa controladora de vôo possui um processador principal, que está contido
geralmente dentro de um microcontrolador MCU. Em sistemas robóticos é comum ver o
uso de microcontroladores, pois estes possuem além de um processador, memórias inter-
nas, terminais de entrada e saída (E/S, ou em inglês, I/O), além de outras interfaces de
comunicação. Abaixo, têm-se uma lista de interfaces comuns de serem encontradas em
microcontroladores modernos:
∙ UART, I2C, SPI : protocolos padrões de comunicação serial que possibilita a comu-
nicação com computadores externos (offboard), sensores, e demais dispositivos que
utilizam-se destes protocolos.
∙ PWM : a maior parte dos quadrirotores atuais enviam sinais de controle utilizando-
se de Pulse Width Modulation (PWM ), portanto é necessário que o MCU forneça
pelo menos quatro saídas PWM.
∙ GPIO: são os pinos de propósito geral do MCU, que possibilita o desenvolvedor
adicionar funcionalidades conforme desejadas.
∙ A/D: conversores A/D são essenciais para leitura de sensores analógicos
∙ JTAG, USB: portas padrão para debug e gravação do firmware no MCU.
O MCU executa a aplicação embarcada com os algoritmos de processamento em
tempo-real, leitura dos sensores e envio de sinais de comando para os respectivos motores.
O MCU deve ser capaz de executar os algoritmos de controle de trajetória, posição e
atitude, realizar operações de E/S com demais dispostivos, sendo portanto, importante
a escolha de um MCU correto para a aplicação. Quanto mais complexo a arquitetura de
software do sistema for, maior capacidade de processamento será exigida do MCU. As
interfaces de comunicação que o MCU possui são muito importantes, pois definem como
os dispositivos externos devem se comunicar ele.
A Main Board possui, além do microcontrolador, os sensores de navegação (IMU )
para efetuar vôo. São estes o acelerômetro, girômetro e magnetômetro (apresentados na
Seção 2.1.4). Existem arquiteturas porém, que integram mais sensores na Main Board.
As interfaces da Main Board são necessárias para a comunicação desta com os
demais dispositivos e sensores. Na maioria dos casos elas são fornecidas diretamente pelo
46 Capítulo 2. Revisão Bibliográfica
Figura 9 – Main Board comercial conhecida como CleanFlight. Fonte da imagem desco-
nhecida.
microcontrolador, porém, em alguns casos são providas por dispositivos intermediários.
As principais interfaces para comunicação foram apresentadas na seção que se introduziu
o microcontrolador.
A Figura 9 mostra um exemplo de placa de controle de vôo comercial. Pode-se ver
na imagem em (1) o MCU, em (2) os sensores de navegação e em (3) inúmeras interfaces
de comunicação.
2.2.1.1 Sensores extras e Receptor RF
Os sensores extras representam todos os sensores que não estão diretamente contido
na Main Board mas estão no frame do quadrirotor. Existem uma variedade de sensores
utilizados para este tipo de veículo nos dias de hoje, o que está diretamente relacionado
ao tipo de aplicação em que o quadrirotor em questão é construído.
Um sensor externo famoso, presente em quase todos os VANTs modernos é o sensor
de posicionamento global GPS (exemplo na Figura 10), utilizado para vôos autônomos.
Este sensor é muito útil para vôos outdoor (vôos em ambiente aberto). Uma das utilidades
deste sensor é para controle do quadrirotor através de softwares de navegação, onde pode-
se enviar posições de GPS reais (waypoints) para o veículo alcançar. O veículo compara
sua posição de GPS com a posição fornecida pelo software, e assim o veículo consegue,
teoricamente, realizar vôo para qualquer posição global.
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Figura 10 – Sensor GPS da empresa 3DR. Este sensor acompanha o kit da Pixhawk.
Outro sensor bastante utilizado é o barômetro. Este sensor trabalha medindo as
mudanças de pressão atmosférica, sendo utilizado, portanto, para realizar medições de
altura do veículo. Ainda, com a mesma finalidade, tem-se o sonar, sensor utilizado para
medir altura e em aplicações em que se deseja realizar trajetórias escapando de obstácu-
los. Sensores de fluxo ótico, sensores LIDAR e câmeras são também utilizados para este
propósito.
Os receptores de radio-frequência (RF) são componentes encontrados em quase
todos os quadrirotores modernos. Estes representam os dispositivos que recebem os sinais
de rádio (piloto), e também, receptores de sinais de dispositivos de telemetria. Estes
dispositivos captam os sinais enviados em uma certa frequência, e se comunicam com
o microcontrolador da Main Board. Estes dispositivos são de fundamental importância,
pois comandos de controle e informações cruciais são enviadas durante vôo através destes.
Os receptores de sinais de telemetria, não só recebem, como também enviam sinais com
dados.
A Figura 12 mostra as interfaces de comunicação com a Pixhawk. Ela dispõe de
diversos padrões de comunicação já citados (como UART, I2C ), e ainda possui LEDs para
informar o condutor sobre eventuais ocorrências. Ela fornece ainda, comunicação USB, e
espaço para cartão SD. Mais detalhes sobre a Pixhawk serão dados na Seção 3.3.5.
2.2.2 Electronic Speed Controller
O Electronic Speed Controller (ESC ) é um controlador de velocidade dos motores
do veículo, sendo que cada motor precisa do seu próprio (exemplo de ESC na Figura 13).
A necessidade do ESC existe devido ao tipo de motor utilizado em quadrirotores: o motor
brushless DC. Devido à sua característica trifásica, este tipo de motor possui bobinas que
precisam ser acionadas na sequência correta para que o movimento faça sentido.
O ESC funciona da seguinte maneira: primeiro ele recebe os sinais de controle
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Figura 11 – Típico transmissor RC. Adaptado de [27]
Figura 12 – Interfaces de comunicação da Pixhawk
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Figura 13 – ESC da empresa DJI. Adaptado de [3]
vindos da flight controller (geralmente um sinal modulado por pulsos, conhecido como
PWM ), e então, converte esse sinal em potência (tensão e corrente) provida da bateria
para os motores. A direção de rotação também é controlada pelo ESC. Devido ao fato do
ESC interagir com a bateria e os motores, a sua escolha é dependente das especificações
destes. Alguns dos fatores a se verificar ao escolher um ESC de acordo com [42] são :
∙ Corrente máxima que o motor necessita em máxima rotação
∙ Protocolo dos sinais de entrada (se PWM ou outro)
∙ Suporte para quantidade de células da bateria a ser utilizada
∙ Peso e tamanho
2.2.2.1 Motores
Motores brushless DC (Figura 14), ou motores de corrente contínua sem escovas
são utilizados em quadrirotores devido a sua maior durabilidade, eficiência e reduzida
necessidade de manutenção quando comparado com os motores DC com escova (brushed
DC ).
Os principais fatores que devem ser conhecidos para a correta escolha do motor
são a tensão, corrente, propulsão, potência, eficiência e velocidade. Portanto deve-se saber
qual o peso da estrutura que irá voar para que os motores possam trabalhar com uma
certa "folga"e não consumam toda a energia da bateria rapidamente. O peso é também,
fundamental para calcular a propulsão necessária para a escolha do motor. Uma fórmula
geralmente usada para encontrar a propulsão é multiplicar o peso total da estrutura por
dois, e dividir pelo número de motores (quatro para quadrirrotores) [15].
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Figura 14 – Motor DC da DJI, bem comum em kits da Pixhawk
Os motores brushless são classificados em Kv, unidade de medida que relaciona
rotações por minuto (RPM ) com a tensão necessária (em Volts). Geralmente motores com
elevado Kv são usados em estruturas mais leves, em sistemas que priorizam velocidade
ou rápidas acrobacias. Motores com Kv menores são geralmente utilizados em estruturas
mais pesadas como quadricópteros que precisam carregar equipamentos de imagem. Os
motores também são classificados quanto ao número de pólos que pode variar de dois até
quatorze. Motores menores que para quadrirotores mais rápidos possuem menor número
de pólos ao passo que motores maiores para carregar estruturas pesadas possuem elevado
número de pólos [15].
Uma combinação adequada do motor com o tamanho das hélices a serem utilizadas
é fundamental, pois isso influenciará na rotação e, consequentemente, no desempenho do
sistema. É desejável que um motor rápido seja combinado com uma hélice mais curta,
e que um motor mais lento que carregue peso seja combinado com uma hélice de maior
comprimento.
2.2.3 Fornecimento de energia
A bateria é a parte responsável por fornecer energia elétrica para alimentar os
motores do quadricóptero. As baterias do tipo polímero de lítio (LiPo, Figura 15) são
as mais usadas para esse propósito por conseguirem acumular uma maior densidade de
energia comparada com outros tipos.
Segundo [6] as baterias são escolhidas de acordo com a necessidade do motor e a
especificação do ESC. O conhecimento da quantidade de corrente que será drenada por
vôo é essencial, pois assim uma escolha correta de capacidade de bateria pode ser feita.
O número de células usadas deve ser compatível com a quantidade de células em que o
ESC trabalha.
Os quadrirotores utilizam, normalmente, uma bateria, porém existem aqueles que
utilizam duas para garantir uma melhor segurança caso uma falhe durante a missão, e
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Figura 15 – Bateria de LiPo utilizada em VANTs
também para garantir uma maior autonomia, porém, ao preço de um custo mais elevado,
maior dificuldade de montagem da estrutura e aumento do peso. Portanto o tradeoff que
deve ser avaliado com cautela.
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2.3 Conceitos de sistemas embarcados
O quadrirotor possui um sistema eletrônico embarcado, apresentado na seção an-
terior, que possui um microcontrolador responsável por executar as aplicações de software
que permitem o controle do veículo. Nesta seção serão apresentado importantes conceitos
que fundamentaram este projeto: o modelo de um sistema embarcado e sistemas operaci-
onais de tempo-real.
2.3.1 Modelo de um sistema embarcado
O modelo completo de um sistema embarcado pode ser representado por três
camadas de acordo com a Figura 16: camada de hardware, camada de software do sistema
e a camada de aplicação. Interno à camada de software do sistema, existem três camadas
importantes que são: camada de device drivers, camada do sistema operacional e camada
de middleware [40].
Figura 16 – Modelo de um sistema embarcado: 1 - camada de hardware; 2 - camada de
software do sistema e 3 - camada de aplicação. Adaptado de [40].
A camada de hardware é a camada física do sistema que contêm todos os dis-
positivos mecânicos, elétricos e químicos. Os resistores, capacitores, diodos, transistores,
e demais dispositivos eletrônicos discretos estão nesta camada. Mais importante ainda,
nesta camada estão contidos o processador, responsável por executar o software, as me-
mórias e os barramentos de dados. Esta é a camada mais importante, pois sem ela as
demais camadas não existem.
A camada de software do sistema possui inúmeras responsabilidades, o que inclui
gerenciar aplicações, gerenciar hardware e gerenciar memória. Esta camada possui três
camadas internas importantes, sendo que estas camadas podem ser implementadas de
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maneiras diferentes, e que o modelo apresentado aqui é apenas uma maneira de generelizá-
las.
A camada de device drivers é a camada mais abaixo da camada de software do
sistema. Esta camada é de fundamental importância pois ela possui as aplicações de soft-
ware básico (baixo-nível), chamadas de drivers, que inicializam e gerenciam o acesso aos
dispositivos de hardware. Todo sistema que necessita de um software deve possuir drivers
na sua camada de software do sistema. Para uma aplicação embarcada, cada dispositivo
deve possui um driver desenvolvido para aquela plataforma (processador). Para ilustrar
isto, têm se como exemplo um acelerômetro: para cada tipo de microcontrolador ou placa
em que este será usado, é necessário o desenvolvimento de um driver para este disposi-
tivo. Apesar de existirem drivers genéricos, de maneira geral, a maioria dos drivers são
específicos da arquitutura.
A camada de sistema operacional, vêm logo acima da camada de device drivers.
Quando o sistema embarcado possui um sistema operacional, esta é a camada em que
este se localiza. O sistema operacional é uma série de bibliotecas e aplicações que provê
abstrações para as demais aplicações em alto nível serem menos dependentes do hardware,
fazendo com que o desenvolvimento destas aplicações seja facilitado. O sistema operacional
também gerencia os recursos de software e hardware para garantir que todo o sistema opere
de forma confiável e eficiente [40]. A seguir, têm-se uma lista das principais funcionalidades
de um sistema operacional em um sistema embarcado:
∙ Gerenciamento de processos: como as aplicações (processos) são vistas pelo sistema
operacional e como gerenciar suas ações. Como por exemplo, gerenciar as múltiplas
interrupções geradas por um processo.
∙ Gerenciamento de memória: como a memória é compartilhada por múltiplos proces-
sos, é necessário um gerenciamento do uso dela por parte do sistema operacional.
Um processo não pode, por exemplo, alocar páginas de memória que está sendo
usado por outro processo, e o sistema operacional é quem deve gerenciar isto.
∙ Gerenciamento de recursos de E/S : dispositivos de entrada e saída são comparti-
lhados entre as aplicações, e o sistema operacional é responsável por gerenciar esses
recursos.
A camada de middleware, que está acima do sistema operacional, é uma camada
onde está todo tipo de aplicação que não é o sistema operacional, um driver ou uma
aplicação de software [40]. Middlewares são aplicações que intermediam serviços entre
outras aplicações, são uma espécie de extensão de alguma funcionalidade que é bastante
utilizada no sistema. Exemplos de funcionalidades que middlewares implementam são
serviços de mensagens e comunicação.
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Por fim, situada no topo, a camada de aplicação é onde todas as aplicações de
software são executadas. Estas aplicações, também chamada de processos, dependem do
sistema operacional para serem executadas. Conforme ressaltado em [40], esta camada
define que tipo de sistema embarcado o dispositivo é, pois as aplicações em alto-nível
representam o propósito daquele sistema e interagem com o usuário.
2.3.2 Sistemas Operacionais de Tempo-Real
Sistemas operacionais de tempo-real, ou em inglês, Real-Time Operating Systems
(RTOS), são sistemas operacionais projetados para diversas finalidades, sendo que uma
das suas importantes aplicações é para resposta à eventos e sistemas de controle de malha
fechada [28]. Os sistemas operacionais de tempo-real têm como objetivo gerenciar as
aplicações de maneira determinística, isto é, cumprindo as entregas (deadlines) dentro
das restrições de tempo do sistema.
Os RTOS podem ser separados em duas classificações: soft real-time e hard real-
time [54]. RTOS na categoria de soft real-time, são sistemas operacionais que funcionam
cumprindo deadlines, mas a falha não compromete o sistema. Um exemplo é o RTOS em
um celular touchscreen moderno: quando o sistema está executando muitos aplicativos e,
portanto sobrecarregado, a tela do celular pode congelar durante alguns instantes e até
irritar o usuário, entretanto, esta falha não compromete o sistema. Já um RTOS hard
real-time executa em sistemas em que o cumprimento de deadlines deve ser respeitado
obrigatoriamente, como em um sistema de um VANT, por exemplo. Se a unidade de
processamento do VANT não calcular as velocidades dos motores dentro de um prazo
previamente estabelecido, o sistema irá falhar e o veículo poderá ser danificado.
A principal diferença entre um RTOS e um sistema operacional de propósito geral
(Linux, Windows e Mac OS por exemplo), é que este é projetado para executar uma
variedade de aplicações de maneira simultânea, atribuindo tempo de processamento para
todas elas. Já o RTOS possui uma capacidade de priorizar aplicações4, assim uma aplica-
ção crítica pode ter mais tempo de processamento disponível, mesmo que uma aplicação
esteja esperando há mais tempo para ser executada (uma vez que ela tenha prioridade
baixa). Esta característica permite que as aplicações em um RTOS tenham respostas
previsíveis.
Os RTOS são utilizados em sistemas embarcados que executam aplicações que
esperam um comportamento determinístico do sistema, como um controlador PID por
exemplo. Determinismo é a medida de consistência do intervalo de tempo especificado
entre os eventos [28]. As maneiras mais comuns de se medir o determinismo é através da
latência e do jitter (Figura 17).
4 É possível encontrar mais detalhes sobre o o funcionamento do escalonador nos Apêndices.
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Figura 17 – Representação do jitter
A latência é o tempo que o sistema demora para responder. Se uma aplicação deseja
ler os dados de um sensor, o tempo de espera até que esses dados estejam disponíveis é
a latência. O jitter é diferença entre o tempo de execução desejado para uma rotina e o
tempo em que ela de fato executa. Para um RTOS, essas duas métricas são extremamente




Neste capítulo é apresentado incialmente uma revisão sobre a arquitetura do
firmware PX4, 1 que encapsula um sistema operacional, um middleware para comunicação
e camada de aplicação. É apresentado também neste capítulo algumas características do
hardware Pixhawk, desenvolvido pelos mesmos fundadores da PX4. Por fim, uma breve
introdução sobre os simuladores disponíveis para uso com a PX4 é apresentada.
3.1 Introdução ao firmware PX4
O firmware PX4 é uma solução para controle de vôo desenvolvido e mantido
por múltiplos desenvolvedores ao redor do mundo, e executa em múltiplos hardwares
diferentes. Por estar sob a licensa BSD - o que implica que todo o seu código é aberto e
pode ser modificado por qualquer pessoa, - a PX4 é extensivamente usada por diversos
pesquisadores, empresas e hobistas.
Para entender o funcionamento da arquitetura da PX4 deve-se ter em mente que
esta consiste em três camadas principais: a PX4 flight stack, um software para realizar
vôos autônomos, o PX4 middleware, que é um middleware para comunicação que su-
porta qualquer tipo de robô autônomo e um sistema operacional de tempo-real NuttX
(Figura 18).
Figura 18 – Firmware PX4
1 Firmware é um software embarcado em um dispositivo de hardware.
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A PX4 flight stack é uma implementação de software de alto nível que é executada
em cima da camada do PX4 middleware, porém, uma existe perfeitamente sem a outra 2.
A camada do middleware é executada em cima do sistema operacional. Esta é uma visão
bem simplificada, e os detalhes serão apresentados no decorrer deste capítulo.
3.2 Critérios de desenvolvimento
Para desenvolver software eficientemente para sistemas embarcados que exigem
controle em tempo real, como é caso de um quadrirotor, é necessário adotar alguns cri-
térios. Diversos sensores precisam ser lidos com uma baixa latência e sinais de controles
devem ser enviados respeitando as restrições temporais impostas pela estratégia de con-
trole, portanto as interfaces de baixo nível como I2C, SPI, CAN e saídas PWM são
desenvolvidas respeitando os requerimentos [39].
A Figura 19 mostra um exemplo de como o modelo dinâmico de um veículo (um
VANT ou um robô) possui diferentes laços aninhados de controle, cada um com diferentes
restrições de tempo. Pode-se ver na parte superior da imagem que os pontos de navegação
e geração das linhas (ou curvas) de trajetória possui uma restrição de tempo cerca de
dez vezes maior quando comparada com a geração das posições de controle, e centenas
de milhares de vezes em relação a geração de sinais de controle para os atuadores. A
importância de saber as restrições de tempo para cada laço no controle de um veículo está
no fato de que pode-se escolher plataformas diferentes para cada um destes, e portanto,
criar um sistema modularizado e flexível.
Os outros critérios estabelecidos no desenvolvimento para a PX4 citado pelo autor
são a reutilização e a interoperabilidade. A primeira diz respeito principalmente a reu-
tilização de módulos do sistema por outras pessoas e pesquisadores. A PX4 possui um
alto nível de reusabilidade permitindo que diferentes aplicações e até mesmo hardware
possam ser instalados sem ter que modificar a arquitetura do sistema. Já a interoperabi-
lidade diz respeito à compatibilidade e integração que a PX4 oferece aos usuários. Estes
podem escrever seus códigos tanto no microcontrolador (hardware do sistema) quanto
em um sistema operacional Linux, permitindo que o usuário possa efetuar testes como
software-in-the-loop no seu computador.
3.3 Arquitetura do firmware PX4
A arquitetura do firmware da PX4 foi introduzido anteriomente, e será apresen-
tado com mais detalhes nesta seção. A Figura 20 apresenta as principais camada desta
2 Um exemplo de aplicação em que um não depende do outro é um sistema em que o piloto automático
Ardupilot Mega APM é executado em cima do PX4 middleware.
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Figura 19 – Restrições de tempo em diferentes camadas para controle de um veículo.
Adaptado de [39].
arquitetura. A camada mais baixa (camada de hardware) pode mudar bastante de acordo
com o dispositivo, portanto, será apresentado somente a Pixhawk. Porém, deve-se ter em
mente que o firmware PX4 suporta inumeras plataformas de hardware.
3.3.1 Drivers
A camada acima do hardware é a camada dos drivers da PX4. Os drivers são o
software básico que acessam e gerenciam todos os dispositivos do hardware, isto é, todos
os sensores, motores, memórias e barramentos.
Os drivers disponibilizam interfaces para o sistema operacional, e este pode acessar
os recursos do hardware sem necessitar saber todos os detalhes do mesmo. Cada plataforma
suportada pela PX4 como Pixhawk, Intel Aero, MindPX, entre outras, devem possuir
drivers.
Os drivers da PX4 fornecem um timer de alta resolução para medida de tempo e
também permite que funções de tratamento sejam usadas juntamente com interrupções,
o que é ideal para leitura de dados de sensores. Essa funcionalidade permite que a latência
e jitter do sistema estejam abaixo de 4 microssegundos [39].
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Figura 20 – Arquitetura da PX4. Adaptado de [39]
3.3.2 NuttX RTOS
Acima da camada de drivers está o sistema operacional NuttX, um sistema operaci-
onal de tempo-real que possui diversos recursos para sistemas embarcados, e possui ainda
suporte para diversas APIs do UNIX (governado pelo padrão POSIX), o que facilita o
desenvolvimento para a plataforma.
O NuttX é um sistema operacional completamente preemptível e suporta herança
de prioridades, o que é ideal para as aplicações de tempo-real. O sistema operacional
fornece bibliotecas C/C++ além de suporte para diversas arquiteturas de processadores
como o ARM Cortex utilizado pelo hardware Pixhawk [25].
A versão do NuttX RTOS que a PX4 utiliza é uma versão modificada para o
projeto. Testes realizados mostraram que a troca de contexto nesse sistema operacional
executando no hardware da Pixhawk dura cerca de 25 microssegundos, um valor bem
baixo e que promove alta perfomance de software [39].
3.3.3 uORB (PX4 middleware)
A camada acima do sistema operacional, Micro Object Request Broker (uORB), é
a camada do PX4 middleware. Object Request Broker ou agente de requisição de objeto
é um middleware que segue um padrão de projeto de software conhecido como publish-
subscriber, que funciona conforme apresentado na Figura 21. Uma aplicação pode se ins-
crever (subscribe) em um tópico de interesse, e consequentemente ler os dados que estão
sendo publicados nesse tópico, ou publicar(publish) dados nesse tópico.
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Figura 21 – Método publisher-subscriber
Um tópico não é nada mais que um canal de mensagens que permite que várias
aplicações possam requisitar ou publicar dados. Sensor girômetro pode ser um nome de
um tópico por exemplo. Nesse caso, um driver pode se inscrever para publicar nesse tópico
os valores atuais do sensor girômetro, e uma aplicação de controle de um veículo poderia
se inscrever nesse tópico e aguardar para receber dados a cada 50 ms, por exemplo. O
sistema uORB foi desenvolvido de tal maneira que permite concorrência eficiente entre
processos (threads3 de tempo-real), podendo assim existir múltiplas aplicações inscritas
nos mesmos tópicos. Essa arquitetura promove uma abstração no acesso dos dados dos
dispositivos, sensores e atuadores, o que facilita o desenvolvimento de software para a
plataforma.
3.3.4 PX4 Flight Stack
A camada do topo, também conhecida como PX4 flight stack, é a camada de apli-
cação em alto nível do sistema. Possui as chamadas aplicações standalone: controladores
de vôo, estimadores de estados, entre outras, que podem ser escritas tanto em linguagem C
quanto em C++. Essas aplicações são executadas e gerenciadas pelo sistema operacional,
que irá executá-las conforme sua prioridade.
Na Figura 22 pode-se verificar a arquitetura da PX4 flight stack. As setas na cor
azul representam a comunicação entre os módulos através do método uORB. Os módulos
dentro dos retângulos pretos são módulos que não dependem de um veículo específico, e
portanto, funcionam para qualquer plataforma. Já os módulos envolvidos pelo retângulo
laranja são módulos específicos.
Pode-se ver abaixo, uma lista dos principais módulos de software até o momento
3 É apresentado uma introdução sobre threads nos Apêndices.
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Figura 22 – Principais módulos da arquitetura de software de alto-nível da PX4. Adap-
tado de [10]
em que este trabalho foi desenvolvido:










3.3.4.1 Sensor data process
Esse é o módulo de aquisição e ajuste dos dados dos sensores. Este acessa os dados
dos sensores através dos drivers e mapeia em tópicos onde as aplicações poderão ter acesso
pelo método uORB.
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Esse módulo também faz ajustes e processamento em cima dos dados dos sensores,
como por exemplo, compensação de temperatura para os acelerômetros, girômetros e
barômetros. A calibração dos sensores também é gerenciada por este módulo.
3.3.4.2 RC In
Possui como objetivo adquirir os dados advindos do transmissor de rádio frequên-
cia, que é geralmente, o controle RC operado pelo usuário.
Esse módulo faz aquisições de tempo-real com uma frequência de 50 Hz [39]. Os
dados são então decodificados através do hardware e dos drivers do receptor RC, e em
seguida publicados em tópicos, de maneira a disponibilizar os comandos do transmissor
RC para as aplicações seguindo o padrão de projeto uORB.
3.3.4.3 Mavlink
Esse módulo centraliza a comunicação do hardware da PX4 com os demais dispo-
sitivos utilizando-se do protocolo MAVLink. Esse protocolo foi inventado em 2009 para
comunicação com pequenos veículos não tripulados, e sua função é codificar mensagens e
transmiti-las através de canais de comunicação serial [35].
O protocolo MAVLink é utilizado em larga escala na arquitetura da PX4. De ma-
neira geral, o módulo Mavlink codifica todos os dados publicados nos tópicos da PX4 (seja
sensores, atuadores ou estados do sistema) em mensagens MAVLink. Desta maneira, para
que a PX4 se comunique com qualquer outro sistema, basta que este possua um decodifi-
cador de mensagens MAVLink. Os softwares de navegação4 e os simuladores são exemplos
de aplicação que comunicam com a PX4 através de mensagens MAVLink. Computadores
offboard como Raspberry PI são exemplos de computadores externos que se comunicam
com a PX4 através de mensagens MAVLink.
A estrutura de um pacote MAVLink pode ser visto na Figura 23. O pacote possui
entre 8 e 263 bytes. O byte ID da mensagem define como a mensagem deve ser decodificada.
Em [8] pode-se encontrar diversas mensagens MAVLink que a PX4 reconhece. O módulo
Mavlink é encarregado de codificar e decodificar essas mensagens.
3.3.4.4 Dataman
Módulo que não possui documentação, além do código-fonte em [52]. Lida com o
armazenamento de dados de missões e frame do veículo (quadrirotor tipo X ou +, por
exemplo), podendo gravar estes dados tanto no cartão SD do hardware que utilizará a
PX4 ou na memória interna.
4 Qgroundcontrol e Mission Planner são dois softwares de navegação que suportam o protocolo MA-
VLink.
64 Capítulo 3. PX4 Autopilot
Figura 23 – Estrutura de uma mensagem MAVLink. O valor de n vai depender do ta-
manho da mensagem, sendo que esta deve respeitar o tamanho de 8 à 263
bytes.
3.3.4.5 Commander
Esse módulo contêm as aplicações encarregadas de controlar a máquina de estados
principal do sistema. Também controla os LEDs do hardware que indicam o estado atual.
O commander é responsável pela "lógica de negócios"do sistema, garantindo que
as demais aplicações executem ações que façam sentido no contexto atual do sistema. Um
exemplo disso é: o commander não irá deixar o veículo iniciar o modo de vôo automático se
o GPS não estiver conectado. As transições entre os modos de vôo também são gerenciadas
por esse módulo, tornando este, um componente crítico do sistema.
3.3.4.6 Navigator
Módulo responsável por controlar a navegação do veículo. É um módulo bem
extenso e que não possui documentação. As informações descritas nesse tópico foram
todas obtidas através de análise do código-fonte em [52].
Entre as suas principais funções está a geração das trajetórias de baixo nível para
o controlador de posição. Essa funcionalidade é de fundamental importância para o vôo
automático do quadrirotor. O software de missão gera waypoints, ou pontos de navegação,
para o veículo alcançar. O navigator particiona esses pontos em trajetórias menores e envia
estas ao controlador de posição. Uma vez que o controlador de posição alcançou a posição
desejada, este avisa para o navigator e então uma nova posição é gerada.
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3.3.4.7 EKF2
Este módulo é relacionado a implementação do estimador de estados da PX4 flight
stack, que usa um filtro de Kalman extendido. O filtro utiliza-se dos seguintes dados em
sua entrada:
∙ Sensores da IMU : fornecem a variação angular (girômetro) e a variação da velocidade
(acelerômetro) .
∙ Magnetômetro: fornecem dados de orientação magnética
∙ Altura: requer pelo menos uma fonte de dados de altura quer seja de um barômetro,
GPS ou de um sensor externo.
∙ GPS : fornece dados que serão usados para posição e velocidade
∙ Velocidade do vento: velocidade do vento que serão usados para diminuir oscilações
do veículo
Além desses items, o estimador ainda se utiliza de sensores de visão computacional,
fluxo óptico, sensor rangefinder, entre outros5 para o cálculo dos estados, uma vez que
estes sensores estejam disponíveis no hardware utilizado.
Apesar da sua grande carga computacional, o EKF possui a vantagem de ser capaz
de efetuar uma fusão de um considerável número de sensores a fim de estimar uma grande
quantidade de estados com uma ótima performance [5].
A matriz de estados estimados disponibizada pelo EKF é uma matriz com 32
posições, apesar de que esta só possui 23 estados até o momento em que esse trabalho foi
escrito. O EKF estima também as covariâncias para cada um desses estados. São eles:
∙ [0-3] Quatérnios, ou seja, a rotação em que o corpo está sujeito no exato momento.
∙ [4-6] Velocidade do corpo em relação à um frame fixo em terra.
∙ [7-9] Posição do corpo em relação à um frame fixo na terra.
∙ [10-12] Erros de medição (bias) dos ângulos da IMU.
∙ [13-15] Erros de medição (bias) de velocidade da IMU
∙ [16-18] Campo magnético terrestre
∙ [19-21] Campo magnético do corpo
5 O código-fonte deste módulo é constantemente modificado e não possui documentação atualizada,
portanto é difícil saber todos os sensores que este utiliza.
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∙ [22-23] Velocidade do vento (norte-leste)
Esses dados são passados para outros módulos através do padrão uORB. O EKF
publica os dados de saída em diferentes tópicos (de acordo com o tipo de dado), onde
aplicações poderão se inscrever.
Os estados mais importantes, que refere-se à IMU, como os quatérnios e as ve-
locidades, são amostrados à uma taxa de 250 Hz de acordo com testes realizados, até o
momento em que este trabalho foi escrito.
3.3.4.8 Position Control
Esse módulo é responsável pelo controlador de posição do veículo. Cada tipo de
veículo deve possuir seu próprio módulo para controle de posição.
Para o quadrirotor, esse módulo recebe as referências de posição (𝑋𝑠𝑝,𝑌 𝑠𝑝,𝑍𝑠𝑝),
ou seja, para onde o veículo deverá se locomover, conforme Figura 24. À partir daí, é
calculado os valores de velocidade linear em que o quadrirotor deve estar, tendo-se como
base os dados da posição atual advindos do estimador de posição (EKF). Para o cálculo
das velocidades lineares, utiliza-se de um pré-compensador para cada uma das entradas
(𝑋,𝑌 ,𝑍), bloco P da Figura 24.
A saída do bloco do pré-compensador alimenta o bloco de controle PID, onde são
gerados as referências de ângulo roll, pitch e yaw. É gerado também o valor desejado de
empuxo (throttle) que deve ser aplicado no veículo para este ganhar altura. Para chegar
a esses valores de saída, o controle PID é aplicado em cima de cada uma das velocidades
lineares, tendo como base os estados atuais vindos do estimador de posição.
A descrição deste módulo foi apresentada de maneira simplificada. Este módulo
possui importante funções de acordo com o modo de vôo que está sendo selecionado.
Se um modo manual for escolhido por exemplo, os estados desejados serão mapeados
diretamente do controle de rádio RC e não mais dos controladores apresentados.
3.3.4.9 Attitude Control
Módulo responsável pelo controle em baixo nível das atitudes ou ângulos do veículo.
Esse módulo é dependente do tipo de veículo.
Para um quadrirotor, esse módulo é responsável por implementar o controle dos
ângulos roll, pitch e yaw, e consequentemente, mover e estabilizar o veículo no ar. Este mó-
dulo recebe os estados atuais e o estados desejados (set points), e à partir daí, implementa
dois controladores (Figura 25).
O primeiro é um controlador proporcional (controlador P) responsável pelo con-
trole dos ângulos. Esse controlador recebe os estados atuais em termos de roll, pitch e
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Figura 24 – Arquitutetura do módulo Position Control
Figura 25 – Arquitutetura do módulo Attitude Control
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Figura 26 – Entradas e saídas do módulo Mixer
yaw vindo do estimador de atitude (EKF) e recebe também os set points. A saída deste
controlador são as velocidades angulares desejadas.
O segundo controlador recebe as velocidades angulares desejadas, vindas do pri-
meiro controlador, e recebe também as velocidades estimadas vindas do estimador de
atitude. A técnica PD (proporcional derivativo) é então aplicada nestes valores, e a saída
é os torques para os motores.
O controle de atitude deve ser executado com alta prioridade no sistema operacio-
nal, pois este precisa obter os estados dos sensores e calcular comandos para os atuadores
com uma frequência ideal maior ou igual à 20 Hz6, ou período menor que 50 ms. Esse
tempo deve ser garantido, portanto a alta prioridade de execução pelo escalonador é
obrigatória.
3.3.4.10 Mixer
Esse módulo é responsável por "mixar"os comandos de torque recebidos dos mó-
dulos de controle, e à partir daí, gerar sinais de controle para os motores (Figura 26).
O Mixer é implementado para cada tipo de veículo. Para o quadrirotor, o Mixer
baseia-se no frame do veículo utilizado, e à partir daí, é possível calcular o peso que o
torque em cada dinâmica irá exercer. Para ilustrar isto, basta lembrar que um quadrirotor
pode não ter os braços simétricos, e que portanto, torques em pitch e roll terão pesos
diferentes.
Como pode se ver, a vantagem desse módulo é que, ao separá-lo da lógica de
controle, a reusabilidade de código é melhorada [13]. O controlador não precisa saber o
tipo frame do veículo que será utilizado.
O Mixer também executa ajustes para manter um vôo mais robusto. Conforme
pode-se ver no código fonte [52], o algoritmo utilizado dá uma grande importância para
os torques de roll e pitch, e dá menor importância para o torque de yaw na geração das
6 Valor estipulado, de acordo com a menor taxa de amostragem dos sensores. Não foram encontrados
estudos que estipulassem um valor mínimo.
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saídas dos motores. Acredita-se que a razão disso, apesar de não existir documentação
que comprove, é o fato dos movimentos de yaw não exercerem uma influência significativa
na estabilização do veículo.
Para o quadrirotor, os torques calculados pelo controlador para cada ângulo de
Euler (𝜏𝜑, 𝜏𝜃, 𝜏𝜓) são normalizados entre -1 e 1. Já o movimento de throttle é normali-
zado entre 0 e 1. Essas forças são então "mixadas"para gerar saídas para cada um dos
quatro motores. As saídas geradas para cada motor estão entre -1 e 1. Esses valores serão
utilizados pelo driver PWM para calcular os comandos para os ESCs.
3.3.5 Hardware
Diversas plataformas de hardware são capazes de executar o firmware da PX4.
Algumas delas são: Pixhawk, Intel Aero, Parrot Bebop 2, MindRacer e Pixfalcon.
O hardware escolhido para este trabalho foi a flight controller a Pixhawk. Ela foi
desenvolvida para suportar especialmente a PX4 flight stack, apesar de suportar também
a Arduino Pilot Meta (APM).
A Pixhawk é uma plataforma de hardware aberto, ou seja, todos os detalhes deste
produto está disponível e pode ser replicado. Portanto, existem várias versões desse pro-
duto, sendo que para este trabalho utilizou-se da versão da 3DR Robotics7. As principais
características são:
∙ Microcontrolador embarcado: STM32F427 Cortex M4 32-bit
– clock de 168 MHz
– FPU (float-point unit) 8
– 2MB de memória Flash
– 256 KB de memória RAM
∙ Microcontrolador para segurança contra falhas: STM32F103 Cortex M3 32-bit
∙ Sensores de movimento
– Sensor integrado giroscópio/acelerômetro de 3 eixos
– Giroscópio adicional com resolução de 16 bits




8 Proporciona aumento de perfomance em operações com ponto flutuante;
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– 4 portas UART
– 2 portas CAN
– 1 porta I2C
– 1 porta SPI
– Conversores A/D de 3.3V e de 6.6V
– Entrada para espectro DSM 9
– S.BUS10
– Entrada para sinal PPM
– 8 portas de entrada/saída para sinal PWM
– MicroUSB para comunicação com um computador
O esquemático completo do projeto da Pixhawk pode ser encontrado em [12].
3.4 Simulação
A arquitetura da PX4 possibilita a execução de simulação para testes do soft-
ware antes de embarcá-lo em um veículo real. Esses testes são necessários para verificar,
principalmente, se a aplicação de controle do veículo está funcionando de acordo com
o esperado. A PX4 fornece dois contextos de simulação: Hardware-in-the-loop (HIL) e
Software-in-the-loop (SIL).
3.5 Software-in-the-loop (SIL)
De maneira à avaliar a performance da aplicação de controle antes de executá-la
no hardware target (seja um sistema embarcado ou qualquer tipo de sistema final que irá
executar a aplicação), recomenda-se utilizar SIL.
Este tipo de simulação funciona da seguinte maneira: um computador com muitos
recursos disponíveis (PC ou notebook) irá executar a aplicação de controle dentro de um
ambiente de software modelado para um quadrirotor. Uma vantagem é a identificação de
bugs com ferramentas de debug avançadas e grande disponibilidade de recursos11.
A PX4 fornece dois ambientes de simulação SIL, ambos com interface em 3D.
Um deles, é o jMAVSim, simulador gráfico simples desenvolvido na linguagem Java por
um dos desenvolvedores da PX4 cujo código-fonte pode ser encontrado em [18]. O outro
9 Usado para conectar dispositivo de telemetria
10 Barramento para conectar múltiplos motores
11 Computador moderno comum possui processadores de oito núcleos e vários gigabytes de memória
RAM.
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Figura 27 – Simulador Gazebo
simulador bastante usado é o Gazebo. Este simulador, cujo desenvolvimento começou em
2002, é bem conhecido no mundo da robótica, pois possibilita simulações mais complexas
e possui diversos desenvolvedores ao redor do mundo. A equipe de desenvolvedores da
PX4 modelou alguns veículos para este simulador, e portanto, é possível utilizá-lo para
testar as estratégias de controle. Podemos ver na Figura 27 o quadrirotor Iris da empresa
DJI no Gazebo.
3.6 Hardware-in-the-loop (HIL)
Figura 28 – Hardware-in-the-loop (HIL)
Este tipo de simulação ocorre utilizando um software de simulação em 3D, po-
rém, ao invés de executar a aplicação no computador do usuário, a aplicação executa no
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hardware que será utilizado em vôo. Os sensores e atuadores são simulados através do
software de acordo com a resposta vinda do hardware embarcado, que se comunica com
o computador, geralmente, através da porta serial.
Este tipo de simulação possibilita identificar como a aplicação está se comportando
no sistema embarcado, e é, mais uma maneira de validar a estratégia de controle, uma vez
que é possível observar o tempo de resposta e os comandos gerados pelo controlador. Até
o momento em que este trabalho foi escrito, a simulação em HIL da PX4 para veículos




Esta seção apresenta a metodologia que foi adotada para o desenvolvimento deste
trabalho seguida do detalhamento de cada etapa do processo. O trabalho foi dividido
em cinco etapas: revisão bibliográfica, familiarização com o ambiente de desenvolvimento,
definição do problema estudos de caso e análise dos resultados1. A Figura 29, apresenta
estas etapas em forma esquemática.
4.1 Etapa 1 - Revisão Bibliográfica
A primeira etapa foi uma das mais extensas do trabalho, pois foram revisados
todos os conceitos importantes para a elaboração do projeto.
Foi necessário o estudo de funcionamento do quadrirotor incluindo modelo mate-
mático, técnicas de controle, sensores e demais dispositivos para vôo. Uma extensa revisão
de conceitos de sistemas embarcados foi realizada da mesma forma, para possibilitar o
entendimento destes conceitos aplicados para o quadrirotor, uma vez que não é comum
encontrar trabalhos em que relacione os dois.
4.2 Etapa 2 - Familiarização com o ambiente de desenvolvimento
Esta etapa foi sem dúvida a etapa mais longa do projeto, juntamente com a Etapa
1. Ela consistiu em estudar toda a arquitetura do firmware PX4 e o hardware Pixhawk.
O estudo do firmware PX4 foi elaborado tendo como base a documentação exis-
tente, que embora desatualizada serviu para início do estudo, e, principalmente, o código-
fonte. De maneira a entender o funcionamento, módulos foram constantemente modifi-
cados para fins de teste. Uma vez que o entendimento das aplicações principais foram
alcançados, uma revisão da arquitetura foi elaborada.
4.3 Etapa 3 - Definição do problema
Devido ao fato de o quadrirotor possuir seis graus de liberdade e apenas quatro
entradas (rotação dos motores), este é considerado um sistema sub-atuado. Os movimentos
de translação e rotação são acoplados à fim de atingir a completa movimentação nos seis
graus de liberdade, e como consequência, a sua dinâmica é extremamente não-linear o que
torna o controle deste veículo um problema interessante na teoria de controle [16].
1 Estas etapas não refletem a estrutura de capítulos do trabalho.
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Figura 29 – Etapas do projeto
Várias estratégias como PID e LQR mostraram-se capazes de resolver o problema
de controle do quadrirotor, porém, a implementação destas técnicas necessitam de um
conhecimento de sistemas computacionais e eletrônicos, para integrar múltiplas aplica-
ções de software com diferentes restrições de tempo em um hardware com um sistema
operacional de tempo-real embarcado, e garantir que a aplicação de controle do veículo
tenha latência e jitter pequenos e bem delimitados.
O firmware PX4 une drivers para diversas controladoras de vôo, um sistema ope-
racional de tempo-real (NuttX) e um middleware para comunicação entre módulos cri-
ando uma plataforma eficiente para aplicações de controle de vôo, porém, desenvolver
para esta plataforma é um desafio pelo fato de não possuir uma documentação adequada.
Além disso, ao promover um sistema que prioriza reusabilidade de código e suporte multi-
plataforma, a PX4 utiliza muito mais do processador do que necessário para uma aplicação
específica.
Estes problemas podem ser solucionados ao retirar o módulo de controle oficial
da PX4 e implementar estratégias próprias de controle de maneira computacionalmente
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otimizada, à fim de validar a teoria por trás destas técnicas e mostrar que existem outras
alternativas aos usuários da plataforma PX4 que não desejam o utilizar o controlador
padrão.
4.4 Etapa 4 - Estudos de caso
Os estudos de caso apresentaram as implementações das técnicas de controle PID
e LQR. Para cada estudo de caso adotou-se a seguinte estratégia: implementação em
software-in-the-loop (SIL), implementação em hardware-in-the-loop (HIL), testes em ban-
cada e testes em vôo, sendo que estas etapas eram seguidas sequencialmente, e somente
avançava para a etapa seguinte quando resultados satisfatórios eram alcançados.
4.5 Etapa 5 - Análise dos Resultados
Por fim, na etapa cinco, foi executada uma análise e discussão dos resultados obti-
dos. Essa etapa conclui o trabalho proposto, realizando uma análise dos resultados obtidos
e os resultados esperados, além de uma comparação entre os modelos implementados, e os
modelos que já são previamente implementados ao adquirir-se uma das placas de controle
já existente no mercado. Uma análise do impacto dessas técnicas implementadas para a
literatura é também apresentada.
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5 Estudo de Caso
5.1 Estudo de caso
Esta seção apresenta a descrição dos estudos de caso realizados. Dois estudos foram
desenvolvidos, sendo que o primeiro trata-se da implementação de um controlador PID
e o segundo trata-se da implementação de um controlador LQR ambos embarcados na
plataforma de vôo PX4 Autopilot (firmware PX4 e Pixhawk), à fim de reutilizar módulos
que demandam muito tempo para implementação (drivers por exemplo). O quadrirotor
a ser utilizado foi montado no laboratório da UnB usando-se um kit do frame F450 da
empresa DJI.
5.2 Caso 1: Controlador PID
O primeiro estudo de caso deste trabalho é a implementação de um controlador
PID para os ângulos de Euler (atitude) na controladora de vôo Pixhawk. Apesar dessa
arquitetura já possuir um controlador bem similiar ao PID [47], a arquitetura proposta
do PID à ser implementado será diferente.
Conforme visto na Figura 25, o controle de atitude padrão da PX4 possui dois
controladores em sequência (ou cascata). O primeiro gera velocidades angulares desejadas
(𝑝𝑑,𝑞𝑑,𝑟𝑑) a partir dos ângulos de Euler desejados (𝜑𝑑,𝜃𝑑,𝜓𝑑) utilizando um controlador P.
O segundo recebe os valores de velocidades angulares desejadas e calcula os torques para
os atuadores em cada direção (𝜏𝜑,𝜏𝜃,𝜏𝜓).
A topologia do controlador PID proposta neste trabalho de conclusão de curso1
consiste em apenas um controlador PID para os ângulos de Euler desejados (𝜑𝑑,𝜃𝑑,𝜓𝑑) e
a saída são os torques em suas respectivas direções (𝜏𝜑,𝜏𝜃,𝜏𝜓).
Para implementar esse controlador foi adequada a seguinte estratégia: retirar o
módulo control attitude conforme a Figura 22, e implementar um módulo próprio para
executar o controle.
A vantagem da técnica adotada está no fato de conseguir compreender todos os
detalhes da implementação em baixo nível do controlador. A desvantagem está no fato de
que, ao substituir todo o módulo, diversos detalhes devem ser tomados em consideração,
principalmente em relação à modos específicos de vôo.
Vale ressaltar que todos os passos descritos neste trabalho foram realizados utili-
1 Disponiblizada pelo aluno de graduação Henrique Medeiros.
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zando a versão de firmware v1.5.5 [11].
5.2.1 Entradas e Saídas
O módulo de controle que foi desenvolvido, troca informações principalmente com
o módulo de controle de posição e o mixer, conforme o módulo de controle de atitude
oficial da PX4 visto na Figura 22.
Para implementar a aplicação, foi efetuado primeiramente um estudo sobre os
tópicos de interesse. Tópicos, conforme anteriormente vistos, são canais de comunicação
que permite que múltiplas aplicações se comuniquem entre si. O controlador implementado
usa alguns tópicos como entradas e saídas de dados. Abaixo tem-se uma lista destes
tópicos:
∙ vehicle_attitude_setpoint: fornece dados de set point. É utilizado para adquirir os
ângulos de Euler desejados (𝜑𝑑,𝜃𝑑,𝜓𝑑)
∙ vehicle_attitude: fornece dados sobre o estado atual do veículo, vindo do estimador.
É utilizado para adquirir o estado em que o veículo se encontra em termos de (𝜑,𝜃,𝜓)
∙ vehicle_control_mode: fornece dados sobre os modos de controle do veículo. É utili-
zado para sinalizar que o controle deve ser efetuado caso algumas condições estejam
habilitadas
∙ actuator_armed: informa se os motores do veículo estão armados. É utilizado para
verificar se o controle deve ser executado
∙ multirotor_motor_limits: informa se os motores do veículo atingiram a saturação.
É utilizado para cancelar os termos integrais de controle caso os motores estejam
enfrentando saturação
∙ parameter_update: informação sobre a atualização de parâmetros. É utilizada para
adquirir importantes parâmetros em tempo real, como mudança nos ganhos do con-
trole
∙ actuator_control: tópico com dados sobre os torques dos atuadores. É utilizado para
publicar os valores de torques.
Destes tópicos de interesse, somente o último é utilizado para executar as ações de
controle. Os demais tópicos são dados de entrada para a aplicação implementada.
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5.2.2 Aplicação
O código de controle foi implementado em C e C++ utilizando o mesmo padrão dos
outros códigos escritos para a PX4. Como a biblioteca de C++ do firmware é um pouco
precária2, algumas bibliotecas auxiliares foram escritas em C. O algoritmo implementado
possui uma classe principal que encapsula todos os métodos e dados do controlador.
A arquitetura de software de controle pode ser visualizada na Figura 30. A aplica-
ção é inicializada e em seguida executa um loop até que outra aplicação sinalize informando
que não há mais necessidade de um controle de atitude, o que dificilmente ocorre, já que
o veículo sempre irá necessitar desse controle.
Depois da rotina de inicialização onde se inscreve nos tópicos e inicializa as variáveis
e estruturas, a aplicação entra no seu loop e a primeira coisa a se fazer é uma chamada à
função poll() para inspecionar o tópico referente aos sensores da IMU. Esta é uma função
dos sistemas UNIX cujo objetivo é inspecionar um descritor de arquivos (neste caso o
tópico dos sensores IMU ).
Ao realizar esta chamada, o sistema operacional bloqueia a execução da aplicação
(thread em estado bloqueado), e só retorna para ela quando novos dados chegarem no
arquivo inspecionado, ou caso o tempo se esgote. Isto é uma grande vantagem pois a CPU
não gasta ciclos esperando que novos dados chegue, e enquanto isso, o sistema operacional
pode executar outras tarefas. Um limite de 50 milissegundos3 foi definido, ou seja, sempre
quando o loop de controle inicia, a aplicação espera até 50 ms por alguma variação nos
dados dos sensores da IMU. Caso não ocorra nenhuma alteração dentro deste tempo, ou
caso ocorra antes, a aplicação retoma sua execução.
A aplicação segue então lendo os demais tópicos de entrada, conforme visto na
seção anterior. Uma vez que todos os dados foram adquiridos, a aplicação irá checar com
o módulo commander qual o modo de vôo em que se encontra o veículo e irá executar a
função de controle PID.
A maneira em que o controle PID foi implementada será vista com detalhes na
próxima seção. Dependendo do modo de vôo do veículo o controle PID para yaw será
executado com base em ângulo desejado ou velocidade angular desejada, pois de acordo
com [46], todos os modos de vôo manuais controlam yaw através da sua velocidade angular.
Para todos os modos de vôo, o controle de roll e pitch é efetuado através dos ângulos,
portanto o controlador não funciona para os modos de vôo ACRO e RATTITUDE PX4 4.
2 Não possui a C++ Standard Library por exemplo.
3 Valor empírico. Não foram encontrados trabalhos que definam um limite máximo de loop de controle
para quadrirotor.
4 Estes dois modos de vôo funcionam passando comandos de velocidades angulares desejadas. O con-
trolador implementado possui como entrada ângulos e e como saídas torques, portanto não trabalha
com velocidade angular para controle.
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Figura 30 – Arquitetura da aplicação de controle PID
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Figura 31 – a) Período de amostragem; b) CPU executa o controle PID; c) Troca de
contexto
Por fim, a aplicação publica os valores de torque calculado para cada um dos
atuadores no tópico actuator_control. Esse tópico é constantemente lido pelo módulo do
mixer onde os torques são normalizados e transformados em saída para os motores.
5.2.3 Bloco PID
Para desenvolver o bloco de controle em software, tomou-se como base a equação
discretizada do controlador PID [51]:
⎧⎪⎨⎪⎩𝑢𝑖(𝑘) = 𝑢𝑖(𝑘 − 1) +𝐾𝑖𝑑𝑇𝑒(𝑘)𝑢(𝑘) = 𝐾𝑝𝑑𝑒(𝑘) + 𝑢𝑖(𝑘) + 𝐾𝑑𝑑𝑇 (𝑒(𝑘) − 𝑒(𝑘 − 1)) (5.1)
em que 𝑢(𝑘) é o sinal de controle; 𝑢𝑖(𝑘) é a parte integral do controlador; 𝐾𝑝𝑑, 𝐾𝑖𝑑
e 𝐾𝑑𝑑 são os ganhos, e 𝑒(𝑘) é o sinal de erro. 𝑇 é o período de amostragem e 𝑘 é o número
da amostra.
O período de amostragem 𝑇 é medido através de uma chamada fornecida pelo
sistema operacional da PX4, chamada hrt_absolute_time(). Essa função acessa o timer
do microcontrolador, e fornece uma informaçao de tempo bem precisa.
Conforme visto no Capítulo 3, a arquitetura da PX4 foi projetada de maneira a
otimizar o tempo de latência. O período de amostragem será o tempo em que a aplicação
executa o controle somado com o tempo que ela irá gastar esperando por novos dados
do estimador de atitude chegar. Portanto, o controle deve ser executado em uma fração
de tempo entre a chegada de dados para garantir que o sistema não sofra de latência
(Figura 31). Sabendo-se que o módulo EFK disponibiliza dados em frequência de 250 Hz,
o período de amostragem será de aproximadamente 4 ms, e deseja-se que o controlador
seja executado em uma fatia deste tempo.
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Figura 32 – Restrições temporais adotadas
Figura 33 – Bloco de controle PID implementado em software
O período de amostragem, medido entre cada iteração, é resguardado à cada me-
dição garantindo-se que não possa ter valores menores do que 1 ms ou maiores do que 10
ms, para evitar que ruídos (na leitura de tempo do timer, ou uma rara falha no módulo
EKF) afete a aplicação de controle. A Figura 32 ilusta as restrições temporais adotadas
neste trabalho.
A implementação pode ser vista na Figura 33. O erro é calculado subtraindo os
valores desejados pelo valores atuais vindo dos sensores. Os ângulos atuais vêm do módulo
EKF ao passo que os ângulos desejados vêm do controlador de posição para os modos
de vôo automático. Para os modos de vôo manuais, os ângulos desejados (ou velocidades
desejadas, no caso do yaw) são enviados através dos comandos do rádio.
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O erro é primeiramente utilizado para calcular a parcela proporcional, onde é
multiplicado pelo ganho proporcional, e o valor calculado é salvo. Em seguida subtrai-se
o erro atual do erro passado, e aplica o ganho derivativo, novamente salvando-se o valor
encontrado. O erro atual será salvo para o próximo laço de controle.
Por fim, a parcela do cálculo integral é a que demanda mais processamento devido
ao fato de ser um valor acumulado com o tempo, portanto deve-se fazer alguns ajustes
para evitar valores muito altos para o integral gerando oscilações.
Primeiramente checam-se os estados dos motores, pois caso estejam desarmados
a parcela integral acumulada será zerada5. Em seguida aplica-se a mesma lógica caso
o empuxo vertical seja muito baixo, o que significa que os motores estão armados mas
o veículo está no chão. Em seguida, checa-se a saturação de cada um dos motores, caso
estejam saturados, uma flag indica qual tipo de movimento saturou o motor (roll positivo,
roll negativo, pitch positivo, etc), e aplica-se uma correção que não deixa veículo acumular
a parcela integral nesse sentido, apenas permanece do jeito que está, ou, aceita se for um
comando contrário à saturação. Por fim, aplica-se o ganho integral em cima do erro, e
uma prevenção anti-windup é executada, que previne que valores acima do desejado para
o integral sejam perpetuados, e por fim, a parte integral é acumulada para a próxima
iteração.
Uma vez que todos os termos estejam calculados, soma-se as três parcelas, e os
torques são publicados (via uORB) para cada um dos eixos.
5.3 Caso 2: Controlador LQR
O segundo estudo de caso deste trabalho é a implementação de um controlador
Regulador Quadrático Linear (LQR) para controle de atitude do veículo quadrirotor em-
barcado no hardware Pixhawk.
O desafio inicial deste estudo de caso foi implementar uma técnica de controle
que depende de um modelo do sistema a ser identificado, que neste caso é o quadrirotor
disponível no laboratório. Outros alunos envolvidos no projeto conseguiram a identificação
de alguns dos principais parâmetros do quadrirotor F450, e estes foram utilizados para a
modelagem do controlador LQR (Tabela 1).
Uma vez com os principais parâmetros do modelo em mãos, uma linearização deste
foi efetuada utilizando o software MATLAB. O algoritmo6 lineariza o modelo em torno
do ponto de equilíbrio escolhido (0,0,0,0,10,0,0,0,0,0,0,0) para cada variável de estado do
quadrirotor (𝑥,𝑦,𝑧,𝑣𝑥,𝑣𝑦,𝑣𝑧,𝜑,𝜃,𝜓,𝑝,𝑞,𝑟). A matriz do sistema (𝐴) e a matriz de entrada
(𝐵) são obtidas através deste algoritmo.
5 Não há necessidade de acumular o termo integral se o veículo não está tentando estabilizar.
6 Desenvolvido pelo Professor Renato Vilela
84 Capítulo 5. Estudo de Caso
Ixx 0.019 [𝑘𝑔 ·𝑚2]
Iyy 0.025 [𝑘𝑔 ·𝑚2]
Izz 0.064 [𝑘𝑔 ·𝑚2]
m 1.328 [𝑘𝑔]
g 9.782 [𝑚/𝑠2]
Tabela 1 – Parâmetros identificados do sistema
Para calcular o ganho ótimo do LQR (𝐾), foi utilizada a função dqlr do MA-
TLAB. Um algoritmo que cria as matrizes de ponderação e calcula a matriz de ganho foi
desenvolvido. Assim como no desenvolvimento do estudo de caso 1, por não ser o escopo
deste trabalho, foram ignorados o controle das variáveis de estado (𝑥,𝑦,𝑧,𝑣𝑥,𝑣𝑦,𝑣𝑧) para
este estudo de caso, utilizando-se então, o módulo Position Control da PX4.
5.3.1 Aplicação
As entradas e saídas do controlador são análogas àquelas apresentadas no estudo
de caso 1, portanto não serão repetidas aqui.
A arquitetura da aplicação pode ser vista na Figura 34. Vários blocos são análo-
gos ao estudo de caso 1. É utilizado a mesma técnica onde uma classe encapsula todas
comportamentos e atributos, e para ser executada, o sistema operacional deve instânciar
um objeto desta classe.
A aplicação é inicializada e logo em seguida uma função é chamada para ler o
arquivo de texto gerado pelo Matlab que contêm a matriz dos ganhos. A matriz é armaze-
nada em uma estrutura e a função principal Main() é chamada. Esta checa se o controle
de atitude é necessário e caso a resposta seja positiva, é realizado um polling dos dados
conforme explicado no estudo de caso anterior.
A diferença principal entre essa aplicação e a aplicação do controlador PID, está
no fato de que esta executa uma rotina para montar os vetores de estado toda vez em que
os dados dos sensores são atualizados. Uma vez montados os vetores, o bloco de controle
LQR, cujo os detalhes serão discutidos na próxima seção, é executado.
O bloco de controle LQR produz valores de torque (𝜏𝜑,𝜏𝜃,𝜏𝜓) e, devido à estrutura
do Mixer discutida anteriormente, os valores esperados estão na faixa de -1 e 1. Para o
controlador funcionar corretamente, foi necessário uma rotina de mapeamento dos torques,
que colocasse os valores calculados na faixa de trabalho do mixer.
Por fim, os torques mapeados são publicados no tópico dos atuadores, e a aplicação
executa enquanto houver necessidade de controle de atitude.
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Figura 34 – Arquitetura da aplicação de controle LQR
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Figura 35 – Bloco de controle LQR implementado em software
5.3.2 Bloco LQR
Durante o desenvolvimento deste bloco, decidiu-se adotar as mesmas restrições
temporais do estudo de caso 1, conforme Figura 32. Desejou-se, desde o início, em executar
o loop de controle em uma fatia de tempo do período de amostragem do módulo EKF.
O bloco de controle LQR (Figura 35) checa primeiramente se os motores estão
armados, caso o contrário, não há necessidade de execução de controle. Em seguida,
restaura-se o vetor de estados desejados 𝑦𝑑[𝜑𝑑, 𝑝𝑑, 𝜃𝑑, 𝑞𝑑, 𝜓𝑑, 𝑟𝑑] e o vetor de estados atuais
𝑥𝑎[𝜑, 𝑝, 𝜃, 𝑞, 𝜓, 𝑟]. Um detalhe é que não existem valores desejados para as velocidades
(𝑝,𝑞,𝑟), o módulo Position Control calcula apenas setpoints de ângulos.
Conforme é explicado na análise dos resultados, o estudo de caso 1 revelou uma
grande necessidade de controle das velocidades angulares. De maneira à obter um valor
desejado para as velocidades nos 3 graus de liberdade, foi implementado um controlador
proporcional. Uma vez que os vetores estão completos, subtrai-se o estado desejado pelo
estado atual e obtêm-se o vetor de erro.
Antes de calcular os torques, deve-se ajustar yaw para percorrer o menor caminho
desejado, visto que este foi mais um problema identificado na implementação do contro-
lador PID. Para ilustrar este problema, imagine que o veículo esteja em 0∘ yaw no frame
inercial e recebe uma posição de 270∘ em sentido anti-horário para ser alcançada. Com
esta função, o controlador consegue identificar que o caminho mais curto é efetuar 90∘ em
sentido horário.
Por fim, é efetuado o cálculo dos torques multiplicando-se a matriz de ganhos cal-
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Figura 36 – Metodologia para implementação das estratégias de controle.
culada pelo vetor de erro. Os valores de torque serão mapeados antes de serem publicados
para a aplicação do Mixer.
5.4 Resultados Experimentais e Análise
5.4.1 Procedimentos
Para a implementação dos estudos de caso, foi desenvolvida uma metodologia para
que se pudesse avaliar o controlador de uma maneira segura. Esta metodologia está re-
presentada na Figura 36. A primeira etapa de modelagem do controlador em software
MATLAB não será detalhada pois não foi escopo deste projeto, porém, esta parte foi de-
senvolvida por outros alunos e professores, e possuiu importância fundamental no decorrer
deste trabalho.
A segunda etapa foi a implementação do controlador em SIL. Essa foi a segunda
abordagem devido à praticidade de poder executar o controlador utilizando apenas o
ambiente simulado. Foi escolhido o simulador Gazebo para testes em SIL, por este ser
mais complexo e ser constantemente atualizado, além de possuir diversas funcionalidades
interessantes como a aplicação de perturbações nos eixos 𝑥,𝑦,𝑧.
Uma vez que resultados considerados satisfatórios foram obtidos, testou-se o com-
portamento do controlador em HIL. Para esses testes usou-se o simulador jMAVSim por
este ser a única opção disponível para veículos do tipo quadrirotor.Uma vez que os testes
em HIL foram executados com sucesso partiu-se para os testes práticos.
Para os testes práticos, uma plataforma montada no laboratório conforme Fi-
gura 37, foi o ponto de partida. Esta plataforma fixa os braços do quadrirotor de maneira
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Figura 37 – Plataforma de teste
em que este não consegue ganhar altura, mas é possível ver a resposta dos comandos de
torque nos ângulos de Euler. Uma vez verificado que os comandos estão respondendo bem
em plataforma de teste, os testes em vôo são realizados.
Desde o começo deste trabalho, sabia-se que esta abordagem para os procedimen-
tos dos testes não é a ideal pelo fato de que cada etapa possui um modelo diferente. O
modelo do quadrirotor do simulador Gazebo, o modelo do simulador JMAVSim e o modelo
do quadrirotor F450 usado na prática são diferentes. Porém, como o objetivo do traba-
lho é implementar dois controladores robustos (PID e LQR), e que não são fortemente
dependentes de um modelo, tomou-se esta abordagem à princípio.
Vale ressaltar que tomou-se como base o modelo do frame F450, parcialmente iden-
tificado, para todas as etapas de desenvolvimento deste trabalho. O kit deste quadrirotor
usado está disponível em [2].
5.4.2 Controlador PID
Uma vez que o código do controlador foi implementado, os testes em SIL utilizando
o quadrirotor Iris no simulador Gazebo foram iniciados. Inicialmente, ajustar os ganhos
foi uma tarefa árdua pois o quadrirotor do simulador simplesmente caía, sendo difícil
analisar em qual dinâmica os ganhos não estavam respondendo bem.
Ainda, não se tinha certeza sobre os valores de torques que o controlador produzia.
Conforme ressaltado, os torques do controlador passam pelo mixer, que força os comandos
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Figura 38 – Quadrirotor F450 utilizado neste trabalho (sem bateria).
Figura 39 – Ganhos utilizados para o controlador PID em SIL e HIL
de torque à estarem entre −1 e 1.
Portanto, para melhor identificar o que estava acontecendo, adicionou-se uma fun-
cionalidade de debug no código para imprimir na tela as importantes informações sendo
calculadas pelo controlador. Esta abordagem só funciona para o simulador pois o hardware
executa um sistema operacional de tempo-real que não consegue garantir esta funciona-
lidade à cada loop de controle.
Desta maneira, depois de uma repetitiva análise conseguiu-se encontrar ganhos
que estabilizavam o veículo. A resposta do controlador em SIL para comandos de ângulo
dados através do software de navegação pode ser vista na Figura 40.
A próxima etapa dos testes foram realizados em HIL. Estes testes foram importan-
tes para avaliar o desempenho do controlador sendo executado diretamente no hardware,
porém, o simulador disponíveis para teste, o jMAVSim, não proporciona uma segurança
em relação ao ajustes dos ganhos do quadrirotor. Portanto, nesta fase não se perdeu
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Figura 40 – Respostas do controlador PID em SIL para roll, pitch e yaw. Em verde, o
setpoint dado e em vermelho a resposta do sistema.
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muito tempo com o ajuste dos ganhos, e o foco foi em analisar a resposta do hardware
aos comandos dados. É possível ver de acordo com a Figura 41 que a resposta do contro-
lador acompanha os setpoints dados (cor verde), e este estabiliza bem no simulador não
apresentando nenhuma vibração visível. Porém, acredita-se que esta resposta poderia ser
ainda melhor depois de um ajuste fino nos ganhos.
O controlador PID apresentou resultados satisfatórios na bancada de teste. Com
o auxílio do controle de rádio, foram dados comandos com o veículo armado preso à
plataforma, e pode-se ver que o controlador estava respondendo bem. Uma vez que foi
dado o devido ajuste nos ganhos em plataforma, partiu-se para a etapa de teste em vôo.
Entretanto, os resultados para teste em vôo não foram satisfatórios. Os ganhos
foram ajustados, mas o veículo, ao decolar, não conseguia estabilizar e diversas quedas
ocorreram. Depois de alguns componentes danificados, resolveu-se investigar algumas ar-
quiteturas já existentes de PID para quadrirotor, como a da PX4, MatrixPlot, Ardupilot,
entre outras.
Verificou-se que, em todos os casos investigados, os controladores PID existentes
nestas plataformas utilizavam-se de controladores PID em cascata, conforme o contro-
lador de atitude da PX4, cuja arquitetura foi discutida neste trabalho. Ao incorporar
dois controladores PID, um para o controle angular e outro para o controle de veloci-
dade angular, cada controlador trabalha com apenas um nível de integração7, e assim o
ajuste se torna mais simples. Existem sensores que medem a velocidade angular do veí-
culo, fechando esta malha de controle, então, ao utilizar apenas um PID perde-se esta
realimentação, e portanto, o ajuste é extremamente díficil. Entretanto, isto não significa
que esta arquitetura de controle não funcione na prática, apenas ressalta que é necessário
severos testes práticos para ajuste de ganhos, o que não era o objetivo principal deste
trabalho.
O controlador PID implementado, mostrou-se que, mesmo realizando chamadas
à funções que utilizam drivers para realizarem operações de I/O, funciona de maneira
determinística, respeitando as restrições de tempo, e que possui um tempo de execução
de loop menor do que o controlador padrão da PX4 para todas as etapas do teste, o que
será discutido adiante na comparação entre as aplicações de controle. Sua implementação
em termos de recursos computacionais e cumprimento de deadlines foi concluída com
sucesso em todas as etapas de teste.
5.4.3 Controlador LQR
Os testes iniciais do controlador LQR em SIL mostraram resultados muito ruins.
Através de uma função de debug, conforme discutida nos resultados do controlador PID,
7 Ângulo para velocidade angular, e velocidade angular para torque, ou seja, um nível de integração
para cada estágio de controle.
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Figura 41 – Respostas do controlador PID em HIL para roll, pitch e yaw. Em verde, o
setpoint dado e em vermelho a resposta do sistema.
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constatou-se que os torques gerados pelo controlador LQR estavam divergindo muito dos
torques que o mixer trabalha (entre -1 e 1), ou seja, os motores saturavam rápido.
A função de mapeamento de torques resolveu bem este problema e o simulador
apresentou resultados interessantes (Figura 42), considerando que o modelo do simulador
é diferente do modelo identificado para cálculo dos ganhos usados para controle.
Os resultados dos testes em HIL foram também satisfatório como podem ser vistos
na Figura 43, não havendo necessidade de alterar a matriz de ganhos. Obviamente, um
ajuste nestes ganhos resultariam em uma melhor resposta, porém, como já ressaltado, o
simulador jMAVSim não proporciona uma resposta muito confiável. Ao observar que o
controlador respondia bem executando no hardware, deram-se início aos testes práticos.
Os testes em plataforma do controlador LQR mostraram que este tinha bastante
potencial para um teste em vôo. Uma boa resposta aos comandos dados foi observada, e
portanto o teste em vôo foi realizado.
Inicialmente, os testes em vôo não apresentaram bons resultados, observou-se que o
veículo buscava executar ações muito bruscas. Decidiu-se portanto, por suavizar os torques
através do mapeamento, fazendo testes experimentais até chegar ao valor de 30 𝑁 · 𝑚8,
que pareceu ser uma boa referência para o controlador. Estes testes foram realizados
com os motores do veículo armado, dando-se comandos de roll e pitch e observando se
a resposta era agressiva ou fraca, procurando-se um ponto de equilíbrio que permitisse
vôo. A matriz abaixo mostra a matriz de ganho K que foi utilizada para o teste em vôo,
calculada através do algoritmo desenvolvido em MATLAB:
𝐾 =
⎡⎢⎢⎢⎢⎣
1.2746 2.3401 0 0 0 0
0 0 1.5693 2.9010 0 0
0 0 0 0 0.5941 1.8834
⎤⎥⎥⎥⎥⎦ (5.2)
Na Figura 44 pode-se ver a resposta das dinâmicas em um dos vôos realizados
com o controlador LQR. Vale ressaltar que as oscilações observadas nos gráficos são bem
maiores em relação às observadas nos simuladores devido à diversos fatores. O primeiro
deles é o fato de que o teste é executado no modo de vôo POSITION 9, isto implica que
as referências passadas pelo rádio sejam de velocidades desejadas em (𝑥,𝑦), assim não
é possível controlar os setpoints de ângulos gerados. O segundo fator é o ambiente de
teste, que é um local bem aberto e com bastante vento, ambiente que dificulta a ação
do controlador de se manter no ponto de operação. O terceiro é o fato de que sensores
reais exibem mais erros do quê sensores simulados. Por último, o fator mais crucial é
8 Este valor significa que o controlador sempre calcula torques entre -30 e 30 𝑁 · 𝑚, e é mapeado entre
-1 e 1 para o mixer.
9 Este modo de vôo da PX4 funciona da seguinte maneira: a altura é fixada, e o rádio envia comandso
em (𝑥,𝑦).
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Figura 42 – Respostas do controlador LQR em SIL para roll, velocidade de roll, pitch,
velocidade de pitch, yaw e velocidade de yaw. Em verde, o setpoint dado e
em vermelho a resposta do sistema.
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Figura 43 – Respostas do controlador LQR em HIL para roll, velocidade de roll, pitch,
velocidade de pitch, yaw e velocidade de yaw. Em verde, o setpoint dado e
em vermelho a resposta do sistema.
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Software-in-the-loop
Aplicação Tempo de teste Tempo mínimo de loop Tempo máximo de loop Tempo médio de loop
attitude control (PX4) 9min e 32s 2𝜇s 9156𝜇s 17𝜇s
controlador PID 9min e 58s 2us 7696𝜇s 8𝜇s
controlador LQR 10min e 15s 2𝜇s 6145𝜇s 9𝜇s
Tabela 2 – Tempo de execução das aplicações em SIL
que não foram realizados severos ajustes nas matrizes de ganho, basicamente usou-se os
valores que funcionaram bem no simulador, um ajuste fino nos ganhos proporcionaria um
resultado melhor.
Na Figura 45 pode-se ver uma imagem fotografada durante um dos testes em vôo.
O vídeo disponível em [7] também mostra o resultado alcançado em um dos vôos. O qua-
drirotor obedece bem os comandos. Na Figura 46 é possivel observar que o controlador
consegue seguir bem a trajetória em 𝑥 e 𝑦, e este gráfico ilustra, portanto, o ótimo de-
sempenho do controlador LQR, uma vez que é necessário um bom controlador de atitude
para o controle de posição.
5.4.4 Comparação dos controladores implementados com o controlador da
PX4
Os controladores implementados demonstraram capacidade de executar respei-
tando as restrições de tempo. Vale ressaltar que para ambos o período de amostragem
à cada loop de controle é de 4 ms, pois o estimador de estados da PX4 amostra nesta
frequência (250 Hz). Era de interesse, desde o começo do desenvolvimento, executar o
controlador em uma fatia de tempo entre as amostras do estimador (apesar de que o
quadrirotor provavelmente responderia bem em frequências menores), pois assim poderia
considerar um controlador livre de latência.
A Tabela 2 apresenta informações de teste realizado no simulador em SIL. O
computador utilizado para teste possui as seguintes configurações: processador x64 Intel
Core i7 2.0 GHz, 8 GB de mémoria RAM e sistema operacional Ubuntu 16.04. Como
era de se esperar, os loops de controle executam em um tempo bem pequeno devido à
alta disponibilidade de recursos. Os controladores PID e LQR ambos executam em uma
parcela de tempo de médio muito próxima, ambos próximos da metade do tempo médio
do controlador padrão da PX4. Entretanto, é interessante notar que o tempo máximo
de loop mensurado ultrapassou os 4 ms desejados para todos os controladores, gerando
latência neste sistema. Isto ocorre, pois o sistema operacional Ubuntu não é um sistema
operacional de tempo-real, e portanto, não é determinístico.
A Tabela 3 mostra os tempos de execução das aplicações executando no hardware
Pixhawk, em HIL. Pode-se notar que os controlador PID executa em um tempo médio
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Figura 44 – Respostas do controlador LQR de um teste em vôo para roll, velocidade de
roll, pitch, velocidade de pitch, yaw e velocidade de yaw. Em verde, o setpoint
dado e em vermelho a resposta do sistema.
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Figura 45 – Quadrirotor em vôo com a aplicação de controle LQR embarcada.
Figura 46 – Respostas do controlador LQR de um teste em vôo para as trajetórias em 𝑥
e 𝑦. Em verde, o setpoint dado e em vermelho a resposta do sistema.
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Hardware Pixhawk
Aplicação Tempo de teste Tempo mínimo de loop Tempo máximo de loop Tempo médio de loop
attitude control (PX4) 8min e 46s 25𝜇s 498𝜇s 136𝜇s
controlador PID 9min e 15s 34us 393𝜇s 43𝜇s
controlador LQR 9min e 11 s 52𝜇s 355𝜇s 67𝜇s
Tabela 3 – Tempo de execução das aplicações no hardware
menor que um terço do tempo médio de execução do controlador oficial da PX4. O LQR
por ser um pouco mais complexo devido à multiplicação de matrizes, é um pouco mais
lento que o controlador PID implementado, mas ainda assim, executa em menos de 50%
do tempo do controlador oficial da PX4. Vale notar que mesmo os loops com maior tempo
medido não ultrapassaram a marca de 0.4 ms, o que é 10% da fatia de tempo entre a
amostragem de dados do estimador. Isto implica que ambas as aplicações são livres de




Conforme observado na introdução deste trabalho, os quadrirotores são veículos
robóticos desenvolvidos no começo do século XXI cujas aplicações estão em diversas áreas
seja com objetivo militar, de consumo ou comercial. O avanço da eletrônica possibilitou
que estes veículos pudessem ser desenvolvidos por um baixo custo, o que influenciou diver-
sos engenheiros, hobistas e pesquisadores à desenvolver soluções utilizando estes veículos.
Para que estes veículos sejam capazes de voar, o sistema de processamento destes
devem ser capazes de cumprir com restrições de tempo, sendo usado sistemas operacionais
de tempo-real para este propósito. Implementar uma estratégia de controle em um veículo
quadrirotor requer um estudo da plataforma embarcada utilizada, para a utilização dos
recursos existentes de maneira à atingir performance máxima para atender os deadlines
propostos.
Este trabalho trouxe à proposta de implementar dois tipos de controladores utilizando-
se da PX4 Autopilot uma plataforma de hardware e software existente para VANTs. Im-
plementar o próprio módulo de controle nesta plataforma possibilita o entendimento de
uma das soluções mais usadas por pesquisadores na área de VANTs, além de poder con-
tribuir com outros estudantes da área, que podem através deste trabalho ter um caminho
mais fácil já que a falta de documentação é um dos maiores problemas da PX4.
Os resultados alcançados no fim deste trabalho foram satisfatórios considerando
toda a base que teve de ser construída no decorrer do projeto. O estudo do modelo mate-
mático do quadrirotor, sistemas de controle, arquiteturas computacionais de quadrirotores
e modelos de sistemas embarcados foi necessário para entender este completo sistema ro-
bótico. O estudo da PX4 foi também uma tarefa bastante àrdua, pois em diversos pontos
não havia documentação, apenas códigos-fonte à serem lidos para entender módulos ne-
cessários para implementar a aplicação de controle.
Os controladores propostos foram implementados com sucesso na plataforma PX4,
respeitando restrições temporais e com respostas satisfatórias aos comandos tanto em
software-in-the-loop, hardware-in-the-loop e testes em vôo, apesar de que poderia ter sido
dedicado mais tempo aos ajustes finos para uma melhor estabilização dos controladores.
O controlador PID implementado inicialmente no projeto, apesar de esta plataforma já
possuir um controlador parecido, serviu para o entendimento do sistema PX4, e abriu o
caminho para que o controlador LQR fosse implementado em um tempo bem menor do
que o primeiro.
Por fim, para que os controladores propostos funcionassem de maneira mais autô-
noma e menos dependente da PX4, deveria ser implementado o mixer próprio com acesso
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direto aos motores para que o controle não sofra regulações conforme mencionadas neste
projeto. No apêndice é apresentado um guia de como acessar diretamente os motores
e implementar o próprio mixer, e pode ser usado para dar continuidade à este projeto.
Portanto, este trabalho fornece a base para outro pesquisador implementar a sua própria
formulação de controle na plataforma PX4 Autopilot.
Ainda, outros trabalhos futuros interessantes seriam o desenvolvimento do modelo
do quadrirotor F450 em SIL e HIL, o que possibilitaria um melhor casamento entre os
resultados do controle em cada etapa de implementação, e também, seria interessante a
implementação de outras estratégias de controle.
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APÊNDICE A – Primeiro Apêndice
A.1 Sistemas embarcados
Sistemas embarcados são sistemas em que existem um software embutido em um
hardware dedicado para uma aplicação específica. O hardware é geralmente um micro-
controlador, dispositivo que incorpora um processador, memória e portas de entrada e
saída (E/S) em único pacote, possível de ser reprogramado. Os dispositivos de E/S são
de extrema importância pois estes fornecem a necessária funcionalidade ao sistema, como
motores e sensores. Um exemplo de sistema embarcado pode ser visto na Figura 47 .
Figura 47 – Exemplo clássico de um sistema embarcado. Adaptado de [49]
Nesse exemplo podemos ver o microcontrolador representado pela sigla MCU. Esse
dispositivo possui uma memória interna, recebe dados de sensores (sensors) e do usuário
através do teclado (keypad), e têm como saída de dados o visor de LCD. O sistema pode
possuir outras entradas e saídas como podemos ver nos blocosde E/S (I/O).
Os sistemas embarcados estão presentes em todo momento na sociedade atual. O
carro é um exemplo de sistema que possui diversos sistemas embarcados embutidos. O
sistema que controla o freio ABS e o sistema que monitora a temperatura do motor são
exemplos. Sistemas embarcados podem integrar partes mecânicas, elétricas, químicas e
computacionais em um só sistema.
Sistemas de tempo-real são sistemas que operam com restrições de tempo. Podem
ser classificados de duas maneira: soft real-time ou hard real-time. O primeiro são sistemas
em que existem tarefas com prioridades de execução e estas devem ser respeitadas, porém
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uma falha não acarreta em comprometimento do sistema. Já o hard real-time é um sistema
em que as restrições de tempo devem ser obrigatoriamente respeitadas, caso contrário
uma falha grave ocorrerá. Essas restrições devem ser cumpridas mesmo em condições de
sobrecarga do sistema, como múltiplas tarefas sendo executadas ao mesmo tempo [29] .
O quadrirotor é um sistema hard real-time, pois para que este funcione de maneira
adequada deve existir uma garantia de entrega de dados no tempo. Os sensores devem
ser lidos, seus dados processados, e a rotação dos motores deve ser regulada, tudo isso
respeitando um deadline - intervalo de tempo entre a observação do estímulo e a reação
do mesmo) - caso contrário uma falha catastŕofica poderá acontecer (o veículo cair, por
exemplo).
A.1.1 Interfaces
Um dos fatores que diferencia sistemas embarcados de computadores pessoais são
os dispositivos de E/S que são acoplados ao sistema embarcado [54]. Antes de falar um
pouco sobre as interfaces com o dispositivos de entrada e saída, deve-se entender a impor-
tância de alguns parâmetros de performance quando se fala sobre interface com sistemas
embarcados. Os parâmetros citados abaixos são fundamentais para avaliar o sistema de
tempo-real em que se está trabalhando ou desenvolvendo:
∙ Latência: tempo entre o dispositivo de E/S precisar de um serviço e o serviço ser
inicializado (inclui atrasos tanto de hardware quanto de software).
∙ Largura de banda (throughput): o fluxo de dados máximo que pode ser processado
pelo sistema (bytes/segundo).
∙ Prioridade: determina a ordem em que será executadas tarefas quando duas ou mais
solicitações são feitas simultâneamentes.
Um problema frequente relacionado aos dispositivos de E/S é que estes são bem
mais lentos do que a execução de software pelo processador (ex: os dados de um sensor
pode estar chegando a 1KHz, enquanto o software da flight controller Pixhawk é executado
por um processador de 168 MHz). O software deve ser sincronizado com o hardware de
maneira em que a comunicação seja efetiva.
A figura 48 ilustra uma situação comum. A CPU (rodando o software) espera até
o dispositivo estiver pronto (sai do estado busy para done). Quando esse evento ocorre, a
CPU executa uma rotina de leitura, e assim que termina envia um sinal para o hardware
dizendo que já pode voltar a execução, enquanto que o software irá executar o proces-
samento em cima dos dados lidos. Como a CPU executa muito rápido, após realizar o
devido processamento a mesma deve esperar até o hardware estiver pronto novamente.
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Figura 48 – Software esperando por hardware para realizar sua rotina. Adaptado de [54]
Existem alguns métodos para resolver o problema de sincronização, e os mais
utilizados em sistemas embarcados são:
∙ Blind cycle: método em que o software espera um determinado tempo fixo e assume
que o hardware está pronto e começa a executar rotinas de leitura/escrita. Esse
método, que pode ser traduzido como "ciclo cego", é utilizado em situações em que
é fácil predizer a velocidade do dispositivo conectado ao microcontrolador.
∙ Busy-wait: método em que o software espera pelo hardware até este estar pronto
para realizar a comunicação. O software fica preso em um estado de espera até que
receba um sinal do dispositivo de hardware dizendo que este pode realizar rotinas de
E/S. Esse método é bom para sistemas mais simples, e claramente não é adequado
para sistemas de tempo-real pois o sistema fica travado até receber uma resposta
de um dispositivo de hardware.
∙ Interrupções: ferramenta utilizada pelo hardware para causar uma execução de uma
rotina especial no software. Bastante utilizadas em sistemas de tempo-real, interrup-
ções permitem o hardware enviar um sinal quando estiver pronto, e assim o software
para instântaneamente e executa uma rotina de leitura/escrita. Assim, o software
executa suas operações normalmente sem entrar em estado ocioso até receber uma
chamada de interrupção.
∙ Periodic polling: Usa o sinal de clock da CPU para gerar interrupções periódicas
e checar se o hardware está pronto para realizar rotinas de leitura/escrita. Método
bastante utilizado quando o dispositivo de hardware não permite interrupções.
Para este trabalho, durante o desenvolvimento de aplicação para o sistema em-
barcado do quadrirotor, focou-se nos dois últimos métodos. Interrupções são importantes
para um sistema como o do quadrirotor, pois o sistema estará executando múltiplas apli-
cações ao mesmo tempo, portanto, é necessário uma maneira de interromper a execução
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Figura 49 – Threads possuem registradores e pilhas próprias, porém podem compartilhar
recursos. Adaptado de [54].
do software principal e sinalizar que alguma outra tarefa precisa ser executada, como por
exemplo leitura dos dados de um sensor importante qualquer. O método periodic polling é
bastante utilizado em sistemas de tempo-real como por exemplo, uma função de sistemas
Unix que implementa, em partes, esse método, chamada poll(). Ela é bastante utilizada no
software embarcado da Pixhawk para checar por novos dados de sensores periodicamente.
A.1.1.1 Threads
Uma thread é uma rotina de software. Pode ser usada por aplicações para dividir
tarefas, ou seja, fazer com que múltiplas rotinas executem de forma concorrente ou para-
lela, caso seja um processador de múltiplos núcleos. As threads têm pilha e registradores
próprios, o que significa que elas possuem estado próprio. Quando o processador decide
executar uma nova thread, existe uma troca de contexto, ou uma troca de estados, onde os
valores dos registradores são substitúidos pelos valores dos registradores da nova thread,
assim começa-se a ler da pilha desta. As threads porém, compartilham variáveis globais e
dispositivos de E/S, como pode ser visto na Figura 49.
Isso é bem interessante, pois significa que as threads podem executar suas rotinas
e comunicar-se com outras através das variáveis globais. Pode existir uma thread que
executa uma rotina de leitura de um sensor toda vez que esse hardware estiver disponível,
e grava os valores lidos em uma estrutura de dados global, permitindo que uma outra
thread de processamento tenha acesso aos dados.
Uma thread pode está em quatro estados representados na Figura 50. Em configu-
rações bem simples, as threads só podem estar no estado executando ou ativa. A thread
que está no estado executando, significa que ela está literalmente executando no presente
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Figura 50 – Estados de uma thread. Adaptado de [54].
momento. Já no estado ativa, quer dizer que ela está pronto para ser executada, porém
está esperando para rodar, já que em sistemas embarcados só existem processadores de
um núcleo até o presente o momento, ou seja, só uma aplicação pode rodar por vez.
Uma thread no estado bloqueado signica que esta está esperando por algum evento
externo para retomar sua execução. Um exemplo disso é quando uma thread deseja escre-
ver caracteres em um display que já está sendo usado por outra thread no momento, desse
modo a primeira fica em estado bloqueado até que o recurso esteja liberado. Os semáforos
implementam a comunicação e sincronização entre as threads.
Por fim, a thread pode estar em estado sleep (dormindo). Isso acontece em apli-
cações em que deve-se esperar determinado tempo para que esta retome a execução. O
sistema operacional coloca a thread para dormir, e acorda a mesma passado o tempo.
A Figura 50 mostra as transições possíveis entre os estados. A thread transiciona
entre os estados, na maioria das vezes, fazendo chamadas a funções do sistema operaciona,
representadas pelas palavras começando com OS na figura.
A.1.1.2 Escalonador
O escalonador é uma função do sistema operacional que executa as threads uma por
uma. As threads que estão prontas para ser executadas (estado ativo) são listadas e quando
o processador estiver livre, o escalonador escolherá uma delas para ser executada. Em um
escalonador preemptivo, as threads são suspensas temporariamente por uma interrupção
e o escalonador escolhe uma para ser executada. Já em um escalonador não-preemptivo,
as threads decidem por si só quando irão parar e deixar outra executar. Escalonadores
preemptivos são os mais adequados quando se trata de RTOS.
Uma das funções principais do escalonador é escolher qual thread será executada.
Quando o escalonador decide interromper a execução de uma thread pela CPU, ele precisa
salvar o estado atual desta thread, e antes de começar a execução da próxima, ele precisa
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Figura 51 – Troca de contexto
Figura 52 – Escalonador Round-Robin (RR). Escrito em vermelho podemos ver as possí-
veis transições de estados das threads. O escalonador executa as threads que
se encontram em estado ativo de forma circular.
restaurar o estado em que esta thread estava antes de ser interrompida. Esse conceito é
chamado de troca de contexto (Figura 51), e o tempo em que o sistema operacional gasta
fazendo isso deve ser o menor possível em sistemas de tempo-real.
Escalonadores para RTOS têm métricas delimitadas para importância e prioridade
de execução. Dependendo do tipo do sistema, o escalonador pode dar prioridade para
threads que executam rotinas de leitura de um hardware. Pode ser que o sistema prefira
dar prioridade para as threads que executam mais frequentemente. Isso tudo irá depender
do tipo de sistema, e a melhor forma de cumprir com as deadlines destes. Dito isso,
podemos generalizar os tipos de escalonadores mais comuns de acordo com [54]. São eles:
∙ Round-Robin: executa as threads em estado ativa de uma maneira circular, dando
à cada uma delas um tempo igual de execução Figura 52. Existem variações onde
os tempos são dados de acordo com "pesos"atribuídos a cada thread.
∙ Escalonador de prioridade: determina um número que representa a prioridade de
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execução de cada thread. Executa-se então as threads em estado ativa em ordem de
maior prioridade para menor. Caso as threads tenham prioridade iguais, o sistema
passa a ser executado como o round-robin.
∙ Fila exponencial: escalonador dinâmico que varia as prioridades e os tempos de
execução dados à cada thread à medida em que estas vão executando. O valor que
será atribuído de prioridade depende do tipo de algoritmo utilizado para resolver
esse escalonador.
∙ Taxas Monotônicas (RMS): escalonador que atribui prioridades dependendo
do quão frequente a thread executa. Threads que executam bastante ganham alta
prioridade.
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A.2 Placas controladoras de vôo comerciais
Existem diversas modelos de placas controladoras de vôo (flight controllers) no
mercado, que são projetadas já com diversos componentes integrados como os sensores
girômetros, acelerômetros, barômetros e GPS, além de circuitos de comunicação, antenas
e transceptores. Essas placas controladoras são escolhidas de acordo com a aplicação
do VANT, pois cada uma tem especificação de hardware e software diferente. Existem
aplicações que necessitam, por exemplo, de muita memória para processamento, como
aquelas que usam algoritmos de visão computacional, outras que necessitam de um alta
memória de barramento para acessar múltiplos dispositivos simultâneamente, outras que
possuem componentes de ajuste de ganhos de controle manuais.
Entre as controladoras de vôo existente no mercado, existem as de código-aberto,
as quais qualquer usuário pode fazer o download dos arquivos fontes dos algoritmos de
controle e modificá-los da maneira que achar conveniente, e existem também as que são
de código fechado, as quais o sistema são propriedade dos seus criadores e os usuários não
podem modificá-los.
Em um estudo de 2012 [33], o autor fez um levantamento das placas controladores
de vôo cujo os projetos são abertos ao público, com base no volume de usuários e quão
ativo está o projeto na comunidade. Com base nisso, ele fez um ranking das mais relevantes
que são:
∙ Arducopter (Figura 53-a): baseado na plataforma Arduino e desenvolvido por enge-
nheiros individuais ao redor do mundo, fornece software com interface gráfica que
exibe informações de vôo e ajuste de ganhos para o controlador.
∙ Openpilot (Figura 53-b): utiliza licensa General Public License (GPL), e o seu sis-
tema possui um RTOS modificado do FreeRTOS. Software com interface gŕafica é
fornecido para ajuste de ganhos e recebimento de dados de vôo.
∙ Paparazzi (Figura 53-c): é um sistema de piloto automático desenvolvido para diver-
sos tipos de VANT, com licensa GPL. Fornece software com interface gráfica para
planejar missões de vôo.
∙ Pixhawk (Figura 53-d): sistema de piloto automático que possui algoritmos desenvol-
vidos para pilotagem através de imagens, e está sob licensa GPL. Fornece software
com interface gráfica.
∙ Mikrokopter (Figura 53-e): sistema de piloto automático desenvolvido para quadri-
rotores. Fornece software com interface gráfica com ajustes de ganho para o contro-
lador e monitoração de bateria.
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Figura 53 – (a)Arducopter ; (b)Openpilot; (c)Paparazzi; (d)Pixhawk; (e)Mikrokopter ;
(f)KKmulticopter ; (g)Multiwii e (h)Aeroquad
∙ KKmulticopter (Figura 53-f): sistema de piloto automático simples contendo um
microcontrolador de 8 bits e um girômetro para cada eixo. Não fornece software.
∙ Multiwii (Figura 53-g): sistema de piloto automático para quadrirotores que utiliza
o arduino como processador, e sensores que variam de acordo com o modelo. Está
sob licensa GPL e é fornecido software com interface gráfica.
∙ Aeroquad (Figura 53-h): baseado em Arduino, é também um sistema de piloto au-
tomático desenvolvido para quadrirotores, e fornece software com interface gráfica.
Existem diversos outros modelos porém, que pequenos grupos desenvolvem basea-
dos em plataformas de código-aberto como Arduino e adicionam dispositivos necessários
de acordo com a necessidade da aplicação a ser desenvolvida.
A.3 Softwares de navegação
Os softwares de navegação são basicamente utilizados para guiar o veículo em
modo de vôo automático e fornecer informações sobre o vôo e status do veículo.
Um dos softwares de navegação mais conhecidos é o Mission Planner. Abaixo,
têm-se uma lista de funcionalidades deste software [17]:
∙ Gravar ultima versão de firmware disponível diretamente na flight controller.
∙ Configurar e ajustar os ganhos de controle do veículo
∙ Planejar, salvar e carregar missões autônomas para o hardware de maneira simples,
apenas clicando nos pontos do mapa
∙ Geração de registros de missão, contendo informações dos vôos para análise
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Figura 54 – QGroundControl: software de navegação que suporta o protocolo MAVLink
∙ Funções de telemetria para monitoração do estado veículo durante vôo
Outro software de navegação bastante famoso, é o QGroundControl [14]. Por ser
compatível com os projetos PX4 Autopilot e ArduPilot, e suportar o protocolo MAVLink,
é uma das plataformas mais utilizadas atualmente. Este software, por ser de código-
aberto, também permite a implementação de funcionalidades personalizadas por parte
dos desenvolvedores, o que faz o QGroundControl ser uma excelente escolha.
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B.1 Implementando um controlador na PX4
B.1.1 Configurando ambiente para Pixhawk e Simulador
Para colocar um algoritmo de controle próprio no firmware da PX4 deve-se pri-
meiro instalar as dependências e a toolchain. Para isto deve-se seguir o guia contido em
https://dev.px4.io/en/setup/dev_env.html. Para este trabalho a parte de interesse está
localizada em NuttX based hardware. Em seguida acessar https://dev.px4.io/en/setup/
dev_env_linux_boutique.html#toolchain-installation e instalar a ultima versão da tool-
chain em Toolchain Installation.
À seguir deve-se clonar o repositório e compilá-lo. Para isso deve-se digitar no
terminal:
$ mkdir -p ~/src
$ cd ~/src
$ git clone https://github.com/PX4/Firmware.git
$ cd Firmware
$ git submodule update --init --recursive
$ cd ..
Após isso o ambiente está configurado e já pode-se compilar o firmware da PX4.
Digite na linha de comando:
$ cd ~/src/Firmware
$ make px4fmu-v2_default
Esse código irá compilar o firmware para a Pixhawk. Caso queira testar se o modo
de simulação está funcionado deve-se digitar no terminal:
$ cd ~/src/Firmware
$ make posix_sitl_default gazebo
O simulador só irá funcionar caso este tenha sido instalado. Para configurá-lo deve-
se seguir o tutorial em https://dev.px4.io/en/simulation/gazebo.html. Uma alternativa
caso não queira instalar o Gazebo é utilizar o JMAVsim, para isso basta substituir a
palavra gazebo por jmavsim sempre que compilar o código para o simulador.
B.1.2 Implementando um controlador de teste: test_controller
Uma vez com o firmware instalado e configurado, acesse a pasta onde contêm os
módulos da PX4 e crie uma nova pasta para o controlador chamada test_controller :
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$ cd ~/src/Firmware/src/modules
$ mkdir test_controller
Em seguida deve ser criado o código fonte do controlador. Pode ser usado qualquer




O código fonte do controlador utilizado neste tutorial está abaixo. Sinta-se livre
para modificá-lo e usar uma abordagem diferente. Deve-se estar ciente que todos os tópicos
estão na pasta /src/Firmware/msg. Entender os tópicos é uma ferramenta extramemente
poderosa pois possibilita a aquisição de diversos tipos de mensagens vindas de sensores e
de outros módulos importantes (EKF, RC, etc).
O test_controller é um controlador PID com a mesma arquitetura do controlador
da PX4 (mc_att_control), sendo um controlador P para os ângulos e um controlador
PD para velocidade angular, para veículos do tipo quadrirotor.
Acesse https://github.com/leoavelino/tcc/blob/master/test_controller.cpp copie
o código fonte, cole e salve no arquivo test_controller.cpp. Agora deve-se criar um arquivo















Antes de testar o controlador repare que o test_controller está publicando no
tópico actuators_control, cujo os dados irão para o módulo do mixer. Porém este tópico
também é usado pelo controle padrão da PX4 e desta maneira irá existir um conflito
pois o mixer irá receber dados de dois controladores. Portanto, abra o código fonte do
controlador principal:
$ gedit ~/src/Firmware/src/modules/mc_att_control/mc_att_control_main.cpp
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Agora procure as seguintes linhas onde os comandos estão sendo publicados:
/* publish controller status */







Comente todas as linhas acima. Para isto basta adicionar os caracteres // na frente
de cada uma das linhas. O resultado final então é:
/* publish controller status */




// _controller_status_pub = orb_advertise(ORB_ID(mc_att_ctrl_status),
// &_controller_status);
//}
Salve e feche o arquivo. Desta maneira os torques calculados pelo mc_att_control
não serão publicados no tópico actuators_control, e portanto somente o test_controller
irá utilizá-lo.
Uma outra alternativa seria desativar completamente o módulo mc_att_control.
Porém, não é recomendado fazer isso antes de estudar cautelosamente o que este módulo
faz, pois entre outras coisas, este módulo toma conta de mudar referências de entrada de
determinados modos de vôo como RATTITUDE e ACRO.
Em seguida deve-se acessar deve-se avisar ao compilador que o módulo do novo
controlador inserido deve ser compilado também. Para a Pixhawk deve-se digitar na linha
de comando: (caso objetivo seja utilizar no simulador, pule esta parte).
$ gedit ~/src/Firmware/cmake/configs/nuttx_px4fmu-v2_default.cmake













Agora, para iniciar o módulo toda vez em que o sistema for iniciado deve-se abrir
o script de inicialização dos controladores. Digite no terminal:
$ gedit ~/src/Firmware/ROMFS/px4fmu_common/init.d/rc.mc_apps







Caso o objetivo seja utilizar o simulador deve-se digitar:
$ gedit ~/src/Firmware/cmake/configs/posix_sitl_default.cmake












Para iniciar o módulo na inicialização do sistema digite:
$ gedit ~/src/Firmware/posix-configs/SITL/init/ekf2/iris
E adicione a seguinte linha:
mc_att_control start
test_controller start
mixer load /dev/pwm_output0 ROMFS/px4fmu_common/mixers/quad_dc.main.mix
Pronto, agora pode-se testar o controlador na Pixhawk digitando no terminal:
B.2. Implementando um novo mixer na PX4 125
$ cd ~/src/Firmware/
$ make px4fmu-v2_default
Ou para o simulador:
$ cd ~/src/Firmware/
$ make posix_sitl_default gazebo
Para testar o controlador no simulador basta digitar no console da PX4 :
> commander takeoff
Caso queira checar o status do novo controlador, deve-se digitar no console da
PX4 :
> test_controller status
B.2 Implementando um novo mixer na PX4
Dependendo do tipo de aplicação, o controlador implementado acima pode não
resultar em algo desejado pois o mesmo está utilizando o mixer da PX4. O mixer existente
força os valores de torques (em roll, pitch e yaw) a estarem entre -1 e 1, e o valor de throttle
é forçado entre valores de 0 e 1. Isto significa que se o test_controller calcular valores de
torque entre 2 e 20 por exemplo, esses valores sempre estarão saturados em 1.
Para ter o controle total da aplicação, e publicar valores de PWM na saída, o
código do mixer deve ser hackeado. Antes de começar esta aplicação, lembre-se de fazer
um backup.
Tenha em mente que o mixer da PX4 é bem eficiente, e que ele é feito de maneira
que cada frame configurado aplique pesos diferentes para os angulos de atuação. Para
ilustrar isto basta lembrar que os quadrirotores não são necessariamente simétricos.
O algoritmo do mixer mostrado neste tutorial não foi testado em campo. Foram
feitos testes em SITL, e também, verificou-se com o auxílio do osciloscópio as saídas PWM
da Pixhawk para validação deste tutorial, porém, este mixer nunca foi testado em vôo.
Primeiramente, acesse o código-fonte do mixer :
$ gedit ~/src/Firmware/src/modules/systemlib/mixer/mixer_multirotor.cpp
Procure a implementação da função MultirotorMixer::mix(float ...). Repare que o
mixer lê os valores torque através da função get_control(), calcula os valores de saída
para cada motor (saídas entre -1 e 1) e copia para a variável outputs[]. Vá até a última
linha do código e acima dela implemente o mixer simples conforme mostrado abaixo:
//Notify saturation status
if (status_reg != nullptr) {
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(*status_reg) = _saturation_status.value;
}
//ler valor de roll publicado no topico actuators_control
float roll_t = get_control(0, 0);
//ler valor de pitch publicado no topico actuators_control
float pitch_t = get_control(0, 1);
//ler valor de yaw publicado no topico actuators_control
float yaw_t = get_control(0, 2);
//ler valor de throttle publicado no topico actuators_control











Você pode comentar todo o resto do código desta função, ou simplesmente deixar,
já que a variável outputs[] é sobre escrevida no final da função, e portanto, o cálculo
realizado acima não irá fazer diferença. Vale lembrar que este mixer não é confiável pois
está considerando um quadrirotor simétrico, e sua implementação é apenas didática.
O mixer padrão agora não é mais executado, e portanto os valores de torque pu-
blicados pelo controlador não serão mais delimitados. Porém, deseja-se alterar também
como os valores "mixados"aos motores são convertidos em PWM. Existem duas aborda-
gens, sendo que a primeira é para a Pixhawk e a segunda para o simulador.
B.2.1 Hackeando o driver Pixhawk
Para mudar a maneira em que os comandos para os motores são convertidos em
PWM, deve-se acessar primeiramente o código fonte que delimita os valores de PWM.
Digite no terminal
$ gedit ~/src/Firmware/src/modules/systemlib/pwm_limit/pwm_limit.c
Neste código-fonte acontece a mudança na máquina de estados da PWM. Não é o
objetivo deste tutorial modificar a máquina de estados da PX4, o objetivo é apenas editar
a maneira em que ela calcula o PWM para os motores caso a máquina de estados esteja
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em modo ON. Para saber mais sobre a máquina de estados acesse https://dev.px4.io/en/
concept/pwm_limit.html. Encontre a linha de código e edite conforme abaixo:
case PWM_LIMIT_STATE_ON:
for (unsigned i = 0; i < num_channels; i++) {
float control_value = output[i];





if (reverse_mask & (1 << i)) {
control_value = -1.0f * control_value;
}
effective_pwm[i] = control_value * (max_pwm[i] - min_pwm[i]) / 2
+ (max_pwm[i] + min_pwm[i]) / 2;
/* last line of defense against invalid inputs */
if (effective_pwm[i] < min_pwm[i]) {
effective_pwm[i] = min_pwm[i];





Atenção que ao ignorar os limites de PWM passados por referência max_pwm[],
min_pwm[], os parâmetros do sistema PWM_MAX e PWM_MIN, perdem o efeito.
B.2.2 Hackeando o driver do Simulador
Para mudar a maneira em que os comandos para os motores são convertidos em
PWM, acesse o driver de saída PWM para o simulador no terminal:
$ gedit ~/src/Firmware/src/src/drivers/pwm_out_sim/pwm_out_sim.cpp
Encontre a linha de código onde os comandos são transformados em PWM e edite
conforme abaixo (cor vermelha apenas):
/* iterate actuators */
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for (unsigned i = 0; i < num_outputs; i++) {
/* last resort: catch NaN, INF and out-of-band errors */
if (i < outputs.noutputs &&
PX4_ISFINITE(outputs.output[i]) &&
outputs.output[i] >= -5.0f &&
outputs.output[i] <= 5.0f) {
/* scale for PWM output 1000 - 2000us */
// saida PWM para o motor i
outputs.output[i] = 1500 + (100 * outputs.output[i]);
} else {
/*
* Value is NaN, INF or out of band - set to the minimum value.
* This will be clearly visible on the servo status and will
* limit the risk of accidentally spinning motors.






* O codigo acima esta dizendo que para valores de motores publicados
* pelo mixer no range -5.0 a 5.0, o PWM gerado para os motores (de 0 a 3)
* sera de 1500 + (100 * outputs.output[i]), sendo que outputs.output[i] eh o
* valor de comando publicado pelo mixer para aquele motor
*
* Eh definido um range entre 1000 e 2000 de PWM
*/
Caso depois de alterar o código do mixer e do driver o sistema exibe no console
mensagens de Freefall detected, pode-se corrigir o problema mudando um parâmetro de
velocidade mínima para veículo em terra. Digite no terminal:
$ gedit ~/src/Firmware/src/src/modules/land_detector/land_detector_params.cpp
Procure o seguinte parâmetro e altere seu valor para 0, conforme abaixo:
PARAM_DEFINE_FLOAT(LNDMC_Z_VEL_MAX, 0.00f);
