Abstract⎯It is planned to create a method of clustering a social network graph. To test the method, it is necessary to generate a graph similar in structure to existing social networks. The article presents an algorithm for the graph-distributed generation. We take into account basic properties such as the power-law distribution of the number of user communities, the dense intersections of social networks, and others. This algorithm also considers the problems that are present in similar works of other authors, for example, the multiple edges problem in the generation process. A special feature of the created algorithm is the implementation depending on the number of communities, rather than on the number of connected users, as is done in other works. This is connected with a peculiarity of the development of the existing social network structure. The properties of its graph are described in the paper. We describe a Table 1 containing the variables needed for the algorithm. A step-by-step generation algorithm is compiled. Appropriate mathematical parameters are calculated for it. The generation is performed in a distributed way by the Apache Spark framework. It is described in detail how the division of tasks with the help of this framework operates. The Erdos-Renyi model for random graphs is used in the algorithm. It is the most suitable and easiest one to implement. The main advantages of the created method are the small amount of resources and faster execution speed in comparison with other similar generators. Speed is achieved through distributed work and the fact that at any time, the network users have their own unique numbers and are ordered by these numbers so that there is no need to sort them out. The designed algorithm will not only promote the creation of an efficient clustering method, but can also be useful in other development areas connected, for example, with social network search engines.
INTRODUCTION
Methods for generating a social network graph have been developed. We have explored many of them during the preparation of this work. Most of the methods generate a graph not similar to the real social network structure. We focused our attention on work [1] , written in 2014. It describes a graph-generation process based on the AGM model [2] and called CKB. We set the goal to create an algorithm to generate a social network graph by improving CKB. In particular, we strive to minimize the required memory amount for storage of structures and to solve the multiple edges problem in the implementation process.
The final algorithm is interesting due to its implementation based on the number of communities rather than on the number of users. This idea better transmits the process of the social network structure development. The network initially consists of one group of friends forming one community. Further, thanks to advertising, new groups of people and individual users from different cities and countries register in the network. Gradually, some of them form large communities. This process served as the basis for the first part of the algorithm, where independent user communities are generated. Communications between users are formed by the Erdos-Renyi model [4] for random graphs. It is selected [3] as the most suitable for the fast execution of the algorithm.
At the next stage of development, users unknown to each other from different groups come into contact and form new connections within the social network. As a result, the user becomes a member of several communities. The social network acquires a realistic structure. This is the idea of the second part of the algorithm.
The algorithm used the Chung-Lu model idea [5] , in which it is possible to select the exponent of the power-law distribution of the vertices. The final steps of the method are described below. The software implementation is made on the Apache Spark framework [6] . Through a series of experiments it is planned to confirm the effectiveness of the algorithm with respect to the existing and implemented real social network properties in the resulting graph.
PROBLEM FORMULATION
Consider the graph , where and . Community is a subgraph of graph ; community size is . The number of communities is . The communities together form a vertex cover of the graph. The number of occurrences of the -th vertex to the different communities is .
Vertex
has internal and external degrees. The internal degree is determined as the number of edges connecting with the other vertices in . The internal degree is determined as the number of edges connecting with another part of the graph. The total degree of vertex is .
The number of edges within the community is .
The aim is to generate a social network graph with the following properties: 1. The sizes of the communities in the graph are distributed according to a power law with exponent :
2. The large connected component is present in the graph:
3. The graph has a diameter : 
5. Communities may intersect:
. 6. Each community is connected with a high probability:
7. The density of edges within communities is greater than the average density of edges around the graph : (7) 8. The number of edges within a community is greater than the number of edges connecting the community with the rest of the graph: (8) 9. The number of edges in the community grows superlinearly with the community size:
10. The intersection of communities is more dense than their nonintersecting part:
The properties are taken from the results of studies of real social network structures.
PROPOSED METHOD
The main steps of the algorithm are as follows: 1. User communities in the form of lists of users linked with each other are generated in distributed and independent forms.
2. We obtain the social network graph by combining user pairs from different communities in one vertex.
DETAILED ALGORITHM OF THE PROPOSED METHOD
1. Generate sequence for power-law distribution of community size: assign each -th to community .
2. Introduce the auxiliary variables , , , ..., . Thus, is equal to the number of users for the first communities. That is, if ; ; ; , then ; ; ; . 3. Calculate the number of users of the created social network, as well as the parameter equal to the correction for the union of user pairs from different communities in one vertex. It was found that is the expectation of the number of user entries in the community ( ), which is calculated according to the formula (11) is calculated from the equation (12) where is the expectation of community size and it is calculated in the same way as . 4. Generate distributed communities and make up user "lists" for each of them with the tools of the Apache Spark framework. In Apache Spark terminology, there is a main node, called master and slave nodes called slaves in the computing cluster. Pass on the slaves data for each i-th community to generate the user "list" for the community. The data are the number of users from to for the i-th com-
There are unique numbers of users from to for the i-th community in the generated "list." Thus, all users are divided into the communities "list" without repetition. The number of communities is . Their size is distributed according to a power law.
5. Run the Erdos-Renyi [4] algorithm for random graphs distributed for each "list" on the slaves. As a result, we get for each user in the "list" related users from this "list." Since users have a unique numbers, we have the possibility to check by adding a connection if there are no identical connections added. In this way, we remove the possibility of multiple edges in communities. After completing this algorithm step, we have the independent user communities with lists of relationships between users.
6. "Join" the lists of relationships obtained in the previous step into one total streamlined list of users. The list of each i-th community "joins" to the -th. This operation is possible thanks to the unique numbers of users. It does not require additional sorting of users by numbers, as the lists in the communities are ordered from the start. As a result, we obtain a common list of communities, each of which is generated by an Erdos-Renyi algorithm.
7. Enter the value " ," required to mark a list item that will not be used in the future. 8. Select two users from two different communities. To do this randomly, give and : and . Choose users in the interval from the ( )-th list item to the -th and from the ( )-th to the -th, not equal to "*." We need to combine these users to make a single user. To do this, add all of the links of in the list to . We also pass from the ( )-th to the -th items, replacing the values of the vertices adjacent to the elements equal to with . The item itself is replaced with "*."
9. The previous step is repeated times, i.e., the number of corrections noted above to the combination of pairs of users from different communities into one vertex.
10. We create an empty graph having vertices. The data not equal to "*" from the resulting list are transferred to this graph.
As a result of this algorithm we obtain the social network graph. 
