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1.1.  ANTECEDENTES Y MOTIVACIÓN DEL PROYECTO  
El ICE (Institut de Ciències de l’Educació) de la UPC es una unidad básica que 
contribuye a la mejora de la calidad docente mediante, entre otras, la promoción de la 
mejora y la innovación de la actividad docente y la formación de carácter docente del 
profesorado. 
Las líneas de actuación del ICE son: 
1) La formación del Personal Docente e Investigador (PDI) de  la UPC. 
2) La formación del profesorado de secundaria a través de la impartición del 
Máster de Formación al Profesorado de Secundaria. 
3) La promoción de la mejora y de la innovación de la actividad docente. 
Misión:  
Promover la mejora de la calidad en el servicio que la UPC da a la sociedad, 
contribuyendo al desarrollo profesional del PDI para potenciar la innovación en 
los diferentes ámbitos de la actividad académica y especialmente en la 
docencia. 
Visión: 
Ser una unidad de referencia en la educación universitaria y la educación 
secundaria en los ámbitos de la ingeniería, las ciencias y la arquitectura, que 
contribuya al desarrollo profesional del PDI en todos los ámbitos de la actividad 
académica: 
1) Fomentando y dando soporte a la innovación para la mejora continua del 
profesorado y dando reconocimiento y difusión de las buenas prácticas. 
2) Aportando criterios, herramientas y metodologías válidas para el diseño y el 
desarrollo de una formación de calidad que supere los estándares 
establecidos. 
3) Promoviendo la formación para el desarrollo de las tareas de investigación, 
gestión, extensión y difusión universitarias. 
4) Impulsando la colaboración y el intercambio dentro y fuera de la UPC, 
reconociendo la diversidad de las diferentes comunidades. 
Con una organización dinámica, adaptable y orientada al logro de resultados, 
donde las personas que trabajen puedan desarrollarse profesionalmente de 







1) Conseguir la consolidación del ICE como un ente próximo y útil para la 
mejora de la actividad académica. 
2) Dar un apoyo y un asesoramiento efectivos para el aseguramiento de la 
calidad en las cuestiones vinculadas al diseño de las titulaciones, el 
desarrollo de la formación y la tarea docente del profesorado. 
3) Incidir en la mejora de la docencia aprovechando e incrementando las 
potencialidades que nos ofrecen los recursos tecnológicos. 
4) Ser el centro de referencia para el profesorado de la UPC y de secundaria 
para la innovación y la investigación educativas en el ámbito de la 
tecnología y las ciencias. 
5) Conseguir un modelo de organización y funcionamiento que permita lograr 
los objetivos del Plan de actuaciones y del Plan estratégico del ICE con 
garantías de calidad. 
 
El ICE de la UPC tiene una web, hecha con la herramienta GenWeb basada en el Gestor 
de Contenidos Plone, en la que proporciona diversos servicios del centro. 
Entre estos servicios se encuentran: inscripciones a actividades abiertas (cursos, 
jornadas, seminarios, talleres, conferencias, etc.), solicitudes de títulos, certificados y 
justificantes de participaciones y colaboraciones, gestión y consultas del Master de 
Formación al Profesorado, formulario de consultas generales, boletines y memorias del 
ICE.   
Actualmente la web hecha con GenWeb (Plone) no está bien adaptada para ser usada 
en dispositivos móviles, y es una debilidad importante debido a la creciente expansión 
y uso de los ya tan conocidos smartphones (teléfonos inteligentes) y tablets (tabletas), 
entre otros dispositivos móviles. 
Así pues hemos creído que era adecuado poder proporcionar dichos servicios del 
centro a través de estas tecnologías móviles tan usadas hoy en día para poder estar al 













1.2.  OBJETIVOS GENERALES DEL PROYECTO  
 
El objetivo principal del proyecto es el de adaptar los servicios web del ICE para poder 
proporcionar los servicios web actuales desde cualquier tipo de dispositivo, 
especialmente los dispositivos móviles. 
También se pretende añadir algún servicio como la consulta de expedientes de 
participaciones y colaboraciones para el colectivo PDI / PAS, la generación de copias de 
certificados y /o títulos, y las notificaciones a través de una aplicación cliente para 
dispositivos móviles con agenda y acceso a internet. 
El proyecto abarca desde el análisis de los requisitos del usuario hasta la 
documentación y el mantenimiento de los servicios en el servidor de explotación del 
ICE. Es decir, prácticamente todos los procesos existentes en la metodología clásica de 
ingeniería del software. 
Una aplicación cliente se va a desarrollar en entorno Android para ponerla a 
disposición de todos los usuarios que utilicen dispositivos con Android y puedan 
instalarla para usar los servicios del centro. 
Cabe añadir que el diseño de los servicios será modular e independiente de la 
arquitectura (plataforma móvil) para que, en un futuro, sea posible desarrollar otras 
interfaces de usuario o clientes en otros sistemas y así poner a disposición los servicios 
web en cualquier tipo de plataforma, pero por falta de tiempo solo podíamos elegir 
por desarrollar un cliente en una plataforma.  
Hemos optado por Android, entre otras razones, por ser la plataforma que más 
crecimiento y expansión está teniendo en el mundo de las tecnologías móviles, y 
actualmente el sistema operativo móvil con mayor cuota de mercado. Además, es un 
sistema operativo libre, es decir, de código abierto, por tanto cualquiera puede 
descargarse el código fuente del sistema operativo, hacer las modificaciones que crea 
oportunas, compilarlo e instalarlo en los terminales que quiera sin tener que pagar 
derechos ni royalties a Google.  
Además, se montará el servidor virtual de aplicaciones con los servicios web en la 
nube, concretamente se usarán los servicios de cloud computing que ofrece la 











1.3.  PLANIFICACIÓN INICIAL 
 
La planificación inicial aproximada del proyecto se muestra en la tabla siguiente:  
 
 Nombre de tarea Duración Comienzo Fin Predecesoras 
1 Proyecto 205 días lun 05/09/11 vie 15/06/12 
 
2    Análisis de requisitos 11 días lun 05/09/11 lun 19/09/11 
 
3    Especificación 16 días mar 20/09/11 mar 11/10/11 2 
4    Diseño 46 días mié 12/10/11 mié 14/12/11 3 
5    Plataforma (servidor) 6 días jue 15/12/11 jue 22/12/11 4 
6    Implementación 61 días vie 23/12/11 vie 16/03/12 5 
7    Testing 26 días lun 19/03/12 lun 23/04/12 6 
8    Manual de usuario 11 días sáb 21/04/12 vie 04/05/12 
 




Los días laborables totales dedicados al proyecto son 205 días, desde septiembre de 
2011, hasta junio de 2012. Y las horas de trabajo dedicadas al proyecto por día serían 4 
h. Por tanto, la carga total de trabajo del proyecto es de unas 820 horas 
aproximadamente. 
 




- Arriba, la 1ª fila horizontal representan los meses. 
- Arriba, la 2ª fila representan las semanas. 
- La 1ª barra negra, representa la barra resumen de todo el proyecto 
- Las demás barras azules representan las tareas con sus respectivos nombres 












































































2. ANÁLISIS DE REQUISITOS 
OBJETIVOS DEL PROYECTO 
El ICE, como parte interesada y cliente del proyecto, tiene como objetivo principal 
adaptar sus servicios web a cualquier tipo de plataforma independientemente de la 
arquitectura, y mantenerse actualizado tecnológicamente. 
Más particularmente, con el creciente uso de los dispositivos móviles y de los servicios 
en la nube (cloud computing), el ICE desea poner a disposición sus servicios en un 
servidor en la nube y estos servicios deben poder usarse en dispositivos móviles, como 
los populares smartphones o tablets. 
El ICE desea un sistema modular y escalable. Un sistema seguro y robusto. Se desea un 
buen rendimiento y gran fiabilidad. 
 
STAKEHOLDERS  
Las principales stakeholders o partes interesadas en el proyecto son el Institut de 
Ciències de l’Educació (ICE) de la Universitat Politècnica de Catalunya, cuyo principal 
promotor es Francisco Villas Espitia, responsable del área informática del ICE y director 
de este proyecto. 
Los usuarios potencialmente interesados en el producto son los usuarios ya 
interesados en los servicios que ofrece el ICE y que usan dispositivos móviles y les 
gustaría usar los servicios del centro también en estas plataformas. 
Estos usuarios principalmente son el Personal Docente e Investigador de la UPC y 
también el PAS de la UPC.  
Además, en un futuro, se pretende integrar los servicios a los usuarios que no 
pertenecen al personal de la UPC, como el profesorado de otras universidades o los 
alumnos del Master de Profesorado en Secundaria. 
 
ÁMBITO DEL TRABAJO  
Los servicios de la web actuales del ICE, como la inscripción a actividades formativas, 
consultar las fichas de actividades formativas, solicitud de certificados y títulos, envío 
de peticiones vía formulario, información y contacto con el ICE, apuntarse a la lista de 





Los servicios implementados en parte en páginas ASP y Javascript desestructuradas, 
con una base de datos relacional Microsoft SQL Server, y una web montada con el CMS 
GenWeb basado en Plone, están algo desfasados y limitados.  
Estos servicios es necesario que sean rediseñados y nuevamente implementados, para 
ser mejorados y ampliados, con una mayor escalabilidad, interoperabilidad y robustez. 
Basándose en los estándares y protocolos de la Web, para hacer más fácil acceder a su 
contenido y entender mejor su funcionamiento.  
En este proyecto se propone el diseño e implementación de los servicios basándose en 
la modularidad que ofrece la Programación Orientada a Objetos y particularmente en 
los estándares de los servicios web que propone la W3C (World Wide Web 
Consortium).  
Así como la adaptación de los servicios a las plataformas móviles y la implementación 
de una aplicación cliente diseñada para dispositivos móviles. 
 
RESTRICCIONES DE LA SOLUCIÓN 
Tiempo: el tiempo y la falta de personal disponible para este proyecto es una de las 
principales limitaciones por las que solo se puede implementar una aplicación cliente 
en una plataforma, en este caso Android. También, el número y ampliación de los 
servicios web se ve limitado por esta circunstancia. 
Se ha elegido Android como plataforma móvil, principalmente por su amplia cuota de 
mercado, por la gran cantidad de marcas y terminales del sector que lo usan, y por la 
falta de recursos y tiempo para otras soluciones, ya que es una plataforma libre y 
gratuita, y relativamente fácil de aprender para desarrolladores con conocimientos 
previos en el lenguaje Java, como es el caso. 
Base de datos: tanto el diseño como el sistema gestor de la base de datos son 
características que ya vienen dadas antes del proyecto y de las que dependen otras 
aplicaciones del ICE, con lo cual la solución del proyecto obligatoriamente estará 
determinada por esta circunstancia. Por consiguiente, se va a utilizar una base de 
datos relacional en Microsoft SQL Server 2005 previamente creada.  
 
ENTORNO DE IMPLEMENTACIÓN DEL SISTEMA  
El sistema va a ser instalado en una máquina virtual Medium@VM (Xen Server) en el 
CPD de la UPC gracias al servicio Cloud ofrecido por la empresa UPCnet. 
Las características de la máquina virtual son las siguientes: 





- 1 GB de RAM 
- 1 volumen de 8 GB (Espacio de almacenamiento) 
- 1 instancia con el sistema operativo CentOS 5.7 (x64) 
En este entorno se instala Apache 2 como servidor web, PHP 5.3 como lenguaje de 
servidor, Zend Framework 1.11 como framework para la implementación de los 
servicios web. También se instala Eclipse 3.7 para el entorno de programación con el 
plugin SDK de Android para la implementación de la aplicación cliente para los 
dispositivos móviles.   
La base de datos relacional en Microsoft SQL Server 2005 está alojada en un servidor 
diferente del CPD de la UPC.  Es un Servidor Dell PowerEdge 2950 con la siguiente 
configuración:  
- Una CPU Quad Core Intel® Xeon® E5335, 2x4MB Cache, 2.0GHz, 1333MHZ FSB.  
- 4gB de RAM, 667MHZ FBD 4X1GB -2R. 
- 6 discos SAS de 73Gb (a 15 Krpm) de 3,5". 
- Sistema operativo Microsoft Windows Server 2003 R2 Standard Edition. 
 
FUNCIONALES:  
- Autenticación / Validación del usuario en el CAS: el usuario tendrá que 
validarse en el sistema de autenticación de CAS de UPCnet. 
- El usuario podrá consultar las actividades formativas disponibles. 
- El usuario podrá inscribirse a cualquier actividad formativa del ICE en 
estado abierto de inscripción. 
- Se podrá consultar las actividades inscritas por un usuario: 
o Información general de la actividad (ficha de la Actividad) 
o Estado actual de la inscripción (Recibida / Aceptada / En espera / De 
baja) 
- Habrá disponible un formulario para el envío de consultas (peticiones) al 
ICE: 
o PDI / PAS: información a través de les “Dades de Personal” (BD 
Gcice) 
- Será posible consultar el expediente del usuario de la intranet de la UPC 
(actividades con certificación): colaboraciones y asistencias 
- Se podrá solicitar certificados desde un formulario de actividades ya 
realizadas con anterioridad y en las que el usuario tenga derecho al mismo.  
- Estará disponible toda la información de contacto del ICE (Horarios, 
personal. Ubicación – Google Maps) 
- Se podrá disponer de notificador por la aplicación cliente que avise del 






- El usuario tendrá disponible un formulario para apuntarse a la lista de 
distribución del ICE 
- El usuario podrá hacer propuestas para futuras actividades formativas a 
través de un formulario 
 
Opcionales (o futuras mejoras): 
- El usuario podría generar el mismo sus certificados con la aplicación cliente 
- Integración de los servicios del ICE con las redes sociales más populares 
(Twitter, Facebook, etc.) 
- Añadir las fechas relevantes de las actividades inscritas al calendario del 
móvil del usuario (Google Calendar) 
 
NO FUNCIONALES:  
- Software: en el lado del cliente (sistemas operativos móviles: Android, iOS, 
Symbian, Windows Mobile. Lenguajes: Javascript, Java, XML). En el lado del 
servidor (sistema operativo: Windows Server 2003 R2, Base de datos: 
Microsoft SQL Server 2005, servidor web: Apache 2, lenguajes web: PHP, 
XML, Web Services (SOAP, JSON - RPC)). 
 - Hardware: dispositivos móviles (con conexión a Internet), Servidor Dell 
PowerEdge 2950 con la siguiente configuración: Un Quad Core Intel® 
Xeon® E5335, 2x4MB Cache, 2.0GHz, 1333MHZ FSB, 4gB de RAM, 667MHZ 
FBD 4X1GB -2R, 6 discos SAS de 73Gb (a 15 Krpm) de 3,5" (max 6)). 
Máquina virtual en el CPD de la UPC con la siguiente configuración: CPU 
1x2.20GHz, 1 GB de RAM, y 8 GB de disco. Instancia con el sistema 
operativo CentOS 5.7 y entorno LAMP. 
 
- Rendimiento: se espera un buen rendimiento por parte del servidor, ya que 
la carga del sistema normalmente será baja. El cliente estará implementado 
en lenguaje nativo, así que se espera un buen aprovechamiento de las 
prestaciones del dispositivo del cliente, pero el rendimiento final dependerá 
de las prestaciones del dispositivo móvil y sobretodo de la calidad de la 
conexión a internet, que seguramente sea el cuello de botella del servicio.  
 
- Seguridad: sistema de autenticación CAS de UPCnet (autenticación: usuario 
- password), SSL con certificado firmado por REDIRIS, implementación 
segura de servicios web con WebSecurity, correcta configuración del 
firewall del servidor, etc. 
 
 
- Instalación: el cliente podrá bajarse la aplicación cliente de la web del ICE y 
ésta se instalará en el dispositivo móvil del cliente automáticamente con 






- Detección y resolución de problemas: la aplicación será probada en la 
medida de lo posible por los técnicos del ICE, y los usuarios podrán expresar 
sus comentarios y consultas al ICE por vía web, correo electrónico o 
telefónicamente. Consultas que serán recogidas y atendidas lo antes 
posible. 
 
- Recuperabilidad e integridad de los datos: se adoptan unas normas mínimas 
de seguridad para garantizar mínimamente la integridad y/o  
recuperabilidad de los datos. Tales como, backups de la base de datos, listas 
de control de acceso, validación / autenticación de los usuarios, etc. 
 
 
- Fiabilidad: se espera que el servicio funcione correctamente siempre y 
cuando no haya incidencia en el servidor o sobrecarga, y la velocidad de 
conexión a internet por parte del cliente sea suficiente para el 
comportamiento deseado. 
 
- Usabilidad: se espera un aprendizaje rápido e intuitivo de las 
funcionalidades de la aplicación por parte del cliente. Ya que la interfaz de 
usuario estará diseñada de forma sencilla y amena para el usuario. Estará 
disponible para el usuario un manual de funcionamiento de la aplicación.  
 
 
- Configuración: configuración sencilla por parte del cliente. 
 
- Escalabilidad: la aplicación cliente y servicios web es diseñada pensando en 
la escalabilidad para futuras ampliaciones de la aplicación y los servicios 
ofrecidos. En tal caso se usarán diversos patrones de diseño para el diseño 
de los servicios web implementados y la orientación objetos que 
proporcionan modularidad y favorecen la escalabilidad. 
 
 
- Disponibilidad: en un principio el servidor estará disponible las 24 horas del 













La fase de especificación para un proyecto de software es imprescindible. Por eso, 
vamos a proporcionar diversos diagramas y modelos para realizarla con bastante 
detalle. 
 
3.1.  ACTORES 
Se podría decir que los actores son los diferentes tipos de usuarios que interactúan 
directamente con el sistema. 
Los actores de este sistema son el PDI, el PAS y el administrador/a, y el sistema 
externo del CAS que se muestran en el siguiente diagrama: 
 
PDI: es el Personal Docente Investigador de la Universitat Politècnica de Catalunya 
(UPC). Es el usuario principal al que van dirigidos los diferentes servicios que ofrece el 
Institut de Ciències de l’Educació (ICE) de la UPC. 
PAS: es el Personal de Administración y Servicios que se encarga de todas las labores 
que no son docentes ni investigadoras en la Universitat Politècnica de Catalunya (UPC).  
Administrador/a: es el personal encargado de las gestiones administrativas del Institut 
de Ciències de l’Educació (ICE). Normalmente son miembros del PAS. 
Sistema CAS: es el servicio de UPCnet usado para la identificación de los diversos 






3.2.  DIAGRAMAS DE CASOS DE USO 
Los casos de uso del sistema están agrupados en varios diagramas según el tipo de 
gestión al que corresponden. 
Así pues tenemos la gestión de acceso, la gestión de actividades, la gestión de 
expedientes y la gestión de comunicaciones y consultas. 
 
Diagrama de Gestión de acceso 
Aquí es donde se introducen los casos de uso que corresponden a la identificación o 
autenticación de los usuarios. 
La autenticación de los usuarios pasará a través del sistema de identificación CAS de 










Diagrama de Gestión de Actividades 
Aquí es donde se gestionan los principales casos de uso que tienen que ver con las 
actividades formativas del ICE, como las actividades abiertas en estado de inscripción, 
las fichas descriptivas de las actividades formativas o las inscripciones a actividades 










Gestión de Expedientes 
Aquí nos encontramos con los casos de uso que corresponden a la gestión de los 
expedientes de los usuarios de los servicios de actividades formativas ofrecidas por el 
ICE. Entre otros, tenemos principalmente las consultas de las participaciones y / o 
colaboraciones de usuarios en ediciones anteriores de actividades formativas, y la 










Gestión de comunicaciones y consultas 
Por último nos encontramos con los casos de uso que están relacionados con las 
comunicaciones y consultas por parte de los usuarios y del personal administrativo del 
ICE que tienen que ver con los servicios ofrecidos por el centro.  
Así pues, tenemos las consultas de cualquier tipo realizadas por un usuario, el envío de 
emails por parte del sistema o del personal administrativo, apuntarse a la lista de 











3.3.  DESCRIPCIONES DE LOS CASOS DE USO 
 









Usuario, sistema CAS 
Validar la autenticidad de un usuario al sistema a 
través del CAS 
El usuario se loguea (autentica) en el sistema 
introduciendo su username y password vía CAS. 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere abrir la 
aplicación para usarla 
 
 2. El sistema le muestra un formulario de login 
para autenticarse en el sistema 
3. El usuario introduce su nombre 
de usuario y contraseña y pulsa el 
botón de entrar. 
 
 4. El sistema verifica los datos (credenciales) que 
envía el usuario. Si es correcto, el sistema muestra 
el menú de servicios principal.  
Curso alternativo: 
4b. El sistema verifica los datos. Si no son correctos, el sistema devuelve un mensaje al 
usuario diciéndole que los datos introducidos son incorrectos. Y se vuelve al punto 3 









Usuario, sistema CAS 
Cerrar la sesión de un usuario en el sistema 
El usuario cierra su sesión en el sistema a 
través del sistema CAS. 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 





salir del sistema 
 2. El sistema acaba con la sesión del usuario 
en el sistema 
3.El usuario deja de estar identificado y 






GESTIÓN DE ACTIVIDADES 
 
CONSULTAR ACTIVIDADES ABIERTAS 
 






Ver las actividades formativas disponibles 
para inscripciones 
El usuario selecciona el servicio de consultar 
actividades y el sistema le muestra las 
actividades disponibles 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario desea ver las actividades 
formativas que ofrece el ICE en estado 
de inscripción 
 
 2. El sistema le muestra las actividades 





INSCRIPCIÓN ACTIVIDAD FORMATIVA 
 






Inscribir un usuario PDI a una actividad 
formativa 
El usuario selecciona la actividad a la que 
quiere inscribirse y envía la petición al 





Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere inscribirse a alguna 
actividad 
 
 2. El sistema le muestra las actividades 
disponibles 
3.El usuario selecciona las actividades a 
las que quiere inscribirse y pulsa sobre 
el botón de inscribirse 
 
 4.El sistema registra los datos de la petición y 
guarda las inscripciones en la base de datos 
Curso alternativo: 
3b.El usuario quiere ver la ficha de una actividad y selecciona el botón de ficha de 
actividad. 
4b.El sistema muestra al usuario una descripción sobre la actividad seleccionada. 
5.El usuario vuelve a la lista de actividades anterior y si le interesa la actividad vuelve al 
punto 3 del curso típico. 
 
 
CONSULTAR FICHA DE ACTIVIDAD 
 






Consultar la ficha de una actividad para 
saber más acerca de la actividad 
El usuario selecciona la actividad formativa 
sobre la que desea tener más información y 
el sistema le muestra la ficha de la actividad 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario desea saber más sobre  
alguna actividad 
 
 2. El sistema le muestra las actividades 
disponibles 
3.El usuario selecciona la actividad sobre 
la que quiere más información y pulsa 
sobre el botón de ver ficha 
 
 4.El sistema muestra los datos descriptivos 
sobre la actividad seleccionada al usuario 
Curso alternativo: 
3b.El usuario quiere inscribirse a la actividad y selecciona el botón de inscripción. 
4b.El sistema le muestra los datos de registro para la inscripción al usuario. 
5. El usuario confirma los datos y acepta. 










AVISOS DE ACTIVIDADES INSCRITAS 
 





Mantener informado al usuario sobre las 
actividades a las que está inscrito 
El usuario desea tener y ver notificaciones 
de avisos y eventos de las actividades 
inscritas 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario desea tener notificaciones 
en su dispositivo móvil sobre las 
actividades en las que está inscrito  
 
 2. El sistema notifica al usuario de 
información relevante sobre las actividades 
a las que está inscrito, añadiendo eventos 
de aviso en su agenda. 
3.El usuario si lo desea puede ver los  





Ver las inscripciones de un usuario 
El usuario elige la opción consultar sus 
inscripciones y ver sus estados, y el sistema le 
muestra la lista de inscripciones 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere ver las 
inscripciones realizadas y selecciona la 
opción consultar inscripciones 
 
 2. El sistema le muestra una lista con las 
inscripciones del usuario y sus estados 
Curso alternativo: 
3.El usuario quiere ver la ficha de una actividad y selecciona el botón de ficha de 
actividad. 
4.El sistema muestra al usuario una descripción sobre la actividad seleccionada. 
5.El usuario vuelve a la lista de inscripciones anterior y si quiere información de otra  





avisos accediendo a su agenda y 
consultando los eventos creados. 
 
 









Ver el expediente de un usuario 
El usuario selecciona consultar expediente 
y el sistema le devuelve el expediente con 
su historial 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere ver su expediente del 
ICE 
 
 2. El sistema recoge la información de 
actividades sobre las que ha participado 
y/o colaborado el usuario y le muestra 
una lista al usuario. 
3.El usuario si lo desea puede ver la ficha 
de una actividad o pedir el certificado, 
pulsando el botón requerido  
 
 4.El sistema registra los datos de la 
petición o muestra la ficha con la 










Ver las participaciones de un usuario 
El usuario selecciona consultar 
participaciones y el sistema le devuelve el 
expediente de participaciones 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 






 2. El sistema recoge todas las 
participaciones del usuario y las devuelve 
en una lista al usuario 
3.El usuario si lo desea puede ver la ficha 
de una actividad o pedir el certificado, 
pulsando el botón requerido  
 
 4.El sistema registra los datos de la 
petición o muestra la ficha con la 










Ver las colaboraciones de un usuario 
El usuario selecciona consultar 
colaboraciones y el sistema le devuelve el 
expediente de colaboraciones 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere ver su expediente de 
colaboraciones 
 
 2. El sistema recoge todas las 
colaboraciones del usuario y las devuelve 
en una lista al usuario 
3.El usuario si lo desea puede ver la ficha 
de una actividad o pedir el certificado, 
pulsando el botón requerido  
 
 4.El sistema registra los datos de la 
petición o muestra la ficha con la 











Obtener algún certificado de alguna 
actividad realizada 





que quiere solicitar el certificado y envía la 
petición al sistema. 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere solicitar el 
certificado de alguna actividad en la 
que participó o colaboró 
 
 2. El sistema le muestra las actividades en 
las que participó o colaboró 
3.El usuario selecciona las actividades 
de las que quiere el certificado y pulsa 
el botón de solicitar 
 
 4.El sistema registra los datos de la petición 
y guarda la solicitud en la base de datos, y 















Hacer una consulta o petición 
El usuario realiza una petición o consulta y 
el sistema la registra. 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere hacer una consulta o 
petición (de carácter general) 
 
 2. El sistema le muestra un formulario con 
los campos necesarios para hacer la 
petición  
3.El usuario rellena el formulario con los 
datos necesarios y pulsa el botón de 
enviar 
 
 4. El sistema verifica los datos enviados y 
registra los datos de la petición en la Base 
de Datos 
Curso alternativo: 





mensaje de aviso al usuario. 
5. El usuario vuelve al punto 3 del curso típico, para rellenar los datos. 
 
 
APUNTARSE A LA LISTA DE DISTRIBUCIÓN DEL ICE 
 





Apuntarse a la lista de distribución 
El usuario se inscribe en la lista de 
distribución ofrecida por el sistema 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 
1. El usuario quiere apuntarse a la lista de 
distribución del ICE y escoge la opción en 
el menú 
 
 2. El sistema le pide los datos necesarios 
para apuntarse al usuario 
3.El usuario rellena los datos solicitados y 
envía la petición pulsando el botón de 
envío 
 
 4. El sistema verifica los datos y registra al 
usuario en la lista de distribución. El 
sistema informa al usuario de que ha sido 
registrado correctamente. El sistema irá 
enviando emails al usuario informando de 
noticias y actividades sobre el ICE al 
usuario registrado 
Curso alternativo: 
4. El sistema comprueba que los datos son incorrectos y avisa al usuario. 
5.El usuario vuelve al punto 3 del curso típico   
 
 
CONSULTAR INFORMACIÓN DEL ICE 
 





Ver información sobre el ICE 
El usuario consulta información de interés 
relacionada con el ICE 
Curso típico de eventos: 
Acciones de los actores Respuesta del sistema 





relacionada con el ICE y pulsa la opción 
del menú “Información ICE” 
 2. El sistema retorna información de 
interés relacionada con el ICE (como 
dirección, horarios, ubicación, teléfonos, 
contactos, personal, mapa, etc.) al usuario 
3.El usuario ve y / o guarda la 
información que le interesa y al finalizar 
cierra la pantalla 
 
 4. El sistema acaba el caso de uso 
Curso alternativo: 
3. El usuario si lo desea puede ver también la localización del edificio del ICE con la API 
de Google Maps o enviar un email a la dirección de contacto mostrada en la 
información del ICE, pulsando el botón pertinente. 
4. El sistema muestra el mapa con la localización del ICE o envía el email y muestra un 
mensaje de confirmación al usuario. 



























3.4.  MODELO CONCEPTUAL  


































































































































































































































































3.4.2. RESTRICCIONES DE INTEGRIDAD 
 
- Claves no asociativas: 
o Persona: codi_persona 
o Colaborador: codi_col 
o Alumno: codi_alum 
o PDI: cip 
o BdPersonal: codi_bdpersonal 
o EdicionActividad: codi_edi_act 
o InscripciónActividad: codi_inscr_act 
o Colaboración: codi_ci 
o Sesión: codi_ses 
o TipoActividad: codi_tipo_act 
o TipoColaboración: codi_tipo_col 
o CategoriaProfesional: codi_cat 
o Centro: codi_centro 
o UnidadEstructural: codi_ue 
o Campus: codi_campus 
o Petición: codi_peticion 
o Pago: codi_pago 
o Tarifa: codi_tarifa 
o TipoTarifa: codi_tipo_tarifa 
 
- Una Persona que es Alumna en una EdicionActividad no puede ser Colaborador 
al mismo tiempo en esa EdicionActividad. 
 
- Una persona de un Centro o Unidad Estructural debe pertenecer al mismo 
Campus al cual  pertenece el Centro o Unidad Estructural. 
 
- Las sesiones en las que tiene colaboración un colaborador deben pertenecer a 
la misma Edición de Actividad donde colabora el Colaborador. 
 
- La fecha_inicio de una EdicionActividad debe ser menor o igual a la fecha_fin 
de esa EdicionActividad. 
 
- La fecha_ini_inscrip de una EdicionActividad debe ser menor o igual a la 
fecha_fin_inscrip de es EdicionActividad. 
 
- La fecha_inicio de una EdicionActividad debe ser igual o mayor a la 
fecha_fin_inscrip de es EdicionActividad. 
 
- El num_inscrip de una EdicionActividad debe estar entre el número de 





- La fecha fin_evaluación de una EdicionActividad debe ser igual o mayor a la 
fecha_fin de esa EdicionActividad. 
 
- *El coste de una EdicionActividad debe ser menor o igual al presupuesto de esa 
EdicionActividad. 
 
- La fecha de una sesión debe estar entre la fecha_inicio y la fecha_fin de la 
EdicionActividad a la que pertenece. 
 
- La hora_inicio de una sesión debe ser menor a la hora_fin de esa sesión. 
 
- La fecha_certificado de una colaboración debe ser posterior a la fecha_fin de la 
EdicionActividad donde se ha producido la colaboración. 
 
- La fecha_certificado de una colaboración debe ser anterior a la 
fecha_duplicado de esa colaboración. 
 
- Las horas de una colaboración debe ser la suma de las horas de las sesiones 
donde se ha producido la colaboración. 
 
- La cantidad de num_alumnos de una colaboración debe ser menor o igual al 
número de participantes (alumnos) de la EdicionActividad donde se produce la 
colaboración. 
 
- La fecha de una InscripcionActividad debe estar entre la fecha_ini_inscrip y la 
fecha_fin_inscrip de la EdicionActividad donde una persona ha hecho la 
InscripcionActividad. 
 
- La fecha_certificado de una InscripcionActividad debe ser menor o igual a la 
fecha_duplicado de esa InscripcionActividad. 
 
- La fecha_certificado de una InscripcionActividad debe ser posterior a la 
fecha_fin de la EdicionActividad a la cual pertenece la InscripcionActividad. 
 
- El cip y el id_gauss de un PDI deben ser los mismos que los de una de las 
instancias de BDPersonal a las cuales está vinculado ese PDI. 
 












3.5.  DIAGRAMAS DE SECUENCIA DEL SISTEMA 
Los diagramas de secuencia del sistema están agrupados siguiendo la agrupación que 
se ha realizado anteriormente con los casos de uso del sistema. 
A continuación se muestran los diagramas de secuencia más relevantes de este 
proyecto. 
 
GESTIÓN DE ACCESO 
 
 



















GESTIÓN DE ACTIVIDADES 
 
 























































































GESTIÓN DE EXPEDIENTES 
 
 






































GESTIÓN DE COMUNICACIONES Y CONSULTAS 
 









































3.6.  CONTRATO DE LAS OPERACIONES DEL SISTEMA  
 
A continuación se describen los contratos de las operaciones de los casos de 
uso más relevantes del sistema del presente proyecto, organizadas del mismo 
modo que en las anteriores secciones de diagramas y descripciones de los 
casos de uso. 
 
GESTIÓN DE ACCESO 
 
CASO DE USO: AUTENTICACIÓN  
 
Operación: autenticar(cn: string, pw: string) 
Responsabilidad: valida a un usuario en el sistema 
Precondición: el usuario no tiene sesión abierta en el sistema 
Postcondición: se crea una nueva sesión del usuario en el sistema 
Salida: ticket: token único que identifica la sesión del usuario 
 
 
Operación: autenticacionCAS(cn: string, pw: string) 
Responsabilidad: autentica a un usuario en el sistema CAS de UPCnet. 
Precondición: el usuario no tiene una sesión abierta en el sistema 
Postcondición: se crea una sesión nueva para el usuario en el sistema CAS 
Salida: ticket: token único que identifica la sesión del usuario 
 
 
CASO DE USO: CERRAR SESIÓN 
 
Operación: cerrarSesion(idUser: string, ticket: string) 
Responsabilidad: cierra la sesión de un usuario autenticado en el sistema. 
Precondición: el usuario tiene una sesión abierta en el sistema 
Postcondición: se elimina la sesión del usuario borrando sus variables 




Operación: cerrar(ticket: string) 
Responsabilidad: cierra la sesión de un usuario previamente autenticado en 
el sistema CAS de UPCnet. 






Postcondición: se elimina la sesión del usuario borrando su variable ‘ticket’ 





GESTIÓN DE ACTIVIDADES 
 
 
CASO DE USO: INSCRIPCIÓN ACTIVIDAD 
 
Operación: inscripcionActividad(codi_edi_act: long) 
Responsabilidad: crea una nueva inscripción de la EdicionActividad con 
codi_edi_act. 
Precondición: existe una EdicionActividad con identificador codi_edi_act. El 
usuario no se ha inscrito a esa EdicionActividad. 
Postcondición: se crea una nueva InscripcionActividad y una nueva 









CASO DE USO: CONSULTAR ACTIVIDADES ABIERTAS 
 
Operación: listarActividadesAbiertas() 
Responsabilidad: devolver las actividades abiertas que aún no han 
comenzado. 
Precondición: - 
Postcondición: las actividades devueltas aún no han empezado y están en 
periodo de inscripción. 











CASO DE USO: CONSULTA FICHA ACTIVIDAD 
 
Operación: consultarFichaActividad(codi_edi_act: long) 
Responsabilidad: mostrar al usuario la ficha de la EdicionActividad con 
codi_edi_act, con los datos más relevantes. 
Precondición: existe una EdicionActividad con codi_edi_act 
Postcondición: la fichaActividad corresponde a la ficha de la 
EdicionActividad con codi_edi_act 




CASO DE USO: CONSULTAR INSCRIPCIONES 
 
Operación: consultarInscripciones() 
Responsabilidad: mostrar las inscripciones de las actividades a las que se ha 
inscrito el usuario 
Precondición: - 
Postcondición: las inscripciones mostradas pertenecen a inscripciones 
realizadas por el usuario 





Responsabilidad: devolver una lista de las inscripciones del usuario 
Precondición: - 
Postcondición: la lista de inscripciones devueltas pertenecen al usuario 





CASO DE USO: AVISOS ACTIVIDADES INSCRITAS 
 
Operación: avisarActividades(bool) 
Responsabilidad: dar avisos de las actividades a las que está inscrito el 
usuario si lo desea 
Precondición: usuario tiene que estar inscrito en alguna actividad 
Postcondición: se crean notificaciones a través de la agenda del usuario 





Salida: conjunto eventos de agenda: set(evento) 
 
 
CASO DE USO: ALTA EVENTO AGENDA 
 
Operación: altaEventoAgenda(fecha, hora, texto) 
Responsabilidad: dar de alta un evento en la agenda del usuario 
Precondición: usuario tiene que estar inscrito en alguna actividad 
Postcondición: se crea un evento en la agenda con los datos introducidos: 
fecha, hora, texto 





GESTIÓN DE EXPEDIENTES 
 
 
CASO DE USO: CONSULTAR EXPEDIENTE 
 
Operación: consultarExpediente(tipo: bool) 
Responsabilidad: mostrar expediente de colaboraciones o de 
participaciones al usuario según su petición. 
Precondición: usuario debe haber colaborado o participado en alguna 
actividad. 
Postcondición: lista de colaboraciones o de participaciones del usuario. 




CASO DE USO: CONSULTAR COLABORACIONES 
 
Operación: listarColaboraciones() 
Responsabilidad: listar datos de las colaboraciones de un usuario 
Precondición: usuario debe haber colaborado en alguna actividad 





Salida: set(nombre_act: string, horas: float, ciudad: string, dni: string, 
fecha_ini: date, fecha_fin: date, fecha_cert: date, tipo_act: string, tipo_col: 
string, centro: string) 
 
 




Responsabilidad: listar datos de las asistencias o participaciones de un 
usuario 
Precondición: el usuario tiene que haber asistido a alguna actividad 
Postcondición: lista de asistencias que ha realizado el usuario 
Salida: set(nombre_act: string, duración: float, ciudad: string, dni: string, 





CASO DE USO: SOLICITUD CERTIFICADOS 
 
 
Operación: solicitarCertificado(nif: string, nombre: string, apellido1: string, 
apellido2: string, teléfono: string, email: string, dirección: string, cp: int, 
población: string, tipoActividad: string, nombreActividad: string, lugar: 
string, horas: int, calidad: char, justificante: bool, certificado: bool, 
observaciones: string, año: int, idioma: string, recogida: bool). 
Responsabilidad: crear una solicitud de certificado con los datos 
introducidos por el usuario. 
Precondición: usuario tiene una instancia Persona con dni igual a nif 
introducido en la petición. 
Postcondición: se crea una instancia Petición con los datos introducidos por 
el usuario y una ocurrencia entre Persona que representa al usuario y la 
Petición creada. Se envía un email al ICE informando de la petición.  









GESTIÓN DE COMUNICACIONES Y CONSULTAS 
 
 
CASO DE USO: CONSULTA 
 
 
Operación: enviarConsulta(nombre: string, apellidos: string, email: string, 
teléfono: int, asunto: string, observaciones: string) 
Responsabilidad: crear una consulta enviando un email con los datos 
introducidos por el usuario. 
Precondición: usuario tiene una instancia Persona con los datos 
introducidos en la consulta. 
Postcondición: se envía un email al ICE (info.ice@upc.edu) informando de 
la consulta. 
Salida: mensaje de confirmación al usuario: set(string) 
 
 
CASO DE USO: ENVÍO EMAIL 
 
 
Operación: enviarEmail(nombre: string, apellidos: string, email: string, 
teléfono: int, asunto: string, observaciones: string) 
Responsabilidad: enviar un email al ICE 
Precondición: email es una dirección válida  
Postcondición: se envía un email con los datos introducidos por el usuario 
al ICE (info.ice@upc.edu) 









Responsabilidad: incluir al usuario en la lista de noticias del ICE enviando 
mensajes a la dirección de correo que introduzca. 
Precondición: dirección de correo válida 
Postcondición: la dirección queda registrada en la lista de distribución para 
el envío de noticias a través del correo electrónico. 










Responsabilidad: mostrar la información de interés sobre el ICE 
Precondición: - 
Postcondición: datos mostrados pertenecientes a información ICE. 
Salida: info: tupla(dirección: string, email: string, descripción: string, 



























3.7.  DIAGRAMAS DE ESTADO PARA LAS ENTIDADES QUE LO 
REQUIERAN 
 




 La imagen de arriba muestra los posibles estados de una actividad del ICE 
 
Descripción del diagrama: 
Inicialmente se propone o se prevé una edición de una actividad y es cuando pasa al 
estado de “Actividad Prevista”.  
Después una Actividad prevista puede ser anulada por distintos motivos con lo cual 
pasaría al estado de “Actividad Anulada”, o bien se procede a su preparación y 
organización donde pasaría al estado de actividad “En preparación”.  
A continuación, una actividad en estado de preparación puede también ser anulada 
por diversos motivos, como falta de recursos o falta de colaboradores, por ejemplo, 





todo va según lo previsto y entonces se procede al inicio de la actividad, entrando así 
al estado de “Actividad o curso iniciado”. 
Normalmente un curso iniciado ya no se puede anular, así que el único estado 
siguiente al que puede pasar una vez realizado el curso es al estado de “curso 
finalizado”. 
Y finalmente, una vez finalizado el curso, hechas las evaluaciones y entregados los 
certificados, se procede al cierre de la edición de la actividad o curso, obteniendo el 








 La imagen de arriba muestra los posibles estados de una Inscripción del ICE 
 
Descripción del diagrama: 
Inicialmente un usuario mirando la lista de inscripciones de actividades abiertas se 





correcto, la inscripción es recibida y registrada en el sistema y se inicia en el estado de 
“inscripción recibida”. 
A continuación, los / las administrativos /  as del ICE se encargan de la gestión de las 
inscripciones recibidas. En principio, si hay plazas disponibles una inscripción es 
aceptada con lo que pasa al estado de “inscripción aceptada”. Si no quedan plazas se 
sitúa la inscripción en un estado de “en espera”, a la espera de que alguna inscripción 
ya aceptada se dé “de baja” por el motivo que sea. 
Una inscripción aceptada se puede dar de baja normalmente por que el usuario que se 
inscribió finalmente decide no realizar el curso por diversos motivos. En ese caso la 
inscripción pasa al estado de “Inscripción de baja”. 
Si ocurre el caso anterior, una inscripción “en espera”, la 1ª según la fecha y hora de 
inscripción, pasaría al estado de “inscripción aceptada” al haber quedado una plaza 
libre. 
Finalmente, una vez acabado el plazo de inscripciones, todas las inscripciones que han 
quedado “en espera” se dan “de baja”, y los usuarios de las inscripciones aceptadas 























4.1. ARQUITECTURA FÍSICA DEL SISTEMA 
 
Aquí es donde definiremos y explicaremos las tecnologías utilizadas para el desarrollo 
del proyecto y su esquema arquitectónico físico. 
 
 
PLATAFORMA DEL SISTEMA 
 
Arquitectura Cliente-Servidor 
Aquí se usa la arquitectura y tecnología llamada cliente-servidor que consiste en un 
modelo de aplicación distribuida en el que las tareas se reparten entre los proveedores 
de recursos o servicios, llamados servidores, y los demandantes, llamados clientes. Un 
cliente realiza peticiones a otro programa, el servidor, que le da la respuesta. 
 
Ventajas: 
Centralización del control: los accesos, recursos y la integridad de los datos son 
controlados por el servidor de forma que un programa cliente defectuoso o no 
autorizado no pueda dañar el sistema. Esta centralización también facilita la tarea de 
poner al día datos u otros recursos (mejor que en las redes P2P). 
Escalabilidad: se puede aumentar la capacidad de clientes y servidores por separado. 
Cualquier elemento puede ser aumentado (o mejorado) en cualquier momento, o se 
pueden añadir nuevos nodos a la red (clientes y/o servidores). 
Fácil mantenimiento: al estar distribuidas las funciones y responsabilidades entre 
varios ordenadores independientes, es posible reemplazar, reparar, actualizar, o 
incluso trasladar un servidor, mientras que sus clientes no se verán afectados por ese 
cambio (o se afectarán mínimamente). Esta independencia de los cambios también se 
conoce como encapsulación. 
Existen tecnologías, suficientemente desarrolladas, diseñadas para el paradigma de 
C/S que aseguran la seguridad en las transacciones, la amigabilidad de la interfaz, y la 







 Servidores (Backend): 
 
o La plataforma sobre la que se basa el servidor de servicios web del 
sistema propuesto utiliza un sistema operativo CentOS 5.7 (x64) 
ejecutándose bajo una máquina virtual Medium@VM en el CPD de la 
UPC, con la siguiente configuración: 1 CPU x 2.20 GHz (64 bits), 1 GB de 
RAM, 1 volumen de 8 GB (Espacio de almacenamiento). 
o Se utiliza Apache 2 como servidor web para el alojamiento de los 
servicios web del sistema, porque es potente, gratuito, multiplataforma, 
soporta lenguajes de servidor, soporta esquemas de autenticación y 
otros módulos que tienen funcionalidades relacionadas con la 
seguridad, filtraje, etc. 
o La base de datos se aloja en un servidor distinto. Un Windows Server 
2003 R2, ejecutándose bajo un Servidor Dell PowerEdge 2950 con la 
siguiente configuración: Un Quad Core Intel® Xeon® E5335, 2x4MB 
Cache, 2.0GHz, 1333MHZ FSB, 4gB de RAM, 667MHZ FBD 4X1GB -2R, 6 
discos SAS de 73Gb (a 15000 rpm) de 3,5" (máx. 6). Como SGBD para la 
base de datos del sistema se utiliza Microsoft SQL Server 2005, sistema 
gestor suficientemente potente para almacenar los datos de nuestro 





 Cliente (Frontend): 
 
o La plataforma sobre la que se basa la aplicación cliente del sistema es 
cualquier dispositivo móvil (smartphones, tablets, etc.) con conexión a 
internet que utilice cualquier plataforma móvil, aunque cabe decir, que 
en este proyecto solo se va a implementar un cliente, para la plataforma 
Android, porque es libre y gratuito, en actual expansión, y el que ocupa 
























 CentOS: acrónimo de Community ENTerprise Operating System. Es 
un clon a nivel binario de la distribución Red Hat Enterprise Linux, 
compilado por voluntarios a partir del código fuente liberado por 
Red Hat, empresa desarrolladora de RHEL. CentOS puede ser un 
host o guest en sistemas de maquina virtual como Xen y VMware. 
 
 Xen Server: es un monitor de máquina virtual de código abierto 
desarrollado por la Universidad de Cambridge. La meta del diseño es 
poder ejecutar instancias de sistemas operativos con todas sus 
características, de forma completamente funcional en un equipo 
sencillo. Xen proporciona aislamiento seguro, control de recursos, 
garantías de calidad de servicio y migración de máquinas virtuales 
en caliente. 
 
 Apache 2 Web Server: el servidor HTTP Apache es un servidor web 
HTTP de código abierto, para plataformas Unix (BSD, GNU/Linux, 
etc.). Microsoft Windows, Macintosh y otras, que implementa el 
protocolo HTTP/1.1 y la noción de sitio virtual. Se desarrolla desde 
1995 dentro del proyecto HTTP Server (httpd) de la Apache 
Software Foundation.  
Ventajas: es modular, código abierto, multi-plataforma, extensible y 
popular (fácil conseguir ayuda o soporte). 
 
 Zend Framework (PHP): es un framework de código abierto para 
desarrollar aplicaciones web y servicios web con PHP 5. ZF es una 
implementación que usa código 100% orientado a objetos. La 
estructura de los componentes es algo única; cada componente está 
construido con una baja dependencia de otros componentes. Esta 
arquitectura débilmente acoplada permite a los desarrolladores 
utilizar los componentes por separado. ZF ofrece un gran 
rendimiento y una robusta implementación MVC, y una abstracción 
de base de datos fácil de usar. 
El principal patrocinador del proyecto es Zend Technologies, pero 
muchas empresas, tales como Google, Microsoft y Strikelron, han 
contribuido con componentes o características para el marco. 
 
 SQL Server 2005: Microsoft SQL Server es un sistema para la gestión 
de bases de datos producido por Microsoft basado en el modelo 





Constituye la alternativa de Microsoft a otros potentes sistemas 





 Android (SDK): Android es un sistema operativo móvil basado en 
Linux, que junto con aplicaciones middleware está enfocado para 
ser utilizado en dispositivos móviles como teléfonos inteligentes, 
tabletas, Google TV y otros dispositivos. Fue desarrollado 
inicialmente por Android Inc., una firma comprada por Google en 
2005. Actualmente es desarrollado como principal producto por la 
Open Handset Alliance, la cual es liderada por Google. Las unidades 
vendidas de smartphones con Android se ubican en primer puesto, 
alcanzando a nivel mundial una cuota de mercado del 50’9 % 
durante el 2011, más del doble que el 2º sistema operativo (iOS de 
iPhone) con más cuota. 
La estructura del sistema operativo Android se compone de 
aplicaciones que se ejecutan en un framework Java de aplicaciones 
orientadas a objetos sobre el núcleo de las bibliotecas de Java en 
una máquina virtual Dalvik con compilación en tiempo de ejecución. 
Las bibliotecas escritas en lenguaje C incluyen un administrador de 
interfaz gráfica (surface manager), un framework OpenCore, una 
base de datos relacional SQLite, una interfaz de programación de 
API gráfica OpenGL ES 2.0 3D, un motor de renderizado WebKit, un 
motor gráfico SGL, SSL, y una biblioteca estándar de C Bionic. 
Android, al contrario que otros sistemas operativos para móviles 
como iOS o Windows Phone, se desarrolla de forma abierta y se 
puede acceder tanto al código fuente como al listado de incidencias 
donde se pueden ver los problemas aún no resueltos y reportar 
problemas nuevos. 
 
 XML:  siglas en inglés de eXtensible Markup Language (lenguaje de 
marcas extensible), es un metalenguaje extensible de etiquetas 
desarrollado por el World Wide Web Consortium (W3C). Es una 
simplificación del SGML y permite definir la gramática de lenguajes 
específicos. Por tanto, XML no es realmente un lenguaje en 
particular, sino una manera de definir lenguajes para diferentes 
necesidades, de ahí que se le denomine metalenguaje. 
XML no ha nacido solo para su aplicación en Internet, sino que se 
propone como un estándar para el intercambio de información 
estructurada entre diferentes plataformas. Se puede usar en bases 






Tiene un papel muy importante en la actualidad, ya que permite la 
compatibilidad entre sistemas para compartir la información de una 
manera segura, fiable y fácil. 
 
 JSON: acrónimo de JavaScript Object Notation, es un formato ligero 
para el intercambio de datos. JSON es un subconjunto de la notación 
literal de objetos de Javascript que no requiere el uso de XML.  La 
simplicidad de JSON ha dado lugar a la generalización de su uso, 
especialmente como alternativa a XML en AJAX. Una de las 
supuestas ventajas de JSON sobre XML como formato de 
intercambio de datos es que es mucho más sencillo escribir un 
analizador sintáctico (parser) de JSON.  
JSON se emplea habitualmente en entornos donde el flujo de datos 
entre cliente y servidor es de vital importancia (de ahí su uso por 
Yahoo, Google, etc. que atienden a millones de usuarios). También 
es frecuente el uso de JSON y XML en la misma aplicación. Por 
ejemplo, una aplicación de cliente que integra datos de Google 




4.2.  ARQUITECTURA LÓGICA DEL SISTEMA: DISEÑO EN CAPAS 
 
El diseño arquitectónico en 3 capas (Capa de Presentación, capa de Negocios o de 
Dominio y Capa de Acceso a Datos) es el usado en este proyecto.  
Concretamente se usa una variante llama MVC, Modelo-Vista-Controlador, que 
detallamos más adelante.  
Además, cada capa se hallará en una máquina distinta: la capa de presentación en una 
aplicación cliente que se instalará en la máquina del usuario, la capa de negocios se 
ejecutará en un servidor de aplicaciones web, y la capa de acceso a datos se alojará en 
un servidor de datos a parte.  



























Modelo Vista Controlador (MVC) es un patrón de arquitectura de software que separa 
los datos de una aplicación, la interfaz de usuario, y la lógica de negocio en tres 
componentes distintos. El patrón de llamada y retorno MVC, se ve frecuentemente en 
aplicaciones web, donde la vista es la página HTML y el código que provee de datos 
dinámicos a la página. El modelo es el Sistema de Gestión de Base de Datos y la Lógica 
de negocio, y el controlador es el responsable de recibir los eventos de entrada desde 
la vista. 
 
 Modelo: Esta es la representación específica de la información con la cual el 
sistema opera. En resumen, el modelo se limita a lo relativo de la vista y su 
controlador facilitando las presentaciones visuales complejas. El sistema 
también puede operar con más datos no relativos a la presentación, haciendo 
uso integrado de otras lógicas de negocio y de datos afines con el sistema 
modelado. 
 Vista: Este presenta el modelo en un formato adecuado para interactuar, 
usualmente la interfaz de usuario. 
 Controlador: Este responde a eventos, usualmente acciones del usuario, e 
invoca peticiones al modelo y, probablemente, a la vista. 
 






4.2.1. DESCRIPCIÓN DE LA TECNOLOGÍA QUE SE UTILIZARÁ EN CADA 
CAPA 
Como se ha mencionado en el apartado anterior, las tecnologías usadas en cada capa 
son muy distintas unas de otras, en parte porque cada una se halla en distintas 
máquinas con diferentes arquitecturas físicas. 
 
CAPA DE  DATOS  
 
Microsoft SQL Server 
La capa de datos usa la tecnología de base de datos del modelo relacional del sistema 
gestor de bases de datos Microsoft SQL Server (versión 2005).  Sus lenguajes para 
consultas son T-SQL y ANSI SQL.  
Sus principales características son: 
 Soporte de transacciones. 
 Escalabilidad, estabilidad y seguridad. 
 Soporta procedimientos almacenados. 
 Incluye también un potente entorno gráfico de administración, que permite el 
uso de comandos DDL y DML gráficamente. 
 Permite trabajar en modo cliente-servidor, donde la información y datos se 
alojan en el servidor y los terminales o clientes de la red sólo acceden a la 
información. 
 Además permite administrar información de otros servidores de datos 
 
Desventajas: 
 MSSQL usa Address Windowing Extensión (AWE) para hacer el 
direccionamiento de 64-bit. Esto le impide usar la administración dinámica de 
memoria, y sólo le permite alojar un máximo de 64 GB de memoria compartida. 
 MSSQL no maneja compresión de datos (excepto la versión 2008 Enterprise 
Edition, que sí lo hace), por lo que las bases de datos pueden llegar a ocupar 
mucho espacio en disco. 
 MSSQL requiere de un sistema operativo Microsoft Windows, por lo que no 







CAPA LOGICA DE DOMINIO O DE NEGOCIOS 
En la capa lógica de negocios se usan varias tecnologías, la principal es el lenguaje de 
servidor PHP y el framework de Zend que usa el patrón Modelo Vista Controlador para 
los proyectos y el modelo PDO (PHP Data Object) para el mapeo entre los registros de 
la base de datos y los objetos en PHP.  
 
PHP (PHP Hypertext Processor) 
PHP es un lenguaje de programación interpretado (Lenguaje de alto rendimiento), 
diseñado originalmente para la creación de páginas web dinámicas. Se usa 
principalmente para la interpretación del lado del servidor (server-side scripting) pero 
actualmente puede ser utilizado desde una interfaz de línea de comandos o en la 
creación de otros tipos de programas incluyendo aplicaciones con interfaz gráfica 
usando las bibliotecas Qt o GTK+. 
Fue creado originalmente por Rasmus Lerdorf en 1994; sin embargo la implementación 
principal de PHP es producida ahora por The PHP Group y sirve como el estándar de 
facto para PHP al no haber una especificación formal. Publicado bajo la PHP License, la 
Free Software Foundation considera esta licencia como software libre. 
Puede ser desplegado en la mayoría de los servidores web y en casi todos los sistemas 
operativos y plataformas sin costo alguno. 
Características: 
 Orientado al desarrollo de aplicaciones web dinámicas con acceso a 
información almacenada en una base de datos. 
 El código fuente escrito en PHP es invisible al navegador web y al cliente ya que 
es el servidor el que se encarga de ejecutar el código y enviar su resultado 
HTML al navegador. Esto hace que la programación en PHP sea segura y 
confiable. 
 Capacidad de conexión con la mayoría de los motores de base de datos que se 





 Capacidad de expandir su potencial utilizando módulos (llamados ext's o 
extensiones). 
 Posee una amplia documentación en su sitio web oficial, entre la cual se 
destaca que todas las funciones del sistema están explicadas y ejemplificadas 
en un único archivo de ayuda. 
 Es libre, por lo que se presenta como una alternativa de fácil acceso para todos. 
 Permite aplicar técnicas de programación orientada a objetos. 
 Biblioteca nativa de funciones sumamente amplia e incluida. 
 No requiere definición de tipos de variables aunque sus variables se pueden 
evaluar también por el tipo que estén manejando en tiempo de ejecución. 
 Tiene manejo de excepciones (desde PHP5).  
Si bien PHP no obliga a quien lo usa a seguir una determinada metodología a la hora de 
programar (muchos otros lenguajes tampoco lo hacen), aun haciéndolo, el 
programador puede aplicar en su trabajo cualquier técnica de programación o de 
desarrollo que le permita escribir código ordenado, estructurado y manejable. Un 
ejemplo de esto son los desarrollos que en PHP se han hecho del patrón de diseño 
Modelo Vista Controlador (MVC), que permiten separar el tratamiento y acceso a los 




 Como es un lenguaje que se interpreta en ejecución, para ciertos usos puede 
resultar un inconveniente que el código fuente no pueda ser ocultado. La 
ofuscación es una técnica que puede dificultar la lectura del código pero no 
necesariamente impide que el código sea examinado. 
 Debido a que es un lenguaje interpretado, un script en PHP suele funcionar 
considerablemente más lento que su equivalente en un lenguaje de bajo nivel, 
sin embargo este inconveniente se puede minimizar con técnicas de cache 
tanto de en archivos y memoria. 
 Las variables al no ser tipadas dificulta a los diferentes IDEs para ofrecer 
asistencias para el tipeado del código, aunque esto no es realmente un 
inconveniente del lenguaje en sí. Esto es solventado por Zend Studio añadiendo 








Zend Framework (ZF) 
ZF es un framework de código abierto para desarrollar aplicaciones web y servicios 
web con PHP 5. ZF es una implementación que usa código 100% orientado a objetos. 
La estructura de los componentes de ZF es algo único; cada componente está 
construido con una baja dependencia de otros componentes. Esta arquitectura 
débilmente acoplada permite a los desarrolladores utilizar los componentes por 
separado. A menudo se refiere a este tipo de diseño como "use-at-will" (uso a 
voluntad). 
ZF ofrece un gran rendimiento y una robusta implementación MVC, una abstración de 
base de datos fácil de usar, y un componente de formularios que implementa la 
prestación de formularios HTML, validación y filtrado para que los desarrolladores 
puedan consolidar todas las operaciones usando de una manera sencilla la interfaz 
orientada a objetos. Otros componentes, como Zend_Auth y Zend_Acl, proveen 
autentificación de usuarios y autorización diferentes a las tiendas de certificados 
comunes. También existen componentes que implementan bibliotecas de cliente para 
acceder de forma sencilla a los web services más populares. 
El principal patrocinador del proyecto Zend Framework es Zend Technologies, pero 
muchas empresas han contribuido con componentes o características importantes 
para el marco. Empresas como Google, Microsoft y StrikeIron se han asociado con 
Zend para proporcionar interfaces de servicios web y otras tecnologías que desean 












CAPA DE PRESENTACION 
 
La capa de presentación y la interfaz de usuario están íntegramente diseñadas en Java 
y XML. Es más, es una aplicación para el sistema operativo Android implementada con 
el SDK de Android, y por tanto se aloja íntegramente en la máquina del cliente. 
 
Android 
Android es un sistema operativo móvil basado en Linux, que junto con aplicaciones 
middleware está enfocado para ser utilizado en dispositivos móviles como teléfonos 
inteligentes, tabletas, Google TV y otros dispositivos. Es desarrollado por la Open 
Handset Alliance, la cual es liderada por Google. Este sistema por lo general maneja 
aplicaciones como Market (Marketing) o su actualización, PlayStore. 
 
 
Características y especificaciones actuales: 
 Diseño de dispositivo: La plataforma es adaptable a pantallas más grandes, 
VGA, biblioteca de gráficos 2D, biblioteca de gráficos 3D basada en las 
especificaciones de la OpenGL ES 2.0 y diseño de teléfonos tradicionales. 
 Almacenamiento: SQLite, una base de datos liviana, que es usada para 
propósitos de almacenamiento de datos. 
 Conectividad:  Android soporta las siguientes tecnologías de conectividad: 
GSM/EDGE, IDEN, CDMA, EV-DO, UMTS, Bluetooth, Wi-Fi, LTE y WiMAX. 
 Mensajería: SMS y MMS son formas de mensajería, incluyendo mensajería de 
texto y ahora la Android Cloud to Device Messaging Framework (C2DM) es 
parte del servicio de Push Messaging de Android. 
 Navegador web: El navegador web incluido en Android está basado en el motor 
de renderizado de código abierto WebKit, emparejado con el motor JavaScript 
V8 de Google Chrome. El navegador obtiene una puntuación de 93/100 en el 
test Acid3. 
 Soporte de Java: Aunque la mayoría de las aplicaciones están escritas en Java, 





ejecutado, sino que primero se compila en un ejecutable Dalvik y corre en la 
Máquina Virtual Dalvik. Dalvik es una máquina virtual especializada, diseñada 
específicamente para Android y optimizada para dipositivos móviles que 
funcionan con batería y que tienen memoria y procesador limitados. El soporte 
para J2ME puede ser agregado mediante aplicaciones de terceros como el 
J2ME MIDP Runner. 
 Soporte multimedia: Android soporta los siguientes formatos multimedia: 
WebM, H.263, H.264 (en 3GP o MP4), MPEG-4 SP, AMR, AMR-WB (en un 
contenedor 3GP), AAC, HE-AAC (en contenedores MP4 o 3GP), MP3, MIDI, Ogg 
Vorbis, WAV, JPEG, PNG, GIF y BMP. 
 Soporte para streaming: Streaming RTP/RTSP (3GPP PSS, ISMA), descarga 
progresiva de HTML (HTML5 <video> tag). Adobe Flash Streaming (RTMP) es 
soportado mediante el Adobe Flash Player. Se planea el soporte de Microsoft 
Smooth Streaming con el port de Silverlight a Android. Adobe Flash HTTP 
Dynamic Streaming estará disponible mediante una actualización de Adobe 
Flash Player. 
 Soporte para hardware adicional: Android soporta cámaras de fotos, de vídeo, 
pantallas táctiles, GPS, acelerómetros, giroscopios, magnetómetros, sensores 
de proximidad y de presión, termómetro, aceleración 2D y 3D. 
 Entorno de desarrollo: Incluye un emulador de dispositivos, herramientas para 
depuración de memoria y análisis del rendimiento del software. El entorno de 
desarrollo integrado es Eclipse (actualmente 3.4, 3.5, 3.6 o 3.7) usando el 
plugin de Herramientas de Desarrollo de Android. 
 Google Play: Google Play es un catálogo de aplicaciones gratuitas o de pago en 
el que pueden ser descargadas e instaladas en dispositivos Android sin la 
necesidad de un PC. 
 Multi-táctil: Android tiene soporte nativo para pantallas multi-táctiles que 
inicialmente hicieron su aparición en dispositivos como el HTC Hero. La 
funcionalidad fue originalmente desactivada a nivel de kernel (posiblemente 
para evitar infringir patentes de otras compañías). Más tarde, Google publicó 
una actualización para el Nexus One y el Motorola Droid que activa el soporte 
para pantallas multi-táctiles de forma nativa. 
 Bluetooth: El soporte para A2DF y AVRCP fue agregado en la versión 1.5; el 
envío de archivos (OPP) y la exploración del directorio telefónico fueron 
agregados en la versión 2.0; y el marcado por voz junto con el envío de 
contactos entre teléfonos lo fueron en la versión 2.2. 
 Videollamada: Android soporta videollamada a través de Google Talk desde su 
versión HoneyComb. 
 Multitarea: Multitarea real de aplicaciones está disponible, es decir, las 
aplicaciones que no estén ejecutándose en primer plano reciben ciclos de reloj, 
a diferencia de otros sistemas de la competencia en la que la multitarea es 
congelada. 
 Características basadas en voz: La búsqueda en Google a través de voz está 





 Tethering: Android soporta tethering, que permite al teléfono ser usado como 
un punto de acceso alámbrico o inalámbrico (todos los teléfonos desde la 
versión 2.2, no oficial en teléfonos con versión 1.6 o superiores mediante 
aplicaciones disponibles en el Android Market, por ejemplo PdaNet). Para 
permitir a un PC usar la conexión 3G del móvil Android se podría requerir la 
instalación de software adicional. 
 
Arquitectura: 
 Aplicaciones: las aplicaciones base incluyen un cliente de correo electrónico, 
programa de SMS, calendario, mapas, navegador, contactos y otros. Todas las 
aplicaciones están escritas en lenguaje de programación Java. 
 Marco de trabajo de aplicaciones: los desarrolladores tienen acceso completo a 
los mismos APIs del framework usados por las aplicaciones base. La 
arquitectura está diseñada para simplificar la reutilización de componentes; 
cualquier aplicación puede publicar sus capacidades y cualquier otra aplicación 
puede luego hacer uso de esas capacidades (sujeto a reglas de seguridad del 
framework). Este mismo mecanismo permite que los componentes sean 
reemplazados por el usuario. 
 Bibliotecas: Android incluye un conjunto de bibliotecas de C/C++ usadas por 
varios componentes del sistema. Estas características se exponen a los 
desarrolladores a través del marco de trabajo de aplicaciones de Android; 
algunas son: System C library (implementación biblioteca C estándar), 
bibliotecas de medios, bibliotecas de gráficos, 3D y SQLite, entre otras.  
 Runtime de Android: Android incluye un set de bibliotecas base que 
proporcionan la mayor parte de las funciones disponibles en las bibliotecas 
base del lenguaje Java. Cada aplicación Android corre su propio proceso, con su 
propia instancia de la máquina virtual Dalvik. Dalvik ha sido escrito de forma 
que un dispositivo puede correr múltiples máquinas virtuales de forma 
eficiente. Dalvik ejecuta archivos en el formato Dalvik Executable (.dex), el cual 
está optimizado para memoria mínima. La Máquina Virtual está basada en 
registros y corre clases compiladas por el compilador de Java que han sido 
transformadas al formato .dex por la herramienta incluida "dx". 
 Núcleo Linux: Android depende de Linux para los servicios base del sistema 
como seguridad, gestión de memoria, gestión de procesos, pila de red y 
modelo de controladores. El núcleo también actúa como una capa de 









Java es un lenguaje de programación orientado a objetos, desarrollado por Sun 
Microsystems a principios de los años 90. El lenguaje en sí mismo toma mucha de su 
sintaxis de C y C++, pero tiene un modelo de objetos más simple y elimina 
herramientas de bajo nivel, que suelen inducir a muchos errores, como la 
manipulación directa de punteros o memoria. La memoria es gestionada mediante un 
recolector de basura. 
Las aplicaciones Java están típicamente compiladas en un bytecode, aunque la 
compilación en código máquina nativo también es posible. En el tiempo de ejecución, 
el bytecode es normalmente interpretado o compilado a código nativo para la 
ejecución, aunque la ejecución directa por hardware del bytecode por un procesador 
Java también es posible. 
 
Principales ventajas: 
 Orientado a objetos 
 Independencia de la plataforma 
 Recolector de basura (automatic garbage collector) 
 Robustez 









XML (Extensible Markup Language) 
XML es un metalenguaje extensible de etiquetas desarrollado por el World Wide Web 
Consortium (W3C). Es una simplificación y adaptación del SGML y permite definir la 
gramática de lenguajes específicos (de la misma manera que HTML es a su vez un 
lenguaje definido por SGML). Por lo tanto XML no es realmente un lenguaje en 
particular, sino una manera de definir lenguajes para diferentes necesidades, de ahí 
que se le denomine metalenguaje. 
XML no ha nacido sólo para su aplicación en Internet, sino que se propone como un 
estándar para el intercambio de información estructurada entre diferentes 
plataformas. Se puede usar en bases de datos, editores de texto, hojas de cálculo y casi 
cualquier cosa imaginable. 
XML es una tecnología sencilla que tiene a su alrededor otras que la complementan y 
la hacen mucho más grande y con unas posibilidades mucho mayores. Tiene un papel 
muy importante en la actualidad ya que permite la compatibilidad entre sistemas para 
compartir la información de una manera segura, fiable y fácil. 
 
Críticas: 
XML y sus extensiones han sido regularmente criticadas por su nivel de detalle y 
complejidad. El mapeo del modelo de árbol básico de XML hacia los sistema de tipos 
de lenguajes de programación o bases de datos puede ser difícil, especialmente 
cuando se utiliza XML para el intercambio de datos altamente estructurados entre 
aplicaciones, lo que no era su objetivo primario de diseño.  
Otras críticas intentan refutar la afirmación de que XML es una lenguaje 
autodescriptivo (aunque la especificación XML no hace ninguna afirmación de este 
tipo). Se propone a JSON y YAML frecuentemente como alternativas, centrándose 








 Es extensible: Después de diseñado y puesto en producción, es posible 
extender XML con la adición de nuevas etiquetas, de modo que se pueda 
continuar utilizando sin complicación alguna. 
 El analizador es un componente estándar, no es necesario crear un analizador 
específico para cada versión de lenguaje XML. Esto posibilita el empleo de 
cualquiera de los analizadores disponibles. De esta manera se evitan bugs y se 
acelera el desarrollo de aplicaciones. 
 Si un tercero decide usar un documento creado en XML, es sencillo entender su 
estructura y procesarla. Mejora la compatibilidad entre aplicaciones. Podemos 
comunicar aplicaciones de distintas plataformas, sin que importe el origen de 
los datos, es decir, podríamos tener una aplicación en Linux con una base de 
datos Postgres y comunicarla con otra aplicación en Windows y Base de Datos 
MS-SQL Server. 
 Transformamos datos en información, pues se le añade un significado concreto 
y los asociamos a un contexto, con lo cual tenemos flexibilidad para estructurar 
documentos. 
 
Otras tecnologías utilizadas 
1) CentOS 
CentOS es una distribución del sistema operativo libre basado en el kernel de Linux. Se 
deriva por completo de la distribución Red Hat Enterprise Linux (RHEL). CentOS existe 
para proporcionar una clase de libre empresa y la plataforma de computación se 
esfuerza por mantener el 100% de compatibilidad binaria con sus fuentes originales de 
Red Hat. CentOS es sinónimo de sistema operativo de la Empresa Comunitaria. 
En julio de 2010 CentOS superó a Debian para convertirse en la distribución de Linux 
más popular para los servidores web, con casi el 30% de todos los servidores web 
Linux. 
Red Hat Enterprise Linux está disponible sólo a través de un servicio de suscripción de 
pago que proporciona acceso a actualizaciones de software y diversos niveles de apoyo 
técnico. El producto se compone en gran parte de paquetes de software distribuidos 
en virtud de un código abierto o una licencia de software libre y el código fuente de 
estos paquetes se hace pública por Red Hat. 
Los desarrolladores de CentOS usan el código fuente de Red Hat para crear un 





CentOS está disponible de forma gratuita. El soporte técnico es suministrado 
fundamentalmente por la comunidad a través de listas de correo oficiales, foros de 
discusión y salas de chat.  
 
2) Apache Server 
El servidor HTTP Apache es un servidor web HTTP de código abierto, para plataformas 
Unix (BSD, GNU/Linux, etc.), Microsoft Windows, Macintosh y otras, que implementa 
el protocolo HTTP/1.1 y la noción de sitio virtual. 
El servidor Apache se desarrolla dentro del proyecto HTTP Server (httpd) de la Apache 
Software Foundation. 
Apache presenta entre otras características altamente configurables, bases de datos 
de autenticación y negociado de contenido, pero fue criticado por la falta de una 
interfaz gráfica que ayude en su configuración. 
Apache tiene amplia aceptación en la red: desde 1996, Apache, es el servidor HTTP 
más usado. Alcanzó su máxima cuota de mercado en 2005 siendo el servidor empleado 
en el 70% de los sitios web en el mundo. 
Principales ventajas: 
 Modular 
 Código abierto 
 Multi-plataforma 
 Extensible 
 Popular (fácil conseguir ayuda/soporte) 
 
3) Cloud Computing 
La computación en la nube es un paradigma que permite ofrecer servicios de 
computación a través de Internet. 
En este tipo de computación todo lo que puede ofrecer un sistema informático se 
ofrece como servicio, de modo que los usuarios puedan acceder a los servicios 
disponibles "en la nube de Internet" sin conocimientos (o, al menos sin ser expertos) 
en la gestión de los recursos que usan. 
Según el IEEE Computer Society, es un paradigma en el que la información se almacena 
de manera permanente en servidores de Internet y se envía a cachés temporales de 






"Cloud computing" es un nuevo modelo de prestación de servicios de negocio y 
tecnología, que permite al usuario acceder a un catálogo de servicios estandarizados y 
responder a las necesidades de su negocio, de forma flexible y adaptativa, en caso de 
demandas no previsibles o de picos de trabajo, pagando únicamente por el consumo 
efectuado. 
El cambio paradigmático que ofrece computación en nube es que permite aumentar el 
número de servicios basados en la red. Esto genera beneficios tanto para los 
proveedores, que pueden ofrecer, de forma más rápida y eficiente, un mayor número 
de servicios, como para los usuarios que tienen la posibilidad de acceder a ellos, 
disfrutando de la ‘transparencia’ e inmediatez del sistema y de un modelo de pago por 
consumo. 
Computación en nube consigue aportar estas ventajas, apoyándose sobre una 
infraestructura tecnológica dinámica que se caracteriza, entre otros factores, por un 
alto grado de automatización, una rápida movilización de los recursos, una elevada 
capacidad de adaptación para atender a una demanda variable, así como virtualización 
avanzada y un precio flexible en función del consumo realizado evitando además el uso 
fraudulento del software y la piratería. 
 
Ventajas: 
 Integración probada de servicios Red. Por su naturaleza, la tecnología de "Cloud 
Computing" se puede integrar con mucha mayor facilidad y rapidez con el resto 
de sus aplicaciones empresariales (tanto software tradicional como Cloud 
Computing basado en infraestructuras), ya sean desarrolladas de manera 
interna o externa. 
 Prestación de servicios a nivel mundial. Las infraestructuras de "Cloud 
Computing" proporcionan mayor capacidad de adaptación, recuperación de 
desastres completa y reducción al mínimo de los tiempos de inactividad. 
 Una infraestructura 100% de "Cloud Computing" permite al proveedor de 
contenidos o servicios en la nube prescindir de instalar cualquier tipo de 
hardware, ya que éste es provisto por el proveedor de la infraestructura o la 
plataforma en la nube. La belleza de la tecnología de "Cloud Computing" es su 
simplicidad y el hecho de que requiera mucha menor inversión para empezar a 
trabajar. 
 Implementación más rápida y con menos riesgos. Podrá empezar a trabajar 
muy rápidamente gracias a una infraestructura de "Cloud Computing". No 
tendrá que volver a esperar meses o años e invertir grandes cantidades de 
dinero antes de que un usuario inicie sesión en su nueva solución. Sus 
aplicaciones en tecnología de "Cloud Computing" estarán disponibles en 
cuestión de días u horas en lugar de semanas o meses, incluso con un nivel 






 Actualizaciones automáticas que no afectan negativamente a los recursos de TI. 
Si actualizamos a la última versión de la aplicación, nos veremos obligados a 
dedicar tiempo y recursos (que no tenemos) a volver a crear nuestras 
personalizaciones e integraciones. La tecnología de "Cloud Computing" no le 
obliga a decidir entre actualizar y conservar su trabajo, porque esas 
personalizaciones e integraciones se conservan automáticamente durante la 
actualización. 
 Contribuye al uso eficiente de la energía. En este caso, a la energía requerida 
para el funcionamiento de la infraestructura. En los datacenters tradicionales, 
los servidores consumen mucha más energía de la requerida realmente. En 
cambio, en las nubes, la energía consumida es sólo la necesaria, reduciendo 




4.2.2. DISEÑO DE LA CAPA DE PRESENTACIÓN 
 
A continuación se muestra y explica el diseño de la capa de presentación que es el 
conjunto de pantallas que permiten al usuario interactuar con el sistema. El sistema se 
encarga de mostrar la información al usuario y registrar sus acciones.  
La capa de presentación tiene que ser usable y amena para el usuario, fácil de 
entender y de aprender, si no se corre el riesgo de que el usuario no se sienta cómodo 
con el sistema y deje de usarlo. 
El diseño de la capa de presentación de este proyecto está basado en la plataforma 
Android, ya que es la tecnología en la que se ha desarrollado la aplicación cliente para 
acceder a los diversos servicios web disponibles en el servidor. 
Primeramente se muestra el diseño externo de la aplicación con sus vistas y los 
distintos diagramas de navegación para cada caso de uso presentado en la 











4.2.2.1. DISEÑO EXTERNO 
 
Vistas o Pantallas 
A continuación se muestran las vistas principales de la aplicación cliente para 
implementada para Android. 
 
Login (autenticación): 
Es la vista donde el usuario entra sus credenciales (nombre de usuario y contraseña) 






Es la pantalla donde se muestra al usuario una lista con los servicios ofrecidos por el 






Gestión de Actividades: 
En esta vista se muestran las opciones que hay para las actividades formativas del ICE 







Es la vista donde se muestra una lista con el título de las actividades formativas 

















En esta vista se muestra una ficha con la información más relevante de una actividad 


















Es la pantalla donde se procede a la inscripción de un usuario a una actividad formativa 
escogida. Se muestran los datos del usuario y la actividad a inscribirse y se puede 














Consultar estado inscripciones: 
En esta pantalla se muestran las inscripciones a actividades formativas actuales del 















Gestión de Expediente: 
En esta vista se muestran las opciones de la gestión de expediente del usuario, como la 


















Es la vista que muestra una lista con las colaboraciones que ha hecho el usuario en 
















Es la vista que muestra una lista con las participaciones como alumno que ha hecho el 
















Es la pantalla donde se realiza la solicitud de un título o certificado de una actividad 
formativa en la que el usuario ha participado o colaborado. 
 
Consultas e información: 
En esta pantalla se muestran las diferentes opciones disponibles para las consultas y la 







En esta pantalla se ve un formulario en el que se realiza una consulta de carácter 
general al centro ICE, introduciendo el email de respuesta para el usuario, el asunto o 
















Lista de distribución: 
Es la vista donde el usuario se puede inscribir en la lista de distribución del ICE a través 















Diagramas de navegación 
Los diagramas de navegación sirven para mostrarnos el recorrido producido por las 
vistas o pantallas en la ejecución de los diferentes casos de uso. 
Debido a que el comportamiento de las vistas es muy similar al curso de 
acontecimientos de cada caso de uso, solo se detallarán a como ejemplo, los casos de 
uso más relevantes.  
 
Gestión de Actividades 
 
Caso de uso: Consultar Actividades 
A continuación se muestra un diagrama de navegación desde que el usuario se registra 





Caso de uso: inscripción Actividad 
A continuación se muestra un diagrama de navegación desde que el usuario se registra 







Gestión de Expedientes 
 
Caso de uso: Consultar colaboraciones 
A continuación se muestra un diagrama de navegación desde que el usuario se registra 





Caso de uso: Solicitud de certificado 
A continuación se muestra un diagrama de navegación desde que el usuario se registra 
en el sistema hasta que solicita el certificado de una actividad formativa escogida en la 








Gestión de comunicaciones 
 
Caso de uso: Consulta 
A continuación se muestra un diagrama de navegación desde que el usuario se registra 




4.2.2.2. DISEÑO INTERNO 
 
El diseño interno de una aplicación Android, y más concretamente el de sus vistas se 
representa en ficheros xml. 
Como mínimo cada vista está formada por un fichero xml que contiene uno o más  
layouts con los elementos que forman la vista de la pantalla para cada caso de uso.  
Estas vistas están ligadas a las Activities o actividades, que son las pantallas de la 
aplicación con las que puede interactuar el usuario y contienen la lógica de las vistas. 
Las actividades del sistema Android tienen un ciclo de vida parecido a las de las 
páginas de un explorador web, las cuales pueden recuperar les pantallas anteriores a 
través de un histórico. Este histórico se va modificando según el consumo de memoria 
del dispositivo, ya que en determinados momentos el sistema decide limpiar partes del 
histórico y matar los procesos con menos prioridad, intentando hacer una correcta 
gestión de los recursos disponibles.  
A continuación se muestra el diagrama de las clases creadas para la aplicación más 
importantes como ejemplo del diseño tecnológico de la aplicación cliente del proyecto.   
Diagrama de clases 
Aquí se describen las clases java de la aplicación cliente en Android, es decir las 
Activities que conforman las pantallas de la aplicación, junto con sus relaciones de 
















































Debido a que el diagrama de todas las clases es bastante extenso, se ha dividido en 
diversas partes.  
La primera muestra desde la autenticación del usuario hasta el listado de los servicios 
clasificados en las distintas gestiones de los casos de uso del apartado de 
especificación. 
El resto de diagramas muestra el desglose de los servicios mostrando las relaciones de 
las diversas pantallas que tiene cada uno de los servicios de la aplicación. 
Diagrama 1: Autenticación y Servicios disponibles 
En el presente diagrama nos encontramos con la clase o pantalla que gestiona la 
autenticación (AutenticacionActivity), que seguidamente da acceso al listado de 
servicios (ServiciosActivity) clasificados según su tipología. 
Desde la clase de servicios se puede acceder a la gestión de actividades 
(ActividadesActivity), que muestra el listado de acciones que se pueden hacer sobre 
actividades formativas. También desde aquí se puede acceder a la gestión de 
expedientes y a la gestión de consultas e información, que también muestran un 































































Diagrama 2: Gestión de Actividades 
 En el siguiente diagrama se muestran las clases activity que tienen que ver con las 
pantallas de la aplicación relacionadas con los servicios de actividades formativas del 
ICE. Comienza con el listado de opciones que hay para el usuario concerniente a las 
actividades y sigue con cada una de las pantallas que representan las acciones 















Diagrama 3: Gestión de Expediente 
El diagrama de más abajo es una representación de las clases que manejan las distintas 
pantallas de la aplicación que tienen que ver con el expediente de los usuarios y los 
servicios disponibles para ellos con tal fin. 
Desde la pantalla que muestra una lista de las opciones disponibles sobre el 
expediente, hasta la última de las clases que muestra al usuario la pantalla que 
permite la interacción con él para realizar la última de las opciones disponible sobre el 
expediente, que en este caso sería la solicitud de un certificado de una actividad 
formativa en la que el usuario habría participado o colaborado. 
Como se puede ver en todos los diagramas se repiten un conjunto de operaciones para 





que representan el ciclo de vida de una actividad o pantalla en la aplicación. Para un 









































Diagrama 4: Gestión de consultas e información 
El último diagrama nos muestra, siguiendo las misma estructura que los demás, las 
diversas opciones que hay en la aplicación para que el usuario se pueda comunicar e 
informar con el ICE.  
Así pues tenemos la clase que maneja la pantalla para hacer una consulta al ICE 
(ConsultaActivity), la clase que forma la pantalla para apuntarse a la lista de 
distribución del ICE (ListaDistribucionActivity), o la clase con la que se puede ver la 
información relacionada con el centro del ICE (InfoIceActivity), como su ubicación, 
horarios o contactos. 
Inicialmente, como en el resto de casos, se empieza con la clase que crea y gestiona la 
pantalla que muestra la lista de opciones disponibles y que da acceso a los distintos 










































4.2.3. DISEÑO DE LA CAPA DE DOMINIO 
 
En el diseño de la capa de dominio tenemos las clases usadas para el modelo de datos 
y las clases controladoras, concretamente Front Controllers, una variante del patrón 
Modelo-Vista-Controlador que implementa el framework de PHP de Zend, y 
especialmente usado para el diseño de aplicaciones web. 
Los servicios web están diseñados cada uno en una clase que contiene las operaciones 
del servicio que forman los modelos de la capa de dominio. 
Los controladores se encargan de manejar todas las peticiones de los clientes, crear las 
instancias del modelo y llamar a sus operaciones y por último retornar los resultados al 
cliente.  
Se ha decidido crear un controlador por cada servicio web, es decir, por cada clase del 
modelo, según la lógica de los servicios, y para no cargar el sistema recibiendo de otro 
modo todas las peticiones desde un controlador.    
A continuación se describen el diagrama de clases del diseño del dominio y los 
diagramas de secuencia para los casos de uso más interesantes. 
 
Diagramas de clases 
Se clasifican los diagramas de clases en los distintos servicios web que se han diseñado 





Estos son: autenticación, actividades, inscripciones, expedientes, y consultas-info. 
 
















El diagrama de autenticación está formado por un controlador que recibe las 
peticiones de acreditación por parte de los usuarios y después se encarga de crear un 
cliente SOAP que ya llama a un servicio del bus SOA de la UPC, más concretamente el 
servicio “GestioIdentitat/Personesv1” que autentica a un usuario de la UPC (PDI o PAS) 
a partir de su username y su password. 
 



















En este diagrama, por un lado tenemos el controlador de actividades, que se encarga 
de recibir las peticiones del servicio de Actividades (Application_Model_Actividades), 
con la operación indexAction, que dependiendo de si la petición es con modo wsdl o 
no, llama a las operaciones wsdlAction o soapAction respectivamente. 
El servicio de Actividades Application_Model_Actividades con tiene las operaciones 
que tienen que ver puramente con actividades formativas, como la obtención de los 
tipos de actividades (consultaTiposActividad), la consulta de las actividades abiertas en 
estado de inscripción (getActividadesAbiertarPorTipo), o la consulta de la ficha de una 
actividad (getFichaActividad).  
 













En el diagrama de inscripciones se puede ver que el controlador de inscripciones es 
muy parecido al de actividades, de hecho tiene la misma funcionalidad y usa el mismo 
procedimiento para recibir las peticiones de los usuarios a través de la operación 
indexAction y servir los resultados a través del servicio de inscripciones 
Application_Model_Inscripciones, creando el servidor SOAP usando el modo wsdl o no 
según sea el caso, con las operaciones wsdlAction o soapAction respectivamente. 
El servicio web de inscripciones tiene dos opciones principales que son las de inscribir a 
un usuario en una actividad formativa (inscripcionActividad) y la de consultar el estado 
























En este diagrama de expedientes se puede ver que el controlador (Front Controller), 
como en los demás servicios, se encarga de recibir todas las peticiones del usuario que 
tienen que ver con el servicio de expedientes Application_Model_Expediente, 
convirtiéndose en el único punto de entrada para este servicio. El procedimiento que 
sigue para recibir y tratar las peticiones y devolver los resultados al cliente es el mismo 
que en los controladores explicados anteriormente. 
El servicio web para expedientes Application_Model_Expediente se encarga como su 
nombre indica de gestionar toda la información que tiene que ver con el expediente de 
los resultados.  
Por lo que tenemos, la operación consultarExpediente, que devuelve las 
colaboraciones y participaciones de actividades de un usuario. Están las operaciones 
para consultar las colaboraciones o las participaciones exclusivamente de un usuario, 
que se llaman consultarColaboraciones y consultarParticipaciones respectivamente. Y 
finalmente, hay dos operaciones para solicitar los certificados, una para solicitar el 
certificado de una participación como alumno (solicitarCertificadoParticipacion) y el 
















+consulta(email, asumpte, msg)() : object
+listaDistribucion(email)() : object
+consultarInfoICE() : object






En el diagrama arriba se muestra el controlador para las peticiones al servicio de 
consultas e información del ICE, llamado consultasInfoController, que contiene igual 
que los demás controladores la operación indexAction para recibir las peticiones de los 
usuarios, y las operaciones para generar el wsdl del servicio y el servidor SOAP, 
wsdlAction y soapAction respectivamente. 
El servicio de consultas Application_Model_ConsultasInfo ofrece los siguientes 
servicios: generar un consulta de carácter general al ICE con la operación consulta, 
apuntarse a la lista de distribución del ICE para recibir noticias sobre actividades 
formativas del ICE a través de la operación listaDistribucion, consultar la información 
más relevante y de contacto del ICE con la operación consultarInfoICE.  Finalmente la 
operación enviarEmail, sirve para enviar un correo electrónico y no se suele usar 
directamente por el usuario sino indirectamente a través de las operaciones 
anteriores. 
 










Esta clase se ha colocado en un diagrama a parte porque no tiene nada que ver con las 
funcionalidades del resto de diagramas del sistema.  
Básicamente es un controlador creado por el framework de Zend basado en el patrón 




Diagramas de secuencia 
A continuación se van mostrar algunos diagramas de secuencia de las operaciones más 
interesantes de los servicios web diseñados, a modo de ejemplo ilustrativo de la 
tecnología utilizada en el proyecto. 
 













Diagramas de Actividades 
Consulta actividades abiertas: 
 
 
Diagramas de inscripciones 































4.2.4. DISEÑO DE LA CAPA DE ACCESO A DATOS 
Para el acceso a la base de datos no se ha diseñado usando algún patrón de diseño en 
especial, simplemente se ha usado el patrón de abstracción de acceso a datos que 
proporciona el lenguaje PHP desde su versión 5. 
Este no es otro que PDO (PHP Data Objects). Es una extensión nativa de PHP5, que 
consiste en una interfaz uniforme para acceder a varias bases de datos. PDO provee 
una capa de abstracción de acceso a bases de datos (BD), que permite al desarrollador 
abstraerse de la BD de una aplicación. Así, si en alguna fase de desarrollo del proyecto 
se necesita cambiar de BD, esto no afectaría la lógica de la aplicación. 
La extensión php_pdo para el trabajo con bases de datos está compuesta por tres 
clases: 
PDO: Representa una conexión entre PHP y un servidor de bases de datos. 
PDOStatement: Representa una instrucción preparada y después que la instrucción es 
ejecutada, una result set. 
PDOException: Representa un error lanzado por PDO. 
La principal ventaja de PDO es que cumple con una premisa del diseño Orientado a 
Objetos: 
 
“No dependas de implementaciones concretas, solo de implementaciones abstractas”. 
Se usa únicamente un objeto PDO para cada operación de los servicios web 
implementados que requieren alguna consulta a la base de datos del ICE. Una vez 




4.2.5. DISEÑO DE LA BASE DE DATOS 
 
Los servicios web implementados utilizan Microsoft SQL Server como sistema gestor 
de base de datos para acceder a la información pedida por el cliente.  
La base de datos fue creada antes de la realización del proyecto y se utiliza en otras 
aplicaciones del ICE, así que no todas las tablas son utilizadas directamente por el 







A continuación se muestran las tablas usadas para cada clase del sistema que hay en el 
diagrama de clases de la especificación del proyecto. 
 
EdicionActividad: representa la información guardada sobre una actividad formativa 
del ICE. 
TABLA: EdicioActivitat 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_edi_act numeric() identity NO 
codi_tipus_act numeric YES 
codi_estat decimal YES 
data_ini datetime YES 
data_fi datetime YES 
data_limit_inscr datetime YES 
duradadies numeric YES 
duradahores numeric YES 
mitjana_enquesta numeric YES 
num_inscrits numeric YES 
max_inscrits numeric YES 
min_inscrits numeric YES 
pressupost varchar YES 
cost numeric YES 
destinataris ntext YES 
codi_centre decimal YES 
demanat_per_ue decimal YES 
fitxa_XML varchar YES 
apunts ntext YES 
link_BSCW_pub varchar YES 
link_BSCW_priv varchar YES 
obs varchar YES 
sintesi ntext YES 
codi_campus decimal YES 
ciutat varchar YES 
link_suport varchar YES 
codi_seg numeric YES 
codi_model numeric YES 
nom_cas varchar NO 
nom_cat varchar NO 
metodologia varchar YES 
responsable varchar YES 
codi_responsable varchar YES 
altre_responsable varchar YES 





codi_act varchar NO 
data_alta_publi datetime YES 
data_baixa_publi datetime YES 
data_ini_inscr datetime YES 
any_inici varchar YES 
any_fi varchar YES 
num_ses decimal YES 
ajornat varchar YES 
anulat varchar YES 
mitjana_enquesta2 numeric YES 
atenea varchar YES 
data_atenea_curs datetime YES 
data_atenea_professors datetime YES 
data_atenea_alumnes datetime YES 
data_tancament datetime YES 
llistes_distribucio varchar YES 
en_colaboracio varchar YES 
en_colaboracio_cas varchar YES 
frase_certificacio varchar YES 
data_fenix datetime YES 
enquestes_enviades datetime YES 
fi_avaluacio datetime YES 
certificats char YES 
enquestes_enviades_form datetime YES 
nom_web varchar YES 
codi_model_formador numeric YES 
 
 
Persona: guarda la información de una persona que es usuario/a del ICE. 
TABLA: Persona 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_persona decimal() identity NO 
dni varchar NO 
tipus_dni char YES 
nom varchar NO 
cognom1 varchar NO 
cognom2 varchar YES 
sexe varchar YES 
data_naix datetime YES 
codi_ue decimal YES 
altres_ue varchar YES 
codi_centre decimal YES 
edifici varchar YES 





despatx varchar YES 
tel_prof varchar YES 
adr_carrer_prof varchar YES 
adr_num_prof varchar YES 
cp_prof varchar YES 
ciutat_prof varchar YES 
prov_prof varchar YES 
pais_prof varchar YES 
codi_cat numeric YES 
anys_exp varchar YES 
email varchar YES 
foto varchar YES 
codi_campus decimal YES 
lletraNIF varchar YES 
altres_unitats varchar YES 
 
 
InscripcionActividad: guarda la información sobre la inscripción de una persona a una 
edición de una actividad informativa. 
TABLA: InscripcioActivitat 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_inscr_act numeric() identity NO 
codi_edi_act numeric NO 
codi_alum numeric NO 
data datetime YES 
estat_insc varchar YES 
act_acabada varchar YES 
notif datetime YES 
obs varchar YES 
data_cert datetime YES 
data_duplicat datetime YES 
num_registre_cap numeric YES 
data_exp datetime YES 
data_atenea datetime YES 
codi_tutor_centre numeric YES 
codi_tutor_upc numeric YES 
familia_professional varchar YES 
observacions varchar YES 
poblacio1 numeric YES 
poblacio2 numeric YES 
poblacio3 numeric YES 
especialitat varchar YES 
titulacio varchar YES 





codi_centre numeric YES 
accept_enviada varchar YES 
obs_inscripcio varchar YES 
 
 
Colaborador: representa los datos de un usuario que es colaborador en la edición de 
alguna actividad formativa. 
TABLA: Colaborador 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_col numeric() identity NO 
codi_persona decimal NO 
fax_prof varchar YES 
mob_prof varchar YES 
tel_part varchar YES 
mob_part varchar YES 
adr_carr_part varchar YES 
adr_num_part varchar YES 
cp_part varchar YES 
ciutat_part varchar YES 
prov_part varchar YES 
pais_part varchar YES 
nom_banc varchar YES 
codi_banc varchar YES 
codi_ofi varchar YES 
dig_control varchar YES 
nro_compte varchar YES 
adr_ofi varchar YES 
cp_ofi varchar YES 
ciutat_ofi varchar YES 
prov_ofi varchar YES 
pais_ofi varchar YES 
ocup_actual varchar YES 
presentacio varchar YES 
obs varchar YES 
expert_en varchar YES 
disponible varchar YES 
emet varchar YES 
centre varchar YES 
empresa varchar YES 
codi_iban varchar YES 
codi_swift varchar YES 
vinculat varchar YES 
mail_prof varchar YES 





observacions varchar YES 
tipus varchar YES 
 
 
Colaboracion: guarda la información sobre la colaboración de un colaborador de una 
edición de una actividad formativa. 
TABLA: ColaboracioICE 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_ci numeric() identity NO 
codi_col numeric NO 
codi_tipus_col decimal NO 
codi_edi_act numeric YES 
codi_edi_pla numeric YES 
coment varchar YES 
obs varchar YES 
hores_pla numeric YES 
codi_ses numeric YES 
obs_cert varchar YES 
data_cert datetime YES 
act_acabada varchar YES 
valoracio decimal YES 
data_duplicat datetime YES 
data_atenea datetime YES 
codi_centre numeric YES 
confirmat bit YES 
ocupaciocol varchar YES 
obs2 varchar YES 
estat numeric YES 
numAlumnes numeric YES 
codi_cat numeric YES 
 
 
Alumno: guarda la información sobre una persona que participa como alumno en una 
edición de una actividad formativa. 
TABLA: Alumne 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_alum numeric() identity NO 
codi_persona decimal NO 
int_form ntext YES 
com_enterat ntext YES 








BDPersonal: guarda la información de las personas que forman parte del personal de 
la UPC. 
TABLA: Bdpersonal 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_bdpersonal decimal() identity NO 
dni varchar NO 
nom varchar YES 
cognom1 varchar YES 
cognom2 varchar YES 
tipus_dni char YES 
lletraNIF varchar YES 
id_gauss varchar YES 
cip numeric YES 
codi_campus decimal YES 
edifici varchar YES 
despatx varchar YES 
email varchar YES 
tel_prof varchar YES 
codi_cat numeric YES 
codi_ue decimal YES 
codi_centre decimal YES 
data_carrega datetime YES 
 
 
CategoriaProfesional: guarda las posibles categorías profesionales de los usuarios que 
han participado o colaborado en alguna actividad formativa. 
TABLA: CategoriaProfessional 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_cat numeric() identity NO 
nom varchar NO 
sigles varchar YES 
 
 
TipoActividad: guarda los posibles tipos de actividades que puede haber en las 
actividades formativas del ICE. 
TABLA: TipusActivitat 





codi_tipus_act numeric() identity NO 
nom varchar NO 
nom_cas varchar YES 
requisits_cert ntext YES 
 
 
TipoColaboracion: guarda los posibles tipos de colaboraciones que puede haber en las 
actividades formativas del ICE. 
TABLA: TipusColaboracio 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_tipus_col decimal() identity NO 
nom varchar NO 
 
 
Sesion: guarda la información sobre una sesión de una edición de una actividad 
formativa del ICE. 
TABLA: Sessio 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_ses numeric() identity NO 
codi_edi_act numeric NO 
data datetime YES 
hora_ini varchar YES 
hora_fi varchar YES 
aula varchar YES 
tipus_aula varchar YES 
programari varchar YES 
nom varchar YES 
opcional bit YES 
 
 
Campus: guarda la información de los Campus que pertenecen a la Universitat 
Politècnica de Catalunya (UPC). 
TABLA: Campus 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_campus decimal() identity NO 
nom varchar NO 







Centro: guarda la información de los Centros que pertenecen a la Universitat 
Politècnica de Catalunya (UPC). 
TABLA: Centre 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_centre decimal() identity NO 
codi varchar NO 
nom varchar NO 




UnidadEstructural: guarda la información de las unidades estructurales que 
pertenecen a la Universitat Politècnica de Catalunya (UPC). 
TABLA: UnitatEstructural 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_ue decimal() identity NO 
codi varchar NO 
nom varchar NO 
sigles varchar YES 
 
 
Peticion: guarda la información sobre una petición o consulta hecha por un usuario y 
registrada en el sistema vía formulario. 
TABLA: Peticions 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_peticio decimal() identity NO 
data datetime YES 
nif varchar NO 
nom varchar NO 
cognom1 varchar NO 
cognom2 varchar NO 
telefon varchar YES 
adre varchar YES 
cp varchar YES 
poblacio varchar YES 
email varchar YES 
tipus_act varchar YES 
nom_act varchar NO 
hores numeric YES 





data_inici datetime YES 
data_fi datetime YES 
qualitat varchar YES 
justificant varchar YES 
certificat varchar YES 
enviar_reco varchar YES 
idioma varchar YES 
obs varchar YES 
comentari varchar YES 
data_final datetime YES 
estat varchar YES 
any_realitzacio varchar YES 
 
 
Pago: se registra la información sobre el pago de una colaboración en una edición de 
una actividad formativa del ICE. 
TABLA: Pagament 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_pagament decimal() identity NO 
codi_ci numeric YES 
codi_tarifa decimal YES 
tarifa_manual decimal YES 
hores decimal YES 
total_hores decimal YES 
c1 varchar YES 
total_c1 decimal YES 
c2 varchar YES 
total_c2 decimal YES 
total decimal YES 
descripcio varchar YES 
data datetime YES 
especific varchar YES 
 
 
Tarifa: se guarda la información de las tarifas que existen para las colaboraciones en 
las actividades formativas del ICE. 
TABLA: Tarifa 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_tarifa decimal() identity NO 
preu decimal YES 
obs varchar YES 





nom varchar NO 
 
 
TipoTarifa: se guarda la información de los tipos de tarifa que existen para las 
colaboraciones en las actividades formativas del ICE. 
TABLA: TipusTarifa 
COLUMN_NAME TYPE_NAME IS_NULLABLE 
codi_tipus_tarifa decimal() identity NO 

















































































































































































































































































































































Diagrama de la base de datos 
En la imagen siguiente se muestra el diagrama de las relaciones existentes entre las 































En la fase de implementación es donde se va a transformar o convertir el proyecto 
especificado y diseñado anteriormente en un productor real.  
En este caso se procede a las codificaciones de los servicios web y la aplicación cliente 
especificadas y diseñadas en las secciones anteriores. 
Es un proceso de desarrollo del software imprescindible para el proyecto, ya que sin él 
no existiría sistema ni aplicación real. 
 
  
   5.1.  DESCRIPCIÓN DEL  ENTORNO DE DESARROLLO 
El entorno utilizado para desarrollar o implementar este proyecto de software ha sido 
el mismo tanto para la implementación de los servicios web como para la 
implementación de la aplicación cliente en Android. 
Se utilizado un entorno de desarrollo integrado (IDE) que permite crear aplicaciones 
tanto en lenguaje Java y xml para la aplicación en Android, como en lenguaje PHP para 
los servicios web en el lado del servidor. 
Se ha optado por el IDE Eclipse Indigo (versión 3.7) por ser el IDE que proporciona un 
potente plugin para el desarrollo de aplicaciones en Android y porque además tiene 
también plugins para el soporte de aplicaciones en PHP.  
Es un IDE rápido y fácil de instalar y tiene muchas más características que lo hacen muy 
usable para un desarrollador de cualquier nivel, como características avanzadas de 
autocompletado de código, estructuración de clases o herramientas para depurar el 
código de gran utilidad.  
Además es un IDE disponible para diferentes plataformas, como Linux o Windows, 
característica muy útil, ya en este caso una parte del proyecto se ha desarrollado en 








Ilustración del IDE Eclipse 
Además se ha hecho uso de la documentación en línea de PHP y de la del framework 







Ilustración de la API de Zend FW 
 
Ilustración de la API de PHP 
También ha sido de gran ayuda el uso de la API de Android para desarrolladores a la 







Ilustración de la API de Android SDK 
 
A medida que se iba implementando el sistema se ha ido comprobando su resultado 
primero en algunos navegadores y después en el emulador de Android gracias al 
AVDM (Android Virtual Device Manager) que se puede integrar con el IDE Eclipse. 
También ha sido de gran utilidad a la hora de depurar la aplicación el ADB (Android 
Debug Bridge) del SDK de Android y el logCat integrado también en Eclipse. 
Como ha sido un proyecto realizado por una sola persona no ha sido necesario el uso 
de ningún sistema de control de versiones, como svn, aunque si se han ido haciendo 
periódicamente backups del sistema implementado. 
También se utilizado la herramienta Microsoft SQL Server Management Studio para el 








Ilustración de Ms SQL Server Management Studio 
 
5.2. EJEMPLOS ILUSTRATIVOS PARA EXPLICAR EL USO DE LAS 
TECNOLOGÍAS UTILIZADAS 
 
El uso del framework de Zend para la implementación de los servicios web en el 
backend del sistema ha provocado que la implementación del sistema tenga la 
estructura que proporciona este framework para los proyectos. 
Por la parte de la aplicación cliente como se ha usado el SDK de Android para la 
implementación, ésta obligatoriamente tiene la estructura que utiliza este SDK para los 
proyectos en Android. 
Se procurado seguir el estilo de programación que se recomienda en las dos APIs y se 
han usado los mecanismos que ofrecen en la medida de los posible. 
A continuación se van a mostrar los aspectos más relevantes según mi criterio de la 







5.2.1. ESTRUCTURA DE UN PROYECTO ZEND FRAMEWORK 
La estructura de una aplicación hecha con el framework de Zend consta de una serie 
de directorios anidados cada uno de los cuales sirve para funcionalidades diferentes.  
Al ser un framework que sigue el patrón de diseño Modelo-Vista-Controlador separa 
en su estructura estas tres capas del sistema en directorios diferentes. 
Otra característica interesante es que separa la parte pública de la aplicación (la que es 







El directorio “application” del proyecto contiene las clases del modelo que se 
encuentran el subdirectorio “models”, contiene los controladores (Front Controllers) 
que se alojan en el subdirectorio “controllers”, y contiene las vistas o plantillas 
guardadas en el subdirectorio “views” que se estructura en una serie de 
subdirectorios, cada uno con el nombre del controlador al que pertenecen. 
En principio, Zend crea las funciones de los controladores como acciones y las llama 
“actions”, y para cada acción se crea una plantilla o vista en el subdirectorio apropiado 
de las vistas (views) del controlador. 
Por otro lado tenemos el directorio “docs” para almacenar los ficheros de 
documentación del proyecto. 
Los ficheros accesibles públicamente se guardan en el directorio “public” de la 
aplicación php. Este directorio puede contener un fichero nombrado “.htaccess” 
donde se guardan características de la configuración y permisos de la aplicación web 
desde el punto de vista del servidor web Apache. 
Finalmente podemos testear la aplicación o proyecto desde la subestructura 
almacenada en el directorio “tests” dirigida exclusivamente a hacer pruebas del 
proyecto implementado. 
 
5.2.2. ESTRUCTURA DE LA APLICACIÓN CLIENTE CON ANDROID SDK 
A continuación se va a describir la estructura de una aplicación creada con el SDK de 
Android desde el IDE Eclipse. 
Como se puede ver en la figura más abajo un proyecto Android está formado por una 
estructura de directorios anidados cada uno de los cuales con funcionalidades y 
propósitos diferentes. 
El asistente para crear una aplicación en Andorid se encarga de diferentes elementos 
de la estructura de la aplicación, incluidos los archivos Java de código fuente, los 
archivos de recursos predeterminados y el archivo “AndroidManifest.xml”.  
En el proyecto principal se crea un paquete de clases con un nombre especificado por 
el programador. 
La carpeta “src” contiene los archivos de código fuente de Java que el asistente crea de 
forma automática. Esta carpeta contiene las actividades (Activities) de la aplicación, 
que básicamente son las pantallas en las que va a interactuar el usuario. 
En la carpeta “gen” se hallan los ficheros de código fuente de Java que genera 
automáticamente el SDK. Entre ellos, el más importante es el “R.java”, que contiene 
los identificadores para los distintos elementos de la interfaz de usuario de la 





de forma automática cada vez que se modifica un recurso, y los cambios manuales se 
pierden al generar la aplicación. 
 
El paquete “Android.jar” contiene las clases Java de tiempo de ejecución de Android. 





La carpeta “res” contiene todos los archivos de recursos de Android como:  
- Drawables: contiene los archivos de imágenes como mapas de bits e iconos. El 
asistente incluye un icono de Android predeterminado (icon.png). 
- Layout: contiene los archivos XML, con los elementos de la interfaz de usuario 
de las vistas de nuestras Activities. 
- Values: principalmente contiene el archivo “strings.xml”, que se utiliza para 
localizar valores de cadenas como el nombre de la aplicación y otras cadenas 
empleadas en la aplicación. 
La carpeta “bin” contiene las clases compiladas de Java (.class) de la aplicación, 
estructuradas en un paquete cuyo nombre escoge el programador. 
Finalmente, el archivo “AndroidManifest.xml” contiene la información de 
implementación y distribución del proyecto. Se presenta información esencial sobre la 
aplicación en el sistema android. El sistema de información debe estar antes de que se 
pueda ejecutar cualquier código de la aplicación.  
Entre otras cosas, el “AndroidManifest.xml” hace lo siguiente:  
- Se nombra el paquete de Java para la aplicación. El nombre del paquete sirve 
como identificador único para la aplicación.  
- En él se describen los componentes de la aplicación –activities, servicies, 
content providers, broadcast receivers de los que la aplicación se compone. Se 
nombran las clases que implementan cada uno de los componentes y publica 
sus capacidades (por ejemplo, que mensajes Intent pueden manejar). Estas 
declaraciones permiten al sistema Android saber cuáles son los componentes y 
en qué condiciones pueden ser lanzados. 
- También determina que procesos alojarán los componentes de la aplicación. 
- Se declaran los permisos que la aplicación debe tener para acceder a las partes 
protegidas de la API e interactuar con otras aplicaciones. También se declaran 
los permisos que los demás deben tener a fin de interactuar con los 
componentes de la aplicación. 
- También se declara el nivel mínimo de la API de Android que requiere la 
aplicación para ser ejecutada. Y se listan las librerías a las que la aplicación 
debe enlazar para que funcione correctamente. 
Llegados a este punto supongamos que tenemos todas las clases de la aplicación y la 
aplicación está compilada por el ADT. Pero entonces, cómo se genera el paquete de la 
aplicación a partir de las clases compiladas. Aunque no es preciso realizar estos pasos  
ya que el ADT se encarga de todo si va bien comentarlos para saber cómo funciona por 
dentro la generación de la aplicación .apk para Android. 
Recordemos que, a pesar de la dependencia de Java en tiempo de compilación, las 
aplicaciones de Android no se ejecutan en una máquina virtual de Java, sino en la 
máquina virtual “Dalvik”. Por eso, los códigos Java creados por el compilador de Eclipse 





Con las herramientas del SDK, podemos convertir los archivos del proyecto en un 
archivo listo para su ejecución en el emulador de Android. La figura siguiente muestra 
el flujo generalizado de archivos en el proceso de generación de Android. 
 
Los archivos .xml del proyecto se convierten en una representación binaria y no en 
texto como podríamos esperar, aunque mantengan su extensión .xml en el dispositivo.  
Los archivos .xml convertidos, una forma compilada de los recursos Drawable y Value, 
y el archivo DEX (classes.dex) se comprimen por medio de aapt en un archivo con el 
nombre de “nombreproyecto.apk”. 
 
5.2.3. SERVICIOS WEB IMPLEMENTADOS 
En esta sección se van a describir a modo de ejemplo el esquema de algunos servicios 
web implementados en este proyecto con el framework Zend. 
Ya que se ha implementado una aplicación cliente a parte, en el servidor no habrá 
vistas implementadas porque forman parte de la interfaz del usuario de la aplicación 
para Android. 
Por tanto, se van a describir la implementación de los controladores y de las clases del 
modelo para los servicios web. 
En Zend FW se pueden generar los controladores y clases del modelo necesarios para 
la aplicación de forma automática a través del intérprete de comandos con un par de 
instrucciones muy sencillas. 





zf create controller “nombreControlador” 
Y para crear una clase del modelo o en este caso un servicio web: 
zf créate model “nombreModelo” 
Finalmente para añadir funciones o acciones a los controladores se ejecutaría: 
zf create action “nombreAccion” “nombreControlador” 
Zend Framework no se encarga de generar automáticamente las funciones del modelo 
por lo que se tienen que crear manualmente en el fichero fuente. 
 
Controladores 
Como se ha mencionado anteriormente se ha creado un controlador para manejar las 
peticiones de cada servicio web por parte del usuario. Por tanto, se han implementado 
los siguientes controladores según los servicios implementados: 
-IndexController.php: controlador principal de la aplicación que crea el framework de 
forma predeterminada al crear el proyecto. 
- AutenticacionController.php: controlador para el servicio de autenticación del 
sistema. 
- ActividadesController.php: controlador para el servicio relacionado con las 
actividades formativas. 
- InscripcionesController.php: controlador encargado de manejar las peticiones 
relacionadas con las inscripciones a actividades formativas. 
- ExpedienteController.php: es el controlador que gestiona el servicio web de 
expedientes de los usuarios. 
- ConsultasInfoController.php: controlador encargado de manejar las peticiones a los 
servicios relacionados con información y consultas al ICE. 
- ErrorController.php: controlador que proporciona Zend framework de forma 
predeterminada para manejar los errores de la aplicación. 
 
A continuación, vamos a mostrar el código del controlador de autenticación de 
usuarios que es diferente al resto de controladores de la aplicación.  
Además como ejemplo, vamos a mostrar la implementación del controlador de 
actividades, estructura del cual siguen los demás controladores, a excepción del 










class AutenticacionController extends Zend_Controller_Action 
{ 
 
 private $user; 
 private $pasw; 
 
 public function init() 
 { 
  /* Initialize action controller here */ 
 } 
 
 public function indexAction() 
 { 
  // action body 
  if(isset($_POST['user']) && isset($_POST['password']) && 
!isset($_SESSION['user'])){  
 
   $res = $this->autenticaSOA($_POST['user'], $_POST['password']); 
   var_dump($res); 
 
   if($res){ 
    session_start(); 
    $_SESSION['username'] = $_POST['user']; 
    $_SESSION['user'] = md5($_POST['user']); 
    $_SESSION['timeout'] = time(); 
    return $_SESSION['user']; 
   }else{ 
    return 'No autoritzat!'; 
   } 
  }else{ 
   return 'Ja estas validat!'; 
  } 
 } 
 
 public function autenticaSOA($username,$contrasenya){ 
 
  /* Configuracio de SOA */ 
  $uri = "https://bus-soa.upc.edu/GestioIdentitat/Personesv1?wsdl"; // 
Adresa del bus SOA 
  $usuari = 'apl.gcice'; // Nom d'usuari per validar-se al bus SOA 
  $password = '4plgc1c3'; // Contrasenya per validar-se al bus SOA 
  /* Valors per defecte */ 
  $param = array('nomUsuari' => $username,'contrasenya' => $contrasenya); 
  /* Crida al bus SOA */ 
  $client = new WSSoapClient($uri, $usuari, $password); 
  try { 
   $result = $client->autenticaUsuari($param); 
   if (!isset($result->return) || !$result->return->ok) { 
    //print_r($result); 
    return false; 
   } else { 
    $content = $result->return->autoritzat; 
    //print_r($content); 
    return $content; 
   } 
  } catch (SoapFault $exception) { 
   print_r($exception); 








Tenemos la función indexAction() que recoge la petición de autenticación por parte del 
cliente. Llama a la función autenticaSOA con los parámetros de nombre de usuario y 
contraseña pasados por el cliente y se la respuesta es cierta, crea una sesión en el 
sistema para el usuario autenticado. 
La función autenticaSOA se encarga de llamar al servicio web del bus SOA de la UPC 
que se encarga de autenticar a los usuarios con acreditación. Se le pasa como 
parámetros de entrada el nombre de usuario y contraseña del usuario para los 
servicios de la UPC y está le pasa los mismos parámetros al cliente SOAP junto con la 
uri del servicio del bus SOA al que se desea llamar. 





class ActividadesController extends Zend_Controller_Action 
{ 
 
 public function init(){} 
 
 public function soapAction() 
 { 
  if(isset($_SESSION['user'])){ 
   if (APPLICATION_ENV == 'development') { 
    ini_set("soap.wsdl_cache_enabled", 0); //for 
development 
   } 
   Zend_Loader::loadClass('Application_Model_Actividades'); 
   $server = new Zend_Soap_Server(URI); 
   $server->setObject(new Application_Model_Actividades()); 
   $server->handle(); 
 
  }else{ 
   return "No estas autoritzat. Si us plau, valida't"; 
  } 
   
 } 
 
 public function wsdlAction() 
 { 
  if(isset($_SESSION['user'])){ 
   if (APPLICATION_ENV == 'development') { 
    ini_set("soap.wsdl_cache_enabled", 0);//for development 
   } 
   use_soap_error_handler(true); 
   $autodiscover = new Zend_Soap_AutoDiscover 
('Zend_Soap_Wsdl_Strategy_ArrayOfTypeComplex'); 
   $autodiscover->setClass('Application_Model_Actividades'); 
   $autodiscover-> 
setUri('https://'.$_SERVER['SERVER_NAME'].'/actividades/wsdl'); 
   $autodiscover->handle();   
}else{ 
   return "No estas autoritzat. Si us plau, valida't"; 








El controlador de actividades contiene una variable constante URI que es la url para 
obtener el wsdl del servicio web Actividades.  
A continuación viene la clase ActividadesController que extiende de 
Zend_Controller_Action, la implementación predeterminada de Zend de un Front 
Controller.  
Según la filosofía del framework, cada función en el controlador es una acción, por eso 
el nombre de las funciones acaba con la palabra “Action”.  
Aquí, para crear cada servicio web completo a través del controlador hemos creado 
tres acciones principales. 
Una es indexAction(), que es la acción principal desde donde el usuario cliente hace la 
petición del servicio. A esta función se le puede pasar por GET (desde la url) el valor 
“wsdl” o no, que indica que el usuario llama al servicio en el modo wsdl o no.  
 public function indexAction() 
 { 
  try{ 
  if(isset($_SESSION['user'])){ 
    if((time()-$_SESSION['timeout']) < 1800){ 
 
     $this->_helper->viewRenderer->setNoRender(); 
 
     if(isset($_GET['wsdl'])) { 
      //return the WSDL 
      $this->wsdlAction(); 
     } else { 
      //handle SOAP request 
      $this->soapAction(); 
     } 
 
     $_SESSION['timeout'] = time(); 
 
    }else{ 
     session_destroy(); 
     session_unset(); 
     return 'Ha expirat el temps de sessio. Has estat 
mes de 30 minuts inactiu. Si us plau, torna a validar-te'; 
    } 
   }else{ 
    return "No estas autoritzat. Si us plau, valida't"; 
   } 
 
  } 
  catch(Exception $e){ 
   echo 'Excepcion capturada: '.  $e->getMessage(). "<br>". ' 
code: '.$e->getCode(); 








Una vez comprobadas la autenticación del usuario y que no ha acabado el tiempo de 
sesión, indexAction() llama a la acción wsdlAction() si el cliente a pedido el modo wsdl 
o, si no llama a soapAction(). 
La acción wsdlAction() genera automáticamente el wsdl del servicio web Actividades a 
través de la función Zend_Soap_Autodiscover() del framework. Simplemente se le pasa 
la clase que contiene definida las funciones del servicio y se lanza el servidor. 
La acción soapAction() crea el servidor SOAP con la función Zend_Soap_Server(URI) del 
framework, pasándole como parámetro la url del servicio e indicando la clase que 
implementa las funciones del servicio web. 
 
Modelo 
Tal como se describe en la sección anterior cada servicio web se ha creado en una 
clase y fichero php diferentes ubicados en la carpeta “models” del proyecto, ya que los 
servicios representan las clases del modelo. 
Como se puede ver más abajo los nombre de las clases del modelo empiezan con las 
palabras “Application_Model_” y esto es debido a que el framework de Zend utiliza 
estas palabras para identificar las clases que son del modelo. 
Por lo tanto se han creado las siguientes clases del modelo según los servicios web 
implementados: 
- Application_Model_Actividades (Actividades.php): contiene las funciones del 
servicio web que tiene que ver con la gestión de las actividades formativas.  
- Application_Model_Inscripciones (Inscripciones.php): contiene las funciones del 
servicio que tienen que ver con la gestión de las inscripciones a actividades.  
- Applicaction_Model_Expediente (Expediente.php): contiene las funciones del 
servicio web que gestionan los expedientes de los usuarios. 
- Application_Model_ConsultasInfo (ConsultasInfo.php): es la clase donde se definen 
las funciones relacionadas con el servicio de consultas e información del ICE. 
- WSSoapClient (WSSoapClient.php): esta clase no implementa un servicio web, pero sí 
un cliente Soap, necesario para la llamada al servicio web del bus SOA para la 
autenticación del usuario. Por eso se ha decidido que también debe formar parte de 
las clases del modelo. 
A continuación se va a mostrar, a modo de ejemplo, el código del modelo para el 
servicio web de las actividades “Application_Model_Actividades”.  
No creo que sea necesario mostrar el código del resto de servicios ya que los demás 










 * @param string $tipo 
 * @return array|object 
 */ 
 public function getActividadesAbiertasPorTipo($tipo){ 
  try{ 
   $db = Zend_Registry::get('dbAdapter'); 
   $db->getConnection(); 
    
   if($db->isConnected()){ 
    $tipo = (int)$tipo; 
    $act_exclosa = 51731; 
    $sql = "exec 
gcice_2005.ConsultaActivitatsObertesPerActivitat2 ?"; 
     
    $stmt = $db->query($sql,array($tipo)); 
    $acts = $stmt->fetchAll(); 
    return $acts; 
   }else{ 
    return "No conectado"; 
   }  
  }catch (Exception $e) { 
   return 'Excepcion capturada: '.  $e->getMessage().'<br>'; 




 * @return array|object 
 */ 
 public function consultaTiposActividad(){ 
  try{  
   $db = Zend_Registry::get('dbAdapter'); 
   $db->getConnection(); 
   if($db->isConnected()){ 
    $sql = "exec ConsultaTipusActivitats"; 
    $stmt = $db->query($sql);; 
    $tipus = $stmt->fetchAll(); 
    return $tipus; 
   }else{ 
    return "No conectado"; 
   } 
  } 
  catch (Exception $e){ 
   return 'Excepcion capturada: '.  $e->getMessage(). "\n"; 




 * @param int $id 
 * @return array|object 
 */ 
 public function getFichaActividad($id){ 
  try{ 
   $db = Zend_Registry::get("db"); 
   $db->getConnection(); 








Tal como se muestra más arriba las funciones del servicio web están documentadas de 
una forma específica para que el controlador pueda crear más tarde el fichero wsdl y el 
servidor SOAP del servicio de forma correcta. 
Se deben indicar las variables de los parámetros de entrada de las funciones con la 
expresión “@param” delante de ellas. Además el tipo de retorno de las funciones se 
debe expresar después de la expresión “@return”, antes del comienzo de cada 
función. 
Dentro de cada función hay un bloque try{}…catch(){} para controlar los errores que se 
puedan las excepciones que se puedan producir en la llamada a las funciones.  
Las funciones que necesitan conectarse a la base de datos del GCICE lo han a través de 
un objeto PDO cuya configuración de conexión a la base datos se encuentra 
    //fitxaXML 
    $sql = 'SELECT * FROM EdicioActivitat ea WHERE 
ea.codi_edi_act = ?'; 
    $stmt = $db->query($sql,array(int($id))); 
    $result = $stmt->fetchAll(); 
    return $result; 
   }else{  
    return "No conectado"; 
   } 
  } 
  catch (Exception $e) { 
   echo 'Excepcion capturada: ',  $e->getMessage(), "\n"; 




 * @param string $actExclosa 
 * @return array|object 
 */ 
 public function getNombreActividadesAbiertas($actExclosa){ 
  try{ 
   $db = Zend_Registry::get("db"); 
   $db->getConnection(); 
   if($db->isConnected()){ 
    $actExclosa = (int)$actExclosa; 
    $sql = "exec 
gcice_2005.NombreActivitatsObertesPerActivitat2 ?"; 
    $stmt = $db->query($sql, array($actExclosa)); 
    $noms = $stmt->fetchAll(); 
    return $noms; 
   }else{ 
    return "No conectado"; 
   } 
  } 
  catch(Exception $e){ 
   echo 'Excepcion capturada: ',  $e->getMessage(), "\n"; 









implementada en el fichero “Bootstrap.php” de la aplicación, fichero que mostraremos 
más adelante. En realidad se utiliza la clase Zend_DB_Adapter para la conexión, ya que 
sirve de adaptador para conectarse a un sistema gestor de base de datos concreto, en 
este caso Microsoft SQL Server. Usando el driver y la extensión pdo_dblib de PHP para 
sistemas Linux. 
Una vez hechas las consultas a la base de datos, se liberan los recursos y la conexión 




El fichero de Bootstrap.php es un archivo imprescindible de cualquier proyecto hecho 
con el framework Zend de PHP que se encarga de inicializar los recursos de la 
aplicación. 
La clase Bootstrap define que recursos y componentes que se deben inicializar. De 
forma predeterminada, el Front Controller es inicializado (Zend_Controller_Front), y 
configura por defecto el directorio “application/controllers/” para manejar los 
Controladores (Action Controllers). 
En la clase Boostraps podemos incluir recursos para que estos sean inicializados 
cuando arranca la aplicación. Para ello debemos agregar métodos cuyo nombre debe 
comenzar con el carácter underscore [ _ ] seguido de la palabra init (llamado el prefijo 
_init) y el nombre del recurso, comenzando este último en mayúscula y caracteres 
alfanuméricos. 
En este caso hemos creado la función “_initDb()” para la configuración y conexión a la 
base de datos, y las hemos registrado como adaptador Zend_DB_Adapter por defecto 
en el registro de Zend (Zend_Registry). 
Por motivos de seguridad no se muestran los detalles de la implementación de la 
conexión a la base de datos del GCICE. 
A continuación se muestra el código de la clase Bootstrap para este proyecto: 
 
class Bootstrap extends Zend_Application_Bootstrap_Bootstrap 
{ 
 /** 
  * Loading configuration from ini file 
  */ 
 protected function _initDb() 
 { 
  try{ 
   $config = array( 
     'host' => $host, 
     'username' => $user, 








5.2.4. APLICACIÓN CLIENTE IMPLEMENTADA 
Como se ha descrito en la sección 5.2.2. la estructura de cualquier aplicación para 
Android desarrollada con el SDK tiene una serie de clases .java que contienen las 
activitities (pantallas) de la aplicación que interactúan con el usuario, y una serie de 
recursos, entre ellos los layouts (ficheros xml) que definen los componentes de las 
vistas o interfaz de usuario de la aplicación. 
Así pues, en la aplicación implementada tenemos las siguientes clases activity: 
- AutenticacionActivity: es la actividad que se encarga de autenticar al usuario que 
introduce sus credenciales (usuario y contraseña) en la pantalla, y llama al servicio SOA 
de autenticaUsuari. Es el único punto de entrada de la aplicación. 
- ServiciosActivity: es la actividad que muestra en una lista los servicios disponibles en 
la aplicación (gestión de actividades, gestión de expedientes, y consultas e información 
del ICE). 
- GestionActividadesActivity: actividad que muestra en una lista los servicios 
relacionados con la gestión de las actividades formativas. Tenemos disponible la lista 
de actividades, fichas de actividad, inscripciones a actividades y consulta de estado de 
las inscripciones. 
- ActividadesActivity: actividad que muestra en una lista las actividades formativas 
abiertas para inscribirse. 
- FichaActivity: muestra la ficha de una actividad formativa escogida por el usuario en 
la lista mostrada por la actividad anterior (ActividadesActivity). 
- InscripcionActivity: activity que se encarga de realizar la inscripción de un usuario a 
una actividad formativa escogida en la lista de actividades abiertas mostrada en la 
actividad ActividadesActivity. 
     'dbname' => $dbname, 
     'pdoType' => 'dblib', 
     'charset' => 'utf8' 
   ); 
    
   $db = Zend_Db::factory('Pdo_Mssql', $config); 
   Zend_Db_Table::setDefaultAdapter($db); 
   Zend_Registry::set('dbAdapter', $db); 
    
  }catch (Exception $e) { 
   echo 'Excepción capturada: '.  $e->getMessage(); 









- EstadoInscripcionesActivity: activity encargada de mostrar una lista del estado de las 
inscripciones realizadas por el usuario a actividades formativas. 
- ExpedienteActivity: es la actividad que muestra al usuario el listado de acciones 
disponibles relacionadas con la gestión del expediente. Las opciones disponibles son la 
consulta de colaboraciones, la consulta de participaciones,  y la solicitud de 
certificados. 
- ColaboracionesActivity: activity que muestra una lista de las colaboraciones en 
actividades formativas ya realizadas en ediciones anteriores por el usuario registrado. 
- ParticipacionesActivity: es la activity encargada de mostrar la lista de participaciones 
en actividades formativas realizadas en ediciones anteriores por el usuario. 
- CertificadosActivity: es la actividad donde el usuario solicita el certificado de alguna 
colaboración o participación de alguna actividad formativa realizada. 
- ConsultasInfoActivity: es la actividad que muestra al usuario el listado de acciones 
disponibles relacionadas con la gestión de consultas e información del ICE. Las 
opciones disponibles actualmente son la consulta general a través de un formulario y 
el envío de email, apuntarse a lista de distribución, y consultar la información del ICE.  
- ConsultaActivity: es la activity donde el usuario puede realizar una consulta de 
carácter general al ICE a través de un formulario. 
- ListaDistribucionActivity: es la actividad que realiza la inscripción del usuario a la lista 
de distribución del ICE. 
- InfoIceActivity: está es la activity encargada de mostrar al usuario por pantalla la 
información más relevante sobre el centro ICE. 
Para cada una de las clases activities también se ha creado un fichero xml layout donde 
se definen los componentes del diseño de la vista (view) de cada pantalla.  
Así pues a continuación se describen los layout creados para la aplicación: 
- autenticacion.xml: es la vista que define el formulario de login para la autenticación 
del usuario. Contiene los EditText para introducir el nombre de usuario y la contraseña 
y el botón para realizar la acción de validarse (llamar al servicio de autenticaion del bus 
SOA). 
- servicios.xml: es la vista donde se define la lista (listview) de los servicios disponibles 
en la aplicación. Hay tres elementos: gestión de actividades, gestión de expediente, y 
consultas e información. Cada uno llama a una actividad diferente de la aplicación. 
- gestión_actividades.xml: esta vista es una lista (listview) de los servicios disponibles 
relacionados con la gestión de actividades formativas. Contiene cuatro elementos: lista 
de actividades abiertas, ficha de actividades, inscripción de actividades, y estado de las 





- actividades.xml: vista que define una lista (listview) de elementos que contienen el 
nombre de las actividades formativas abiertas en estado de inscripción. 
- ficha_actividad.xml: vista que define la ficha de una actividad formativa. Contiene el 
título de la actividad, el tipo de actividad, las horas de la actividad, los colaboradores 
que imparten la actividad, las sesiones que tiene, y la información descriptiva de la 
actividad. 
- inscripción.xml: fichero donde se define la vista de la inscripción a una actividad. Se 
muestran los datos personales y de la actividad a la que se va inscribir el usuario. Un 
botón que realiza la acción de inscripción llamando al servicio web de inscripciones.  
- estado_inscripciones.xml: fichero que define la vista de los estados de las 
inscripciones realizadas por el usuario. Básicamente muestra una lista (listview) con el 
nombre de las actividades y el estado de la inscripción. 
- expediente.xml: vista donde se define una lista (listview) de los servicios disponibles 
relacionados con la gestión del expediente del usuario. Contiene tres elementos: 
consulta de colaboraciones, consulta de participaciones, y solicitud de certificados. 
- colaboraciones.xml: vista donde se define la lista de colaboraciones realizadas por el 
usuario en ediciones pasadas de actividades formativas. Contienen el nombre de la 
actividad y el tipo de colaboración. 
- participaciones.xml: vista donde se define la listview de participaciones realizadas 
por el usuario en ediciones pasadas de actividades formativas. Contienen el nombre de 
la actividad y si tiene o no derecho a certificado. 
- solicitud_certificado.xml: vista que define el formulario donde el usuario solicita el 
certificado de una participación o colaboración realizada y escogida en una de las dos 
actividades anteriores. 
- consultas_info.xml: vista donde se define la lista o listview de los servicios 
disponibles relacionados con la gestión de consultas e información del ICE. La lista 
contiene tres elementos: consulta general, apuntarse a lista de distribución, y 
consultar información del ICE. La selección de cada elemento llama a una actividad 
diferente de la aplicación. 
- consulta_general.xml: vista que define el formulario donde el usuario realiza una 
consulta de carácter general al ICE. Básicamente contiene tres editText donde el 
usuario introduce el email para recibir respuesta, el asunto o título de la consulta, y el 
mensaje (en este caso un MultiLine). Y un botón para realizar la acción de enviar la 
consulta a través del servicio SOAP. 
- lista_distribucion.xml: vista que define el formulario donde el usuario se apunta a la 
lista de distribución del ICE. Principalmente contiene un editText donde el usuario 
introduce el email para recibir las noticias, y un botón para realizar la acción de llamar 





- info_ice.xml: fichero que define la vista donde se muestra al usuario la información 
relacionada con el ICE, como ubicación, horarios o contactos. Principalmente casi 
todos los componentes son textviews no editables. 
En esta sección se va a mostrar la implementación de la activity de servicios y el layout 
xml de su interfaz (de usuario) como ejemplo ilustrativo de la tecnología usada para la 
implementación de la aplicación cliente para Android. 















public class ServiciosActivity extends Activity { 
 // Variables para manipular los controles de la UI 
 private Hashtable<String, String> mapeigServeis = new Hashtable<String, String>(); 
 
 private Servicios[] serveis = new Servicios[] { 
   new Servicios("Gestió d'Activitats", 
     "Activitats formatives de l'ICE"), 
   new Servicios("Gestió d'Expedient", 
     "Historial de col·laboracions i participacions"), 








 public void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.servicios); 
  mapeigServeis.put("Gestió d'Activitats", "Activitats formatives de l'ICE"); 
  mapeigServeis.put("Gestió d'Expedient", "Historial de col·laboracions i 
participacions"); 
  mapeigServeis.put("Consultes i Informació", "Comunicació amb l'ICE"); 
  AdaptadorTitulares adaptador = new AdaptadorTitulares(this); 
  ListView lstServicios = (ListView) findViewById(R.id.lstServicios); 
  lstServicios.setAdapter(adaptador); 
  lstServicios.setOnItemSelectedListener(new 
AdapterView.OnItemSelectedListener() { 
    public void onItemSelected(AdapterView<?> parent, 
       View view, int position, long id) { 
      // TODO Auto-generated method stub 
      String titol = serveis[position].getTitulo();  
     } 
    public void onNothingSelected(AdapterView<?> parent){ 
      // TODO Auto-generated method stub 
     }     
    });   
  Servicios serveiSelected = (Servicios)lstServicios.getSelectedItem(); 
  Intent itemintent=null; 
  if(serveiSelected.getTitulo().toString().equals("Gestió d'Activitats")){ 
   // preparo Intent 
   itemintent = new Intent(this, GestionActividadesActivity.class); 
  }else if(serveiSelected.getTitulo().toString().equals("Gestió d'Expedient")){ 







}else if(serveiSelected.getTitulo().toString().equals("Consultes i Informació")){ 
   itemintent = new Intent(this, ConsultasInfoActivity.class); 
  } 
  itemintent.putExtra("servei",(Serializable) 
serveiSelected.getTitulo().toString()); 
  this.startActivity(itemintent);  
 } 
 
 @Override protected void onActivityResult(int requestCode, int resultCode, Intent 
intent) {  
      super.onActivityResult(requestCode, resultCode, intent);      
      switch(requestCode) {      
      case 0: result=true; 
        break;  
      default: result=false; 
        break; 
      }       
     } 
 
 class AdaptadorTitulares extends ArrayAdapter { 
  Activity context; 
  AdaptadorTitulares(Activity context) { 
   super(context, R.layout.listitem_servicio, serveis); 
   this.context = context; 
  } 
  public View getView(int position, View convertView, ViewGroup parent) { 
   LayoutInflater inflater = context.getLayoutInflater(); 







Ejemplo de layout xml: Servicios.xml 
 
Aquí se puede ver como la vista de la actividad se define en formato xml. Se pone un 
linearlayout como componente principal, y a éste se le añaden los diferentes 
elementos de la vista. En este caso un textView con el nombre descriptivo de la lista y 
un listView como lista de servicios disponibles. 
Por último, vamos a introducir un breve ejemplo de la llamada a un servicio web desde 
la aplicación para Android. Las llamadas se hacen a través del uso de la librería 
“Ksoap2” para Android. 
<?xml version="1.0" encoding="utf-8"?> 
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:orientation="vertical"  
    android:padding="5dp"> 
 
 
    <TextView 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:text="@string/selecService" /> 
     
    <ListView 
        android:id="@+id/lstServicios" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" android:clickable="true" 
android:choiceMode="none"> 
 
    </ListView> 
 
</LinearLayout> 
   TextView lblTitulo = (TextView) item.findViewById(R.id.LblTitulo); 
   lblTitulo.setText(serveis[position].getTitulo()); 
   TextView lblSubtitulo = (TextView) item 
     .findViewById(R.id.LblSubTitulo); 
   lblSubtitulo.setText(serveis[position].getSubtitulo()); 
   return (item); 








     
A continuación pasamos a las pruebas del sistema realizadas en proyecto. 
 
btnEnviar.setOnClickListener(new OnClickListener() {   
   @Override 
   public void onClick(View v) {       
    private static String NAMESPACE = 
"https://icemobil.upc.edu/"; 
    private static String URL = 
"https://icemobil.upc.edu/Actividades?wsdl"; 
    private static String METHOD_NAME = 
"getNombreActividadesAbiertas"; 
    private static String SOAP_ACTION = 
"https://icemobil.upc.edu/Actividades/soap"; 
    SoapObject request = new SoapObject(NAMESPACE, 
METHOD_NAME); 
    request.addProperty("titol", txtNombre.getText().toString());  
    request.addProperty("data", txtData.getText().toString());  
    SoapSerializationEnvelope envelope =  
      new 
SoapSerializationEnvelope(SoapEnvelope.VER11);  
    envelope.dotNet = false;  
    envelope.setOutputSoapObject(request); 
    HttpTransportSE transporte = new HttpTransportSE(URL); 
    try  
    { 
     transporte.call(SOAP_ACTION, envelope); 






6. PRUEBAS DEL SISTEMA 
En la etapa de pruebas del sistema o “testing” se investiga de forma empírica y técnica 
con el objetivo de proporcionar información objetiva e independiente sobre la calidad 
del software bajo pruebas a la parte interesada o “stakeholders”. Por tanto es una 
etapa importante, ya que determinará el cumplimiento de los requisitos y objetivos 
demandados por el cliente y los usuarios. 
Las pruebas son básicamente un conjunto de actividades dentro del desarrollo de 
software, y dependiendo del tipo de pruebas, estas actividades podrán ser 
implementadas en cualquier momento de dicho proceso de desarrollo. 
Así pues tenemos las pruebas funcionales que se basan en la ejecución, revisión y 
retroalimentación de las funcionalidades previamente diseñadas para el software, para 
comprobar el correcto funcionamiento de todas las funcionalidades implementadas. 
Tenemos las pruebas de usabilidad que son una forma de medir cómo de bien puede 
una persona usar el software implementado. Y tenemos las pruebas de rendimiento 
que son las pruebas que se realizan, desde una perspectiva, para determinar lo rápido 
que realiza una tarea un sistema en condiciones particulares de trabajo. 
Existen más tipos de pruebas en la realidad, como las pruebas de humo, de regresión, 
de aceptación, de seguridad, de escalabilidad, etc., pero en el ámbito de este proyecto 
solo se van a ver los tres tipos descritos arriba. 
 
6.1. DISEÑO DE LOS J UEGOS DE PRUEBAS Y RESULTADOS OBTENIDOS 
Como ya hemos mencionado anteriormente los tres tipos de pruebas usados en este 
proyecto son los siguientes: pruebas funcionales, pruebas de usabilidad y pruebas de 
rendimiento. 
         6.1.1. PRUEBAS FUNCIONALES 
Las pruebas funcionales de un sistema software son las que pretenden comprobar o 
verificar el correcto funcionamiento de todas las funcionalidades implementadas del 
proyecto. Pretenden comprobar que se cumple con las funciones específicas para el 
cual ha sido creado.  
A este tipo de pruebas se le denomina también pruebas de comportamiento o pruebas 
de caja negra, ya que los testers o analistas no enfocan su atención a como se generan 
las respuestas del sistema, básicamente el enfoque de este tipo de prueba se basa en 
el análisis de los datos de entrada y en los de salida. Las pruebas funcionales en la 
mayoría de los casos son realizadas manualmente por el analista de pruebas. 
Si una funcionalidad del sistema funciona correctamente entonces debe de mantener 





realizar una prueba unitaria. Esta sirve para asegurar que la funcionalidad o módulo 
funciona correctamente por separado. Después con las pruebas de integración se 
pueden asegurar el correcto funcionamiento del sistema completo. 
La idea es escribir casos de prueba para cada función no trivial del módulo de forma 
que cada caso sea independiente del resto. Una ventaja es que estas pruebas se suelen 
realizar de manera automatizada por las herramientas de desarrollo.  
La herramienta de desarrollo usada en este proyecto es el framework PHPUnit, 
entorno para las pruebas unitarias en el lenguaje PHP. Como todos los frameworks de 
pruebas unitarias, PHPUnit utiliza assertions para verificar que el comportamiento de 
una unidad de código es el esperado. Un accesorio de prueba (test fixture) es un 
conjunto de precondiciones o estados necesarios para que se ejecute una prueba. 
También se conoce a esto como contexto de prueba. Los métodos setup() y teardown() 
sirven para inicializar y limpiar los accesorios de prueba. 
 
Descripción y resultados 
La gran mayoría de pruebas se han ido realizando durante la implementación de las 
clases del sistema. A medida que se van implementando nuevas clases o módulos se 
van testeando de forma exhaustiva gracias al framework, comprobando las 
posibilidades de ejecución de cada método implementado por separado. A 
continuación se detallan algunas de las pruebas realizadas para los servicios web del 
sistema. 
Creación del controlador de Autenticación: desde las vistas del framework para el 
controlador se ha creado un nuevo cliente SOA para la autenticación, se ha llamado a 
las funciones indexAction y autenticaSOA con los parámetros de entrada de usuario y 
contraseña, y el servicio del bus SOA ha devuelto los resultados posibles de la función 
de autenticación según los parámetros pasados.  
testIndexAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función indexAction del controlador.  
testAutenticaSOA: se ha comprobado con esta función el correcto funcionamiento de 
la función autenticaSOA del controlador. 
Creación del controlador de Actividades: desde las vistas del framework para el 
controlador se ha creado un nuevo cliente Zend_Soap, se ha llamado a las acciones del 
controlador con los parámetros posibles. Se ha creado un fichero wsdl del servicio de 
Actividades y se ha lanzado instancia del servidor Zend_Soap para el servicio. 
testIndexAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función indexAction del controlador. 
testSoapAction: se ha comprobado con esta función el correcto funcionamiento de la 





testwsdlAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función wsdlAction del controlador. 
testclientAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función clientAction del controlador. 
Test de getActividadesAbiertasPorTipo: se ha comprobado el funcionamiento de la 
función obteniendo las actividades abiertas según los tipos posibles pasados como 
parámetros consultados mediante la llamada de storedprocedure a la base de datos. 
Test de consultaTiposActividad: se ha comprobado el funcionamiento de la función 
obteniendo los tipos de las actividades mediante la llamada a una storedprocedure de 
la base de datos. 
Test de getFichaActividad: se ha comprobado el funcionamiento de la función 
obteniendo las fichas de las actividades según los identificadores pasados como 
parámetros consultados mediante consultas directas a la base de datos. 
Test de getNombreActividadesAbiertas: se ha comprobado el funcionamiento de la 
función obteniendo los nombres de las actividades abiertas consultados mediante la 
llamada directa a una storedprocedure de la base de datos. 
Creación del controlador de Inscripciones: desde las vistas del framework para el 
controlador se ha creado un nuevo cliente Zend_Soap, se ha llamado a las acciones del 
controlador con los parámetros posibles. Se ha creado un fichero wsdl del servicio de 
Inscripciones y se ha lanzado instancia del servidor Zend_Soap para el servicio. 
testIndexAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función indexAction del controlador. 
testSoapAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función soapAction del controlador. 
testwsdlAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función wsdlAction del controlador. 
testclientAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función clientAction del controlador. 
Test de getEstadoInscripciones: se ha comprobado el funcionamiento de la función 
obteniendo los estados de las inscripciones abiertas de un usuario consultadas 
mediante la llamada directa a una storedprocedure de la base de datos. 
Test de inscripcionActividad: se ha comprobado el funcionamiento de la función 
realizando las inscripciones a actividades pasadas por el usuario, creándose los 
registros de InscripcionActividad y las relaciones con el usuario en la base de datos. 
Creación del controlador de Expedientes: desde las vistas del framework para el 





controlador con los parámetros posibles. Se ha creado un fichero wsdl del servicio de 
Expedientes y se ha lanzado instancia del servidor Zend_Soap para el servicio. 
testIndexAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función indexAction del controlador. 
testSoapAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función soapAction del controlador. 
testwsdlAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función wsdlAction del controlador. 
testclientAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función clientAction del controlador. 
Test de consultarColaboraciones: se ha comprobado el funcionamiento de la función 
obteniendo las colaboraciones de un usuario registrado mediante la llamada directa a 
una storedprocedure de la base de datos. 
Test de consultarParticipaciones: se ha comprobado el funcionamiento de la función 
obteniendo las participaciones como alumno de un usuario registrado mediante la 
llamada directa a una storedprocedure de la base de datos. 
Test de solicitarCertificadosColaboraciones: se ha comprobado el funcionamiento de 
la función realizando la solicitud de certificado de colaboraciones de un usuario, 
creándose los registros de Certificados y las relaciones con el colaborador en la base de 
datos. 
Test de solicitarCertificadosParticipaciones: se ha comprobado el funcionamiento de 
la función realizando la solicitud de certificado de participaciones de un usuario, 
creándose los registros de Certificados y las relaciones con el alumno en la base de 
datos. 
Creación del controlador de ConsultasInfo: desde las vistas del framework para el 
controlador se ha creado un nuevo cliente Zend_Soap, se ha llamado a las acciones del 
controlador con los parámetros posibles. Se ha creado un fichero wsdl del servicio de 
ConsultasInfo y se ha lanzado instancia del servidor Zend_Soap para el servicio. 
testIndexAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función indexAction del controlador. 
testSoapAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función soapAction del controlador. 
testwsdlAction: se ha comprobado con esta función el correcto funcionamiento de la 
acción o función wsdlAction del controlador. 
testclientAction: se ha comprobado con esta función el correcto funcionamiento de la 





Test de consulta: se ha comprobado el funcionamiento de la función realizando la 
consulta de un usuario registrado, y comprobando la creación del registro Consulta y la 
relación con el usuario en la base de datos. 
Test de listaDistribucion: se ha comprobado el funcionamiento de la función 
realizando la petición de un usuario registrado, y comprobando que se ha añadido al 
usuario en la listaDistribucion de la base de datos.  
Test de consultarInfoICE: se ha comprobado el funcionamiento de la función 
realizando la petición de la información disponible sobre el ICE, y obteniendo la 
información deseada como resultado. 
Test de enviarEmail: se ha comprobado el funcionamiento de la función realizando el 
envío de emails con un usuario registrado al personal del ICE encargado. 
 
6.1.2. PRUEBAS DE USABILIDAD 
Las pruebas de usabilidad del sistema pretenden medir lo bien que una persona o 
usuario puede usar el sistema implementado. Las pruebas consisten en seleccionar a 
un grupo de personas que van a utilizar el sistema y solicitarles que lleven a cabo las 
tareas para las cuales fue diseñada, mientras que el equipo de diseño toma nota de la 
interacción, sobretodo de los errores y dificultades con las que se encuentran los 
usuarios. 
Descripción 
El propósito de las pruebas de usabilidad realizadas en el proyecto es saber si la 
navegabilidad y distribución de las pantallas y elementos en la aplicación cliente son 
sencillas de aprender y usar por los usuarios. Por ello, se han seleccionado dos clientes 
o stakeholders familiarizados con el proyecto y se les ha pedido que realicen algunas 
acciones con la aplicación: 
- Autenticarse en el sistema. 
- Consultar la lista de actividades. 
-  Inscripción a una actividad. 
- Consultar participaciones de actividades. 
- Solicitar un certificado. 
- Hacer una consulta general. 
Normalmente los resultados se pueden analizar comprobando el número de acciones 
necesarias para cada tarea por parte de los usuarios o calculando el tiempo necesario 






Los usuarios han sido capaces de entender las tareas y las han realizado en un tiempo 
aceptable. Aunque se ha tomado nota y comprobado que el sistema es un poco lento 
en algunas tareas y no avisa o notifica todas las acciones de manera clara. Gracias a 
estas pruebas se han detectado estos problemas y se ha tomado nota de ellos para 
resolverlos en tareas futuras. 
  
 
         6.1.3. PRUEBAS DE RENDIMIENTO 
 
Las pruebas de rendimiento pueden servir para diferentes propósitos. Normalmente 
son las pruebas que se realizan, desde una perspectiva, para determinar lo rápido que 
realiza una tarea un sistema en condiciones particularmente altas de trabajo. También 
puede servir para validar y verificar otros atributos de la calidad del sistema, tales 
como la escalabilidad, fiabilidad y uso de los recursos.  
En este caso el proyecto desarrollado no va ser utilizado por un elevado número de 
usuarios ni tampoco va a resultar una carga elevada de trabajo en el sistema por su 
uso incluso en los picos de tráfico comprobados. Por tanto, las pruebas de rendimiento 
carecen de relevancia en estas circunstancias. 
 
Finalmente, con esto damos por concluida la descripción de las pruebas del sistema 















7. PLANIFICACIÓN REAL Y VALORACIÓN ECONÓMI CA 
 
7.1. PLANIFICACIÓN REAL 
Durante el desarrollo del proyecto es probable que la planificación inicial haya sufrido 
cambios debido a dificultes e imprevistos que no se pueden prever. 
Abajo se detalla la planificación real del proyecto y se exponen las diferencias respecto 
a la planificación inicial realizada. 
La tabla siguiente muestra los tiempos reales dedicados al proyecto en cada fase: 
Nombre de tarea Duración Comienzo Fin Predecesoras 
Proyecto 200 días mié 21/09/11 mar 26/06/12 
 
   Análisis de requisitos 21 días jue 22/09/11 jue 20/10/11 
 
   Especificación 30 días vie 21/10/11 jue 01/12/11 2 
   Plataforma (servidor) 15 días vie 02/12/11 jue 22/12/11 3 
   Diseño 52 días vie 23/12/11 lun 05/03/12 4 
   Implementación 64 días mar 06/03/12 vie 01/06/12 5 
   Pruebas (Testing) 70 días lun 12/03/12 vie 15/06/12 
 
   Documentación (Memoria) 66 días lun 19/03/12 dom 17/06/12 
 
   Presentación 14 días mié 06/06/12 lun 25/06/12 
 
  
El tiempo laborable real dedicado al proyecto es prácticamente casi el mismo al 
planificado inicialmente, pero existen algunas diferencias importantes en la 
planificación, que produjeron el tener que trabajar algunas horas extras en días no 
laborables. Se calcula que este tiempo añadido asciende en 40 horas el tiempo total 
dedicado al proyecto. 
Por lo tanto, se han dedicado 200 días laborables al proyecto a tiempo parcial, es decir 
4 horas diarias, más unas 40 horas extras en días no laborables hace que la suma total 
de horas dedicadas al proyecto ascienda 840 horas (200x4+40). Unas 20 horas más 
respecto a la planificación inicial. 
A continuación se muestra una comparativa de los diagramas de Gantt de la 





































El análisis de requisitos comenzó una semana más tarde y se alargó un poco más de lo 
previsto (10 días) con lo que llevó retraso del resto de fases del proyecto.  
La especificación también duró un más de lo planificado inicialmente, justamente el 
doble de tiempo, unos 30 días en lugar de los 16 días iniciales. 
Después, en este punto hay un cambio en el orden de las tareas con respecto a la 
planificación inicial. Se decide un cambio en la plataforma (servidor) usada para la 
ejecución del sistema (los servicios web) que no estaba prevista, con lo que se pasa a la 
tarea de instalación y configuración de la plataforma después de la especificación. Esto 
sucede porque se decide integrar el servicio de Cloud computing de la UPC al proyecto 
y se procede a instalar el servidor con todo el software necesario en la nube. Se 
dedican finalmente unas 2 semanas a esta tarea, el doble de lo previsto inicialmente.  
Seguidamente, comienza el diseño del sistema con una semana de retraso, y su 
duración es de unos 52 días, casi 1 semana más de lo esperado inicialmente. 
A continuación llegan las fases de implementación y de testing del sistema 
implementado. Inicialmente se había planificado realizar las pruebas después de la 
implementación, pero fue un error ya que se podían complicar bastante las pruebas, 
por lo que se decidió finalmente en realizar las pruebas a medida que se iban 
implementando las distintas funcionalidades del sistema.  
Así pues la implementación dura unos 2 meses aproximadamente, prácticamente casi 
el mismo tiempo que se había previsto inicialmente en días, aunque no en horas, ya 
que el testeo dura unos 70 días, muchos más de lo previsto inicialmente, y es que es 
debido a que no se dedicaban todas las horas del día a hacer pruebas sino que se 
repartía el tiempo con la implementación del sistema. 
Algo parecido sucede con la documentación del proyecto, es decir, con la presente 
memoria. Se había previsto inicialmente dejarla para el final, pero pensándolo mejor 
era una equivocación ya que se podía ir realizando bastante antes a medida que se 
iban desarrollando las distintas fases del proyecto. Además así se tenían los conceptos 
de cada fase más frescos a la hora de escribir la memoria, ya que habían pasado menos 
días desde su realización. Así pues, finalmente el desarrollo de la memoria tiene una 
duración aproximada de unos 3 meses. 
Finalmente, se decide aplazar la realización del manual de usuario para tareas futuras 
ya que se considera más importante la preparación de la presentación del proyecto 
que es una tarea crucial que no se había tenido en cuenta en la planificación 
inicialmente, y porque la usabilidad del sistema se considera lo suficientemente buena 
como para poder aplazarla unas semanas.  








7.2. VALORACIÓN ECONÓMICA  
Se ha creído conveniente clasificar la valoración económica del proyecto según el tipo 
de recursos usados, por lo que se divide la valoración en costes de personal (recursos 
humanos) y costes de servicios (materiales). 
 
Coste de personal 
Son los recursos más importantes del proyecto. Sin el personal necesario no hubiera 
sido posible ni tan si quiera la concepción de la idea inicial del proyecto. Incluso los 
recursos materiales carecen de sentido sin un personal que los gestione y controle 
adecuadamente. 
Aunque el presente proyecto ha sido desarrollado casi íntegramente por una sola 
persona física se ha creído conveniente clasificar el coste de las tareas según el tipo de 
personal cualificado que se usaría en un proyecto real. 
A continuación se muestra una tabla con el reparto de las horas dedicadas a las fases 
del proyecto y su coste estimado según la categoría profesional del personal 
encargado de realizarlas en un proyecto real. 
Nombre de tarea Duración (horas) Personal Coste unitario Coste total 
  Idea inicial y Planificación 10 Gestor de proyecto 50 €/h 500 € 
  Análisis de requisitos 84 Analista 30 €/h 2.520 € 
  Especificación 120 Analista 30 €/h 3.600 € 
  Plataforma (servidor) 60 Administrador sistemas 25 €/h 1.500 € 
  Diseño 208 Arquitecto 30 €/h 6.240 € 
  Implementación 192 Programador 20 €/h 3.840 € 
  Pruebas (Testing) 70 Programador / Tester 20 €/h 1.400 € 
  TOTAL 
   
19.600 € 
 
Coste de material (servicios) 
Este básicamente es el coste por el servicio de cloud computing de la UPC. Se alquila 
todo el año una instancia de una máquina virtual en el cloud de la UPC donde se aloja 
el servidor de aplicaciones web. 
La instancia (VM) con la siguiente configuración: 1vCPU (2,2 GHz), 1 GB RAM tiene una 







El coste total del proyecto es la suma de los costes de los dos tipos de recursos 
descritos en los apartados anteriores. Este coste incluye un año de servicio del cloud 
computing de la UPC. 





























8. CONCLUSIONES Y TRABAJO FUTURO 
Con este apartado culmina la documentación o memoria del presente proyecto. A 
continuación se describe una valoración personal sobre el proyecto, comentando los 
conocimientos aprendidos, las dificultadas halladas y demás valores personales. 
También se describe en un subapartado posterior las posibles tareas futuras y 
ampliaciones del proyecto realizado. 
 
8.1. CONCLUSIONES Y VALORACIÓN PERSONAL  
Después de más de 9 meses de desarrollo del proyecto he podido aprender y adquirir 
conocimientos que no había adquirido en los más de 5 años que llevo cursando esta 
carrera, y por ello he encontrado especialmente útil la realización de este proyecto de 
final de carrera como culminación de todos estos años de estudio. 
La mayoría de ideas y soluciones elegidas para la realización del proyecto han sido 
propias, con lo cual he tenido que investigar y documentarme mucho para procurar 
elegir las soluciones más acertadas para el proyecto.  
Cabe decir que he tenido la constante colaboración del director del proyecto, el Sr. 
Sisco Villas Espitia, durante toda la realización  del mismo, y le estoy agradecido por 
ello. También agradecer su colaboración al resto del personal del ICE, que me han 
estado cuidando y aguantando durante más 2 años y medio que llevo de becario en el 
centro. 
La partes que han requerido menor aprendizaje por mi parte, aunque si la mayoría de 
horas dedicadas al proyecto ya que son fases importantísimas del mismo, abarcan 
desde la especificación hasta el diseño del proyecto. Esto es debido sobre todo a las 
muchas horas que he dedicado a asignaturas que he tenido que realizar, a lo largo de 
la carrera, relacionadas con estas tareas.  
Quizás la partes más nuevas y con más dificultades para mi han sido la planificación, el 
análisis de requisitos y las pruebas del proyecto.   
La planificación y el análisis de requisitos son tareas difíciles, además del hecho de ser 
nuevas para mí, porque hay que aprender a comunicarse y ponerse de acuerdo con las 
partes interesadas (clientes, usuarios,…) del proyecto, tareas muchas veces costosas 
de llevar a cabo. Además son fases cruciales en el futuro éxito y cumplimiento de los 
objetivos del proyecto.  
Las pruebas del sistema o testing ha sido una tarea bastante nueva y costosa, ya que a 
pesar de haber realizado algunos juegos de pruebas y tests durante la carrera, estos 
fueron bastante livianos comparados con los que he tenido que realizar para todo el 
sistema desarrollado en el proyecto. Además he tenido que aprender a realizar 
pruebas unitarias en el lenguaje PHP con el framework PHPUnit ya eran herramientas 





8.2. TRABAJO FUTURO 
Durante todo el proceso de desarrollo del proyecto han surgido ideas nuevas de los 
diferentes miembros del equipo, algunas de las cuales se han llevado a cabo y otras se 
han aplazado como trabajo futuro para la ampliación y mantenimiento del proyecto.  
Principalmente se pueden implementar otras aplicaciones cliente para otras 
plataformas distintas a Android para el uso en otros dispositivos de los servicios web 
implementados. Las diferentes plataformas actuales más usadas son iOS, Symbian, 
BlackBerry y Windows Phone para las que no se ha implementado una aplicación. 
También se podría rehacer la web para que se adapte al diseño de los nuevos servicios 
implementados.  
Por último, añadir que se podrían ampliar algunas de las funcionalidades a los servicios 
web implementados, y que se podría realizar también un manual de usuario para cada 
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A) INSTALACIÓN,  EJEC UCIÓN Y MANTENIMIENTO 
1) INSTALACIÓN Y EJECUCIÓN DEL SERVIDOR 
Instalación del servidor web Apache 2. 
En un sistema CentOS v.5.7 se puede instalar con el siguiente comando desde un 
terminal o interprete de comandos: 
yum install httpd 
La instalación del lenguaje PHP v5.11, y de la gran mayoría de sus extensiones se 
pueden realizar también desde el terminal: 
yum install php 
La instalación de Zend Framework v1.11 se puede instalar desde el terminal si se añade 
el repositorio al gestor de CentOs o bien descargando y descomprimiendo el paquete 
desde http://www.zend.com/community/downloads. 
La instrucción desde terminal sería: yum install php-zend* 
Si accedemos desde el navegador a nuestra dirección local http://localhost deberíamos 
ver algo similar a la imagen que se muestra a continuación. Lo que se ve es el fichero 







Se ha usado la siguiente configuración de virtualhost en el servidor para el uso del 
dominio icemobil.upc.edu para los servicios web implementados. Además se configura 
el protocolo https con la instalación del certificado para la seguridad del servidor. 
A continuación se muestra el fichero ssl.conf ubicado en el directorio 
/etc/httpd/conf.d/ para la configuración del certificado del servidor: 
 
 
LoadModule ssl_module modules/mod_ssl.so 
Listen 443 
## 
##  SSL Global Context 
## 
##  All SSL configuration in this context applies both to 
##  the main server and all SSL-enabled virtual hosts. 
## 
AddType application/x-x509-ca-cert .crt 
AddType application/x-pkcs7-crl    .crl 
 
#   Pass Phrase Dialog: 
#   Configure the pass phrase gathering process. 
#   The filtering dialog program (`builtin' is a internal 
#   terminal dialog) has to provide the pass phrase on stdout. 
SSLPassPhraseDialog  builtin 
 
#   Inter-Process Session Cache: 
#   Configure the SSL Session Cache: First the mechanism  
#   to use and second the expiring timeout (in seconds). 
#SSLSessionCache        dc:UNIX:/var/cache/mod_ssl/distcache 
SSLSessionCache         shmcb:/var/cache/mod_ssl/scache(512000) 













# Use separate log files for the SSL virtual host; note that LogLevel 





#   SSL Engine Switch: 
#   Enable/Disable SSL for this virtual host. 
SSLEngine on 
 
#   SSL Protocol support: 
# List the enable protocol levels with which clients will be able to 
# connect.  Disable SSLv2 access by default: 
SSLProtocol all -SSLv2 
 
#   SSL Cipher Suite: 
# List the ciphers that the client is permitted to negotiate. 
# See the mod_ssl documentation for a complete list. 
SSLCipherSuite ALL:!ADH:!EXPORT:!SSLv2:RC4+RSA:+HIGH:+MEDIUM:+LOW 
 








#   Server Private Key: 
#   If the key is not combined with the certificate, use this 
#   directive to point at the key file.  Keep in mind that if 
#   you've both a RSA and a DSA private key you can configure 
#   both in parallel (to also allow the use of DSA ciphers, etc.) 
SSLCertificateKeyFile /etc/httpd/conf/ssl.key/icemobil.key 
 
#   Server Certificate Chain: 
#   Point SSLCertificateChainFile at a file containing the 
#   concatenation of PEM encoded CA certificates which form the 
#   certificate chain for the server certificate. Alternatively 
#   the referenced file can be the same as SSLCertificateFile 
#   when the CA certificates are directly appended to the server 
#   certificate for convinience. 
SSLCertificateChainFile /etc/httpd/conf/ssl.crt/CADENA_PATH.pem 
 
#   Certificate Authority (CA): 
#   Set the CA certificate verification path where to find CA 
#   certificates for client authentication or alternatively one 
#   huge file containing all of them (file must be PEM encoded) 
#SSLCACertificateFile /etc/pki/tls/certs/ca-bundle.crt 
 
#   Client Authentication (Type): 
#   Client certificate verification type and depth.  Types are 
#   none, optional, require and optional_no_ca.  Depth is a 
#   number which specifies how deeply to verify the certificate 
#   issuer chain before deciding the certificate is not valid. 
#SSLVerifyClient require 







Además se instala el certificado del servidor en /etc/httpd/conf/ssl.crt/icemobil.crt 
La clave privada del servidor en /etc/httpd/conf/ssl.key/icemobil.key, y el archivo de 
Cadenas del certificado del servidor en /etc/httpd/conf/ssl.crt/CADENA_PATH.pem. 
Se reinicia el servidor con la instrucción siguiente desde el terminal:  
#     This enables optimized SSL connection renegotiation handling when SSL 
#     directives are used in per-directory context.  
#SSLOptions +FakeBasicAuth +ExportCertData +StrictRequire 
<Files ~ "\.(cgi|shtml|phtml|php)$"> 








 Options Indexes FollowSymLinks 
 AllowOverride All 
 Order allow,deny 
 Allow from all 
</Directory> 
#   "force-response-1.0" for this. 
SetEnvIf User-Agent ".*MSIE.*" \ 
         nokeepalive ssl-unclean-shutdown \ 
         downgrade-1.0 force-response-1.0 
CustomLog logs/ssl_request_log \ 








Ya se puede probar en navegador el dominio https://icemobil.upc.edu 
 
2) INSTALACIÓN Y EJECUCIÓN DE ECLIPSE IDE + ANDROID SDK 
Para la instalación del SDK de Android hay que descargarse el paquete binario de 
instalación de la dirección http://developer.android.com/sdk/ y una vez descargado 
ejecutarlo y seguir los sencillos pasos de instalación. 
 
Ilustración web de descarga Android SDK 
Una vez instalado se puede instalar el entorno de desarrollo Eclipse IDE para 
desarrollar sobre Android y PHP. Se puede descargar de 
http://www.eclipse.org/downloads/. 
Una vez descargado el paquete se abre y se extrae el directorio “eclipse” principal con 
todo su contenido en la ubicación que se quiera. Ya se puede ejecutar Eclipse haciendo 
doble click sobre el ejecutable eclipse, que está dentro de la carpeta descomprimida.  
Una vez abierto Eclipse, ve a Window->Preferences, y en el diálogo que se abre, en el 
apartado Android, rellena el campo SDK Location. Ya sea introduciendo la ruta a mano 
o mediante el botón Browse, introduce la ruta donde hayas descomprimido el fichero 







Descarga los paquetes necesarios para poder compilar y ejecutar el proyecto. Para 
ello, ve a Window->Android SDK and AVD Manager, en el diálogo que se abre, elige 
Installed Packages a la izquierda, y pulsa el botón Update all. En el diálogo que se abre, 
marca los que necesites. Para Kora solamente es necesario instalar "SDK Platform 
Android 1.6" y "Documentation for Android SDK, API 7, revision 1". Si estás en 








Crea un dispositivo virtual en el que probar las aplicaciones. En esta misma ventana 
(Android SDK and AVD Manager), elige el apartado Virtual Devices y pulsa New para 
crear uno nuevo. Ponle un nombre, elige la versión de Android que soportará y ponle 
un tamaño de al menos 256 megas de almacenamiento a la tarjeta SD. El resto de 
opciones pueden quedarse por defecto. Ya puedes comenzar un proyecto nuevo o 
cargar uno existente. 
 
3) MANTENIMIENTO 
Para el mantenimiento del servidor se deberá comprobar periódicamente los ficheros 
de log del sistema, y más concretamente los ficheros ubicados en /etc/httpd/logs/, 
que son específicos del servidor web Apache. 
Existen dos tipos de ficheros log. El fichero nombrado access.log registra los accesos de 
los usuarios, mostrando los recursos demandados con la fecha y hora. Y el fichero 
error.log que registra los errores que se han producido en el sistema por causa de las 
aplicaciones implementadas o del servidor web. 
El administrador del sistema o del servidor debería comprobar periódicamente los 
ficheros descritos arriba y debería seguir el comportamiento del sistema para asegurar 
el correcto funcionamiento de los servicios implementados. 
