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ABSTRACT
The mechanisms used by DNN accelerators to leverage data-
reuse and perform data staging are known as dataflow, and
they directly impact the performance and energy efficiency
of DNN accelerator designs. Co-optimizing the accelerator
microarchitecture and its internal dataflow is crucial for ac-
celerator designers, but there is a severe lack of tools and
methodologies to help them explore the co-optimization de-
sign space. In this work, we first introduce a set of data-
centric directives to concisely specify DNN dataflows in a
compiler-friendly form. Next, we present an analytical model,
MAESTRO, that estimates various cost-benefit tradeoffs of a
dataflow including execution time and energy efficiency for a
DNN model and hardware configuration. Finally, we demon-
strate the use of MAESTRO to drive a hardware design space
exploration (DSE) engine. The DSE engine searched 480M
designs and identified 2.5M valid designs at an average rate
of 0.17M designs per second, and also identified throughput-
and energy-optimized designs among this set.
1. INTRODUCTION
Deep neural networks (DNNs) are being deployed at an
increasing scale—across the cloud and IoT platforms—to
solve complex regression and classification problems in im-
age recognition [24], speech recognition [3], language trans-
lation [30], and many more, with accuracy close to and even
surpassing that of humans [15, 27, 12]. Tight latency, through-
put, and energy constraints when running DNNs have led to
a meteoric increase in hardware accelerators.
DNN accelerators achieve high performance by exploit-
ing parallelism over hundreds of processing elements (PEs)
and high energy efficiency by maximizing data reuse within
PEs and on-chip scratchpads [6, 5, 1, 22, 23, 14]. For a spe-
cific DNN workload and a hardware accelerator, the achieved
utilization and data-reuse directly depends on (1) how we
schedule the DNN computations (e.g., choice of loop trans-
formations) and (2) how we map computations across PEs.
These two components are collectively referred to as dataflow
in the accelerator literature [6, 22, 17, 16]. It has been shown
that the energy cost of moving data exceeds the cost of compu-
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Figure 1: Overview of our analytical cost model, MAESTRO, which
takes a DNN model with dataflow description of each layer in the model
and hardware configuration, and then outputs estimates of roof-line
throughput, end-to-end execution time, energy, and others.
tation [6, 13], and so understanding and optimizing dataflow
is a critical component of DNN accelerator design, as it di-
rectly determines how data is transferred between multipliers
(L0), staged in local buffers (L1), and in the global buffer
hierarchy (L2 and beyond).
The performance and energy efficiency of DNN accelera-
tors depend on (1) target DNN model and its layers types/di-
mensions, (2) dataflow, and (3) available hardware resources
and their connectivity. These three dimensions are tightly
coupled, and optimizing DNN accelerators across these di-
mensions is a challenging task. For example, a dataflow that
exploits input channel parallelism [1] in convolutional neural
networks (CNNs) may not achieve high utilization on layers
with a small number of channels. Alternatively, dataflows
that require more transfer bandwidth than the network-on-
chip (NoC) provides may result in under-utilization of the
hardware. In such cases, increasing the L1 scratchpad size
may allow the same dataflow to require less data bandwidth,
but this larger L1 may increase area and energy consumption.
Thus, co-optimizing the hardware microarchitecture and the
dataflow is one of the primary optimization targets for any ac-
celerator design. This remains an open challenge, as observed
by the number of novel dataflows and microarchitectures that
continue to be proposed recently[17, 13, 19, 7].
Dataflows are often expressed as loop nests [18, 7, 17], a
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Figure 2: Ecosystem of tools which can be built based on our ana-
lytical cost model, MAESTRO (shown in Fig. 1). (a) A dataflow auto-
tuner to find optimal dataflows leveraging our cost model, and (b) A
hardware design space explorer to find optimal hardware configura-
tion for either energy efficiency, throughput, or throughput per Watt
within given hardware area and power constraints. This paper focuses
on hardware design space exploration.
syntax that resembles a simple imperative programming lan-
guage with explicit parallelism, and infers potential data reuse
opportunities from loop nests. This approach makes it pos-
sible for humans to read, write, and reason about dataflows
using familiar concepts from software development. How-
ever, once a dataflow is specified, there is a need to represent
its properties and the relationship between its various entities
in a precise, compiler-friendly format, and to build cost mod-
els that support the format, so as to enable the development
of an ecosystem of tools that leverage the dataflow concept
in order to significantly increase productivity in architectural
design space exploration.
This paper makes three contributions. First, we intro-
duce a data-centric notation to represent various accelerator
dataflows with data mappings and reuses being first-class en-
tities, unlike compute-centric notation which infers the data
reuses from a loop-nest representation. These data-centric
directives can express a wide range of data-reuses (across
space, time, and space+time) over arbitrary hierarchies of
PEs for both dense and sparse DNN layers such as convolu-
tions, LSTMs, and fully-connected layers. We believe that
our data-centric notation can complement the commonly used
loop-nest notation, i.e., our notation can be viewed as an in-
termediate representation (IR) which can be extracted from a
high-level loop-nest notation or specified directly.
Second, we introduce an analytical cost model named
MAESTRO (shown in Fig. 1) that takes as input 1) a DNN
model with a set of layers, 2) a dataflow description for
each layer specified using our proposed directives, and 3) the
hardware configuration. Based on these inputs, MAESTRO
outputs estimates of end-to-end execution time, energy (in-
cluding all compute, buffer, and interconnect activities), NoC
costs, and so on. A key challenge in our proposed approach
is to provide a cost estimation that is both efficient and suffi-
ciently precise to effectively support design space exploration.
As demonstrated in our paper, abstract hardware model and
analytic model within MAESTRO are found to be within
90-95% accuracy of actual opensource RTL [16] while being
1029.1-4116.3 × faster (10ms to run MAESTRO versus 7.2-
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Figure 3: Abstract DNN accelerator architecture model which is per-
vasive in many state-of-the-art accelerators [6, 23, 22, 14, 2].
28.8 hours for an equivalent RTL simulation on a workstation
with Xeon E5-2699 processor and 64GB memory). Fig. 2
shows two example scenarios that can MAESTRO.
Finally, we demonstrate how the MAESTRO cost model
can be used by accelerator designers to determine pareto-
optimal parameters for an accelerator with a given area, en-
ergy, or throughput budget (Fig. 2(b)). For the NVDLA [1]
dataflow in VGG16 [25] convolutional layer 11, we see up to
a 2.16× difference in power consumption between an energy
versus throughput optimized design. The energy-optimized
design employs 10.6 × more buffers and 0.8 × number of
PEs in throughput-optimized design, which led to throughput
degrade by 61.7% and performance per energy improvement
by 1148.6%.
2. BACKGROUND
Although our approach can be applied to various DNN
layers - convolution, fully-connected (FC), LSTM, separa-
ble convolution, and so on - we focus on convolutions in this
paper because convolutional neural networks (CNNs) are pop-
ular, and convolution accounts for more than 90% of overall
computation in CNNs [10, 6]. To understand the cost-benefit
tradeoffs of various approaches to compute convolutions, we
first introduce common DNN accelerator architectures, and
discuss core concepts related to data reuse and dataflows.
2.1 DNN Accelerators
DNN accelerators are specialized hardware to run DNN
applications with high throughput and energy efficiency. As
described in Fig. 3, most DNN accelerators employ hundreds
of processing elements (PEs) to exploit inherent parallelism
in DNN applications. PEs typically include scratchpad mem-
ories (L1) and ALUs that perform multiply-accumulate op-
erations (MACs). To reduce energy- and time-consuming
DRAM accesses, most DNN accelerators also include a
shared scratchpad buffer (L2) large enough to stage data
to feed all the PEs. Shared L2 buffer and PEs are intercon-
nected with a network-on-chip (NoC). Our approach supports
a wide range of interconnect designs in the NoC module. For
example, a systolic array could be represented as a 2D array
that provides unidirectional links toward East and South. De-
pending on the hardware parameters selected, our approach
can support architecture designs that can efficiently execute
a wide range of DNN operations, including convolutions,
because it enables exploiting not only parallelism but also
data reuse via buffers and forwarding/multicasting NoCs.
2.2 Tensors in Convolution
We present an example of 7D convolution in Fig. 4 that in-
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for(n=0; n<2; n++)
 for(k=0; k<4; k++)
  for(c=0; c<6; c++)
   for(y’=0; y’<5; y’++)
    for(x’=0; x’<5; x’++)
     for(r=0; r<3; r++)
      for(s=0; s<3; s++)
        O[k][y’][x’] += W[k][c][r][s] * I[c][y’+r][x’+s];
(d)  Output-Centric Loop
Nest Representation 
for(n=0; n<2; n++)
 for(k=0; k<4; k++)
  for(c=0; c<6; c++)
   for(y=0; y<8; y++)
    for(x=0; x<8; x++)
     for(r=0; r<3; r++)
      for(s=0; s<3; s++)
        O[k][y-r][x-s] += W[k][c][r][s] * I[c][y][x];
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Figure 4: An example 7D convolutional layer with its dimensions
and indexing are shown in (a), and a visualization of the convolution
shown in (b). An input-centric and output-centric view of loop nests
corresponding to the convolution is shown in (c) and (d) respectively. A
summary of the correlation between dimensions and data classes (ten-
sors) are shown in (e), where a table entry with a check mark indicates
that the dimension in the column correlates to the data class in the row.
volves seven dimensions across three data classes: input/out-
put activation and weight tensors. As presented in Fig. 4 (e),
tensors in those three data classes correlate to seven dimen-
sions in a complex manner. For example, row/column indices
of output can be deduced using those of input row/column
and filter row/column indices (a.k.a input-centric view of the
convolution loop nest). Also, the input channel appears in
both of filter and input, and the output channel appears in both
filter and output activation. Because of these specific data
access patterns, we can transform the loop nest to keep one
of the data classes stationary, which can significantly reduce
global/local buffer access counts in DNN accelerators, as well
as energy consumption. Such combinations of loop transfor-
mations and mappings to PEs are termed as dataflows [6],
and can be categorized into three classes - weight stationary,
output stationary, and no-local-reuse - so as to cover a subset
of dataflows that are frequently used in practice.
2.3 Data Reuse Taxonomy
We observe data reuse originates from three behaviors of
DNN accelerators - staging, multicasting, and forwarding.
The purpose of staging is to keep data points in a local buffer
to reuse them in the future, multicasting is to simultaneously
send the same data points to multiple PEs to reuse them
across PEs, and forwarding is to send data points to adjacent
PEs so that they can be reused in future iterations. We define
each of those reuse behaviors as temporal, spatial, and spatio-
temporal reuse respectively.
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Figure 5: An operational example of a row-stationary accelerator [6]
over four PEs. For simplicity, input/output channels and batch are
omitted. A 2x2 sliding window (R=2, S=2) is used in this example.
Fig. 5 shows a timeline of a row-stationary (logical PE
version) accelerator [6] with four PEs. Fig. 5 (b) highlights
examples of (1) temporal, (2) spatial, and (3) spatio-temporal
data reuse. The data point W1 of weight data class is used
at cycle 0 in PE3, and used again at cycle 2 in the same PE,
which is temporal reuse. The data point I1 ofinput data
class is used at cycle 0 across PE2 and PE1, which is spatial
reuse. The partial sum P3_1 is accumulated at cycle 3 in PE0
but generated by PE3 at cycle 2, which is spatio-temporal
reuse. Note that this example assumed a certain architecture
that enables all of three data reuse.
Table 1 summarizes the three types of data reuses in DNN
accelerators, and also presents opportunities and implica-
tions for those data reuses. Each data reuse requires specific
conditions to be met in the dataflow (or, loop nest struc-
ture). Temporal reuse is mainly related to the loop order
and buffers, spatial reuse is mainly related to the correlation
of a data class dimensions to the spatially mapped (or, it-
erated in a parallel-for) dimension and NoC structure,
and spatio-temporal reuse is related to all of the aspects in
temporal/spatial reuse. That is, loop nest structures need to
be organized in a specific style to reveal data reuse opportuni-
ties with a proper accelerator. Such restructured loop nests
correspond to various dataflows.
2.4 Dataflow Description
Dataflows are often expressed as loop nests, a syntax that
resembles a simple imperative programming language with
explicit parallelism, as presented in Eyeriss v2 [7]. We call
the loop nest notation as compute-centric representation since
the data movement is implicit from the loop order and the
explicit parallelism specified by the programmer. The loop
order dictates the schedule/ordering of computations, the
explicit annotation of loops with parallel-for captures
parallelism, and tiling a loop into multiple loops enables data
reuse. The example in Fig. 7 (a) describing a version of
row-stationary dataflow [6] has two parallel-for with a
specific loop order that constructs the row-stationary dataflow.
Also, loop c in the original loop nest in Fig. 4 (d) is tiled
into c1 and c0 and separated by parallel_for y’ in Fig. 7 (a) to
implement tiling. Upon those components, the loop order in
the loop nest, i.e., (n->k1->c1->y’->k0->c0->x’->r->s)
3
Table 1: A summary of three data reuse types in DNN accelerators. Exploiting data reuse opportunities requires costs as listed in this table.
Temporal Reuse Spatial Reuse Spatio-Temporal Reuse
Definition Repeated access to a data over time within a PE
Simultaneous access to a data point over 
different PEs
Accesses to a data point over time from 
different PEs
Implication Stationary Data Class Multicasting Opportunities Point-to-point data forwarding between adjacent PEs
Cost Buffer Multicasting support NoC Point-to-point links between adjacent PEs + extra control logic
Benefit Reduced L2/DRAM accesses Reduced L2 to L1 NoC traffic and latency
Reduced L2 to L1 and L1 to L2 NoC traffic 
and latency
Example Stationary weights in NVDLA dataflow Multicasted inputs in NVDLA dataflow Inter-PE partial sum accumulation in row-stationary dataflow
Loop nest 
structure 
providing 
opportunities
for each reuse
When loop variables of a serial-loop over 
the inner-most parallel loop are not 
correlated to the same data class
(1) Global — When a data class not 
correlated to the loop variable of the inner-
most parallel loop exists
(2) Regional — When Filter row/column 
tile size is larger than strides in input row/
column
(1) Partial Sum Accumulation — When 
the loop variable of inner-most parallel 
loop is not correlated with the output 
activation tensor
(2) Operand Forwarding — When the 
NoC provides limited connectivity from L2 
to PEs and regional spatial reuse exists
Data Reuse
Features
implicitly guides data movement within accelerators across
multiple levels of memory hierarchy, which influences data
reuses. Therefore, computer architects started to explore
optimized loop nests encompassing all of the three aspects;
loop order, parallelism, and tiling. For example, the Eyeriss
v2 [7] describes its dataflow in a 22-dimensional loop nest.
Since parallelism and loop order are the first class entities
in a compute-centric (loop-nest) representation, inferring ac-
curate data movement in the accelerator and then developing
cost models to precisely estimating efficiency is very chal-
lenging. This motivates us to explore alternative intermediate
representation (IR) of dataflows that focus on data, a data-
centric representation of dataflows where data movement and
organization are being the first class entities.
3. DATAFLOW DESCRIPTION
To explicitly describe key aspects of dataflows, we pro-
pose a data-centric IR that clearly describes (1) data iteration
schedule, (2) data tiling, and (3) data mapping on PEs, unlike
computer-centric representations in the loop nest form imply
them. The IR is based on three data-centric dataflow direc-
tives - spatial map, temporal map, and cluster - that describe
how each dimension of data iterates over time (iterations)
and space (PEs), how large a mapping over each iteration is
for each dimension, and how we organize the granularity of
the mapping over space (PE clustering). We discuss the syn-
tax and semantics of those three directives in the following
subsection.
3.1 Data-centric Dataflow Directives
Because data in DNN accelerators are high dimensional
tensors, we take the divide-and-conquer strategy: we describe
the tiling and mapping of each dimension and stack them to
represent the tiling and mapping of entire data in a data class
(input/weight/output), as presented in Fig. 7 (b). We rep-
resent the data iteration order using the order of dataflow
directives for each dimension, similar to the loop order in
the compute-centric representation. Although the concept of
schedule implied by order of data/compute dimension is simi-
lar, two directives, temporal and spatial map, in the proposed
directives innately encapsulate the tiling and mapping over
time/space.Also, the other directive, cluster, enables manip-
ulating the spatial granularity of mapping. We discuss the
syntax and semantics of each directive next.
3.1.1 Cluster: Dimensionality in PE array
Syntax: Cluster(size, type), where size is integer, and
type is either L (logical) or P (physical)
Semantics: The base clusters at the inner-most loop direc-
tive are logical PEs. Cluster directive is processed from the
innermost one, and it bundles size sub-clusters at the level
cluster is specified to construct superclusters that becomes
unit spatial dimension for directives outer than the cluster.
If the type is physical, the super cluster constructed by the
cluster becomes the unit physical compute unit, or physi-
cal PE. If no physical cluster is defined, the logical PEs are
treated as physical PEs.
Implication: cluster enables to describe mapping over
multi-dimensional processing element array with static/dy-
namic grouping of PEs. For example, Eyeriss [6] has a 2D PE
array and constructs a dynamic cluster over rows to cover the
row dimension of a sliding window. Two cluster directives
can be used to describe such clustering.
Example: In the example in Fig. 6 (c), two cluster di-
rectives are defined in the order of cluster (3,P) and
cluster (2,L). Because cluster is constructed from the
inner-most level, cluster(2,L) first operates on 12 logi-
cal PEs and generates level 1 clusters that contain two log-
ical PEs each. Other directives between cluster(3,P)
and clsuter(2,L) operates on the level 1 clusters., clus-
ter(3,P) groups three level 1 clusters and construct two
level 2 clusters. All directives above cluster(3,P) operate
on the level 2 cluster. Because of the type P specified in
cluster(3,P), level 2 clusters are mapped on a physical
PE. Logical PEs within a level 2 cluster, or a physical PE,
potentially operate as vector lanes of ALUs depending on the
vector lane of the target hardware.
3.1.2 Temporal Map: Tiling and mapping over time
Syntax: TemporalMap (size, offset) x, where size and
offset are integers and x is a data dimension.
Semantics: TemporalMap directives specify (1) the number
of elements mapped in a dimension x (“size") and (2) how
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Figure 6: Operating examples of three dataflow directives. For cluster and map directive examples, the number of PEs is 12 and 4, respectively.
the mapping move in the next iteration of x (offset) to all of
the sub-clusters.
Implication: TemporalMap maps the same set of elements
in a dimension to all the sub-clusters. It expresses data tiling
using size and tile iteration rule over time using offset.
Example: TemporalMap(3,1) X in Fig. 6 (a) indicates that
three elements in X dimension is mapped in each iteration,
and the mapping shifts by one in the next iteration. That is,
the mapped x over time is (0,1,2), (1,2,3), (2,3,4), and so on.
3.1.3 Spatial Map: Tiling and mapping over space
Syntax: Spatial (size, offset) x, where size and off-
set are integers, and x is a data dimension.
Semantics: SpatialMap directives specify (1) (1) the num-
ber of elements mapped in a dimension x (“size") and (2)
how the mapping move in the next cluster (offset). When the
size of the spatial dimension (number of sub-clusters) is not
sufficient at the level SpatialMap is specified, the spatial
mapping is folded over time.
Implication: SpatialMap maps different sets of elements
in a dimension to sub-clusters. It expresses data tiling using
size and tile iteration rule over space using offset.
Example: SpatialMap(3,1) Y in Fig. 6 (b) indicates that
three elements in Y dimension is mapped on each cluster (in
this example, logical PEs) and the mapped elements shift by
one over space (PEs). That is, the mapped y on each PE is as
follows: PE0 <= (0,1,2), PE1 <= (1,2,3), PE2 <= (2,3,4) ..,
PE5 <= (5,6,7). Because the number of PEs is not sufficient
to cover entire Y dimension, the mapping is folded over time.
3.2 Dataflow Construction
We discussed the syntax and semantics of dataflow di-
rectives we propose and their implication. To represent a
full dataflow, directives must be defined over all the sub-
dimensions of each data; seven dimensions introduced in Fig. 4
(a). Fig. 7 (b) describes a row-stationary dataflow [6] de-
scribed in our directives over the layer defined in Fig. 4 (b).
The dataflow is equivalent to the dataflow implied by Fig. 7
(a). Using this example, we discuss how to determine the
directives for each dimension and organize them to represent
the row-stationary dataflow described in Fig. 7.
Clustering PEs: The row-stationary dataflow treats R x S
logical PEs (R/S: filter row/column size) as a cluster and
maps an outputs row on each cluster. For simplicity, we allo-
cate logical PEs as physical PEs and map S elements of the
filter column dimension (unrolling S dimension) on each PE,
which corresponds to TemporalMap(3,3) S in Fig. 7 (b).
Because the logical PEs are physical PEs, the cluster direc-
tive has the type of "logical." Also, because the size of the R
dimension is three in the target layer, the cluster size is three.
Therefore, we obtain a cluster directive Cluster(3,L) as
described in Fig. 7 (b) Note that clusters might introduce ad-
ditional directives (at maximum, number of cluster directives
extra "map"s for a dimension) because a SpatialMap direc-
tive defined over a cluster does not indicate how the mapped
elements are distributed within a cluster. For example, Fig. 7
(b) contains two SpatialMap directives for Y dimension in
each cluster level.
Tiling Tensors: In the row-stationary dataflow, PEs in a
cluster compute partial sums for output, and each PE is re-
sponsible for a row in the sliding window generating S partial
sums. Therefore, for each PE, one R element, three S ele-
ments (unrolled), and one Y element need to be mapped. We
can determine the number of X elements to be mapped, but
we select the minimum size (three; following S dimension
size). For input/output channels, we tile into two and three
elements (different sizes) to show how tiling works in the
example. For input batch, we use the batch size of one as
the row-stationary accelerator, Eyeriss, also processes one
batch. Therefore, the tile size of each dimension in a PE is as
follows: (N:1, K:2, C:3, Y:1, X:3, R:1, S:3).
Scheduling data iteration: Because the S dimension is un-
rolled in each PE, the map directive for S dimension is placed
at the bottom. Over S dimension, because each PE generates
partial sums for a filter row, R and Y elements need to be
distributed over the logical PEs. To prevent duplicated par-
tial sums, we specify SpatialMap of R and Y. The order of
R and Y can be any because R dimension is unrolled in a
cluster. Although all the clusters operate on different output
rows, they iterate over the output column (X dimension) in
the same manner as presented in Fig. 7 (c), which requires
a TemporalMap on X. Another SpatialMap of Y over X di-
mension needs to be specified to allocate different output
rows over clusters. C and K dimensions can be in any order
above the last SpatialMap of Y. We place C dimension first
for output reuse and use TemporalMap to prevent redundant
data mapping. Finally, we place the batch at the top because
different batch can be interpreted as another run over a dif-
ferent input activation tensor. Therefore, we obtain the data
iteration schedule as follows: (tMap N-> tMap K-> tMap
C-> sMap Y-> tMap X (Cluster) sMap Y-> sMap R-> tMap
S, where tMap and sMap are TemporalMap and SpatialMap
directives)
Constructing stacked directives: We aggregate the con-
structed cluster, tiles, and schedules in previous steps to de-
scribe a full dataflow. To determine the offset, we consider if
the dataflow requires overlapped data points between tempo-
ral/spatial iterations or not. For tMap N, tMap K, and tMap C,
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(b) Example dataflow 
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    for(k0=0; k0<2; k0++)
      for(c1=0; c1<2; c1++)
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                for(s=0; s<3; s++) {
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                  P[n][k][c][y-r][x-s][r][s] = W[k][c][r][s] * I[n][c][y][x];
                  O[n][k][c][y-r][x-s] += P[n][k][c][y-r][x-s][r][s]; }
(a) Loop nest of the example dataflow 
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Figure 7: A deep dive of data mapping into an example of Eyeriss [6] dataflow. We use color to indicate changes in the data index and corresponding
mapping pragma. Time step in (d), (e), and (f) is the unit temporal iteration, which is the fundamental time concept in the MAESTRO framework.
We discuss it in Section 4.2.1.
we select the same offset as the tile size because they should
not be overlapped. In contrast, we select an offset of one
for sMap Y and tMap X to describe overlapping between
adjacent sliding windows. Within a cluster, all of the sMap Y,
sMap R, and tMap S have offset values the same as tile size
to prevent redundant data mapping. Applying those offset
values, we finally obtain the dataflow described in Fig. 7 (b).
3.3 Legal Dataflows
The dataflow description directives are flexible that users
can specify any data mapping following a uniform pattern for
each dimension. However, like the flexibility of programming
languages allow users to write buggy code, dataflow direc-
tives allow users to specify illegal dataflows. Legal dataflows
must meet the following conditions:
Bound condition: Bound condition is the first requirement
that prohibits mappings of non-existing indices. For example,
in the example layer presented in Fig. 4, the number of output
channels (K) is four. Therefore, TemporalMap(5,5) K is an
illegal mapping directive because the mapping size (five) in
the directive exceeds the bound of K dimension (four).
Coverage condition: Coverage condition requires the data
mapping to cover all the pairs of operands (inputs and weights
in CNNs) to generate the desired outputs. For example, in the
dataflow in Fig. 7, if we replace the second directive, Tem-
poralMap(2,2) K, to TemporalMap(2,4) K, the dataflow be-
comes illegal because the dataflow does not cover entire out-
put channels (K). MAESTRO prints out warning messages
when the dataflow does not cover all the pairs of operands
assuming CNNs as the target program. However, in some
cases such as stride larger than one in a CNN or dilated convo-
lutions can intentionally drop some data points to implement
their functionality. Therefore, users need to carefully review
the dataflow when they use MAESTRO to model such cases.
No redundancy condition: No redundancy condition pre-
vents redundant data mapping that produces the same output
as previously mapped data points. That is, once a set of
operands are mapped on a PE, all the computation using the
operands need to be done at the PE. For example, in the
dataflow in Fig. 7, if we replace the third directive, Tem-
poralMap(3,3) C, with TemporalMap(2,1) C, the dataflow
becomes an illegal one because a redundant input channel is
mapped along two temporal iterations of C.
4. DATAFLOW ANALYSIS
In this section, we introduce our approach to estimating
runtime and energy efficiency of dataflows on a target DNN
model and hardware configuration. Based on the approach,
we implement an analysis framework, MAESTRO, which
consists of data reuse, performance, and buffer analysis en-
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Network VGG16 {
  Layer CONV1 {
    Type: CONV;
    Dimensions {N:1, K: 64, C:3, Y:224, X:224, R:3, S:3}
    Dataflow {
      TemporalMap(1, 1) N; TemporalMap(2, 2) K; TemporalMap(3, 3) C; 
      SpatialMap(3, 1) Y; TemporalMap(3, 1) X; Cluster (3, P); SpatialMap (1,1) Y; 
      SpatialMap (1,1) R; TemporalMap(3, 3) S}
  }  
  …
  Layer CONV11 {
    Type: CONV;
    Dimensions {K: 512, C:512, Y:14, X:14, R:3, S:3}
    Dataflow {
      TemporalMap(1, 1) N; TemporalMap(3, 3) R; TemporalMap(3, 3) S; 
      TemporalMap(1, 1) Y; TemporalMap(1, 1) X; SpatialMap (1,1) K}
  }
}
Accelerator { 
  PE { NumPEs: 256; VectorWidth: 4; MultPrecision: INT8; AddPrecision: INT16 }
  Buffer { GlobalL2: 2048; LocalL1: 64} // Unit:  Bytes
  NoC {Bandwidth: 64; AvgLatency: 2  } // Bandwidth Unit:  Bytes per cycle 
}
Figure 8: An example of input specification to MAESTRO that de-
scribes VGG16 [25] DNN model, dataflows of each layer of the model,
and hardware description of a target accelerator.
gines as described in Fig. 1. We discuss the input to MAE-
STRO and three analysis engines of MAESTRO next.
4.1 Input Specification
The input to MAESTRO consists of a DNN model, hard-
ware description, and dataflows described in data-centric
directives discussed in Section 3. Fig. 8 shows a sample
specification of the VGG16 model as an input to the frame-
work. Each layer of the model also includes a description
of dataflow using a sequence of our data-centric directives
discussed in Section 3.1. Also, a hardware description of
target accelerator such as the number of PEs, sizes of L1/L2
buffers and bandwidth of NoC are specified. MAESTRO
supports a wide range of layers including convolutional, pool-
ing, fully-connected, and so on. MAESTRO also models
sparse DNN layers via specifying a percentage of sparsity for
each data class assuming a uniform distribution of zeros.
4.2 Data Reuse Analysis Engine
Data reuse is the prime optimization targets of DNN accel-
erators to reduce energy-consuming DRAM and shared buffer
accesses. Data reuse opportunities are implied by dataflows
and exploited with proper hardware support. To analyze such
processes, we first analyze the reuse opportunities in data
reuse analysis engine, which computes the number of tempo-
rally, spatially, and spatio-temporally reused data points in
each data class for each unit temporal iteration, a fundamental
time concept in dataflows we discuss next.
4.2.1 Unit Temporal and Spatial Iterations
The unit temporal and spatial iterations are the fundamental
time concepts in the data reuse analysis engine. In the loop
nest representation of a dataflow, the unit temporal iteration
is the iteration of the first non-parallel loop above the inner-
most parallel loop. For example, x loop in Fig. 7 (a) is the unit
temporal iteration, so it is marked as a unit time step. In data-
centric representation, the first TemporalMap above the non-
fully unrolled SpatialMap is the unit temporal iteration. For
example, TemporalMap(3,1) X is the unit temporal iteration
in Fig. 7 (b). Note that SpatialMap(1,1) R covers entire
elements in R dimension, so it does not introduce any changes
in R elements in the mapping over time, as shown in Fig. 7
(d). Therefore, such fully-unrolled spatial/temporal Maps are
ignored when we determine unit iterations.
We define unit spatial iterations as the individual mapping
of tiles over physical PEs. For example, in the SpatialMap
example in Fig. 6, the mapping of Y elements (0,1,2) on
PE0 is the first spatial iteration, (1,2,3) to PE1 is the second
spatial iteration, and so on. Among spatial iterations, we
take the inner-most spatial iterations in a physical PE as the
unit spatial iterations. That is, the most fine-grained spatial
iteration in a physical PE is the unit spatial iteration. The unit
temporal iteration can be viewed as the iteration of entire tiles
mapped over a physical PE array. The unit spatial iteration
can be viewed as the iteration of individual tiles mapped over
each physical PE within a temporal iteration. These time
concepts are the most fine-grained time units from the per-
spective of a physical PE array and physical PE, respectively.
Based on these time concepts, we analyze temporal, spatial,
and spatio-temporal data reuses by tracking the overlapped
data points between unit temporal/spatial iterations.
4.2.2 Data Reuse Analysis
To identify the amount of data reuse, we investigate the
number of data points overlapped among adjacent unit tem-
poral and spatial iterations. We discuss how we analyze each
data reuse classes introduced in Table 1.
Spatial Reuse: The amount of spatial reuse is the number of
overlapped data points across unit spatial iterations within a
unit temporal iteration. For example, y elements of [1-2] are
reused across clusters in Fig. 7 (d) at the unit temporal itera-
tion (time step) zero. Because other dimensions correlated to
input tensor are all temporally mapped, the overlapped input
tensor volume is mapsize(N)×mapsize(C)×mapsize(X)×
reused(Y ) = 1×3×3×2 = 18. That is, 18 input tensor data
points can be spatially reused, or multicasted.
Temporal Reuse: The amount of temporal reuse is the num-
ber of overlapped data points between two consecutive unit
temporal iterations. For example, in Fig. 7 (d), the en-
tire weight data points for each PE remain stationary be-
tween unit temporal iteration 0 and 1. Therefore, the number
of temporally reused weight data points is mapsize(K)×
mapsize(C)×mapsize(R)× reused(S) = 2×3×1×3 = 18
from each PE.
Spatio-temporal Reuse: The amount of spatio-temporal
reuse in partial sum is the number PEs that share the same out-
put data points in each unit temporal iteration. For example,
in Fig. 7 (d), PEs in each cluster shares the mapped output
tensor data points. That is, all the partial sums generated in
each PE within a unit temporal iteration can be first accu-
mulated within a PE and then across the PEs. For operand
spatio-temporal reuse, we check the same condition as spatial
reuse when the target NoC does not support multicasting.
We discussed how we estimate the amount of temporally,
spatially, and spatio-temporally reused data points. MAE-
STRO computes the overlapped elements in each dimension
across unit temporal/spatial iterations using mapping size
and arguments considering cluster structures. Using the num-
ber of overlapped elements, we can compute the number of
reused data points in each data class in the same way, mul-
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tiplying the number of reused elements in each dimension
correlated to a data class. The amount of each data reuse
functions as the fundamental information for other engines.
4.3 Performance Analysis Engine
The runtime of DNN accelerator consists of communica-
tion delay (L2 to L1, L1 to L2, local forwarding) and compu-
tation delay in each PE. Considering the double buffering and
latency hiding, we perform a worst-case analysis to estimate
the delay of each unit temporal iteration. That is, the longest
latency among L2-to-L1/L1-to-L2 communication, local for-
warding, and computation is the delay of each unit temporal
iteration. Each delay component is estimated as follows:
L2-to-L1 Delay: MAESTRO identifies the number of data
points to be transferred from shared buffer (L2) to local
scratchpad (L1) considering all the reuses (i.e., unique data
points between unit temporal/spatial iterations contribute to
the traffic). Using the NoC bandwidth and latency informa-
tion, MAESTRO computes the total delay to finish transac-
tions for a unit temporal iteration.
L2-to-L1 Delay: MAESTRO identifies the number of data
points to be sent back to shared buffer (L2). The amount
of traffic is the number of unique output tensor data points
mapped over the PE array. We apply our NoC model to
compute delay.
Local Forwarding: MAESTRO assumes one-cycle delay
for each spatio-temporally reused data points because they
are via a direct link between adjacent PEs.
Compute Delay: MAESTRO analyzes the tile size of each
data class mapped on each PE and deduce the number of
partial sums to be generated from them. Considering the
vector width of the ALU in each PE, MAESTRO computes
the compute delay for each unit temporal iteration.
MAESTRO considers all the non-trivial aspects such as
spatial folding and PE underutilization due to mismatch of
the number of PEs and the size of the tensor dimension to be
mapped. An example of them is presented in the example of
SpatialMap in Fig. 6. MAESTRO also considers the irregu-
larity among first, last, and steady unit temporal iterations, the
distribution of NoC traffic over compute delay as an optimiza-
tion works with double buffering, the lifetime of temporally
reused data points and so on, which encompasses most of the
practical aspects of DNN accelerator execution. Also, note
that MAESTRO does not run cycle-accurate simulation; de-
livering sufficiently precise results within a few milliseconds
scale, as we discuss in Section 4.5 and Section 5.
4.4 Buffer Analysis Engine
The buffer is a crucial component that enables not only
tiling of data points but also temporal reuses, which requires
significant area and energy in DNN accelerators. Therefore,
precisely estimating the amount of buffer required to support
an input dataflow is crucial for DNN accelerator designers.
Also, global/local buffer access counts are directly related
to the energy consumption because their unbalanced energy
consumption and their analysis is as follows.
Buffer Size: MAESTRO defines the minimum local scratch-
pad (L1) size to support a dataflow as a double of tile size
mapped on each PE in each unit temporal iteration. Note that
we double the tile size to model double buffering. For shared
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Figure 9: runtime model validation against MAERI [16] RTL simu-
lation with 64 PEs and Eyeriss [8] runtime reported in the paper with
168 PEs.
buffer (L2) size requirement, MAESTRO computes a double
of unique data points across the PE array within two temporal
iterations for double buffering support. Depending on the
dataflow, MAESTRO allocates some shared buffer spaces
for partial sums to prevent redundant DRAM accesses.
Buffer Access Counts: For local scratchpad (L1), MAE-
STRO identifies the number of data points to generate all
the partial sums within a tile mapped on a PE in each unit
iteration. This number contributes to both of L1 read and
write. The number of output tensor data points is counted as
L1 writes. Those numbers are multiplied by the total number
of unit temporal iterations. For shared buffer (L2), MAE-
STRO identifies the number of unique data points mapped
over entire PE array in each unit temporal iteration. MAE-
STRO multiply the number with the number of entire unit
temporal iterations and add up them to L2 read counts. We
count the number of data points read from DRAM as L2 write
counts. For both of L1 and L2, partial sum accumulation may
increase L2 access counts when the input dataflow generates
partial outputs from each unit spatial iteration. Also, note
that the buffer analysis engine also considers all the realistic
aspects discussed in Section 4.3. In particular, data reuse
converts high L2/DRAM counts into affordable L1 access
counts, effectively reducing energy consumption.
4.5 Model Validation
We validated the runtime model of MAESTRO against
two accelerators - MAERI [16] and Eyeriss [8]. For MAERI,
we use the cycle accurate simulation for VGG16, which is
uploaded by the developers to the open source repository. For
Eyeriss, we use the reported runtime for Alexnet because de-
tailed mapping parameters are described for only Alexnet. We
described their dataflows in our dataflow directives and used
them as an input to MAESTRO. As the results presented
in Fig. 9 show, the runtime estimated by MAESTRO closely
matches the cycle-accurate simulation results and reported
runtime with an average error rate of 5.90% for MEARI and
19.26% for Eyeriss. Note that we have full access to the sim-
ulation infrastructure for MAERI, but we did not for Eyeriss,
so we had to decide some hardware parameters by ourselves.
Also, Eyeriss data is based on the real chip, which might
involve irregularity although we used the reported processing
time, not the total runtime. However, because our framework
estimation is consistently optimistic matching the data trend,
the runtime model of MAESTRO is still sound to compare
dataflows relatively.
4.6 Supported Dataflows
MAESTRO can model a variety of layers (LSTM hidden
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Figure 10: Tradeoff of dataflows presented in Table 2 with 64 PEs
under steady iteration state (not at the edge of any direction) over
VGG16’s convolution layer 1& 11. X-axis lists up dataflow styles. The
first two Y-axis plots bandwidth (Gbps) and L1 memory (KB) require-
ment for the entire accelerator, which are the minimum number to sup-
port dataflow without bottleneck from NoC and buffer. The last Y-axis
plots the roof-line throughput (assuming no congestion from NoC or
L1/L2)
layer, pooling, fully-connected, separable convolution, and so
on) thanks to the generality of our data-centric approach that
specifies a mapping of input tensors. For LSTM hidden layer,
we use the input width (dimension X) to specify the input size
to the hidden layer, input channel (dimension C) to specify
different gates. For convolution with stride, pooling layer,
and transposed convolution, users need to specify the stride,
pooling size, and expansion factor, respectively. MAESTRO
also models uniformly distributed sparsity for any supported
dataflow.
MAESTRO does not support programs with non-affine
indices because most DNNs have only affine data indices.
Also, MAESTRO does not support non-uniform tiling that
maps a different number of data points to each PE. However,
such mapping is also very rare because PEs are regular and
load balancing is required across PEs. Finally, MAESTRO
does not support an accelerator with intermediate memory
hierarchies other than two levels we target (Global L2 and
Local L1 in each PE). We support only such memory hierar-
chies because they are the most common design in the recent
accelerators [6, 22, 23].
5. CASE STUDIES
Using MAESTRO, we present two case studies - (1) es-
timating the potential of five dataflows in Table 2 and (2)
hardware design space exploration.
5.1 Case study I: Dataflow Potentials
Fig. 10 presents bandwidth and L1 memory requirements
of five dataflows discussed in Table 2. Throughput is mea-
sured for a hypothetical 64-PE architecture running in a
steady state (non-edge regions). Fig. 11 plots the energy con-
sumption across the MAC, L1, and L2 for the same dataflows.
We perform this analysis for two CONV layers of VGG16.
We emphasize that this is an evaluation of these dataflows’
applicability to this hypothetical architecture, and not meant
as a comparison the original systems, which vary widely in
number of PEs, buffer sizes, network topology, a so on1.
1However, for DLA and Shi, a vector read of size 16 and 4 respec-
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Cacti [21] at 28nm for 2KB L1 scratchpad in each PE and 1MB shared
L2 buffer. The values are normalized to the MAC energy of NLR.
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Figure 12: Energy consumption over dataflows on VGG16 early and
late layers. We vary the number of PEs in each combination.
We gather useful insights across the dataflows and layers.
Between dataflows, we observe, as expected, that NLR has
the least L1 memory requirement (as it does not perform
temporal reuse at the PE), and therefore has significant L2
energy consumption as presented in Fig. 11. For CONV1,
NVDLA dataflow consumes 98% of the average amount of
energy. However, for CONV11, this trend changes - NVDLA
consumes 63% of the average amount of energy, which is 2×
lower than NLR, WS, and Shi, on average. This is because
the ratio of input feature map and weight is dramatically
different in CONV1(input-dominated) and CONV11(weight-
dominated), and NVDLA dataflow is tuned to work efficiently
in weight-dominated layers. In detail, CONV1 has just 3 in-
put channels, while CONV11 has 512; NVDLA is tuned
for operating on layers with large input channels (as TEM-
PORALMAP (64,64) on variable C of NVDLA dataflow in
Table 2 shows), making it inefficient for early layers since it
still needs to pay the energy cost of vector reads, but is much
more efficient than other dataflows in later layers. For the
same reason, NVDLA requires notably high NoC bandwidth
in CONV11 (compared to CONV1), since more partial sums
get mapped on each PE of NVDLA with CONV11, lead-
ing to more L1 to L2 communication for partial sums and
outputs. The RS dataflow is observed to be the most energy-
efficient due to very few L2 reads demonstrating the best
input and weight reuse. Compared to NVDLA, it has much
worse roofline throughput in CONV1, but slightly better in
CONV11. The Shi dataflow has the highest L1 buffer require-
ment among all dataflows, as it spatially replicates variable X
across 3 PEs and two variables (R and S) are unrolled in each
X iteration.
Fig. 12 plots the MAC and buffer access energy with five
dataflows on two convolutional layers with the number of
PEs 16, 32, 64, 128, and 256. Please note that the num-
tively from the L1 is assumed in the energy calculations, instead
of multiple expensive scalar reads, as their dataflows are tuned for
such an implementation.
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Accelerator Dataflow Strategy Dataflow
Example for this work No Local Reuse (NLR) TEMPORALMAP (1,1) K→ TEMPORALMAP (1,1) C→ TEMPORALMAP (1,1) Y→ TEMPORALMAP (1,1) R→ TEM-
PORALMAP (1,1) S→ SPATIALMAP (1,1) X
Example for this work Weight Stationary (WS) TEMPORALMAP (1,1) K→ TEMPORALMAP (1,1) C→ TEMPORALMAP (3,3) Y→ SPATIALMAP (3,1) X→ TEMPO-
RALMAP (Sz(R),Sz(R)) R→ TEMPORALMAP (Sz(S),Sz(S)) S
ShiDiannao [11] Output Stationary (OS) TEMPORALMAP (1,1) K→ TEMPORALMAP (1,1) C→ TEMPORALMAP (Sz(R),1) Y→ SPATIALMAP (Sz(S),1) X→
TEMPORALMAP (Sz(R),Sz(R)) R→ TEMPORALMAP (Sz(S),Sz(S)) S
Eyeriss [6] Row-stationary (RS) TEMPORALMAP (1,1) K → TEMPORALMAP (1,1) C → SPATIALMAP (Sz(R),1) Y → CLUSTER (Sz(R)) → TEMPO-
RALMAP (Sz(S),1) X→ TEMPORALMAP (Sz(R),Sz(R)) R→ TEMPORALMAP (Sz(S),Sz(S)) S
NVDLA [1] Weight Stationary TEMPORALMAP (Sz(R),Sz(R)) R→ TEMPORALMAP (Sz(S),Sz(S)) S→ TEMPORALMAP (64,64) C→ TEMPORALMAP
(1,1) Y→ TEMPORALMAP (1,1) X→ CLUSTER (P_cluster_size, L)→ SPATIALMAP (1,1) K
Table 2: A list of dataflows with description based on dataflow directives introduced in Section 3.1 and corresponding accelerators. Some param-
eters such as the cluster size of NVDLA dataflow are co-optimized with hardware design parameters, thus they follow hardware design parameters.
We mark such parameters using "P" followed by their names. Also, some mapping sizes such as the mapping size of K in Eyeriss dataflow is not
specified thus free-variables. We select such free-variables to be minimum in this work.
Table 3: Statistics of DSE runs explored the design space in Fig. 13
DSE Setting # of Valid Designs
NVDLA - VGG16 C2 175,861
# of Explored 
Designs
3,936,256
NVDLA - VGG16 C11 260,028 251,920,384
RS - VGG16 C2 319,268 3,555,328
RS - VGG16 C11 115,209 227,540,992
DSE Exec. 
Time (min)
12.20
DSE Rate
(designs/sec)
5377.40
18.29 229561.13
23.68 3239.77
8.22 461356.43
ber of PEs varies within each dataflow buckets. When we
increase the number of PEs, the energy consumption scalabil-
ity depends on both of target layer and dataflow, as Fig. 12
presents. Row stationary dataflow scales well in an early
layer of VGG16 (CONV1); however, its energy consump-
tion in a late layer of VGG16 (CONV11) increases super-
linearly. This sharp increase is because the characteristic of
the late layer (small input and a large number of channels)
does not work well with spatially mapped input-columns. Be-
cause of the under-utilization of PEs and halo in Y dimension
(TEMPORALMAP (3,1) Y in Table 2, row-stationary dataflow
needs to read the same input data over small tiles, which re-
sults in a large number of L2 reads. Because of the good
scalability, DLA dataflow performs better with a large num-
ber of PEs on CONV11. However, DLA dataflow performs
worst in CONV1 because of the lack of input/output channels
in early layers. Therefore, we need to perform a careful study
considering layer dimensions, dataflow characteristics, and
also the scalability before we select a dataflow.
5.2 Case study II: Design Space Exploration
Using MAESTRO, we implement a hardware design space
exploration (DSE) tool that searches four hardware parame-
ters (the number of PEs, L1/L2 buffer sizes, and NoC band-
width) optimized for either energy efficiency, throughput, or
throughput per Watt within given hardware area and power
constraint. The DSE tool receives the same set of inputs as
MAESTRO with hardware area/power constraints and the
area/power of building blocks synthesized with the target
technology. For the cost of building blocks, we implement
float/fixed point multiplier and adder, bus, bus arbiter, global
and local scratch pad in RTL and synthesis them using 28nm
technology. For bus and arbiter cost, we fit the costs into a
linear and quadratic model using regression because the bus
cost increases linearly and the arbiter (matrix arbiter) cost
increases in a quadratic manner. Users can specify one of the
three optimization targets: runtime (throughput), energy, or
run time-energy product.
The DSE tool sweeps a target design space specified in the
range of each parameter and searches granularity. However, it
skips design spaces at each iteration of hardware parameters
by checking the minimum area and power of all the possible
design points from inner loops of hardware parameters. This
optimization allows to skip invalid design points in a various
granularity that reduces a large number of futile searches,
which led to a large effective DSE rate ranging from 3.3K to
0.46M designs per second, as presented in Table 3.
Table 3 shows statistics of four DSE runs explored the
design space presented in Fig. 13. We ran DSEs on a machine
with i7-8700k CPU and 32GB memory operating Linux Mint
19 OS. We run four sets of the DSE on the machine at the
same time, and all of them terminated within 24 minutes, with
effective DSE rate of 0.17M designs per second, on average.
Using the DSE tool, we explore the design space of DLA [1]
and Row-stationary [6] dataflow accelerators. We set the area
and power constraint as 16mm2 and 450mW, which is the
reported chip area and power of Eyeriss [8]. We plot entire
design space we explored in Fig. 13.
Design Space Analysis: Whether an accelerator can achieve
peak throughput depends on not only the number of PEs but
also NoC bandwidth. In particular, although an accelerator
has sufficient number of PEs to exploit the maximum degree
of parallelism a dataflow allows, if the NoC does not provide
sufficient bandwidth, the accelerator suffers communication
bottleneck in the NoC. Such design points can be observed
in the bottom-right region of area-throughput plots in each
DSE runs in Fig. 13.
During DSE runs, MAESTRO reports buffer requirements
for an input dataflow and the DSE tool places the exact
amount buffers MAESTRO reported. Opposed to the in-
tuition, the larger buffer size does not always provide high
throughput, as shown in buffer-throughput plots in Fig. 13
(plots in the second column). The optimal points regarding
the throughput per buffer size are in the top-left region of
the buffer-throughput plots. The existence of such points
indicates that the tiling strategy of the dataflow (mapping
sizes in our directive representation) significantly affects the
efficiency of buffer use.
We observe that the throughput-optimized designs have
a moderate number of PEs and buffer sizes, implying that
hardware resources need to be distributed not only to PEs but
also to NoC and buffers for high PE utilization. Likewise,
we observe that the buffer amount does not directly increase
the throughput and energy efficiency. These results imply
that all the components are intertwined, and they need to be
well-balanced to obtain a high-efficient accelerator.
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Figure 13: The design space of an accelerator with (a) NVDLA [1] and (b) row-stationary [6] dataflow. We apply the area and power of Eyeriss [8]
as area/power constraints to the DSE.(16mm2, 450mW [8]). The color of each data point indicates the number of PEs. Design points with fewer PEs
can be paired with larger buffer sizes, up to the area budget. We mark the throughput- and energy-optimized designs using a star and cross.
6. RELATED WORKS
Hardware DSE and dataflow optimization: Dataflow op-
timization is one of the key optimization target in many re-
cent DNN accelerators such as Eyeriss [6], Flexflow [17],
SCNN [22], and NVDLA [1]. C-brain [26], Flexflow [17],
and analyzed the cost-benefit tradeoff of three dataflows and
explored the opportunity of adaptive dataflow based on the
tradeoff. Ma et al. [18] also constructed an analytic model for
convolutions on FPGAs focusing on three loop transforma-
tions; interchange, unroll, and tiling. Although their analytic
model provides an intuition for trade-offs of dataflows, the
model focus on one dataflow style they propose, does not
consider regional spatial reuse, spatio-temporal reuse oppor-
tunities in DNN accelerators, and also don’t consider com-
munication delay in NoC, which can dominate for dataflows
with large tile sizes. Also, the target dataflow is optimized for
HLS flow, and requires expressing using complex annotated
loop nest with HLS synthesis directives. Caffeine [31] pro-
posed a full automatic FPGA flow that includes pragma-based
annotation in programs, dataflow optimization framework,
and DSE for FPGAs based on the analytic model defined
over loop tiling and unrolling. However, the dataflow search
space is limited due to fixed loop orders; three presets termed
straightforward, input-major, and weight-mapping.
DNN loop optimization frameworks: Domain-specific com-
piler frameworks (including polyhedral-based) for DNN ap-
plications are becoming very popular to improve productivity
and also performance by efficiently mapping specified DNN
models on to a variety of hardware including CPUs [28],
GPUs [29], FPGAs [9], and specialized accelerators [20, 4].
The above compiler frameworks have either support for au-
tomatic loop-nest based optimization or support for explicit
user-scheduling directives to map DNN computations effec-
tively onto hardware. A significant difference with the above
compiler frameworks is that we use data-centric directives to
represent and map dataflows instead of compute-centric (loop-
nest) notation. However, we believe that both the compute-
centric and data-centric representations are complementary,
i.e., an intermediate IR with our data-centric directives can
be obtained from the compute-centric (loop-nest) represen-
tation to facilitate the design space exploration easily and
automatically finding optimal dataflows.
7. DISCUSSION AND FUTURE WORK
This work is motivated by the observation that co-optimizing
DNN accelerator microarchitecture and its internal dataflow(s)
is crucial for accelerator designers to achieve both higher per-
formance and energy efficiency. In this work, we introduced
data-centric directives to specify DNN dataflows in a com-
pact form, and an analytical model (MAESTRO) to estimate
execution time, energy efficiency, and THE hardware cost
of dataflows. We evaluated our analytical model relative to
the MAERI and Eyeriss accelerators, and found our model
to be highly consistent with cycle-accurate simulations and
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reported runtimes, which shows the soundness of the analytic
model. Finally, we also demonstrated the use of MAESTRO
for design-space exploration of two dataflows. Our DSE tool
based on MAESTRO enabled fast DSE based on optimiza-
tion to skip invalid designs, which led to a high average DSE
rate of 0.17M designs per second.
In the future, we plan to leverage MAESTRO to imple-
ment a dataflow auto-tuner to find an optimal dataflow on the
specified DNN model and hardware configuration (Fig. 2(a)).
With the optimal dataflow, we plan to extend our infras-
tructure to automatically generate RTL, enabling the flow
in Fig. 2(a).
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