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We ﬁrst present a novel approach to sketching 2D curves with minimally varying cur-
vature as piecewise clothoids. A stable and eﬃcient algorithm ﬁts a sketched piecewise
linear curve using a number of clothoid segments with G2 continuity based on a speciﬁed
error tolerance.
We then present a system for conceptually sketching 3D layouts for road and other
path networks. Our system makes four key contributions. First, we generate paths
with piecewise linear curvature by ﬁtting 2D clothoid curves to strokes sketched on a
terrain. Second, the height of paths above the terrain is automatically determined using
a new constraint optimization formulation of the occlusion relationships between sketched
strokes. Third, we present the break-out lens, a novel widget inspired by break-out views
used in engineering visualization, to facilitate the in-context and interactive manipulation
of paths from alternate view points. Finally, our path construction is terrain sensitive.
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viiChapter 1
Introduction
“Two roads diverged in a wood,
And I took the one less traveled.”
– Robert Frost
Curves are ubiquitous in Computer Graphics, as primitives to construct shape or
deﬁne shape features, as strokes for sketch-based interaction and rendering or as paths
for navigation and animation. Motivated originally by curve and surface design for en-
gineering applications, complex shapes are typically represented in a piecewise manner,
by smoothly joining primitive shapes (see Figure 1.1). Traditionally, research on curve
primitives has focused on parametric polynomial representations deﬁned using a set of
geometric constraints, such as Bezier or NURBS curves [12]. Such curves have a compact,
analytically smooth representation and possess many attractive properties for curve and
surface design. Increased computing power, however, has made less eﬃcient curve primi-
tives like the clothoid a feasible alternative for interactive design. Dense piecewise linear
representations of continuous curves have also become increasingly popular. Desirable
geometric properties, however, are not intrinsically captured by these polylines but need
to be imposed by the curve creation and editing techniques used [15, 44, 7].
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Figure 1.1: A curve composed of clothoids, line and circular-arc segments.
An important curve design property is fairness [13, 38, 31], which attempts to capture
the visual aesthetic of a curve. Fairness is closely related to how little and how smoothly
a curve bends [31] and for planar curves, described as curvature continuous curves with
a small number of segments of almost piecewise linear curvature [13].
The family of curves whose curvature varies linearly with arc-length were described
by Euler in 1774 in connection with a coiled spring held taut horizontally with a weight
at its extremity. Studied in various contexts in science and engineering, such a curve
is also referred to as an Euler spiral, Cornu spiral, linarc, lince or clothoid (see Figure
1.2). Clothoids are especially useful in transportation engineering, since they can be
navigated at constant speed by linear steering and a constant rate of angular acceleration.
Roller-coasters are frequently composed of sequences of clothoid loops. While intrinsic
geometric splines like clothoids were introduced in computer aided design in 1972 [35]
and subsequently developed as transition curves for road design [29, 45], they have had
little recent exposure in mainstream Computer Graphics. In this paper, we exploit the
fairness properties of clothoids to ﬁt 2D strokes for sketch-based applications.
Mankind has been constructing paths in nature for millenia. While path layouts are
necessary for transportation design (roads, railway tracks, nature trails), they are also
important as motion paths for animation, navigation and visualization in virtual envi-Chapter 1. Introduction 3
Figure 1.2: Clothoid: a curve whose curvature varies linearly with arc-length, also known
as an Euler spiral, Cornu spiral or linarc. The above clothoid has a curvature range
[−1.15,1.15] and arc-length 100 (or t ∈ [−5.362,5.362],B = 3.72).
ronments. Noted landscape architect Lawrence Halprin [17] points out that the design of
such paths should emphasize the driving experience. In other words, the spatio-temporal
aesthetics of path design are as important as its engineering requirements. Unfortu-
nately, unlike 3D shape design where concept sketching interfaces are now abundant,
sketch-based path design is largely unexplored. Shape modeling interfaces like Google
SketchUp, [20, 39], are not suitable for conceptual path layout, forcing designers to re-
luctantly work with engineering focused CAD tools such as AutoCAD Civil3D.
In this paper we present a coherent sketch-based system, Drive, speciﬁcally aimed at
conceptual path design. While we use road networks to graphically illustrate the system
(see Figure 1.3), our system is easily adapted to paths representing railroads, waterways,
nature trails, pipe or power lines, graph networks, networks of surface patches and general
3D curve based modeling (see Figure 3.9).
Being a system focused on sketch-based interaction techniques, Drive diﬀers greatly
from applications conventionally used by landscape architects and civil engineers for
path design. University of Toronto landscape architect John Danahy claims professional
toolsets require “several minutes” to perform useful operations, whereas similar opera-Chapter 1. Introduction 4
Figure 1.3: A road network with signs created in Drive.
tions can be performed within Drive in seconds by using simple gestures. The ability to
produce prototypes rapidly that integrate themselves into the environment is a signiﬁcant
advantage. This advantage becomes especially apparent in the modelling of paths where
exact precision is less of a requirement, e.g. a private driveway to a cottage, or a path
traversed by labourers in logging and forestry.
The decision to create a sketch-based system is further justiﬁed by attempting to
minimize the cognitive overhead that comes with working within the constraints of a
particular modelling system. John Danahy notes that prevalent software toolsets avail-
able which perform path and other modelling tasks often force the user to alter their way
of thinking about a problem. For example, the particular ordering of steps of a given
task is ordained by the system and not the user, and may vary from what is conventional
in the profession, which results in cognitive issues during use.
An important goal of Drive is that the task of modelling feel very natural and free-
form and attempt to avoid or minimize any cognitive issues. This has motivated our
approach of both interaction and visualization techniques. Considering interaction, as
an example, University of Toronto landscape architect Robert Wright has said that the
ability to sketch a path and embed it on arbitrary geometry is non-trivial and is itself
a useful feature, that is not found in all commercial applications used in his profession.Chapter 1. Introduction 5
Considering visualization, as an example, we have developed the break-out lens, a novel
tool that provides an alternate viewpoint with signiﬁcant contextual information, with
the intention of reducing cognitive overhead.
Another signiﬁcant beneﬁt of Drive is the speed at which the system can be learned.
All of the operations that can be performed within the system can be explained in some
detail within minutes. Even better, the interface is such that most if not all of the
functionality can be learned by the user just by giving the sole instruction: open curves
create paths and closed curves correspond to a selection-action operation and invoke a
menu. For all users who experimented with the system, this very brief instruction was
enough to get them started and discover each of the individual system functions on their
own. In contrast, conventional road design applications have a much steeper learning
curve, often coupled by lengthy and complex technical manuals.
Designed and implemented within the context of this system, we draw attention to
four novel components:
Clothoids: We interactively ﬁt sketched strokes using a number of line, circular-arc
and clothoid curve segments. Clothoids are the family of spirals whose curvature varies
linearly with arc-length. They are widely used in transportation engineering, since they
can be navigated at constant speed by linear steering and a constant rate of angular
acceleration [29, 45]. Stroke ﬁltering is important for almost all sketch-based applications
and we show our curves to have smoothness properties superior to the common practice
of spline ﬁtting [37] or iterative point smoothing [44] (see Figure 2.1).
Crossing paths: We handle arbitrarily complex path crossings by sketching occlusion as
breaks in the curve path (see Figure 3.4). We process the sketched strokes to implicitly
join these breaks and deﬁne inequalities of path height. We then eﬃciently solve for
height along the path as an optimization that minimizes the height of the path from the
terrain, the grade of the path, and the overall variation of height needed to satisfy the
occlusion relationships (see Figure 3.5).Chapter 1. Introduction 6
Break-out lens: Inspired by break-out views used to indicate orthogonal viewpoints in
engineering visualization, we develop an interactive lens that performs a continuous view
warp to provide an in-context break-out view (see Figure 3.8). An important aﬀordance
of the break-out lens is that sketching within the lens allows multi-view 3D curve editing,
without the handicap of mentally resolving the 3D curve from disconnected views.
Terrain sensitive sketching: An appealing aspect of our system is our focus on both
the construction of path layouts and the rapid conceptualization and preview of the entire
driving experience. The terrain thus is not just a canvas on which to sketch paths but
an evolving environment into which the paths integrate, with automatic construction of
bridges, tunnels, road signs and changes in foliage (see Figure 1.3, 3.10, 3.11).Chapter 2
Sketching Piecewise Clothoid Curves
2.1 Problem statement
Polyline stroke data often needs to be denoised and processed into fair 2D curves for
further use in many sketch-based applications. This is usually done using smoothing
ﬁlters [44] or by cubic or high-order spline ﬁtting [36, 37]. Iterative smoothing is best
suited to removing high-frequency sketching noise and tends to produce low-frequency
wiggles in the curve (local pockets of smooth curvature based on ﬁlter size). Spline
ﬁtting results, though visually smooth, frequently exhibit poor quality curvature plots
(see Figure 2.1). We present a new approach to processing sketch strokes using clothoids,
that intrinsically favour line and circular arc segments and result in holistically fair G2
curves.
2.2 Overview of our approach
Our algorithm for ﬁtting a sequence of G2 clothoid segments to polyline stroke data
is a two-step process (see Figure 2.2). We ﬁrst ﬁt a piecewise linear approximation
to the discrete curvature of the stroke as a function of arc-length, with control over
the tradeoﬀ between ﬁtting error and the number of linear pieces. The start and end
7Chapter 2. Sketching Piecewise Clothoid Curves 8
(a) (b) (c) (d) (e)
Figure 2.1: Stroke fairing: (a) A sketched stroke. (b) Clothoid ﬁtting the stroke (a). (c)
Cubic spline ﬁtting the clothoid curves in (b). (d) Cubic spline ﬁtting the stroke (a).
(e) Laplacian smoothing (4 iterations at 10%) the stroke (a). Curvatures are plotted
uncolored along the length of processed strokes (b-d) to evaluate smoothness.Chapter 2. Sketching Piecewise Clothoid Curves 9
curvature values of each linear piece uniquely determine a line, circular arc or clothoid
curve segment. These segments further assemble together uniquely with G2 continuity
into a single composite curve. The next step involves determining a single 2D rigid
transform that aligns this composite curve with the sketched stroke to minimize the error
of the stroke from the transformed curve. We are able to solve for this transform eﬃciently
by formulating the error as a weighted least squares optimization problem. While many
sketch-based applications do not require precise interpolation of points and tangents,
we show how this can be achieved by inserting or appending short spline segments to
enforce interpolation (see Figure 2.10), if necessary. The resulting curve can also be
made G3 by linearly blending the adjacent clothoid segments locally (see Figure 2.9).
Alternatively, sharp corners can be allowed by thresholding spikes in curvature to be
segment boundaries and independently rotating these segments (see Figure 2.8).
2.3 Contributions
We develop a new formulation for eﬃciently ﬁtting intrinsic spline primitives such as
clothoids, to dense polyline data. While we focus on clothoids our algorithmic framework
is applicable to any curve primitive with a characteristic curvature proﬁle. The resulting
curves are robust to sketching noise and are particularly well suited to sketch-based
applications. We show a number of enhancements to the basic approach, including sharp
corners, blended G3 curves and point interpolation. Finally, we have implemented our
results within a sketch-based application for track design (see Figure 2.3), where the
clothoid segments provide not only aesthetically pleasing curves but are also required
downstream, from an engineering standpoint.Chapter 2. Sketching Piecewise Clothoid Curves 10
sketched stroke piecewise linear curvature fit
κ
arc-length
assembled clothoid segments
(a)
(b)
curve alignment: translation curve alignment: rotation
Figure 2.2: Clothoid ﬁtting: (a) Discrete stroke curvature is approximated as a piecewise
linear function uniquely deﬁning clothoid segments. (b) A rigid 2D transform minimizes
the weighted least squares error between the composite clothoid and the sketched stroke.Chapter 2. Sketching Piecewise Clothoid Curves 11
Figure 2.3: Sketching clothoid splines within Drive, a sketch-based track modeling sys-
tem.
2.4 Related work
We now survey prior work speciﬁcally relating to curve and surface fairing in general and
on clothoids in particular. A popular feature of cubic splines is that they provide a linear
approximation to the minimum strain energy conﬁguration of a thin-beam interpolating
a set of points. While least squares spline ﬁtting is robust and eﬃcient [37], the curva-
ture plot of the resulting spline can be highly variable (see Figure 2.1). Computing the
actual minimum energy curve minimizes the overall bending of the curve [30]. Moreton
and Sequin [31] show, however, that minimum variation curves provide a better fairness
characteristic by minimizing the overall variation of curvature along the curve allow-
ing natural shapes like circular arcs. These curves are typically computed by nonlinear
optimization techniques. In contrast, we attempt to minimize overall variation in cur-
vature along the curve by robustly approximating it using a number of piecewise linear
segments. Our composite clothoid curve is thus an appealing alternative to minimum
variation curves, particularly when precise interpolation of points is traded for preciseChapter 2. Sketching Piecewise Clothoid Curves 12
curvature control.
A more common, easy to implement, approach is to iteratively smooth the points
of piecewise linear curves and surfaces directly [44]. Discrete ﬁltering approaches vary
from simple neighbour averaging to approaches that use a discrete curvature estimation to
help guide the fairing process [33]. We similarly compute a discrete curvature estimate at
points of the input polyline, but instead use these values to determine the segmentation of
the curve into clothoid pieces. An additional advantage of ﬁtting analytic curve segments
like splines or clothoids over discrete methods is that the curve can be regenerated at
arbitrary resolution.
Clothoids have been the subject of prior research in computer aided design. Motivated
by transportation design, Meek and Walton have looked at conditions under which one
or more clothoid segments can form a transition curve between two given curve segments
[29]. They have also proposed a clothoid spline [45], where two clothoid pieces are used to
form a parabola-like segment between every three consecutive points of a control polygon.
While the resulting clothoid spline is G2, the curve is forced through a point of zero
curvature on every edge of the control polygon. A discrete formulation of clothoid using
nonlinear subdivision has also been proposed [16]. Clothoids have also been used as a
transition curve segment for computer vision applications of occluded contour completion
and in-painting [26].
Originally motivated by a system for quickly sketching track layouts for game envi-
ronments and road layout conceptualization by landscape architects, we ﬁnd clothoids to
be attractive curve primitives that qualitatively capture the natural curvature variations
of human sketching well.Chapter 2. Sketching Piecewise Clothoid Curves 13
2.5 Clothoid Terminology
The clothoid spiral can be parameterized using the Fresnel integrals
C(t) =
Z t
0
cos
π
2
u
2du, (2.1)
S(t) =
Z t
0
sin
π
2
u
2du, (2.2)
as
πB



C(t)
S(t)


, (2.3)
where t is the arc length parameter, and πB is a positive scaling parameter that deﬁnes
the slope of linear curvature variation of a family of spirals as seen in Figure 2.4.
Figure 2.4: Fixing arc length and an initial curvature parameter, a family of clothoid
segments is formed by decreasing parameter B near inﬁnity (left) toward zero (right).
Clothoids can be expressed in a computationally eﬃcient manner, using rational ap-
proximations for C(t) and S(t) given in [18]:
C(t) ≈
1
2
− R(t)sin

1
2
π(A(t) − t
2)

, (2.4)
S(t) ≈
1
2
− R(t)cos

1
2
π(A(t) − t
2)

, (2.5)Chapter 2. Sketching Piecewise Clothoid Curves 14
where
R(t) =
0.506t + 1
1.79t2 + 2.054t +
√
2
,
A(t) =
1
0.803t3 + 1.886t2 + 2.524t + 2
.
2.6 Curve ﬁtting using clothoids
We now detail our approach to curve ﬁtting using a sequence of clothoid, circular arc and
line segments (see Figure 1.1,2.11). Note that while the steps below ﬁt a polyline, they
can be used to ﬁt any curve representation that is discretely sampled at an appropriate
resolution.
2.6.1 Discrete curvature estimation
Discrete curvature for planar curves can be estimated at a point using the circum-circle
formed with its two adjacent points or the Frenet-Serret fomulae as shown in [33]. Given
any three sequential points pi−1, pi, pi+1 of the input polyline, using the vectors v1 =
pi − pi−1, v2 = pi+1 − pi, the estimated curvature at pi is given by
κ(pi) =
2sin
 
θ
2

p
||v1|| · ||v2||
, (2.6)
where
θ = arccos

v1
||v1||
·
v2
||v2||

. (2.7)
Robust statistical approaches to curvature computation that perform better in the
presence of noise and irregular sampling [21] can also be used. The curvature for discretely
sampled analytic curves may also directly sampled from the analytic curve.
Each point is now mapped into curvature space, where the horizontal axis denotes arc
length and the vertical axis, curvature (see Figure 2.2a). We adopt (positive/negative)
curvature to denote (right/left) turning in this space.Chapter 2. Sketching Piecewise Clothoid Curves 15
2.6.2 Piecewise linear curvature segmentation
We now segment the curve into a minimal sequence of pieces of linearly varying curvature.
A dynamic programming algorithm ﬁnds a connected set of line segments which minimize
both the number of line segments used, and the error in ﬁt with the curvature space
points. The number of pieces used is minimized by assigning a penalty Ecost for each
linear piece. We populate a matrix M with values, in a bottom-up fashion, using the
following:
M(a,b) = min
a<k<b
{M(a,k) + M(k,b),Efit(a,b) + Ecost}. (2.8)
M(a,b) denotes the minimal cost of a conﬁguration of connected line segments from point
a to b. M(a,b) entries are calculated for all a < b, making M strictly upper triangular.
Efit(a,b) denotes the vertical error resulting from linear regression with the points from
a to b. Expressing the linear regression line using slope and y-intercept, denoting them
lslope and lyint respectively, we can deﬁne Efit precisely as
Efit(a,b) =
b X
i=a
|lyint + lslope · arclength(pi) − κ(pi)|, (2.9)
where (arclength(pi),κ(pi)) is the curvature-space point corresponding to pi.
The solution, a set of connected line segments in curvature space, deﬁnes the set of
connected clothoid segments that will be used to ﬁt the input curve. Figure 2.5 shows
the eﬀect that diﬀerent values of Ecost has on the generated solution.
2.6.3 Segment parameterization
For each clothoid segment, we have its curvature space endpoints (xP
i ,yP
i ) and (xP
i+1,yP
i+1).
yP
i and yP
i+1 specify the start and end curvatures of the segment, and the diﬀerence
xP
i+1−xP
i speciﬁes the arc length. These parameters uniquely map to a clothoid segment
deﬁned by the scaling parameter B, and the start and end parameter values t1 and t2.
Since the curvature of a clothoid is t
B:
t1 = y
P
i B and t2 = y
P
i+1B. (2.10)Chapter 2. Sketching Piecewise Clothoid Curves 16
κ
arc-length
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Figure 2.5: The eﬀect of Ecost on the generated segmentation. As Ecost decreases, more
segments are used.Chapter 2. Sketching Piecewise Clothoid Curves 17
B can be expressed using the formula for arc length:
x
P
i+1 − x
P
i = πB(t2 − t1)
= πB(y
P
i+1B − y
P
i B) (using (2.10))
= B
2π(y
P
i+1 − y
P
i )
xP
i+1 − xP
i
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and since B must be positive,
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i+1 − xP
i
π(yP
i+1 − yP
i )
. (2.11)
Each clothoid segment is translated and rotated to connect end points and align
tangents to adjacent segments resulting in an overall G2 curve (see Figure 2.2a).
2.6.4 2D rigid transformation
We now need to translate and rotate this overall curve, so as to minimize the ﬁtting
error to the input curve. We cast this as a weighted least squares minimization problem
as follows: Sample a corresponding set of n points from the canonical clothoid spline,
using the arc length positions from the input polyline. Deﬁne the set of corresponding
n canonical points with an S superscript:

(xS
0,yS
0),...,(xS
n−1,yS
n−1)
	
. Figure 2.6 shows
the clothoid spline in its canonical form, with the corresponding set of n points sampled
along it.
The goal is to minimize the sum of 2-norm distances between corresponding pairs of
points with a rotation matrix R and translation vectors T and T S:
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. (2.12)
Our approach is based on the solution for shape matching shown in [32]. The optimalChapter 2. Sketching Piecewise Clothoid Curves 18
Figure 2.6: The points

(xS
0,yS
0),...,(xS
n−1,yS
n−1)
	
on the composite curve in pink must
undergo a rigid 2D transformation to match the sketched input curve in white (left). The
result of the transformation (right).
translation vector is given by aligning the weighted centroids of both sets of points:
T
S =
1
Pn−1
i=0 wi



Pn−1
i=0 wixS
i
Pn−1
i=0 wiyS
i


, (2.13)
T =
1
Pn−1
i=0 wi



Pn−1
i=0 wixi
Pn−1
i=0 wiyi


, (2.14)
where each weight wi speciﬁes the relative importance of the corresponding pair of points
(xi,yi),(xS
i ,yS
i ) in the ﬁt (see Figure 2.2b,2.7).
Deﬁne sets of points which are the relative locations to the centroids qi = (xS
i ,yS
i )−T S
and pi = (xi,yi)−T. To determine the rotation matrix, the problem is relaxed to ﬁnding
the optimal linear transformation A, where we want to minimize
Pn−1
i=0 wi(Aqi − pi)2.
Setting the derivatives with respect to all coeﬃcients of A to zero yields the optimal
transformation
A = (
n−1 X
i=0
wipiq
T
i )(
n−1 X
i=0
wiqiq
T
i )
−1 = ApqAqq. (2.15)
Aqq can be ignored as it is symmetric and does scaling only. The optimal rotation R
is then the rotational part of Apq, found by a polar decomposition Apq = RS, where
S =
q
AT
pqApq, and so R = ApqS−1.Chapter 2. Sketching Piecewise Clothoid Curves 19
(a) (b)
κ
arc-length
Figure 2.7: Equal weights for all sample points (a), and only weighting the end-points
(b), result in diﬀerent rigid transforms for the same composite curve segmentation on the
right.
If the matrix AT
pqApq is near-singular, instead the vector from the start to end point
of the sketched curve given by (xn−1,yn−1)−(x0,y0) is used, and its arctangent provides
an estimate of the best angle of rotation.
2.7 Fitting extensions
2.7.1 Sharp corners (G1 discontinuity)
Many sketching applications require the user to only sketch smooth strokes and handle
corners by requiring two separate smooth strokes to end at a corner. Such a restriction
adds a cognitive burden on the user and can be disruptive to the sketching process. To
automatically handle sharp corners in our framework, we ﬁrst need to detect points of
G1 discontinuity in the sketched stroke. Observe that such sharp corners appear as large
spikes in curvature space (see Figure 2.8). Statistical approaches to curvature estimation
[21] are able to robustly ﬁlter out similar spikes that may arise from noise and outliers
in the sketched stroke. Simple thresholding of points with both high curvature and high
variation in curvature yields our set of sharp corners. We then force a segment break at
all sharp corners and ﬂatten the curvature spike from the set of curvature points so asChapter 2. Sketching Piecewise Clothoid Curves 20
not to bias the subsequent ﬁtting process. The ﬁnal segmentation is a further reﬁnement
of the segments induced by the sharp corners. We now treat the composite curve as
having limbs that articulate at the corners. We ﬁt this curve by ﬁnding the optimal
transformation for the ﬁrst limb as in Section 2.6.4. The translation of each subsequent
limb is now constrained but its optimal rotation may once again be solved as in Section
2.6.4. We use a higher weight for the corner points in this ﬁtting to better match the user
sketched corners. While a more globally optimal set of transformations may be sought,
we ﬁnd this greedy approach to work well in practice and the resulting curves closely
match the input sketch.
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arc-length
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arc-length
Figure 2.8: Curves with sharp corners or G1 discontinuities are automatically handled
by our ﬁtting approach (curvature proﬁles on right).Chapter 2. Sketching Piecewise Clothoid Curves 21
2.7.2 G3 continuity
It is also easy to extend the given piecewise construction to produce G3 continuous curves.
Following the curvature space linear segmentation step, between each pair of segments,
we can round the corners in curvature space by performing a local linear blend. For each
segmentation point (xP
i ,yP
i ) that is the endpoint of two segments, blending occurs within
a window of distance d around xP
i . A set of blended samples can be constructed for this
window, sampling with a value s such that 0 < s < 1, each sample point is given by



x
y


 =



xP
i + d(2s − 1)
yP
i − m1d(s2 + 2s − 1) + m2ds2


 (2.16)
where m1 =
yP
i −yP
i−1
xP
i −xP
i−1
and m2 =
yP
i+1−yP
i
xP
i+1−xP
i
are the slopes of the curvature space line segments.
Segmentation point (xP
i ,yP
i ) is then replaced by the generated set of blended samples.
The samples in this region ﬁnitely approximate a quadratic function with a continuous
derivative.
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Figure 2.9: A G3 continuous curve obtained by local linear blending of adjacent clothoid
segments.Chapter 2. Sketching Piecewise Clothoid Curves 22
2.7.3 Geometric interpolation
While our approach is tailored towards constructing fair curves that approximate sketch
strokes, it may be desirable to interpolate given geometric constraints. Performing such
interpolation strictly using clothoids is sometimes impossible [29]. Instead within our
system we simply use quintic Hermite splines that we locally blend into the curve gen-
erated by Section 4 to interpolate arbitrary points with G2 continuity (see Figure 2.10).
We note that while G2, the use of Hermite splines can destroy the fairness properties of
the overall curve.
Figure 2.10: The curve composed of clothoid segments (red) in Figure 2.1 is edited in the
middle using a quintic spline (green) with G2 continuity but with degradation in quality
of the curvature plot.
2.8 Sketching Applications
We have implemented our approach both as a simple sketching interface capable of gen-
erating a wide variety of aesthetic curves (see Figure 2.11) and as part of Drive, a com-
prehensive system for sketch-based road network design (see Figure 2.3). While DriveChapter 2. Sketching Piecewise Clothoid Curves 23
has a number of sophisticated features speciﬁc to the conceptual sketching of a driv-
ing experience, it is built around a simple interface for sketching clothoid curves. The
framework naturally favours lines, circular arcs and clothoids which are common in road
design and also desirable from a steering standpoint. In our system users can prescribe
a preference for more or less segments by directly specifying Ecost, or by specifying an
error of ﬁt, in which case the system iteratively uses a lower Ecost, if the error of ﬁt is
above the given tolerance (see Figure 2.5). Users can also oversketch parts of curves as
one might expect, in which case the track is globally reﬁtted or blended in locally using
a spline (see Figures 2.10, 2.12).
A proof-of-concept demo application was implemented in C++ using OpenGL and
GLUT. It was tested on 2 systems: an AMD Athlon64 3000+ 2GHz and an Intel Xeon
2.2GHz, both with 1 GB RAM, and in both cases curves consisting of hundreds of points
are generated at interactive rates. The most computationally costly step in our approach
is determining the curvature space segmentation. As a dynamic programming algorithm
is used to ﬁnd a global minimum solution, the number of points of the input polyline
determine the number of rows and columns of the cost matrix M, leading to quadratic
growth in the number computations required.Chapter 2. Sketching Piecewise Clothoid Curves 24
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Figure 2.11: Gallery of curves sketched using our system (left) with corresponding cur-
vature proﬁles (right).Chapter 2. Sketching Piecewise Clothoid Curves 25
Figure 2.12: Oversketching to edit curves.Chapter 3
Drive - A Comprehensive Road
Design System
3.1 Related Work
Sketch-based interfaces generally have a quick-and-dirty feel to them that is well-suited
to ideation and conceptual prototyping. Relevant to this paper a number of compelling
systems have been proposed for 3D shape modeling [48, 20, 44, 39, 34, 9], camera motion
along a path [19], spatial layout [1, 47], interface design [25], animation [10, 43], the
sketching of ﬂora and fauna [2] and architecture (Google SketchUp). The area of sketch-
based path design, however, is largely unexplored.
Various aspects of our system draw upon existing research. Our interface is largely
driven by a single lasso-menu and quick selection-action phrasing [1]. We draw curves
directly projected onto a terrain much the same way that shape modeling systems [20,
34, 22] project a sketched stroke onto underlying geometry.
Lifting these curves in 3D oﬀ the projected geometry or creating non-planar curves in
general is a diﬃcult problem since sketched strokes are inherently 2D in the view-plane.
Common solutions to this problem is to resolve in 3D, strokes sketched in multiple views
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[6, 23]. Multi-view approaches while mathematically straightforward are suboptimal for
a user who has to mentally deconstruct a 3D curve into multiple disconnected views. We
alleviate this problem using a break-out lens that provides the capability of multiview
editing but in context of the current curve and its surrounding environment. While lenses
for zooming have existed for some time [5] in interactive visualization, we believe this
is the ﬁrst approach to both view manipulation and editing via a lens using nonlinear
projection [8].
Occlusion has been exploited to disambiguate the depth of 3D organic shapes [9]. In
[9] visible contours of 3D objects are processed to build 2D panels that are inﬂated into
3D shapes like Teddy [20]. The occluded contours result in overlapping panels whose
depth is solved for by optimizing curvature, orientation and distance of a panel axis from
the sketch plane. Since our paths are the same width, we simplify drawing by using a
single stroke to represent the spine of the path. We also satisfy occlusion constraints by
using an optimization formulation better suited to path design than 3D shape modeling
[9] (see Figures 3.4, 3.5).
Interaction techniques commonly represent continuous curves as densely sampled
polylines. Geometric properties for these curves, however, need to be imposed by the
curve creation and editing technique [15, 44]. One such geometric property is fairness
[13], that attempts to capture the visual aesthetic of a curve. Fairness is closely related
to how little and how smoothly a curve bends. For planar curves it has been described
as curvature continuity G2, with a small number of segments of almost piecewise linear
curvature [13]. The family of curves whose curvature varies linearly with arc-length are
known as clothoids. Clothoids have been the subject of prior research in CAD and trans-
portation design as transition curves smoothly connecting two curve segments [29, 26] or
a spline where every three consecutive points are ﬁt with a parabola-like clothoid seg-
ment [45]. A discrete formulation of clothoid using nonlinear subdivision has also been
proposed [16]. In this paper, we exploit the fairness properties of clothoids to ﬁt 2DChapter 3. Drive - A Comprehensive Road Design System 28
strokes for sketch-based applications. Our approach automatically favours precise line
and circular-arc segments which are desirable for transport path layout. A further advan-
tage of ﬁtting analytic curve segments like splines or clothoids over discrete smoothing
methods is that the curve can be regenerated at arbitrary resolution.
Finally, our goal is not simply path network creation but a conceptualization of the
entire driving experience, in which paths are an integrated part of the environment on
which they are laid out. Programs such as Google Earth provide compelling interfaces for
visualizing 3D environments. We handle the construction of this evolving environment
intelligently: creating a path automatically deﬁnes a cut-and-ﬁll corridor on the terrain,
removes foliage on the path, and constructs bridges, tunnels, path crossings and signage
as dictated by the evolving landscape and path networks.
The actual drive through is accomplished with a select-and-play action, allowing a
user to animate the drive of a selected section of path. There has been research on
authoring virtual ﬂythroughs in the context of scene visualization [46, 42] or product
design [24, 4]. We also provide a simple select-and-time action to alter the pacing of a
drive along the path. We are thus able to quickly author the rough timing of objects or
cameras animating along motion paths. Such functionality is more precise and complex
to control in animation systems like Maya.
3.2 Design Goals
Our overreaching goal of rapidly conceptualizing a 3D driving experience through sketch-
ing helps deﬁne a number of smaller design guidelines.
• A general problem with sketch-based 3D applications is a philosophical disconnect
in that view navigation for 3D scene understanding is critical while traditional
sketching is inherently a 2D task from a ﬁxed viewpoint. We aim towards main-
taining the focus on sketching and minimizing interactive view navigation.Chapter 3. Drive - A Comprehensive Road Design System 29
• In addition to transport layout designers, we design this application for novice users
without exceptional artistic skills: for building custom tracks to race on in a gaming
environment or for exploring options in designing a path through a thicket from
their cottage to a nearby lake. The system should thus be easy to use with limited
instruction and generally fun to play with.
• While most sketch-based applications attempt to leverage the many degrees of
freedom of a pen and tablet, we aim to design an application that is equally operable
by a mouse, with minimal use of buttons or mode switching.
• As with most concept design applications we would like to keep user focus on
design with a maximal sketching surface and without any distractions or cognitive
overhead from the UI.
• Finally given the conceptual nature and speciﬁc domain of our design problem, we
would like to make many intelligent inferences from sketched strokes in the context
of the evolving environment, to maximize the visual impact of each sketched stroke
(see Figure 1.3).
3.3 Basic Interaction and Visualization
The single essential instruction to a user is that sketching open curves creates or edits
paths, and a closed (self-intersecting) curve lassos a region of selection as well as invokes
a radial menu [1] that is sensitive to the lasso selection (see Figure 3.1). This design
decision is made on the simple observation that closed curves are rare in transportation
path design (barring roundabouts). Most users ﬁgure out themselves that roundabouts
or self-intersecting paths can be easily created anyway by connecting two or more open
curves. This clean distinction between design and command space is trivial to learn and
places virtually no cognitive overhead on a user.Chapter 3. Drive - A Comprehensive Road Design System 30
Figure 3.1: Open curves create and edit paths (left) while closed curves select and invoke
a lasso-menu (right).
3.3.1 Lasso-menu
As described and shown in Figure 3.1, our lasso-menu is an 8 item radial menu that
is context sensitive to the lasso selection. A number of menu items have up to 3 sub-
options deﬁned as concentric wedges of the item. Hovering over a sub-option describes
its text dynamically in the middle of the menu avoiding menu clutter or text at awkward
orientations. For many actions such as path deletion or foliage change, hover also provides
the user a preview of the action. The lasso-menu can also be invoked by a press-and-hold
action.
3.3.2 Camera control
As stated in our design goals we would like promote single view sketching and minimize
the time spent on view navigation, which is the single most frequently used control in
most 3D applications. Fortunately terrains are typically height-ﬁelds and largely visible
from a birds-eye view, reducing the need for constant view manipulation while sketching.
Given the large scale of terrains, however, it is necessary to pan and zoom to access regions
of the terrain at an appropriate resolution. Users can frame a region by lassoing it andChapter 3. Drive - A Comprehensive Road Design System 31
selecting one of Birds-eye, Mid-way or Close-up sub-options from the lasso-menu, that
are hand-crafted to not only magnify but also tumble the camera so that the Close-up
view from the ground is almost orthogonal to the aerial Birds-eye view.
Interestingly enough, newer generations of users familiar with 3D applications sub-
consciously expect typical tumble, pan and dolly camera tools. We thus also support
the camera controls found in popular 3D systems such as Maya, where the ALT key
enables the camera, and the left, middle and right mouse buttons tumble, pan and zoom
respectively.
3.4 Path Creation and Editing
Figure 3.2: The sketched curve in the image plane is projected onto the terrain geometry,
then projected onto the XZ plane where it is ﬁt in 2D using line, circular-arc and clothoid
segments.
Open curves are used for path creation and editing. Users sketch strokes as 2DChapter 3. Drive - A Comprehensive Road Design System 32
polylines in the view plane. Each of these points is then projected onto a 3D heightﬁeld
terrain representation, to create an unﬁltered 3D curve representing a path. We resample
the 3D curve on the terrain by inserting and deleting points to ensure a reasonably even
arc-length sampling. This 3D curve is then ﬁt using clothoids in 2D in the XZ-plane,
ignoring the height component Y (see Figure 3.2). The ﬁtted curve comprising line,
circular-arc and piecewise clothoid segments is ideally suited to path design. This curve
is discretely sampled and projected back to the 3D geometry to deﬁne the spine of the
ﬁnal path that we represent using a Catmull-Rom spline along which path geometry is
deformed.
3.4.1 Clothoid ﬁtting
The input to our clothoid ﬁtting is a 2D polyline and the output is a sequence of line,
circular-arc and clothoid segments that best approximate the input curve. As mentioned
earlier, clothoids are characterized by a curvature that changes linearly with arc-length,
forming a spiral shape. We thus ﬁrst ﬁt a piecewise linear approximation to the discrete
curvature of the stroke as a function of arc-length, with control over the tradeoﬀ between
ﬁtting error and the number of linear pieces (see Figure 2.2(a)). The start and end
curvature values of each linear piece uniquely determine a line, circular-arc or clothoid
curve segment. These segments further assemble together uniquely with G2 continuity
into a single composite curve. The next step involves determining a single 2D rigid
transform that aligns this composite curve with the sketched stroke to minimize the error
of the stroke from the transformed curve (see Figure 2.2(b)). We are able to solve for this
transform eﬃciently by formulating the error as a weighted least squares optimization
problem.Chapter 3. Drive - A Comprehensive Road Design System 33
3.4.2 Path editing
Paths may be extended or edited by oversketching [3]. End-point proximity and end-
tangent alignment of the oversketched path to existing paths is used to infer whether a
new path is created or if an existing path is extended or edited (see Figure 3.3). Clothoid
reﬁtting is applied to edited paths. Selected regions of paths can be deleted using the
lasso-menu.
Figure 3.3: Users extend (left) or edit (middle) a path by oversketching, and delete
segments (right) using a lasso-menu.
3.4.3 Crossing relationships
Crossing relationships between sketched paths are automatically determined based on
the observation that an overpass occludes paths under it from an aerial view. Users can
specify such occlusion by a small break in one of the sketched paths at a crossing (see
Figure 3.4). The order in which the solid and broken path is sketched is not important.
Two unbroken paths crossing each other indicates an intersection. Distinguishing a path
that is broken at a crossing from two diﬀerent paths is performed in a manner similar to
path extension using end-point proximity and end-tangent alignment. Users can always
change the crossing relationship by selecting it with a lasso and choosing between the over,
under and intersect crossing sub-menu options. Hovering over the suboptions previews
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Figure 3.4: Breaks in the sketch stroke indicate the over/under occlusion relationship
between intersecting paths. A small break in a path at a crossing indicates occlusion from
above and makes the other path pass over it. Unbroken paths indicate an intersection.
3.4.4 Complex crossings
A simple overpass is easily handled using a typical height clearance and grade for path
elevation. Overpasses close to each other on the same road or more complex crossing
relationships (see Figure 3.5) require a more sophisticated approach to determining the
height of path from the terrain. Our problem is to deﬁne a height value for a number of
points along a path where a crossing relationship has to be satisﬁed. To further constrain
the problem we minimize the overall height from the terrain and the variation of height
(path grade) in real-time using nonlinear energy optimization.
The input to our path height optimizer are a set of n crossing points with height
yi relative to the terrain at increasing arc-lengths li. We also have k height inequality
relationships that index into the set of crossing points: {(a0,b0),...,(ak−1,bk−1)}, where
∀i ∈ {0,...,k − 1}, ai,bi ∈ {0,...,n − 1}, ai 6= bi and yai > ybi.
We deﬁne objective functions for height from the terrain as
heightCost =
n−1 X
i=0
||yi||
2, (3.1)Chapter 3. Drive - A Comprehensive Road Design System 35
and path grade as
gradeCost =
n−1 X
i=0

|yi+1 − yi|
li+1 − li
2
. (3.2)
For points in a height inequality relationship, their objective function is inversely pro-
portional to their diﬀerence in height and inﬁnite for a constraint violation. In other
words,
relationCost =
k−1 X
j=0

 
 
h
1
yaj−ybj
i2
if yaj > ybj
∞ otherwise
. (3.3)
We minimize the cost function heightCost+gradeCost+relationCost using a steepest
descent method with backtracking line search. The gradient of this function is found
using ﬁnite diﬀerencing with respect to each dimension. Once we have normalized height
values deﬁned at crossing points we scale them by a speciﬁed clearance and solve for
height along the path using Catmull-Rom spline interpolation of crossing point heights.
We are thus able to sketch and handle an arbitrarily complex ordering of crossing
relationships. Note however, that if the relationships are close to a common intersection
as in Figure 3.5 (left), reordering them using the lasso-menu is currently a problem since
it is diﬃcult to select a single pair of crossing paths.
We have now deﬁned a simple path creation and editing formulation with automatic
determination of height from the terrain, based on path crossing relationships. We have
yet to address how the elevation proﬁle of these roads can be conveniently visualized and
furthermore edited.
3.5 Break-outs
In traditional concept sketching and engineering visualization, static alternate viewpoints
known as break-out views, are used to illustrate local parts of a scene [11]. We are
motivated by these views, not only for rapid local 3D visualization of paths but also path
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Figure 3.5: A complex multi-level crossing (left) and a closed path with many crossings
(right).
3.5.1 Break-out view
The user selects a region of a path and invokes a break-out view from the lasso-menu (see
Figure 3.6). We use the start and end points of the selected path segment to determine a
3D segment, called the break-out axis. This axis determines the break-out view as if the
user was standing by the side of the path facing perpendicular to the break-out axis. The
break-out view is then generated by an animated transition within a window the shape
of the lasso selection, that is translated to a default location by the side of the path (see
Figure 3.6). The break-out view, like any other GUI window can be moved around in
the system and killed as needed. Multiple break-out views can also co-exist.
We now transcend the use of break-out views for rapid visualization by allowing
a user to oversketch within the break-out view, and edit path elevation in the same
fashion they oversketch to edit paths on the terrain. The oversketched path must ﬁrst be
rotated, such that the break-out view plane becomes perpendicular to the ground-plane
(see Figure 3.7).Chapter 3. Drive - A Comprehensive Road Design System 37
Figure 3.6: Users select a region of the path and invoke a break-out view from the
lasso-menu.
Figure 3.7: Oversketching to edit path elevation in a break-out view.Chapter 3. Drive - A Comprehensive Road Design System 38
3.5.2 Break-out lens
The oversketching to edit path elevation in the break-out view is an example of multiview
3D curve sketching. While this approach is mathematically succinct, users ﬁnd it diﬃcult
to draw 3D curves in general using disconnected multiple views. This is less evident in our
case, since path curves have a clear dimensionality separation as 2D curves on a ground-
plane with a path elevation. We can, however, address the break-out view disconnect by
formulating it as a break-out lens (see Figure 3.8).
The break-out lens is similarly invoked with a selected path from the lasso-menu.
The lens consists of two concentric circles. The interior of the inner circle behaves like a
break-out view and the region between the two circles provides a continuous view change
between the current camera view and the interior break-out view [8]. The lens has four
controls, to move the lens, control the inner and outer radii, and to deﬁne the angle
of rotation θ around the break-out axis, of the break-out view from the current camera
view. If the current camera view matrix is C and break-out view rotation is Rθ, the
view warp is accomplished by deforming points inside the inner circle by RθC−1. The
deformation of points in between the two circles (RθC−1)t smoothly decays radially to
the current view as t goes from 1 at the inner radius to 0 at the outer radius.
Figure 3.8: The break-out lens provides a continuous local transition to a break-out view
(left) rendered with a background plane (right).Chapter 3. Drive - A Comprehensive Road Design System 39
The break-out lens also allows oversketching to edit path elevation. Here too the
oversketched path should be rotated by 90o−θ prior to the edit. The continuous context
of the break-out lens improves the usability of multi-view sketching and can be used to
sketch curves and perform silhouette based 3D deformations [41, 34] from a single view
(see Figure 3.9).
Figure 3.9: A curve is sketched and oversketched with a break-out lens to deﬁne a wire
deformation of the nose.
3.5.3 Rendering the background plane
A major diﬀerence between the break-out view in Figure 3.6 and the break-out lens in
Figure 3.8 (left), is the lack of a horizon and background in the lens. This is because
the terrain wraps around continuously obscuring the background. We can address this
by rendering a background plane on the far side of the path to simulate a horizon and
background. This plane, drawn strictly within the inner radius makes the lens more like
a true break-out view on the far side of the path and provides a continuous transition of
view on the near side (see Figure 3.8 (right)). The opacity of the background plane is
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uses values of 30 and 75 degrees to interpolate from transparent to opaque).
3.6 Terrain Sensitive Sketching
The terrain in our system is not just a canvas on which to sketch paths but an evolving
environment into which sketched paths are integrated. The paths we create are thus
sensitive to the terrain over which they are sketched and appropriately add and remove
geometric features to alter the environment.
3.6.1 Roads
In our system a 2-lane road (see Figure 1.3) piece is deﬁned parametrically that can
be laid along any given path. One can thus easily replace roads with railway tracks or
ribbons (see Figure 3.9), simply by replacing the parametric piece. The terrain under a
road is edited to match the road capturing the cut-and-ﬁll needed for road engineering.
3.6.2 Road signs
The current path layout automatically determines an appropriate set of landmarks to
place along the paths. Examples of signs automatically generated by our system for a
given road network include stop, stop ahead, sharp left/right turn ahead, bump or dip
(see Figure 1.3). In addition, for intersections, road markings are generated at stop signs
by using a textured road piece.
3.6.3 Bridges, tunnels and support pillars
When a user sketches a path traversing water, edits a path to cut through a terrain or
elevate it above a terrain, bridges, tunnels and support pillars are automatically con-
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the terrain below, tunnel lights and bridges, like roads, are deﬁned parametrically and
can be readily customized.
Figure 3.10: Bridges, support pillars (left) and tunnels (right) are automatically con-
structed to integrate paths into the evolving environment.
3.6.4 Foliage
We use foliage as an example of paths interacting with arbitrary terrain attributes. The
creation of paths automatically removes any foliage on the paths. At the same time the
foliage is often planted by the side of paths to improve the driving experience. Foliage in
any selected region may be made more or less dense using a random distribution through
the lasso-menu, while avoiding any paths or water bodies (see Figure 3.11).
3.7 Timing and Playback
Visualizing the navigation experience along paths is an essential aspect of our system.
Selecting a portion of a path and invoking Play from the lasso-menu navigates a vehicle
down the selected path. The camera view during playback can be selected from a context
sensitive lasso-menu (see video) to choose from a set of meaninigful predeﬁned views or
controlled by the user in a freeform manner. If the user select portions of paths withChapter 3. Drive - A Comprehensive Road Design System 42
Figure 3.11: Foliage may be added or removed using the lasso-menu.
intersections, the straightest option is followed. Navigation speed is a constant by default.
The user can alter the timing along the path by selecting a region of the path and choosing
a speed from the timing menu item. Timing control causes speed limit signs to be posted
appropriately, and the speed between diﬀerent regions is automatically interpolated.
3.8 Implementation
Our path design system Drive is implemented in C++ using OpenGL and GLUT. It
was tested on 2 systems: an AMD Athlon64 3000+ 2GHz and an Intel Xeon 2.2GHz,
both with 1 GB RAM. Terrains are represented as 1024x1024 textured grids rendered
with level of detail. Path pieces and environmental geometry primitives comprise 100-
200 triangles and typical scenes in the video have tens of thousands of faces representing
geometry authored within our system.
All aspects of creation and rendering in our system: sketching, clothoid ﬁtting, path
crossing resolution, view warping and path editing are performed in real-time.Chapter 3. Drive - A Comprehensive Road Design System 43
3.9 Discussion
Our system was initially aimed at custom path design for virtual game environments.
Early conversations with practicing landscape architects, however, made us realize both
the broader application space of conceptual path design and the lack of any existing
systems that address it. As landscape architects have substantial training in engineering
related ﬁelds such as road design [28, 14, 27], these early conversations and the meetings
which followed were valuable, to both gain knowledge and understanding of toolsets
currently in use in their profession, as well as to have people who design professionally
experiment with and provide input on the system.
We ﬁrst evaluated our system informally by providing a brief set of instructions and
the system to six people with mixed computer graphics skill. In general, the response was
positive and the surprise bonuses of terrain sensitive geometry kept the users engaged.
Users were able to discover most of the functionality without being told, within 5 to
10 minutes of use. No comment was made about the lasso-menu which we see as a
sign of a good inconspicuous UI. The feedback with respect to all our design goals was
positive, though users familiar with CG applications, persistently navigated the scene
with the 3D camera controls by habit, rather than using the menu camera controls. Half
of the individuals who used the system did not use the over/intersect/under sketching
convention, instead drawing all crossings as intersections and then modifying them using
the crossing menu commands.
We also evaluated our application with University of Toronto landscape architects
John Danahy and Robert Wright, who felt the system had potential for real use in
conceptual transportation layout, despite some criticisms. The ﬁrst criticism was the use
of 32-bit ﬂoating point values, in professional applications where numerical precision is
of paramount importance 64-bit values are used. Also, in practice, heightmaps are not
stored in conventional image formats, since a discrete-valued 8-bit channel of an image
is less accurate than a ﬂoating point value. They suggested the inclusion of controls toChapter 3. Drive - A Comprehensive Road Design System 44
manipulate the centreline of created paths in a precise manner, and additional terrain
attributes that deﬁne the constituents of the earth. The type of earth constrains how
cutting and ﬁlling is performed, and deﬁnes the maximum angle at which the terrain can
taper downward at the sides of the path in order to reliably support it, and is therefore
an important aspect of road design which the system does not address. Finally, they
suggested the inclusion of the commonly-used formulas that govern road design, e.g.
minimum radius of curvature for a speciﬁc speed, maximum acceptable grade.Chapter 4
Conclusion
We have presented an approach to ﬁtting sketched strokes with a sequence of line, circular-
arc and clothoid segments. We empirically ﬁnd that clothoids tend to capture sketched
strokes well and usually only a few (less than ﬁve) clothoid segments can capture a
stroke with screen resolution ﬁdelity. Figure 2.1 also shows our ﬁtting approach to be an
appealing alternative to current approaches to stroke fairing such as Laplacian smoothing
or cubic spline ﬁtting, particularly when a good approximation is more desirable than
precise interpolation of any given point. If cubic splines are necessary for downstream
use, we ﬁnd that ﬁtting the clothoid curves provides better fairness than directly ﬁtting
the input stroke. Designers often work with characteristic shape palettes deﬁned by
French curves [40], or predeﬁned pieces of track. In the future we hope to explore the use
of intrinsic splines such as clothoids for both palette representation and shape editing.
We have also presented a novel system for the concept sketching of path layouts. Our
system integrates a number of new ideas, each of which is also applicable to a wider
range of applications. Clothoid ﬁtting is shown to be good for creating fair curves from
sketched strokes, especially when curve smoothness takes precedence over precise point
interpolation. Arbitrarily complex self-occluding 3D curves can be eﬀectively created
using our energy optimization of crossing relationships. The break-out view and lens
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are likely to ﬁnd use in general shape modeling and visualization (see Figure 3.9). The
locality of the break-out lens in particular, guarantees that any region can be seen from
an arbitrary viewpoint without being obscured by other parts of the scene. Terrain
sensitive sketching adds to the appeal of our system allowing users to very quickly author
engaging environments. In the future we hope to extend terrain sensitive sketching from
curve layouts to area layouts with application to landscaping and urban planning.Bibliography
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