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Fakulteta za računalnǐstvo in informatiko
Peter Lozar
Izmenjava sporočil in datotek v
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korǐsčenje rezultatov diplomske naloge je potrebno pisno privoljenje avtorja,
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Povzetek
Naslov: Izmenjava sporočil in datotek v lokalnem omrežju
Avtor: Peter Lozar
V okviru diplomske naloge je bil razvit prototip aplikacije, ki omogoča varno
izmenjavo sporočil in datotek v lokalnem omrežju brez potrebe po strežniku.
Namen aplikacije je predstaviti rešitev problema, ki se lahko pojavi, ko želimo
osebi na lokalnem omrežju poslati sporočilo, a zaradi različnih tehničnih ome-
jitev ali zadržkov nimamo možnosti dostopa do interneta ali storitev, ki nam
to omogočajo. V diplomski nalogi so predstavljeni pomembni protokoli, teh-
nologije in koncepti, uporabljeni pri iskanju rešitve in samem razvoju, ter
struktura aplikacije in njena uporaba. Predstavljeni in opisani so pomemb-
neǰsi deli razvoja rešitve, od definicije problema do prikaza uporabe upo-
rabnǐskega vmesnika.




Title: Exchange of messages and files in a local network
Author: Peter Lozar
We have developed an application prototype, which allows users to securely
chat and exchange files in a local network without a need of a central server.
The aim of the application is to present a solution to the problem that may
arise when trying to send a message to a user in a local network, but the
Internet cannot be accessed due to technical restrictions or other limitations.
We describe important protocols, technologies and concepts, used to develop
our application. We present and describe the most important phases in
the development of our solution, from defining the addressed problem to
demonstration of developed user interface.





V današnjem času se povezanost in takoǰsnja dosegljivost ljudem zdita samo-
umevni. Razne spletne storitve in pogovorne aplikacije omogočajo komuni-
kacijo in deljenje informacij z drugimi prek interneta. Lahko pa se zgodi, da
tovrstne aplikacije in storitve niso vedno najbolǰsa izbira. Ker se na primer
zaradi zadržkov glede zasebnosti ne želimo povezati z internetom ali so pri
povezavi prisotne pravne ali tehnične omejitve, se pokaže potreba po aplika-
ciji, ki za delovanje potrebuje samo lokalno omrežje brez centralne točke, ki
omogoča, da se uporabniki med seboj lahko najdejo. V vsakem primeru si
kot uporabnik želimo enako – enostavno in varno povezavo z osebo, ki bi ji
radi poslali sporočilo ali datoteko.
V večini primerov gre za uporabo aplikacij tipa odjemalec – strežnik, ki
prevladujejo že od začetka množične uporabe interneta. Takšna arhitektura
pogovorne aplikacije ponuja nekaj prednosti, kot sta ustvarjanje skupnih kle-
petov z več uporabniki in možnost pošiljanja sporočila prejemniku, ne da bi
bil ta dosegljiv oziroma povezan na storitev. Za delovanje aplikacije se mora
odjemalec povezati s strežnikom, ki se skoraj vedno nahaja nekje na inter-
netu. Kljub temu da večina aplikacij omogoča šifriranje od konca do konca
(End to End Encryption – E2EE), pri pošiljanju sporočil nikoli v popolnosti
ne vemo, kaj se dogaja z našimi podatki, saj poslana sporočila, pa če tudi
šifrirana, dostavlja strežnik. Ob tem se pojavi tudi vprašanje, kaj bi morali
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uporabiti, ko bi želeli nekomu na omrežju poslati sporočilo, ne da bi za to
potrebovali internetno povezavo.
V takšnem primeru lahko uporabimo aplikacijo za izmenjavo sporočil in
datotek v lokalnem omrežju, ki ne zahteva uporabe dodatnih omrežnih na-
prav. Aplikacija za delovanje ne potrebuje osrednjega strežnika na omrežju,
ki bi skrbel za izmenjavo sporočil med prejemniki, vendar vseeno omogoča
enostavno odkrivanje in povezovanje med uporabniki na omrežju ter zagota-
vlja varno komunikacijo.
1.1 Cilj diplomske naloge
Cilj diplomske naloge je razviti aplikacijo za varno brezstrežnǐsko izmenjavo
sporočil in datotek v lokalnem omrežju. Namestitev aplikacije naj bi bila čim
lažja – za uporabo bi bila pripravljena takoj po prenosu, pri čemer želimo
odpraviti potrebo po namestitvenih čarovnikih in paketih. Omogočala bi eno-
stavno odkrivanje dosegljivih uporabnikov na omrežju, ki uporabljajo enako
aplikacijo, ter dopuščala možnost, da sami sebe odkrijemo drugim uporabni-
kom na omrežju. Podpirala naj bi vse glavne platforme in operacijske sisteme
ter uporabljala platformi znane tehnologije. Prioriteta diplomskega dela ni
razvoj kompleksnega uporabnǐskega vmesnika, temveč razvoj zaledja, ki pod-
pira standardne varnostne postopke pri komunikaciji, uporabnǐski vmesnik
pa bi bil implementiran kar v konzoli. Vse, kar bi uporabnik potreboval za
uporabo aplikacije, je izvršljiva datoteka in povezava na omrežje, pri čemer
ni potrebe po zahtevnih konfiguracijah.
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1.2 Pregled sorodnih primerov
Na spletu je moč najti primere podobnih aplikacij, ki se razlikujejo v pristopu,
uporabljenih tehnologijah in življenjskih fazah projekta. Glede na to, da so
bile aplikacije razvite v različnih obdobjih, lahko sklepamo, da interes za
tovrstne aplikacije obstaja že kar nekaj časa. Nekatere od teh aplikacij sicer
niso bile dolgo v uporabi, kar pa še ne pomeni, da se to ne bo kdaj spremenilo.
V nadaljevanju bomo omenili nekaj podobnih primerov in opisali, v čem se
ti razlikujejo od naše aplikacije.
Prvi primer je Lan Messenger1, odprtokoden projekt, ki je razvit v
programskem jeziku C++ in podpira več platform. Omogoča tudi varno
povezovanje z uporabniki na omrežju in pošiljanje datotek, za delovanje pa
ne potrebuje strežnika. Glavna razlika med našo in omenjeno aplikacijo je v
tem, da naša aplikacija za delovanje ne potrebuje namestitve. Prav tako vse
kaže, da je projekt razvoja omenjene aplikacije opuščen, saj je bila zadnja
posodobitev aplikacije storjena leta 2012.
Naslednji primer je zaprtokodna aplikacija Netchat2, ki podpira več plat-
form in je primarno namenjena uporabi na pametnih telefonih. Za delovanje
ne potrebuje nobenih konfiguracij, temveč samo omrežno povezavo. Glavna
razlika med našo in omenjeno aplikacijo je v tem, da naša aplikacija omogoča
varno klepetanje in deljenje datotek neposredno z osebo, medtem ko ome-
njena aplikacija omogoča zgolj ustvarjanje pogovornih sob ali povezovanje v
obstoječe pogovorne sobe, pri čemer ne zagotavlja varnosti. Opaziti je bilo
mogoče tudi, da je aplikacija neaktivna in njen razvoj ustavljen, saj je od
zadnje posodobitve minilo že več kot tri leta.
Na koncu bi omenili še odprtokodni projekt Berty3, ki naslavlja reševanje
podobnega problema. Jedro aplikacije se razvija v programskem jeziku Go,
za razvoj uporabnǐskega vmesnika pa je uporabljen programski okvir, ime-
novan React Native, ki s pomočjo programskega jezika JavaScript omogoča




pisanje platformi znanih uporabnǐskih vmesnikov. Berty se je bolj konkretno
uveljavil v zadnjem letu, in sicer kot odgovor na vse večjo priljubljenost teh-
nologij veriženja podatkovnih blokov in zanimanje za razpršene storitve, saj
se reševanja problema loti z razvojem decentraliziranega omrežnega protokola
na princip ”vsak z vsakim”. Za razliko od omenjenega projekta, ki je zaradi
dodatnih tehnologij in protokolov za določeno stopnjo bolj kompleksen, je
naš cilj razviti čim bolj enostavno aplikacijo, ki rešuje probleme delovanja v
lokalnem omrežju. V naši aplikaciji, ki ni odvisna od števila uporabnikov,
tako ne prihaja do težav, če bi bili dosegljivi na primer le trije uporabniki
ali če bi se njihovo število neprestano spreminjalo, kar pa je pomembno v
porazdeljenem sistemu hrambe podatkov omenjenega projekta.
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1.3 Struktura diplomske naloge
Diplomska naloga je razdeljena na tri večja poglavja. Poglavje 2 na kratko
predstavi programski jezik Go in njegove prednosti ter opǐse tehnologije,
varnost in protokole, ki so bili uporabljeni v razvoju aplikacije. Poglavje 3
predstavi arhitekturo aplikacije ter opǐse pomen in delovanje posamezne kom-
ponente. Prav tako orǐse, kako se vse komponente povežejo skupaj. Poglavje
4 na kratko predstavi pomembneǰse dele in funkcionalnosti uporabnǐskega




V tem poglavju bomo predstavili programski jezik Go in uporabljene teh-
nologije. Na kratko bomo opisali programski jezik in njegove prednosti ter
razložili, zakaj je bil izbran za razvoj te aplikacije. Opisali bomo tudi najpo-
gosteje uporabljene tehnologije, varnostne koncepte in večje module.
2.1 Programski jezik Go
Programski jezik Go [7] je odprtokodni projekt, ki so se ga leta 2007 lotili
Googlovi inženirji Robert Griesemer, Rob Pike in Ken Thompson, javnosti
pa so ga predstavili leta 2009. Primarni fokus razvoja tega jezika je bil rešiti
probleme glede pisanja kode, ki so se pojavljali v drugih programskih jezi-
kih, ne da bi se pri tem odpovedali njihovim dobrim lastnostim. Osnovan
je na klasični sintaksi programskih jezikov C in C++ z dodanimi funkcio-
nalnostmi, kot so zbiralec smeti (Garbage Collector) – sistem za samodejno
sproščanje pomnilnika, varnost pomnilnika, samodejna deklaracija spremen-
ljivk in sočasnost v smislu komuniciranja zaporednih procesov. Je eden no-




V nadaljevanju predstavljamo nekaj kvalitetnih funkcionalnosti jezika Go
[10, 13] :
• hitro prevajanje kode,
• kompatibilnost s prevajalnikom jezika C; ob uporabi ukaza cgo je
mogoča uporaba razširjenih knjižnic C,
• enostavno pisanje programov, ki jih omogočajo sočasni mehanizmi in
ki učinkovito izkorǐsčajo večjedrne in omrežne naprave,
• bogata standardna knjižnica, ki pokriva veliko specifičnih področij,
• generiranje uporabniku berljive dokumentacije iz komentarjev v izvorni
kodi,
• podpora več platformam (Linux, Windows, MacOS ipd.) in procesor-
skim arhitekturam (arm, amd64, x86 ipd.)
• dobro podprto križno prevajanje – prevajanje kode ciljnega sistema na
drugem oz. drugačnem sistemu.
V zadnjih letih se je uporaba programskega jezika Go zelo razširila, pri čemer
se je jezik dokazal kot učinkovito orodje pri razvoju aplikacij, ki se izvajajo v
realnem času, in omrežnih rešitev, procesiranju in podpiranju infrastrukture
oblakov ter enostavnem razvoju mikrostoritev. Uporaba programskega jezika
Go se je posebej razširila pri strokovnjakih DevOps1.
Čeprav je projekt Go odprtokoden in ga primarno razvijajo razni razvi-
jalci iz skupnosti, ga v veliki meri podpira podjetje Google, v svojih rešitvah
pa ga uporabljajo tudi druga večja podjetja v industriji, kot so Dropbox,
Cloudflare in Docker.2
1DevOps je nabor praks, namenjenih zmanǰsevanju časa, ki je potreben za prenos
sprememb sistema na produkcijsko okolje, pri čemer se ohranja visoko kakovost delovanja.
[3]
2Prednosti Go in kdo ga uporablja: https://golangr.com/about-go/
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2.1.1 Uporaba
Eden izmed temeljnih konceptov programskega jezika Go je, da se vse pre-
vaja iz izvorne kode in da ni dinamičnega povezovanja. To pomeni, da so
izvršljive datoteke večje, vendar se težave z verzijami uporabljenih knjižnic ne
pojavijo. Ob prevajanju programov Go namreč v izvršljivo datoteko vključi
vse potrebno za izvajanje programa, kar predstavlja veliko prednost glede
namestitve. Prav tako se prevajanje programa za več različnih arhitektur
in operacijskih sistemov izvede iz ene same izvorne datoteke. Poleg tega Go
tudi dobro podpira križno prevajanje, kar pomeni, da je prevajanje za več
ciljnih arhitektur mogoče iz enega samega sistema.
Prepričljiva prednost standardne knjižnice Go je dobra podpora mrežnemu
programiranju, kriptografiji in varnosti, ki jo nudi, ter velik nabor izpopol-
njenih knjižnic in modulov skupnosti za primere uporabe, ki jih standardna
knjižnica ne nudi. Zanimivo je, da Go že v standardni knjižnici vsebuje polno
delujoči spletni strežnik.
2.2 Varnost in protokoli
Pri razvoju aplikacij, predvsem omrežnih aplikacij, je ključnega pomena,
da se že v fazi njenega načrtovanja vključi varnostne mehanizme, ki bodo
omogočili varno delovanje in povezovanje aplikacije v omrežje. V primeru
naše aplikacije to pomeni, da se šifrira vse, od komunikacije z omrežjem do
zapisovanja občutljivih podatkov na disk.
V nadaljevanju bomo na kratko opisali ključne algoritme šifriranja in
zakaj so ti pomembni. Predstavili bomo tudi pomembna protokola, ki se
uporabljata pri zagotavljanju varne komunikacije ter enostavnem odkrivanju
in registraciji storitev v omrežju.
10 Peter Lozar
2.2.1 Asimetrično šifriranje
Na začetku so kriptografski sistemi uporabljali algoritme šifriranja s sime-
tričnim ključem, kar je pomenilo, da se je za šifriranje in dešifriranje podat-
kov uporabljal enak kriptografski ključ. Za uporabo omrežja sta zato morala
tako pošiljatelj kot prejemnik poznati isti kriptografski ključ – skrivnost, s
katerim sta šifrirala in dešifrirala podatke. Pri takšnih sistemih se hitro po-
javi težava glede varne distribucije skrivnosti med osebami, vključenimi v
sistem, saj lahko s skrivnostjo vsak dešifrira in prebere šifrirane podatke.
Za rešitev tega problema so v sistemih začeli uporabljati algoritme šifrira-
nja z javnim ključem [9, 14] , ki potencialne varnostne zadržke glede deljenja
ključa za šifriranje podatkov rešujejo tako, da za šifriranje podatkov upora-
bljajo vsem znan javni ključ, za dešifriranje pa privatni ključ, ki je unikaten
par javnemu ključu in je skrivnost. Tako lahko v primeru omrežne komunika-
cije pošiljatelj s pomočjo javno znanega ključa prejemnika zašifrira podatke,
pri čemer se zaveda, da bo te podatke lahko dešifriral in prebral le prejemnik
s svojim privatnim ključem.
Močen par javnega in privatnega ključa je v osnovi ustvarjen tako, da
se kriptografskemu algoritmu da naključno število, ki s pomočjo enosmerne
zgoščevalne funkcije ustvari par ključev, primernih za uporabo v sistemih, ki
uporabljajo šifriranje z javnimi ključi. Grafični prikaz delovanja šifriranja je
razviden na sliki 2.1.
Dandanes je kriptografija javnega ključa temelj modernih kriptografskih
sistemov, uporablja pa se v aplikacijah in varnostnih protokolih. V varno-
stnih protokolih se kriptografija javnega ključa v večini primerov uporablja
kot osnova za t. i. izmenjavo ključev med dvema sogovornikoma. To pomeni,
da se čez nezavarovano povezavo s pomočjo kriptografije javnega ključa so-
govornika dogovorita za skupen ključ, ki se ga lahko uporablja pri simetrični
enkripciji. Ta je veliko hitreǰsa, kar je v omrežnih protokolih pomembna la-
stnost, saj bi protokoli, katerih hitrost delovanja povezave bi bila počasna,
zaradi enkripcije bili manj pogosto uporabljeni oz. neuporabni.
Eden izmed prvih in še vedno uporabljanih protokolov izmenjave ključev
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Slika 2.1: Primer enkripcije z javnimi ključi
je izmenjava ključev Diffie-Hellman (Diffie-Hellman Key Exchange), ki omogo-
ča varno izmenjavo kriptografskega ključa ali skupne skrivnosti prek javnih
kanalov. Delovanje izmenjave ključev je predstavljeno na sliki 2.2, kjer je
namesto zelo velikih števil uporabljeno mešanje barv. Zaradi lažjega prikaza
delovanja se predpostavlja, da je ločevanje mešanice barv zahtevno.
2.2.2 Simetrično šifriranje
Pri opisu asimetričnega šifriranja smo omenili, da se po vzpostavitvi skupne
skrivnosti še vedno uporablja simetrično šifriranje, saj je sam šifrirni postopek
izveden veliko hitreje.
Algoritmi simetričnega šifriranja za šifriranje in dešifriranje informacij
uporabljajo en sam kriptografski ključ. Ključi so lahko tokovnega tipa in kot
taki šifrirajo posamezne bajte (ang. byte) oziroma črke sporočila ali bločnega
tipa – v tem primeru ključi vzamejo določeno število bitov sporočila, jih
zašifrirajo kot enoto in dodajo oblazinjenje, pri čemer je ob koncu šifriranja
sporočilo sestavljeno iz števila več blokov fiksne velikosti.
Ena izmed pogosteje uporabljanih šifer simetričnega šifriranja je šifra AES
(Advanced Encryption Standard – AES), ki naj bi bila ena najbolj varnih pod
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Slika 2.2: Ilustracija delovanja izmenjave ključev
pogojem, da je pravilno implementirana in da so uporabljeni ključi zadostne
velikosti. AES podpira ključe velikosti 128, 192 in 256 bitov, pri šifriranju in
dešifriranju pa uporablja 128 bitov velike bloke.
Ključe oziroma gesla, ki jih uporabljamo pri šifriranju, je treba pred upo-
rabo pri šifriranju AES izpeljati, kar pomeni, da začetnemu ključu oziroma
skrivnosti dodamo dovolj velik naključen niz (sol, ang. salt), s katerim naš
ključ razširimo na velikost, ki jo podpira algoritem. Algoritem AES nato v
več korakih izvede vrsto matematičnih preobrazb, katerih izhodǐsče je naše
besedilo in šifrirni ključ. Število korakov, ki se izvedejo med šifriranjem ali
dešifriranjem, je odvisno od velikosti ključa, ki se uporablja pri šifriranju.
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2.2.3 Protokol varne lupine (SSH)
Pri deljenju informacij z drugimi osebami na omrežjih uporabniki želimo,
da informacije, ki jih pošiljamo prek omrežij, vidijo samo osebe, katerim
so namenjene. Zaradi tega so začeli uporabljati in standardizirati različne
protokole, ki poleg zagotavljanja same komunikacije med pošiljateljem in
prejemnikom omogočajo tudi šifriranje celotne povezave.
Eden izmed teh je protokol varne lupine (Secure Shell Protocol – SSH)
[15]. Gre za kriptografski komunikacijski protokol, ki omogoča varno pove-
zovanje naprav in storitev prek nezavarovanih omrežij. Deluje v arhitekturi
odjemalec – strežnik ter nudi visoko stopnjo šifriranja povezave, avtentikacijo
strežnika in varovanje integritete povezave.
Protokol SSH je bil zasnovan kot zamenjava za protokol Telnet in dru-
gih nezavarovanih protokolov oddaljenega nadzora. Ti protokoli prenašajo
občutljive podatke, kot so gesla, v golem besedilu, kar pomeni, da so pro-
tokoli v javnih omrežjih neuporabni in potencialno nevarni. Za razliko od
omenjenih protokolov SSH omogoča močno šifriranje, strežnǐsko avtentikacijo
in zaščito integritete, kar so osnovni pogoji za vsak varen omrežni protokol,
ki smo ga pripravljeni uporabljati na spletu.
Za vzpostavitev varne šifrirane povezave med odjemalcem in strežnikom
SSH protokol uporablja prej omenjeno izmenjavo javnih ključev, ki prek ne-
zavarovane povezave vzpostavi skupno skrivnost. Ta se nato uporabi za
šifriranje sporočil, ki se prenašajo prek te povezave. Za izmenjavo ključev se
uporablja ena izmed metod izmenjave ključev Diffie-Hellman, ki se jo določi
na samem začetku vzpostavitve povezave med odjemalcem in strežnikom.
Protokol SSH ima od druge verzije naprej naslednjo notranjo arhitekturo:
• transportna plast – navadno teče na TCP/IP ter zagotavlja vzposta-
vitev varne povezave, pri čemer poskrbi za začetno izmenjavo ključa,
strežnǐsko avtentikacijo in nastavitev enkripcije, ter upravlja s kompre-
sijo in integriteto podatkov [17],
• plast avtentikacije uporabnika – obravnava avtentikacijo uporab-
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nika in ponuja več različnih metod avtentikacije, ki jo vodi odjemalec
[16],
• povezavalna plast – predstavi koncept kanalov, zahtevkov kanalov in
globalnih zahtevkov, ki jih uporabljajo storitve SSH. Ena sama pove-
zava SSH lahko istočasno nudi več kanalov in prenaša podatke v obe
smeri.
Čeprav se SSH ponavadi primarno povezuje z oddaljenim nadzorom, se ga
lahko uporablja tudi pri razvoju drugih omrežnih storitev. Ob vzpostavitvi
varne povezave med odjemalcem in strežnikom se za samo komuniciranje med
njima uporablja zahtevke in kanale SSH. Odjemalec lahko po uspešni vzpo-
stavitvi povezave pošlje strežniku zahtevek za odprtje kanala, ki ga potem
uporablja za komunikacijo z različnimi storitvami. Kanali SSH so dvosmerne
povezave, ki omogočajo hkratno branje in pisanje povezave.
2.2.4 Zeroconfig
V omrežju, na katerega smo povezani, se lahko velikokrat nahaja ena ali več
storitev. Da bi se lahko povezali s storitvijo na omrežju, moramo poznati
njen naslov in informacije o njej, kar pa je na omrežju težko najti. Nepre-
stano iskanje in poizvedovanje glede storitve lahko namreč preveč obremeni
omrežje.
V lokalnem omrežju so bile zato razvite storitve, ki delujejo po principu
oddajanja več prejemnikom (ang. multicast). To pomeni, da storitev pošlje
podatke vsem ciljnim napravam na omrežju hkrati, namesto da oddaja le
enemu prejemniku (ang. unicast).
Omrežje ničelne konfiguracije (ang. Zero Configuration Network – Zero-
config) je skupina orodij, storitev in protokolov, ki omrežjem omogoča sa-
monastavitev brez potrebe po posredovanju človeka. Navadno je to skupina
naprav na obstoječem omrežju, ki se povezujejo v samodejno nastavljeno
omrežje. Primer uporabe te tehnologije je samodejno odkrivanje multifunk-
cijskih naprav in tiskalnikov v omrežju, pri čemer osebni računalnik samo-
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dejno najde in doda napravo ter jo začne uporabljati, ne da bi prej poznal
njen omrežni naslov.
Prvi primer uporabe omrežnih sistemov ZeroConf je bil AppleTalk, ki
ga je javnosti leta 1985 predstavilo podjetje Apple [12]. AppleTalk je sklad
omrežnih protokolov, razvit z namenom povezovanja računalnikov Macin-
tosh. Ti računalniki za povezovanje uporabljajo lastnǐsko strojno opremo, ki
jo je prav tako razvilo podjetje Apple in ob priklopu naprave v omrežje skoraj
omogoča funkcionalnost ”vklopi in igraj”(ang. Plug and Play). Sklad proto-
kolov zagotavlja samodejno povezovanje več Applovih naprav v eno lokalno
omrežje brez potrebe po predhodni konfiguraciji, centralnem usmerjevalniku
ali strežniku. Protokol samodejno posodablja distribuirane domene ter na-
stavlja naslove naprave in katerokoli potrebno omrežno usmerjanje.
Napredne tehnologije samodejnega nastavljanja omrežja so se prenesle v
danes bolj znano Applovo implementacijo tehnologij Zeroconfig, imenovano
Bonjour. Ta omogoča iskanje storitev v omrežju, nastavljanje naslovov in pre-
slikave naslovov gostiteljev. Bonjour lahko najde naprave in njihove storitve,
ki jih ponujajo na lokalnem omrežju, s pomočjo multicast DNS (mDNS)[5].
mDNS je protokol, ki preslika imena gostiteljev v IP-naslove znotraj manǰsih
omrežij, ki nimajo nastavljenega lokalnega domenskega strežnika.
V tej diplomski nalogi so kot Zeroconf [8] uporabljene knjižnice Go, ki
implementirajo tehnologiji mDNS in DNS-SD za brskanje in registriranje sto-
ritev v lokalnem omrežju. Odkrivanje storitev na osnovi DNS (DNS Based
Service Discovery – DNS-SD) je tehnologija, ki lahko z uporabo poizvedb
DNS poǐsče storitve in njihove informacije na omrežju. Knjižnica implemen-
tira večino pogledov standardov RFC 6762[5] in RFC 6763 [4].
Tehnologija Zeroconfig je v grobem sestavljena iz treh delov:
• lokalno naslavljanje IPv4 in IPv6,
• odkrivanje gostiteljev v lokalnem omrežju s pomočjo protokola mDNS
za samodejno povezovanje gostitelja z IP-naslovom,
• odkrivanje storitev z DNS-SD, kar omogoča pridobitev imena, podrob-
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nosti in tipa storitve na omrežju.
Poglavje 3
Arhitektura aplikacije
V tem poglavju bomo predstavili arhitekturo aplikacije in njene komponente.
3.1 Pregled
Pri razvoju spletnih storitev in aplikacij je v večini primerov govora o ar-
hitekturi odjemalec – strežnik. To v primeru pogovornih aplikacij navadno
pomeni, da je za delovanje potreben strežnik, ki hrani informacije o povezanih
odjemalcih in skrbi za njihovo medsebojno komunikacijo, ter odjemalec, ki
omogoča povezovanje na strežnik in po možnosti ponuja grafični uporabnǐski
vmesnik, ki zagotavlja lažjo uporabo storitve.
Kot smo omenili v uvodu, je cilj diplomske naloge razviti brezstrežnǐsko
aplikacijo, ki je sposobna sama komunicirati z drugimi uporabniki v omrežju,
zaradi česar je arhitektura aplikacije nekoliko drugačna. V našem primeru
mora aplikacija opravljati enake funkcije kot strežnik in odjemalec hkrati.
Čeprav ne želimo uporabiti strežnika v omrežju, ki bi skrbel za prepošiljanje
sporočil pravemu prejemniku, bi vseeno radi omogočili, da nam drugi uporab-
niki lahko pošljejo sporočilo oziroma da lahko prejemnik v omrežju sprejme
sporočilo, ki mu ga pošljemo; za to potrebujemo neke vrste zaledje v aplika-
ciji, ki bo skrbelo za obdelavo vhodnih povezav.
Na sliki 3.1 so razvidne štiri glavne komponente aplikacije in način, kako
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se povezujejo v celoto.
Slika 3.1: Arhitektura komponent aplikacije
V ozadju aplikacije je komponenta za podatkovno komunikacijo, ki ustre-
zno obdeluje vhodne povezave iz omrežja in naprej posreduje prejete infor-
macije. Prav tako se izvaja storitev ZeroConfig, ki aplikacijo registrira v
omrežje, da nas lahko najdejo drugi uporabniki na omrežju.
Za obdelavo uporabnikovega vnosa in izpis stanja aplikacije skrbi upo-
rabnǐski vmesnik, ki je del programskega okvirja Bubbletea. Vmesnik vse
skupaj povezuje v celoto, ravno tako pa tudi hrani podatke in informacije,
potrebne za izvajanje aplikacije.
Podatke, potrebne za predstavitev uporabnika na omrežju in pravilno de-
lovanje varnostnih mehanizmov aplikacije, se pridobi iz kriptirane datoteke,
ki vsebuje profil uporabnika, se samodejno ustvari ob prvi uporabi aplikacije
in se jo lahko uporabi tudi ob naslednji uporabi. Aplikacija mora biti hkrati
sposobna tudi povezovanja z ostalimi vozlǐsči na omrežju, zato mora delo-
vati po logiki odjemalca. Ta se nahaja znotraj uporabnǐskega vmesnika in
omogoča direktno povezavo z drugo aplikacije na omrežju.
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3.2 Profil uporabnika
Aplikacija za delovanje zahteva profil uporabnika. Ta vsebuje vse, od upo-
rabnǐskega imena ter privatnega in javnega ključa do seznama znanih oseb, s
katerimi imamo namen komunicirati v aplikaciji. Par privatnega in javnega
ključa je unikaten podatek; bilo bi nesmiselno, da bi ob vsakem zagonu apli-
kacije morali dopolniti seznam znanih uporabnikov in jim posredovati naš
ključ, zato aplikacija profil uporabnika shrani v šifrirano datoteko.
Datoteka se samodejno ustvari ob prvem zagonu aplikacije, ko aplikacija
povpraša uporabnika za željeno uporabnǐsko ime in geslo. Šifriranje datoteke
je pomembno, saj v primeru njene odtujitve onemogočimo dostop tretjih oseb
do občutljivih podatkov, kot je privatni ključ, in omogočimo možnost varnega
prenosa te datoteke med napravami, na katerih uporabljamo aplikacijo.
Po vnosu uporabnǐskega imena in gesla aplikacija ustvari par privatnega in
javnega ključa SSH. Lahko bi uporabili tudi že obstoječe ključe SSH, vendar
smo se zaradi bolj enostavnega pristopa in čim večje neodvisnosti aplikacije
od ostalega sistema odločili, da se ključi ustvari in ohrani znotraj aplikacije.
Profil uporabnika nato aplikacija zašifrira po principu simetričnega šifriranja
z uporabo vnesenega gesla in ga zapǐse v datoteko, katere ime je vneseno
uporabnǐsko ime. Poleg šifrirane datoteke se ustvari še datoteka z ustvarjenim
javnim ključem, ki ga lahko preprosto delimo z osebami, s katerimi bi radi
varno komunicirali prek omrežja. Zaradi ustvarjene datoteke, ki vsebuje
profil uporabnika, ob naslednjem zagonu aplikacije izberemo način nalaganja
profila uporabnika, nato pa lahko takoj pričnemo z uporabo aplikacije.
3.3 Komponenta za podatkovno komunikacijo
Po uspešni nastavitvi uporabnikovih podatkov aplikacija v ozadju zažene
komponenta za podatkovno komunikacijo. Za delovanje uporablja uporab-
nikov privatni in javni ključ, ki sta potrebna za izvajanje asimetričnega
šifriranja povezave. V ozadju komponenta nemoteno čaka na prihajajoče
zahtevke za povezavo iz omrežja, ki jih ustrezno obdeluje. Ob pojavu novega
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zahtevka najprej poskuša vzpostaviti varno povezavo s pomočjo izmenjave
ključev in nato počaka na poskus avtentikacije odjemalca. Neuspešne po-
skuse povezave in avtentikacije komponenta prekine in ob več zaporednih
neuspelih poskusih za določeno časovno obdobje blokira nadaljnje poskuse.
Po uspešni povezavi in avtentikaciji se ustvari ločen proces za vzpostavitev
nove povezave s povezanim vozlǐsčem, ki bo obdeloval vhodna sporočila, ki
jih bo poslal uporabnik, in izhodna sporočila, namenjena uporabniku na
drugi strani. Informacije o tem procesu in povezavi se s pomočjo kanalov
Go posreduje glavni komponenti aplikacije, ki jih doda v seznam povezanih
uporabnikov. Te informacije lahko tako prikazuje tudi uporabnǐski vmesnik,
ki omogoča izbiro med povezanimi uporabniki.
Za zagotavljanje varne povezave z omrežjem in ostalimi aplikacijami kom-
ponento implementira strežnik SSH, ki uporablja transportni protokol SSH
in deluje nad protokolom TCP1. Protokol omogoča šifriranje povezave med
sogovornikoma, avtentikacijo strežnika in integriteto podatkov.
Kot smo omenili v podpoglavju Protokol varne lupine [2.2.3], strežnik
SSH zagotavlja varnost povezave z odjemalcem s pomočjo izmenjave javnih
ključev, s tem da ustvari skupno skrivnost, ki se nato uporablja pri sime-
tričnem šifriranju povezave med odjemalcem in strežnikom.
Po vzpostavitvi varne povezave se mora odjemalec poskusiti avtenticirati
na vozlǐsču, da lahko povezava teče naprej. Kakor je zapisano v specifikaciji
protokola SSH, strežnik SSH podpira več načinov avtentikacije, s katerimi se
odjemalec lahko avtenticira.
V našem primeru se je za najbolǰso izbiro izkazal prilagojen način avten-
tikacije z javnim ključem. Implementacija strežnika SSH v Go omogoča, da
lahko sami definiramo funkcijo za avtentikacijo [2]. Poleg preverjanja upo-
rabnika, ki se želi povezati z ljudmi s seznama znanih uporabnikov, zdaj
preverja tudi prstni odtis njegovega javnega ključa, predstavljenega v eno-
smerni zgoščevalni funkciji SHA256. Prstni odtis se primerja s tistim prstnim
odtisom, ki ga najdemo ob iskanju uporabnikov na omrežju z iskanjem sto-
1Protokol za nadzor prenosa – TCP: https://tools.ietf.org/html/rfc793
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ritev (Zeroconf).
Aplikacija prav tako dopušča možnost delovanja v manj varnem načinu,
kar omogoča povezovanje z uporabniki na omrežju, ki jih nimamo dodanih
na seznam znanih uporabnikov, pod pogojem, da imajo tudi oni vključen ta
način. Manj varen način avtentikacije primerja samo prstni odtis, ki smo
ga našli pri iskanju uporabnikov na omrežju, in prstni odtis, ki ga ustva-
rimo iz uporabnikovega javnega ključa ob povezavi; če se ujemata, dovolimo
povezavo.
3.4 Aplikacijski protokol
Protokol za osnovo uporablja povezavo, ki se vzpostavi s pomočjo kompo-
nente za podatkovno komunikacijo, in tako prepušča vzpostavitev varne po-
vezave in avtentikacije protokolu SSH. Vozlǐsča za povezovanje uporabljajo
vrata 50500.
Ob uspešni vzpostavitvi povezave med vozlǐsči pošiljatelj pošlje zahtevo
za ustvarjanje pogovornega kanala, ki je vhodno-izhodna točka aplikacijskega
protokola.
Ker protokol SSH skozi kanale pošilja podatke v binarnem toku (ang.
byte stream), aplikacijski protokol prek kanalov komunicira s sporočili, sesta-
vljenimi iz več delov.
Sporočilo je razdeljeno na 3 dele:
• tip sporočila (dolžine 1 bajta),
• velikost tovora (dolžine 10 bajtov),
• tovor.
Najprej je poslan 1 bajt, ki definira vrsto sporočila. Nato se pošlje velikost
tovora, ki ga sporočilo prenaša, in na koncu še tovor. Po uspešnem prenosu
celotnega sporočila se tovor pretvori v objekt Go za nadaljnje procesiranje
in izpis sporočila v uporabnǐskem vmesniku.
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Ob pošiljanju sporočil tovor oziroma kasneje objekt Go vsebuje dejansko
sporočilo, ki ga pošilja sogovornik ali prejemnik, in časovni žig z informacijo
o tem, kdaj je bilo sporočilo poslano.
V primeru pošiljanja datoteke med uporabniki se prejemniku pošlje zah-
teva za odprtje novega kanala SSH, ki se uporabi izključno za prenos datoteke.
Potem ko prejemnik potrdi sprejem datoteke, aplikacija prebere informacije
o njenem imenu in velikosti ter pošlje podatke prejemniku, takoj za tem
pa prične s pošiljanjem datoteke. Ob uspešnem prenosu pošiljatelj zapre
kanal SSH. Med prenosom se lahko uporabnika nemoteno pogovarjata prek
sporočil, ki jih pošiljata po ločenem kanalu SSH.
3.5 Odkrivanje vozlǐsč – ZeroConfig
Delovanje vozlǐsča in protokola je brezpredmetno, če drugi uporabniki v
omrežju ne morejo vzpostaviti povezave, ker ne poznajo našega omrežnega
naslova. Ker je bil eden izmed ciljev aplikacije tudi enostavno povezovanje
z aplikacijami v omrežju in bi bilo res neprikladno, da bi morali poznati
dejanske omrežne naslove uporabnikov, s katerimi se bi radi pogovarjali, pre-
pustimo to funkcijo komponenti za odkrivanje vozlǐsč ZeroConfig.
V podpoglavju Zeroconfig [2.2.4] je opisano delovanje omenjene tehno-
logije Zeroncofiguration, ki s pomočjo več tehnologij in protokolov omogoča
enostavno odkrivanje storitev v omrežju ter registriranje lastne storitve, ki
zagotavlja našo vidnost drugim uporabnikom.
Za registriranje aplikacije v omrežje protokol zahteva vnos imena primerka
storitve, samo ime oziroma tip storitve, lokalno domeno in dodatne informa-
cije o storitvi. Aplikacija vedno uporablja lokalno domeno, kot tip storitve
pa uporablja ” gochat.client”, ki je namenjen filtriranju pri iskanju storitev
v omrežju. V polje ime primerka storitve tako vstavimo uporabnikovo ime,
v polje dodatnega teksta storitve pa dodamo prstni odtis uporabnikovega
javnega ključa v obliki rezultata zgoščevalne funkcije SHA256. Registriranje
aplikacije v omrežje se izvede istočasno kot zagon komponente za podaktovno
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komunikacijo.
Pri iskanju storitev v omrežju protokol filtrira po tipu storitve in domeni.
V našem primeru je tip storitve ” gochat.client”. Na ta način lahko dosto-
pamo do vseh uporabnikov na omrežju, ki uporabljajo enako aplikacijo, ter
pridobimo njihovo uporabnǐsko ime, prstni odtis javnega ključa in omrežni
naslov, ki ga uporabimo v primeru, da bi z njimi radi vzpostavili povezavo.
Ob vsakem iskanju aplikacij v omrežju komponenta za odkrivanje vozlǐsč
posodobi seznam najdenih uporabnikov v omrežju, ki ga hrani glavni del
aplikacije.
3.6 Uporabnǐski vmesnik
Vse dele aplikacije povezuje uporabnǐski vmesnik – ogrodje Bubletea (ang.
Bubbletea Framework), ki hrani in posodablja vse podatke v času izvajanja
aplikacije; od seznama povezanih uporabnikov in seznama najdenih upo-
rabnikov v omrežju do podatkov, ki jih potrebuje za izpis uporabnǐskega
vmesnika.
Ogrodje Bubbletea (v nadaljevanju Bubbletea) [1] je ogrodje, napisano
v jeziku Go, ki omogoča izdelavo enostavnih ali kompleksnih konzolnih apli-
kacij. Za izpis uporablja čiste knjižnice Go in ni odvisen od drugih knjižnic,
zaradi česar se ne pojavijo težave pri prevajanju programa za različne ciljne
operacijske sisteme, kar je bil tudi eden izmed ciljev diplomske naloge.
Ogrodje Bubbletea je osnovano po strukturi programov programskega
jezika ELM [6], ki se uporablja za razvoj interaktivnih spletnih aplikacij.
Njegovo delovanje lahko razdelimo na tri dele:
• model – stanje aplikacije,
• pogled – funkcija, ki skrbi za izpis stanja aplikacije glede na podatke
v modelu,
• posodabljanje – funkcija, ki posodobi model glede na različne do-
godke.
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Model vsebuje vse podatke, potrebne za delovanje aplikacije. Hrani tudi
sezname povezanih uporabnikov in uporabnikov, ki so na voljo na omrežju.
Za pravilno posodabljanje modela je treba vse dogodke, pomembne za mo-
del, prestreči s funkcijo Update in njim primerno posodobiti model. Primer
dogodka, na katerega je funkcija Update vedno pozorna, je kombinacija tipk
CTRL + C, ki lahko kadarkoli prekine izvajanje aplikacije.
Model poleg uporabnǐskega vmesnika in podatkov za delovanje hrani tudi
podatke za odjemalca SSH. Pri poskusu povezave z drugo aplikacijo se mo-
ramo predstaviti z našim javnim ključem. To omogoča šifriranje povezave s
strežnikom in avtentikacijo na strani strežnika v primeru varnega načina de-
lovanja. Podobno kot v primeru strežnika SSH implementacija Go omogoča
tudi prilagoditev funkcije za preverjanje javnega ključa strežnika. To pomeni,
da za vǐsjo stopnjo varnosti tudi odjemalec preveri javni ključ in njegov pr-
stni odtis s shranjenim ter se tako prepriča, da je res pravi, zaupanja vreden
uporabnik, ki ga ima na seznamu.
Bubbletea od zagona programa naprej čaka na različne dogodke, ki bi
sprožili akcijo posodabljanja modela v funkciji Update. Med dogodke uvršča-
mo tudi novo povezavo, ki jo posreduje strežnik SSH Bubbletea in deluje v
ozadju. Nova povezava se doda na seznam povezanih uporabnikov. V ozadju
se istočasno začne izvajati proces, v katerem aplikacije prejme sporočilo
pošiljatelja iz omrežja, da lahko Bubbletea ob dostavi sporočila posodobi
model ter shrani sporočilo v objekt povezave, ki vsebuje seznam vseh preje-
tih in poslanih sporočil te povezave uporabnika.
V primeru, da kot uporabnik vzpostavljamo povezavo z drugo aplikacijo
na omrežju, po uspešni vzpostavitvi povezave Bubbletea v ozadju zažene
proces, ki posluša prejeta sporočila, ki jih dobi direktno iz povezave odje-
malca. V tem primeru se strežnik SSH ne uporabi, saj se branje in pisanje v




Uporabnǐski vmesnik je prikazan s pomočjo konzolne aplikacije oziroma ter-
minala. Aplikacija za navigacijo podpira vnosne ukaze s tipkovnice in za
premikanje po seznamih uporablja tipke ”Up”in ”Down”, za izbiro ”Enter”,
za vračanje v predhodni meni pa tipko ”Esc”. S pomočjo knjižnice Termenv
[11] je mogoče uporabiti različne vrste urejanja in načine izpisa besedila v
terminalu.
Uporabnǐski vmesnik ponuja naslednje glavne funkcije:
• ogled, dodajanje in brisanje zaupanja vrednih oseb,
• pogled dosegljivih uporabnikov na omrežju,
• pogled aktivnih povezav z uporabniki,
• pogled klepeta in pošiljanja datoteke.
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Ob zagonu aplikacije se vedno prikaže začetni meni, ki omogoča izbiro
dveh menijev. Meni Create user omogoča ustvarjanje nove uporabnǐske da-
toteke, če je še nimamo, Load user nalaganje obstoječe uporabnǐske datoteke,
medtem ko Exit omogoča izhod iz aplikacije.
Slika 4.1: Začetni meni aplikacije
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V obeh primerih nas aplikacija povpraša po imenu in geslu, saj je ime,
ki ga vnesemo ob ustvarjanju datoteke, enako imenu datoteke, geslo pa je
potrebno za šifriranje in posledično tudi dešifriranje datoteke.
(a) Ustvarjanje novega uporabnika (b) Nalaganje uporabnǐske datoteke
Slika 4.2: Prikaza po izbiri začetnega menija
Po uspešni namestitvi aplikacije z uporabnǐsko datoteko se nam pokaže
glavni meni aplikacije, ki ponudi izbiro več podmenijev. Vsak od menijev
nudi drugačne funkcije in iz vsakega se lahko vrnemo v glavni meni.
V meniju Find users vidimo uporabnike, najdene na omrežju, ali pa ročno
zaženemo poizvedbo s kombinacijo tipk CTRL + R. V kolikor je poleg nas
na omrežju še kakšen uporabnik, uporabnǐski vmesnik izpǐse njegovo ime in
omogoči, da ga izberemo za pričetek komunikacije oz. pogovora. To je se-
veda mogoče, če ga imamo na seznamu zaupanja vrednih uporabnikov ali pa
imamo aplikacijo v načinu Open mode, ki se lahko vključi ali izključi s kombi-
nacijo tipk CTRL + O v glavnem meniju. Ta način dovoljuje avtentikacijo
in povezavo tudi z uporabniki, ki jih nimamo na seznamu.
Naslednja izbira v glavnem meniju nam odpre pogled Active connections,
ki prikaže seznam uporabnikov, s katerimi imamo vzpostavljeno aktivno po-
vezavo. Ob izbiri uporabnika v seznamu se odpre pogled klepeta, v katerem
lahko komuniciramo z uporabnikom na drugi strani.
V glavnem meniju najdemo še izbiro pogleda Known users. Ta odpre se-
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Slika 4.3: Glavni meni aplikacije
znam uporabnikov, ki jim zaupamo in jih imamo shranjene v naši uporabnǐski
datoteki. Poleg tega imamo tudi možnost dodajanja novega uporabnika, ki
odpre pogled, kamor vnesemo željeno prikazno ime uporabnika, ki ga doda-
jamo, in njegov javni ključ.
Na koncu imamo na voljo še izbiro Exit. Njena naloga je, da pred za-
ključkom programa shrani morebitne na novo dodane uporabnike v upo-
rabnǐsko datoteko.
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Slika 4.4: Pogled seznama najdenih uporabnikov
Slika 4.5: Pogled seznama aktivnih povezav
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Slika 4.6: Pogled klepeta aktivne povezave
Slika 4.7: Pogled seznama znanih uporabnikov
Poglavje 5
Sklepne ugotovitve
Cilj diplomske naloge je bil razviti prototip aplikacije, ki bo reševala problem,
ki se lahko pojavi, ko želimo osebi na lokalnem omrežju poslati sporočilo, a
zaradi različnih tehničnih omejitev ali zadržkov nimamo možnosti dostopa
do interneta ali storitev, ki nam to omogočajo. Glavna ideja je bila pokazati,
da je z uporabo noveǰsih tehnologij in programskih jezikov mogoče ponu-
diti rešitev za primere uporabe, ki jih večina modernih pogovornih aplikacij
trenutno ne podpira. Produkt diplomske naloge je torej odprtokodna apli-
kacija, ki omogoča varno pošiljanje sporočil in datotek v lokalnem omrežju
brez potrebe po konfiguraciji omrežja ali mrežne strojne opreme ter zago-
tavlja podporo različnim platformam in enostavno namestitev. Prav tako
omogoča enostavno iskanje uporabnikov na omrežju s pomočjo odkrivanja
storitev.
Izvorna koda aplikacije je odprtokodna in javno dostopna v Git shrambi
na spletnem mestu GitLab.1
Kljub težavam, na katere smo naleteli v času razvoja, se nam zdi, da
je aplikacija dober primer rešitve problema in kaže potencial pri razvoju
tovrstnih aplikacij. Prav tako se nam zdi, da je bila kljub začetnim zadržkom
izbira programskega jezika Go prava, saj bi v primeru drugega programskega
jezika odsotnost funkcionalnosti, ki jih Go ponuja kot privzete, predstavljala




Po našem mnenju bi lahko aplikacija postala primerna za splošno upo-
rabo, predvsem glede na to, da je že sedaj na spletu težko najti podobne
uporabne primere, ki bi bili posodobljeni vsaj v zadnjih dveh letih. Zdi se
nam, da je aplikacija v vsakem primeru dobra osnova za nadaljnji razvoj in
izbolǰsanje rešitve.
Ena izmed možnosti nadaljnjega razvoja aplikacije za izbolǰsanje upo-
rabnǐske izkušnje in uporabnosti bi bila izdelava modularnega uporabnǐskega
vmesnika, ki bi podpiral uporabo lastnih zunanjih uporabnǐskih vmesnikov,
in možnost komunikacije z več uporabniki na omrežju hkrati – ustvarjanje
skupnih pogovornih sob.
Z omenjenimi dodelavami bi po našem mnenju aplikacija postala veliko
bolj zanimiva in primerna za aktivno uporabo v omrežju. Aplikacija pa že v
trenutni stopnji rešuje večji del problema pri komunikaciji v lokalnem omrežju
brez interneta, kar je bila tudi celotna ideja projekta.
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