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RESUMEN. 
El proyecto que se expone en esta memoria consiste en explorar el potencial de las Redes de 
Petri Coloreadas (CPN) en el modelado, la simulación y el análisis de un sistema de 
fabricación real. 
El sistema real que se va a analizar se compone de cuatro máquinas en paralelo, cargadas y 
descargadas por un robot, que requieren de la asistencia de un operario en caso de avería. 
El problema a solucionar es encontrar la secuencia óptima de alimentación de las máquinas 
que minimice el tiempo muerto de las mismas. 
Para solucionar este problema se modela el sistema real mediante Redes de Petri Coloreadas 
utilizando diferentes estrategia de alimentación. Los modelos resultantes se simulan para 
diferentes valores de los tiempos de mecanizado del sistema. Tras el análisis de los resultados 
se realiza un mapa que designa, para cada rango de valores, la mejor estrategia de 
alimentación. 
El sofware escogido para el modelado y la simulación del sistema es Design/CPN. 
La conclusión del estudio realizado es que se pueden modelar sistemas reales mediante Redes 
de Petri Coloreadas.  
Design/CPN es una herramienta que da gran flexibilidad para modelar sistemas reales y 
además permite simular los modelos y extraer resultados para su posterior análisis. 
La estrategia con menor tiempo muerto depende de la pareja de tiempos de mecanizado de las 
máquinas. 
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INTRODUCCIÓN. 
El objetivo principal del proyecto es explorar el potencial de las Redes de Petri Coloreadas 
(CPN) en el modelado, la simulación y el análisis de un sistema de fabricación real. Para 
explorar este potencial se realiza un estudio sugerido por una fábrica que produce elementos 
para coches. 
Esta fábrica tiene una celda de producción con cuatro máquinas en paralelo alimentadas por 
un Robot y plantea al IOC (Institut d’Organització i Control de Sistemes Industrials) un 
estudio que prediga la estrategia de alimentación de las máquinas que minimice el tiempo de 
espera improductivo de las mismas para diferentes tiempos de mecanizado. 
Para resolver el problema planteado por la fábrica y evaluar la realización del modelado 
mediante CPN se siguen las siguiente etapas. 
• Analizar la celda de producción real. 
• Definir las estrategias de alimentación a estudiar. 
• Modelar el sistema real con CPN para las diferentes estrategias. 
• Diseñar los experimentos y ejecutar las simulaciones. 
• Analizar los resultados. 
• Extraer las conclusiones sobre el potencial de CPN. 
La herramienta que se utiliza para la resolución es la Simulación por Computador y el sofware 
escogido para llevar a cabo la simulación es Design/CPN. 
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1 DESCRIPCIÓN DEL SISTEMA REAL. 
1.1 Descripción de la celda. 
La celda de producción está compuesta de cuatro máquinas (Mi, con i = 1,..,4), cuatro 
plataformas giratorias, un robot y un pulmón de piezas.  
Las máquinas se encuentran alineadas, el robot se desplaza entre ellas gracias a un rail con 
acceso en todo momento al pulmón de piezas y las plataformas giratorias están situadas entre 
el robot y las máquinas. La Figura 1.1 muestra un croquis de la celda de producción.  
 
 
Figura 1.1. Croquis de la celda de producción. 
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Las cuatro máquinas son iguales y trabajan en paralelo sobre piezas colocadas en las 
plataformas giratorias. Las plataformas giratorias tienen dos posiciones de trabajo. En un lado 
de la plataforma trabaja la máquina mientras que en el otro el robot realiza la carga y descarga 
de las piezas. 
La producción de una pieza consta de dos operaciones diferentes A y B. La operación B se 
realiza necesariamente después de la A. Cada máquina realiza las dos operaciones A y B 
sobre las piezas a procesar con tiempos de proceso twa y twb respectivamente. Cada operación 
se realiza sobre un lado determinado de la plataforma giratoria (los lados o palets de la 
plataforma se denominan A o B de acuerdo con la operación que se realiza en ellos). 
El robot se desplaza de una máquina a otra para las operaciones de carga y descarga. Los 
tiempos de desplazamiento varían según se trate de una máquina contigua, a dos máquinas de 
distancia o entre la primera y la última máquina (tr1, tr2 y tr3 respectivamente). 
El tiempo que tarda el robot en cargar y descargar un palet es diferente según se trate de 
piezas para la operación A o B (tla y tlb respectivamente). El pulmón de piezas siempre tiene 
piezas para las operaciones A y B. El tiempo de acceso a este pulmón está incluido en el 
tiempo de carga y descarga. 
El robot queda libre una vez que ha cargado el paret pero antes de girar la plataforma la pieza 
debe sujetarse con unas bridas y esta operación requiere un tiempo diferente según se trate de 
piezas para la operación A o B (tca y tcb respectivamente). 
Las plataformas requieren un tiempo para girar (tt). Tras el giro de la plataforma se necesita 
un tiempo para abrir las bridas que sujetan la pieza mecanizada antes de que el robot pueda 
reponerla. El tiempo necesario para abrir las bridas es diferente según se trate de piezas con la 
operación A o B (toa y tob respectivamente). 
Cada máquina usa unas 25 herramientas diferentes para las operaciones A y B. Estas 
herramientas deben reemplazarse tras un número de operaciones. Como cada herramienta 
tiene un ciclo de vida diferente se ha estimado una distribución uniforme para definir la 
frecuencia de cambio de herramienta. Cada máquina debe sacarse de línea para hacer los  
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cambios de herramienta. El tiempo entre cambios varía aleatoriamente entre valores 
conocidos.  
Cuando una máquina, tras el mecanizado de la operación A, requiere cambio de herramientas 
deja de estar operativa hasta que el operario cambie las herramientas y verifique la última 
pieza fabricada (to1). En el ciclo siguiente, tras el mecanizado de la pieza A, la máquina 
volverá a dejar de estar operativa hasta que el operario verifique el correcto funcionamiento 
de las herramientas que ha cambiado en el ciclo anterior (to2). El mismo efecto se produce 
para la operación B en cada máquina. [Suárez y Rosell, 2001] 
NOMENCATURA. 
twa, twb:  Tiempo de mecanizado sobre los palets A y B. 
tr1, tr2, tr3:  Tiempo del desplazamiento del robot, a la siguiente, segunda o tercera 
máquina, respectivamente, desde la situación actual. 
tla, tlb:   Tiempo de carga y descarga de los palets A y B (incluye el tiempo de acceso al 
pulmón de piezas). 
tca, tcb:   Tiempo de cerrar bridas. 
toa, tob:  Tiempo de abrir bridas. 
tt:   Tiempo de giro de la plataforma giratoria. 
ts:   Frecuencia de cambio de herramienta. 
to1:   Tiempo de asistencia por parte del operario 
to2:   Tiempo de verificación por parte del operario en el ciclo posterior a la 
asistencia. 
Los tiempos reales de trabajo en el sistema real son los expuestos en la Tabla 1.1. 
 
twa = 4'11" tla = 47" tob = 12" 
twb = 3'24" tlb = 55" 30' ≤ ts ≤ 150' 
tr1 = 6,5" tca = 28" tt = 14" 
tr2 = 10,25" tcb = 30" to1 = 2' 
tr3 = 14" toa = 12" to2 = 1' 
Tabla 1.1. Datos reales de la celda de producción. 
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Los rangos de variación de los tiempos de mecanizado de las máquinas sobre los palets son: 
• 200” ≤ twa ≤ 260” 
• 140 ≤ twb ≤ 220” 
1.2 Estrategias de alimentación. 
Las estrategias consideradas inicialmente para la simulación se pueden dividir entre aquellas 
que tienen una secuencia fija y las que tienen una secuencia variable. 
 Estrategias de secuencia fija: 
1. Secuencia de máquina fija y palet fijo. (FMFP). 
La secuencia de alimentación de la máquina por parte del robot es M1-M2-M3-M4, y el robot 
alimenta primero el palet A de todas las máquinas, y en el siguiente paso, todos los palets B. 
La secuencia impone tanto la máquina como el palet a alimentar. 
Sólo se salta una máquina cuando está servida y en fase de atención por el operario. 



























Figura 1.2. Secuencia máquina fija y palet fijo. (FMFP). 
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2. Secuencia de máquina fija y palet libre. (FM I). 
La secuencia de alimentación de las máquinas es M1-M2-M3-M4, y el robot alimenta el palet 
que la máquina necesite en el momento de carga, sea A o B. La secuencia sólo impone la 
máquina a alimentar. 
Sólo se salta una máquina cuando está servida y en fase de atención por el operario. 


























Figura 1.3. Secuencia máquina fija y palet libre. (FM I). 
Estrategias de secuencia variable: 
3. Secuencia de máquina según el orden en que están listas para ser cargadas. (FIFO). 
La secuencia de alimentación de las máquinas por parte del robot depende de una cola de 
máquinas. Una máquina se añade a esta cola en el momento en que su plataforma giratoria 
está lista para rotar, es decir, cuando se han cerrado las bridas del palet exterior y se ha 
finalizado el mecanizado en el palet interior. 
El robot alimenta siempre a la máquina que entra primero en la cola. Una vez se ha cargado y 
descargado una máquina, esta sale de la cola. 
La secuencia se muestra en la Figura 1.4. 
 














- ¿Qué máquina está 
la primera en la cola?
- La máquina 4. - ¿Qué máquina está 
la primera en la cola?
- La máquina 3.
- ¿Qué máquina está 
la primera en la cola?
- La máquina 1.
 
Figura 1.4. Secuencia de máquina según el orden en que necesitan ser cargadas. (FIFO).  
4. Optimización de una función de coste determinada. (CFO). 
Para determinar la siguiente máquina que el robot debe alimentar, cada vez que el robot 
termina una operación de carga, se calcula una función de coste para cada máquina. El robot 
selecciona la máquina con el mínimo coste. 
El coste se calcula como la suma del tiempo que el robot necesita para llegar a la máquina y el 
tiempo en que la máquina estará preparada para una nueva carga y descarga.  
El tiempo que le falta a la máquina para estar preparada para la nueva carga y descarga se 
calcula como la suma del tiempo tras cargar el palet más el tiempo de cerrar las bridas más el 
tiempo de girar el palet más el tiempo de mecanizar la pieza más el tiempo de volver a girar el 
palet más el tiempo de abrir las bridas. 
En esta estrategia, si dos máquinas necesitan al robot en el mismo instante, el robot irá a la 
más cercana.  
Esta secuencia se muestra en la Figura 1.5. 
 














- ¿Qué máquina minimiza 
la función de coste?
- La máquina 4. - ¿Qué máquina minimiza 
la función de coste?
- La máquina 3.
- ¿Qué máquina minimiza 
la función de coste?
- La máquina 1.
 
Figura 1.5. Secuencia según la optimización de un función de coste determinada. (CFO) 
1.3 Elección de las estrategias de alimentación a analizar. 
La primera estrategia, secuencia de máquina fija y palet fijo, es la estrategia implementada en 
la celda real.  
En estos momentos y tras la descripción de las diferentes estrategias se nos plantea una duda. 
¿Es está secuencia de máquina la mejor?. ¿En todos los rangos de variación de los tiempos de 
mecanizado de las máquinas sobre los palets siempre es mejor la misma estrategia?. ¿Qué 
estrategia es mejor en cada rango?... 
Esta duda nos lleva a hacer un estudio comparativo entre estrategias. Entre las cuatro 
estrategias descritas se escogen para hacer el estudio comparativo la FM I, FIFO y CFO. 
Las razones para adoptar esta elección son a priori bastante claras. Se descarta la estrategia 
FMFP por ser demasiado estricta al imponer una secuencia fija tanto de máquina como de 
palet. Se escoge la FM I por ser una estrategia de secuencia fija y no ser tan estricta como la 
anterior. Se escoge la FIFO por ser una estrategia de secuencia variable y estar basada al igual 
que la FM I en operaciones lógicas. Y, finalmente, se escoge la CFO por ser una estrategia de 
secuencia variable basada en cálculos numéricos. 
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1.3.1 Elección del campo de estudio. 
Una vez conocidas las estrategias a comparar, se debe acotar el campo de estudio. 
Los parámetros del sistema real que van a ser modificados son los tiempos de mecanizado, 
tanto de A como de B. (twa y twb). 
De esta manera se centra el estudio en una matriz de tiempos de mecanizado. Los tiempos que 
están alrededor del real se consideran como mejoras o variación en el tiempo de mecanizado y 
los otros tiempos se interpretan como el uso de la celda para la producción de otras piezas que 
tienen tiempos de mecanizado diferentes. 
La matriz de tiempos de mecanizado está representada en la Figura 1.6. 













Tiempos reales de mecanizado.
Variación en los tiempos reales de mecanizado.










Figura 1.6. Matriz de tiempos de mecanizado. Parejas de tiempos en que la celda puede trabajar. 
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2 MODELADO DEL SISTEMA. 
2.1 Introducción. 
Modelar un sistema real consiste en reflejar de la manera más exacta y más fiel posible el 
funcionamiento de un proceso de fabricación real. Para conseguir este objetivo, se establecen 
dos campos de acción diferentes: 
• El funcionamiento y lógica del modelo. 
• El aspecto físico del modelo. 
El funcionamiento y lógica del modelo deben ser lo más parecidos posible a los del proceso 
real. Esta condición es indispensable para poder confiar en las salidas del modelo y que estas 
sean una fiel imagen de las del sistema real. En algún caso se pueden realizar simplificaciones 
respecto al caso real que no afecten a la validez de los resultados. Para confirmar este hecho 
se habrá de llevar a cabo un estudio que lo confirme. 
La similitud del aspecto físico del modelo con el aspecto del sistema real no es una condición 
necesaria para obtener un modelo válido. Pero es cierto que a la hora de modificar el modelo 
o presentar el trabajo realizado a personas ajenas al uso del software, un buen parecido con la 
realidad ayudará a la validación y comprensión del modelo. 
2.2 Modelo lógico. 
El primer paso para hacer el modelo es estudiar la lógica del funcionamiento del sistema. Para 
ello se van a utilizar las Redes de Petri Coloreadas. 
2.2.1 Redes de Petri Coloreadas. CPN. 
Las Redes de Petri Coloreadas son un tipo de Redes de Petri.  
Las Redes de Petri son un formalismo matemático basado en simples objetos, relaciones y 
reglas que permiten representar comportamientos complejos. 
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Son especialmente útiles para modelar y analizar sistemas dinámicos basados en sucesos 
discretos que evolucionan en paralelo y comportamientos caracterizados por sincronizaciones 
y compartimiento de recursos.  
El modelado en Redes de Petri de un sistema dinámico consta de dos partes: 
• Estructura de red: Grafo dirigido, bipartido y ponderado que representa la parte 
estática del sistema. 
• Marcado: Representa el estado distribuido del sistema 
La estructura de red considera dos tipos de objetos que se relacionan con un flujo ponderado, 
los lugares (places), que representan el estado del sistema, y las transiciones (transitions) que 
representan el cambio de estado. 
El marcado de una Red de Petri es una aplicación de P (conjunto finito no vacío de lugares) a 
אּ, es decir que asigna a cada lugar un número de marcas (tokens).  














Figura 2.1. Ejemplo de una Red de Petri 
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Las Redes de Petri Coloreadas forman parte del grupo de las Redes de Petri Autónomas 
porque no se considera el entorno del sistema en su interpretación. Dentro de las Redes de 
Petri Autónomas, las Redes de Petri Coloreadas pertenecen a las Abstracciones ya que son 
representaciones abreviadas que resaltan la parte gráfica. 
Lo que diferencia a las Redes de Petri Coloreadas de otras Redes de Petri es la consideración 
de atributos dentro de las marcas.  
Los atributos se denominan colores y pueden ser de diferentes tipos (color sets). 
La definición formal de una Red de Petri Coloreada es: 
CPN = {S, P, T, A, N, C, G, E, I} 
S = {c1, ...,cnc}, conjunto finito no vacío de color sets. 
P = {p1,...,pnp}, conjunto finito no vacío de lugares. 
T = {t1,...,tnt}, conjunto finito no vacío de transiciones. 
A = {a1,...,ana}, conjunto finito no vacío de arcos. 
N = función de nodo, N(ai) asigna al arco ai sus nodos terminales. 
C = función de color, C(pi) asigna al lugar pi un color set. Se escribe al lado del lugar pi en 
       cursiva. 
G = función booleana asociada a las transiciones. Es necesario que G(ti) se evalúe a Cierto 
       para que ti se pueda habilitar. Se escribe al lado de ti entre corchetes [ ]. 
E = Expresiones asociadas a los arcos. 
I = función de inicialización, I(pi) indica el conjunto de marcas iniciales en pi. Se escribe al  
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En la Figura 2.2 se presenta un ejemplo gráfico de Red de Petri Coloreada. 
TRANSICION




Color C1 = int;
Color C2 = string;





1`(4) + 2’ (2)
1`51`3 1`r
1`x1`r1`y
If y>x then 1`(y,r) 
else 1`(x,”z”)















4 2 1a b
a b
Figura 2.2 Ejemplo de una Red de Petri Coloreada. 
La evolución de las marcas se define a través de una regla de ocurrencia o disparo conocida 
como un juego de marcas (“token game”). Según esta regla, el comportamiento del sistema se 
rige por las siguientes normas: 
• Una transición está habilitada si la guarda (G(ti)) se evalúa a Cierto y en los lugares 
de entrada hay el número de marcas que indican los arcos de entrada y estas tienen los 
atributos (colores) especificados. 
En la Figura 2.3 se muestran dos transiciones, una habilitada y otra no habilitada. 
c2 c1
c3
Color C1 = int;
Color C2 = string;
Color C3 = product C1 * C3;
Var x: C1;
Var r: C2;
1`(4) + 1’ (2)
1`xIf x > 3 then 1`”a” else 1”b”
If x < 5 then 1`(x,r) 
else 1`(x,”z”)






1`xIf x > 3 then 1`”a” else 1”b”
If x < 5 then 1`(x,r) 
else 1`(x,”z”)
[ 2 < x < 8]
1`”a” + 1`”b”
NO HABILITADA  
Figura 2.3 Ejemplo de transición habilitada y no habilitada. 
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• El disparo o ocurrencia de una transición habilitada es una operación instantánea que 
por una parte saca de cada lugar de entrada las marcas que indican los arcos de 
entrada y por otra parte pone en cada lugar de salida las marcas que indican los arcos 
de salida. 
La Figura 2.4 muestra la evolución de un sistema al ejecutarse una transición. 
c2 c1
c3
Color C1 = int;
Color C2 = string;
Color C3 = product C1 * C3;
Var x: C1;
Var r: C2;
1`(4) + 1’ (2)
1`xIf x > 3 then 1`”a” else 1”b”
If x < 5 then 1`(x,r) 
else 1`(x,”z”)




1`xIf x > 3 then 1`”a” else 1”b”
If x < 5 then 1`(x,r) 
else 1`(x,”z”)
[ 2 < x < 8]








Figura 2.4. El marcado antes y después de un disparo. 
Propiedades cualitativas de las Redes de Petri. 
• Un sistema está Acotado si el espacio de estados es finito, es decir, si tiene todos 
los lugares acotados (número máximo de marcas). 
• Un sistema está Vivo si desde cualquier marcado que se pueda alcanzar existe una 
secuencia de disparos que habilita cualquier transición del sistema. 
Que un sistema no tenga bloqueos es una restricción más débil que la vivacidad ya 
que sólo verifica que una transición se pueda disparar. 
• Un sistema es Reversible si desde cualquier marcado que se pueda alcanzar se 
puede volver al marcado inicial. 
Si un sistema tiene bloqueos, no es reversible. 
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• En un sistema existe Exclusión Mutua si, o bien no se pueden disparar 
simultáneamente dos transiciones o bien no se pueden marcar simultáneamente dos 
lugares. 
La Exclusión Mutua modela el uso de recursos compartidos. 
AVR y no tiene exclusión mutua AVR y tiene exclusión mutua  
Figura 2.5. Ejemplos de Redes de Petri. 
El sistema situado en el lado izquierdo de la Figura 2.5 está acotado, es vivo, es reversible y 
no tiene exclusión mutua. En cambio, el situado en el lado derecho está acotado, no es vivo, 
es reversible y tiene exclusión mutua. 
2.2.2 Estrategias FM I, FIFO Y CFO. 
En la Figura 2.6 se expone la Red de Petri Coloreada que corresponde al sistema de 
producción real. Está Red sirve para las tres estrategias y permite hacer un estudio completo 
del funcionamiento lógico. 
 









































Then 1`palet2 else 
empty
If no necesita_cambio













Color n_maquina = int;
Color PIEZAS = with A|B;
Color PALET = product n_maquina * PIEZAS;
Color robo = with R;
Color ROBOT = product robo * n_maquina;
Color OPERARIO = with O;
Var palet1 : PALET;
Var palet2 : PALET;
Var oper : OPERARIO;
Var rob : ROBOT;













Figura 2.6. Red de Petri Coloreada del sistema de fabricación. 
Se pueden apreciar sucesos que evolucionan en paralelo, comportamientos caracterizados por 
sincronizaciones y compartimiento de recursos. 
Se aprecia una primera sincronización al inicio de la Red. Para que se produzca el primer 
disparo, el palet2 (palet interior, lado de trabajo de la máquina) debe haber acabado de 
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mecanizar y, en caso necesario, debe haber sido supervisado por el operario. Además, el 
palet1 (palet exterior, lado de trabajo del robot) debe haber acabado de cerrar bridas. Cuando 
en los dos palets se han finalizado estas tareas la guarda incluida en la transición ROTAR 
PALET se evalúa Cierto y se produce la rotación del palet ya que la única condición que 
impone la guarda de la transición ROTAR PALET es que el n_maquina del palet1 sea igual al 
n_maquina del palet2. 
Seguidamente tienen lugar dos secuencias de operaciones en paralelo, la asignada al palet 
interior y la asignada al palet exterior. El palet interior mecaniza la pieza y comprueba si 
alguna herramienta necesita un cambio o una supervisión . En caso afirmativo el operario 
realiza su función y en caso contrario el palet está ya preparado para rotar. Mientras tanto, en 
el palet exterior se abren bridas, se carga y descarga una pieza y se cierran bridas. Al finalizar 
las operaciones en paralelo se vuelve a iniciar el ciclo. 
Para poder llevar a cabo la carga y descarga se requiere la asistencia del robot que reemplaza 
la pieza que hay en el palet por otra que coge del pulmón de piezas. 
El robot y el operario son recursos compartidos. El operario atiende las máquinas según el 
orden en que estas necesiten de su asistencia y el robot atiende una máquina u otra según la 
estrategia implementada. 
Las diferencias en el modelado de las tres estrategias se centra en la transición ROBOT 
ELIGE SECUENCIA. En esta transición existe una función que marca la secuencia a seguir. 
Esta función es diferente para cada una de las estrategias.  
En la estrategia FM I el orden de carga y descarga establecido por la función es M1, M2, M3 
y M4 y, en ciertas condiciones, se puede saltar alguna máquina de la secuencia. En la 
estrategia FIFO el orden de carga y descarga establecido por la función es el gobernado por 
una cola. Es decir, el robot es enviado a alimentar aquella máquina que primero ha reclamado 
su asistencia. Y, finalmente, en la estrategia CFO el orden de carga y descarga establecido por 
la función es el designado por la minimización de una función de coste determinada.  
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2.2.3 Propiedades cualitativas de la red. 
El análisis cualitativo se realiza sobre la Red de Petri de una sola máquina correspondiente a 








































Figura 2.7. Red de Petri de una sola máquina.  
El análisis cualitativo se ha realizado con la técnica de análisis por reducción. Esta técnica 
permite definir las variables cualitativas de la Red de Petri. 
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El análisis por reducción se basa en aplicar iterativamente un conjunto de reglas de reducción 
a una red hasta llegar a un modelo irreducible. Estas reglas de reducción preservan las 
propiedades cualitativas.  
Es de esperar que las propiedades se analicen de manera trivial en el sistema reducido. 
A continuación se presentan las principales reglas de reducción. 
a) Regla del macro – lugar. 
 
b) Regla de fusión de transiciones. 
 
c) Regla del lugar implícito. 
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d) Regla de las transiciones idénticas / transición identidad. 
 
En la Red de Petri de la Figura 2.7 se aplican las siguientes reglas de reducción para llegar a 
la red irreducible mostrada en la Figura 2.8 con la que se definen las propiedades cualitativas. 
• Regla del lugar implícito en p13 y p12. 
• Regla del macro – lugar en t2, t3, t4, t5 y t9. 
• Regla del lugar implícito en p10-11. 
• Regla del macro – lugar en t6, t7 y t8. 
El análisis de las propiedades en la Red reducida es trivial. La red es acotada, viva, reversible 
y no tiene bloqueos. 
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Figura 2.8. En la figura se aprecian los pasos seguidos en la reducción. 
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3 MODELO EN Design/CPN. 
3.1 Presentación de Design/CPN. 
El sofware Design/CPN esta desarrollado por Meta Sofware Corporation, Cambridge MA, 
USA – en cooperación con el grupo de investigadores de CPN de la universidad Aarhus, 
Dinamarca. Desde 1989 hasta 1995 el sofware se ha vendido a compañías pero desde Enero 
de 1996 se distribuye gratuitamente a todo tipo de usuarios. Design/CPN es una herramienta 
que soporta el uso de Redes de Petri Coloreadas (también conocidas como CP- nets o CPN). 
Esta herramienta integra cuatro partes: 
• El CPN Editor que permite la construcción, modificación y análisis sintáctico de 
modelos en CPN. 
• El CPN Simulator que permite realizar simulaciones interactivas o automáticas de 
los modelos en CPN. 
• El Occurence Graph Tool que permite la construcción y análisis de grafos de 
concurrencia de modelos en CPN ( también conocido como espacio de estados). 
• El Performance Tool que permite el análisis gráfico de valores extraídos durante la 
simulación. 
Design/CPN es una de las herramientas de Redes de Petri más elaboradas. Soporta modelos 
de CPN con complejos tipos y complejas manipulaciones de datos. Ambos especificados en el 
funcional lenguaje de programación Standard ML. La última versión de Design/CPN utiliza la 
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3.2 Modelo. 
En este apartado se van a presentar los modelos de la celda real en Design/CPN para las 
estrategias FM I, FIFO y CFO. 
Se presentará en primer lugar el modelo completo para la estrategia FM I y, a continuación, la 
parte diferente del modelo implementada para las otras dos estrategias. De esta manera se 
evita repetir la lógica común a todas las estrategias. 
Design/CPN permite realizar un diseño jerarquizado del sistema mediante submodelos. De 
esta manera, el modelo general se separa en vistas jerarquizadas. Cada vista es un submodelo 
y tiene su propia hoja de trabajo. 
El uso de submodelos aumenta la cantidad de espacio de trabajo que se tiene para representar 
el sistema y permite organizar mejor el modelo. Cada submodelo se representa en su propia 
hoja lo que permite dividir un modelo muy complejo y denso en un conjunto de páginas 
encadenadas y fáciles de manipular. Los submodelos, a su vez, pueden contener más 
submodelos. 
En Design/CPN cualquier modelo dispone de una hoja llamada Hierarchy donde se indica la 
composición del modelo. En esta hoja aparecen los nombres de las diferentes páginas que lo 
componen. Las flechas que conectan las páginas marcan la jerarquía y la conexión entre los 
diferentes submodelos. El submodelo que tiene a un lado la nomenclatura M  Prime  es la 
página principal y las tres hojas no conectadas con flechas son la página Hierarchy, la hoja de 
declaración global y la hoja de declaración temporal. Para acceder a cualquier submodelo se 
debe acceder a la hoja Hierarchy y pulsar con el ratón sobre el nombre de la página deseada. 
La Figura 3.1 muestra la hoja Hierarchy del modelo utilizado par representar la celda real.  
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Figura 3.1. Página Hierarchy del modelo de la celda real. 
Se van a presentar las representaciones para las diferentes estrategias de acuerdo con la 
jerarquía del modelo analizando a fondo aquellos aspectos de mayor relevancia. 
Los diferentes aspectos que se van a tratar en este capítulo son: 
• Introducción a los componentes de la red en Design/CPN. 
• Nivel de programación. 
• Presentación de la estrategia FM I. 
• Presentación de la estrategia FIFO. 
• Presentación de la estrategia CFO. 
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3.2.1 Componentes del modelo en Design/CPN.  
Para familiarizarse con el programa de simulación, es necesario hacer una introducción a los 
diferentes componentes del modelo que se van a utilizar.  
En Design/CPN se construye el modelo introduciendo directamente la Red de Petri 
Coloreada. Es decir, un modelo en Design/CPN se compone de lugares, transiciones, arcos y 
declaraciones. 
• Lugares. 
Los lugares definen el estado del sistema. Design/CPN permite definir para cada lugar su 
tipo, su nombre y su marcado inicial. 
• Transiciones. 
Las transiciones definen la evolución del sistema o cambio de Estado. 
Design/CPN permite definir para cada transición su nombre, una guarda, un segmento de 
código y una región de tiempo. 
En la guarda se escribe una expresión que debe evaluarse a cierto para que se habilite la 
transición. Además, en la guarda también se pueden definir las marcas de entrada a la 
transición y las marcas de salida de la transición. 
En el segmento de código se pueden especificar funciones que dan valor a variables o a 
marcas de salida. En un segmento de código hay una línea de comando para definir las 
marcas o variables de entrada, otra línea de comando para definir las marcas o variables 
de salida y, tras el comando Action, se especifican las funciones que se deben ejecutar en 
esta transición. 
Las funciones pueden estar desarrolladas en el mismo segmento de código o en las hojas 
de declaración temporal o global. 
En la región de tiempo se puede definir el tiempo de duración de la transición. Cuando se 
dispara la transición se cogen instantáneamente las marcas de los lugares de entrada, se 
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ejecutan las funciones y se escriben las marcas de los lugares de salida. Sin embargo, estas 
marcas no son hábiles hasta que pasa el tiempo expresado en la región de tiempo. 
Una transición puede ejecutarse directamente o puede estar desglosada en un submodelo. 
Un submodelo contiene una red que especifica las acciones que se deben realizar durante 
el disparo de la transición que lo llama. Un submodelo tiene como puertos de entrada los 
lugares de entrada a la transición que lo llama y como puertos de salida los luga s de 
salida de la transición correspondiente. Los puertos están marcados con el símbolo         . 
• Arcos. 
Los Arcos definen el flujo del modelo. Design/CPN permite definir una expresión e
arco. Si el arco es de entrada a una transición la expresión define la marca necesari
habilitar la transición. Si el arco es de salida a una transición la expresión define la 
que debe adquirir un lugar cuando la transición se dispare. 
• Declaraciones. 
Design/CPN permite definir una declaración global y una declaración temporal. 
En la declaración global se pueden definir los tipos, las variables, las funcione
variables de referencia y las variables estadísticas. En la declaración temporal se p
definir funciones, variables de referencia y variables estadísticas. 
En el modelo diseñado se ha situado cada declaración en una página. En la decla
temporal se han desarrollado las funciones llamadas en los segmentos de código.
declaración global se ha definido las variables, los tipos y aquellas funciones qu
espacio no caben en la hoja de declaración temporal. 
En la Figura 3.2 se observan todos los elementos descritos en una red sencilla cread
Design/CPN. 
 re






 En la 
e por 
a con 




Figura 3.2. Ejemplo de Red de Petri Coloreada modelada con Design/CPN. 
3.2.2 Nivel de Programación. 
En Design/CPN la programación se realiza con el lenguaje SML ’97. Para programar con este 
lenguaje se dispone de un conjunto de librerías que contienen funciones estándar para realizar 
operaciones matemáticas, de entrada y salida, estadísticas, etc. 
Se pueden introducir elementos de programación en las guarda, en las expresiones de los 
arcos, en las regiones de tiempo, en los segmentos de código, en las declaraciones, etc. 
Al poder programar todo el comportamiento del modelo se otorga al diseñador una amplia 
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3.2.3 Estrategia FM I. 
En este modelo, la estrategia que sigue el Robot para alimentar a las diferentes máquinas es 
una secuencia fija. 
Esta secuencia, a nivel de recordatorio, es aquella que impone sólo la máquina a alimentar; el 
palet será el que corresponda en cada momento. Sólo se saltará la máquina que ya esté servida 
y necesite ser asistida por el operario (debido a un cambio de herramienta o por un ciclo de 
verificación). 
En este apartado se presenta una explicación detallada pero no completa del modelo. El 
modelo completo se encuentra en el anexo A. 
Los diferentes elementos que se van a describir son los siguientes: 
• Mapa jerárquico. 
• Submodelo Principal. 
• Declaración de Tipos y Atributos. 
• Submodelo Inicialización de Datos. 
• Submodelo Proceso del Sistema. 
• Submodelo Proceso del Palet Interior. 
• Submodelo Operario. 
• Submodelo Proceso del Palet Exterior. 
• Submodelo Robot. 
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3.2.3.1 Mapa jerárquico. 
El mapa jerárquico o submodelo Hierarchy presenta la composición completa del modelo y la 
jerarquía de los submodelos tal como se muestra en la Figura 3.3. 
 
Figura 3.3. Submodelo Hierarchy de la estrategia FM I. 
El submodelo Hierarchy presenta una página para la declaración global llamada 
DECLARACION, otra página para la declaración temporal llamada CODIGOS y una red de 
submodelos. 
El submodelo PRINCIPAL contiene la página principal del modelo. Los submodelos 
INICIALIZAR, RESULTADOS y PROCESO descienden de la página PRINCIPAL. Los 
submodelos INTERIOR, ROBOT y EXTERIOR descienden del submodelo PROCESO y 
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3.2.3.2 Submodelo Principal. 
La estructura del submodelo PRINCIPAL se compone de tres transiciones: Inicializar, 
Proceso y Resultados tal como se muestra en la Figura 3.4. 
 
Figura 3.4. Submodelo PRINCIPAL de la estrategia FM I. 
Esta es una estructura genérica que puede servir para modelar cualquier sistema. La estructura 
indica que el modelo tiene tres fases principales: inicializar datos, ejecutar el proceso 
completo y, finalmente, extraer resultados. 
Cada una de estas tres transiciones llama a un submodelo que tiene su mismo nombre. En 
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3.2.3.3 Declaración de Tipos y Atributos. 
La declaración de atributos (colors) y tipos (color sets) se realiza en la declaración global. 
Esta se encuentra en la página llamada DECLARACION. 
A continuación, se explican los principales tipos y atributos que permiten el funcionamiento 
de la Red de Petri Coloreada con la que se ha modelado el sistema. 
La Figura 3.5 muestra un extracto de la declaración global. 
(* DECLARACION GLOBAL *)
(* TIPOS Y COLORES PARA EL OPERARIO *)
Color OPERARIO = with O timed;
Var operario : OPERARIO;
(* TIPOS Y COLORES PARA EL ROBOT *)
Color ROB = with R;
Var rob : ROB;
Color I = int;
Var i : I;
Color CAMINO = int;
Var camino : CAMINO;
Color ROBOT = product ROB * I * CAMINO timed;
Var robot : ROBOT;
(* TIPOS Y COLORES PARA LAS PIEZAS *)
Color PIEZA = with P_A | P_B timed;
Var pieza : PIEZA;
(* TIPOS Y COLORES PARA LAS MAQUINAS *)
Color N_MAQUINA = int;
Var n_maquina_int : N_MAQUINA;
Var n_maquina_ext : N_MAQUINA;
Color OPERACION = with A | B;
Var operacion_int : OPERACION;
Var operacion_ext : OPERACION;
Color HERRAMIENTA = int;
Var herramienta_int : HERRAMIENTA;
Var herramienta_ext : HERRAMIENTA;
Color PALET = product N_MAQUINA * OPERACION * HERRAMIENTA timed;
Var palet_int : PALET;
Var palet_ext : PALET;
Color MAQUINA = product PALET * PALET timed;
Var maquina : MAQUINA
 
Figura 3.5. Extracto de la declaración global. 
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Existen cuatro tipos principales que permiten representar el operario, el robot, las piezas y las 
máquinas. 
El operario se representa con el tipo OPERARIO. Este tipo sólo tiene un atributo que es O. La 
variable operario es del tipo OPERARIO. 
El robot se representa con el tipo ROBOT. Este tipo se compone de otros tres tipos: ROB, I y 
CAMINO. El campo ROB permite representar al robot con un único atributo que es R. El 
campo I expresa en que máquina está o hacia que máquina va el robot. I es un tipo de enteros 
y tomará los valores 1, 2, 3, o 4. El tercer campo de ROBOT, CAMINO, permite gestionar el 
comportamiento del robot. CAMINO también es un tipo de enteros. Hay una variable definida 
para cada uno de estos tipos. 
Las piezas se representan con el tipo PIEZA. Este tipo tiene dos posibles atributos, P_A y 
P_B. El atributo P_A se utiliza para representar las piezas que necesitan la operación A y el 
atributo P_B para las piezas que necesitan la operación B. La variable pieza es del tipo 
PIEZA. 
Las máquinas se representan con el tipo MAQUINA. Este tipo se compone de dos campos. 
Ambos campos son del tipo PALET, es decir, una máquina se representa por dos palets, uno 
que representa el palet donde trabaja el robot, palet exterior, y otro que representa el palet 
donde trabaja la máquina, palet interior. 
PALET es un tipo compuesto de tres campos. El primer campo, N_MAQUINA, es un tipo de 
enteros y permite expresar a qué máquina pertenece el palet. El segundo campo, 
OPERACION, es un tipo que tiene dos posibles atributos A y B. El atributo A se utiliza para 
expresar que en el palet se realizan operaciones A y el atributo B para expresar que en el palet 
se realizan operaciones B. Finalmente el tercer campo, HERRAMIENTA, es un tipo de enteros 
y permite gestionar el ciclo de mantenimiento de las herramientas de la operación y la 
máquina a la que pertenece el palet. Para cada uno de estos tipos hay dos variables definidas. 
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3.2.3.4 Submodelo Inicialización de Datos. 
Este submodelo se denomina INICIALIZAR y es llamado en la transición Inicializar de la 
página PRINCIPAL. No existen puertos de entrada y tiene seis puertos de salida que son los 
lugares de tipo OPERARIO, ROBOT, MAQUINA, PIEZA, COND_FINAL y MARCA. 
 
Figura 3.6. Submodelo INICIALIZAR de la estrategia FM I. Proviene de la transición inicializar de la página PRINCIPAL. 
Este submodelo, Figura 3.6, es el primero en ejecutarse al realizar una simulación. En él se 
inicializan todas las variables que se utilizan en el modelo y se generan las marcas necesarias 
para el funcionamiento del resto del modelo. 
En este submodelo se dispara una única transición Generar marcas. En el disparo de la 
transición se ejecuta la función inicializar ( ). Esta función lee el nombre base del fichero de 
salida de resultados que se crea al finalizar la simulación, los tiempos característicos del 
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proceso en centésimas de segundo y la condición final que permite detener la simulación de 
un fichero llamado datos_entrada.txt. En esta función también se inicializan todas las 
variables necesarias para el funcionamiento del modelo.  
Al ejecutarse la transición, además, se crean las marcas necesarias para el funcionamiento del 
proceso. Se genera un operario, un robot, cuatro máquinas, las piezas del pulmón y la 
condición final. La transición Generar marcas no consume tiempo. 
3.2.3.5 Submodelo Proceso del Sistema. 
Este submodelo se denomina PROCESO, Figura 3.7, y es llamado en la transición Proceso de 
la página PRINCIPAL. Tiene cuatro puertos de entrada y salida que son los lugares de tipo 
OPERARIO, ROBOT, MAQUINA y MARCA, uno de entrada, del tipo PIEZA, y uno de 
salida, también del tipo PIEZA, que representa las piezas producidas. 
 
Figura 3.7. Submodelo PROCESO de la estrategia FM I. Proviene de la transición proceso de la página PRINCIPAL. 
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El proceso tiene cuatro acciones principales que son rotar el palet, realizar las operaciones del 
palet interior, realizar las del palet exterior y gestionar el robot para que siga la secuencia de 
máquina FM I. 
En este submodelo se aprecian las cuatro acciones en cuatro transiciones y una transición 
adicional denominada Definir maquina que permite sincronizar los palets de las máquina 
antes de rotar.  
En esta red, para que se produzca el primer disparo en la transición Definir maquina, es 
necesario que los dos palets de una máquina hayan finalizado sus procesos. En esta transición 
se crea la marca maquina formada por los dos palets. Seguidamente tiene lugar la rotación de 
los palets en la transición Rotar palet. En esta misma transición la marca maquina desaparece 
y da lugar de nuevo a los dos palets. El palet que antes era interior pasa a ser exterior y 
viceversa. 
A continuación, tienen lugar dos sucesos en paralelo, el proceso del palet interior y el proceso 
del palet exterior. 
El proceso del palet interior se presenta en otro submodelo llamado INTERIOR, pero en esta 
red queda reflejado que en él se utiliza el recurso operario y que se envía información a la 
transición Elegir secuencia. 
El proceso del palet exterior se representa asimismo en otro submodelo llamado EXTERIOR. 
En esta red se aprecia que en este proceso se utiliza el robot y se tiene acceso al pulmón de 
piezas.  
En la transición Elegir secuencia se gestiona la secuencia de máquinas que debe seguir el 
robot gracias a la información extraída del Proceso del palet int y del Proceso del palet ext. 
La estructura de la transición Elegir secuencia se representa también en otro submodelo 
llamado ROBOT. 
3.2.3.6 Submodelo Proceso del Palet Interior. 
Este submodelo se denomina INTERIOR y es llamado en la transición Proceso del palet int 
que se encuentra en el submodelo PROCESO. Tiene un puerto de entrada y salida del tipo 
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OPERARIO, un puerto de entrada del tipo PALET que es el palet antes de realizar las 
operaciones y tres de salida, uno de tipo PALET, que reperesenta al palet tras realizar las 
operaciones, otro del tipo DENTRO_LINEA y otro del tipo FUERA_LINEA que representan 
la información que se envía a la transición Elegir secuencia. 
 
Figura 3.8. Submodelo INTERIOR. Proviene de la transición Proceso del palet int de la página PROCESO. 
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En este submodelo, Figura 3.8, se representan las acciones que deben realizarse en el lado del 
palet donde trabaja la máquina, el palet interior. 
Primero se debe mecanizar la pieza y después comprobar si es necesario algun cambio de 
herramienta o la supervisión de la pieza fabricada con una herramienta nueva. Para modelar 
estas acciones se incluye una primera transición donde se mecaniza la pieza y otra donde se 
comprueba si es necesario realizar algún ciclo de mantenimiento. Esta comprobación se 
realiza en funciones que son llamadas en la transición Cambio de herramienta ??. 
En el caso en que no es necesario un ciclo de mantenimiento, el palet interior está listo para 
Definir maquina en el submodelo PROCESO. En el caso contrario se envía información al 
submodelo ROBOT ya que la máquina sale de la secuencia de alimentación en cuanto este 
servida y el palet se dispone esperar al operario. Cuando el operario está libre se dispara la 
transición Cambio de herramienta y supervision que llama a un submodelo denominado 
OPERARIO donde se ha modelado el comportamiento del operario. En este submodelo 
también se envía información al submodelo ROBOT como queda reflejado en esta red. 
Cuando se termina de ejecutar el submodelo OPERARIO el palet está listo para Definir 
maquina en el submodelo PROCESO. 
3.2.3.7 Submodelo Operario. 
Este submodelo es llamado en la transición Cambio de herramienta y supervision que se 
encuentra en el submodelo INTERIOR. Tiene un puerto de entrada y salida del tipo 
OPERARIO, un puerto de entrada del tipo PALET que representa el palet que entra al ciclo 
de mantenimiento y dos puertos de salida de tipos PALET y DENTRO_LINEA, que es la 
información que se envía a la transición Elegir secuencia de la página PROCESO. 
En este submodelo, Figura 3.9, se representa el comportamiento del operario. El operario debe 
realizar los cambios de herramienta o la supervisión de la pieza fabricada con una herramienta 
nueva y, cuando finaliza su trabajo, avisar al robot de que la máquina vuelve a estar en línea. 
Estas dos funciones del operario se modelan con dos transiciones. La primera representa el 
trabajo físico del operario y en la segunda se actualizan las variables que gestionan el ciclo de 
mantenimiento y se avisa al robot de que la máquina vuelve a estar en línea y debe entrar en la 
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secuencia de carga y descarga. 
 
Figura 3.9. Submodelo OPERARIO de la estrategia FM I. Proviene de la transición Cambio de herramienta y supervisión de 
la página INTERIOR. 
3.2.3.8 Submodelo Proceso del Palet Exterior. 
Este submodelo, Figura 3.10, se denomina EXTERIOR y es llamado por la transición Proceso 
del palet ext que se encuentra en el submodelo PROCESO. Tiene tres puertos de entrada del 
tipo PALET, PIEZA y ROBOT y tres de salida de los mismos tipos. 
En este submodelo se representan las acciones que deben realizarse en el lado del palet donde 
trabaja el robot, el palet exterior. 
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Figura 3.10. Submodelo EXTERIOR. Proviene de la transición Proceso del palet ext de la página PROCESO. 
En el palet exterior se realizan tres acciones principales: liberar la pieza abriendo las 
sujeciones, descargar la pieza mecanizada y cargar una nueva no mecanizada y sujetar la 
nueva pieza cerrando las sujeciones. Estas tres acciones se modelan con tres transiciones. 
 La primera transición de esta red es Abrir bridas del palet ext y representa la acción de 
liberar la pieza de sus sujeciones. La segunda transición, Generar cola de maquinas, no 
representa ninguna acción concreta del proceso. Sino que se actualizan variables que permiten 
gestionar el comportamiento del robot para que este siga la secuencia FM I. La tercera 
transición, Carga y descarga del palet ext, representa la acción de carga y descarga de la 
pieza. En esta acción interviene el robot y se tiene acceso al pulmón de piezas. La cuarta y 
última transición del submodelo es Cerrar bridas del palet ext y como su propio nombre 
indica modela la acción de sujetar la pieza al palet cerrando las sujeciones. 
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3.2.3.9 Submodelo Robot. 
Este submodelo es llamado por la transición Elegir secuencia que se encuentra en el 
submodelo PROCESO. Tiene un puerto de entrada y salida del tipo PALET, cuatro de 
entrada, dos de tipo ROBOT y los otros dos de tipo FUERA_LINEA y DENTRO_LINEA, 
que provienen del submodelo OPERARIO y uno de salida del tipo ROBOT. 
En este submodelo se representa el comportamiento del robot para eligir la siguiente máquina 
en la que debe realizar la carga y descarga de piezas. 
 
Figura 3.11. Submodelo ROBOT de la estrategia FM I. Proviene de la transición Elegir secuncia de la página PROCESO. 
En la estrategia FM I la secuencia de máquinas es fija pero tiene una excepción por la que se 
puede saltar una máquina de la secuencia. Si no existiera esta excepción se podría modelar la 
estrategia con una única transición con una función que marcara el orden de máquina 1, 2, 3, 
4, 1, 2, ....En este caso no sería necesario tener información del estado de los palets en el 
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proceso. 
Al tener en cuenta esta excepción es necesario tener información del estado del palet interior y 
del palet exterior para saber si una máquina en ciclo de mantenimiento debe ser excluída de la 
secuencia. Modelar esta excepción complica el submodelo pasando de una red con una 
transición a una red más compleja como la indicada en la Figura 3.11. 
El robot pasa por una primera transición, Elegir inew y distancia, donde elige la siguiente 
máquina a la que debe acudir a realizar la carga y descarga. Esta elección se lleva a cabo en 
una función que, gracias a un conjunto de variables actualizadas a lo largo de todo el modelo, 
hace seguir la secuencia fija contemplando la excepción definida en la estrategia. En esta 
función también se calcula el tiempo que el robot tarda en llegar a la siguiente máquina. En la 
Figura 3.12 se esquematiza la lógica de elección de la máquina. El detalle de la función se 
encuentra en el anexo A. 
Tras transcurrir el tiempo de desplazamiento del robot se ejecuta la transición distribuir. En 
esta transición se revisa el estado de los palets ya que mientras el robot se desplaza a la 
máquina elegida el estado de las máquinas puede variar invalidando así la elección tomada. 
Desde esta transición el robot puede tomar diferentes caminos según el nuevo estado de los 
palets: 
• El robot toma el camino 1 si la máquina elegida está en cola, es decir, si ha abierto 
bridas y está esperando la llegada del robot. En este caso, el submodelo finaliza y se 
inicia la carga y descarga. 
• El robot toma el camino 2 si en el tiempo de desplazamiento del robot la máquina 
elegida ha entrado en un ciclo de mantenimiento y el palet exterior ya está cargado con 
una nueva pieza. En este caso se vuelva a disparar la transición Elegir inew y 
distancia. 
• El robot toma el camino 3 si en el momento de la elección todas las máquinas están en 
ciclo de mantenimiento y tienen su palet exterior servido. En este caso la transición No 
hay maquinas no se dispara hasta que el submodelo OPERARIO no envía la 
información de que una máquina ha entrado en línea. 
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• El robot toma el camino 4 si al finalizar el desplazamiento la máquina seleccionada no 
está en cola y no ha entrado en un ciclo de mantenimiento con el palet exterior 
servido. Al escoger este camino el robot queda esperando frente a la máquina elegida 
hasta que esta esté lista para la carga y descarga o salga de línea. Cuando la máquina 
llega a la cola, es decir, está lista para la carga y descarga, se dispara la transición La 
maq llega a la cola y se finaliza el submodelo. En cambio, si la máquina elegida entra 
en un ciclo de mantenimiento la transición La maq sale de línea se dispara. Entonces, 
el robot puede seguir dos caminos. En el caso en que la máquina tiene el palet exterior 
servido el robot vuelve al inicio del submodelo y en el caso en que no tiene el palet 
exterior servido el robot vuelve a esperar que se dispare la transición La maq llega a la 
cola y se finalice así el submodelo.  
La información que indica que una máquina sale de línea y permite disparar la transición La 
maq sale de linea es enviada desde la transición Cambio de herramienta?? que se encuentra 
en el submodelo INTERIOR. La información que indica que una máquina llega a la cola y 
permite disparar la transición La maq llega a la cola es enviada desde la transición Generar 
cola de maquinas que se encuentra en el submodelo EXTERIOR. 
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Figura 3.12. Lógica de elección de la máquina con la entrategia FM I. 
 
Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  51
 
3.2.3.10 Submodelo Extracción de Resultados. 
El submodelo encargado de la extracción de resultados se denomina RESULTADOS y es 
llamado en la transición Resultados de la página PRINCIPAL. Tiene tres puertos de entrada, 
uno del tipo PIEZA, que representa las piezas producidas, otro del tipo MARCA y otro de 
tipo COND_FINAL, que detienen la simulación. 
La Figura 3.13 muestra la estructura de este submodelo. 
Este submodelo es el último en ejecutarse en una simulación. En él se finaliza la simulación y 
se extrae un fichero de salida con los datos necesarios para el análisis posterior de la 
estrategia.  
En este submodelo la transición principal es Sacar informe. Esta transición se dispara cuando 
la guarda se evalúa a Cierto. La guarda [condicion_final = hecho ] obliga a que el número de 
piezas producidas, hecho, sea igual a la producción expresada en la variable condicion_final. 
Cada vez que se produce una pieza se dispara la transición superior del modelo y la variable 
hecho aumenta en una unidad. De esta manera, la variable hecho alcanza el valor de 
producción necesario para disparar la transición Sacar informe y finalizar la simulación. 
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Figura 3.13. Submodelo RESULTADOS. Proviene de la transición Resultados de la página PRINCIPAL. 
Cuando se dispara la transición Sacar informe se ejecuta la función sacar_datos ( ).Esta 
función actualiza por última vez las variables y crea un fichero de salida con los resultados 
necesarios para realizar el estudio comparativo entre estrategias. 
3.2.4 Estrategia FIFO. 
En esta estrategia, antes de girar los palets la máquina se agrega a una cola de espera, y 
cuando el Robot queda libre va a la primera máquina que entró en esta cola. 
En este modelo no existe una lógica de Robot que gestione la asignación de tandas, sino que 
son las propias máquinas quienes, cuando necesitan su presencia, lo reclaman, y este las 
atiende en el orden en que ha sido solicitado. 
Para modelar esta estrategia se ha variado el modelo de la estrategia anterior. Se han 
 
Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  53
 
conservado ciertos submodelos mientras otros han cambiado o incluso desaparecido. 
A continuación se exponen los cambios que han tenido lugar siguiendo el mismo orden que 
en la estrategia anterior. 
3.2.4.1 Mapa jerárquico. 
 
Figura 3.14. Submodelo Hierarchy de la estrategia FIFO. 
El submodelo Hierarchy o mapa jerárquico es igual al de la estrategia FM I pero en él no 
aparecen los submodelos Robot y operario. 
En esta estrategia no existe una lógica de Robot que gestione la asignación de tandas y esto 
permite eliminar los submodelos ROBOT y OPERARIO. 
Este mapa se muestra en la Figura 3.14. 
3.2.4.2 Submodelo Principal. 
La estructura del submodelo PRINCIPAL se mantiene igual al de la estrategia FM I. 
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3.2.4.3 Declaración de Tipos y Atributos. 
La declaración de atributos (colors) y tipos (color sets) se realiza, al igual que en la estrategia 
anterior, en la declaración global. Esta se encuentra también en la página llamada 
Declaración. 
(* DECLARACION GLOBAL *)
(* TIPOS Y COLORES PARA EL ROBOT *)
Color ROB = with R;
Var rob : ROB;
Color I = int;
Var i : I;
Color ROBOT = product ROB * I timed;
Var robot : ROBOT;
 
Figura 3.15. Declaración del tipo ROBOT. 
En esta estrategia los cuatro tipos principales son al igual que en la estrategia anterior los que 
permiten representar el operario, el robot, las piezas y las máquinas.  
Los tipos que representan al operario, a las piezas y a las máquinas se definen de la misma 
manera que en la FM I. El tipo que representa al robot se simplifica en esta estrategia ya que 
se elimina el campo CAMINO. Este campo se utiliza en la estrategia FM I para gestionar la 
lógica del Robot, que en este caso no existe. 
La Figura 3.15 muestra la nueva declaración del tipo ROBOT.  
3.2.4.4 Submodelo Inicialización de Datos. 
El submodelo Inicialización de Datos se mantiene igual al de la estrategia FM I.  
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3.2.4.5 Submodelo Proceso del Sistema. 
En este submodelo, se pueden apreciar ciertas diferencias frente al submodelo PROCESO del 
sistema de la estrategia FM I. 
En el submodelo de la estrategia FIFO se representan, al igual que en la estrategia FM I, las 
cuatro principales acciones del proceso del sistema pero, en este caso, para elegir secuencia 
no es necesaria información extraída del Proceso del palet int ni información extraída del 
Proceso del palet ext. 
Para disparar la transición Elegir secuencia en este modelo únicamente es necesario que el 
Robot haya acabado su trabajo en un palet exterior y que la transición Definir maquina haya 
generado una marca representando que una máquina reclama la asistencia del robot. Cuando 
se dispara esta transición se ejecuta una función que elige como siguiente máquina aquella 
que reclamó antes la asistencia del robot. 
El sistema almacena en variables el tiempo en el que las máquinas reclaman la asistencia del 
robot, que es el momento en el que se inicia la rotación de los palets. 
Cuando se ejecuta la función de la transión Elegir secuncia, se comparan los tiempos de las 
máquinas que esperan la asistencia del robot y se elige la máquina con tiempo menor, es 
decir, la que antes reclamó al robot. 
En la Figura 3.16 se esquematiza la lógica de elección de la máquina. El detalle de la función 
implementada se encuentra en el Anexo A. 
En la Figura 3.17 se muesta la estructura del submodelo. 
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Figura 3.16. Lógica de elección de la máquina con la entrategia FIFO.  
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Figura 3.17. Submodelo PROCESO de la estrategia FIFO. Proviene de la transición Proceso de la página PRINCIPAL. 
3.2.4.6 Submodelo Proceso del Palet Interior. 
La estructura del submodelo en esta estrategia, Figura 3.18, es la misma que en la FM I 
excepto porque en esta estrategia no es necesario extraer información del palet interior para la 
elección de secuencia. Por ello se elimina la información que se envía al submodelo ROBOT 
en la estrategia FM I desde las transiciones Cambio de herramienta?? y Cambio de 
herramienta y supervision. 
Dado que desaparece la información que se envía desde la transición Cambio de herramienta 
y supervision ya no es necesario crear el submodelo OPERARIO. 
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Figura 3.18. Submodelo INTERIOR. Proviene de la transición Proceso del palet int de la página PROCESO. 
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3.2.4.7 Submodelo Proceso del Palet Exterior. 
 
Figura 3.19. Submodelo EXTERIOR. Proviene de la transición Proceso del palet ext de la página PROCESO. 
En el submodelo actual, Figura 3.19, se ha eliminado una transición existente en el submodelo 
equivalente de la FM I llamada Generar cola de maquinas que sirve para actualizar variables 
necesarias para gestionar el comportamiento del robot. El motivo que permite eliminar esta 
transición es el mismo que gobierna todos los cambios en este modelo. En esta estrategia no 
hay que modelar una lógica de comportamiento del Robot. También por este motivo, en el 
modelo de esta estrategia no existe el submodelo ROBOT. 
3.2.4.8 Submodelo Extracción de Resultados. 
Este submodelo se mantiene igual al de la estrategia FM I. 
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3.2.5 Estrategia CFO. 
En esta estrategia el robot decide la secuencia de máquinas según una función de coste 
determinada. Es decir, cuando el robot finaliza la carga y descarga de una máquina calcula 
una función de coste para cada máquina y decide ir a la máquina con el mínimo coste. 
Esta estrategia presenta una secuencia variable de máquinas basada en cálculos numéricos. 
Por lo tanto, esta estrategia presenta una lógica de Robot, al igual que en la estrategia FM I, y 
a diferencia con la estrategia FIFO.  
Para modelar esta estrategia se parte del modelo de la estrategia FM I y se introducen algunos 
cambios que permiten realizar el cálculo de la función de coste. 
El mapa jerárquico, la declaración de tipos y los submodelos PRINCIPAL, INICIALIZAR, 
PROCESO y RESULTADOS son idénticos a los del modelo de la estrategia FM I.  
A continuación se exponen los cambios que han tenido lugar en los submodelos INTERIOR, 
OPERARIO, EXTERIOR y ROBOT siguiendo el mismo orden que en las estrategias 
anteriores. 
3.2.5.1 Submodelo Proceso del Palet Interior. 
La estructura del submodelo Proceso del Palet interior es igual a la del submodelo equivalente 
de la estrategia FM I pero en las funciones que se ejecutan en las diferentes transiciones de la 
red se han introducido actualizaciones de nuevas variables que permiten al robot realizar el 
cálculo de la función de coste. 
Estas funciones están desarrolladas en el anexo A. 
3.2.5.2 Submodelo Operario. 
En esta estrategia vuelve a aparecer este submodelo ya que, al igual que en la estrategia FM I, 
es necesario que el operario avise al robot cuando una máquina vuelve a estar en línea tras el 
ciclo de mantenimiento. 
Al igual que en el submodelo INTERIOR la estructura del submodelo OPERARIO es la misma 
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que en la estrategia FM I, pero la transición Actualizar fuera de línea ahora se llama 
Actualizar fuera de línea y T_robot. Las funciones que se ejecutan a lo largo de la red también 
se utilizan para actualizar las variables que permiten realizar el cálculo de la función de coste. 
3.2.5.3 Submodelo Proceso del Palet Exterior.  
 
Figura 3.20. Submodelo EXTERIOR. Proceso de la transición Proceso del palet ext de la página PROCESO. 
En el submodelo actual, Figura 3.20, aparece una nueva transición, no existente en el 
submodelo EXTERIOR de la estrategia FM I, llamada Calc_T_robot. Esta transición se 
ejecuta tras la carga y descarga del palet exterior y sirve para que el robot calcule la función 
de coste para cada máquina. Este cálculo se puede realizar gracias a las actualizaciones 
realizadas sobre algunas variables a lo largo de todo el modelo. Tras su disparo el robot queda 
libre para la nueva elección y el palet pasa a cerrar bridas. 
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El resto de transiciones de la red se mantienen igual a las de la estrategia FM I. 
3.2.5.4 Submodelo Robot. 
Este submodelo presenta la misma estructura que el de la estrategia FM I aunque se ha 
variado la función que se ejecuta en la transición elegir inew y distancia. En esta función se 
elige la siguiente máquina a la que debe acudir el robot para la carga y descarga.  
En la estrategia FM I la función hace seguir la secuencia fija y en esta estrategia la función 
elige la máquina que minimiza la función de coste. 
Tras la carga y descarga de una máquina y antes de liberar al robot, en la transición 
Calc_t_robot, se calcula el tiempo que transcurrirá hasta que la máquina vuelva a necesitar la 
asistencia del robot. Si la máquina está en un ciclo de mantenimiento el cálculo se realiza 
cuando vuelve a entrar en línea, en la transición Actualizar fuera de línea y T_robot. 
Al ejecutarse la función de la transición Elegir inew y distancia se calcula el tiempo de 
desplazamiento del robot a cada una de las máquinas y se suma al tiempo en que la máquina 
volverá a necesitar al robot, calculado anteriormente. Esta suma completa la función de coste. 
El robot eligirá la máquina que minimice esta función. 
En las Figuras 3.21 a 3.23 se esquematiza la lógica de elección de la máquina para la 
estrategia CFO. Estas funciones están detalladas en el Anexo A. 
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Cálculo del tiempo en que la máquina necesitará al robot


























El cálculo se realiza cuando vuelva a 
estar en línea.
¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo inicio mec Máq 1B + Tiempo 
mec B > Tiempo inicio cerrar Bridas 
Máq 1A + Tiempo cerrar bridas A ?
¿ Tiempo inicio mec Máq 1A + Tiempo 
mec A > Tiempo inicio cerrar Bridas 





T_robot_maq1 = Tiempo inicio mec Máq 1B + 
Tiempo mec B + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq1 = Tiempo inicio cerrar Bridas Máq 1A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq1 = Tiempo inicio mec Máq 1A + 
Tiempo mec A + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq1 = Tiempo inicio cerrar Bridas Máq 1B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
Máq 2




El cálculo se realiza cuando vuelva a 
estar en línea.
¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo inicio mec Máq 2B + Tiempo 
mec B > Tiempo inicio cerrar Bridas 
Máq 2A + Tiempo cerrar bridas A ?
¿ Tiempo inicio mec Máq 2A + Tiempo 
mec A > Tiempo inicio cerrar Bridas 





T_robot_maq2 = Tiempo inicio mec Máq 2B + 
Tiempo mec B + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq2 = Tiempo inicio cerrar Bridas Máq 2A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_ma2 = Tiempo inicio mec Máq 2A + 
Tiempo mec A + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq2 = Tiempo inicio cerrar Bridas Máq 2B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
Máq 3




El cálculo se realiza cuando vuelva a 
estar en línea.
¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo inicio mec Máq 3B + Tiempo 
mec B > Tiempo inicio cerrar Bridas 
Máq 3A + Tiempo cerrar bridas A ?
¿ Tiempo inicio mec Máq 3A + Tiempo 
mec A > Tiempo inicio cerrar Bridas 





T_robot_maq3 = Tiempo inicio mec Máq 3B + 
Tiempo mec B + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq3 = Tiempo inicio cerrar Bridas Máq 3A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq3 = Tiempo inicio mec Máq 3A + 
Tiempo mec A + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq3 = Tiempo inicio cerrar Bridas Máq 3B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
Máq 4




El cálculo se realiza cuando vuelva a 
estar en línea.
¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo inicio mec Máq 4B + Tiempo 
mec B > Tiempo inicio cerrar Bridas 
Máq 4A + Tiempo cerrar bridas A ?
¿ Tiempo inicio mec Máq 4A + Tiempo 
mec A > Tiempo inicio cerrar Bridas 





T_robot_ma4 = Tiempo inicio mec Máq 4B + 
Tiempo mec B + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq4 = Tiempo inicio cerrar Bridas Máq 4A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq4 = Tiempo inicio mec Máq 4A + 
Tiempo mec A + Tiempo rotar + Tiempo abrir bridas.
T_robot_maq4 = Tiempo inicio cerrar Bridas Máq 4B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
 
Figura 3.21. Lógica de elección de la máquina para la estrategia CFO (I).  
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¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo actual > Tiempo inicio cerrar 
Bridas Máq 1B + Tiempo cerrar bridas B ?
¿ Tiempo actual > Tiempo inicio cerrar 





T_robot_maq1 = Tiempo actual + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq1 = Tiempo inicio cerrar Bridas Máq 1B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq1 = Tiempo actual  + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq1 = Tiempo inicio cerrar Bridas Máq 1A 





¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo actual > Tiempo inicio cerrar 
Bridas Máq 2B + Tiempo cerrar bridas B ?
¿ Tiempo actual > Tiempo inicio cerrar 





T_robot_maq2 = Tiempo actual + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq2 = Tiempo inicio cerrar Bridas Máq 2B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq2 = Tiempo actual  + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq2 = Tiempo inicio cerrar Bridas Máq 2A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.
¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo actual > Tiempo inicio cerrar 
Bridas Máq 3B + Tiempo cerrar bridas B ?
¿ Tiempo actual > Tiempo inicio cerrar 





T_robot_maq3 = Tiempo actual + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq3 = Tiempo inicio cerrar Bridas Máq 3B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq3 = Tiempo actual  + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq3 = Tiempo inicio cerrar Bridas Máq 3A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.
¿ El palet asistido era 
de la operación A ?
No
Sí
¿ Tiempo actual > Tiempo inicio cerrar 
Bridas Máq 4B + Tiempo cerrar bridas B ?
¿ Tiempo actual > Tiempo inicio cerrar 





T_robot_maq4 = Tiempo actual + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq4 = Tiempo inicio cerrar Bridas Máq 4B 
+ Tiempo cerrar bridas B + Tiempo rotar + Tiempo 
abrir bridas.
T_robot_maq4 = Tiempo actual  + Tiempo rotar + 
Tiempo abrir bridas.
T_robot_maq4 = Tiempo inicio cerrar Bridas Máq 4A 
+ Tiempo cerrar bridas A + Tiempo rotar + Tiempo 
abrir bridas.  
Figura 3.22. Lógica de elección de la máquina para la estrategia CFO (II).  
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Cálculo del tiempo de desplazamiento del robot
Transición elegir inew y distancia del submodelo ROBOT











T_desplazamiento_maq1 = Tiempo de desplazamiento entre máquinas a distancia 1
T_desplazamiento_maq1 = Tiempo de desplazamiento entre máquinas a distancia 2
T_desplazamiento_maq1 = Tiempo de desplazamiento entre máquinas a distancia 3










T_desplazamiento_maq2 = Tiempo de desplazamiento entre máquinas a distancia 1
T_desplazamiento_maq2 = 0
T_desplazamiento_maq2 = Tiempo de desplazamiento entre máquinas a distancia 1
T_desplazamiento_maq3 = Tiempo de desplazamiento entre máquinas a distancia 2










T_desplazamiento_maq3 = Tiempo de desplazamiento entre máquinas a distancia 2
T_desplazamiento_maq3 = Tiempo de desplazamiento entre máquinas a distancia 1
T_desplazamiento_maq3 = 0
T_desplazamiento_maq3 = Tiempo de desplazamiento entre máquinas a distancia 1










T_desplazamiento_maq4 = Tiempo de desplazamiento entre máquinas a distancia 3
T_desplazamiento_maq4 = Tiempo de desplazamiento entre máquinas a distancia 2
T_desplazamiento_maq4 = Tiempo de desplazamiento entre máquinas a distancia 1
T_desplazamiento_maq4 = 0
Para  Máq 2:
Para  Máq 3:
Para  Máq 4:
Cálculo de la Función de Coste
Transición elegir inew y distancia del submodelo ROBOT
Para  Máq 1:
Para  Máq 2:
Para  Máq 3:
Para  Máq 4:
F.Coste_maq1 = T_desplazamiento_maq1 + T_robot_maq1
F.Coste_maq2 = T_desplazamiento_maq2 + T_robot_maq2
F.Coste_maq3 = T_desplazamiento_maq3 + T_robot_maq3
F.Coste_maq4 = T_desplazamiento_maq4 + T_robot_maq4  
Figura 3.23. Lógica de elección de la máquina para la estrategia CFO (III).  
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¿La máquina 1, La máquina 2, la máquina 3 y la 










































































































































































Figura 3.23. Lógica de elección de la máquina para la estrategia CFO (IV).  
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4 DISEÑO DE EXPERIMENTOS, SIMULACIONES 
Y ANÁLISIS DE RESULTADOS. 
En este apartado se va a presentar el diseño de experimetos, la automatización de la entrada y 
salida de datos del modelo, los resultados de las simulaciones realizadas y el análisis de estos. 
4.1 Diseño de experimentos. 
Se van a comparar los resultados de las estrategias FM I, FIFO y CFO por razones explicadas 
con anterioridad. 
No se van a simular todas las parejas de tiempos de mecanizado posibles debido a que el 
tiempo total de simulación sería muy elevado. Las parejas escogidas son las resaltadas en la 
Tabla 4.1. Se considera que estos valores son suficientes para observar las tendencias. 















Tabla 4.1. Parejas de tiempos de mecanizado escogidas para la simulación. 
Para llevar a cabo las simulaciones se debe precisar el número de replicas a realizar para cada 
pareja de tiempos y la duración de las mismas. 
En Design/CPN las simulaciones pueden detenerse por tiempo (una duración definida) o 
porque la red del modelo no tiene más transiciones que ejecutar (una duración no definida). 
En los modelos definidos se finaliza la simulación cuando la red no tiene más transiciones que 
disparar. Se ha escogido esta opción porque, para poder realizar un análisis de las estrategias, 
interesa que en las simulaciones de los modelos se extraiga información del estado del 
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operario, del robot y de las máquinas. Esta información se extrae volcándola a un fichero de 
salida y es necesario que esta se vuelque en la última transición que se dispare. Se han 
diseñado los modelos para que la red no tenga más transiciones que disparar tras la ejecución 
de la transición que vuelca la información. Esta transición se dispara cuando se cumple una 
condición final.  
Si la simulación se finalizara por tiempo, no se sabría cual es la última transición ejecutada y 
sería muy difícil extraer la información. 
La condición final diseñada hace referencia a la producción total de piezas fabricadas en la 
celda. Tras varias pruebas con diferentes producciones se ha decidido que la condición final 
que detenga la simulación sea la producción de 10000 piezas. La celda real tarda 
aproximadamente 15 días en producir 10000 piezas. Se considera que con 15 días el 
transitorio del sistema no influye significativamente en los resultados. 
El tiempo que tarda la ejecución de una réplica con la condición final de 10000 piezas en 
Design/CPN es de aproximadamente 5 minutos. A medida que se aumenta la condición final 
el tiempo real de simulación crece rápidamente hasta llegar a bloquear el programa 
Design/CPN. 
Para este estudio se ha decidido realizar 10 réplicas por cada pareja de tiempos. La elección 
de 10 réplicas por simulación es para conseguir que el parámetro “Tiempo muerto de 
máquina”, principal parámetro de estudio, tenga un intervalo de confianza con la precisión 
adecuada para una posterior comparación entre las estrategias. 
4.2 Automatización de la entrada y salida de datos del modelo. 
4.2.1 Automatización de la entrada de datos. 
Puesto que el estudio está centrado en el análisis de las simulaciones de las tres estrategias 
con diferentes parejas de tiempos de mecanizado, se ha creído conveniente que el modelo lea 
el valor de estas variables de un fichero externo. 
Este fichero externo se muestra en la Figura 4.1. 
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(* Nombre base del fichero de salida *)
/home/sandra/CPN/sandra/twa260twb220/res_







(* Cambio de herramienta y supervision 1 *)
12000
(* Cambio de herramienta y supervision 2 *)
6000
(* Abrir bridas *)
1200
(* Carga y descarga A *)
4700
(* Carga y descarga B *)
5500
(* Cerrar bridas A *)
2800
(* Cerrar bridas B *)
3000
(* De maquina a maquina con dif 1 *)
650
(* De maquina a maquina con dif 2 *)
1025
(* De maquina a maquina con dif 3 *)
1400
(* Mantenimiento inferior *)
180000
(* Mantenimiento superior *)
900000
(* condicion final, produccion *)
10000
 
Figura 4.1. Contenido del fichero de entrada. 
Como se puede ver en la figura se ha aprovechado la creación de este fichero para introducir 
también el nombre base del fichero de salida de resultados de la simulación, los tiempos que 
caracterizan la celda de producción y la condición final.  
Las ventajas de optar por el fichero externo son: 
• Comodidad 
• Flexibilidad 
• Accesibilidad  
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La creación de este fichero ha reportado cuantiosas mejoras: 
• Antes de programar la entrada de datos, cada 10 réplicas de una pareja de tiempos de 
mecanizado se debía salir del CPN Simulator, entrar en el CPN editor, cambiar el 
valor de los tiempos de mecanizado por los de la nueva pareja, realizar un análisis 
sintáctico del modelo, compilar el modelo y volver al CPN Simulator. De esta nueva 
manera, tras las 10 réplicas, sin tener que salir del CPN Simulator, se abre el fichero 
externo con un editor de textos, se cambian los valores necesarios y se puede volver a 
simular. Así, se gana comodidad, puesto que no se debe compilar cada 10 réplicas.  
• El sistema es más flexible puesto que se puede cambiar cualquier tiempo del proceso e 
incluso la condición final sin tener que entrar en el modelo. Sólo es necesario variar su 
valor en el fichero de entrada de datos. 
• También se gana accesibilidad ya que antes, para cambiar un parámetro del sistema se 
tenía que entrar en el modelo, buscar la transición donde está definido y cambiar su 
valor mientras que de esta nueva manera los datos se guardan en un fichero que puede 
ser modificado en cualquier momento antes de iniciar la simulación. 
4.2.2 Automatización de la salida de datos. 
El paso previo a la automatización de los datos de salida es escoger que resultados se quieren 
obtener de la simulación. 
 Para realizar el análisis de la celda es necesario información referente al tiempo total de 
simulación, al operario, al robot y a cada una de las máquinas. 
Del operario se debe obtener la frecuencia de estados y, por tanto, se necesita el tiempo que 
permanece desocupado, el tiempo que permanece ocupado en las máquinas en la operación A 
y el tiempo que permanece ocupado en las máquinas en la operación B. 
Del robot también se debe obtener la frecuencia de estados y, por tanto, se necesita el tiempo 
que permanece desocupado, el tiempo que utiliza en el desplazamiento entre máquinas y el 
tiempo que permanece en las operaciones de carga y descarga. 
 
Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  71
 
De cada una de las máquinas también interesa su frecuencia de estados y, por tanto, se 
necesita el tiempo utilizado en el mecanizado de piezas A, el tiempo utilizado en el 
mecanizado de piezas B, el tiempo utilizado en la rotación de palets, el tiempo utilizado en la 
espera del operario por una operación A, el tiempo utilizado en la espera del operario por una 
operación B, el tiempo de trabajo del operario en la máquina por la operación A, el tiempo de 
trabajo del operario en la máquina por la operación B y el tiempo inactivo de la máquina. 




Tiempo de simulacion 131160150
OPERARIO
Tiempo operario libre 101150350
Tiempo operario ocupado A 14925800
Tiempo operario ocupado B 15084000
Tiempo operario ocupado 30009800
ROBOT
Tiempo robot libre 11849075
Tiempo robot en desplazamientos 17320475
Tiempo robot en carga y descarga 101990600
Tiempo robot ocupado 119311075
MAQUINA I
Tiempo MAQ1 Mec A 64948000
Tiempo MAQ1 Mec B 49960000
Tiempo MAQ1 MEC 114908000
Tiempo MAQ1 rotando palets 6994400
Tiempo MAQ1 espera operario A 323025
Tiempo MAQ1 espera operario B 414675
Tiempo MAQ1 espera operario 737700
Tiempo MAQ1 mantenimiento A 3675800
Tiempo MAQ1 mantenimiento B 3780000
Tiempo MAQ1 mantenimiento 7455800
Tiempo MAQ1 tiempo muerto 1064250
Tiempo MAQ1 produccion A 2498
Tiempo MAQ1 produccion B 2498
Tiempo MAQ1 produccion 4996
MAQUINA 2
Tiempo MAQ1 Mec A 65104000
Tiempo MAQ1 Mec B 50087900
 
Figura 4.2. Extracto de un fichero de salida de datos de la estrategia FM I. 
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Para extraer los resultados se ha decidido que en la última transición que se ejecuta de cada 
simulación se cree un fichero de salida donde se vuelquen todos los datos escogidos. También 
se vuelcan en el fichero de salida todos los tiempos característicos de la celda de producción 
que rigen el modelo. Todos los tiempos que se vuelcan al fichero de salida están expresados 
en centésimas de segundo. La Figura 4.2 muestra un extracto de un fichero de salida. 
Estos ficheros de salida de datos tienen un nombre diferente para cada simulación y réplica. 
De esta manera tras haber simulado las 10 réplicas de cada una de las parejas de tiempos de 
mecanizado habrán tantos ficheros de salida de datos como simulaciones realizadas. 
El nombre de estos ficheros permite saber la estrategia de la que provienen los datos, la pareja 
de tiempos de producción de la simulación y el número de réplica con esta misma pareja de 
tiempos. Un ejemplo de nombre de fichero de salida es res_CFO_A250B200_3.txt. Este 
nombre indica que el modelo simulado es el de la estrategia CFO, que la pareja de tiempos de 
mecanizado son 250 segundos para la operación A y 200 segundos para la operación B y 
finalmente que es la tercera réplica de esta pareja de datos. 
Una vez obtenidos todos los resultados se plantea realizar un análisis para cada pareja de 
tiempos de mecanizado y estrategia y otro comparativo entre las tres estrategias. Para realizar 
este análisis se deben manipular los resultados de todos los ficheros creados. Por ello, se ha 
decido organizar toda la información en una hoja de Excel, de manera que el análisis sea lo 
más ágil posible. 
4.2.2.1 La hoja de Excel. 
El archivo de Excel creado tiene tantas hojas como parejas de tiempos de mecanizado que se 
han simulado. Además, se ha añadido una hoja adicional donde se recopilan los datos de 
tiempo muerto de las máquinas y tiempo de simulación de todas las parejas de tiempos para 
cada estrategia. Estos parámetros permiten comparar las tres estrategias en todo el rango de 
estudio. 
En la Figura 4.3 se muestra una vista general del archivo de Excel. 
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Figura 4.3. Vista general del archivo de Excel. 
Cada pareja de tiempos tiene una hoja asignada con un nombre que la identifica, por ejemplo 
A220B200. Este nombre indica que los datos de la hoja son los obtenidos con 220 segundos 
para el mecanizado de A y 200 segundos para el mecanizado de B. Todas las hoja tienen una 
estructura similar que se rellena con los datos de los ficheros de salida. 
La estructura de estas hojas es la mostrada en la Figura 4.4.  
En la parte superior de la hoja aparece una tabla informativa con los tiempos de la celda que 
rigen la simulación de esa pareja de tiempos. Después aparecen los resultados principales para 
esta pareja de tiempos. Estos resultados son la media de las 10 réplicas de los parámetros 
principales de estudio de las tres estrategias, que son el tiempo muerto de las máquinas y el 
tiempo de simulación, y los gráficos de los estados de las máquinas para las tres estrategias. 
Tras los resultados principales hay tres grandes tablas, una para cada estrategia, donde se 
sitúan todos los resultados. La primera tabla corresponde a la estrategia FM I, la segunda a la 
estrategia FIFO y la última a la estrategia CFO.  
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DATOS DE LA SIMULACIÓN
RESULTADOS PRINCIPALES
PARÁMETROS PRINCIPALES DE ESTUDIO DE LAS TRES ESTRATEGIAS









Figura 4.4. Estructura de una hoja de Excel. 
Estas tablas tienen 11 columnas, una para cada réplica y una adicional para la media de las 10 
réplicas. Estas columnas contienen los tiempos de simulación, las producciones, una media de 
las frecuencias de estado de las máquinas, las frecuencias de estado de cada una de las 
máquinas por separado, las frecuencias de estado del robot y las frecuencias de estado del 
operario. 
En la parte inferior de la hoja hay otras tres tablas donde se vuelcan todos los datos leídos de 
los ficheros de salida de datos. En la primera tabla se vuelcan los valores de la estrategia FM 
I, en la segunda los de la estrategia FIFO y en la tercera los de la estrategia CFO.  
Tras todas las hojas de parejas de tiempos de mecanizado se ha creado otra hoja para recopilar 
los resultados principales de todas las parejas de tiempos para las tres estrategias. Esta hoja 
tiene dos tablas y dos gráficos. 
La primera tabla contiene el tiempo muerto de las máquinas para cada estrategia y cada pareja 
de tiempos de mecanizado. Esta tabla tiene una última columna que muestra la estrategia de 
menor tiempo muerto para cada pareja de tiempos de mecanizado. Esta columna está 
graficada después de la tabla mostrando las regiones donde una estrategia tiene menor tiempo 
muerto dentro del rango estudiado.  
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La otra tabla expresa el tiempo de producción de 10000 piezas de cada estrategia para cada 
pareja de tiempos de mecanizado. Esta tabla también tiene una última columna que escoge la 
estrategia de menor tiempo de simulación. Esta columna también está graficada tras la tabla y 
muestra las regiones donde una estrategia tiene menor tiempo de producción dentro del rango 
estudiado. 
En la Figura 4.5 se muestra una vista de la hoja donde se recopilan los principales resultados. 
 
Figura 4.5. Hoja de Excel donde se recopilan los principales resultados. 
Para introducir todos los datos en las tablas se ha programado una macro que lee todos los 
ficheros de salida de las simulaciones, carga los datos leídos en las tablas correspondientes de 
las hojas y, finalmente, calcula los ratios necesarios y actualiza las gráficas. 
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4.3 Análisis de resultados. 
En este apartado se van a realizar dos análisis de los resultados obtenidos. El primer análisis 
se basará en los resultados de las tres estrategias para la pareja de tiempos reales de la celda. 
El segundo análisis se realizará sobre los tiempos muertos y los tiempos de simulación de las 
tres estrategias para todas las parejas de tiempos de mecanizado. 
4.3.1 Análisis de resultados para los tiempos reales del sistema. 
A modo de recordatorio, se presenta la tabla 4.2 con los tiempos reales de trabajo en el 
sistema. 
[segundos] [segundos] [segundos]
twa 251 tla 47 tob 12
twb 204 tlb 55 tr1 6,5
to1 120 tca 28 tr2 10,25
to2 60 tcb 30 tr3 14
tt 14 toa 12 ts 1800 - 9000
 
Tabla 4.2. Datos Reales de la Celda de producción. 
NOMENCATURA. 
twa, twb:  Tiempo de mecanizado sobre los palets A y B. 
to1:   Tiempo de asistencia por parte del operario 
to2:   Tiempo de verificación por parte del operario en el ciclo posterior a la 
asistencia. 
tt:   Tiempo de giro de la plataforma giratoria. 
tla, tlb:   Tiempo de carga y descarga de los palets A y B (incluye el tiempo de acceso al 
pulmón de piezas). 
tca, tcb:   Tiempo de cerrar bridas. 
toa, tob:  Tiempo de abrir bridas.  
tr1, tr2, tr3:  Tiempo del desplazamiento del robot, a la siguiente, segunda o tercera 
máquina, respectivamente, desde la situación actual. 
ts:   Frecuencia de cambio de herramienta. 
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La Figura 4.6 presenta en gráficas las frecuencias de estado de la máquinas para las 
estrategias FM I, FIFO y CFO. Los porcentajes se han calculado respecto al tiempo total de 
simulación. 
 
Figura 4.6. Frecuencias de estado de las máquinas para las tres estrategias. 
En estas gráficas se observa que el tiempo muerto de las máquinas, 0,69% en FM I, 0,03% en 
FIFO y 0,07 % en CFO, depende de la estrategia de alimentación. En cambio, el resto de 
frecuencias de estado de las máquinas son independientes del tipo de estrategia utilizada para 
alimentar a las máquinas.  
Sin embargo, para un mismo tiempo de simulación, si una estrategia hace esperar más a las 
máquinas para ser asistidas por el robot, su tiempo muerto es mayor y, por lo tanto, las 
herramientas de las máquinas, para un mismo periodo, duran más y la media de asistencia por 
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Para decidir cual es la mejor estrategia para esta pareja de tiempos de mecanizado se pueden 
utilizar dos indicadores diferentes, el tiempo muerto de las máquinas o el tiempo que ha 
tardado cada estrategia para mecanizar las 10000 piezas. Como se puede observar en la Tabla 
4.3. La estrategia que hace esperar más a las máquinas para ser atendidas por el robot es la 
estrategia que más tiempo necesita para producir el mismo número de piezas.  
 
FM I FIFO CFO
Tiempo de producción
de 10000 piezas (s) 1.298.704,58 1.289.351,25 1.290.036,05
Tiempo muerto (%) 0,69 0,03 0,07  
 
Tabla 4.3. Resultados principales para las tres estrategias con los parámetros de la celda de producción. 
A la vista de esta tabla se puede concluir que, para esta pareja de tiempos de mecanizado, la 
estrategia FIFO es la que tiene menor tiempo muerto seguida por la estrategia CFO y en 
último lugar, con una gran diferencia, se encuentra la estrategia FM I.  
 
4.3.2 Análisis de resultados para todo el campo de estudio. 
Para realizar el análisis comparativo de las tres estrategias para todo el campo de estudio se 
han escogido dos parámetros, la frecuencia de tiempo muerto de las máquinas y el tiempo de 
producción de 10000 piezas.  
La frecuencia de tiempo muerto de las máquinas para cada pareja de tiempos de mecanizado y 
para cada estrategia está representada en la Tabla 4.4 y graficada en las Figuras 4.7 y 4.8. 
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TWA[s] TWB[s] MEJOR SECUENCIA
200 140 16,24 16,96 16,91 FM I 
200 160 12,20 12,92 12,80 FM I 
200 180 8,25 8,69 8,69 FM I 
200 200 4,63 4,73 4,70 FM I 
200 220 1,88 1,32 1,31 CFO
220 140 12,24 12,80 12,67 FM I 
220 160 8,21 8,76 8,57 FM I 
220 180 4,66 4,73 4,66 FM I 
220 200 1,78 1,27 1,27 CFO
220 220 0,63 0,09 0,10 FIFO
240 140 8,39 8,88 8,82 FM I 
240 160 5,07 4,90 4,91 FIFO
240 180 2,15 1,52 1,58 FIFO
240 200 0,70 0,12 0,16 FIFO
240 220 0,65 0,01 0,03 FIFO
251 204 0,69 0,03 0,07 FIFO
260 140 5,77 5,27 5,36 FIFO
260 160 2,93 1,99 2,11 FIFO
260 180 1,00 0,26 0,37 FIFO
260 200 0,75 0,04 0,10 FIFO
260 220 0,73 0,01 0,04 FIFO
Frecuencias de tiempo muerto
 
FM I FIFO CFO





































Figura 4.7. Representación de los tiempos muertos. 
 














Figura 4.8. Representación de las estrategias con menor tiempo muerto. 
Tanto en la tabla como en las figuras se puede observar que existe una zona donde la 
estrategia FIFO es considerablemente mejor que la estrategia FM I y ligeramente mejor que la 
CFO y otra zona donde la estrategia FM I es ligeramente mejor que las otras dos estrategias. 
Estas dos zonas están separadas por una franja donde la estrategia CFO es mejor que las otras 
dos estrategias aunque es prácticamente igual a la estrategia FIFO.  
Para el tiempo de producción de 10000 piezas se ha realizado un análisis similar. Los datos 
para cada pareja de tiempos de mecanizado y para cada estrategia se ha representado en la 
Tabla 4.5 y graficados en las Figuras 4.9 y 4.10. 
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TWA [s] TWB [s] MEJOR SECUENCIA
200 140 1190269,08 1200551,30 1199894,23 FM I 
200 160 1191445,60 1201600,43 1200092,03 FM I 
200 180 1194652,05 1201340,48 1200788,23 FM I 
200 200 1202617,40 1204155,65 1203314,93 FM I 
200 220 1220865,23 1213766,93 1213141,55 CFO
220 140 1192299,90 1201289,95 1199080,73 FM I 
220 160 1194229,83 1202590,88 1199511,15 FM I 
220 180 1202830,88 1204366,05 1203146,20 FM I 
220 200 1219354,73 1213398,50 1212653,40 CFO
220 220 1257696,98 1250885,98 1250697,20 CFO
240 140 1197048,03 1204256,98 1202984,58 FM I 
240 160 1208508,03 1206694,05 1206400,75 CFO
240 180 1224285,95 1216793,65 1216822,85 FIFO
240 200 1259189,48 1251114,23 1251350,85 FIFO
240 220 1311319,20 1302492,03 1302691,40 FIFO
251 204 1298704,58 1289351,25 1290036,05 FIFO
260 140 1218108,35 1211577,35 1212557,13 FIFO
260 160 1234584,30 1222685,78 1223807,73 FIFO
260 180 1263147,03 1253268,98 1254433,05 FIFO
260 200 1312984,80 1302497,28 1303488,13 FIFO
260 220 1365759,20 1355393,75 1355563,15 FIFO
Tiempo de producción de 10000 piezas [s]
 
FM I FIFO CFO



















































Figura 4.9. Representación de los tiempos de producción. 
 














Figura 4.10. Representación de las estrategias con menor tiempo de producción. 
Las zonas que se obtienen en estas figuras son similares a las obtenidas en las figuras de 
tiempos muertos. Si embargo, la zona en que la estrategia CFO se comporta mejor que las 
otras dos estrategias es algo mayor. 
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CONCLUSIONES. 
Las Redes de Petri Coloreadas, utilizadas para el análisis del sistema de fabricación, son un 
sistema de modelado lógico que permite representar sistemas de fabricación complejos. 
Para el análisis de sistemas de fabricación, las Redes de Petri Coloreadas permiten interpretar 
de forma clara los diferentes estados en los que se puede encontrar un sistema de producción. 
Design/CPN es una herramienta que permite modelar un sistema de fabricación introduciendo 
la Red de Petri Coloreada que representa al sistema. 
El hecho de poder dibujar la Red de Petri Coloreada y no tener que construir el modelo con 
bloques predefinidos, como ocurre con otros entornos de modelado y análisis, da al diseñador 
una gran flexibilidad. 
La programación total del modelo permite controlar al diseñador hasta el último detalle con lo 
que se consigue representar la totalidad del sistema real. 
El mayor problema que presenta esta herramienta en el modelado es la limitación en el 
número de comandos que se pueden introducir en las hojas de declaración global y local. Esto 
limita al diseñador del modelo en el número y longitud de las funciones que gestionan el 
modelo. 
En el ámbito de la simulación Design/CPN presenta también ciertas limitaciones. 
En primer lugar, no permite realizar simulaciones consecutivas con una sola orden por lo que 
sólo permite graficar resultados de una solo simulación aislada. 
Además, la representación del tiempo está limitada, en Design/CPN, a enteros de, como 
máximo, 9 dígitos. Este hecho limita la duración de las simulaciones. 
Finalmente, el duración de las simulaciones es mayor que con otros entornos de simulación y 
crece rápidamente a medida que se aumenta el tiempo a simular. 
La mejor estrategia, con menor tiempo muerto de las máquinas, para el sistema de fabricación 
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real estudiado depende de la pareja de tiempos de mecanizado. 
En el campo de estudio analizado existe una zona donde la estrategia FIFO es 
considerablemente mejor que la estrategia FM I y ligeramente mejor que la CFO y otra zona 
donde la estrategia FM I es ligeramente mejor que las otras dos estrategias. Estas dos zonas 
están separadas por una franja donde la estrategia CFO es mejor que las otras dos aunque es 
prácticamente igual a la estrategia FIFO. 
La pareja de tiempos de mecanizado reales del sistema se encuentra en la zona donde la 
estrategia FIFO tiene menor tiempo muerto de las máquinas. 
En conclusión, las Redes de Petri Coloreadas son una buena herramienta para representar 
sistemas de fabricación complejos. 
Design/CPN es una herramienta que permite el modelado y simulación de sistemas de 
fabricación aunque el modelado limita la complejidad del sistema que se puede representar y 
la simulación con esta herramienta limita el tiempo a simular. 
La estrategia con menor tiempo muerto depende de la pareja de tiempos de mecanizado de las 
máquinas. 
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A MODELOS EN Design/CPN. 
En este anexo se presentan los modelos creados con Design/CPN para las estrategias FM I, 
FIFO y CFO. 
El modelo de la estrategia FM I es el primero que se presenta, seguido de la estrategia FIFO y, 
finalmente, la estrategia CFO. 
A.1 Estrategia FM I. 
Se va a presentar el modelo completo de esta estrategia. Primero se presentan todos los 
submodelos y al final las declaraciones global y local. 
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A.1.2 Submodelo PRINCIPAL. 
 
A.1.3 Submodelo Inicialización de Datos, INICIALIZAR. 
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A.1.5 Submodelo Proceso del Palet Interior, INTERIOR. 
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A.1.6 Submodelo Cambio de Herramienta y Supervisión, OPERARIO. 
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A.1.9 Submodelo RESULTADOS. 
 
A.1.10 Declaración Global, DECLARACION. 
(* DECLARACION GLOBAL *) 
 
(*  Tipo que gestiona el inicio y final de la simulación *) 
color MARCA = with M timed; 
var marca : Marca; 
var marcafin : MARCA; 
 
(* Tipo que representa al operario *) 
color OPERARIO = with O timed; 
var operario : OPERARIO; 
 
(* Tipo que representa al Robot *) 
color ROB = with R; 
var rob : ROB; 
color I = int; 
var I : I; 
var inew : I; 
var distancia : I; 
color CAMINO = int; 
var camino1 : CAMINO; 
var camino2 : CAMINO; 
color ROBOT = product ROB * I * CAMINO timed; 
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var robot1 : ROBOT; 
var robot2 : ROBOT; 
 
(* Tipo que gestiona el final de la simulación y el pulmón de piezas *) 
color COND_FINAL = int; 
var cond_final : COND_FINAL; 
var almacen : COND_FINAL; 
var cond_final1 : COND_FINAL; 
 
(* Tipo que sirve de contador de producción *) 
color HECHO = int; 
var hecho : HECHO; 
 
(* Tipo que representa al palet *) 
color OPERACION = with A | B timed; 
var operacion_int1 : OPERACION; 
var operacion_int2 : OPERACION; 
var operacion_ext1 : OPERACION; 
var operacion_ext2 : OPERACION; 
color N_MAQUINA = int; 
var n_maquina_int1 : N_MAQUINA; 
var n_maquina_int2 : N_MAQUINA; 
var n_maquina_ext1 : N_MAQUINA; 
var n_maquina_ext2 : N_MAQUINA; 
color HERRAMIENTA = int; 
var herramienta_int1 : HERRAMIENTA; 
var herramienta_int2 : HERRAMIENTA; 
var herramienta_ext1 : HERRAMIENTA; 
var herramienta_ext2 : HERRAMIENTA; 
color PALET = product N_MAQUINA * OPERACIÓN * HERRAMIENTA timed; 
var palet_int1 : PALET; 
var palet_int2 : PALET;  
var palet_ext1 : PALET;  
var palet_ext2 : PALET; 
 
(* Tipo que representa la máquina *) 
color MAQUINA = product PALET * PALET timed; 
var maquina : MAQUINA; 
 
(* Tipo que representa las piezas *) 
color PIEZA = with P_A | P_B timed; 
var pieza : PIEZA; 
 
(* Tipos que permiten enviar información desde el submodelo INTERIOR al submodelo ROBOT *) 
color ROBOT_EN_ESPERA = int; 
var robot_en_espera1 : ROBOT_EN_ESPERA; 
var robot_en_espera2 : ROBOT_EN_ESPERA; 
color N_MAQ_FUERA = int; 
var n_maq_fuera1 : N_MAQ_FUERA; 
var n_maq_fuera2 : N_MAQ_FUERA; 
color FUERA_LINEA = product ROBOT_EN_ESPERA * N_MAQ_FUERA timed; 
var marca_maq_fuera1 : FUERA_LINEA; 
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var marca_maq_fuera2 : FUERA_LINEA; 
 
color ROBOT_A_0 = int; 
var robot _a_01 : ROBOT_A_0; 
var robot _a_02 : ROBOT_A_0; 
color N_MAQ_DENTRO = int; 
var n_maq_dentro1 : N_MAQ_DENTRO; 
var n_maq_dentro2 : N_MAQ_DENTRO; 
color DENTRO_LINEA = product ROBOT_A_0 * N_MAQ_DENTRO timed; 
var marca_maq_dentro1 : DENTRO_LINEA; 
var marca_maq_dentro2 : DENTRO_LINEA; 
 
(* Variables de referencia utilizadas para gestionar el tiempo, almacenar los resultados, gestionar 
el proceso y parámetros del sistema *) 
val Time = time; 
val par = !; 
val anterior = ref 0; 
val siguiente = ref 0; 
val diferencia = ref 0; 
val herra1A = ref 0; 
val herra1B = ref 0; 
val herra2A = ref 0; 
val herra2B = ref 0; 
val herra3A = ref 0; 
val herra3B = ref 0; 
val herra4A = ref 0; 
val herra4B = ref 0; 
val fuera_linea1 = ref 0; 
val fuera_linea2 = ref 0; 
val fuera_linea3 = ref 0;  
val fuera_linea4 = ref 0; 
val saltar1 = ref 0; 
val saltar2 = ref 0; 
val saltar3 = ref 0; 
val saltar4 = ref 0; 
val en_cola_1 = ref 0; 
val en_cola_2 = ref 0; 
val en_cola_3 = ref 0; 
val en_cola_4 = ref 0; 
val generar_marca = ref 0; 
val donde_estas1 = ref “”; 
val donde_estas2 = ref “”; 
val donde_estas3 = ref “”; 
val donde_estas4 = ref “”; 
val inicio1 = ref 0; 
val inicio2 = ref 0; 
val inicio3 = ref 0; 
val inicio4 = ref 0; 
val operario_A = ref 0; 
val operario_B = ref 0; 
val robot_d = ref 0; 
val robot_cyd = ref 0; 
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val maq1_mecA = ref 0; 
val maq1_mecB = ref 0; 
val maq2_mecA = ref 0; 
val maq2_mecB = ref 0; 
val maq3_mecA = ref 0; 
val maq3_mecB = ref 0; 
val maq4_mecA = ref 0; 
val maq4_mecB = ref 0; 
val maq1_rotar = ref 0; 
val maq2_rotar = ref 0; 
val maq3_rotar = ref 0; 
val maq4_rotar = ref 0; 
val maq1_mantenimientoA = ref 0; 
val maq1_mantenimientoB = ref 0; 
val maq2_mantenimientoA = ref 0; 
val maq2_mantenimientoB = ref 0; 
val maq3_mantenimientoA = ref 0; 
val maq3_mantenimientoB = ref 0; 
val maq4_mantenimientoA = ref 0; 
val maq4_mantenimientoB = ref 0; 
val maq1_produccionA = ref 0; 
val maq1_produccionB = ref 0; 
val maq2_produccionA = ref 0; 
val maq2_produccionB = ref 0; 
val maq3_produccionA = ref 0; 
val maq3_produccionB = ref 0; 
val maq4_produccionA = ref 0; 
val maq4_produccionB = ref 0; 
val maq1_espera_operA = ref 0; 
val maq1_espera_operB = ref 0; 
val maq2_espera_operA = ref 0; 
val maq2_espera_operB = ref 0; 
val maq3_espera_operA = ref 0; 
val maq3_espera_operB = ref 0; 
val maq4_espera_operA = ref 0; 
val maq4_espera_operB = ref 0; 
val tiempo_espera1A = ref 0; 
val tiempo_espera1B = ref 0; 
val tiempo_espera2A = ref 0; 
val tiempo_espera2B = ref 0; 
val tiempo_espera3A = ref 0; 
val tiempo_espera3B = ref 0; 
val tiempo_espera4A = ref 0; 
val tiempo_espera4B = ref 0; 
val mecA = ref 0; 
val mecB = ref 0; 
val rotar = ref 0; 
val super1 = ref 0; 
val super2 = ref 0; 
val abrir = ref 0; 
val cydA = ref 0; 
val cydB= ref 0; 
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val cerrarA = ref 0; 
var cerrarB = ref 0; 
val dif1 = ref 0; 
val dif2 = ref 0; 
val dif3 = ref 0; 
val maninf = ref 0.0; 
val mansup = ref 0.0; 
val simulacion = ref 0; 
val fichero_res = ref “”; 
 
(* Función que permite calcular números aleatorios con distribución uniforme *) 
 
fun obtener_herra () =  
floor (uniform (! maninf, ! mansup)); 
 
(* Funciones que no han cabido dentro de la declaración temporal *) 
 
(* Función que pasa un string a entero *) 
 
fun obtener_entero (texto : string) = ( case ( Int.fromString ( texto)) 
                                                   of SOME (i) => i | NONE => 0); 
 
(* Página INICIALIZAR. Proviene de la transición inicializar de la página PRINCIPAL *) 
 
(* Función llamada en la transición generar marca *) 
(* Función inicializar (). En esta función se inicializan las variables y se crean las marcas 
condición final y almacén. La información para inicializar los parámetros del sistema se lee de un 
fichero de entrada de datos situado en el path /home/sandra/CPN/sandra/datos_entrada.txt *) 
 
 fun inicializar () = 
(let 
val entrada = TextIO.openIn “/home/sandra/CPN/sandra/datos_entrada.txt”; 
val comentario = TextIO.inputLine (entrada); 
val base_fichero = TextIO.inputLine (entrada); 
val longitud = size(base_fichero) – 1; 
val base_fichero = substring (base_fichero, o, longitud); 
val simul = (Int.toString ( !simulacion)); 
val comentario = TextIO.inputLine (entrada); 
val comentario = TextIO.inputLine (entrada); 
val  mecat = TextIO.inputLine (entrada); 
val mecaint = obtener_ entero ( mecat); 
val longitud = size (mecat) –3; 
val mecat = substring (mecat, 0, longitud); 
val comentario = TextIO.inputLine (entrada); 
val  mecbt = TextIO.inputLine (entrada); 
val mecbint = obtener_ entero ( mecbt); 
val longitud = size (mecbt) –3; 
val mecbt = substring (mecbt, 0, longitud); 
val comentario = TextIO.inputLine (entrada); 
val rotart = TextIO.inputLine (entrada); 
val rotarint = obtener_entero (rotart); 
val comentario = TextIO.inputLine (entrada); 
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val super1t = TextIO.inputLine (entrada); 
val super1int = obtener_entero (super1t); 
val comentario = TextIO.inputLine (entrada); 
val super2t = TextIO.inputLine (entrada); 
val super2int = obtener_entero (super2t); 
val comentario = TextIO.inputLine (entrada); 
val abrirt = TextIO.inputLine (entrada); 
val abrirint = obtener_entero (abrirt); 
val comentario = TextIO.inputLine (entrada); 
val cydat = TextIO.inputLine (entrada); 
val cydaint = obtener_entero (cydat); 
val comentario = TextIO.inputLine (entrada); 
val cydbt = TextIO.inputLine (entrada); 
val cydbint = obtener_entero (cydbt); 
val comentario = TextIO.inputLine (entrada); 
val cerrarat = TextIO.inputLine (entrada); 
val cerraraint = obtener_entero (cerrarat); 
val comentario = TextIO.inputLine (entrada); 
val cerrarbt = TextIO.inputLine (entrada); 
val cerrarbint = obtener_entero (cerrarbt); 
val comentario = TextIO.inputLine (entrada); 
val dif1t = TextIO.inputLine (entrada); 
val dif1int = obtener_entero (dif1t); 
val comentario = TextIO.inputLine (entrada); 
val dif2t = TextIO.inputLine (entrada); 
val dif2int = obtener_entero (dif2t); 
val comentario = TextIO.inputLine (entrada); 
val dif3t = TextIO.inputLine (entrada); 
val dif3int = obtener_entero (dif3t); 
val comentario = TextIO.inputLine (entrada); 
val maninft = TextIO.inputLine (entrada); 
val maninfint = obtener_entero (maninft); 
val maninfreal = Real.fromInt (maninfint); 
val comentario = TextIO.inputLine (entrada); 
val mansupt = TextIO.inputLine (entrada); 
val mansupint = obtener_entero (mansupt); 
val mansupreal = Real.fromInt (mansupint); 
val comentario = TextIO.inputLine (entrada); 
val cond_finalt =TextIO.inputLine (entrada); 
val cond_final = obtener_entero (cond_finalt); 
val almacen = cond_final + 1000; 
val nombre_fichero = base_fichero ^ ”A” ^ mecat ^ ”B” ^ mecbt ^ “_FM-1_” ^ simul ^ ”.txt”; 
val asignar_ref = ( 
mecA := mecaint; mecB := mecbint; rotar := rotarint; super1 := super1int;  
super2 := super2int;  abrir := abrirint; cydA := cydaint; cydB := cydbint; cerrarA := cerraraint; 
cerrarB := cerrarbint; dif1 := dif1int; dif2 := dif2int; dif3 := dif3int; mansup := mansupreal; 
maninf := maninfreal; fichero_res := nombre_fichero; 
herra1A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra1B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra2A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra2B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra3A := (IntInf.toInt (Time()) + obtener_herra ()); 
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herra3B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra4A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra4B := (IntInf.toInt (Time()) + obtener_herra ()); 
anterior := 0; siguiente := 0; diferencia := 0; fuera_linea1 := 0; fuera_linea2 := 0;  
fuera_linea3 := 0; fuera_linea4 := 0; saltar1 := 0; saltar2 := 0; saltar3 := 0; saltar4 := 0; 
en_cola_1 := 0; en_cola_2 := 0; en_cola_3 := 0; en_cola_4 := 0; generar_marca := 0;  
donde_estas1 := “”; donde_estas2 := “”; donde_estas3 := “”; donde_estas4 := “”;  
inicio1 := 0; inicio2:= 0; inicio3 := 0; inicio4 := 0; operario_A := 0; operario_B:= 0; robot_d := 0; 
robot_cyd := 0; maq1_mecA := 0; maq1_mecB := 0; maq2_mecA := 0; maq2_mecB := 0; 
maq3_mecA := 0; maq3_mecB := 0; maq4_mecA := 0; maq4_mecB := 0; maq1_rotar := 0; 
maq2_rotar := 0; maq3_rotar := 0; maq4_rotar := 0; maq1_mantenimientoA := 0; 
maq1_mantenimientoB := 0; maq2_mantenimientoA := 0; maq2_mantenimientoB := 0; 
maq3_mantenimientoA := 0; maq3_mantenimientoB := 0; maq4_mantenimientoA := 0; 
maq4_mantenimientoB := 0; maq1_produccionA := 0; maq1_produccionB := 0; 
maq2_produccionA := 0; maq2_produccionB := 0; maq3_produccionA := 0;  
maq3_produccionB := 0; maq4_produccionA := 0; maq4_produccionB := 0;  
maq1_espera_operA : =0; maq1_espera_operB : =0; maq2_espera_operA : =0; 
maq2_espera_operB : =0; maq3_espera_operA : =0; maq3_espera_operB : =0; 
maq4_espera_operA : =0; maq4_espera_operB : =0; tiempo_espera1A := 0; tiempo_espera1B := 0; 
tiempo_espera2A := 0;tiempo_espera2B := 0; tiempo_espera3A := 0; tiempo_espera3B := 0;  





(* Página RESULTADOS. Proviene de la transición resultados de la página PRINCIPAL *) 
 
(* Función  llamada en la transición sacar informe *) 
(* Función sacar_datos(). En esta función se actualizan los resultados y se crea un fichero de 
salida donde se vuelcan estos resultados actualizados. También se calcula el número de la próxima 
réplica para, en la próxima simulación, formar el nombre del fichero de salida de resultados *) 
 
fun sacar_datos () = 
( let 
val tiempo = Time (); 
val tiempo_int = IntInf.toInt tiempo; 
val r_libre = tiempo_int – (!robot_d + !robot_cyd); 
val r_ocupado = !robot_d + !robot_cyd; 
val rectificación1 = tiempo_int - !inicio1; 
val rectificación2 = tiempo_int - !inicio2; 
val rectificación3 = tiempo_int - !inicio3; 
val rectificación4 = tiempo_int - !inicio4; 
val asignar_ref = ( 
(if (!donde_estas1 = “otr”) then () else 
if (!donde_estas1 = “rot”) then 
maq1_rotar := !maq1_rotar - !rotar + rectificacion1 
else if ((donde_estas1 = “meca”) then 
maq1_mecA := !maq1_mecA - !mecA + rectificacion1 
else if (!donde_estas1 = “mecb”) then 
maq1_mecB := !maq1_mecB - !mecB + rectificacion1 
else if (!donde_estas1 = “espa”) then 
maq1_espera_operA :=!maq1_espera_operA + rectificacion1 
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else if (!donde_estas1 = “espa”) then 
maq1_espera_operB :=!maq1_espera_operB + rectificacion1 
else if (!donde_estas1 = “man1a”) then 
if((!inicio1 + !super1) > tiempo_int) then 
(maq1_mantenimientoA :=!maq1_mantenimientoA - !super1 + rectificacion1; 
operario_A:=!operario_A - !super1 + rectificacion1) else () 
else if (!donde_estas1 = “man1b”) then 
if((!inicio1 + !super1) > tiempo_int) then 
(maq1_mantenimientoA :=!maq1_mantenimientoA - !super2 + rectificacion1; 
operario_A:=!operario_A - !super2 + rectificacion1) else () 
else if((!inicio1 + !super2) > tiempo_int) then 
(maq1_mantenimientoB :=!maq1_mantenimientoB - !super2 + rectificacion1; 
operario_B:=!operario_B - !super2 + rectificacion1) else ()); 
 
(if (!donde_estas2 = “otr”) then () else 
if (!donde_estas2 = “rot”) then 
maq2_rotar := !maq2_rotar - !rotar + rectificacion2 
else if ((donde_estas2 = “meca”) then 
maq2_mecA := !maq2_mecA - !mecA + rectificacion2 
else if (!donde_estas2 = “mecb”) then 
maq2_mecB := !maq2_mecB - !mecB + rectificacion2 
else if (!donde_estas2 = “espa”) then 
maq2_espera_operA :=!maq2_espera_operA + rectificacion2 
else if (!donde_estas2 = “espa”) then 
maq2_espera_operB :=!maq2_espera_operB + rectificacion2 
else if (!donde_estas2 = “man1a”) then 
if((!inicio2 + !super1) > tiempo_int) then 
(maq2_mantenimientoA :=!maq2_mantenimientoA - !super1 + rectificacion2; 
operario_A:=!operario_A - !super1 + rectificacion2) else () 
else if (!donde_estas2 = “man1b”) then 
if((!inicio2 + !super1) > tiempo_int) then 
(maq2_mantenimientoA :=!maq2_mantenimientoA - !super2 + rectificacion2; 
operario_A:=!operario_A - !super2 + rectificacion2) else () 
else if((!inicio2 + !super2) > tiempo_int) then 
(maq2_mantenimientoB :=!maq2_mantenimientoB - !super2 + rectificacion2; 
operario_B:=!operario_B - !super2 + rectificacion2) else ()); 
 
(if (!donde_estas3 = “otr”) then () else 
if (!donde_estas3 = “rot”) then 
maq3_rotar := !maq3_rotar - !rotar + rectificacion3 
else if ((donde_estas3 = “meca”) then 
maq3_mecA := !maq3_mecA - !mecA + rectificacion3 
else if (!donde_estas3 = “mecb”) then 
maq3_mecB := !maq3_mecB - !mecB + rectificacion3 
else if (!donde_estas3 = “espa”) then 
maq3_espera_operA :=!maq3_espera_operA + rectificacion3 
else if (!donde_estas3 = “espa”) then 
maq3_espera_operB :=!maq3_espera_operB + rectificacion3 
else if (!donde_estas3 = “man1a”) then 
if((!inicio3 + !super1) > tiempo_int) then 
(maq3_mantenimientoA :=!maq3_mantenimientoA - !super1 + rectificacion3; 
operario_A:=!operario_A - !super1 + rectificacion3) else () 
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else if (!donde_estas3 = “man1b”) then 
if((!inicio3 + !super1) > tiempo_int) then 
(maq3_mantenimientoA :=!maq3_mantenimientoA - !super2 + rectificacion3; 
operario_A:=!operario_A - !super2 + rectificacion3) else () 
else if((!inicio3 + !super2) > tiempo_int) then 
(maq3_mantenimientoB :=!maq3_mantenimientoB - !super2 + rectificacion3; 
operario_B:=!operario_B - !super2 + rectificacion3) else ()); 
 
(if (!donde_estas4 = “otr”) then () else 
if (!donde_estas4 = “rot”) then 
maq4_rotar := !maq4_rotar - !rotar + rectificacion4 
else if ((donde_estas4 = “meca”) then 
maq4_mecA := !maq4_mecA - !mecA + rectificacion4 
else if (!donde_estas4 = “mecb”) then 
maq4_mecB := !maq4_mecB - !mecB + rectificacion4 
else if (!donde_estas4 = “espa”) then 
maq4_espera_operA :=!maq4_espera_operA + rectificacion4 
else if (!donde_estas4 = “espa”) then 
maq4_espera_operB :=!maq4_espera_operB + rectificacion4 
else if (!donde_estas4 = “man1a”) then 
if((!inicio4 + !super1) > tiempo_int) then 
(maq4_mantenimientoA :=!maq4_mantenimientoA - !super1 + rectificacion4; 
operario_A:=!operario_A - !super1 + rectificacion4) else () 
else if (!donde_estas4 = “man1b”) then 
if((!inicio4 + !super1) > tiempo_int) then 
(maq4_mantenimientoA :=!maq4_mantenimientoA - !super2 + rectificacion4; 
operario_A:=!operario_A - !super2 + rectificacion4) else () 
else if((!inicio4 + !super2) > tiempo_int) then 
(maq4_mantenimientoB :=!maq4_mantenimientoB - !super2 + rectificacion4; 
operario_B:=!operario_B - !super2 + rectificacion4) else ()); 
 
simulacion := (!simulacion + 1)); 
 
val o_libre = tiempo_int – (!operario_A + !operario_B); 
val o_ocupado = !operario_A + !operario_B; 
val maq1_mec = !maq1_mecA + !maq1_mecB; 
val maq2_mec = !maq2_mecA + !maq2_mecB; 
val maq3_mec = !maq3_mecA + !maq3_mecB; 
val maq4_mec = !maq4_mecA + !maq4_mecB; 
val maq1_esperando = !maq1_espera_operA + !maq1_espera_operB; 
val maq2_esperando = !maq2_espera_operA + !maq2_espera_operB; 
val maq3_esperando = !maq3_espera_operA + !maq3_espera_operB; 
val maq4_esperando = !maq4_espera_operA + !maq4_espera_operB; 
val maq1_mantenimiento = !maq1_mantenimientoA + !maq1_mantenimientoB; 
val maq2_mantenimiento = !maq2_mantenimientoA + !maq2_mantenimientoB; 
val maq3_mantenimiento = !maq3_mantenimientoA + !maq3_mantenimientoB; 
val maq4_mantenimiento = !maq4_mantenimientoA + !maq4_mantenimientoB; 
val tiempo_muerto1 = tiempo_int – (maq1_mec + !maq1_rotar + maq1_esperando + 
maq1_mantenimiento); 
val tiempo_muerto2 = tiempo_int – (maq2_mec + !maq2_rotar + maq2_esperando + 
maq2_mantenimiento); 
val tiempo_muerto3 = tiempo_int – (maq3_mec + !maq3_rotar + maq3_esperando + 
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maq3_mantenimiento); 
val tiempo_muerto4 = tiempo_int – (maq4_mec + !maq4_rotar + maq4_esperando + 
maq4_mantenimiento); 
val produccion1 = !maq1_produccionA + !maq1_produccionB; 
val produccion2 = !maq2_produccionA + !maq2_produccionB; 
val produccion3 = !maq3_produccionA + !maq3_produccionB; 
val produccion4 = !maq4_produccionA + !maq4_produccionB; 
val fichero = TextIO.openOut (!fichero_res); 
in 
(TextIO.output (fichero, (“\t FIXED MACHINE I \n”)); 
TextIO.output (fichero, (“\t RESULTADOS \n”)); 
TextIO.output (fichero, (“Tiempo de simulacion \t”)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t OPERARIO \n”)); 
TextIO.output (fichero, (“Tiempo  operario libre \t”)); 
TextIO.output (fichero, (Int.toString o_libre)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado A \t”)); 
TextIO.output (fichero, (Int.toString (!operario_A))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado B \t”)); 
TextIO.output (fichero, (Int.toString (!operario_B))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado \t”)); 
TextIO.output (fichero, (Int.toString o_ocupado)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t ROBOT \n”)); 
TextIO.output (fichero, (“Tiempo  robot libre \t”)); 
TextIO.output (fichero, (Int.toString r_libre)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  robot en desplazamientos \t”)); 
TextIO.output (fichero, (Int.toString (!robot_d))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  robot en carga y descarga \t”)); 
TextIO.output (fichero, (Int.toString (!robot_cyd))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo robot ocupado \t”)); 
TextIO.output (fichero, (Int.toString r_ocupado)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t MAQUINA 1 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mec \t”)); 
TextIO.output (fichero, (Int.toString maq1_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_rotar))); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ1 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq1_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq1_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq1_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion1)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 2 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mec \t”)); 
TextIO.output (fichero, (Int.toString maq2_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq2_esperando)); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq2_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto2)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq2_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion2)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 3 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mec \t”)); 
TextIO.output (fichero, (Int.toString maq3_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq3_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq3_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ3 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto3)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq3_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion3)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 4 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mec \t”)); 
TextIO.output (fichero, (Int.toString maq4_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq4_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq4_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto4)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq4_produccionB))); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ4 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t TIEMPOS DE ENTRADA “)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mecanizado A \t”)); 
TextIO.output (fichero, (Int.toString (!mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mecanizado B \t”)); 
TextIO.output (fichero, (Int.toString (!mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  de rotación palets \t”)); 
TextIO.output (fichero, (Int.toString (!rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de supervisión 1 \t”)); 
TextIO.output (fichero, (Int.toString (!super1))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de supervisión 2 \t”)); 
TextIO.output (fichero, (Int.toString (!super2))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de abrir bridas \t”)); 
TextIO.output (fichero, (Int.toString (!abrir))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de carga y descarga A \t”)); 
TextIO.output (fichero, (Int.toString (!cydA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de carga y descarga B \t”)); 
TextIO.output (fichero, (Int.toString (!cydB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de cerrar bridas  A \t”)); 
TextIO.output (fichero, (Int.toString (!cerrarA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de cerrar bridas B \t”)); 
TextIO.output (fichero, (Int.toString (!cerrarB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 1 \t”)); 
TextIO.output (fichero, (Int.toString (!dif1))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 2 \t”)); 
TextIO.output (fichero, (Int.toString (!dif2))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 3 \t”)); 
TextIO.output (fichero, (Int.toString (!dif3))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mantenimiento inferior\t”)); 
TextIO.output (fichero, (Real.toString (!maninf))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mantenimiento superior \t”)); 
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A.1.11 Declaración Temporal, CODIGOS. 
(* DECLARACIÓN TEMPORAL *) 
 
(* Funciones llamadas en las transiciones *) 
 
(* Página PROCESO. Proviene de la transición proceso de  la página PRINCIPAL *) 
 
(* Función llamada en la transición definir maquina *) 
(* Función ini_saltar (n_maquina_ext1). En esta función se actualizan las variables binarias que 
indican si una máquina está servida, dando al estado no servida el valor 0. También se actualizan 
las variables que indican donde está el palet. Estas últimas variables se utilizan para actualizar los 
resultados en la última transición *) 
 
fun ini_saltar (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then (saltar1 := 0; donde_estas1 := “otr”; inicio1 := 0) 
else if (n_maquina_ext1 = 2) then (saltar2 := 0; donde_estas2 := “otr” ; inicio2 := 0) 
else if (n_maquina_ext1 = 3) then (saltar3 := 0; donde_estas3 := “otr”; inicio3 := 0) 
else (saltar4 .= 0; donde_estas4 :=”otr”; inicio4 := 0)); 
 
(*Función llamada en la transición rotar palet *) 
(* Función statmaq_rotar (n_maquina_int1). En esta función se actualizan las variables donde se 
almacenan los resultados de rotar palet de cada máquina y las variables que indican en que 
operación está el palet y el tiempo de inicio *)  
 
fun statmaq_rotar (n_maquina_int1) = 
(if (n_maquina_int1 = 1) then (maq1_rotar := !maq1_rotar + !rotar; donde_estas1 := “rot”; 
inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then (maq2_rotar := !maq2_rotar + !rotar; donde_estas2 := “rot”;  
inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (maq3_rotar := !maq3_rotar + !rotar; donde_estas3 := “rot”; 
inicio3 := Int.Inf.to Int (time()))  
else (maq4_rotar := !maq4_rotar + !rotar; donde_estas4 := “rot”; inicio4 := Int.Inf.to Int (time()))); 
 
(* Página INTERIOR. Proviene de la transición proceso interior de la página PROCESO *) 
 
(* Función llamada en la transición mecanizado del palet interior  *) 
(* Función statmaq_mec (n_maquina_int1, operación_int1). En esta función se actualizan las 
variables donde se almacenan los resultados del mecanizado de cada máquina y las variables que 
indican en que operación está el palet y el tiempo de inicio *) 
 
fun statmaq_mec (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
(maq1_mecA := !maq1_mecA + !mecA; donde_estas1 := “meca”; 
inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then (maq2_mecA := !maq2_mecA + !mecA;  
donde_estas2 := “meca”; inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (maq3_mecA := !maq3_mecA + !mecA;  
donde_estas3 := “meca”;inicio3 := Int.Inf.to Int (time()))  
else (maq4_mecA := !maq4_mecA + !mecA; donde_estas4 := “meca”;  
inicio4 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 1) then  (maq1_mecB := !maq1_mecB + !mecB;  
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donde_estas1 := “mecb”; inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then  (maq2_mecB := !maq2_mecB + !mecB;  
donde_estas2 := “mecb”;  inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then  (maq3_mecB := !maq3_mecB + !mecB;  
donde_estas3 := “mecb”; inicio3 := Int.Inf.to Int (time()))  
else (maq4_mecB := !maq4_mecB + !mecB; donde_estas4 := “mecb”;  
inicio4 := Int.Inf.to Int (time()))); 
 
(* Función llamada en la transición espera operario *) 
(* Función statmaq_espera1 (n_maquina_int1, operación_int1). En esta función se actualizan las 
variables donde se almacenan el tiempo de inicio de espera al operario para cada operación y 
máquina y las variables que indican en que operación está el palet y el tiempo de inicio de la 
operación *) 
 
fun statmaq_espera1 (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
(tiempo_espera1A := IntInf.toInt (Time());  donde_estas1 := “espa”; 
inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then (tiempo_espera2A := IntInf.toInt (Time());  
donde_estas2 := “espa”; inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (tiempo_espera3A := IntInf.toInt (Time());  
donde_estas3 := “espa”;inicio3 := Int.Inf.to Int (time()))  
else (tiempo_espera4A := IntInf.toInt (Time()); donde_estas4 := “espa”;  
inicio4 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 1) then (tiempo_espera1B := IntInf.toInt (Time());  
donde_estas1 := “espb”; inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then  (tiempo_espera2B := IntInf.toInt (Time());  
donde_estas2 := “espb”; inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (tiempo_espera3B := IntInf.toInt (Time());  
donde_estas3 := “espb”; inicio3 := Int.Inf.to Int (time()))  
else (tiempo_espera4B := IntInf.toInt (Time());  donde_estas4 := “espb”;  
inicio4 := Int.Inf.to Int (time()))); 
 
(* Función llamada en la transición cambio de herramienta ?? *) 
     (* Función cambio_herramienta (n_maquina_int1, operación_int1, herramienta_int1). 
En esta función se da valor a los campos herramienta2 y robot en  espera2. El primer campo 
tomará valor 0 si no necesita cambio de herramienta, 1 si entra al cambio de herramienta y 2 si 
entra a la supervisión de pieza. El segundo campo tomará valor 1 si la máquina sale de línea y el 
robot la está esperando para cargarla y descargarla. Si no tomará valor 0. Además, en esta 
función también se actualizan las variables que calculan los números aleatorios de cambio de 
herramienta, las variables que indican si una máquina está fuera de línea y las variables que 
indican en que operación está el palet y el tiempo de inicio. *) 
 
fun cambio_herramienta (n_maquina_int1, operación_int1, herramienta_int1) = 
(let 
val herramienta_int2 = (if (herramienta_int1 = 2) then herramienta_int1  
else((if (n_maquina_int1 = 1) then (if (operación_int1 = A)  
then (if (!herra1A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra1B > (IntInf.toInt (Time()))) then 0 else 1))  
else (if (n_maquina_int1 = 2) then (if (operación_int1 = A)  
then (if (!herra2A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra2B > (IntInf.toInt (Time()))) then 0 else 1))  
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else (if (n_maquina_int1 = 3) then (if (operación_int1 = A)  
then (if (!herra3A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra3B > (IntInf.toInt (Time()))) then 0 else 1))  
else (if (operación_int1 = A) then (if (!herra4A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra4B > (IntInf.toInt (Time()))) then 0 else 1))))))); 
 
val actualizar_ref = ( 
(if (n_maquina_int1 = 1) then ( donde_estas1 := “otr”; inicio1 := 0) 
else if (n_maquina_int1 = 2) then ( donde_estas2 := “otr”; inicio2 := 0) 
else if (n_maquina_int1 = 3) then ( donde_estas3 := “otr”; inicio3 := 0) 
else ( donde_estas4 := “otr”; inicio4 := 0) 
(if (herramienta_int2 = 1) then if (n_maquina_int1 = 1) then fuera_linea1 := 1 
else if (n_maquina_int1 = 2) then fuera_linea2 : = 1 
else if (n_maquina_int1 = 3) then fuera_linea3 := 1 
else fuera_linea4 := 1 
else if (herramienta_int2 = 2) then ((if (n_maquina_int1 = 1) then (fuera_linea1 := 1;  
(if (operacion_int1 = A) then herra1A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra1B := (IntInf.toInt (Time()) + obtener_herra ()))) else ()); 
(if (n_maquina_int1 = 2) then (fuera_linea2 := 1;  
(if (operacion_int1 = A) then herra2A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra2B := (IntInf.toInt (Time()) + obtener_herra ()))) else ()); 
(if (n_maquina_int1 = 3) then (fuera_linea3 := 1;  
(if (operacion_int1 = A) then herra3A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra3B := (IntInf.toInt (Time()) + obtener_herra ()))) else ()); 
(if (n_maquina_int1 = 4) then (fuera_linea4 := 1;  
(if (operacion_int1 = A) then herra4A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra4B := (IntInf.toInt (Time()) + obtener_herra ()))) else ())) else ())); 
 
val robot_en_espera2 = if herramienta_int2 <> 0 andalso !generar_marca <> 0 





(* Página OPERARIO. Proviene de la transición cambio de herramienta y supervisión de la 
página INTERIOR *) 
 
(* Funciones llamadas desde la transición trabajo operario *) 
(* Función operario ( operación_int1, herramienta_int1 ). En esta función se actualizan las 
variables donde se almacenan el tiempo de trabajo del operario *) 
 
fun operario (operación_int1, herramienta_int1) = 
(if (operación_int1 = A) then if (herramienta_int1 = 1) then 
operario_A := !operario_A + !super1 
else operario_A := !operario_A + !super2 
else if (herramienta_int1 = 1) then  
operario_B := !operario_B + !super1 
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(* Función statmaq_mantenimiento (n_maquina_int1, operacion_int1, herramienta_int1). En esta 
función se actualizan las variables donde se almacenan los resultados de mantenimiento de cada 
máquina y palet y las variables que indican en que operación está el palet y el tiempo de inicio *)  
 
fun statmaq_mantenimiento (n_maquina_int1, operación_int1, herramienta_int1) = 
(if (herramienta_int1 = 1) then if (operacion_int1 = A) then if (n_maquina_int1 = 1) then 
(maq1_mantenimientoA := !maq1_mantenimientoA  + !super1; 
donde_estas1 := “man1a”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoA := !maq2_mantenimientoA  + !super1; 
donde_estas2 := “man1a”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoA := !maq3_mantenimientoA  + !super1; 
donde_estas3 := “man1a”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoA := !maq4_mantenimientoA  + !super1; 
donde_estas4 := “man1a”; inicio4:= IntInf.toInt (Time())) else 
if (n_maquina_int1 = 1) then (maq1_mantenimientoB := !maq1_mantenimientoB + !super1; 
donde_estas1 := “man1b”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoB := !maq2_mantenimientoB  + !super1; 
donde_estas2 := “man1b”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoB := !maq3_mantenimientoB  + !super1; 
donde_estas3 := “man1b”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoB := !maq4_mantenimientoB  + !super1; 
donde_estas4 := “man1b”; inicio4:= IntInf.toInt (Time())) else 
if (operacion_int1 = A) then if (n_maquina_int1 = 1) then  
(maq1_mantenimientoA := !maq1_mantenimientoA  + !super2; 
donde_estas1 := “man2a”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoA := !maq2_mantenimientoA  + !super2; 
donde_estas2 := “man2a”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoA := !maq3_mantenimientoA  + !super2; 
donde_estas3 := “man2a”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoA := !maq4_mantenimientoA  + !super2; 
donde_estas4 := “man2a”; inicio4:= IntInf.toInt (Time())) else 
if (n_maquina_int1 = 1) then (maq1_mantenimientoB := !maq1_mantenimientoB + !super2; 
donde_estas1 := “man2b”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoB := !maq2_mantenimientoB  + !super2; 
donde_estas2 := “man2b”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoB := !maq3_mantenimientoB  + !super2; 
donde_estas3 := “man2b”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoB := !maq4_mantenimientoB  + !super2; 
donde_estas4 := “man2b”; inicio4:= IntInf.toInt (Time()))); 
 
(* Función statmaq_espera2 (n_maquina_int1, operacion_int1) . En esta función se actualizan las 
variables donde se almacenan los tiempos de espera al operario para cada máquina y palet *) 
  
fun statmaq_espera2 (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
maq1_espera_operA := !maq1_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera1A) 
else if (n_maquina_int1 = 2)  then maq2_espera_operA := !maq2_espera_operA +  
(IntInf.toInt (Time()) - !tiempo_espera2A)  
else if (n_maquina_int1 = 3)  then maq3_espera_operA := !maq3_espera_operA +  
(IntInf.toInt (Time()) - !tiempo_espera3A) 
else maq4_espera_operA := !maq4_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera4A)  
else if (n_maquina_int1 = 1) then 
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     maq1_espera_operB := !maq1_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera1B) 
else if (n_maquina_int1 = 2)  then maq2_espera_operB := !maq2_espera_operB + (IntInf.toInt 
(Time()) - !tiempo_espera2B)  
else if (n_maquina_int1 = 3)  then maq3_espera_operB := !maq3_espera_operB + (IntInf.toInt 
(Time()) - !tiempo_espera3B) 
else maq4_espera_operB := !maq4_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera4B )); 
 
(* Función llamada en la transición actualizar fuera de linea *) 
(* Función fuera_linea (n_maquina_int1). En esta función se da valor al campo robot_a_01 de 
una marca. Se le da el valor 1 si el robot está esperando porque todas las máquinas están fuera de 
línea y el valor 0 en caso contrario . Además, en esta función se actualizan las variables que 
indican si la máquina está fuera de línea, dandoles el valor 0 si vuelven a estar en línea, y las 
variables que indican en que operación está el palet y el tiempo de inicio *)  
 
fun fuera_linea (n_maquina_int1) = 
(let 
val asignar_ref = ( 
if (n_maquina_int1 = 1) then (fuera_linea1 := 0; 
donde_estas1 := “otr”; inicio1 := 0) 
else if (n_maquina_int1 = 2) then (fuera_linea2 := 0; 
donde_estas2 := “otr”; inicio1 := 0) else  
if (n_maquina_int1 = 3) then (fuera_linea3 := 0; 
donde_estas3 := “otr”; inicio3 := 0)  
else (fuera_linea4 := 0; donde_estas4 := “otr”; inicio4 := 0)); 





(*Página EXTERIOR. Proviene de la transición proceso del palet exterior de la página     
PROCESO*) 
 
(* Función llamada en la transición generar cola de maquinas *) 
(* Función actualizar_en_cola (n_maquina_ext1). En esta función se actualizan a 1 las variables 
que indican que una máquina está lista para la carga y descarga. El valor 1indica que están listas. 
El valor 0 indica lo contrario *) 
 
fun actualizar_en_cola (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then en_cola_1 := 1 
else if (n_maquina_ext1 = 2) then en_cola_2 := 1 
else if (n_maquina_ext1 = 3) then en_cola_3 := 1 
else en_cola_4 := 1); 
 
(* Funciones llamadas en la transición carga y descarga palet exterior *) 
(* Función actualizar_en_cola2 (n_maquina_ext1) . En esta función se actualizan a 0 las variables 
que indican que la máquina está lista para la carga y descaga. El valor 1indica que están listas. El 
valor 0 indica lo contrario *)  
 
fun actualizar_en_cola2 (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then en_cola_1 := 0 
else if (n_maquina_ext1 = 2) then en_cola_2 := 0 
else if (n_maquina_ext1 = 3) then en_cola_3 := 0 
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else en_cola_4 := 0); 
 
(* Función saltar (n_maquina_ext1) . En esta función se actualizan a 1 las variables que indican 
que la máquina está servida.El valor 1 indica que están servidas. El valor 0 indica lo contrario *) 
 
fun saltar (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then saltar1 := 1 
else if (n_maquina_ext1 = 2) then saltar2 := 1 
else if (n_maquina_ext1 = 3) then saltar3 := 1 
else saltar4 := 1); 
 
(* Función statrobot1 (operacion_ext1) . En esta función se actualizan las variables donde se 
almacenan los tiempos de carga y descarga del robot *) 
 
fun statrobot1 (operación_ext1) = 
(if (operación_ext1 = A) then robot_cyd := !robot_cyd + !cydA 
else robot_cyd := !robot_cyd + !cydB); 
 
(* Función statmaq_produccion (n_maquina_ext1, operacion_ext1) . En esta función se actualizan 
las variables donde se almacenan las producciones para cada máquina y palet *) 
 
fun statmaq_produccion (n_maquina_ext1, operación_ ext1 ) = 
(if (operación_ext1 = A) then if (n_maquina_ext1 = 1) then 
maq1_produccionA := !maq1_produccionA + 1 
else if (n_maquina_ext1 = 2) then 
maq2_produccionA := !maq2_produccionA + 1 
else if (n_maquina_ext1 = 3) then 
maq3_produccionA := !maq3_produccionA + 1 
else maq4_produccionA := !maq4_produccionA + 1 
else if (n_maquina_ext1 = 1) then 
maq1_produccionB := !maq1_produccionB + 1 
else if (n_maquina_ext1 = 2) then 
maq2_produccionB := !maq2_produccionB + 1 
else if (n_maquina_ext1 = 3) then 
maq3_produccionB := !maq3_produccionB + 1 
else maq4_produccionB := !maq4_produccionB + 1); 
 
(* Página ROBOT. Proviene de la transición elegir secuencia de la página PROCESO *) 
 
(* Función llamada en la transición elegir inew y distancia *) 
(* Función asig_robt_marc (i). En esta función se les da valor al campo inew y a la variable 
distancia. Al campo inew se le da el número de máquina a la que debe ir el robot siguiendo la 
secuencia de alimentación del modelo y a la variable distancia se le da el valor del tiempo de 
desplazamiento entre la posición actual del robot  y la máquina destino. Además, en esta función 
se actualizan las variables que almacenan el tiempo de desplazamiento del robot *) 
 
fun asig_robot_marc (i) = 
(let 
val asignar_ref = (siguiente := (if (i = 0) then if (!anterior = 1)  then if (!fuera_linea2 = 0) then 2 
else if (!saltar2 = 0) then 2 else if (!fuera_linea3 = 0) then 3 else if (!saltar3 = 0) then 3 
else if (!fuera_linea4 = 0) then 4 else if (!saltar4 = 0) then 4 else if (!fuera_linea1 = 0) then 1  
else if (!saltar1 = 0) then 1 else 0 else if (!anterior = 2)  then if (!fuera_linea3 = 0) then 3  
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else if (!saltar3 = 0) then 3 else if (!fuera_linea4 = 0) then 4 else if (!saltar4 = 0) then 4 
else if (!fuera_linea1 = 0) then 1 else if (!saltar1 = 0) then 1 else if (!fuera_linea2 = 0) then 2  
else if (!saltar2 = 0) then 1 else 0 else if (!anterior =3)  then if (!fuera_linea4 = 0) then 4  
else if (!saltar4 = 0) then 4 else if (!fuera_linea1 = 0) then 1 else if (!saltar1 = 0) then 1 
else if (!fuera_linea2 = 0) then 2 else if (!saltar2 = 0) then 2 else if (!fuera_linea3 = 0) then 3  
else if (!saltar3 = 0) then 3 else 0 else if (!fuera_linea1 = 0) then 1 else if (!saltar1 = 0) then 1  
else if (!fuera_linea2 = 0) then 2 else if (!saltar2 = 0) then 2 else if (!fuera_linea3 = 0) then 3  
else if (!saltar3 = 0) then 3 else if (!fuera_linea4 = 0) then 4 else if (!saltar4 = 0) then 4 else 0  
else if (i =1) then if (!fuera_linea2 = 0) then 2 else if (!saltar2 = 0) then 2 else if (!fuera_linea3 = 0) 
then 3 else if (!saltar3 = 0) then 3 else if (!fuera_linea4 = 0) then 4 else if (!saltar4 = 0) then 4  
else if (!fuera_linea1 = 0) then 1 else if (!saltar1 = 0) then 1 else 0 else if (i = 2)   
then if (!fuera_linea3 = 0) then 3 else if (!saltar3 = 0) then 3 else if (!fuera_linea4 = 0) then 4  
else if (!saltar4 = 0) then 4 else if (!fuera_linea1 = 0) then 1 else if (!saltar1 = 0) then 1  
else if (!fuera_linea2 = 0) then 2 else if (!saltar2 = 0) then 1 else 0 else if (i =3)  
then if (!fuera_linea4 = 0) then 4 else if (!saltar4 = 0) then 4 else if (!fuera_linea1 = 0) then 1  
else if (!saltar1 = 0) then 1 else if (!fuera_linea2 = 0) then 2 else if (!saltar2 = 0) then 2  
else if (!fuera_linea3 = 0) then 3 else if (!saltar3 = 0) then 3 else 0 else if (!fuera_linea1 = 0) then 1 
else if (!saltar1 = 0) then 1 else if (!fuera_linea2 = 0) then 2 else if (!saltar2 = 0) then 2 
else if (!fuera_linea3 = 0) then 3 else if (!saltar3 = 0) then 3 else if (!fuera_linea4 = 0) then 4  
else if (!saltar4 = 0) then 4 else 0); 
anterior := (if (i = 0) then !anterior else I); 
diferencia := (if (!siguiente = 0) then 0 
                      else abs (!siguiente - !anterior)); 
(if (!diferencia = 0) then robot_d := !robot_d  
else if (!diferencia = 1) then robot_d := !robot_d + !dif1  
else if (!diferencia = 2) then robot_d := !robot_d + !dif2 else robot_d := !robot_d + !dif3)); 
val inew = (!siguiente); 
val distancia = (if (! diferencia = 0) then 0 
else ( if (!diferencia = 1) then  !dif1 





(* Función llamada en la transición distribuir *) 
(* Función dar_valor_a_camino (i). En esta función se da valor al campo camino2. Toma el valor 
3 si todas las máquinas están fuera de línea, toma el valor 1 si la máquina asignada al robot está 
lista para ser servida , toma el valor 2 si la máquina asignada al robot está fuera de línea y 
servida y si no cumple ninguno de los casos anteriores toma el valor 4. Además, en está función se 
da valor a la variable generar_marca. El valor 1 avisa al proceso del palet interior de que el robot 
está esperando a una máquina que todavía no está lista. El valor 0 avisa al proceso del palet 
interior de que el robot no espera a ninguna máquina*) 
 
fun dar_valor_a_camino (i) = 
(let 
val camino2 = if (i = 0) then 3 else if (i = 1 andalso !en_cola_1 = 1) orelse (i = 2 andalso 
!en_cola_2 = 1) orelse (i = 3 andalso !en_cola_3 = 1) orelse (i = 4 andalso !en_cola_4 = 1) then 1  
else if (i = 1 andalso !fuera_linea1 = 1 andalso !saltar1 = 1) orelse (i = 2 andalso !fuera_linea2 = 1 
andalso !saltar2 = 1) orelse (i = 3 andalso !fuera_linea3 = 1 andalso !saltar3 = 1) orelse (i = 4 
andalso !fuera_linea4 = 1 andalso !saltar4 = 1) then 2 else 4; 
val asignar_ref = (generar_marca := (if (camino2 = 4) then 1 else 0 )); 
in 
 





(* Función llamada en la transición la maq sale fuera *) 
(* Función asig_camino_bis (i, n_maq_fuera1). En esta función se da valor al campo camino2. 
Toma el valor 3 si la máquina que ha salido de línea no es la misma que la que el robot espera y el 
valor 2 si la máquina que ha salido de línea es la misma que el robot espera y ya está servida. Si 
no cumple con ninguno de los dos casos anteriores también toma el valor 3. Además, en está 
función se da valor a la variable generar_marca. El valor 1 avisa al proceso del palet interior de 
que el robot está esperando a una máquina que todavía no está lista y el valor 0 avisa al proceso 
del palet interior de que el robot no espera a ninguna máquina*) 
 
fun asig_camino_bis (i, n_maq_fuera1) = 
(let 
val camino2 = if (in-maq_fuera1 <> i) then 3 
else if (i = 1 andalso !fuera_linea1 = 1 andalso !saltar1 = 1) orelse (i = 2 andalso !fuera_linea2 = 1 
andalso !saltar2 = 1) orelse (i = 3 andalso !fuera_linea3 = 1 andalso !saltar3 = 1) orelse (i = 4 
andalso !fuera_linea4 = 1 andalso !saltar4 = 1) then 2 else 3; 





(* Función llamada en la transición la maq llega a la cola *) 
(* Función actualizar_generar_marca2 (). En esta función se da valor 0 a la variable 
generar_marca *) 
 
fun actualizar_generar_marca2 () = 
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A.2 Estrategia FIFO. 
Se va a presentar el modelo completo de esta estrategia. Primero se presentan todos los 
submodelos y al final las declaraciones global y local. 
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A.2.2 Submodelo PRINCIPAL. 
 
A.2.3 Submodelo Inicialización de Datos, INICIALIZAR. 
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A.2.5 Submodelo Proceso del Palet Interior, INTERIOR. 
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A.2.7 Submodelo RESULTADOS. 
 
A.2.8 Declaración Global, DECLARACION. 
(* DECLARACION GLOBAL *) 
 
(*  Tipo que gestiona el inicio y final de la simulación *) 
color MARCA = with M timed; 
var marca : Marca; 
var marcafin : MARCA; 
 
(* Tipo que representa al operario *) 
color OPERARIO = with O timed; 
var operario : OPERARIO; 
 
(* Tipo que representa al Robot *) 
color ROB = with R; 
var rob : ROB; 
color I = int; 
var I : I; 
var inew : I; 
var distancia : I; 
color ROBOT = product ROB * I  timed; 
var robot1 : ROBOT; 
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(* Tipo que gestiona el final de la simulación, y el pulmón de piezas *) 
color COND_FINAL = int; 
var cond_final : COND_FINAL; 
var almacen : COND_FINAL; 
var cond_final1 : COND_FINAL; 
 
(* Tipo que sirve de contador de producción *) 
color HECHO = int; 
var hecho : HECHO; 
 
(* Tipo que representa al palet *) 
color OPERACION = with A | B timed; 
var operacion_int1 : OPERACION; 
var operacion_int2 : OPERACION; 
var operacion_ext1 : OPERACION; 
var operacion_ext2 : OPERACION; 
color N_MAQUINA = int; 
var n_maquina_int1 : N_MAQUINA; 
var n_maquina_int2 : N_MAQUINA; 
var n_maquina_ext1 : N_MAQUINA; 
var n_maquina_ext2 : N_MAQUINA; 
color HERRAMIENTA = int; 
var herramienta_int1 : HERRAMIENTA; 
var herramienta_int2 : HERRAMIENTA; 
var herramienta_ext1 : HERRAMIENTA; 
var herramienta_ext2 : HERRAMIENTA; 
color PALET = product N_MAQUINA * OPERACIÓN * HERRAMIENTA timed; 
var palet_int1 : PALET; 
var palet_int2 : PALET;  
var palet_ext1 : PALET;  
var palet_ext2 : PALET; 
 
(* Tipo que representa la máquina *) 
color MAQUINA = product PALET * PALET timed; 
var maquina : MAQUINA; 
 
(* Tipo que representa las piezas *) 
color PIEZA = with P_A | P_B timed; 
var pieza : PIEZA; 
 
(* Variables de referencia utilizadas para gestionar el tiempo, almacenar los resultados, gestionar 
el proceso y parámetros del sistema *) 
val Time = time; 
val par = !; 
val anterior = ref 0; 
val siguiente = ref 0; 
val diferencia = ref 0; 
val herra1A = ref 0; 
val herra1B = ref 0; 
val herra2A = ref 0; 
val herra2B = ref 0; 
val herra3A = ref 0; 
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val herra3B = ref 0; 
val herra4A = ref 0; 
val herra4B = ref 0; 
val tiempo_cola1 = ref 0; 
val tiempo_cola 2 = ref 0; 
val tiempo_cola 3 = ref 0;  
val tiempo_cola 4 = ref 0; 
val donde_estas1 = ref “”; 
val donde_estas2 = ref “”; 
val donde_estas3 = ref “”; 
val donde_estas4 = ref “”; 
val inicio1 = ref 0; 
val inicio2 = ref 0; 
val inicio3 = ref 0; 
val inicio4 = ref 0; 
val operario_A = ref 0; 
val operario_B = ref 0; 
val robot_d = ref 0; 
val robot_cyd = ref 0; 
val maq1_mecA = ref 0; 
val maq1_mecB = ref 0; 
val maq2_mecA = ref 0; 
val maq2_mecB = ref 0; 
val maq3_mecA = ref 0; 
val maq3_mecB = ref 0; 
val maq4_mecA = ref 0; 
val maq4_mecB = ref 0; 
val maq1_rotar = ref 0; 
val maq2_rotar = ref 0; 
val maq3_rotar = ref 0; 
val maq4_rotar = ref 0; 
val maq1_mantenimientoA = ref 0; 
val maq1_mantenimientoB = ref 0; 
val maq2_mantenimientoA = ref 0; 
val maq2_mantenimientoB = ref 0; 
val maq3_mantenimientoA = ref 0; 
val maq3_mantenimientoB = ref 0; 
val maq4_mantenimientoA = ref 0; 
val maq4_mantenimientoB = ref 0; 
val maq1_produccionA = ref 0; 
val maq1_produccionB = ref 0; 
val maq2_produccionA = ref 0; 
val maq2_produccionB = ref 0; 
val maq3_produccionA = ref 0; 
val maq3_produccionB = ref 0; 
val maq4_produccionA = ref 0; 
val maq4_produccionB = ref 0; 
val maq1_espera_operA = ref 0; 
val maq1_espera_operB = ref 0; 
val maq2_espera_operA = ref 0; 
val maq2_espera_operB = ref 0; 
val maq3_espera_operA = ref 0; 
 
               Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  128
 
val maq3_espera_operB = ref 0; 
val maq4_espera_operA = ref 0; 
val maq4_espera_operB = ref 0; 
val tiempo_espera1A = ref 0; 
val tiempo_espera1B = ref 0; 
val tiempo_espera2A = ref 0; 
val tiempo_espera2B = ref 0; 
val tiempo_espera3A = ref 0; 
val tiempo_espera3B = ref 0; 
val tiempo_espera4A = ref 0; 
val tiempo_espera4B = ref 0; 
val mecA = ref 0; 
val mecB = ref 0; 
val rotar = ref 0; 
val super1 = ref 0; 
val super2 = ref 0; 
val abrir = ref 0; 
val cydA = ref 0; 
val cydB= ref 0; 
val cerrarA = ref 0; 
var cerrarB = ref 0; 
val dif1 = ref 0; 
val dif2 = ref 0; 
val dif3 = ref 0; 
val maninf = ref 0.0; 
val mansup = ref 0.0; 
val simulacion = ref 0; 
val fichero_res = ref “”; 
 
(* Función que permite calcular números aleatorios con distribución uniforme *) 
 
fun obtener_herra () = 
floor (uniform (! maninf, ! mansup)); 
 
(* Funciones que no han cabido dentro de la declaración temporal *) 
 
(* Función que pasa un string a entero *) 
 
fun obtener_entero (texto : string) = ( case ( Int.fromString ( texto)) 
                                                   of SOME (i) => i | NONE => 0); 
 
(* Página INICIALIZAR. Proviene de la transición inicializar de la página PRINCIPAL *) 
 
(* Función llamada en la transición generar marca *) 
(* Función inicializar(). En esta función se inicializan las variables y se crean las marcas 
condición final y almacén. La información para inicializar los parámetros del sistema se lee de un 
fichero de entrada de datos situado en el path /home/sandra/CPN/sandra/datos_entrada.txt *) 
 
 fun inicializar () = 
(let 
val entrada = TextIO.openIn “/home/sandra/CPN/sandra/datos_entrada.txt”; 
val comentario = TextIO.inputLine (entrada); 
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val base_fichero = TextIO.inputLine (entrada); 
val longitud = size(base_fichero) – 1; 
val base_fichero = substring (base_fichero, o, longitud); 
val simul = (Int.toString ( !simulacion)); 
val comentario = TextIO.inputLine (entrada); 
val comentario = TextIO.inputLine (entrada); 
val mecat = TextIO.inputLine (entrada); 
val mecaint = obtener_ entero ( mecat); 
val longitud = size (mecat) –3; 
val mecat = substring (mecat, 0, longitud); 
val comentario = TextIO.inputLine (entrada); 
val mecbt = TextIO.inputLine (entrada); 
val mecbint = obtener_ entero ( mecbt); 
val longitud = size (mecbt) –3; 
val mecbt = substring (mecbt, 0, longitud); 
val comentario = TextIO.inputLine (entrada); 
val rotart = TextIO.inputLine (entrada); 
val rotarint = obtener_entero (rotart); 
val comentario = TextIO.inputLine (entrada); 
val super1t = TextIO.inputLine (entrada); 
val super1int = obtener_entero (super1t); 
val comentario = TextIO.inputLine (entrada); 
val super2t = TextIO.inputLine (entrada); 
val super2int = obtener_entero (super2t); 
val comentario = TextIO.inputLine (entrada); 
val abrirt = TextIO.inputLine (entrada); 
val abrirint = obtener_entero (abrirt); 
val comentario = TextIO.inputLine (entrada); 
val cydat = TextIO.inputLine (entrada); 
val cydaint = obtener_entero (cydat); 
val comentario = TextIO.inputLine (entrada); 
val cydbt = TextIO.inputLine (entrada); 
val cydbint = obtener_entero (cydbt); 
val comentario = TextIO.inputLine (entrada); 
val cerrarat = TextIO.inputLine (entrada); 
val cerraraint = obtener_entero (cerrarat); 
val comentario = TextIO.inputLine (entrada); 
val cerrarbt = TextIO.inputLine (entrada); 
val cerrarbint = obtener_entero (cerrarbt); 
val comentario = TextIO.inputLine (entrada); 
val dif1t = TextIO.inputLine (entrada); 
val dif1int = obtener_entero (dif1t); 
val comentario = TextIO.inputLine (entrada); 
val dif2t = TextIO.inputLine (entrada); 
val dif2int = obtener_entero (dif2t); 
val comentario = TextIO.inputLine (entrada); 
val dif3t = TextIO.inputLine (entrada); 
val dif3int = obtener_entero (dif3t); 
val comentario = TextIO.inputLine (entrada); 
val maninft = TextIO.inputLine (entrada); 
val maninfint = obtener_entero (maninft); 
val maninfreal = Real.fromInt (maninfint); 
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val comentario = TextIO.inputLine (entrada); 
val mansupt = TextIO.inputLine (entrada); 
val mansupint = obtener_entero (mansupt); 
val mansupreal = Real.fromInt (mansupint); 
val comentario = TextIO.inputLine (entrada); 
val cond_finalt =TextIO.inputLine (entrada); 
val cond_final = obtener_entero (cond_finalt); 
val almacen = cond_final + 1000; 
val nombre_fichero = base_fichero ^ ”A” ^ mecat ^ ”B” ^ mecbt ^ “_FIFO_” ^ simul ^ ”.txt”; 
val asignar_ref = ( 
mecA := mecaint; mecB := mecbint; rotar := rotarint; super1 := super1int;  
super2 := super2int;  abrir := abrirint; cydA := cydaint; cydB := cydbint; cerrarA := cerraraint; 
cerrarB := cerrarbint; dif1 := dif1int; dif2 := dif2int; dif3 := dif3int; mansup := mansupreal; 
maninf := maninfreal; fichero_res := nombre_fichero; 
herra1A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra1B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra2A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra2B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra3A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra3B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra4A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra4B := (IntInf.toInt (Time()) + obtener_herra ()); 
anterior := 0; siguiente := 0; diferencia := 0; fuera_linea1 := 0; fuera_linea2 := 0;  
fuera_linea3 := 0; fuera_linea4 := 0; saltar1 := 0; saltar2 := 0; saltar3 := 0; saltar4 := 0; 
en_cola_1 := 0; en_cola_2 := 0; en_cola_3 := 0; en_cola_4 := 0; generar_marca := 0;  
donde_estas1 := “”; donde_estas2 := “”; donde_estas3 := “”; donde_estas4 := “”;  
inicio1 := 0; inicio2:= 0; inicio3 := 0; inicio4 := 0; operario_A := 0; operario_B:= 0; robot_d := 0; 
robot_cyd := 0; maq1_mecA := 0; maq1_mecB := 0; maq2_mecA := 0; maq2_mecB := 0; 
maq3_mecA := 0; maq3_mecB := 0; maq4_mecA := 0;  
maq4_mecB := 0; maq1_rotar := 0; maq2_rotar := 0; maq3_rotar := 0; maq4_rotar := 0; 
maq1_mantenimientoA := 0; maq1_mantenimientoB := 0; maq2_mantenimientoA := 0; 
maq2_mantenimientoB := 0; maq3_mantenimientoA := 0; maq3_mantenimientoB := 0; 
maq4_mantenimientoA := 0; maq4_mantenimientoB := 0; maq1_produccionA := 0; 
maq1_produccionB := 0; maq2_produccionA := 0; maq2_produccionB := 0;  
maq3_produccionA := 0; maq3_produccionB := 0; maq4_produccionA := 0;  
maq4_produccionB := 0; maq1_espera_operA : =0; maq1_espera_operB : =0;  
maq2_espera_operA : =0; maq2_espera_operB : =0; maq3_espera_operA : =0; 
maq3_espera_operB : =0; maq4_espera_operA : =0; maq4_espera_operB : =0;  
tiempo_espera1A := 0; tiempo_espera1B := 0; tiempo_espera2A := 0; 
tiempo_espera2B := 0; tiempo_espera3A := 0; tiempo_espera3B := 0;  





(* Página RESULTADOS. Proviene de la transición resultados de la pagina PRINCIPAL *) 
 
(* Función llamada en la transición sacar informe *) 
(* Función sacar_datos(). En esta función se actualizan los resultados y se crea un fichero de 
salida donde se vuelcan estos resultados actualizados. También se calcula el número de la próxima 
réplica para, en la próxima simulación, formar el nombre del fichero de salida de resultados *) 
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fun sacra_datos () = 
( let 
val tiempo = Time (); 
val tiempo_int = IntInf.toInt tiempo; 
val r_libre = tiempo_int – (!robot_d + !robot_cyd); 
val r_ocupado = !robot_d + !robot_cyd; 
val rectificación1 = tiempo_int - !inicio1; 
val rectificación2 = tiempo_int - !inicio2; 
val rectificación3 = tiempo_int - !inicio3; 
val rectificación4 = tiempo_int - !inicio4; 
val asignar_ref = ( 
(if (!donde_estas1 = “otr”) then () else 
if (!donde_estas1 = “rot”) then 
maq1_rotar := !maq1_rotar - !rotar + rectificacion1 
else if ((donde_estas1 = “meca”) then 
maq1_mecA := !maq1_mecA - !mecA + rectificacion1 
else if (!donde_estas1 = “mecb”) then 
maq1_mecB := !maq1_mecB - !mecB + rectificacion1 
else if (!donde_estas1 = “espa”) then 
maq1_espera_operA :=!maq1_espera_operA + rectificacion1 
else if (!donde_estas1 = “espa”) then 
maq1_espera_operB :=!maq1_espera_operB + rectificacion1 
else if (!donde_estas1 = “man1a”) then 
if((!inicio1 + !super1) > tiempo_int) then 
(maq1_mantenimientoA :=!maq1_mantenimientoA - !super1 + rectificacion1; 
operario_A:=!operario_A - !super1 + rectificacion1) else () 
else if (!donde_estas1 = “man1b”) then 
if((!inicio1 + !super1) > tiempo_int) then 
(maq1_mantenimientoA :=!maq1_mantenimientoA - !super2 + rectificacion1; 
operario_A:=!operario_A - !super2 + rectificacion1) else () 
else if((!inicio1 + !super2) > tiempo_int) then 
(maq1_mantenimientoB :=!maq1_mantenimientoB - !super2 + rectificacion1; 
operario_B:=!operario_B - !super2 + rectificacion1) else ()); 
(if (!donde_estas2 = “otr”) then () else 
if (!donde_estas2 = “rot”) then 
maq2_rotar := !maq2_rotar - !rotar + rectificacion2 
else if ((donde_estas2 = “meca”) then 
maq2_mecA := !maq2_mecA - !mecA + rectificacion2 
else if (!donde_estas2 = “mecb”) then 
maq2_mecB := !maq2_mecB - !mecB + rectificacion2 
else if (!donde_estas2 = “espa”) then 
maq2_espera_operA :=!maq2_espera_operA + rectificacion2 
else if (!donde_estas2 = “espa”) then 
maq2_espera_operB :=!maq2_espera_operB + rectificacion2 
else if (!donde_estas2 = “man1a”) then 
if((!inicio2 + !super1) > tiempo_int) then 
(maq2_mantenimientoA :=!maq2_mantenimientoA - !super1 + rectificacion2; 
operario_A:=!operario_A - !super1 + rectificacion2) else () 
else if (!donde_estas2 = “man1b”) then 
if((!inicio2 + !super1) > tiempo_int) then 
(maq2_mantenimientoA :=!maq2_mantenimientoA - !super2 + rectificacion2; 
operario_A:=!operario_A - !super2 + rectificacion2) else () 
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else if((!inicio2 + !super2) > tiempo_int) then 
(maq2_mantenimientoB :=!maq2_mantenimientoB - !super2 + rectificacion2; 
operario_B:=!operario_B - !super2 + rectificacion2) else ()); 
    (if (!donde_estas3 = “otr”) then () else 
if (!donde_estas3 = “rot”) then 
maq3_rotar := !maq3_rotar - !rotar + rectificacion3 
else if ((donde_estas3 = “meca”) then 
maq3_mecA := !maq3_mecA - !mecA + rectificacion3 
else if (!donde_estas3 = “mecb”) then 
maq3_mecB := !maq3_mecB - !mecB + rectificacion3 
else if (!donde_estas3 = “espa”) then 
maq3_espera_operA :=!maq3_espera_operA + rectificacion3 
else if (!donde_estas3 = “espa”) then 
maq3_espera_operB :=!maq3_espera_operB + rectificacion3 
else if (!donde_estas3 = “man1a”) then 
if((!inicio3 + !super1) > tiempo_int) then 
(maq3_mantenimientoA :=!maq3_mantenimientoA - !super1 + rectificacion3; 
operario_A:=!operario_A - !super1 + rectificacion3) else () 
else if (!donde_estas3 = “man1b”) then 
if((!inicio3 + !super1) > tiempo_int) then 
(maq3_mantenimientoA :=!maq3_mantenimientoA - !super2 + rectificacion3; 
operario_A:=!operario_A - !super2 + rectificacion3) else () 
else if((!inicio3 + !super2) > tiempo_int) then 
(maq3_mantenimientoB :=!maq3_mantenimientoB - !super2 + rectificacion3; 
operario_B:=!operario_B - !super2 + rectificacion3) else ()); 
 
(if (!donde_estas4 = “otr”) then () else 
if (!donde_estas4 = “rot”) then 
maq4_rotar := !maq4_rotar - !rotar + rectificacion4 
else if ((donde_estas4 = “meca”) then 
maq4_mecA := !maq4_mecA - !mecA + rectificacion4 
else if (!donde_estas4 = “mecb”) then 
maq4_mecB := !maq4_mecB - !mecB + rectificacion4 
else if (!donde_estas4 = “espa”) then 
maq4_espera_operA :=!maq4_espera_operA + rectificacion4 
else if (!donde_estas4 = “espa”) then 
maq4_espera_operB :=!maq4_espera_operB + rectificacion4 
else if (!donde_estas4 = “man1a”) then 
if((!inicio4 + !super1) > tiempo_int) then 
(maq4_mantenimientoA :=!maq4_mantenimientoA - !super1 + rectificacion4; 
operario_A:=!operario_A - !super1 + rectificacion4) else () 
else if (!donde_estas4 = “man1b”) then 
if((!inicio4 + !super1) > tiempo_int) then 
(maq4_mantenimientoA :=!maq4_mantenimientoA - !super2 + rectificacion4; 
operario_A:=!operario_A - !super2 + rectificacion4) else () 
else if((!inicio4 + !super2) > tiempo_int) then 
(maq4_mantenimientoB :=!maq4_mantenimientoB - !super2 + rectificacion4; 
operario_B:=!operario_B - !super2 + rectificacion4) else ()); 
 
simulacion := (!simulacion + 1)); 
 
val o_libre = tiempo_int – (!operario_A + !operario_B); 
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val o_ocupado = !operario_A + !operario_B; 
val maq1_mec = !maq1_mecA + !maq1_mecB; 
val maq2_mec = !maq2_mecA + !maq2_mecB; 
val maq3_mec = !maq3_mecA + !maq3_mecB; 
val maq4_mec = !maq4_mecA + !maq4_mecB; 
val maq1_esperando = !maq1_espera_operA + !maq1_espera_operB; 
val maq2_esperando = !maq2_espera_operA + !maq2_espera_operB; 
val maq3_esperando = !maq3_espera_operA + !maq3_espera_operB; 
val maq4_esperando = !maq4_espera_operA + !maq4_espera_operB; 
val maq1_mantenimiento = !maq1_mantenimientoA + !maq1_mantenimientoB; 
val maq2_mantenimiento = !maq2_mantenimientoA + !maq2_mantenimientoB; 
val maq3_mantenimiento = !maq3_mantenimientoA + !maq3_mantenimientoB; 
val maq4_mantenimiento = !maq4_mantenimientoA + !maq4_mantenimientoB; 
val tiempo_muerto1 = tiempo_int – (maq1_mec + !maq1_rotar + maq1_esperando + 
maq1_mantenimiento); 
val tiempo_muerto2 = tiempo_int – (maq2_mec + !maq2_rotar + maq2_esperando + 
maq2_mantenimiento); 
val tiempo_muerto3 = tiempo_int – (maq3_mec + !maq3_rotar + maq3_esperando + 
maq3_mantenimiento); 
val tiempo_muerto4 = tiempo_int – (maq4_mec + !maq4_rotar + maq4_esperando + 
maq4_mantenimiento); 
val produccion1 = !maq1_produccionA + !maq1_produccionB; 
val produccion2 = !maq2_produccionA + !maq2_produccionB; 
val produccion3 = !maq3_produccionA + !maq3_produccionB; 
val produccion4 = !maq4_produccionA + !maq4_produccionB; 
val fichero = TextIO.openOut (!fichero_res); 
in 
(TextIO.output (fichero, (“\t FIRST INPUT FIRST OUTPUT \n”)); 
TextIO.output (fichero, (“\t RESULTADOS \n”)); 
TextIO.output (fichero, (“Tiempo de simulacion \t”)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t OPERARIO \n”)); 
TextIO.output (fichero, (“Tiempo  operario libre \t”)); 
TextIO.output (fichero, (Int.toString o_libre)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado A \t”)); 
TextIO.output (fichero, (Int.toString (!operario_A))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado B \t”)); 
TextIO.output (fichero, (Int.toString (!operario_B))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado \t”)); 
TextIO.output (fichero, (Int.toString o_ocupado)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t ROBOT \n”)); 
TextIO.output (fichero, (“Tiempo  robot libre \t”)); 
TextIO.output (fichero, (Int.toString r_libre)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  robot en desplazamientos \t”)); 
TextIO.output (fichero, (Int.toString (!robot_d))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  robot en carga y descarga \t”)); 
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TextIO.output (fichero, (Int.toString (!robot_cyd))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo robot ocupado \t”)); 
TextIO.output (fichero, (Int.toString r_ocupado)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t MAQUINA 1 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mec \t”)); 
TextIO.output (fichero, (Int.toString maq1_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq1_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq1_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq1_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion1)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 2 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mecA))); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ2 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mec \t”)); 
TextIO.output (fichero, (Int.toString maq2_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq2_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq2_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto2)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq2_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion2)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 3 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mec \t”)); 
TextIO.output (fichero, (Int.toString maq3_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_rotar))); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ3 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq3_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq3_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto3)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq3_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion3)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 4 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mec \t”)); 
TextIO.output (fichero, (Int.toString maq4_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq4_esperando)); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq4_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto4)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq4_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t TIEMPOS DE ENTRADA “)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mecanizado A \t”)); 
TextIO.output (fichero, (Int.toString (!mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mecanizado B \t”)); 
TextIO.output (fichero, (Int.toString (!mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  de rotación palets \t”)); 
TextIO.output (fichero, (Int.toString (!rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de supervisión 1 \t”)); 
TextIO.output (fichero, (Int.toString (!super1))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de supervisión 2 \t”)); 
TextIO.output (fichero, (Int.toString (!super2))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de abrir bridas \t”)); 
TextIO.output (fichero, (Int.toString (!abrir))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de carga y descarga A \t”)); 
TextIO.output (fichero, (Int.toString (!cydA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de carga y descarga B \t”)); 
TextIO.output (fichero, (Int.toString (!cydB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de cerrar bridas  A \t”)); 
TextIO.output (fichero, (Int.toString (!cerrarA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de cerrar bridas B \t”)); 
TextIO.output (fichero, (Int.toString (!cerrarB))); 
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TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 1 \t”)); 
TextIO.output (fichero, (Int.toString (!dif1))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 2 \t”)); 
TextIO.output (fichero, (Int.toString (!dif2))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 3 \t”)); 
TextIO.output (fichero, (Int.toString (!dif3))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mantenimiento inferior\t”)); 
TextIO.output (fichero, (Real.toString (!maninf))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mantenimiento superior \t”)); 





A.2.9 Declaración Temporal, CODIGOS. 
(* DECLARACIÓN TEMPORAL *) 
 
(* Funciones llamadas en las transiciones *) 
 
(* Página PROCESO. Proviene de la transición proceso de  la página PRINCIPAL *) 
 
(* Función llamada en la transición definir maquina *) 
(* Función actualizar_en_cola (n_maquina_ext1). En esta función se actualizan las variables que 
indican que una máquina entra en la cola de alimentación del robot y las variables que indican 
donde está el palet y el tiempo de inicio de la operación. Estas últimas variables se utilizan para 
actualizar los resultados en la última transición *) 
 
fun actualizar_en_cola (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then (tiempo_cola1 := IntInf.toInt (Time()); donde_estas1 := “otr”; 
inicio1 := 0)  
else if (n_maquina_ext1 = 2) then (tiempo_cola2 := IntInf.toInt (Time()); donde_estas2 := “otr” ; 
inicio2 := 0)  
else if (n_maquina_ext1 = 3) then (tiempo_cola3 := IntInf.toint (Time()); donde_estas3 := “otr”; 
inicio3 := 0) 
else (tiempo_cola4 := IntInf.toInt (Time());  donde_estas4 :=”otr”; inicio4 := 0)); 
 
(* Función llamada en la transición rotar palet *) 
(* Función statmaq_rotar (n_maquina_int1). En esta función se actualizan las variables donde se 
almacenan los resultados de rotar palet de cada máquina y las variables que indican en que 
operación está el palet y el tiempo de inicio *)  
 
fun statmaq_rotar (n_maquina_int1) = 
(if (n_maquina_int1 = 1) then (maq1_rotar := !maq1_rotar + !rotar; donde_estas1 := “rot”; 
inicio1 := Int.Inf.to Int (time()))  
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else if (n_maquina_int1 = 2) then (maq2_rotar := !maq2_rotar + !rotar; donde_estas2 := “rot”;  
inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (maq3_rotar := !maq3_rotar + !rotar; donde_estas3 := “rot”; 
inicio3 := Int.Inf.to Int (time()))  
else (maq4_rotar := !maq4_rotar + !rotar; donde_estas4 := “rot”; inicio4 := Int.Inf.to Int (time()))); 
 
(* Función llamada en la transición elegir secuencia *) 
(* Función asig_robot_marc (i). En esta función se les da valor al campo inew y a la variable 
distancia. Al campo inew se le da el número de máquina a la que debe ir el robot siguiendo la 
secuencia de alimentación del modelo y a la variable distancia se le da el valor de tiempo de 
desplazamiento entre la posición actual del robot  y la máquina destino. Además, en esta función 
se actualizan las variables que almacenan el tiempo de desplazamiento del robot *) 
 
fun asig_robot_marc (i) = 
(let 
val asignar_ref = (siguiente := (if (!tiempo_cola1 = 1) then if (! tiempo_cola2 = 1)  
then if (!tiempo_cola3 = 1) then 4 else if (!tiempo_cola4 = 1) then 3  
else if (!tiempo_cola3 > !tiempo_cola4 ) then 4 else 3 else if (!tiempo_cola3 = 1)  
then if (!tiempo_cola4 = 1) then 2 else if (!tiempo_cola2 > !tiempo_cola4) then 4 else 2 
else if (!tiempo_cola2 > !tiempo_cola3 ) then if (!tiempo_cola4 = 1) then 3  
else if (!tiempo_cola4 > !tiempo_cola3) then 3 else 4 else if (!tiempo_cola4 = 1) then 2  
else if (!tiempo_cola2 > !tiempo_cola4) then 4 else 2 else if (!tiempo_cola2 = 1) then  
if (!tiempo_cola3 = 1) then if (!tiempo_cola4 = 1) then 1 else if (!tiempo_cola1 > !tiempo_cola4) 
then 4 else 1 else if (!tiempo_cola1 > !tiempo_cola3) then if (!tiempo_cola4 = 1_) then 3  
else if (!tiempo_cola3 >!tiempo_cola4) then 4 else 3 else if (!tiempo_cola4 = 1) then 1  
else if (!tiempo_cola1 > !tiempo_cola4) then 4 else 1 else if (!tiempo_cola1 > !tiempo_cola2)  
then if (!tiempo_cola3 = 1) then if (!tiempo_cola4 = 1) then 2  
else if (!tiempo_cola2 > !tiempo_cola4) then 4 else 2 else if(!tiempo_cola2 > !tiempo_cola3)  
then if (!tiempo_cola4 = 1) then 3 else if (!tiempo_cola3 > !tiempo_cola 4) then 4 else 3  
else if (!tiempo_cola4 = 1) then 2 else if (!tiempo_cola2 < !tiempo_cola4) then 4 else 2  
else if (!tiempo_cola3 = 1) then if (!tiempo_cola4 = 1) then 1  
else if (!tiempo_cola1 > !tiempo_cola4) then 4 else 1 else if (!tiempo_cola1 > !tiempo_cola3)  
then if (!tiempo_cola4 = 1) then 3 else if (!tiempo_cola3 > !tiempo_cola4) then 4 else 3  
else if (!tiempo_cola4 = 1) then 1 else if (!tiempo_cola1 > !tiempo_cola4) then 4 else 1); 
     anterior := i; 
diferencia := abs (!siguiente - !anterior); 
(if (!diferencia = 0) then robot_d := !robot_d  
else if (!diferencia = 1) then  
robot_d := !robot_d + !dif1  
else if (!diferencia = 2) then robot_d := !robot_d + !dif2  
else robot_d := !robot_d + !dif3)); 
val inew = (!siguiente); 
val distancia = (if (! diferencia = 1) then  !dif1 
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(* Página INTERIOR. Proviene de la transición proceso interior de la página PROCESO *) 
 
(* Función llamada en la transición mecanizado del palet interior  *) 
(* Función statmaq_mec (n_maquina_int1, operación_int1). En esta función se actualizan las 
variables donde se almacenan los resultados del mecanizado de cada máquina y las variables que 
indican en que operación está el palet y el tiempo de inicio *) 
 
fun statmaq_mec (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
(maq1_mecA := !maq1_mecA + !mecA; donde_estas1 := “meca”; 
inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then (maq2_mecA := !maq2_mecA + !mecA;  
donde_estas2 := “meca”; inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (maq3_mecA := !maq3_mecA + !mecA;  
donde_estas3 := “meca”;inicio3 := Int.Inf.to Int (time()))  
else (maq4_mecA := !maq4_mecA + !mecA; donde_estas4 := “meca”;  
inicio4 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 1) then  (maq1_mecB := !maq1_mecB + !mecB;  
donde_estas1 := “mecb”; inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then  (maq2_mecB := !maq2_mecB + !mecB;  
donde_estas2 := “mecb”;  inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then  (maq3_mecB := !maq3_mecB + !mecB;  
donde_estas3 := “mecb”; inicio3 := Int.Inf.to Int (time()))  
else (maq4_mecB := !maq4_mecB + !mecB; donde_estas4 := “mecb”;  
inicio4 := Int.Inf.to Int (time()))); 
 
(* Función llamada en la transición espera operario *) 
(* Función statmaq_espera1 (n_maquina_int1, operación_int1). En esta función se actualizan las 
variables donde se almacenan el tiempo de inicio de espera para cada operación y máquina y las 
variables que indican en que operación está el palet y el tiempo de inicio *) 
 
fun statmaq_espera1 (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
(tiempo_espera1A := IntInf.toInt (Time());  donde_estas1 := “espa”; 
inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then (tiempo_espera2A := IntInf.toInt (Time());  
donde_estas2 := “espa”; inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (tiempo_espera3A := IntInf.toInt (Time());  
donde_estas3 := “espa”; inicio3 := Int.Inf.to Int (time()))  
else (tiempo_espera4A := IntInf.toInt (Time()); donde_estas4 := “espa”;  
inicio4 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 1) then (tiempo_espera1B := IntInf.toInt (Time());  
donde_estas1 := “espb”; inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then  (tiempo_espera2B := IntInf.toInt (Time());  
donde_estas2 := “espb”; inicio2 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 3) then (tiempo_espera3B := IntInf.toInt (Time());  
donde_estas3 := “espb”; inicio3 := Int.Inf.to Int (time()))  
else (tiempo_espera4B := IntInf.toInt (Time());  donde_estas4 := “espb”;  
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(* Función llamada en la transición cambio de herramienta ?? *) 
     (* Función cambio_herramienta (n_maquina_int1, operación_int1, herramienta_int1). 
En esta función se da valor al campo de la marca herramienta2. Este campo tomará valor 0 si no 
necesita cambio de herramienta, 1 si entra al cambio de herramienta y 2 si entra a la supervisión 
de pieza. Además, en esta función también se actualizan las variables que calculan los números 
aleatorios de cambio de herramienta y las variables que indican en que operación está el palet y el 
tiempo de inicio *) 
 
fun cambio_herramienta (n_maquina_int1, operación_int1, herramienta_int1) = 
(let 
val herramienta_int2 = (if (herramienta_int1 = 2) then herramienta_int1  
else ((if (n_maquina_int1 = 1) then (if (operación_int1 = A)  
then (if (!herra1A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra1B > (IntInf.toInt (Time()))) then 0 else 1))  
else (if (n_maquina_int1 = 2) then (if (operación_int1 = A)  
then (if (!herra2A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra2B > (IntInf.toInt (Time()))) then 0 else 1))  
else (if (n_maquina_int1 = 3) then (if (operación_int1 = A)  
then (if (!herra3A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra3B > (IntInf.toInt (Time()))) then 0 else 1))  
else (if (operación_int1 = A)  
then (if (!herra4A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra4B > (IntInf.toInt (Time()))) then 0 else 1))))))); 
 
val actualizar_ref = ((if (herramienta_int2 = 2) then if (n_maquina_int1 = 1)  
then if (operacion_int1 = A) then herra1A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra1B := (IntInf.toInt (Time()) + obtener_herra ()) else if (n_maquina_int1 = 2)  
then if (operacion_int1 = A) then herra2A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra2B := (IntInf.toInt (Time()) + obtener_herra ()) else if (n_maquina_int1 = 3)  
then if (operacion_int1 = A) then herra3A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra3B := (IntInf.toInt (Time()) + obtener_herra ()) else if (operacion_int1 = A) then  
herra4A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra4B := (IntInf.toInt (Time()) + obtener_herra ()) else ()); 
    (if (n_maquina_int1 = 1) then ( donde_estas1 := “otr”; inicio1 := 0) 
else if (n_maquina_int1 = 2) then ( donde_estas2 := “otr”; inicio2 := 0) 
else if (n_maquina_int1 = 3) then ( donde_estas3 := “otr”; inicio3 := 0) 





(* Funciones llamadas desde la transición cambio de herramienta y supervisión *) 
(* Función operario ( operación_int1, herramienta_int1 ). En esta función se actualizan las 
variables donde se almacenan el tiempo de trabajo del operario *) 
 
fun operario (operación_int1, herramienta_int1) = 
(if (operación_int1 = A) then if (herramienta_int1 = 1) then 
operario_A := !operario_A + !super1 
else operario_A := !operario_A + !super2 
else if (herramienta_int1 = 1) then  
operario_B := !operario_B + !super1 
else operario_B := !operario_B + !super2); 
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(* Función statmaq_mantenimiento (n_maquina_int1, operacion_int1, herramienta_int1). En esta 
función se actualizan las variables donde se almacenan los resultados de mantenimiento de cada 
máquina y palet y las variables que indican en que operación está el palet y el tiempo de inicio *)  
 
fun statmaq_mantenimiento (n_maquina_int1, operación_int1, herramienta_int1) = 
(if (herramienta_int1 = 1) then if (operacion_int1 = A) then if (n_maquina_int1 = 1) then 
(maq1_mantenimientoA := !maq1_mantenimientoA  + !super1; 
donde_estas1 := “man1a”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoA := !maq2_mantenimientoA  + !super1; 
donde_estas2 := “man1a”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoA := !maq3_mantenimientoA  + !super1; 
donde_estas3 := “man1a”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoA := !maq4_mantenimientoA  + !super1; 
donde_estas4 := “man1a”; inicio4:= IntInf.toInt (Time())) else 
if (n_maquina_int1 = 1) then (maq1_mantenimientoB := !maq1_mantenimientoB + !super1; 
donde_estas1 := “man1b”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoB := !maq2_mantenimientoB  + !super1; 
donde_estas2 := “man1b”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoB := !maq3_mantenimientoB  + !super1; 
donde_estas3 := “man1b”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoB := !maq4_mantenimientoB  + !super1; 
donde_estas4 := “man1b”; inicio4:= IntInf.toInt (Time())) else 
if (operacion_int1 = A) then if (n_maquina_int1 = 1) then  
(maq1_mantenimientoA := !maq1_mantenimientoA  + !super2; 
donde_estas1 := “man2a”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoA := !maq2_mantenimientoA  + !super2; 
donde_estas2 := “man2a”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoA := !maq3_mantenimientoA  + !super2; 
donde_estas3 := “man2a”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoA := !maq4_mantenimientoA  + !super2; 
donde_estas4 := “man2a”; inicio4:= IntInf.toInt (Time())) else 
if (n_maquina_int1 = 1) then (maq1_mantenimientoB := !maq1_mantenimientoB + !super2; 
donde_estas1 := “man2b”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoB := !maq2_mantenimientoB  + !super2; 
donde_estas2 := “man2b”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoB := !maq3_mantenimientoB  + !super2; 
donde_estas3 := “man2b”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoB := !maq4_mantenimientoB  + !super2; 
donde_estas4 := “man2b”; inicio4:= IntInf.toInt (Time()))); 
 
(* Función statmaq_espera2 (n_maquina_int1, operacion_int1) . En esta función se actualizan las 
variables donde se almacenan los tiempos de espera al operario de cada máquina y palet *) 
  
fun statmaq_espera2 (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
maq1_espera_operA := !maq1_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera1A) 
else if (n_maquina_int1 = 2)  then maq2_espera_operA := !maq2_espera_operA +  
(IntInf.toInt (Time()) - !tiempo_espera2A)  
else if (n_maquina_int1 = 3)  then maq3_espera_operA := !maq3_espera_operA +  
(IntInf.toInt (Time()) - !tiempo_espera3A) 
else maq4_espera_operA := !maq4_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera4A)  
else if (n_maquina_int1 = 1) then  
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maq1_espera_operB := !maq1_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera1B) 
else if (n_maquina_int1 = 2)  then maq2_espera_operB := !maq2_espera_operB +  
(IntInf.toInt (Time()) - !tiempo_espera2B) else if (n_maquina_int1 = 3)  then  
maq3_espera_operB := !maq3_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera3B) 
else maq4_espera_operB := !maq4_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera4B )); 
 
(* Página EXTERIOR. Proviene de la transición proceso del palet exterior de la página   
PROCESO *) 
 
(* Funciones llamadas en la transición carga y descarga palet exterior *) 
(* Función actualizar_en_cola2 (n_maquina_ext1) . En esta función se actualizan a 1 las variables 
que indican  que la máquina no está en la cola de alimentación del robot *)  
 
fun actualizar_en_cola2 (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then tiempo_cola1 := 1 
else if (n_maquina_ext1 = 2) then tiempo_cola2 := 1 
else if (n_maquina_ext1 = 3) then tiempo_cola3 := 1 
else tiempo_cola4 := 1); 
 
 (* Función statrobot1 (operacion_ext1) . En esta función se actualizan las variables donde se 
almacenan los tiempos de carga y descarga del robot *) 
 
fun statrobot1 (operación_ext1) = 
(if (operación_ext1 = A) then robot_cyd := !robot_cyd + !cydA 
else robot_cyd := !robot_cyd + !cydB); 
 
(* Función statmaq_produccion (n_maquina_ext1, operacion_ext1) . En esta función se actualizan 
las variables donde se almacenan las producciones para cada máquina y palet *) 
 
fun statmaq_produccion (n_maquina_ext1, operación_ ext1 ) = 
(if (operación_ext1 = A) then if (n_maquina_ext1 = 1) then 
maq1_produccionA := !maq1_produccionA + 1 
else if (n_maquina_ext1 = 2) then 
maq2_produccionA := !maq2_produccionA + 1 
else if (n_maquina_ext1 = 3) then 
maq3_produccionA := !maq3_produccionA + 1 
else maq4_produccionA := !maq4_produccionA + 1 
else if (n_maquina_ext1 = 1) then 
maq1_produccionB := !maq1_produccionB + 1 
else if (n_maquina_ext1 = 2) then 
maq2_produccionB := !maq2_produccionB + 1 
else if (n_maquina_ext1 = 3) then 
maq3_produccionB := !maq3_produccionB + 1 
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A.3 Estrategia CFO. 
Se va a presentar el modelo completo de esta estrategia. Primero se presentan todos los 
submodelos y al final las declaraciones global y local. 
A.3.1 Mapa Jerárquico, Hierarchy. 
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A.3.2 Submodelo PRINCIPAL. 
 
A.3.3 Submodelo Inicialización de Datos, INICIALIZAR. 
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A.3.5 Submodelo Proceso del Palet Interior, INTERIOR. 
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A.3.6 Submodelo Cambio de Herramienta y Supervisión, OPERARIO. 
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A.3.9 Submodelo RESULTADOS. 
 
A.3.10 Declaración Global, DECLARACION. 
(* DECLARACION GLOBAL *) 
 
(*  Tipo que gestiona el inicio y final de la simulación *) 
color MARCA = with M timed; 
var marca : Marca; 
var marcafin : MARCA; 
 
(* Tipo que representa al operario *) 
color OPERARIO = with O timed; 
var operario : OPERARIO; 
 
(* Tipo que representa al Robot *) 
color ROB = with R; 
var rob : ROB; 
color I = int; 
var I : I; 
var inew : I; 
var distancia : I; 
color CAMINO = int; 
var camino1 : CAMINO; 
var camino2 : CAMINO; 
color ROBOT = product ROB * I * CAMINO timed; 
 
Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  153
 
var robot1 : ROBOT; 
var robot2 : ROBOT; 
 
(* Tipo que gestiona el final de la simulación, y el pulmón de piezas *) 
color COND_FINAL = int; 
var cond_final : COND_FINAL; 
var almacen : COND_FINAL; 
var cond_final1 : COND_FINAL; 
 
(* Tipo que sirve de contador de producción *) 
color HECHO = int; 
var hecho : HECHO; 
 
(* Tipo que representa al palet *) 
color OPERACION = with A | B timed; 
var operacion_int1 : OPERACION; 
var operacion_int2 : OPERACION; 
var operacion_ext1 : OPERACION; 
var operacion_ext2 : OPERACION; 
color N_MAQUINA = int; 
var n_maquina_int1 : N_MAQUINA; 
var n_maquina_int2 : N_MAQUINA; 
var n_maquina_ext1 : N_MAQUINA; 
var n_maquina_ext2 : N_MAQUINA; 
color HERRAMIENTA = int; 
var herramienta_int1 : HERRAMIENTA; 
var herramienta_int2 : HERRAMIENTA; 
var herramienta_ext1 : HERRAMIENTA; 
var herramienta_ext2 : HERRAMIENTA; 
color PALET = product N_MAQUINA * OPERACIÓN * HERRAMIENTA timed; 
var palet_int1 : PALET; 
var palet_int2 : PALET;  
var palet_ext1 : PALET;  
var palet_ext2 : PALET; 
 
(* Tipo que representa la máquina *) 
color MAQUINA = product PALET * PALET timed; 
var maquina : MAQUINA; 
 
(* Tipo que representa las piezas *) 
color PIEZA = with P_A | P_B timed; 
var pieza : PIEZA; 
 
(* Tipos que permiten enviar información desde el submodelo INTERIOR al submodelo ROBOT *) 
color ROBOT_EN_ESPERA = int; 
var robot_en_espera1 : ROBOT_EN_ESPERA; 
var robot_en_espera2 : ROBOT_EN_ESPERA; 
color N_MAQ_FUERA = int; 
var n_maq_fuera1 : N_MAQ_FUERA; 
var n_maq_fuera2 : N_MAQ_FUERA; 
color FUERA_LINEA = product ROBOT_EN_ESPERA * N_MAQ_FUERA timed; 
var marca_maq_fuera1 : FUERA_LINEA; 
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var marca_maq_fuera2 : FUERA_LINEA; 
 
color ROBOT_A_0 = int; 
var robot _a_01 : ROBOT_A_0; 
var robot _a_02 : ROBOT_A_0; 
color N_MAQ_DENTRO = int; 
var n_maq_dentro1 : N_MAQ_DENTRO; 
var n_maq_dentro2 : N_MAQ_DENTRO; 
color DENTRO_LINEA = product ROBOT_A_0 * N_MAQ_DENTRO timed; 
var marca_maq_dentro1 : DENTRO_LINEA; 
var marca_maq_dentro2 : DENTRO_LINEA; 
 
(* Variables de referencia utilizada para gestionar el tiempo, almacenar los resultados, gestionar 
el proceso y parámetros del sistema *) 
val Time = time; 
val par = !; 
val anterior = ref 0; 
val siguiente = ref 0; 
val diferencia = ref 0; 
val herra1A = ref 0; 
val herra1B = ref 0; 
val herra2A = ref 0; 
val herra2B = ref 0; 
val herra3A = ref 0; 
val herra3B = ref 0; 
val herra4A = ref 0; 
val herra4B = ref 0; 
val fuera_linea1 = ref 0; 
val fuera_linea2 = ref 0; 
val fuera_linea3 = ref 0;  
val fuera_linea4 = ref 0; 
val saltar1 = ref 0; 
val saltar2 = ref 0; 
val saltar3 = ref 0; 
val saltar4 = ref 0; 
val en_cola_1 = ref 0; 
val en_cola_2 = ref 0; 
val en_cola_3 = ref 0; 
val en_cola_4 = ref 0; 
val t_robot1 = ref 0; 
val t_robot2 = ref 0; 
val t_robot3 = ref 0; 
val t_robot4 = ref 0; 
val t_desp1 = ref 0; 
val t_desp2 = ref 0; 
val t_desp3 = ref 0; 
val t_desp4 = ref 0; 
val t_ini_mec1 = ref 0; 
val t_ini_mec2 = ref 0; 
val t_ini_mec3 = ref 0; 
val t_ini_mec4 = ref 0; 
val t_ini_cerrar_b1 = ref 0; 
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val t_ini_cerrar_b2 = ref 0; 
val t_ini_cerrar_b3 = ref 0; 
val t_ini_cerrar_b4 = ref 0; 
val generar_marca = ref 0; 
val donde_estas1 = ref “”; 
val donde_estas2 = ref “”; 
val donde_estas3 = ref “”; 
val donde_estas4 = ref “”; 
val inicio1 = ref 0; 
val inicio2 = ref 0; 
val inicio3 = ref 0; 
val inicio4 = ref 0; 
val min = ref 0; 
val smin = ref 0; 
val operario_A = ref 0; 
val operario_B = ref 0; 
val robot_d = ref 0; 
val robot_cyd = ref 0; 
val maq1_mecA = ref 0; 
val maq1_mecB = ref 0; 
val maq2_mecA = ref 0; 
val maq2_mecB = ref 0; 
val maq3_mecA = ref 0; 
val maq3_mecB = ref 0; 
val maq4_mecA = ref 0; 
val maq4_mecB = ref 0; 
val maq1_rotar = ref 0; 
val maq2_rotar = ref 0; 
val maq3_rotar = ref 0; 
val maq4_rotar = ref 0; 
val maq1_mantenimientoA = ref 0; 
val maq1_mantenimientoB = ref 0; 
val maq2_mantenimientoA = ref 0; 
val maq2_mantenimientoB = ref 0; 
val maq3_mantenimientoA = ref 0; 
val maq3_mantenimientoB = ref 0; 
val maq4_mantenimientoA = ref 0; 
val maq4_mantenimientoB = ref 0; 
val maq1_produccionA = ref 0; 
val maq1_produccionB = ref 0; 
val maq2_produccionA = ref 0; 
val maq2_produccionB = ref 0; 
val maq3_produccionA = ref 0; 
val maq3_produccionB = ref 0; 
val maq4_produccionA = ref 0; 
val maq4_produccionB = ref 0; 
val maq1_espera_operA = ref 0; 
val maq1_espera_operB = ref 0; 
val maq2_espera_operA = ref 0; 
val maq2_espera_operB = ref 0; 
val maq3_espera_operA = ref 0; 
val maq3_espera_operB = ref 0; 
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val maq4_espera_operA = ref 0; 
val maq4_espera_operB = ref 0; 
val tiempo_espera1A = ref 0; 
val tiempo_espera1B = ref 0; 
val tiempo_espera2A = ref 0; 
val tiempo_espera2B = ref 0; 
val tiempo_espera3A = ref 0; 
val tiempo_espera3B = ref 0; 
val tiempo_espera4A = ref 0; 
val tiempo_espera4B = ref 0; 
val mecA = ref 0; 
val mecB = ref 0; 
val rotar = ref 0; 
val super1 = ref 0; 
val super2 = ref 0; 
val abrir = ref 0; 
val cydA = ref 0; 
val cydB= ref 0; 
val cerrarA = ref 0; 
var cerrarB = ref 0; 
val dif1 = ref 0; 
val dif2 = ref 0; 
val dif3 = ref 0; 
val maninf = ref 0.0; 
val mansup = ref 0.0; 
val simulacion = ref 0; 
val fichero_res = ref “”; 
 
(* Función que permite calcular números aleatorios con distribución uniforme *) 
 
fun obtener_herra () = 
floor (uniform (! maninf, ! mansup)); 
 
(* Funciones que no han cabido dentro de la declaración temporal *) 
 
(* Función que pasa un string a entero *) 
 
fun obtener_entero (texto : string) = ( case ( Int.fromString ( texto)) 
                                                   of SOME (i) => i | NONE => 0); 
 
(* Página INICIALIZAR. Proviene de la transición inicializar de la página PRINCIPAL *) 
 
(* Función llamada en la transición generar marca *) 
(* Función inicializar (). En esta función se inicializan las variables y se crean las marcas 
condición final y almacén. La información para inicializar los parámetros del sistema se lee de un 
fichero de entrada de datos situado en el path /home/sandra/CPN/sandra/datos_entrada.txt *) 
 
 fun inicializar () = 
(let 
val entrada = TextIO.openIn “/home/sandra/CPN/sandra/datos_entrada.txt”; 
val comentario = TextIO.inputLine (entrada); 
val base_fichero = TextIO.inputLine (entrada); 
 
Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  157
 
val longitud = size(base_fichero) – 1; 
val base_fichero = substring (base_fichero, o, longitud); 
val simul = (Int.toString ( !simulacion)); 
val comentario = TextIO.inputLine (entrada); 
val comentario = TextIO.inputLine (entrada); 
val  mecat = TextIO.inputLine (entrada); 
val mecaint = obtener_ entero ( mecat); 
val longitud = size (mecat) –3; 
val mecat = substring (mecat, 0, longitud); 
val comentario = TextIO.inputLine (entrada); 
val  mecbt = TextIO.inputLine (entrada); 
val mecbint = obtener_ entero ( mecbt); 
val longitud = size (mecbt) –3; 
val mecbt = substring (mecbt, 0, longitud); 
val comentario = TextIO.inputLine (entrada); 
val rotart = TextIO.inputLine (entrada); 
val rotarint = obtener_entero (rotart); 
val comentario = TextIO.inputLine (entrada); 
val super1t = TextIO.inputLine (entrada); 
val super1int = obtener_entero (super1t); 
val comentario = TextIO.inputLine (entrada); 
val super2t = TextIO.inputLine (entrada); 
val super2int = obtener_entero (super2t); 
val comentario = TextIO.inputLine (entrada); 
val abrirt = TextIO.inputLine (entrada); 
val abrirint = obtener_entero (abrirt); 
val comentario = TextIO.inputLine (entrada); 
val cydat = TextIO.inputLine (entrada); 
val cydaint = obtener_entero (cydat); 
val comentario = TextIO.inputLine (entrada); 
val cydbt = TextIO.inputLine (entrada); 
val cydbint = obtener_entero (cydbt); 
val comentario = TextIO.inputLine (entrada); 
val cerrarat = TextIO.inputLine (entrada); 
val cerraraint = obtener_entero (cerrarat); 
val comentario = TextIO.inputLine (entrada); 
val cerrarbt = TextIO.inputLine (entrada); 
val cerrarbint = obtener_entero (cerrarbt); 
val comentario = TextIO.inputLine (entrada); 
val dif1t = TextIO.inputLine (entrada); 
val dif1int = obtener_entero (dif1t); 
val comentario = TextIO.inputLine (entrada); 
val dif2t = TextIO.inputLine (entrada); 
val dif2int = obtener_entero (dif2t); 
val comentario = TextIO.inputLine (entrada); 
val dif3t = TextIO.inputLine (entrada); 
val dif3int = obtener_entero (dif3t); 
val comentario = TextIO.inputLine (entrada); 
val maninft = TextIO.inputLine (entrada); 
val maninfint = obtener_entero (maninft); 
val maninfreal = Real.fromInt (maninfint); 
val comentario = TextIO.inputLine (entrada); 
 
               Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  158
 
val mansupt = TextIO.inputLine (entrada); 
val mansupint = obtener_entero (mansupt); 
val mansupreal = Real.fromInt (mansupint); 
val comentario = TextIO.inputLine (entrada); 
val cond_finalt =TextIO.inputLine (entrada); 
val cond_final = obtener_entero (cond_finalt); 
val almacen = cond_final + 1000; 
val nombre_fichero = base_fichero ^ ”A” ^ mecat ^ ”B” ^ mecbt ^ “_CFO1_” ^ simul ^ ”.txt”; 
val asignar_ref = ( 
mecA := mecaint; mecB := mecbint; rotar := rotarint; super1 := super1int;  
super2 := super2int;  abrir := abrirint; cydA := cydaint; cydB := cydbint; cerrarA := cerraraint; 
cerrarB := cerrarbint; dif1 := dif1int; dif2 := dif2int; dif3 := dif3int; mansup := mansupreal; 
maninf := maninfreal; fichero_res := nombre_fichero; 
herra1A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra1B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra2A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra2B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra3A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra3B := (IntInf.toInt (Time()) + obtener_herra ()); 
herra4A := (IntInf.toInt (Time()) + obtener_herra ()); 
herra4B := (IntInf.toInt (Time()) + obtener_herra ()); 
anterior := 0; siguiente := 0; diferencia := 0; fuera_linea1 := 0; fuera_linea2 := 0;  
fuera_linea3 := 0; fuera_linea4 := 0; saltar1 := 0; saltar2 := 0; saltar3 := 0; saltar4 := 0; 
en_cola_1 := 0; en_cola_2 := 0; en_cola_3 := 0; en_cola_4 := 0; generar_marca := 0;  
donde_estas1 := “”; donde_estas2 := “”; donde_estas3 := “”; donde_estas4 := “”;  
inicio1 := 0; inicio2:= 0; inicio3 := 0; inicio4 := 0; operario_A := 0; operario_B:= 0; robot_d := 0; 
robot_cyd := 0; maq1_mecA := 0; maq1_mecB := 0; maq2_mecA := 0; maq2_mecB := 0; 
maq3_mecA := 0; maq3_mecB := 0; maq4_mecA := 0;  
maq4_mecB := 0; maq1_rotar := 0; maq2_rotar := 0; maq3_rotar := 0; maq4_rotar := 0; 
maq1_mantenimientoA := 0; maq1_mantenimientoB := 0; maq2_mantenimientoA := 0; 
maq2_mantenimientoB := 0; maq3_mantenimientoA := 0; maq3_mantenimientoB := 0; 
maq4_mantenimientoA := 0; maq4_mantenimientoB := 0; maq1_produccionA := 0; 
maq1_produccionB := 0; maq2_produccionA := 0; maq2_produccionB := 0;  
maq3_produccionA := 0; maq3_produccionB := 0; maq4_produccionA := 0;  
maq4_produccionB := 0; maq1_espera_operA : =0; maq1_espera_operB : =0;  
maq2_espera_operA : =0; maq2_espera_operB : =0; maq3_espera_operA : =0; 
maq3_espera_operB : =0; maq4_espera_operA : =0; maq4_espera_operB : =0;  
tiempo_espera1A := 0; tiempo_espera1B := 0; tiempo_espera2A := 0; 
tiempo_espera2B := 0; tiempo_espera3A := 0; tiempo_espera3B := 0;  





(* Página RESULTADOS. Proviene de la transición resultados de la página PRINCIPAL *) 
 
(* Función llamada en la transición sacar informe *) 
(* Función sacar_datos (). En esta función se actualizan los resultados y se crea un fichero de 
salida donde se vuelcan estos resultados actualizados. También se calcula el número de la próxima 
réplica para, en la próxima simulación, formar el nombre del fichero de salida de resultados *) 
 
fun sacra_datos () = 
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( let 
val tiempo = Time (); 
val tiempo_int = IntInf.toInt tiempo; 
val r_libre = tiempo_int – (!robot_d + !robot_cyd); 
val r_ocupado = !robot_d + !robot_cyd; 
val rectificación1 = tiempo_int - !inicio1; 
val rectificación2 = tiempo_int - !inicio2; 
val rectificación3 = tiempo_int - !inicio3; 
val rectificación4 = tiempo_int - !inicio4; 
val asignar_ref = ( 
(if (!donde_estas1 = “otr”) then () else 
if (!donde_estas1 = “rot”) then 
maq1_rotar := !maq1_rotar - !rotar + rectificacion1 
else if ((donde_estas1 = “meca”) then 
maq1_mecA := !maq1_mecA - !mecA + rectificacion1 
else if (!donde_estas1 = “mecb”) then 
maq1_mecB := !maq1_mecB - !mecB + rectificacion1 
else if (!donde_estas1 = “espa”) then 
maq1_espera_operA :=!maq1_espera_operA + rectificacion1 
else if (!donde_estas1 = “espa”) then 
maq1_espera_operB :=!maq1_espera_operB + rectificacion1 
else if (!donde_estas1 = “man1a”) then 
if((!inicio1 + !super1) > tiempo_int) then 
(maq1_mantenimientoA :=!maq1_mantenimientoA - !super1 + rectificacion1; 
operario_A:=!operario_A - !super1 + rectificacion1) else () 
else if (!donde_estas1 = “man1b”) then 
if((!inicio1 + !super1) > tiempo_int) then 
(maq1_mantenimientoA :=!maq1_mantenimientoA - !super2 + rectificacion1; 
operario_A:=!operario_A - !super2 + rectificacion1) else () 
else if((!inicio1 + !super2) > tiempo_int) then 
(maq1_mantenimientoB :=!maq1_mantenimientoB - !super2 + rectificacion1; 
operario_B:=!operario_B - !super2 + rectificacion1) else ()); 
 
(if (!donde_estas2 = “otr”) then () else 
if (!donde_estas2 = “rot”) then 
maq2_rotar := !maq2_rotar - !rotar + rectificacion2 
else if ((donde_estas2 = “meca”) then 
maq2_mecA := !maq2_mecA - !mecA + rectificacion2 
else if (!donde_estas2 = “mecb”) then 
maq2_mecB := !maq2_mecB - !mecB + rectificacion2 
else if (!donde_estas2 = “espa”) then 
maq2_espera_operA :=!maq2_espera_operA + rectificacion2 
else if (!donde_estas2 = “espa”) then 
maq2_espera_operB :=!maq2_espera_operB + rectificacion2 
else if (!donde_estas2 = “man1a”) then 
if((!inicio2 + !super1) > tiempo_int) then 
(maq2_mantenimientoA :=!maq2_mantenimientoA - !super1 + rectificacion2; 
operario_A:=!operario_A - !super1 + rectificacion2) else () 
else if (!donde_estas2 = “man1b”) then 
if((!inicio2 + !super1) > tiempo_int) then 
(maq2_mantenimientoA :=!maq2_mantenimientoA - !super2 + rectificacion2; 
operario_A:=!operario_A - !super2 + rectificacion2) else () 
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else if((!inicio2 + !super2) > tiempo_int) then 
(maq2_mantenimientoB :=!maq2_mantenimientoB - !super2 + rectificacion2; 
operario_B:=!operario_B - !super2 + rectificacion2) else ()); 
(if (!donde_estas3 = “otr”) then () else 
if (!donde_estas3 = “rot”) then 
maq3_rotar := !maq3_rotar - !rotar + rectificacion3 
else if ((donde_estas3 = “meca”) then 
maq3_mecA := !maq3_mecA - !mecA + rectificacion3 
else if (!donde_estas3 = “mecb”) then 
maq3_mecB := !maq3_mecB - !mecB + rectificacion3 
else if (!donde_estas3 = “espa”) then 
maq3_espera_operA :=!maq3_espera_operA + rectificacion3 
else if (!donde_estas3 = “espa”) then 
maq3_espera_operB :=!maq3_espera_operB + rectificacion3 
else if (!donde_estas3 = “man1a”) then 
if((!inicio3 + !super1) > tiempo_int) then 
(maq3_mantenimientoA :=!maq3_mantenimientoA - !super1 + rectificacion3; 
operario_A:=!operario_A - !super1 + rectificacion3) else () 
else if (!donde_estas3 = “man1b”) then 
if((!inicio3 + !super1) > tiempo_int) then 
(maq3_mantenimientoA :=!maq3_mantenimientoA - !super2 + rectificacion3; 
operario_A:=!operario_A - !super2 + rectificacion3) else () 
else if((!inicio3 + !super2) > tiempo_int) then 
(maq3_mantenimientoB :=!maq3_mantenimientoB - !super2 + rectificacion3; 
operario_B:=!operario_B - !super2 + rectificacion3) else ()); 
 
(if (!donde_estas4 = “otr”) then () else 
if (!donde_estas4 = “rot”) then 
maq4_rotar := !maq4_rotar - !rotar + rectificacion4 
else if ((donde_estas4 = “meca”) then 
maq4_mecA := !maq4_mecA - !mecA + rectificacion4 
else if (!donde_estas4 = “mecb”) then 
maq4_mecB := !maq4_mecB - !mecB + rectificacion4 
else if (!donde_estas4 = “espa”) then 
maq4_espera_operA :=!maq4_espera_operA + rectificacion4 
else if (!donde_estas4 = “espa”) then 
maq4_espera_operB :=!maq4_espera_operB + rectificacion4 
else if (!donde_estas4 = “man1a”) then 
if((!inicio4 + !super1) > tiempo_int) then 
(maq4_mantenimientoA :=!maq4_mantenimientoA - !super1 + rectificacion4; 
operario_A:=!operario_A - !super1 + rectificacion4) else () 
else if (!donde_estas4 = “man1b”) then 
if((!inicio4 + !super1) > tiempo_int) then 
(maq4_mantenimientoA :=!maq4_mantenimientoA - !super2 + rectificacion4; 
operario_A:=!operario_A - !super2 + rectificacion4) else () 
else if((!inicio4 + !super2) > tiempo_int) then 
(maq4_mantenimientoB :=!maq4_mantenimientoB - !super2 + rectificacion4; 
operario_B:=!operario_B - !super2 + rectificacion4) else ()); 
 
simulacion := (!simulacion + 1)); 
 
val o_libre = tiempo_int – (!operario_A + !operario_B); 
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val o_ocupado = !operario_A + !operario_B; 
val maq1_mec = !maq1_mecA + !maq1_mecB; 
val maq2_mec = !maq2_mecA + !maq2_mecB; 
val maq3_mec = !maq3_mecA + !maq3_mecB; 
val maq4_mec = !maq4_mecA + !maq4_mecB; 
val maq1_esperando = !maq1_espera_operA + !maq1_espera_operB; 
val maq2_esperando = !maq2_espera_operA + !maq2_espera_operB; 
val maq3_esperando = !maq3_espera_operA + !maq3_espera_operB; 
val maq4_esperando = !maq4_espera_operA + !maq4_espera_operB; 
val maq1_mantenimiento = !maq1_mantenimientoA + !maq1_mantenimientoB; 
val maq2_mantenimiento = !maq2_mantenimientoA + !maq2_mantenimientoB; 
val maq3_mantenimiento = !maq3_mantenimientoA + !maq3_mantenimientoB; 
val maq4_mantenimiento = !maq4_mantenimientoA + !maq4_mantenimientoB; 
val tiempo_muerto1 = tiempo_int – (maq1_mec + !maq1_rotar + maq1_esperando + 
maq1_mantenimiento); 
val tiempo_muerto2 = tiempo_int – (maq2_mec + !maq2_rotar + maq2_esperando + 
maq2_mantenimiento); 
val tiempo_muerto3 = tiempo_int – (maq3_mec + !maq3_rotar + maq3_esperando + 
maq3_mantenimiento); 
val tiempo_muerto4 = tiempo_int – (maq4_mec + !maq4_rotar + maq4_esperando + 
maq4_mantenimiento); 
val produccion1 = !maq1_produccionA + !maq1_produccionB; 
val produccion2 = !maq2_produccionA + !maq2_produccionB; 
val produccion3 = !maq3_produccionA + !maq3_produccionB; 
val produccion4 = !maq4_produccionA + !maq4_produccionB; 
val fichero = TextIO.openOut (!fichero_res); 
in 
(TextIO.output (fichero, (“\t CFO \n”)); 
TextIO.output (fichero, (“\t RESULTADOS \n”)); 
TextIO.output (fichero, (“Tiempo de simulacion \t”)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t OPERARIO \n”)); 
TextIO.output (fichero, (“Tiempo  operario libre \t”)); 
TextIO.output (fichero, (Int.toString o_libre)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado A \t”)); 
TextIO.output (fichero, (Int.toString (!operario_A))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado B \t”)); 
TextIO.output (fichero, (Int.toString (!operario_B))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  operario ocupado \t”)); 
TextIO.output (fichero, (Int.toString o_ocupado)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t ROBOT \n”)); 
TextIO.output (fichero, (“Tiempo  robot libre \t”)); 
TextIO.output (fichero, (Int.toString r_libre)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  robot en desplazamientos \t”)); 
TextIO.output (fichero, (Int.toString (!robot_d))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  robot en carga y descarga \t”)); 
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TextIO.output (fichero, (Int.toString (!robot_cyd))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo robot ocupado \t”)); 
TextIO.output (fichero, (Int.toString r_ocupado)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t MAQUINA 1 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mec \t”)); 
TextIO.output (fichero, (Int.toString maq1_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq1_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq1_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq1_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq1_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ1 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t MAQUINA 2 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mecA))); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ2 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mec \t”)); 
TextIO.output (fichero, (Int.toString maq2_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq2_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq2_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto2)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq2_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq2_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ2 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion2)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 3 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mec \t”)); 
TextIO.output (fichero, (Int.toString maq3_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_rotar))); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ3 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq3_esperando)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq3_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto3)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq3_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq3_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ3 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion3)); 
TextIO.output (fichero, (“\n”)); 
     TextIO.output (fichero, (“\t MAQUINA 4 \n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mecA \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mecB \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mec \t”)); 
TextIO.output (fichero, (Int.toString maq4_mec)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 rotando palets \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_espera_operA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario B \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_espera_operB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 espera operario \t”)); 
TextIO.output (fichero, (Int.toString maq4_esperando)); 
TextIO.output (fichero, (“\n”)); 
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TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mantenimientoA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento B \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_mantenimientoB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 mantenimiento \t”)); 
TextIO.output (fichero, (Int.toString !maq4_mantenimiento)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 tiempo muerto \t”)); 
TextIO.output (fichero, (Int.toString tiempo_muerto4)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion A \t”)); 
TextIO.output (fichero, (Int.toString (!maq4_produccionA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion B\t”)); 
TextIO.output (fichero, (Int.toString (!maq4_produccionB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  MAQ4 produccion \t”)); 
TextIO.output (fichero, (Int.toString produccion1)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“\t TIEMPOS DE ENTRADA “)); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mecanizado A \t”)); 
TextIO.output (fichero, (Int.toString (!mecA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mecanizado B \t”)); 
TextIO.output (fichero, (Int.toString (!mecB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo  de rotación palets \t”)); 
TextIO.output (fichero, (Int.toString (!rotar))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de supervisión 1 \t”)); 
TextIO.output (fichero, (Int.toString (!super1))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de supervisión 2 \t”)); 
TextIO.output (fichero, (Int.toString (!super2))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de abrir bridas \t”)); 
TextIO.output (fichero, (Int.toString (!abrir))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de carga y descarga A \t”)); 
TextIO.output (fichero, (Int.toString (!cydA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de carga y descarga B \t”)); 
TextIO.output (fichero, (Int.toString (!cydB))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de cerrar bridas  A \t”)); 
TextIO.output (fichero, (Int.toString (!cerrarA))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de cerrar bridas B \t”)); 
TextIO.output (fichero, (Int.toString (!cerrarB))); 
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TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 1 \t”)); 
TextIO.output (fichero, (Int.toString (!dif1))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 2 \t”)); 
TextIO.output (fichero, (Int.toString (!dif2))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo entre maq a distancia 3 \t”)); 
TextIO.output (fichero, (Int.toString (!dif3))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mantenimiento inferior\t”)); 
TextIO.output (fichero, (Real.toString (!maninf))); 
TextIO.output (fichero, (“\n”)); 
TextIO.output (fichero, (“Tiempo de mantenimiento superior \t”)); 





A.3.11 Declaración Temporal, CODIGOS. 
(* DECLARACIÓN TEMPORAL *) 
 
(* Funciones llamadas en las transiciones *) 
 
(* Página PROCESO. Proviene de la transición proceso de  la página PRINCIPAL *) 
 
(* Función llamada en la transición definir maquina *) 
(* Función ini_saltar (n_maquina_ext1). En esta función se actualizan las variables binarias que 
indican si una máquina está servida, dando el valor 0 a no servida. También se actualizan las 
variables que indican donde está el palet. Estas últimas variables se utilizan para actualizar los 
resultados en la última transición *) 
 
fun ini_saltar (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then (saltar1 := 0; donde_estas1 := “otr”; inicio1 := 0) 
else if (n_maquina_ext1 = 2) then (saltar2 := 0; donde_estas2 := “otr” ; inicio2 := 0) 
else if (n_maquina_ext1 = 3) then (saltar3 := 0; donde_estas3 := “otr”; inicio3 := 0) 
else (saltar4 .= 0; donde_estas4 :=”otr”; inicio4 := 0)); 
 
(*Función llamada en la transición rotar palet *) 
(* Función statmaq_rotar (n_maquina_int1). En esta función se actualizan las variables donde se 
almacenan los resultados de rotar palet de cada máquina y las variables que indican en que 
operación está el palet y el tiempo de inicio *)  
 
fun statmaq_rotar (n_maquina_int1) = 
(if (n_maquina_int1 = 1) then (maq1_rotar := !maq1_rotar + !rotar; donde_estas1 := “rot”; 
inicio1 := Int.Inf.to Int (time())) else if (n_maquina_int1 = 2) then  
(maq2_rotar := !maq2_rotar + !rotar; donde_estas2 := “rot”;  
inicio2 := Int.Inf.to Int (time())) else if (n_maquina_int1 = 3) then  
(maq3_rotar := !maq3_rotar + !rotar; donde_estas3 := “rot”; 
 
Modelado y análisis de un sistema de fabricación mediante Redes de Petri Coloreadas  167
 
inicio3 := IntInf.to Int (time())) else (maq4_rotar := !maq4_rotar + !rotar;  
donde_estas4 := “rot”; inicio4 := IntInf.to Int (time()))); 
 
(* Página INTERIOR. Proviene de la transición proceso interior de la página PROCESO *) 
 
(* Función llamada en la transición mecanizado del palet interior  *) 
(* Función calc_t_ini_mec (n_maquina_int1). En esta función se recoge el tiempo en que cada 
máquina inicia el mecanizado *) 
 
fun calc_t_ini_meq (n_maquina_int1) = 
(if (n_maquina_int1 = 1) then t_ini_mec1 := Int.Inf.to Int (time()) else if (n_maquina_int1 = 2) then 
t_ini_mec2 := Int.Inf.to Int (time()) else if (n_maquina_int1 = 3) then  
t_ini_mec3 := Int.Inf.to Int (time()) else t_ini_mec4 := Int.Inf.to Int (time())); 
 
(* Función statmaq_mec (n_maquina_int1, operación_int1). En esta función se actualizan las 
variables donde se almacenan los resultados del mecanizado de cada máquina y las variables que 
indican en que operación está el palet y el tiempo de inicio *) 
 
fun statmaq_mec (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
(maq1_mecA := !maq1_mecA + !mecA; donde_estas1 := “meca”; 
inicio1 := Int.Inf.to Int (time())) else if (n_maquina_int1 = 2) then  
(maq2_mecA := !maq2_mecA + !mecA; donde_estas2 := “meca”;  
inicio2 := Int.Inf.to Int (time())) else if (n_maquina_int1 = 3) then  
(maq3_mecA := !maq3_mecA + !mecA; donde_estas3 := “meca”; 
inicio3 := Int.Inf.to Int (time())) else (maq4_mecA := !maq4_mecA + !mecA;  
donde_estas4 := “meca”; inicio4 := Int.Inf.to Int (time())) else  
if (n_maquina_int1 = 1) then  (maq1_mecB := !maq1_mecB + !mecB;  
donde_estas1 := “mecb”; inicio1 := Int.Inf.to Int (time()))  
else if (n_maquina_int1 = 2) then  (maq2_mecB := !maq2_mecB + !mecB;  
donde_estas2 := “mecb”;  inicio2 := Int.Inf.to Int (time())) else  
if (n_maquina_int1 = 3) then  (maq3_mecB := !maq3_mecB + !mecB;  
donde_estas3 := “mecb”; inicio3 := Int.Inf.to Int (time())) else  
(maq4_mecB := !maq4_mecB + !mecB; donde_estas4 := “mecb”;  
inicio4 := Int.Inf.to Int (time()))); 
 
(* Función llamada en la transición espera operario *) 
(* Función statmaq_espera1 (n_maquina_int1, operación_int1). En esta función se actualizan las 
variables donde se almacenan el tiempo de inicio de espera al operario para cada operación y 
máquina y las variables que indican en que operación está el palet y el tiempo de inicio *) 
 
fun statmaq_espera1 (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
(tiempo_espera1A := IntInf.toInt (Time());  donde_estas1 := “espa”; 
inicio1 := Int.Inf.to Int (time())) else if (n_maquina_int1 = 2) then  
(tiempo_espera2A := IntInf.toInt (Time()); donde_estas2 := “espa”;  
inicio2 := Int.Inf.to Int (time())) else if (n_maquina_int1 = 3) then  
(tiempo_espera3A := IntInf.toInt (Time()); donde_estas3 := “espa”; 
inicio3 := Int.Inf.to Int (time())) else (tiempo_espera4A := IntInf.toInt (Time());  
donde_estas4 := “espa”; inicio4 := Int.Inf.to Int (time())) else  
if (n_maquina_int1 = 1) then (tiempo_espera1B := IntInf.toInt (Time());  
donde_estas1 := “espb”; inicio1 := Int.Inf.to Int (time())) else  
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if (n_maquina_int1 = 2) then  (tiempo_espera2B := IntInf.toInt (Time());  
donde_estas2 := “espb”; inicio2 := Int.Inf.to Int (time())) else  
if (n_maquina_int1 = 3) then (tiempo_espera3B := IntInf.toInt (Time());  
donde_estas3 := “espb”; inicio3 := Int.Inf.to Int (time())) else  
(tiempo_espera4B := IntInf.toInt (Time());  donde_estas4 := “espb”;  
inicio4 := Int.Inf.to Int (time()))); 
 
(* Función llamada en la transición cambio de herramienta ?? *) 
     (* Función cambio_herramienta (n_maquina_int1, operacion_int1, herramienta_int1). 
En esta función se da valor a los campos herramienta2 y robot en  espera2. El primer campo 
tomará valor 0 si no necesita cambio de herramienta, 1 si entra al cambio de herramienta y 2 si 
entra a la supervisión de pieza. El segundo campo tomará valor 1 si la máquina sale de línea y el 
robot la está esperando para cargarla y descargarla. Si no tomará valor 0. Además, en esta 
función también se actualizan las variables que calculan los números aleatorios de cambio de 
herramienta, las variables que indican si una máquina está fuera de línea y las variables que 
indican en que operación está el palet y el tiempo de inicio *) 
 
fun cambio_herramienta (n_maquina_int1, operación_int1, herramienta_int1) = 
(let 
val herramienta_int2 = (if (herramienta_int1 = 2) then herramienta_int1 else 
((if (n_maquina_int1 = 1) then (if (operación_int1 = A) then  
(if (!herra1A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra1B > (IntInf.toInt (Time()))) then 0 else 1)) else 
(if (n_maquina_int1 = 2) then (if (operación_int1 = A) then  
(if (!herra2A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra2B > (IntInf.toInt (Time()))) then 0 else 1)) else 
(if (n_maquina_int1 = 3) then (if (operación_int1 = A) then  
(if (!herra3A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra3B > (IntInf.toInt (Time()))) then 0 else 1)) else 
(if (operación_int1 = A) then  
(if (!herra4A > (IntInf.toint (Time()))) then 0 else 1) 
else (if (!herra4B > (IntInf.toInt (Time()))) then 0 else 1))))))); 
 
val actualizar_ref = ( 
(if (n_maquina_int1 = 1) then ( donde_estas1 := “otr”; inicio1 := 0) 
else if (n_maquina_int1 = 2) then ( donde_estas2 := “otr”; inicio2 := 0) 
else if (n_maquina_int1 = 3) then ( donde_estas3 := “otr”; inicio3 := 0) 
else ( donde_estas4 := “otr”; inicio4 := 0) 
(if (herramienta_int2 = 1) then if (n_maquina_int1 = 1) then fuera_linea1 := 1 
else if (n_maquina_int1 = 2) then fuera_linea2 : = 1 
else if (n_maquina_int1 = 3) then fuera_linea3 := 1 
else fuera_linea4 := 1 
else if (herramienta_int2 = 2) then ((if (n_maquina_int1 = 1) then (fuera_linea1 := 1;  
(if (operacion_int1 = A) then herra1A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra1B := (IntInf.toInt (Time()) + obtener_herra ()))) else ()); 
(if (n_maquina_int1 = 2) then (fuera_linea2 := 1;  
(if (operacion_int1 = A) then herra2A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra2B := (IntInf.toInt (Time()) + obtener_herra ()))) else ()); 
(if (n_maquina_int1 = 3) then (fuera_linea3 := 1;  
(if (operacion_int1 = A) then herra3A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra3B := (IntInf.toInt (Time()) + obtener_herra ()))) else ()); 
(if (n_maquina_int1 = 4) then (fuera_linea4 := 1;  
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(if (operacion_int1 = A) then herra4A := (IntInf.toInt (time()) + obtener_herra ()) 
else herra4B := (IntInf.toInt (Time()) + obtener_herra ()))) else ())) else ())); 
 
val robot_en_espera2 = if herramienta_int2 <> 0 andalso !generar_marca <> 0 





(* Página OPERARIO. Proviene de la transición cambio de herramienta y supervisión de la 
página INTERIOR *) 
 
(* Funciones llamadas desde la transición trabajo operario *) 
(* Función operario ( operación_int1, herramienta_int1 ). En esta función se actualizan las 
variables donde se almacenan el tiempo de trabajo del operario *) 
 
fun operario (operacion_int1, herramienta_int1) = 
(if (operacion_int1 = A) then if (herramienta_int1 = 1) then 
operario_A := !operario_A + !super1 
else operario_A := !operario_A + !super2 
else if (herramienta_int1 = 1) then  
operario_B := !operario_B + !super1 
else operario_B := !operario_B + !super2); 
 
(* Función statmaq_mantenimiento (n_maquina_int1, operacion_int1, herramienta_int1). En esta 
función se actualizan las variables donde se almacenan los resultados de mantenimiento de cada 
máquina y palet y las variables que indican en que operación está el palet y el tiempo de inicio *)  
 
fun statmaq_mantenimiento (n_maquina_int1, operación_int1, herramienta_int1) = 
(if (herramienta_int1 = 1) then if (operacion_int1 = A) then if (n_maquina_int1 = 1) then 
(maq1_mantenimientoA := !maq1_mantenimientoA  + !super1; 
donde_estas1 := “man1a”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoA := !maq2_mantenimientoA  + !super1; 
donde_estas2 := “man1a”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoA := !maq3_mantenimientoA  + !super1; 
donde_estas3 := “man1a”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoA := !maq4_mantenimientoA  + !super1; 
donde_estas4 := “man1a”; inicio4:= IntInf.toInt (Time())) else 
if (n_maquina_int1 = 1) then (maq1_mantenimientoB := !maq1_mantenimientoB + !super1; 
donde_estas1 := “man1b”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoB := !maq2_mantenimientoB  + !super1; 
donde_estas2 := “man1b”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoB := !maq3_mantenimientoB  + !super1; 
donde_estas3 := “man1b”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoB := !maq4_mantenimientoB  + !super1; 
donde_estas4 := “man1b”; inicio4:= IntInf.toInt (Time())) else 
if (operacion_int1 = A) then if (n_maquina_int1 = 1) then  
(maq1_mantenimientoA := !maq1_mantenimientoA  + !super2; 
donde_estas1 := “man2a”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoA := !maq2_mantenimientoA  + !super2; 
donde_estas2 := “man2a”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoA := !maq3_mantenimientoA  + !super2; 
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donde_estas3 := “man2a”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoA := !maq4_mantenimientoA  + !super2; 
donde_estas4 := “man2a”; inicio4:= IntInf.toInt (Time())) else 
if (n_maquina_int1 = 1) then (maq1_mantenimientoB := !maq1_mantenimientoB + !super2; 
donde_estas1 := “man2b”; inicio1:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 2) then (maq2_mantenimientoB := !maq2_mantenimientoB  + !super2; 
donde_estas2 := “man2b”; inicio2:= IntInf.toInt (Time())) 
else if (n_maquina_int1 = 3) then (maq3_mantenimientoB := !maq3_mantenimientoB  + !super2; 
donde_estas3 := “man2b”; inicio3:= IntInf.toInt (Time())) 
else (maq4_mantenimientoB := !maq4_mantenimientoB  + !super2; 
donde_estas4 := “man2b”; inicio4:= IntInf.toInt (Time()))); 
 
(* Función statmaq_espera2 (n_maquina_int1, operacion_int1) . En esta función se actualizan las 
variables donde se almacenan los tiempos de espera al operario para cada máquina y palet *) 
  
fun statmaq_espera2 (n_maquina_int1, operación_int1) = 
(if (operación_int1 = A) then if (n_maquina_int1 = 1) then  
maq1_espera_operA := !maq1_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera1A) 
else if (n_maquina_int1 = 2)  then maq2_espera_operA := !maq2_espera_operA + (IntInf.toInt 
(Time()) - !tiempo_espera2A) else if (n_maquina_int1 = 3)  then maq3_espera_operA := 
!maq3_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera3A) 
else maq4_espera_operA := !maq4_espera_operA + (IntInf.toInt (Time()) - !tiempo_espera4A) else 
if (n_maquina_int1 = 1) then  
maq1_espera_operB := !maq1_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera1B) 
else if (n_maquina_int1 = 2)  then maq2_espera_operB := !maq2_espera_operB + (IntInf.toInt 
(Time()) - !tiempo_espera2B) else if (n_maquina_int1 = 3)  then maq3_espera_operB := 
!maq3_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera3B) 
else maq4_espera_operB := !maq4_espera_operB + (IntInf.toInt (Time()) - !tiempo_espera4B )); 
 
(* Función llamada en la transición actualizar fuera de linea y t_robot *) 
(* Función act_fuera_t_robot (n_maquina_int1, operacion_int1). En esta función se da valor al 
campo robot_a_01 de una marca. Se le da el valor 1 si el robot está esperando porque todas las 
máquinas están fuera de línea y el valor 0 en caso contrario . Además, en esta función se 
actualizan las variables que indican si la máquina está fuera de línea, dando el valor 0 para 
indicar que vuelven a estar en línea, las variables que indican en que operación está el palet y el 
tiempo de incio y la función de coste sin tener en cuenta el desplazamiento del robot *)  
 
fun act_fuera_t_robot (n_maquina_int1, operacion_int1) = 
(let 
val robot_a_01 = if (!siguiente = 0) then 1 else 0; 
val asignar_ref = ( 
if (n_maquina_int1 = 1) then (fuera_linea1 := 0; 
donde_estas1 := “otr”; inicio1 := 0; 
if (!saltar1 = 0) then () 
else if (operacion_int1 = A) then 
if (IntInf.toInt(Time()) > (!t_ini_cerrar_b1 + !cerrarB)) then 
t_robot1 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot1 := !t_ini_cerrar_b1 + !cerrarB + !rotar + !abrir 
else if (IntInf.toInt(Time()) > (!t_ini_cerrar_b1 + !cerrarA)) then 
t_robot1 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot1 := !t_ini_cerrar_b1 + !cerrarA + !rotar + !abrir) 
else if (n_maquina_int1 = 2) then (fuera_linea2 := 0; 
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donde_estas2 := “otr”; inicio2 := 0; 
if (!saltar2 = 0) then () 
else if (operacion_int1 = A) then 
if (IntInf.toInt(Time()) > (!t_ini_cerrar_b2 + !cerrarB)) then 
t_robot2 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot2 := !t_ini_cerrar_b2 + !cerrarB + !rotar + !abrir 
else if (IntInf.toInt(Time()) > (!t_ini_cerrar_b2 + !cerrarA)) then 
t_robot2 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot2 := !t_ini_cerrar_b2 + !cerrarA + !rotar + !abrir) 
else if (n_maquina_int1 = 3) then (fuera_linea3 := 0; 
donde_estas3 := “otr”; inicio3 := 0; 
if (!saltar3 = 0) then () 
else if (operacion_int1 = A) then 
if (IntInf.toInt(Time()) > (!t_ini_cerrar_b3 + !cerrarB)) then 
t_robot3 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot3 := !t_ini_cerrar_b3 + !cerrarB + !rotar + !abrir 
else if (IntInf.toInt(Time()) > (!t_ini_cerrar_b3 + !cerrarA)) then 
t_robot3 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot3 := !t_ini_cerrar_b3 + !cerrarA + !rotar + !abrir) else 
(fuera_linea4 := 0; donde_estas4 := “otr”; inicio4 := 0; 
if (!saltar4 = 0) then () 
else if (operacion_int1 = A) then 
if (IntInf.toInt(Time()) > (!t_ini_cerrar_b4 + !cerrarB)) then 
t_robot4 := IntInf.toInt(Time()) + !rotar + !abrir else 
t_robot4 := !t_ini_cerrar_b4 + !cerrarB + !rotar + !abrir 
else if (IntInf.toInt(Time()) > (!t_ini_cerrar_b4 + !cerrarA)) then 
t_robot4 := IntInf.toInt(Time()) + !rotar + !abrir else 





(* Página EXTERIOR. Proviene de la transición proceso del palet exterior de la página   
PROCESO *) 
 
(* Función llamada en la transición generar cola de maquinas *) 
(* Función actualizar_en_cola (n_maquina_ext1). En esta función se actualizan a 1 las variables 
que indican que una máquina está lista para la carga y descarga *) 
 
fun actualizar_en_cola (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then en_cola_1 := 1 
else if (n_maquina_ext1 = 2) then en_cola_2 := 1 
else if (n_maquina_ext1 = 3) then en_cola_3 := 1 
else en_cola_4 := 1); 
 
(* Funciones llamadas en la transición carga y descarga palet exterior *) 
(* Función actualizar_en_cola2 (n_maquina_ext1) . En esta función se actualizan a 0 las variables 
que indican que la máquina está lista para la carga y descaga *)  
 
fun actualizar_en_cola2 (n_maquina_ext1) = 
(if (n_maquina_ext1 = 1) then en_cola_1 := 0 
else if (n_maquina_ext1 = 2) then en_cola_2 := 0 
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else if (n_maquina_ext1 = 3) then en_cola_3 := 0 
else en_cola_4 := 0); 
 
(* Función statrobot1 (operacion_ext1) . En esta función se actualizan las variables donde se 
almacenan los tiempos de carga y descarga del robot *) 
 
fun statrobot1 (operación_ext1) = 
(if (operación_ext1 = A) then robot_cyd := !robot_cyd + !cydA 
else robot_cyd := !robot_cyd + !cydB); 
 
(* Función statmaq_produccion (n_maquina_ext1, operacion_ext1) . En esta función se actualizan 
las variables donde se almacenan las producciones para cada máquina y palet *) 
 
fun statmaq_produccion (n_maquina_ext1, operación_ ext1 ) = 
(if (operación_ext1 = A) then if (n_maquina_ext1 = 1) then 
maq1_produccionA := !maq1_produccionA + 1 
else if (n_maquina_ext1 = 2) then 
maq2_produccionA := !maq2_produccionA + 1 
else if (n_maquina_ext1 = 3) then 
maq3_produccionA := !maq3_produccionA + 1 
else maq4_produccionA := !maq4_produccionA + 1 
else if (n_maquina_ext1 = 1) then 
maq1_produccionB := !maq1_produccionB + 1 
else if (n_maquina_ext1 = 2) then 
maq2_produccionB := !maq2_produccionB + 1 
else if (n_maquina_ext1 = 3) then 
maq3_produccionB := !maq3_produccionB + 1 
else maq4_produccionB := !maq4_produccionB + 1); 
 
(* Función llamada en la transición calc_t_robot *) 
(* Función calc_t_robot (n_maquina_ext1, operacion_ext1). En esta función se calcula la función 
de coste y se actualizan las variables que indican que la máquina está servida *) 
 
fun calc_t_robot (n_maquina_ext1, operacion_ext1) = 
(if (n_maquina_ext1 = 1) then (saltar1 := 1; t_ini_cerrar_b1 := IntInf.toInt(Time()); 
if (!fuera_linea1 = 1) then () else if (operacion_ext1 = A) then if ((!t_ini_mec1 + !mecB) > 
(IntInf.toInt(Time()) + !cerrarA)) then t_robot1 := !t_ini_mec1 + !mecB + !rotar + !abrir else 
t_robot1 := IntInf.toInt(Time()) + !cerrarA + !rotar + !abrir else if ((!t_ini_mec1 + !mecA) > 
(IntInf.toInt(Time()) + !cerrarB)) then t_robot1 := !t_ini_mec1 + !mecA + !rotar + !abrir else 
t_robot1 := IntInf.toInt(Time()) + !cerrarB + !rotar + !abrir ) else 
if (n_maquina_ext1 = 2) then (saltar2 := 1; t_ini_cerrar_b2 := IntInf.toInt(Time()); 
if (!fuera_linea2 = 1) then () else if (operacion_ext1 = A) then if ((!t_ini_mec2 + !mecB) > 
(IntInf.toInt(Time()) + !cerrarA)) then t_robot2 := !t_ini_mec2 + !mecB + !rotar + !abrir else 
t_robot2 := IntInf.toInt(Time()) + !cerrarA + !rotar + !abrir else if ((!t_ini_mec2 + !mecA) > 
(IntInf.toInt(Time()) + !cerrarB)) then t_robot2 := !t_ini_mec2 + !mecA + !rotar + !abrir else 
t_robot2 := IntInf.toInt(Time()) + !cerrarB + !rotar + !abrir ) else 
if (n_maquina_ext1 = 3) then (saltar3 := 1; t_ini_cerrar_b3 := IntInf.toInt(Time()); 
if (!fuera_linea3 = 1) then () else if (operacion_ext1 = A) then if ((!t_ini_mec3 + !mecB) > 
(IntInf.toInt(Time()) + !cerrarA)) then t_robot3 := !t_ini_mec3 + !mecB + !rotar + !abrir else 
t_robot3 := IntInf.toInt(Time()) + !cerrarA + !rotar + !abrir else if ((!t_ini_mec3 + !mecA) > 
(IntInf.toInt(Time()) + !cerrarB)) then t_robot3 := !t_ini_mec3 + !mecA + !rotar + !abrir else 
t_robot3 := IntInf.toInt(Time()) + !cerrarB + !rotar + !abrir ) else 
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(saltar4 := 1; t_ini_cerrar_b4 := IntInf.toInt(Time()); 
if (!fuera_linea4 = 1) then () else if (operacion_ext1 = A) then if ((!t_ini_mec4 + !mecB) > 
(IntInf.toInt(Time()) + !cerrarA)) then t_robot4 := !t_ini_mec4 + !mecB + !rotar + !abrir else 
t_robot4 := IntInf.toInt(Time()) + !cerrarA + !rotar + !abrir else if ((!t_ini_mec4 + !mecA) > 
(IntInf.toInt(Time()) + !cerrarB)) then t_robot4 := !t_ini_mec4 + !mecA + !rotar + !abrir else 
t_robot4 := IntInf.toInt(Time()) + !cerrarB + !rotar + !abrir )); 
 
(* Página ROBOT. Proviene de la transición elegir secuencia de la página PROCESO *) 
 
(* Función llamada en la transición elegir inew y distancia *) 
(* Función asig_robt_marc (i). En esta función se les da valor al campo inew y a la variable 
distancia. Al campo inew se le da el número de máquina a la que debe ir el robot siguiendo la 
secuencia de alimentación del modelo y a la variable distancia se le da el valor de tiempo de 
desplazamiento entre la posición actual del robot  y la máquina destino. Además, en esta función 
se actualizan las variables que almacenan el tiempo de desplazamiento del robot *) 
 
fun asig_robot_marc (i) = 
(let 
val asignar_ref =  
    (t_desp1 := (if ((!fuera_linea1 = 1) andalso (!saltar1 = 1)) then 260000000 else if ((i = 1) orelse  
    ((i = 0) andalso (!anterior = 1))) then 0 else if ((i = 2) orelse ((i = 0) andalso (!anterior = 2))) then                      
     !dif1 else if ((i = 3) orelse ((i = 0) andalso (!anterior = 3))) then !dif2 else !dif3); 
t_desp2 := (if ((!fuera_linea2 = 1) andalso (!saltar2 = 1)) then 260000000 else if ((i = 1) orelse ((i = 
0) andalso (!anterior = 1))) then !dif1 else if ((i = 2) orelse ((i = 0) andalso (!anterior = 2))) then 0 
else if ((i = 3) orelse ((i = 0) andalso (!anterior = 3))) then !dif1 else !dif2); 
t_desp3 := (if ((!fuera_linea3 = 1) andalso (!saltar3 = 1)) then 260000000 else if ((i = 1) orelse ((i = 
0) andalso (!anterior = 1))) then !dif2 else if ((i = 2) orelse ((i = 0) andalso (!anterior = 2))) then 
!dif1 else if ((i = 3) orelse ((i = 0) andalso (!anterior = 3))) then 0 else !dif1); 
t_desp4 := (if ((!fuera_linea4 = 1) andalso (!saltar4 = 1)) then 260000000 else if ((i = 1) orelse ((i = 
0) andalso (!anterior = 1))) then !dif3 else if ((i = 2) orelse ((i = 0) andalso (!anterior = 2))) then 
!dif2 else if ((i = 3) orelse ((i = 0) andalso (!anterior = 3))) then !dif1 else 0); 
(if ((!t_desp1 = 260000000) andalso (!t_desp2 = 260000000) andalso (!t_desp3 = 260000000) 
andalso (!t_desp4 = 260000000) then min := 0 else if (((!t_robot1 + !t_desp1) > (!t_robot2 + 
!t_desp2)) orelse (((!t_robot1 + !t_desp1) = (!t_robot2 + !t_desp2)) andalso (abs(i-2) < abs (i-1)))) 
then if (((!t_robot2 + !t_desp2) > (!t_robot3 + !t_desp3)) orelse (((!t_robot2 + !t_desp2) = 
(!t_robot3 + !t_desp3)) andalso (abs(i-3) < abs (i-2)))) then if 
(((!t_robot3 + !t_desp3) > (!t_robot4 + !t_desp4)) orelse (((!t_robot3 + !t_desp3) = (!t_robot4 + 
!t_desp4)) andalso (abs(i-4) < abs (i-3)))) then min := 4 else min := 3 
else if (((!t_robot2 + !t_desp2) > (!t_robot4 + !t_desp4)) orelse (((!t_robot2 + !t_desp2) = 
(!t_robot4 + !t_desp4)) andalso (abs(i-4) < abs (i-2)))) then min := 4 else min := 2 else if 
(((!t_robot1 + !t_desp1) > (!t_robot3 + !t_desp3)) orelse (((!t_robot1 + !t_desp1) = (!t_robot3 + 
!t_desp3)) andalso (abs(i-3) < abs (i-1)))) then if (((!t_robot3 + !t_desp3) > (!t_robot4 + !t_desp4)) 
orelse (((!t_robot3 + !t_desp3) = (!t_robot4 + !t_desp4)) andalso (abs(i-4) < abs (i-3)))) then min := 
4 else min:= 3 else if (((!t_robot1 + !t_desp1) > (!t_robot4 + !t_desp4)) orelse (((!t_robot1 + 
!t_desp1) = (!t_robot4 + !t_desp4)) andalso (abs(i-4) < abs (i-1)))) then min := 4 else min := 1); 
siguiente := !min; 
anterior := (if (i = 0) then !anterior else i); 
diferencia := (if (!siguiente = 0) then 0 
else abs (!siguiente - !anterior)); 
(if (!diferencia = 0) then robot_d := !robot_d else if (!diferencia = 1) then robot_d := !robot_d + 
!dif1 else if (!diferencia = 2) then robot_d := !robot_d + !dif2 else robot_d := !robot_d + !dif3)); 
val inew = (!siguiente); 
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val distancia = (if (! diferencia = 0) then 0 
else ( if (!diferencia = 1) then  !dif1 





(* Función llamada en la transición distribuir *) 
(* Función dar_valor_a_camino (i). En esta función se da valor al campo camino2. Toma el valor 
3 si todas las máquinas están fuera de línea, toma el valor 1 si la máquina asignada la robot está 
lista para ser servida, toma el valor 2 si la máquina asignada al robot está fuera de línea y servida 
y, si no cumple ninguno de los  casos anteriores, toma el valor 4. Además, en está función se da 
valor a la variable generar_marca. El valor 1 avisa al proceso del palet interior que el robot está 
esperando a una máquina que todavía no está lista. El valor 0 avisa al proceso del palet interior 
de que el robot no espera a ninguna máquina*) 
 
fun dar_valor_a_camino (i) = 
(let 
val camino2 = if (i = 0) then 3 
else if (i = 1 andalso !en_cola_1 = 1) orelse (i = 2 andalso !en_cola_2 = 1) orelse (i = 3 andalso 
!en_cola_3 = 1) orelse (i = 4 andalso !en_cola_4 = 1) then 1 else if (i = 1 andalso !fuera_linea1 = 1 
andalso !saltar1 = 1) orelse (i = 2 andalso !fuera_linea2 = 1 andalso !saltar2 = 1) orelse (i = 3 
andalso !fuera_linea3 = 1 andalso !saltar3 = 1) orelse (i = 4 andalso !fuera_linea4 = 1 andalso 
!saltar4 = 1) then 2 else 4; 





(* Función llamada en la transición la maq sale fuera *) 
(* Función asig_camino_bis (i, n_maq_fuera1). En esta función se da valor al campo camino2. 
Toma el valor 3 si la máquina que ha salido de línea no es la misma que la que el robot espera y el  
valor 2 si la máquina que ha salido de línea es la misma que el robot espera y ya está servida. Si 
no cumple ninguno de los dos casos anteriores también toma el valor 3. Además, en está función se 
da valor a la variable generar_marca. El valor 1 avisa al proceso del palet interior de que el robot 
está esperando a una máquina que todavía no está lista y el valor 0 avisa al proceso del palet 
interior de que el robot no espera a ninguna máquina *) 
 
fun asig_camino_bis (i, n_maq_fuera1) = 
(let 
val camino2 = if (in-maq_fuera1 <> i) then 3 
else if (i = 1 andalso !fuera_linea1 = 1 andalso !saltar1 = 1) orelse (i = 2 andalso !fuera_linea2 = 1 
andalso !saltar2 = 1) orelse (i = 3 andalso !fuera_linea3 = 1 andalso !saltar3 = 1) orelse (i = 4 
andalso !fuera_linea4 = 1 andalso !saltar4 = 1) then 2 else 3; 





(* Función llamada en la transición la maq llega a la cola *) 
(* Función actualizar_generar_marca2 (). En esta función se da valor 0 a la variable 
generar_marca que avisa al proceso del palet interior de que el robot está esperando a una 
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máquina que todavía no está lista *) 
 
fun actualizar_generar_marca2 () = 
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B PRESUPUESTO. 
El estudio económico de este proyecto analiza los gastos que ha supuesto la realización del 
mismo, independientemente de los gastos o inversiones que pueda tener la fábrica si decide 
cambiar de estrategia de alimentación. 
B.1 Estudio económico. 
Para calcular el presupuesto correspondiente al proyecto se han tenido en cuenta los gastos 
generados en el análisis, el modelado y la simulación del sistema de fabricación. Es decir, los 
gatos de personal y material. 
Los gastos provienen de: 
• Coste de horas de personal 
• Coste de amortización de la maquinaria necesaria para hacer las simulaciones. 
No existe coste de licencia de software dado que el programa Design/CPN es de distribución 
gratuita.  
B.2 Coste de horas de personal. 
En la Tabla A.1 se contabilizan las horas invertidas por las personas que han intervenido en la 
elaboración del proyecto. 
Meses Días / Mes Horas / Día Horas Totales
Ingeniero senior 10 3 1 30
Ingeniero junior 10 20 4 800
 
Tabla A.1. Horas invertidas en el desarrollo del  proyecto. 
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Contabilizando el coste por hora de cada ingeniero se obtiene el gasto de personal tal y como 
se expresa en la Tabla A.2.  
Horas Coste / Hora[€/h]
Coste Total
[€]
Ingeniero senior 30 36,06 1.081,80
Ingeniero junior 800 24,04 19.232
Total 830 20 20.313,80  
Tabla A.2. Coste de personal. 
 
B.3 Coste de la maquinaria. 
El coste de la maquinaria es el coste del ordenador utilizado para realizar el modelo y las 
simulaciones. 
Para contabilizar el coste, se parte del coste de adquisición de un PC de gama media y se 
calcula que se amortizará en tres años. 
El coste de la maquinaria se presenta en la tabla A.3. 
Coste de adquisición Periodo de utilización Amortización Coste Total
1.200,00 € 10 meses 27,78% 333,33 €  
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B.4 Coste Total. 
En la Tabla A.4. se presenta el coste total. 
Concepto Coste [€]
Coste de Personal 20.313,80
Coste de Maquinaria 333,33
Total 20.647,13  
Tabla A.4. Coste Total del proyecto. 
En resumen, se obtiene un coste total de 20.647,13 Euros para la realización de este proyecto.  
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C CONTENIDO DEL CD. 
En este anexo se presenta el contenido del CD resumen de este proyecto. 
El contenido del CD es: 
• La memoria y anexos en formato pdf. 
• La carpeta de documentación complementaria. 
La carpeta de documentación complementaria contiene cuatro subcarpetas, la subcarpeta 
modelos, la subcarpeta resultados, la subcarpeta CPN y la subcarpeta memoria. 
La carpeta modelos incluye los modelos en Design/CPN de las tres estrategias y el fichero de 
entrada de datos a los modelos. Estos archivos tienen los nombres : 
• fm1 y fm1.DB 
• fifo y fifo.DB 
• cfo y cfo.DB 
• datos_entrada.txt 
La carpeta resultados incluye el fichero de Excel con todos los resultados llamado 
resultadoscondatos.xls y las carpetas que incluyen todos los ficheros de salida de datos 
creados en las simulaciones. Estas carpetas tienen un nombre que indica a que pareja de 
tiempos de mecanizado pertenecen los ficheros que almacenan. Por ejemplo, la carpeta 
twa200twb140 almacena los ficheros de salida de datos de las simulaciones realizadas con la 
pareja de tiempos de 200 segundos para el mecanizado de la operación A y 140 segundos para 
el mecanizado de la operación B. El nombre de los ficheros de salida de datos es el creado por 
el propio modelo. A modo de recordatorio, este nombre indica la pareja de tiempos de 
mecanizado, la estrategia y el número de réplica. Por ejemplo, el archivo 
res_A200B140_FIFO_1.txt contiene los resultados con la estrategia FIFO de la primera 
réplica de los tiempos de mecanizado de 200 segundos para el mecanizado de la operación A 
y 140 segundos para el mecanizado de la operación B. 
 




La carpeta CPN incluye dos subcarpetas que continen el programa Design/CPN instalable en 
Linux y documentación sobre Redes de Petri Coloreadas y Design/CPN. 
La carpeta memoria contiene la memoria, los anexos, la tapa y la etiqueta en formato 
Microsoft Word. 
