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Tato diplomová práce je zaměřena na import ontologie v jazyku OWL 2 do vnitřních struk-
tur anotačního 4A serveru. Zabývá se především způsobem zpracování anonymních uzlů,
jako například anonymních tříd nebo vlastností. V řešení bylo použito knihovny The OWL
API pro import ontologií. Navržené řešení mimo jiné umožňuje automatické generování
názvů k anonymním třídám a vlastnostem.
Abstract
This master’s thesis describes importing the ontology in language OWL 2 into the inter-
nal structures of 4A annotation server. It is concerned in anonymous nodes, for example
in anonymous classes or anonymous properties. The solution was to use the library The
OWL API for import ontology. The solution also allows automatic generation of names to
anonymous classes and properties.
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Cílem této diplomové práce bylo prostudovat technologie serveru pro správu anotací (4A
server) a knihovny pro práci s ontologiemi v jazyce Java. Poté udělat návrh rozšíření
4A serveru, aby mohl importovat ontologie v jazyce OWL 2 s minimálními ztrátami dat.
Dané rozšíření bylo třeba implementovat a zhodnotit výsledky.
Kapitola 2 popisuje 4A server, včetně jeho použití v projektu Decipher. Je zaměřená
především na databázovou strukturu, do které je třeba ontologie importovat. Ukazuje také
existující klienty pro 4A server a popisuje jejich základní použití. Zabývá se i tím, jak
uživatelé používají 4A server po importování ontologie a jak 4A server automaticky nabízí
uživatelům anotace.
V kapitole 3 jsou popsány všechny důležité technologie, které bylo potřeba využít pro
rozšíření 4A serveru. V kapitole najdeme například informace o sémantickém webu, XML,
OWL nebo jazyku Java.
V kapitole 4 jsou základní informace o nejpoužívanějších knihovnách pro import onto-
logií v jazyce Java a jejich srovnání. Konkrétně knihovny Jena, Protege-OWL API a The
OWL API.
Následuje kapitola 5, ve které je mnou navržený způsob importování ontologií. Popisuje
převod různých konstrukcí jazyka OWL 2 do databázové struktury 4A serveru.
V kapitole 6 je návrh rozšíření této diplomové práce, konkrétně způsob zpracovávání
nabídek anotací.
Kapitola 7 popisuje průběh implementace, kapitola 8 informuje o způsobu a výsledcích
testování.




Decipher je projekt podporovaný Evropskou komisí. Projekt je financován ze strukturál-
ních fondů Evropské unie a z rozpočtu České Republiky (Ministerstvo školství, mládeže
a tělovýchovy). Část vývoje probíhá v rámci projektu IT4Innovations Centre of Excellence.
Cílem tohoto projektu je podpora objevování a zkoumání kulturního dědictví prostřed-
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Obrázek 2.1: Zjednodušený diagram balíčků softwarové části projektu Decipher1
Jak je vidět na obrázku 2.1, softwarová část projektu Decipher se skládá ze tří částí:
∙ Decipher Aggregator,




Anotační nástroj (vyvýjený v tomto projektu) slouží pro sémantické anotování textu
a vyhledávání událostí. Modulární architektura anotačního systému (viz obrázek 2.2) pak

































































































































































Obrázek 2.2: Architektura anotačního systému2
SEC API je rozhraní, které poskytuje přístup ke čtyřem službám. Pro tuto diplomovou
práci je důležitá služba annotate, která poskytuje anotace k danému dokumentu. 4A server
tyto anotace používá jako nabídky anotací pro uživatele.
Storyscope je rozsáhlá webová aplikace, která mimo jiné obsahuje anotačního klienta.
Ten právě umožňuje uživatelům anotovat texty. Anotace a jejich vzájemné provázání popi-
sují sémantiku daného textu.
Decipher Aggregator používá obecné informace z různých zdrojů. Například informace
o geografických umístěních, spisovatelých, atd. Dále v těchto informacích umožňuje vyhle-
dávat.
Pro moji práci je podstatný 4A server (Annotations Anywhere, Annotations Anytime)
a klient. Dále se budu zabývat převážně serverem. Server využívá 4A Framework3 a má
vnitřní architekturu, která je modulární. Ve své práci se zabývám modulem pro import
ontologií. Ten má spoustu nevýhod a podporuje pouze OWL 1, i když je už k dispozici
OWL 2. Mým úkolem je tento modul předělat tak, aby měl právě podporu OWL 2 a aby





Každá anotace má svůj typ. Tím se anotovaným částem textu dodává sémantika. Každá
anotace může mít atributy. Atributy mohou být jednoduchého nebo strukturovaného typu.
Strukturovaný typ je jedním z možných typů anotace a může tedy mít jeden nebo více
atributů. 4A server umí používat mimo jiné následující jednoduché typy:
∙ String (textový řetězec),
∙ URI (Uniform Resource Identifier, viz kapitola 3.2),
∙ Image (obrázek),
∙ DateTime (informace o datu a času),
∙ Integer (celočíselná hodnota),
∙ Decimal (desetinné číslo s pevnou řádovou čárkou),
∙ Date (informace o datu),
∙ Time (informace o času),
∙ Boolean (pravdivostní datový typ),
∙ Person (informace o osobách),
∙ GeoPoint (informace o geografických bodech),
∙ AnyAnnotation (je možné použit libovolný typ),
∙ Duration (trvání),
∙ Binary (binární data),
∙ Text (textová data),
∙ Entity (jednoznačně identifikovaná entita z kontrolovaného slovníku).
Tyto jednoduché typy mají standardní význam, až na typ AnyAnnotation. Používají se
u atributů anotací. Je-li nějaký atribut anotace typu AnyAnnotation, značí to, že je možné
použít libovolný jiný typ anotace.
Příklad anotace s jednoduchými atributy a jedním strukturovaným je zobrazený v kli-
entovi na obrázku 2.3. Zobrazená anotace anotuje text Denis Mahon na prvním řádku. Je
typu Person. Její první jednoduchý atribut má jméno Name a hodnotu Denis Mahon typu
String. Strukturovaný atribut odkazuje na jinou anotaci v textu. Konrkétně anotaci slova
Irish na druhém řádku textu.
Při vytváření anotací (viz obrázek 2.4) uživatel zvolí její typ, poté se zobrazí jeho atri-
buty. Uživatel navíc může přidávat nové atributy (strukturované i jednoduché) k dané
anotaci. Obrázek 2.4 ukazuje vytváření anotace typu StoryEntity.
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Obrázek 2.3: Ukázka anotací v klientovi
Obrázek 2.4: Tvorba anotace v klientovi
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2.2 Databázová struktura pro import ontologie
Jako šablony pro typy anotací je použit výstup z importu ontologie. Před mojí úpravou
importu používal 4A server k importu knihovnu Jena (viz kapitola 4.1). Data z importo-
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Obrázek 2.5: Část ER diagramu 4A serveru, používaná při importu ontologií
Uživatelé jsou sdružováni do uživatelských skupin. Uživatelské skupiny jsou reprezento-
vány entitní množinou userGroup. Ontologie se importuje pro uživatelské skupiny. Je tedy
možné importovat ontologii A pro uživatelskou skupinu X a jinou ontologii B pro jinou
uživalskou skupinu Y. Uživatelská skupina Y poté neuvidí data načtená z ontologie A.
Jednoduché typy se neukládají do databáze, proto ani nejsou reprezentovány v ER di-
agramu. Strukturované typy jsou reprezentované entitní množinou annotType. Jméno typu
je uchovávané v atributu name. Typ anotace může mít jednoho, nebo i více předků. Předci
k typům jsou uchováváni pomocí entitní množiny typeAncestor. Jeden předek je primární
(v případě, že typ má alespoň jednoho předka). Id tohoto předka je uloženo v atributu
ancestor. Atribut restrictedAtt slouží k povolení nebo zakázání možnosti modifikace daného
typu uživatelem. Již jsem zmínil, že uživatel při vytváření anotace v klientovi může vybrat
typ anotace a upravit mu atributy. Pomocí restrictedAtt je možné uživateli úpravy atributů
zakázat (smazat atributy lze). URI definované ontologií se uchovává v atributu uriInOn-
tology. Nicméně se pro daný strukturovaný typ používá URI, které je vygenerováno. To je
složeno z id uživatelské skupiny, hierarchie předků daného typu a jména samotného typu.
Toto URI je uloženo v atributu uri. Každý typ může mít textový komentář, který ho popi-
suje. Tento komentář je uchováván v atributu commentary.
Entitní množina annotTypeAttr představuje atributy typů anotací (entit z entitní mno-
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žiny annotType). Atribut annotType entitní množiny annotTypeAttr představuje typ ano-
tace, jehož atribut je daný prvek této entitní množiny. Atribut name představuje jméno,
simpleType je název jednoduchého datového typu, type je id strukturovaného typu. Buď je
použit atribut simpleType, nebo type, nikdy ale ne oba dva. Vyjadřují typ hodnoty daného
atributu. RDF reprezentuje atributy pomocí trojic složených z podmětu, přísudku a před-
mětu (viz definice 3.1). Zde annotType představuje podmět a type (případně simpleType)
předmět. Přísudek je popsán prvky entitní množiny annotTypeAttr. Atribut required vy-
jadřuje, zdali je atribut povinný u daného typu. Atribut uriInOntology představuje URI
atributu z ontologie. Komentář je uchováván v atributu commentary.
Pro atributy, které nemají definovaný podmět, je použita entitní množina typeAttrOnto.
Jméno je uchováváno v atributu name, URI z ontologie v atributu uriInOntology. Atributy
simpleType a type mají stejný význam, jako u entitní množiny annotTypeAttr. Představují
předmět dané vlastnosti. Opět je zde komentář přístupný v atributu commentary. Uživatel
může přes klienta přidat atributy do typu anotace, přičemž má možnost si vybrat z atributů,
které nemají definovaný podmět. Takové atributy budou mít správně přiřazené URI z on-
tologie a nestane se, že by každý uživatel daný atribut pojmenoval trochu jinak (například
někdo pojmenuje nový atribut partOf, někdo jiný part_of ).
2.3 Automatické nabízení anotací uživatelům
Anotační systém umožňuje automaticky nabízet anotace uživateli. Uživatel tyto nabídky
může potvrdit nebo odmítnout. Nabídky anotací se vytváří automaticky, mimo jiné na zá-
kladě informací od SEC API (viz úvod kapitoly 2). Ukázka automaticky vygenerovaných
nabídek je vidět na obrázku 2.6. Nabídka anotace má na rozdíl od skutečné anotace červený
čerchovaný rámeček.
Obrázek 2.6: Ukázka nabídek anotací





∙ location (geografické umístění),
∙ art (umění),
∙ art period movement (období tvorby uměleckých děl, například baroko).
Zjednodušená část ER diagramu, která představuje uchovávání nabídek anotací, je
na obrázku 2.7. V ER diagramu chybí některé méně důležité atributy, které nejsou pro
vysvětlení nutné. Rovněž chybí většina atributů entitní množiny annotType. Tato entitní
množina již byla popsána na části ER diagramu 4A serveru, používané při importu ontologií
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Obrázek 2.7: Část ER diagramu 4A serveru, používaná pro nabídky
Každá nabídka anotace je v ER diagramu reprezentována podobně, jako samotná ano-
tace. Je reprezentována entitní množinou suggestion. Tato entitní množina vznikla z určitého
typu anotace (šablony) a má určitou důvěryhodnost (atribut confidence). Každá nabídka
je v textu reprezentována jedním nebo více fragmenty. Také může mít atributy.
Fragmenty nabídek jsou představovány entitní množinou suggestionFragment. Atribut
path (XPath) určí textový uzel v dokumentu, ve kterém daný fragment je. Atribut offset
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představuje pořadí počátečního znaku fragmentu v rámci uzlu. Každý fragment má také
informaci o tom, jak je dlouhý (atribut fLength) a jaký text reprezentuje (atribut annota-
tedText). Také má informaci o tom, jestli je platný, tedy o tom, jestli se vyskytuje v textu
(atribut isGood).
Atributy nabídky jsou představovány entitní množinou suggestionAttribute. Atribut na-
bídky má svoje jméno (atribut name). Jeho hodnota může být jednoduchého (atribut
simpleType) nebo strukturovaného (atribut type) typu. Když je jeho hodnota jednoduchého
typu, tak je daná hodnota uložena v jednom z dalších atributů této entitní množiny. Na-
příklad hodna jednoduchého typu integer (viz kapitola 2.1) je uložena v atributu intValue.
Systém musí uchovávat informaci o tom, jestli uživatel nabídku přijal, nebo odmítnul.
K tomu slouží entitní množina suggestionFeedback. Když uživatel nabídku odmítnul, vytvoří
se entita entitní množiny suggestionFeedback, která nebude mít žádný vztah s libovolnou
entitnou entitní množiny annotation. Když uživatel nabídku přijme, tak se vytvoří entita
entitní množiny suggestionFeedback, která bude mít vztah s anotací vytvořenou na základě
dané nabídky.
O zpracování nabídek anotací se v 4A serveru stará třída SuggestionManager. Tato třída
dědí ze třídy Thread, tedy představuje samostatné vlákno 4A serveru. V případě, že byl text
poprvé načten 4A serverem, nebo ho uživatel editoval, je volána metoda updateDocument
třídy SuggestionManager. Tato metoda získá nabídky od SEC API. Vyřadí z nich nabídky,
které již byly v 4A serveru uloženy, a nové nabídky přidá.
SEC API vrátí nabídky ve formě XML. Tento surový výsledek je zpracován pomocí třídy
SECAPISuggestionTranslator, konkrétně pomocí její metody translateSugFromSecApi.
SEC API je velmi náročné (vyžaduje pro svůj běh cca 20 GB paměti RAM). Proto
4A server počítá se dvěma možnostmi. Buď SEC API běží na stejném počítači, jako 4A ser-
ver, nebo běží na vzdáleném počítači a 4A server se k němu vzdáleně připojuje.
SEC API vrací výsledky na základě parametrů požadavku, který mu 4A server pošle.
Důležitý parametr je disambiguate. Například k textu „London“ zjistí SEC API celou řadu
různých významů. Usoudí, že nejpravděpodobnější je, že „London“ je geografické umís-
tění. Dále ale zná další možnosti, například že tato část textu může označovat spisovatele
Jacka Londona. V případě, že je nastaven parametr disambiguate na 1, SEC API vrátí
pouze nejpravděpodobnější nabídku pro konkrétní část textu (případně pro rozdílné, ale
překrývající se části textu). V případě, že je parametr disambiguate nastaven na 0, SEC
API vrátí všechny nabídky, které zjistí. Nyní se pro získávání nabídek používá pouze volání
SEC API s parametrem disambiguate nastaveným na 1. Část funkčnosti SEC API tedy zů-
stává nevyužita a když uživatel nabídnutý chybný význam odmítne, správný musí doplnit
manuálně.
2.4 Webové administrační rozhraní serveru
4A server má jednoduché webové rozhraní, umožňující přihlašování, správu uživatelských
skupin, správu uživatelů a v neposlední řadě import ontologií. Po importování ontologie se
vypíše, jestli import proběhl v pořádku, nebo ne (viz obrázek 2.8).
Pro jednu uživatelskou skupinu je možné importovat více ontologií. Může ovšem nastat
situace, že v druhé ontologii bude třída, ze které vznikne typ anotace se stejným URI, jako
typ anotace vzniklý z třídy z prvního importu. Uživatel si může vybrat, jak toto ošetřit:
∙ Aplikace ohlásí chybu,
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∙ Ponechá se původní typ anotace, nový se nepoužije
∙ Původní typ anotace bude nahrazen novým
Obrázek 2.8: Uživatelské rozhraní pro import ontologie na 4A serveru
Kontrolování schodnosti typů anotací při opakovaném importování už je v 4A serveru
implementováno a není nutné, abych to implementoval jiným způsobem.
Po importování je možné ve webovém rozhraní 4A serveru zobrazit a upravit importo-
vané typy (viz obrázek 2.9) a importované atributy (viz obrázek 2.10).
Obrázek 2.9: Zobrazení a editace typů anotací
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Obrázek 2.10: Zobrazení a editace atributu typu anotace
2.5 Alternativní klient k 4A serveru
Decipher používá jako klienta pro 4A server anotační editor, který je součástí Storyscope
(viz obrázek 2.1). VUT však vyvinulo anotační doplněk pro Mozzila Firefox4. Tento dopl-
něk je klient, který se může připojit k 4A serveru a využívat ho. Umožňuje anotovat text
na zobrazených webových stránkách. Anotace i zde mají různé typy a atributy (vytváření








V začátku této kapitoly stručně popíšu sémantický web a technologie, které využívá. V dal-
ších podkapitolách popíšu důležité části sémantického webu. Nakonec uvedu základní in-
formace o jazyku Java, ve kterém je napsaný 4A server.
3.1 Sémantický web
Při importu ontologií je třeba z části využívat technologii sémantického webu. Historii
sémantického webu popisuji v příloze B. Sémantický web používá celou řadu technologií.
Timothy Berners-Lee definoval tzv. „Semantic Web stack“ [3]. Tento diagram popisuje
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Obrázek 3.1: Technologie sémantického webu [3] [10]
RDF (Resource Description Framework) slouží k reprezentaci informací o věcech, které
mohou být identifikovány na webu [34]. RDF je založeno na XML a URI [32]. Používá se
také IRI, které rozšiřuje URI [4]. XML se zapisuje pomocí kódování Unicode. RDF Schéma
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(RDFS) je standardem pro strukturování RDF a definuje třídy a vlastnosti [13]. Jazyk
OWL 2 (Web Ontology Language) slouží k zápisu ontologií, je založen na popisu logiky
a umožňuje použít technologie na odvozování nových informací (vrstva „Unifying logic“).
SPARQL je standard pro dotazování nad RDF [37]. RIF (Rule interchange format) se za-
měřuje na výměnu pravidel mezi různými systémy. RIF má zpětnou kompatibilitu s RDF
a OWL [31]. Pomocí dokazovacích jazyků (Proof Languages) můžeme dokázat (nebo vy-
vrátit) konkrétní tvrzení [36]. Je důležité, jestli lidé budou daným informacím věřit (vrstva
„Trust“). Důvěře mimo jinné pomáhá vrstva Crypto. Můžeme informace například digitálně
podepsat [36]. Často jsou jeho součástí i vrstvy „Aplikace“ a „Uživatelské rozhraní“ [10].
3.2 XML
Univerzální značkovací jazyk XML (Extensible Markup Language) je jednoduchý flexibilní
textový formát odvozený od SGML (Standard Generalized Markup Language1). XML slouží
například k výměně a přenosu dat [38].
Ve své práci používám především XML soubory se znakovým kódováním Unicode. Toto
kódování je navrženo tak, aby pokrylo všechny možné znaky v jakémkoliv jazyce [30]. Exis-
tují dvě hlavní kódování: UTF-16 a UTF-8. UTF16 používá dva byty pro každý znak (tedy
existuje 65536 možných znaků). UTF-8 používá 1. byte pro 7-mi bitovou ASCII tabulku.
V případě, že je třeba jiný znak, použijí se i další byty. Soubory v anglickém jazyce budou
tedy v UTF-8 menší, než v UTF-16. Také platí, že UTF-8 může zakódovat více znaků, než
UTF-16 [30].
Při vytváření XML dokumentu se může stát, že je potřeba kombinovat elementy z více
různých typů dokumentů do jednoho XML dokumentu. Pak je potřeba elementy z různých
typů dokumentů od sebe odlišit. K tomu slouží jmenné prostory.
Jmenný prostor je čistě abstraktní entita. Není to nic jiného, než skupina jmen, které
patří pojmově dohromady [30].
Aby bylo zajištěno, že jmenné prostory budou mít unikátní jméno, jejich jméno musí
mít tvar URI (obvykle se používá URL). Nicméně jméno jmenného prostoru je pouze jméno,
nikoliv umístění na Internetu [30].
URI (Uniform Resource Identifier) je posloupnost znaků, která identifikuje zdroj. URI
se objevuje ve dvou variantách: URL (Uniform Resource Locator) nebo URN (Universal
Resource Name). Zdroj je cokoliv, co má svou vlastní identitu (například soubor, kniha,
stav ovzduší, spisovatel). URL2 identifukuje spíše umístění. URN3 poskytuje trvalé jméno
zdroje, které je nezávislé na jeho umístění [30].
Elementům přiřazujeme kvalifikované jméno [44]. To se skládá z prefixu jmenného pro-
storu a lokální části. Prefix a jméno jmenného prostoru jsou definovány jako atribut ele-
mentu, v němž chceme jmenný prostor používat [30]. Prefix je jméno atributu a jméno
jmenného prostoru je hodnota atributu. Definice prefixu platí i v elementech, které jsou
zanořené do elementu, v němž je definice. Ukázka kódu 3.1 demonstruje základní použití
jmenných prostorů v XML.
Podobně můžeme definovat jmenný prostor atributů, které jsou použity v elementech
[30].
1http://www.w3.org/MarkUp/SGML/
2Více informací na http://www.ietf.org/rfc/rfc1738.txt
3Více informací na http://www.ietf.org/rfc/rfc2141.txt
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<?xml version ="1.0" encoding ="UTF -8"?>
<school:Technology xmlns:school ="http ://www.school.org/school#">
<school:name >Brno university of technology </ school:name >
<school:description >High -quality school.</school:description >
</school:Technology >
Ukázka kódu 3.1: Základní použití jmenných prostorů v XML
Dále je možné používat výchozí jmenný prostor. Výchozí jmenný prostor je jako normální
jmenný prostor, až na to, že není potřeba specifikovat prefix pro všechny elementy, které
jsou v XML dokumentu použity [30].
3.3 RDF
The Resource Description Framework (zkráceně RDF) je framework pro reprezentaci infor-
mací na webu. Základní informace o tomto frameworku jsou v technické zprávě W3C [15].
Pro RDF elementy se nejčastěji používá prefix rdf.
RDF byl částečně vytvářený pro reprezentaci metadat pro webové zdroje. Taková me-
tadata jsou například název, autor a datum poslední modifikace webové stránky, nebo
třeba copyright a licenční informace pro webový dokument. Nicméně RDF může být použit
i pro reprezentaci informací o věcech, které mohou být identifikovány na webu, nehledě
na to, jestli jsou přímo z webu dostupné, nebo ne [34].
RDF je spíše navržen pro strojové zpracování informací. Slouží mimo jiné pro výměnu
informací mezi aplikacemi. RDF je založen na myšlence identifikování věcí pomocí URI [34].
3.3.1 Datové typy a literály
Datové typy (datatypes) jsou použity v RDF pro reprezentaci hodnot. RDF definuje pouze
datový typ rdf:XMLLiteral [15]. RDF neposkytuje žádné mechanismy pro definování nových
datových typů. Očekává se, že jako další datové typy budou použity typy z XML schématu
[12]. Tam se jednoduché datové typy dělí na dvě hlavní skupiny [12]:
∙ Primitivní datové typy,
∙ odvozené datové typy.
Mezi primitivní datové typy patří například integer (celočíselný datový typ), boolean
(pravdivostní datový typ), double (číslo s plovoucí řádovou čárkou), date (datum) a time
(čas). Příkladem odvozeného datového typu může být nonPositiveInteger, který je odvozen
od datového typu integer nastavením maximální hodnoty na číslo 0. Dále je možné definovat
nové datové typy. Odvozování jednotlivých datových typů je znázorněno na obrázku 3.2.
Literály se používají pro identifikaci hodnot.
3.3.2 Grafový datový model
Tento model byl vyvýjen tak, aby byl jednoduchý a aby s ním aplikace mohly snadno
manipulovat. Základní strukturou jakéhokoliv výrazu v RDF je kolekce trojic (viz definice
3.1). Množina RDF trojic se nazývá RDF graf [15].
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Obrázek 3.2: Jednoduché datové typy XML schématu [12]
Definice 3.1. RDF trojice (RDF triple) je trojice (𝑠, 𝑝, 𝑜) ∈ (ℛ ∪ ℬ) ×ℛ × (ℛ ∪ ℬ ∪ ℒ),
kde s je podmět, p je přísudek, o je předmět, ℛ je množina všech možných URI referencí,
ℬ je množina všech prázdných uzlů a ℒ je množina všech možných literálů [25].
Podmět a předmět jsou uzly grafu. Prázdný uzel je uzel, který není URI referencí, nebo
literálem. Může být použitý v jedné nebo více RDF trojicích, ale nemá skutečné jméno [15].
Tvrzení jedné RDF trojice popisuje nějaký vztah. Jméno vztahu je přísudek a vztah je
mezi podmětem a předmětem (viz obrázek 3.3). RDF graf vyjadřuje logický součin všech
tvrzení jednotlivých RDF trojic [15].
3.4 RDFS
RDF Schéma (RDFS) je označení jazyka RDF Vocabulary Description Language. RDF graf
se skládá z RDF trojic (viz definice 3.1), tím umožňuje specifikovat podmět a předmět










Obrázek 3.3: RDF trojice [15]
nismy pro popis přísudku [13]). Tento nedostatek napravuje RDF Schéma. Definuje třídy
a vlastnosti, které mohou být použity k popisu jiných tříd, jiných vlastností a dalších zdrojů
[13]. RDFS nejčastěji používá prefix rdfs.
RDFS používá třídy (rdfs:Class). Členové tříd jsou instance. Platí, že rdfs:Class je in-
stancí rdfs:Class (instancí sebe) [13]. Třídy jsou často označovány pomocí URI. Jestliže
třída C je podtřídou třídy D, pak všechny instance třídy C jsou také instancí třídy D [13].
RDFS definuje třídy rdfs:Datatype a rdfs:Literal. Třída rdfs:Literal je třída hodnot li-
terálů (hodnotou je napříkad číslo 56 nebo konkrétní textový řetězec). Třída rdfs:Datatype
je třída všech datových typů (viz kapitola 3.3.1).
Všechno, co lze popsat pomocí RDF, se nazývá zdroje (rdfs:Resource), ty jsou instancí
rdfs:Class. Všechny ostatní třídy jsou podtřídy rdfs:Resource [13].
RDF vlastnost (RDF property) představovaná třídou rdf:Property je instancí rdfs:Class.
Popisuje vztah mezi podmětem a předmětem. Jednou vlastností můžeme popsat jinou vlast-
nost. Používané vlastnosti jsou:
∙ rdfs:subClassOf (definice rodičovské třídy),
∙ rdfs:subPropertyOf (definice rodičovské vlastnosti),
∙ rdfs:range (definice třídy předmětu),
∙ rdfs:domain (definice třídy podmětu),
∙ rdfs:label (alternativa jména sloužící pro čtení člověkem),
∙ rdfs:comment (komentář),
∙ rdfs:seeAlso (doplňkové informace),
∙ rdfs:isDefinedBy (informace o způsobu definice).
Pomocí RDF a RDFS je možné vytvořit rozsáhlý popis věcí. Pracovní skupina CIDOC
Documentation Standards Working Group (DSWG) pracovala na vytvoření datového mo-
delu pro muzea pomocí RDFS. Výsledkem těchto snah bylo vytvoření CIDOC Conceptual
Reference Model (CIDOC CRM ) v roce 1999. V roce 2006 se CIDOC CRM stal standar-
dem ISO 21127:20064 [18]. CIDOC CRM poskytuje definice a formální struktury pro popis
konceptu a vztahů použitých v prostředí kulturního dědictví. Do tohoto modelu mohou být
převedeny libovolné informace z prostředí kulturního dědictví. Tím umožňuje zprostředko-
vání informací mezi různými zdroji informací o kulturním dědictví (muzea, knihovny nebo




Jazyk OWL 2 (Web Ontology Language) slouží k zápisu ontologií (viz definice 3.2).
Definice 3.2. Ontologie je sada přesně popsaných výrazů o nějaké části světa. Ontologie
obvykle popisuje věci z konkrétního oboru (nějaká oblast zájmu) [26].
Ontologie mohou být z různých odvětví. Například potravinový obchod použije ontologii
popisující ovoce, zeleninu a pečivo. Letecká společnost pomocí ontologie může popsat různé
typy letadel. Ontologie musí být přesně popsaná, aby [26]:
∙ bylo zabráněno nedorozumnění při lidské komunikaci,
∙ software pracoval s ontologiemi předvídatelným způsobem.
OWL 2 používá pro jména IRI (Internationalized Resource Identifiers [4]). IRI rozšiřuje
URI (o URI je více psáno v kapitole 3.2). Existuje mapování IRI na URI. To znamená, že
IRI lze použít místo URI [21].
Entita (entity) je element, který se odkazuje na objekt reálného světa. Výraz (expres-
sion) je kombinace entit, která vyjadřuje komplexní popis. Axiom je základní sdělení, které
může být vyjádřeno pomocí OWL ontologie [26]. Axiomy mohou být zapsány různými syn-
taxemi. OWL dále umožňuje částem ontologie (například elementům) nebo i celé ontologii
přiřadit anotaci. Informace, kterou přináší anotace, není částí logických vztahů v ontologii.
Spíše poskytuje doplňkové informace [26]. Příkladem takové anotace je komentář, který je
definován pomocí elementu rdfs:comment (viz kapitola 3.4). Dokonce i anotace sama může
být anotována. OWL například umožňuje přiřadit komentář k jinému komentáři. Ukázka
kódu 3.2 ukazuje použití komentáře.
<owl:Class rdf:ID=" EventRelationDescription">
<rdfs:comment >
A description of a relationship between events.
</rdfs:comment >
</owl:Class >
Ukázka kódu 3.2: Použití komentáře v OWL
Jako anotace je možné používat vlastnosti popsané u RDFS, konkrétně label, comment,
seeAlso a isDefinedBy (viz kapitola 3.4).
OWL 2 umožňuje ontologii pojmenovat. V dokumentu definujícím ontologii je možné
použít element owl:Ontology, který jméno specifikuje. Jméno je obvykle schodné s umístě-
ním na webu. OWL 2 také umožňuje importovat obsah jiných ontologií pomocí elementu
owl:imports.
3.5.1 Profily OWL 2
Profil jazyka OWL 2 je často názvýván fragment nebo dílčí jazyk (sublanguage) jazyka
OWL 2. Většina těchto profilů je definována pomocí omezení na jazyk OWL 2. Omezení
na jazyk OWL 2 jsou kladena proto, aby se z daných ontologií snadněji odvozovaly infor-
mace. Profilů existuje celá řada [35]. Zde pro základní přehled uvedu pouze tři, které jsou
popsány na stránkách [35].
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Profil OWL 2 EL je vhodný pro ontologie, které obsahují velké množství tříd a nebo
vlastností. Tento profil zakazuje například použití omezení kardinality, negací tříd, defino-
vání symetrických a asymetrických vlastností, atd. [35].
Profil OWL 2 QL je navržen pro ontologie s velkým množstvím dat a které budou
používat aplikace pomocí dotazování (query answering). Toto dotazování může být imple-
mentováno pomocí tradičních databázových systémů [35]. Tento profil zakazuje například
tranzitivní vlastnosti, omezení kardinality, atd. [35].
Profil OWL 2 RL je vhodný pro aplikace, které nepotřebují všechny vyjadřovací schop-
nosti jazyka OWL 2. Tím docílí efektivnějšího zpracování. Také je vhodný pro aplikace,
které využívají RDF, ale potřebují nějaké vyjadřovací prostředky navíc [35].
3.5.2 Syntaxe




∙ OWL Functional Syntax,
∙ OWL Manchester Syntax,
∙ KRSS syntaxe,
∙ OBO flat file format.
Ve své diplomové práci budu používat především syntaxi RDF/XML jazyka OWL. Podle
konsorcia W3C musí mít nástroj importující OWL soubory podporu minimálně pro syntaxi
RDF/XML, aby byl prohlášen za vyhovující. Podpora ostatních syntaxí je volitelná [29].
Tuto syntaxi demonstruje například ukázka kódu 3.2.
Turtle (Terse RDF Triple Language) umožňuje kompaktní zápis RDF grafu v přirozené
textové formě [7]. V syntaxi RDF/XML jsou zakázané některé URI. Výhodou syntaxe Turtle
oproti RDF/XML tedy je, že takováto omezení nemá. Syntaxe Turtle podporuje řádkový
komentář začínající znakem #. Zápis trojic se zkládá z podmětu, přísudku a předmětu
odděleného mezerou a ukončeného tečkou. Použití syntyxe Turtle demostruje ukázka kódu
3.3.
# part of document
:RhetoricalForm rdf:type owl:Class ;
rdfs:subClassOf :Conceptual_Object .
:E28.Conceptual_Object rdf:type owl:Class .
:LinearRhetoricalForm rdf:type :RhetoricalForm ,
owl:NamedIndividual .
Ukázka kódu 3.3: Použití syntaxe Turtle
OWL/XML je další používanou syntaxí. Zápis ontologie v této syntaxi je často delší,
než zápis v jiných syntaxích. Tato syntaxe je definována pomocí XML schématu [26]. Její
použití je demonstrováno v ukázce kódu 3.4.
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<Declaration >
<Class IRI ="# RhetoricalForm "/>
</Declaration >
<Declaration >
<Class IRI ="# Conceptual_Object "/>
</Declaration >
<SubClassOf >
<Class IRI ="# RhetoricalForm "/>
<Class IRI ="# Conceptual_Object "/>
</SubClassOf >
Ukázka kódu 3.4: Použití syntaxe OWL/XML
Další používanou syntaxí je OWL Functional Syntax. Tato syntaxe má podobně jako
syntaxe Turtle krátký zápis. Byla navržena pro jednoduchou specifikaci ontologií [26]. Po-
užití této syntaxe je demonstrováno v ukázce kódu 3.5.
Declaration(Class (: RhetoricalForm ))
SubClassOf (: RhetoricalForm :Conceptual_Object)
Declaration(Class (: Conceptual_Object ))
Declaration(NamedIndividual (: LinearRhetoricalForm ))
ClassAssertion (: Cabriolet :LinearRhetoricalForm)
Ukázka kódu 3.5: Použití syntaxe OWL Functional Syntax
Syntaxe Manchester jazyka OWL byla původně vytvořena pro OWL 1, nicméně byla








Ukázka kódu 3.6: Použití syntaxe Manchester
KRSS syntaxe je definována na adrese http://dl.kr.org/krss-spec.ps. Informace o OBO
flat file format jsou na adrese http://www.geneontology.org/GO.format.obo-1_2.shtml.
3.5.3 Anonymní uzly
OWL umožňuje definovat třídy, individua a vlastnosti. Ty mohou a nemusí mít jméno.
Jména se typicky definují pomocí atributů rdf:about nebo rdf:ID různých XML elementů
(viz například ukázka kódu 3.2).
Jestliže ale nějaký prvek (například třída nebo vlastnost) není pojmenovaná, jedná se
o anonymní prvek (například anonymní třídu nebo anonymní vlastnost)
Speciálním typem anonymní třídy je omezení. Element owl:Restriction představuje ano-




Programovací jazyk Java má podobnou syntaxi jako jazyk C a slouží k objektově orien-
tovanému programování [39]. Byl vyvynut společností Sun Microsystems, Inc. Ta je nyní
součástí Oracle [22].
Programy napsané v jazyce Java jsou kompilovány do strojového jazyku virtuálního po-
čítače (Java Virtual Machine, JVM). Strojový jazyk JVM se nazývá Java bytecode. Pro běh
programů napsaných v jazyce Java je potřeba interpreter Java bytecode programu [22].
V projektu Decipher se používá Java verze 7.
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Kapitola 4
Analýza knihoven pro import
ontologií
Naprogramovat import ontologií je možné čistě od začátku, nebo za použití knihoven. Když
programátor všechen kód píše sám, tak má záruku, že se kód bude chovat přesně tak, jak
chce. Nicméně toto řešení je zdlouhavé a navíc je zbytečné dělat něco, co již udělal někdo
jiný. Knihovny poskytují již hotové řešení a programátor může pracovat na vyšší úrovni.
Autoři knihoven často poskytují pravidelné aktualizace a opravují chyby knihoven.
Řadu knihoven jsem otestoval. Každá knihovna má nějaké výhody a nevýhody. Knihovny
jsem srovnal a vybral tu, která by byla vhodná pro import ontologií v 4A serveru.
4.1 Jena
Knihovna Jena je implementovaná v jazyce Java a umožňuje import ontologií. Je dostupná
pod licencí Apache. V roce 2000 byla vydána Jena 1. V roce 2003 vyšla Jena 2 [14]. Zásadní























Obrázek 4.1: Zjednodušené schéma architektury Jena [14]
24
Architektura knihovny Jena se skládá ze tří vrstev (viz obrázek 4.1). Grafová vrstva
(Graph Layer) se skládá z trojic, stejně jako RDF datový model (viz kapitola 3.3.2). Je
snaha, aby tato vrstva byla minimální, co nejvíce funkcionality se provádí v ostatních vrst-
vách [14]. Vrstva EnhGraph umožňuje více pohledů na grafovou vstvu a souběžné používání
těchto více pohledů. Jediná vrstva, ke které má přístup programátor, je modelová vsrstva.
Tato vrstva poskytuje mnoho metod pro operace nad grafovou vrstvou [14].
4.2 Protege-OWL API
Protege-OWL API je knihovna v jazyce Java pro zpracování OWL, RDF a RDFS. Tato
knihovna má otevřený zdrojový kód. Poskytuje třídy a metody na načtení a uložení OWL
souborů a manipulaci s OWL datovým modelem. Je optimalizována pro implementaci gra-
fického rozhraní. Lze ji použít k tvorbě komponent do Protégé-OWL editoru nebo k tvorbě
samostatných aplikací. Protege-OWL API mimo jiné umožňuje [43]:
∙ pracovat s prefixy jmenných prostorů,
∙ vytvářet pojmenované třídy a individua,
∙ používat owl:ObjectProperty a owl:DatatypeProperty,
∙ pracovat s podmětem a předmětem vlastností,
∙ používat omezení (restriction).
4.3 The OWL API
The OWL API je knihovna s otevřeným zdrojovým kódem a je dostupná pod licencí GNU
Lesser General Public License nebo licencí Apache. Podobně jako Protege-OWL API slouží
ke zpracování OWL souborů. Tato knihovna je dostupná od roku 2003 [27].
Knihovna podporuje celou řadu syntaxí [27], především RDF/XML, Turtle, OWL/XML,
OWL Functional Syntax, Manchester OWL Syntax, KRSS syntaxe a OBO flat file format
(podrobnosti o jednotlivých syntaxích jsou v kapitole 3.5.2).
Knihovna obsahuje pro každou syntaxi samostatný parser. V případě požadavku na na-
čtení souboru knihovna zkouší jednotlivé parsery. V případě, že ani jeden parser nerozpozná
data v souboru, knihovna zahlásí chybu.
Knihovna je založena na specifikaci OWL 2. Každá ontologie je jednoznačně popsána
pomocí OWLOntologyID. Ontologie je považována za kolekci axiomů a anotací (viz obrázek
4.2) [27]. Knihovna ale poskytuje kromě metod na prohledávání axiomů i běžné metody,
které ale opět zavolají metody na práci s axiomy. Například metoda, která zjišťuje přítom-
nost třídy X v ontologii, prohledá všechny axiomy. Když najde axiom, který se odkazuje
na třídu X, tak metoda vrátí pravdu, jinak nepravdu. Abstrakce na úrovni axiomů je na vyšší
úrovni, než abstrakce založená na trojicích (takovou abstrakci používá například knihovna
JENA (viz kapitola 4.1).
Při práci na úrovni axiomů hrozí menší riziko chyby. Jeden axiom můžeme například
popsat šesti trojicemi. Při požadavku na úpravy je jednodušší upravit jeden axiom, než
upravovat šest trojic [27].
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of the complexity associated with choosing the appropriate parsers and renderers












Fig. 1. A UML diagram showing the management of ontologies in the OWL API. The
OWLOntology interface provides accessors for eﬃciently obtaining the axioms contained
within an ontology. The method of storing axioms is provided by diﬀerent implemen-
tations of the OWLOntology interface. The design of the API makes it possible to mix
and match implementations, for example, an in-memory ontology could be used to-
gether with one that is stored in a database and one that is stored in some kind of
triple store. The OWL API reference implementation provides an eﬃcient in-memory
storage solution.
2.2 Ontology Change
Changes to ontologies are applied using change objects that implement the
OWLOntologyChange interface. Besides adding and removing axioms, changes
to ontologies include setting the ID of an ontology, adding and removing anno-
tations, and adding and removing imports.
In essence, change support is implemented using the Command design pat-
tern [4], which makes it easy to record and serialise ontology changes, implement
undo and redo functionality, and support transactional behaviour. This makes
the API ideal for use in editors and other systems that need the ability to log
changes.
All ontology changes are applied through an ontology manager. This means
that it is possible to apply a list of ontology changes, which make multiple
changes to multiple ontologies, as a single unit. This works rather well for ap-
plications such as ontology editors, where an edit operation such as entity name
change (entity IRI change) can involve the addition and removal of multiple ax-
ioms from multiple ontologies—it is possible to group the changes together to
form one “editor operation” and apply these changes at one time.
Obrázek 4.2: UML diagram správy ontologií v The OWL API [27]
Knihovna uchovává standardně své datové truktury ontologií v aměti počítače. Pra-
cuje s nimi ale pomocí rozhraní1, což umožňuje, aby datové struktury byly naprogramovány
nějakou třetí stranou i jinak. Je tedy možné například uchovávat informace o načtených on-
tologiích v relačních databázích [27].
Ke správě ontologií slouží OWLOntologyManager (viz obrázek 4.2). Používá se pro vy-
tváření, načítání, změnu a ukládání ontologií. Každá instance ontologie je unikátní v daném
manažeru. Při ukládání se manažer stará o volbu syntaxe daného souboru s ontologií [27].
The OWL API neposkytuje žádné pokročilé dotazování, jako například dotazy založené
na SPARQL (Simple Protocol nd RDF Query Language2).
4.3.1 Odvozování nových informací
K odvozování nových informací z aktuálně zadaných informací slouží metody rozhraní
OWLReasoner, které implementuje Reasoner (viz definice 4.1). Toto rozhraní definuje také
metody pro ověřování konzistence ontologie (test, zdali neobsahuje vzájemně se vyluču-
jící tvrzení). Nicméně The OWL API negarantuje, že implementace tohoto rozhraní bude





Definice 4.1. Reasoner je program, který odvozuje logické důsledky ze sady explicitně zada-
ných faktů nebo axiomů. Typicky poskytuje automatickou podporu pro klasifikaci, debugging
a dotazování [17].
FaCT++ (Fast Classification of Terminologies) je reasoner, který je implementován
v C++. Je vydáván s otevřeným zdrojovým kódem [33].
HermiT je implementován v jazyce Java. Má otevřený zdrojový kód a je vydáván pod li-
cencí GNU Lesser General Public License [23].
1http://docs.oracle.com/javase/tutorial/java/concepts/interface.html
2Dotazovací jazyk nad RDF daty [37].
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Pellet je další reasoner, který je implementovaný v jazyce Java. Je vydáván pod licencí
GNU Affero General Public License verze 3 pro aplikace s otevřeným zdrojovým kódem.
Pro ostatní aplikace je vydáván pod alternativní licencí, podrobnosti o ní lze získat na mailu
inquiries@clarkparsia.com [40].
Racer Pro (Renamed ABox and Concept Expression Reasoner) je vydáván pod spe-
cifickou licencí Racer Systems. Ve většině případů je za licenci tohoto reasoneru potřeba
zaplatit [24].
4.4 Výběr knihovny pro import ontologií
V modulu pro import ontologií je třeba používat některou knihovnu pro práci s ontologi-
emi. Vybíral jsem z knihoven Jena, Protege-OWL API a The OWL API. Knihovnu Jena
nepoužiji proto, že nepodporuje OWL 2. Rozhodl jsem se používat knihovnu The OWL
API, jelikož tato knihovna je založena přímo na specifikaci jazyka OWL 2 a dobře se s ní
pracuje (knihovna pracuje na úrovni axiomů, kde hrozí menší riziko chyby, než na úrovni




Před tím, než jsem začal pracovat na importu ontologií, neměl import podporu OWL 2
a k importu používal knihovnu JENA (viz kapitola 4.1). Mým úkolem je přidat podporu
OWL 2. Mým cílem je, aby při převodu docházelo k minimálním ztrátám dat. Je třeba
klást důraz na anonymní uzly, které jsou z hlediska převodu problematické (viz kapitola
3.5.3). Rozhodl jsem se používat knihovnu The OWL API (viz kapitola 4).
5.1 RDFS třídy a vlastnosti
RDFS definuje mimo jiné třídy a vlastnosti. Vlastností je celá řada (viz kapitola 3.4).









This property defines the kind of 
objects used in an E7 Activity, 
when the specific instance is either 
unknown or not of interest, such 




 Literál (rdfs:Literal) 
Třída (rdfs:Class) 
 Vlastnost (rdf:Property) 
Podmět Předmět Vlastnost (rdf:Property) 
Obrázek 5.1: Ukázka RDF trojic z CIDOC CRM [19]
Třída E7.Activity na obrázku 5.1 je podtřídou třídy E5.Event. Dále existuje třída
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E55.Type. Na základě těchto dvou tříd se během importu ontologií vytvoří tři typy anotace
v entitní množině annotType (viz kapitola 2.2). Takovéto chování už v 4A serveru bylo
a mým úkolem je implementovat je pomocí knihovny The OWL API.
Tato ukázka ukazuje použití vlastností subClassOf, range, domain a comment. Také
z ukázky vyplývá, co je podmětem a co předmětem těchto vlastností. Vlastnost subClassOf
se používá na vyjádření, že jedna třída je podtřídou jiné třídy. Vlastnost range se pou-
žívá pro určení předmětu, domain pro určení podmětu a comment slouží k přiřazení textu
(literálu) jako komentáře.
Vlastnost P125F.used_object_of_type má jako podmět instanci třídy E7.Activity. Jako
předmět má instanci třídy E55.Type. Tato vlastnost má přiřazený komentář, který vysvět-
luje, k čemu se daná vlastnost používá. Říká, že tato vlastnost definuje určitý typ objektu
(typem je zde myšlena instance třídy E55.Type), který je používán aktivitou (instancí třídy
E7.Activity). Na základě ní je při importu ontologií vytvořen atribut (entita z entitní mno-
žiny annotTypeAttr) se jménem P125F.used_object_of_type, který se přiřadí typu anotace
E7.Activity. Nastaví se typ atributu a komentář. Zjistil jsem, že při importu ontologií po-
mocí knihovny Jena nebyl k typu anotace uložen komentář. Nově plánuji tento komentář
ukládat.
Vlastnosti, u kterých není určen podmět, jsou převedeny na entity z entitní množiny
typeAttrOnto. Nemohou být přiřazeny k žádnému typu anotace.
RDFS definuje ještě další vlastnosti, které už ale v ukázce nejsou. Vlastnost rdfs:label
poskytuje alternativu jména zdroje sloužící pro čtení člověkem (popisek), rdfs:seeAlso se po-
užívá na přiřazení doplňkové informace nějakému zdroji [13]. Databázová struktura pro im-
port ontologie (viz kapitola 2.2) nemá žádný atribut určený speciálně pro vlastnosti label
nebo seeAlso. Proto navrhuji, že tyto informace se budou přidávat do komentáře s prefixy:
This type has label:
For more information see also:
RDF vlastnost isDefinedBy se používá k přiřazení informace zdroji o tom, jak byl zdroj
definován (případně v jakém souboru byl definován). Databázová struktura pro import on-
tologie opět nemá žádný atribut určený speciálně pro tuto vlastnost. Opět se nabízí tuto
informaci přidat do komentáře. Nicméně isDefinedBy často obsahuje URL třídy/vlastnosti
bez jména, většinou by tedy byla tato informace uchovávána zbytečně. Proto ho do komen-
táře nepřidávám.
Vlastnost subPropertyOf se používá na vyjádření, že jedna vlastnost je předkem druhé
vlastnosti (podobně jako subClassOf u tříd) [13]. Jelikož ani zde nemá databázová struktura
takovéto atributy nebo entitní množiny, tuto informaci opět přidávám do komentáře s tímto
prefixem:
Ancestor of this attribute is
5.2 Pojmenovaná a nepojmenovaná individua z OWL
V reálném světě máme reálné objekty, které můžeme členit do kategorií (například Pavel
může patřit do kategorieMuž ). V OWL 2 je objekt označován jako individuum (v angličtině
individual), kategorie jsou označovány jako třídy.
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Ontologie projektu Decipher1 používá pojmenovaná individua (se jmény LinearRhe-
toricalForm a CyclicalRhetoricalForm) třídy RhetoricalForm. Jsou definována v syntaxi
RDF/XML a využívají jmenný prostor decipher (viz ukázka kódu 5.1).
<decipher:RhetoricalForm rdf:ID=" LinearRhetoricalForm "/>
<decipher:RhetoricalForm rdf:ID=" CyclicalRhetoricalForm "/>
Ukázka kódu 5.1: Individua v ontologii projektu Decipher
Nicméně ER diagram 4A serveru nemá entitní množinu sloužící pro uchovávání indi-
viduí. Proto navrhuji uchovávat individua v entitní množině annotType. Tím bude systém
považovat individua načtená z ontologie za typy anotací. Nepozná tedy rozdíl mezi tří-
dou a individuem z OWL souboru. To je nevýhoda, nicméně informace o individuích se
neztratí. Navíc pro uživatele, který anotuje text pomocí anotačního nástroje projektu Deci-
pher, bude jednodušší, když nebude muset rozlišovat individuum od třídy. Typům anotací
vzniklým z individuí přiřadím jako předka typ anotace vzniklý z třídy, do které patří dané
individuum.
Některá individua mohou být nepojmenovaná (více v kapitole 3.5.3). Jediná informace
o tomto individuu, která je k dispozici, je tedy jméno třídy, do které patří. Proto navrhuji,
aby jméno typu anotace, který se vytvoří z tohoto individua, bylo jméno třídy individua
s prefixem „Specific“ a postfixem by bylo pořadové číslo anonymního individua.
Kdyby tedy v ontologii projektu Decipher byly dvě nepojmenovaná individua třídy











Individuum patří do třídy 
B je předkem A 
Převod do datových 

















Obrázek 5.2: Ukázka převodu individuí do datových struktur 4A serveru
1http://knot.fit.vutbr.cz/annotations/decipher_v5.owl
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5.3 Pojmenované třídy z OWL
Pojmenované OWL třídy je potřeba importovat stejným způsobem, jako RDFS třídy (viz
kapitola 5.1). U OWL tříd (stejně jako u RDFS tříd) můžeme používat vlastnost subClassOf.
OWL třída se za použití syntaxe RDF/XML zapisuje jako owl:Class.
Datový model pro muzea CIDOC CRM (ISO 21127:2006, viz kapitola 3.4) definuje třídy
E2.Temporal_Entity a E77.Persistent_Item. V komentáři tříd uvádí, že tyto třídy jsou
vzájemně disjunktní. RDFS nemá možnosti, jak tuto skutečnost vyjádřit jiným způsobem.
OWL však ano - umožňuje definovat třídy tak, že nemají společná žádná individua, jsou
tedy disjunktní. K tomu slouží vlastnost owl:disjointWith. Jedna třída může být podmětem
(a nebo předmětem) více owl:disjointWith vlastností [5] (tedy může být disjunktní s více
jinými třídami). Kdyby tedy byl CIDOC psaný pomocí OWL, společný vztah těchto tříd






Obrázek 5.3: Ukázka disjunktních tříd
OWL třídy se převádí na typy anotací během imortu ontologie. 4A server (stejně jako
RDFS) nemá přímou možnost, jak uchovávat informaci o tom, že některé typy anotací
vznikly z disjunktních OWL tříd. Proto jsem se rozhodl tyto informace uchovávat v komen-
tářích daných typů anotací. Konkrétně do komentáře plánuji na samostatný řádek přidat
text This type is disjoint with type následovaný jménem jiného typu anotace. V pří-
padě, že třída, ze které vznikl typ anotace, bude mít více disjunktních tříd, tak ke každé
disjunktní třídě přidám do komentáře jeden takovýto řádek.
Zatímco RDF umožňuje používat pouze logický součin tvrzení (viz kapitola 3.3.2), tak





Průnik dvou tříd značí ta individua, která patří do obou tříd [26]. OWL umožňuje
definovat průnik více tříd. Například můžeme požadovat zápis, že třída E35.Title je tvořena
průnikem tříd E33.Linguistic_Object a E41.Appellation. To vyjadřuje ukázka kódu 5.2
v syntaxi RDF/XML.
Sjednocení dvou tříd značí ta individua, která patří alespoň do jedné třídy ze dvou
tříd [26]. Opět je samozřejmě možné definovat průnik více tříd. Taková definice má velmi
podobnou syntaxi, jako definování průniku dvou tříd (viz výše).
Komplement třídy značí, že jedna třída obsahuje přesně ta individua, která nejsou členy
žádné jiné třídy. Zápis komplementu demonstruje jednoduchá ukázka kódu 5.3 (správná













Ukázka kódu 5.2: Průnik tříd
<owl:Class rdf:about=" LinearRhetoricalForm">
<owl:complementOf rdf:resource =" CyclicalRhetoricalForm "/>
</owl:Class >
Ukázka kódu 5.3: Komplement třídy
Pomocí elementu owl:oneOf je možné specifikovat, že třída se skládá pouze z daného
výčtu individuí [26]. Syntaxe je velmi podobná jako u definice průniku dvou tříd (viz ukázka
kódu 5.2).
Jelikož 4A server nemá přímou možnost, jak uchovávat tyto informace, navrhuji tyto
informace uchovávat v komentářích daných typů anotací. Jelikož jsem se rozhodl převádět
individua na entity entitní množiny annotType (viz kapitola 5.2), tak bude v komentářích
element owl:oneOf vypadat stejně, jako stejnocení tříd (union of). Následují příklady mnou
navržených komentářů:
This type is intersection of E33.Linguistic_Object, E41.Appellation.
This type is union of StoryEntity, PlotEntity, PlotSituation.
This type is complement of CyclicalRhetoricalForm.
5.4 Datové typy
Datové typy používané v ontologii jsou popsány v kapitole 3.3.1. Jednoduché datové typy
jsou v téže kapitole přehledně zobrazeny na obrázku 3.2. Jednoduché datové typy používané
v 4A serveru pro anotace jsou popsány v kapitole 2.1. V ontologiích se používá daleko více
typů, než kolik jich podporuje systém Decipher. Navrhl jsem tedy převod jednoduchých typů
používaných v ontologiích na typy používané v 4A serveru. Tento převod je schématicky
znázorněn na obrázku 5.4.
5.5 Vlastnosti
OWL má dva typy vlastností. Prvním z nich je owl:ObjectProperty. Předmět této vlastnosti
by mělo být individuum nějaké třídy nebo prázdný uzel (nikoliv literál s datovým typem).
K takovéto vlastnosti je samozřejmě možné nastavit jejího předka (stejně jako v RDFS).
Dalším typem vlastnosti, kterou OWL definuje, je owl:DatatypeProperty. Ta se liší
od owl:ObjectProperty tím, že předmět této vlastnosti má být literál nějakého datového
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 Jednoduché typy používané pro anotace v projektu Decipher 











































Obrázek 5.4: Převod datových typů ontologie na typy 4A serveru
typu (viz kapitola 5.4) [26]. K této vlastnosti je samozřejmě také možné nastavit předka.
OWL umožňuje, aby jedna vlastnost mohla mít podmět nebo předmět z více různých
tříd. To je umožněno pomocí anonymní třídy, která je specifikovaná pomocí unionOf. To
demostruje ukázka kódu 5.4 z ontologie projektu Decipher, kde jsou definované tři možné
třídy podmětu.
Totéž je možné také u předmětu. Zatím byly takové vlastnosti během importu ontologie
v 4A serveru přeskakovány a nebyly vůbec ukládány. Plánuji, aby fungovala i rekurzivní
detekce tříd v případě, že by v unionOf byla další anonymní třída, která je definována
pomocí unionOf dalších tříd.
V případě, že je definováno více možných tříd podmětu, navrhuji, aby byla tato vlastnost
převedena na atribut všech typů anotací vzniklých z možných tříd podmětu.
Když je více možných tříd předmětu, navrhuji ke každému typu anotace vzniklému
převodem této třídy přiřadit tolik vlastností, kolik tříd je v předmětu. Jméno každého
atributu by se skládalo z jména vlastnosti, znaku tečka a jména třídy předmětu.
Pro názornost je na obrázku 5.5 ukázaný převod vlastnosti hasAssociatedHeritageObject
z ontologie projektu Decipher. Tuto vlastnost jsem ale upravil, aby na ukázce převodu byl
znázorněn převod vlastností s více možnými třídami podmětu a předmětu.
Vlastnost owl:ObjectProperty může být definována pomocí jiné vlastnosti a otočení je-
jího směru (změny podmětu za předmět a opačně) [26]. Takové jiné vlastnosti se říká in-





<owl:unionOf rdf:parseType =" Collection">
<rdfs:Class rdf:about ="# HeritageObjectNarrative "/>
<rdfs:Class rdf:about ="# HeritageObjectStory "/>




<rdfs:range rdf:resource ="# HeritageObject "/>
</owl:ObjectProperty >









































Vlastnost (ObjectProperty)  
Typ anotace  
Atribut typu anotace  
B patří k A 
Hodnota B je typu A 
Převod do datových 
struktur 4A serveru 
A B 
A B 
Obrázek 5.5: Ukázka převodu vlastnosti s více možnými třídami podmětu a předmětu
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definovanou třídu podmětu a předmětu, tak je můžeme zjistit z inverzní vlastnosti.
Definovat inverzní vlastnosti u DatatypeProperty nemá smysl. Předmět totiž musí být
literál datového typu. Podmět ne. Kdybychom ale chtěli získat například třídu podmětu
z inverzní vlastnosti, tak dostaneme datový typ. Požadovali jsme ale třídu.
Podobně jako owl:inverseOf se používá element owl:equivalentProperty. Pomocí něho
definujeme, že vlastnost je ekvivalentní jiné vlastnosti. Tedy má stejný podmět a předmět.
V ontologii, která byla navržená pro Decipher2, se inverzní vlastnosti používají (viz






Ukázka kódu 5.5: Inverzní vlastnost
V případě, že vlastnost nemá definovaný podmět nebo předmět, navrhuji projít všechny
její inverzní a ekvivalentní vlastnosti a z nich definici podmětu a předmětu zjistit. V případě,
že by ani inverzní (respektive ekvivalentní) vlastnost neměla definovaný podmět nebo před-
mět, navrhuji rekurzivně procházet jejich inverzní a ekvivalentní vlastnosti, dokud není
předmět nebo podmět specifikován, nebo dokud dokud nebudou zpracované všechny in-
verzní a ekvivalentní vlastnosti. Samozřejmě se může stát, že vlastnost podmět a nebo
předmět mít specifikovaný nebude.
OWL 2 umožňuje definovat symetrickou vlastnost. Pokud je touto vlastností spojen
podmět A s předmětem B, tak jí musí být spojen i podmět B s předmětem A. Například
ukázka kódu 5.6 říká, že jestliže se první příběh podobá druhému, tak i druhý příběh se
podobá prvnímu.
<owl:SymmetricProperty rdf:ID=" similarOf">
<rdfs:domain rdf:resource ="# Story"/>
<rdfs:range rdf:resource ="# Story"/>
</owl:SymmetricProperty >
Ukázka kódu 5.6: Symetrická vlastnost
Podobně umožňuje OWL definovat asymetrickou vlastnost. U ní platí, že jestliže je
k podmětu B navázán předmět C, tak už k podmětu C nemůže být navázán předmět B
pomocí dané vlastnosti.
Reflexivní vlastnost (owl:ReflexiveProperty) má stejný podmět a předmět. Element
owl:IrreflexiveProperty naopak definuje vlastnost, kde podmět a předmět nemůže být stejný.
Elementy owl:FunctionalProperty a owl:InverseFunctionalProperty mají běžný matema-
tický význam. Vlastnost owl:FunctionalProperty značí, že jedno konkrétní individuum může
být podmětem pouze jedné takovéto vlastnosti. Nicméně nepožaduje, aby všechny indivi-
dua byly podmětem takovéto vlastnosti. Naopak owl:InverseFunctionalProperty značí, že
jedno konkrétní individuum může být předmětem pouze jedné takovéto vlastnosti.
Element owl:TransitiveProperty definuje vlastnost, která když spojuje individuum B
s individuem C a zároveň spojuje individua C a D, také musí spojovat individua B a D.
2http://knot.fit.vutbr.cz/annotations/decipher_v5.owl
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Databázová struktura pro import ontologie (viz kapitola 2.2) nemá žádné atributy, které
určují výše zmiňované vlastnosti atributů anotací (OWL vlastnosti jsou převáděné na ano-
tační atributy anotací). Proto navrhuji, že tyto informace se budou přidávat do komentáře
jednotlivých atributů typů anotací (annotTypeAttr). V případě, že má vlastnost jeden ob-
jekt, poznamenám informace pouze pro daný atribut. V případě, že je objektů více (tedy
vlastnost byla převedena na více objektů annotTypeAttr, viz obrázek 5.5), do komentáře
všech daných atributů napíšu, že dané informace se vztahují ke všem vlastnostem začínají-
cím na jméno vlastnosti. Následuje ukázka textů, které dopisuji do komentářů:
This attribute should be symmetric.
Every attribute that starts with heritageObjectCollectionUsedBy should be
symmetric.
This attribute should be asymmetric.
This attribute should be reflexive.
This attribute should not be reflexive.
This attribute should be inverse-functional.
This attribute should be transitive.
U funkcionální vlastnosti uvedu, že daná vlastnost má maximální kardinalitu 1:
Maximum cardinality of this attribute is 1.
5.5.1 Omezení vlastností
Omezení vlastností (Property Restrictions) umožňují podrobněji specifikovat vlastnosti [26].
V syntaxi RDF/XML jsou specifikovány v definici třídy podmětu vlastnosti. Omezení je
vždy definováno elementem owl:Restriction. Jméno vlastnosti, ke které se omezení vztahuje,
je definováno elementem owl:onProperty [41].
Každá vlastnost má specifikovaný podmět a předmět. Podmětem je individuum z nějaké
definované třídy. Podobně předmět, ten ale navíc může být literál nějakého datového typu.
K jednomu individuu třídy podmětu vlastnosti tedy může být přes vlastnost navázáno jiné
individuum předmětu (případně hodnota datového typu). Počet navázání předmětu se značí
jako kardinalita. Kartinalita patří do rozsahu <0, ∞) [6]. Pomocí omezení kardinality je
možné kardinalitu specifikovat. Konkrétně je možné určit přesnou, minimální nebo maxi-
mální kardinalitu. Podobně atribut anotace v anotačním nástroji Decipher může odkazovat
na 0, 1 nebo více dalších anotací.
Definice všech omezení kardinality se zapisují podobně. Například ukázka kódu 5.7
demostruje, že každý příběh musí obsahovat minimálně 3 události. Připouští zároveň, že
existují příběhy, které mohou mít více událostí. Tato ukázka není převzatá z ontologie
projektu Decipher.
Databázová struktura pro import ontologie (viz kapitola 2.2) nemá žádné atributy, které
určují kardinalitu atributů anotací (na které jsou OWL vlastnosti převáděné). Objekty an-
notTypeAttr ale mají atribut required (viz kapitola 2.2). Atribut required vyjadřuje, zdali je
objekt annotTypeAttr povinný u daného typu anotace. Objekty annotTypeAttr samozřejmě
umožňují uchovávat komentáře.
Jestliže je minimální kardinalita 0, tato informace je nic neříkající. To, že minimální kar-










<owl:onProperty rdf:resource ="# containsEvent "/>
<owl:minCardinality
rdf:datatype=






Ukázka kódu 5.7: Omezení kardinality v jazyku OWL
Za předpokladu, že se omezení vztahuje k vlastnosti, která má předmět z jediné třídy, tak
navrhuji nastavit atribut vzniklý z této vlastnosti jako povinný (pomocí atributu required).
Jestliže může mít vlastnost předmět z více různých tříd, bude převedena na více atri-
butů typu anotace právě podle různých možných tříd předmětu (viz obrázek 5.5). Aplikace
nemůže říci, že všechny vzniklé atributy mají být povinné. Pouze, že jeden z nich má být
povinný (ale u různých situací to může být jiný). Proto se v tomto případě atribut required
nevyužije.
Každopádně ale přidám komentář k atributům, které vzniknou z vlastnosti s informací
o kardinalitě. V případě, že vlastnost může mít předmět z jediné třídy (nebo žádné, v tom
případě je u atributu nastaven typ hodnoty jako AnyAnnotation, více v kapitole 2.1), tak
do komentáře přidám informace o minimální kardinalitě. V případě, že předmětů bude
více, poznačím, že všechny atributy začínající na jméno vlastnosti mají celkovou minimální
kardinalitu takovou, jaká je zadaná u vlastnosti.
U maximální kardinality plánuji, že když bude u vlastnosti nastavená na 0, tak atributy
typů anotací vzniklé z této vlastnosti (viz obrázek 5.5) vyřadím. Takové atributy totiž nikdy
nemůžou mít žádnou hodnotu. Samozřejmě také navrhuji uchovávat informace o kardinalitě
v komentáři podobným způsobem jako u minimální kardinality.
U zadání přesné kardinality navrhuji, že když je zadána 0, tak vzniklé atributy vyřadím.
Jestliže je nastavená na 1 nebo více, všechny atributy vzniklé z této vlastnosti (viz obrázek
5.5) nastavím jako povinné pomocí atributu required. Informace o tomto typu omezení opět
poznamenám do komentářů jako u minimální nebo maximální kardinality.
Navrhuji přiřazovat do komentářů text o kardinalitě, který vystihují následující příklady:
Minimum cardinality of this attribute is 5.
Total minimum cardinality of attributes starting with containsEvent is 5.
Maximum cardinality of this attribute is 3.
Exact cardinality of this attribute is 2.
Existenční kvantifikace (existential quantification) je další typ omezení. Říká, že alespoň
jedno individuum navázané na tuto vlastnost jako předmět, bude patřit do třídy specifi-
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kované tímto omezením. Třída předmětu je určená elementem owl:someValuesFrom [26].
Například ukázka kódu 5.8 požaduje, aby „kolekce předmětů kulturního dědictví“ byla





rdf:resource ="# HeritageObjectCollectionUsedBy "/>




Ukázka kódu 5.8: Existenční kvantifikace
Když má vlastnost, ke které se omezení vztahuje, pouze jedinou možnou třídu před-
mětu, tak navrhuji nastavit atribut vzniklý z této vlastnosti jako povinný (kardinalita je
minimálně 1) a upravít komentář. Jestliže je možných tříd předmětu více a jedna ze tříd
předmětu odpovídá té, kterou vyžaduje omezení, vlastnost s tímto předmětem nastavím
jako povinnou a upravím k ní komentář. Ostatní atributy nechám bez úpravy komentářů.
Když je možných tříd předmětu více a žádný neodpovídá té vyžadované v omezení, tak
upravím komentáře všem příslušným AnnotTypeAttr. Informaci do komentářů budu přidá-
vat podobným způsobem jako u minimální kardinality. Nastavování povinnosti argumentu
je ukázáno na obrázku 5.6, obrázek předpokládá existenci omezení vlastnosti HeritageOb-
jectCollectionUsedBy tak, aby některé její předměty musely být ze třídy PlotEntity (tak,
jak je definované v předchozí ukázce kódu v RDF/XML).
Následují ukázky mnou navržených textů přidávaných do komentářů pro existenční
kvantifikaci:
Some value of this attribute should have type Story.
Some value of attributes starting with containsEvent should have type
Story.
Univerzální kvantifikace (universal quantification) je další typ omezení. Říká, že všechna
individua představující předmět vlastnosti budou patřit do třídy specifikované tímto ome-
zením pomocí elementu owl:allValuesFrom [26]. Syntaktický zápis OWL je velmi podobný
jako v případě omezení someValuesFrom (viz ukázka kódu 5.8). Navrhuji, že když je ome-
zení aplikováno na vlastnost, která má více možných tříd předmětu, tak zachovám jenom
jednu možnou třídu, a to tu, kterou vyžaduje zadané omezení. Jestliže třída předmětu není
specifikovaná (anyAnnotation), nastavím jako předmět to, co vyžaduje omezení.
Dále je možné omezit vlastnost tak, aby jejím předmětem bylo konkrétní individuum.
K tomu slouží element owl:hasValue [26]. Syntaktický zápis je opět velmi podobný, jako
zápis allValuesFrom nebo someValuesFrom (viz ukázka kódu 5.8). Toto omezení plánuji
zpracovat až po zpracování omezení someValuesFrom, allValuesFrom a omezení kardinalit,
jelikož individuum je v OWL konkrétnější než třída.
Omezení říká, že daná vlastnost se musí vázat na konkrétní individuum. Vlastnost se
převede na atribut typu anotace. Když ale bude atribut zrušený (například kvůli nastavené
maximální kardinalitě na 0), tak už navrhuji omezení hasValue dále nezpracovávat.
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Obrázek 5.6: Ukázka převodu vlastnosti, která má omezení existenční kvantifikace na třídu
PlotEntity
Při převodu této vlastnosti na atribut typu anotace tedy navrhuji nastavit typ hod-
noty tohoto atributu na typ anotace vzniklý z individua, které je vyžadováno omezením
(potenciálně existující simpleType přepíšu). Všechny ostatní atributy typu anotace vzniklé
z dané vlastnosti (ale s jiným předmětem) navrhuji smazat. Ukázka převodu využívajícího
omezení hasValue je na obrázku 5.7.
OWL 2 definuje ještě speciální případ omezení, kdy předmět a podmět vlastnosti musí





<owl:onProperty rdf:resource =" hasSubEntity "/>
<owl:hasSelf






Ukázka kódu 5.9: Vynucení stejného podmětu a předmětu
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(určení předka třídy) 
Obrázek 5.7: Ukázka převodu vlastnosti s omezením hasValue
Jelikož u omezení hasSelf musí být podmět a předmět ze stejných tříd, tak v případě,
že u vlastnosti chybí definice třídy předmětu, tak se odvodí právě z omezení. Nastaví se
stejná, jako u podmětu.
Informace o tomto omezení přidám do komentáře atributu typu anotace.
5.5.2 Anonymní vlastnosti
Anonymní vlastnosti jsou takové vlastnosti, které nemají jméno (viz kapitola 3.5.3). Může se
jednat o rdf:Property, owl:ObjectProperty nebo owl:DatatypeProperty. Aby mohli uživatelé
používat atribut vzniklý z anonymní vlastnosti, je více než vhodné takovéto vlastnosti
vygenerovat nové jméno.
Úplně nejjednodušší případ vlastnosti je taková vlastnost, která nemá podmět ani před-
mět. K takové vlastnosti nelze vymyslet žádný použitelný název, proto jsem se ji rozhodl
ignorovat a do vnitřních datových struktur 4A serveru ji vůbec nepřevádět.
O něco složitější případ vlastnosti je, že má vlastnost pouze podmět, ale nemá před-
mět. Pak by možné logické označení atributu vzniklého z vlastnosti bylo například „Vlast-
nostXYZ“, kde XYZ by bylo unikátní číslo atributu ke každému typu anotace. Takovýto
název by ale byl nicneříkající. Proto plánuji takovéto vlastnosti na atributy typu anotace
nepřevádět a ignorovat je. Může se také stát, že by vlastnost měla předka (rodičovskou
vlastnost). V tom případě by se taková anonymní vlastnost mohla jmenovat „SpecificSu-
perProperty“, kde „SuperProperty“ by bylo označení rodičovské vlastnosti. Z takovéhoto
označení ale také není poznat, k čemu taková specifičtější vlastnost slouží. Proto navrhuji
i v takovémto případě tuto vlastnost ignorovat a na atribut typu anotace ji vůbec nepřevá-
dět.
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V případě, že vlastnost bude mít předmět, pojmenuji atribut typu anotace z ní vzniklý
jako „hasObjectName“, kde „ObjectName“ je jméno předmětu. Navíc v případě, že daná
anonymní vlastnost má rodičovskou vlastnost, tak anonymní vlastnost pojmenuji jako „Su-
perPropertyHasObjectName“, kde „SuperProperty“ je jméno rodičovské vlastnosti a „Ob-
jectName“ je opět jméno předmětu. Také navrhuji jménu předmětu zvětšit první písmeno
(upper case) kvůli lepší přehlednosti jména. Samozřejmě bude vhodné takto vlastnost po-
jmenovávat pouze v případě, že rodičovská vlastnost není anonymní. Jinak bych informaci
o rodičovské vlastnosti ignoroval.
5.6 Anonymní třídy
Anonymní třídy jsou takové třídy, které nemají jméno (viz kapitola 3.5.3).
Běžným způsobem není možné vytvořit vlastnost, která by měla anonymní třídu jako
podmět. Vlastnost, která nemá podmět, se do vnitřních datových struktur 4A serveru
převádí na typeAttrOnto (viz kapitola 2.2). Je ale možné u anonymní třídy definovat omezení
na určitou vlastnost. Tedy na základě toho budu předpokládat, že vlastnost patří právě
k dané anonymní třídě, a tím odvodím její podmět právě z omezení.
Podobně jako u anonymních vlastnosti je i u anonymních tříd vhodné vygenerovat jejich
název na základě dalších dostupných informací. Pro uživatele bude intuitivnější používat
třídu s názvem vygenerovaným z doplňkových informací, než aby z komentářů třídy zjišťo-
vali, k čemu vlastně třída může sloužit.
Pokud má anonymní třída zadaný element owl:disjointWith, tak název sestavuji z tohoto
elementu. V úvahu budu brát maximálně pět elementů disjointWith. Kdyby v názvu bylo
více jmen dalších tříd, celý název by mohl vypadat zmateně. V názvu dám první písmeno
disjunktní třídy velkým písmenem.
Jestliže má anonymní třída nějakého předka a v ontologii jsou informace o jejích dis-
junktních třídách, tak navrhuji upravit jméno anonymní třídy tak, aby v něm bylo jméno
předka anonymní třídy. Například anonymní třída, které je předkem třída Story a která
je disjunktní s třídou Description, by se jmenovala StoryButNotDescription. Jestliže má
anonymní třída vlastnosti a zároveň informaci o disjunktních třídách, tak její vlastnosti
při generování jejího jména neplánuji používat. Použijí se tedy informace o disjunktních
třídách. Ukázka převodu anonymní třídy s vlastnostmi owl:disjointWith je na obrázku 5.8.
Jestliže má třída nějaké dostupné vlastnosti a nemá disjointWith elementy, pojmenuji
anonymní třídu na základě těchto atributů. Vlastnost může být anonymní třídě přiřa-
zena například pomocí restriction. Předpokládejme, že má třída vlastnosti complicating
a hasHero. Pak navrhuji, aby se třída jmenovala withAttributesComplicatingAndHasHero.
Navrhuji tedy, aby v názvu anonymní třídy byly jednotlivé vlastnosti s velkým počáteč-
ním písenem (upper case). V případě, že bude atribut pouze jediný, nebude ve jméně třídy
text withAtributes, ale pouze withAtribute. Jestliže má navíc takováto anonymní třída ně-
jakého předka, tato informace se také promítne do jejího jména. Příklad generování jména
je na obrázku 5.9.
Jestliže třída nemá ani atributy, ani informace o disjunktních třídách, navrhuji ji po-
jmenovat jako „specificAncestorClass“, kde „AncestorClass“ je jméno předka této anonymní
třídy. Jestliže třída nemá ani informaci o rodičovské třídě, navrhuji takovouto třídu vůbec
neimportovat. Nemůže se totiž pro ni vytvořit žádné použitelné jméno. Nicméně v praxi
snad většina anonymních tříd bude alespoň podmětem nějakých vlastností.
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Obrázek 5.9: Ukázka převodu anonymní třídy, která má vlastnosti, ale nemá disjunktní
třídy
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5.7 Návrh tříd a nejdůležitějších metod
Navrhuji několik tříd (viz obrázek 5.10).
 visit(desc : OWLObjectMinCardinality)
 visit(desc : OWLObjectMaxCardinality)
 visit(desc : OWLObjectExactCardinality)
 visit(desc : OWLObjectHasValue)
 visit(desc : OWLObjectHasSelf)
 visit(desc : OWLObjectSomeValuesFrom)
 visit(desc : OWLObjectAllValuesFrom)
 getCurrentAxiom() : OWLAxiom
OWLOntologyWalkerVisitor
 visit(desc : OWLObjectMinCardinality)
 visit(desc : OWLObjectMaxCardinality)
 visit(desc : OWLObjectExactCardinality)
 visit(desc : OWLObjectHasValue)
 visit(desc : OWLObjectHasSelf)
 visit(desc : OWLObjectSomeValuesFrom)
 visit(desc : OWLObjectAllValuesFrom)
OWLVisitorForRestrictionData
 processModelPhase1(oModel : OWLOntolo...
 processModelPhase2(oModel : OWLOntolo...
 processProperties(prUri : String, newTypes...
 getInverseEquivalentPropertyUri(processed...
 processSuperClass(oModel : OWLOntology)
 getNewNameForAnonymousClass(info : An...
 createAnnotTypeFromIndividual(oModel : O...
UploadOntology
 cardinality : int
 propertyURI : String
 classURI : String
CardinalityData
 valueURI : string
 propertyURI : String
 classURI : String
ValueData
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Obrázek 5.10: Zjednodušený diagram tříd pro modul improtu ontologií
Hlavní funkčnost bude ve třídě UploadOntology. Celý import ontologií bude probíhat
ve dvou průchodech. První průchod bude realizován metodou processModelPhase1, druhý
průchod metodou processModelPhase2 (viz obrázek 5.10).
První průchod vytvoří seznam tříd. Zároveň určí, jestli je daná třída anonymní, nebo
není. Druhý průchod už bude mít k dipspozici základní informace o všech třídách z prvního
průchodu a zpracuje zbytek informací. Vytvoří kompletní typy anotací a atributy.
Zpracování všech vlastností a jejich převedení na atributy bude probíhat v metodě
processProperties (metoda bude také ve třídě UploadOntology). Tato metoda bude volána
pro každou vlastnost.
Pro zjištění všech omezení z ontologie jsem se rozhodl vytvořit třídu OWLVisitor-
ForRestrictionData, která bude dědit z třídy OWLOntologyWalkerVisitor. Ta je součástí
knihovny The OWL API (viz kapitola 4.3) a slouží k procházení (navštívení) různých typů
axiomů. Moje třída se bude zajímat pouze o axiomy související s omezeními (ostatní axiomy
zpracovávám jiným způsobem). Více informací o omezeních je uvedeno v kapitole 5.5.1.
Třída OWLVisitorForRestrictionData se použije k vytvoření seznamů mnou vytvoře-
ných tříd k uchovávání informací o omezeních. Seznamy s informacemi o omezeních se
použijí na konci druhého průchodu zpracování ontologie (na konci metody processModel-
Phase2 ).
Všechny textové informace, ze kterých budu sestavovat typy anotací a atributy, uložím
jako statické proměnné třídy TextsFromOWLConstants. Tuto třídu jsem na zjednodušeném
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diagramu balíčků (viz obrázek 5.10) pro jednoduchost neuváděl. Při návrhu sestavování
těchto textových řetězců samozřejmě kladu důraz na uživatelsky přívětivé vyjádření.
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Kapitola 6
Návrh alternativ nabídek anotací
V rámci studia 4A serveru jsem zjistil, že 4A server nevyužívá všechny možnosti SEC API
(viz kapitola 2.3). 4A server sice získává návrhy pro anotace ze SEC API, nicméně pro
jednu část textu (případně více překrývajících se částí textu) získá pouze jeden nejprav-
děpodobnější návrh anotace. Ostatní méně pravděpodobné návrhy anotací vůbec nebere
v úvahu, ani si je nezjišťuje. V rámci rozšíření svojí diplomové práce jsem se tedy rozhodl
tento nedostatek vyřešit. Vytvořil jsem návrh, jak by 4A server mohl používat i zbývající
informace ze SEC API. Daný návrh popíšu v této kapitole.
SEC API může vracet pro jednu část textu i větší množství anotací (pro obvyklejší
a často používaná příjmení či jména vesnic to může být v řádu desítek až stovek). Nabízet
všechny tyto možnosti uživateli by bylo velmi nepraktické v případě, že by uživatel vůbec
neměl zájem danou část textu anotovat. Rozhodl jsem se proto, že nejdříve bude uživa-
teli nabídnuta nejpravděpodobnější nabídka od SEC API. V případě, že by uživatel tuto
nabídku odmítnul, budou mu postupně nabízeny další nabídky. Navrhuji maximální počet
nabídek pro jednu část textu specifikovat ve třídě Constants. Zvolil jsem číslo 5, nicméně
bude možné tuto hodnotu snadno upravit. Další méně pravděpodobnější nabídky, které
zatím nebudou nabízeny uživateli, budu označovat jako alternativy nabídek.
Po odmítnutí nejpravděpodobnější nabídky budou uživateli nabídnuty další 3 nabídky.
Po odmítnutí libovolné z nich se použije další nabídka, dokud se nedosáhne počtu alternativ
specifikovaných konstantou popsanou v předcházejícím odstavci.
V kapitole 2.3 je popsáno ukládání nabídek anotací v 4A serveru. 4A server používá
Java Persistence API 1. To umožňuje mapování databázových tabulek na třídy programu
napsaného v jazyce Java. Většině atributů třídy odpovídá některý sloupec databázové ta-
bulky. Pro jednoduchost zde nyní uvedu pouze zjednodušený diagram tříd s nabídkami
a jejich alternativami (viz obrázek 6.1). V diagramu tříd uvádím pouze nejdůležitější atri-
buty a metody, které plánuji využít, případně které navrhuji přidat. Navrhuji přidat tři
nová rozhraní (SecSuggestion, SecAttribute a SecFragment) a čtyři nové třídy (Alternative-
Manager, Alternative, AlternativeAttribute a AlternativeFragment).
Ke třídě Suggestion představující nabídku navrhuji přidat asociaci isAlternativeOf (viz
diagram tříd 6.1). V případě, že objekt třídy Suggestion vznikl převodem z alternativy,
tato asociace bude ukazovat na nabídku, ke které patřila původní alternativa. Dále navrhuji
do třídy Suggestion přidat atribut isFromSECAPI typu boolean. Tento atribut bude určovat,
zdali nabídka vznikla v SEC API, nebo ne. Alternativy nebudou mít atribut isFromSECAPI
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Obrázek 6.1: Zjednodušený diagram tříd pro alternativy
Jak jsem se již zmínil v kapitole 2.3, nejpravděpodobnější nabídky ze SEC API se na-
čítají a zpracovávají v metodě updateDocument třídy SuggestionManager. Navrhuji, aby se
na konci této metody vytvořilo nové vlákno, které se postará o načtení a uložení vybra-
ných alternativ ze SEC API. Toto vlákno bude reprezentované třídou AlternativeManager.
Jeho hlavní metoda run nejdříve smaže všechny dosud uložené alternativy nabídek k vy-
branému textu (dokumentu). Poté se pokusí získat od SEC API nabídky, přičemž použije
parametr disambiguate nastavený na 0. Tím získá informace o nabídkách ve formě XML.
Navrhuji, aby se toto XML převádělo na alternativy ve třídě SECAPISuggestionTransla-
tor. Tam se totiž převádí i stejné XML s nabídkami. Navrhuji tedy vytvořit novou metodu
translateAlternativeFromSecApi. Poté se nově získané alternativy uloží do databáze pomocí
metody persistAlternatives třídy AlternativeManager.
Metoda translateAlternativeFromSecApi třídy SECAPISuggestionTranslator tedy bude
sloužit pro převod surových informací o nabídkách ze SEC API na objekty třídy Alternative.
Metoda bude mít k dispozici vhodné (již v databázi 4A serveru uložené) nabídky, jejichž
alternativy se budou vytvářet. Takové nabídky nevznikly z alternativ (atribut alternativeOf
bude nastaven na NULL) a zároveň vznikly ze SEC API (to se zjistí z atributu isFrom-
SECAPI ). Pro daný fragment (část textu) se metoda pokusí najít již vytvořenou nabídku
ze seznamu vhodných nabídek a její alternativy, které již byly převedeny na nabídky. Alter-
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nativy ze SEC API odpovídající těmto nabídkám bude ignorovat. Pokusí se vytvořit tolik
alternativ, jejichž počet odpovídá rozdílu konstanty maximálního počtu alternativ k jedné
nabídce a počtu již převedených alternativ dané části textu na nabídky.
Metoda na převod XML na alternativy bude využívat stejnou metodu, jako metoda na
převod XML na nabídky. Konkrétně bude využívat metodu createSugFromElement, která
převádí část XML dokumentu na nabídku. Navrhuji, aby tato metoda nevracela nabídku,
ale vracela objekt rozhraní SecSuggestion. Toto rozhraní bude implementovat jak alterna-
tiva, tak nabídka (viz diagram tříd 6.1). Podobně je třeba vytvořit rozhraní, které umožní
jednotnou práci s fragmenty alternativ a fragmenty nabídek. Obdobně pro atributy alter-
nativ a atributy nabídek.
6.1 Odmítnutí, přijetí nebo editace libovolné nabídky
V případě, že uživatel odmítne nabídku, navrhuji pro danou odmítnutou nabídku volat
statickou metodu activateAlternatives třídy AlternativeManager.
Jestliže odmítnutá nabídka A původně vznikla z alternativy jiné nabídky B, metoda
zkusí převést jednu jinou alternativu nabídky B na nabídku (pokud taková alternativa
existuje).
Jestliže odmítnutá nabídka A nebyla alternativou jiné nabídky, metoda převede až tři
její alternativy (pokud existují) na nabídky.
Editace nabídky vytvoří novou nabídku a potvrdí ji. Zároveň odmítne původní nabídku.
V případě, že uživatel potvrdí nebo edituje nabídku, navrhuji volat metodu confirmSugges-
tions, které bude v parametru předána původní nabídka. Jestliže nabídka C v parametru
původně vznikla z alternativy jiné nabídky D, pak budou smazány všechny alternativy
nabídky D a odmítnuty všechny nabídky vzniklé z jejích alternativ. Dále bude nastaven
atribut isFromSECAPI nabídky D na false, aby se jí už nepřiřazovaly alternativy při změně
dokumentu. Jestliže nabídka v parametru nebyla alternativou jiné nabídky, pouze se smažou




V této kapitole nejříve popíšu průběh implementace importu ontologií. Poté se zmíním
o klonování anotačních typů. Dále popíšu průběh implementace alternativ a také řešení
chyby 4A serveru, která souvisí s během více vláken.
7.1 Implementace importu ontologií
Implementace importu ontologií byla provedena podle návrhu v kapitole 5. Asi největší
komplikaci představovala neúplná dokumentace ke knihovně The OWL API.
Pro vývoj 4A serveru se používá jako systém pro správu verzí (Version Control System)
nástroj Git1.
7.2 Klonování typů anotací v rámci různých uživatelských
skupin
Rozhodl jsem se navíc oproti zadání diplomové práce pro projekt Decipher implementovat
klonování typů anotací v rámci různých uživatelských skupin.
Anotační systém umožňuje automaticky nabízet uživateli anotace (viz kapitola 2.3).
Uživatel tyto nabídky může potvrdit nebo odmítnout. Nabídky anotací se mohou vytvářet
mimo jiné z anotací v jiných uživatelských skupinách. Každá anotace je určitého typu (typ
anotace). Z části ER diagramu 4A serveru (viz obrázek 2.5) ale vyplývá, že typy anotací
patří ke skupině uživatelů. V případě nabídnutí anotace z jiné uživatelské skupiny musí
daná nabídnutá anotace být typu z aktuální skupiny uživatelů. Je tedy třeba typ anotace
z původní uživatelské skupiny duplikovat do nové uživatelské skupiny.
Jak jsem již napsal v kapitole 2.2, typ anotace může mít jednoho, nebo i více předků.
V 4A serveru jsem tedy opravil nefunkční metodu pro duplikování typů anotace tak, aby
naklonovala typ anotace do nové uživatelské skupiny a naklonovala také všechny předky
daného typu anotace (pomocí rekurzivního volání metody pro klonování). Příklad tako-
vého klonování je ukázán na obrázku 7.1. Ten ukazuje, jak je klonovaný typ anotace T.
Samozřejmě je třeba, aby se neklonovaly typy, které už v nové uživatelské skupině jsou.
1http://git-scm.com/
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Obrázek 7.1: Příklad klonování typů anotace
7.3 Implementace alternativ
Implementace tvorby alternativ byla provedena podle návrhu v kapitole 6. Obrázek 7.2
ukazuje výsledek implementace. Ukazuje, jak vzniknou tři nabídky po odmítnutí nejprav-
děpodobnější nabídky od SEC API.
 
Obrázek 7.2: Ukázka tvorby nabídek z alternativ
7.4 Opravení chybně zvolené kritické sekce
Během implementace rozšíření 4A serveru o alternativy jsem odhalil a opravil chybu sou-
visející s během více vláken.
Při zpracování nabídek anotací se používá zámek, který umožňuje uzamknout doku-
ment před modifikacemi od dalších vláken (která mohou být spuštěná od stejného nebo
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jiného uživatele). Zamknutí dokumentu umožňuje metoda lockDocForChange třídy Sugges-
tionManager. Podobně k odemknutí dokumentu slouží metoda unlockDocForChange třídy
SuggestionManager.
Testování v průběhu implementace jsem prováděl s čistou databází. Jak jsem již zmínil
v kapitole 2.3, SEC API vrací nabídky (nově i alternativy) určitých typů (například typu
location). Nicméně tyto typy na začátku nejsou uloženy v databázi v tabulce AnnotType.
Při spuštění klienta se mohou spustit dvě vlákna SuggestionManager. Může se také stát,
že klienta se stejným textem spustí více uživatelů současně, tedy by současně běželo ještě
více vláken SuggestionManager.
Nejdříve běží vlákno A. Získá nabídky anotací ze SEC API. Typy těchto nabídek ne-
byly nalezeny v databázi, nicméně SECAPISuggestionTranslator vytvoří instance tříd An-
notType s tím, že dané objekty mají nastavenu proměnnou id na null. Pak se může stát,
že bude činnost prvního vlákna pozastavena a poběží druhé vlákno B. To se stát nemusí,
chyba se tedy neprojevuje vždy. Když je tedy v činnosti druhé vlákno, tak také získá na-
bídky anotací ze SEC API. Jejich typy anotací rovněž nemají nastavené id, jelikož zatím
stále nejsou v databázi. Pak například bude pokračovat v činnosti vlákno B (chyba se ale
projeví i tehdy, pokud by nyní běželo vlákno A). Vlákno B uzamkne dokument před modi-
fikacemi (zavolá metodu lockDocForChange) a tím vstoupí do kritické sekce. Zkusí zjistit,
jestli nejsou v databázi nabídky ze SEC API už uložené. Nicméně v databázi zatím žádné
nabídky nejsou. Proto uloží všechny nabídky do databáze. Zároveň uloží jejich typy (jelikož
typy nemají nastavené id). Poté opustí kritickou sekci zavoláním metody unlockDocFor-
Change. Nyní bude na řadě vlákno A. To také vstoupí do kritické sekce zavoláním metody
lockDocForChange. Toto vlákno má už také načtené všechny automatické nabídky pro zvo-
lený dokument ze SEC API. Zkusí tedy také zjistit, jestli v databázi již dané nabídky nejsou.
Nabídky tohoto vlákna mají ale všechny typy anotací s id nastaveným na null. Nicméně
nabídky v databázi již mají typy anotací s platným id (tedy id, které není null). Proto se
nabídky vlákna A neshodují s nabídkami v databázi a jsou všechny znovu uloženy. Tím
jsou všechny nabídky duplikovány.
Jako opravu této chyby jsem se rozhodl část kódu mimo kritickou sekci přesunout do ní.
Jak jsem se již zmínil v kapitole 2.3, SEC API vrací doporučené nabídky ve formě XML.
Hned po přijetí surových dat v podobě XML tedy vlákno SuggestionManager vstoupí do kri-
tické sekce. Když vytvoří nové typy anotací na základě nabídek ze SEC API, tak je i ve stejné
kritické sekci uloží. Nestane se tedy, že by dvě vlákna měly načteny nabídky ze SEC API,
jejichž typy anotací mají id nastaveno na null.
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Kapitola 8
Testování a ladění aplikace
8.1 Prostředí testování
Testování jsem prováděl na notebooku MSI GX630X-006CZ :
∙ procesor AMD Athlon 64 X2 s frekvencí 2GHz,
∙ grafická karta NVIDIA GeForce 9600M GT,
∙ paměť RAM 4GB (DDR2),
∙ operační systém Linux Ubuntu verze 12.04 LTS.
8.2 Testování importu ontologií s korektním vstupem
Při požadavku na import korektní ontologie se mnou vytvořený modul chová podle návrhu
(viz kapitola 5). Sestavil jsem rozsáhlou ontologii, která je k dispozici na přiloženém mul-
timediálním nosiči (viz příloha A). Následuje výčet toho, co bylo testováno. Pokud není
uvedeno jinak, předpokládám jmenný prostor OWL. Pokud není uvedeno jinak, vlastností
se myslí owl:ObjectProperty.
∙ RDFS třída (rdfs:class) uvedená bez podrobnějších informací,
∙ RDFS třída s dvěma komentáři, popiskem (rdfs:label) a doplňkovou informací o zdroji
(rdfs:seeAlso),
∙ RDFS třída s definováním předka této třídy,
∙ RDF vlastnost (rdf:Property) bez definování třídy podmětu a předmětu,
∙ RDF vlastnost s definovanou třídou podmětu a předmětu, s určením rodičovské vlast-
nosti a s komentářem,





∙ OWL třída bez jakýchkoliv dalších definovaných informací,
∙ třída se dvěma komentáři,
∙ třída s určením tříd, se kterými je disjunktní, k určení těchto tříd je použito mimo
jiné sjednocení tříd,
∙ třída, která je definovaná průnikem jiných tříd,
∙ třída, která je definovaná sjednocením jiných tříd,
∙ třída definovaná pomocí komplementu jiné třídy,
∙ OWL vlastnost bez definovaného podmětu a předmětu, ale se dvěma komentáři,
∙ vlastnost pouze s definicí třídy podmětu,
∙ vlastnost pouze s definicí třídy předmětu,
∙ vlastnost, kde podmět i předmět mohou být z více různých tříd (definice pomocí
owl:unionOf ),
∙ vlastnost s definovanou inverzní vlastností (ze které lze zjistit podmět a předmět),
∙ vlastnost s definovanou ekvivalentní vlastností (ze které lze zjistit podmět a předmět),
∙ vlastnost (owl:DatatypeProperty) bez definované třídy podmětu nebo předmětu,
∙ vlastnost (owl:DatatypeProperty) pouze s definovanou třídou podmětu,
∙ vlastnost (owl:DatatypeProperty) pouze s definovanou třídou předmětu,
∙ reflexivní, nereflexivní, symetrická, asymetrická, tranzitivní, funkcionální, inverzně
funkcionální vlastnost (v přpadě funkcionální testuji i pro owl:DatatypeProperty),
∙ nastavení maximální kardinality pro vlastnost na hodnotu 4,
∙ nastavení maximální kardinality pro vlastnost na hodnotu 0 (vlastnost by neměla být
importována),
∙ nastavení kardinality pro vlastnost na hodnotu 4,
∙ nastavení minimální kardinality pro vlastnost na hodnotu 5,
∙ nastavení existenční a univerzální kvantifikace,
∙ nastavení hodnoty vlastnosti (pomocí omezení owl:hasValue),
∙ nastavení omezení owl:hasSelf pro vlastnost,
∙ určení podmětu z omezení u anonymní třídy (pro všech používaných 7 typů omezení),
∙ určení jména nepojmenované vlastnosti (owl:ObjectProperty a owl:DatatypeProperty)
– bez žádných dalších specifikací,
– pouze s definovanou třídou podmětu,
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– pouze s definovanou rodičovskou vlastností,
– pouze s definovanou třídou předmětu,
– s definovanými třídami podmětu a předmětu,
– s definovanými třídami podmětu a předmětu a s definovanou rodičovskou třídou,
– s definovanou rodičovksou třídou a s více možnými třídami pro podmět a pro
předmět,
∙ určení jména anonymní třídy
– z disjunktních tříd,
– z rodičovské třídy,
– z rodičovské třídy a disjunktních tříd,
– z vlastnosti, jejíž podmět je z této anonymní třídy,
– z disjunktní třídy a vlastnosti, jejíž podmět je z této anonymní třídy,
– z rodičovské třídy a vlastnosti, jejíž podmět je z této anonymní třídy,
– z rodičovské třídy a z více vlastností, jejíchž podmět je z této anonymní třídy.
8.3 Testování importu ontologií s nekorektním vstupem
Ve většině případů dokázala knihovna The OWL API sama ošetřit chybný vstup a od-
stínit jeho automatickou opravu od modulu pro import ontologií 4A serveru. Následuje
ukázka chyb, které knihovna nedokázala ošetřit a proto v těchto případech vypisuje modul
pro import ontologie popis chyby do webového rozhraní serveru.
∙ Chybějící ukončovací značka XML,
∙ chybné URI třídy a vlastnosti,
∙ chybné URI podmětu vlastnosti,
∙ chybné URI předmětu vlastnosti.
Příklady ontologií s těmito chybami jsou k dispozici na přiloženém multimediálním
nosiči (viz příloha A).
8.4 Srovnání rychlostí importu ontologií
Srovnal jsem rychlost mojí implementace s rychlostí implementace, která v 4A serveru
existovala předtím. Srovnával jsem ontologii projektu Decipher1 (testovací ontologie 1 )
a mnou vytvořený testovací XML vstup (testovací ontologie 2, viz kapitola 8.2). Testovací
ontologie 1 je daleko větší, než testovací ontologie 2. Testoval jsem v prostředí popsaném
v kapitole 8.1. Každý test jsem prováděl čtyřikrát, výsledné hodnoty jsem poté zprůměroval.
Všechny naměřené hodnoty jsou zobrazeny v tabulce 8.1.
Z průměrných rychlostí (viz graf 8.1) vyplývá, že moje implementace je u rozsáhlejší tes-
tovací ontologie 1 zrhuba dvakrát rychlejší, než dřívější implementace. To je pravděpodobně
způsobeno použitím jiné (novější) knihovny pro import ontologií.
1http://knot.fit.vutbr.cz/annotations/decipher_v5.owl
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 Verze modulu Původní Nová 








) 1. pokus 2081 55 1086 55 
2. pokus 1920 70 1180 49 
3. pokus 1951 52 1047 73 
4. pokus 2164 54 1069 69 
Průměr 2029 57,75 1095,5 61,5 
 
 
Tabulka 8.1: Hodnotové srovnání rychlostí implementací
Graf 8.1: Srovnání rychlostí implementací
U méně rozsáhlé testovací ontologie 2 jsou rychlosti implementací podobné (viz tabulka
8.1). To je pravděpodobně způsobeno tím, že mnou použitá knihovna The OWL API použije
nějaký čas na inicializaci, nezávisle na tom, jak rozsáhlou ontologii zpracovává. Testovací
ontologie 2 má narozdíl od testovací ontologie 1 více anonymních uzlů. Je tedy také možné,
že zpracování těchto anonymních uzlů také mírně snižuje rychlost.
8.5 Testování správného přiřazování alternativ k nabídkám
Provedl jsem důkladné testování přiřazování alternativ. Pro testování jsem používal text
s názvem „Denis Mahon“2. Testoval jsem především tyto tři hlavní testovací scénáře:
∙ potvrzení nabídky, změna dokumentu, kterou je volána metoda updateDocument, ta
by ale už neměla vytvořit alternativy,
2Při lokálním běhu Storyscope dostupný na adrese:
http://localhost/storyscope7/node/1304/edit?destination=dossiers/1304
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∙ odmítnutí nabídky, tři alternativy se převedou na nabídky, změna dokumentu, pak
by se měly vytvořit pouze ty alternativy, které zatím nebyly převedeny na nabídky,
∙ odmítnutí nabídky, tři alternativy se převedou na nabídky, jednu ze tří nabídek po-




V rámci diplomové práce jsem se seznámil s ontologiemi a jazykem OWL 2. Prostudoval
jsem 4A server pro správu anotací a knihovny pro práci s ontologiemi v jazyce Java. Klíčovou
částí diplomové práce bylo navržení rozšíření 4A serveru tak, aby bylo možné importovat
ontologie v jazyce OWL 2 do databázové struktury 4A serveru. V návrhu jsem se zabýval
mimo jiné převodem anonymních tříd a vlastností jazyka OWL 2, automatickým genero-
váním jejich názvů a jejich začleněním do 4A serveru. Navržené řešení jsem implementoval
a poté otestoval.
Alternativním přístupem k implementovanému modulu by byl modul implementovaný
pomocí jiné knihovny. Jak jsem ale již zmínil v kapitole 4.4, použitá knihovna The OWL
API pracuje na úrovni axiomů, což zajišťuje menší riziko chyby, než jiné knihovny, které
pracují na úrovni RDF trojic.
Nově implementovaný modul pro import ontologie převádí konstrukce z ontologie do da-
tových struktur 4A serveru. Zpracovává anonymní uzly i další problematické konstrukce.
Při generování názvů anonymních uzlů byl kladen důraz na uživatelsky přívětivé vyjádření.
Modul byl použit v projektu Decipher. Nově implementovaný modul importuje ontologii
projektu Decipher zhruba dvakrát rychleji, než dřívější implementace tohoto modulu (viz
testovací ontologie 1 v tabulce 8.1).
Ve své práci jsem vycházel z aktuální databázové struktury 4A serveru. Právě do ní
importuje nově implementovaný modul ontologie. I když je už projekt Decipher ukončen,
vývoj 4A serveru stále pokračuje. Je tedy možné, že současná databázová struktura se ještě
bude měnit a rozšiřovat. Na základě toho by v budoucnu mohlo být dobré aktuální modul
rozšířit tak, aby byl schopen využít i nové části databázové struktury.
Nad rámec diplomové práce jsem navrhl a implementoval rozšíření 4A serveru, které
umožňuje používat alternativy k nabídkám anotací.
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K diplomové práci je přiložen multimediální nosič. Jeho obsahem je:
∙ 4A server obsahující modul pro import ontologií,
∙ anotační klient (Storyscope),
∙ návod ke zprovoznění 4A serveru,
∙ pdf soubor této diplomové práce,
∙ zdrojové sobory textu této diplomové práce (LATEX),
∙ korektní textovací ontologie (viz kapitola 8.2),




V této příloze popíšu původní představu sémantického webu, kterou nastínil Tim Berners-
Lee. Tato koncepce je však výrazně odlišná od sémantického webu, jak je chápaný v projektu
Decipher.
Sir Timothy John Berners-Lee položil základy WWW (World Wide Web) [32]. Základní
myšlenkou webu jako takového je, že kdokoliv může přispívat příspěvky na web [2]. V roce
1989 pracoval pro CERN a napsal článek „HyperText and CERN“, ve kterém popisuje sys-
tém hypertextových odkazů [16]. V říjnu roku 1990 začal programovat první hypertextový
prohlížeč a editor, který nazval „WorldWideWeb“ (viz obrázek B.1) [16]. Editor byl typu
wysiwyg (what you see is what you get). V srpnu roku 1991 byly soubory v síti přístupné
pomocí protokolu FTP (File Transfer Protocol). V lednu roku 1993 bylo už zhruba 50 zná-
mých HTTP (Hypertext Transfer Protocol) serverů, v listopadu téhož roku už 200 serverů
[16].
Obrázek B.1: První webový prohlížeč [8]
25. až 27. května 1994 proběhla v Ženevě první mezinárodní konference. Timothy
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Berners-Lee tam zdůraňoval, že tehdejší web je plochý, bez významu [9]. Webové stránky
jsou spojeny pomocí odkazů, web je tedy kolekce uzlů a jejich propojení (viz obrázek B.2).
Každá webová stránka popisuje něco jiného, nicméně je obtížné strojově číst data z náhodné
webové stránky bez definované sémantiky.
 
Obrázek B.2: Příklad webových stránek bez definované sémantiky [9]
Kdyby byla ve webovém dokumentu jasně definovaná sémantika, tak bude platit:
∙ Dokument bude ve strojově čitelné formě (viz obrázek B.3),
∙ hypertextové odkazy mohou mít parametry vztahu dvou stránek.
Dokumenty ve strojově čitelné formě je možné strojově číst a hlavně provádět komplexní
analýzy informací. Tím je možné získat informace o popisovaném textu na jedné webové
stránce i z jiné webové stránky na základě popsaných vztahů. Definovaná sémantika může
umožňovat například vyhledávání článků podle autorů nebo podle regionů, kterých se daná
webová stránka týká.
Na příkladu z obrázku B.3 můžeme na základě webové stránky vlevo dole, která popisuje
dům, zjistit, kdo v domě žije (hypertextový odkaz ve stránce obsažený může mít díky
definované sémantice jméno „je obydlen“). Dále je možné zjistit, jaké osoby jsou ve vztahu
s člověkem žijícím v tomto domě. Velkou výhodou definované sémantiky je, že může existovat
program, který může sofistikovaně odpovídat na komplexnější dotazy nad daty.
 
Obrázek B.3: Příklad webových stránek a definovanou sémantikou [9]
V roce 2001 Timothy Berners-Lee shrnul celou myšlenku sémantického webu do článku




2. explicitní a neformální,
3. explicitní a formální pro lidské zpracování,
4. explicitní a formální pro počítačové zpracování.
Implicitní sémantika je založená na porozumnění člověkem. Implicitně se předpokládá,
že lidé daným textům rozumí. Sémantika není definovaná pomocí DTD ani pomocí XML
schématu. Příkladem mohou být běžně používané XML elementy, jako „cena“, „datum do-
ručení“, atd. Nicméně i zde je možné předpokládat, co by jednotlivé prvky XML dokumentu
mohly znamenat. Ne vždy jsou ale předpoklady softwarových agentů správné. Například
u XML elementu „cena“ nemusí být jasné, v jaké měně dané číslo je.
Explicitní a neformální sémantika je zadána neformálním způsobem například ve spe-
ciálním textovém dokumentu. Sémantika je napsaná přirozeným jazykem. Proto se hodí
pro zpracování člověkem, nicméně přirozený jazyk je možné strojově zpracovat jen velmi
omezeně.
Explicitní a formální sémantika pro lidské zpracování se snaží eliminovat víceznačnost,
nicméně tato sémantika je vytvářena tak, aby ji pochopil člověk. Strojové zpracování tako-
véto sémantiky pořád může vést k víceznačnostem.
Explicitní a formální sémantika pro počítačové zpracování může být použita k automa-
tickému vyhodnocování informací. Hlavní myšlenka takto zadané sémantiky je, že je možné
automaticky odvozovat nové informace z aktuálně zadaných informací.
První extrém je, že sémantika není definovaná vůbec. Další extrém je, že sémantika
může být plně automaticky zpracována. Čím lépe je sémantika definovaná, tím snáze je
možné vytvořit komplexní a robustní aplikaci, která s ní bude pracovat [42].
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