We present the computational task-management tool Ganga, which allows for the specification, submission, bookkeeping and post processing of computational tasks on a wide set of distributed resources. Ganga effectively provides a homogeneous environment for processing data on heterogeneous resources. We give examples from High Energy Physics, demonstrating how an analysis can be developed on a local system and then transparently moved to a Grid system for processing of all available data. Ganga has an API that can be used via an interactive interface, in scripts, or through a GUI. Specific knowledge about types of tasks or computational resources is provided at run-time through a plugin system, making new developments easy to integrate. We give an overview of the Ganga architecture, give examples of current use, and demonstrate how Ganga can be used in many different areas of science.
Introduction
Ganga is an easy-to-use frontend for the configuration, execution, and management of computational tasks. The implementation uses an object oriented design in Python [1] . It started as a project to serve as a Grid user interface for data analysis within the ATLAS [3] and LHCb [4] experiments in High Energy Physics where large communities of physicists need access to Grid resources for data mining and simulation tasks. A list of projects which supported the development of Ganga may be found in section 10.
Ganga provides a simple but flexible programming interface that can be used either interactively at the Python prompt, through a Graphical User Interface (GUI) or programmatically in scripts. The concept of a job component is essential as it contains the full description of a computational task, including: the code to execute; input data for processing; data produced by the application; the specification of the required processing environment; post-processing tasks; and meta-data for bookkeeping. The purpose of Ganga can then be seen as making it easy for a user to create, submit and monitor the progress of jobs. Ganga keeps track of all jobs and their status through a repository that archives all information between independent Ganga sessions. It is possible to switch between executing a job on a local computer and executing on the Grid by changing a single parameter of a job object. This simplifies the progression from rapid prototyping on a local computer, to small-scale tests on a local batch system, to the analysis of a large dataset using Grid resources.
In Ganga, the user has programmatic access through an API (Application Programming Interface), and has access to applications locally for quick turnaround during development.
It is possible to make Ganga available to a user community with a high level of customisation. For example, an expert within a field can implement a custom application class describing the specific computational task. The class will encapsulate all low-level setup of the application, which is always the same, and only expose a few parameters for configuration of a particular task. The plugin system provided in Ganga means that this expert customisation will be integrated seamlessly with the core of Ganga at runtime, and can be used by an end-user to process tasks in a way that requires little knowledge about the interfaces of Grid or batch systems. Issues such as differences in data access between jobs executing locally and on the Grid are similarly hidden.
Ganga may be used as a job management system integrated in a larger system. In this case Ganga acts as a library for job submission and control. In particular, Ganga may be used as a building block for the implementation of Grid Portals which allow users access to Grid functionality through their web browsers in a simplified way. These portals are normally domain specific and allow users of a distributed application to run it on the Grid without needing to know much about Grid tools.
Ganga is licensed under the GNU General Public License 2 and is available for download from the project website: http://www.cern.ch/ganga. The installation of Ganga is trivial and does not require privileged access or any server configuration. Between January 2007 and December 2008 Ganga was used at 150 sites around the world, with 2000 unique users running about 250k Ganga sessions 3 .
In this paper, we describe in section 2 the overall functionality, in section 3 details of the implementation, and in section 4 how the progress of jobs is monitored. Section 5 gives an overview of the Graphical User Interface. In sections 6 and 7 we discuss how Ganga is customised for specific user communities. Interfacing and embedding Ganga in other frameworks is presented in section 8. In appendix A we provide some examples of how the API in Ganga can be used.
Functionality
Ganga is a user-centric tool that allows easy interaction with heterogeneous computational environments, configuration of the applications and coherent organisation of jobs. Ganga functionality may be accessed by a user through any of several interfaces: a text-based command line in Python, a file-based scripting interface and a graphical user interface (GUI). This reflects the different working styles in different user communities, and addresses various usage scenarios such as using the GUI for training new users, the command line to exploit advanced use-cases, and scripting for automation of repetitive tasks.
For Ganga sessions the current usage fractions are 55%, 40% and 5% respectively for interactive prompt, scripts and GUI. As shown in Fig. 1 , the three user interfaces are built on top of the Ganga Public Interface (GPI) which in turn provides access to the Ganga core implementation. A job in Ganga is constructed from a set of components. All jobs are required to have an application component and a backend component, which define respectively the software to be run and the processing system to be used. Many jobs also have input and output dataset components, specifying data to be read and produced. Finally, computationally intensive jobs may have a splitter component, which provides a mechanism for dividing into independent subjobs, and a merger component, which allows for the aggregation of subjob outputs. The overall component structure of a job is illustrated in Fig. 2 By default, the GPI exposes a simplified, top-level view suitable for most users in their everyday work, but at the same time allows for the details of underlying systems to be exposed if needed. An example interactive Ganga session using the GPI is given in Appendix A.
Ganga prevents modification by the user of a submitted job. However, a copy of the job may easily be created and the copy can be modified. Ganga mon- itors the evolution of submitted jobs and categorises them into the simplified states submitted, running, completed, failed or killed.
All job objects are stored in a job repository database, and the input and output files associated with the jobs are stored in a file workspace. Both the repository and the workspace may be in a local filesystem or on a remote server.
A large computational task may be split into a number of subjobs automatically according to user-defined criteria and the output merged at a later stage. Each subjob will execute on its own and the merging of the output will take place when all have finalised. The submission of subjobs is automatically optimised if the backend component supports bulk job submission. For example, when submitting to the gLite workload management system [7] the job collection mechanism is used transparently to the user.
The GPI allows frequently used job configurations to be stored as templates, so that they may easily be reused, and allows jobs to be labelled and organised in a hierarchical jobtree.
Ganga has the built-in support for handling user credentials, including classic Grid proxies, proxies with extensions for a Virtual Organisation Management Service (VOMS) [8] , and Kerberos [9] tokens for access to an Andrew filesystem (AFS) [10] . A user may renew and destroy the credentials directly using the GPI. Ganga gives an early warning to a user if the credentials are about to expire. The minimum credential validity and other aspects of the credential management are fully configurable.
A Robot has been implemented for repetitive use-cases. It is a GPI script that periodically executes a series of actions in the context of a Ganga session. These actions are defined by implementations of an action interface. Without programming, the driver can be configured using existing action implementations to submit saved jobs, wait for the jobs to complete, extract data about the jobs to an XML file, generate plain text or HTML summary reports, and email the reports to interested parties. Custom actions can easily be added by either extending or aggregating the existing implementations or implementing the action interface directly, allowing for a diverse variety of repetitive use-cases. An example is given in section 6.1.
Details of the different kinds of Ganga component are given below, along with generic examples. More specialised components, designed for a particular problem domain, are considered in sections 6 and 7.
Application components
The application component describes the type of computational task to be performed. It allows the characteristics and settings of some piece of software to be defined, and provides methods specifying actions to be taken before and after a job is processed. The pre-processing (configuration) step typically involves examination of the application properties, and may derive secondary information. For example, intermediate configuration files for the application may be created automatically. The post-processing step can be useful for validation tasks such as determining the validity of the application output.
The simplest application component (Executable) has three properties: exe : the path to an executable binary or script; args: a list or arguments to be passed to the executable; env : a dictionary of environment variables and the values they should be assigned before the executable is run.
The configuration method carries out integrity checks -for example ensuring that a value has been assigned to the exe property.
Backend components
A backend component contains parameters describing the behaviour of a processing system. The list of parameters can vary significantly from one system to another, but can include, for example, a queue name, a list of requested sites, the minimum memory needed and the processing time required. In addition, some parameters hold information that the system reports back to the user, for example the system-specific job identifier and status, and the machine where a job executed.
A backend component provides methods for submitting jobs, and for cancelling jobs after submission, when this is needed. It also provides methods for updating information on job status, for retrieving output of completed jobs and for examining files produced while a job is running.
Backend components have been implemented for a range of widely used processing systems, including: local host, batch systems (Portable Batch System (PBS) [11] , Load Sharing Facility (LSF) [12] , Sun Grid Engine (SGE) [13] , and Condor [14] ), and Grid systems, for example based on gLite [7] , ARC [15] and OSG [16] . Remote backend component allows jobs to be launched directly on remote machines using ssh.
As an example, the batch backend component defines a single property that may be set by the user:
queue : name of queue to which job should be submitted, and defines three properties for storing system information: id : job identifier; status : status as reported by batch system; actualqueue: name of queue to which job has been submitted.
In addition, a remote-backend component allows a job defined in a Ganga session running on one machine to be submitted to a processing system known to a remote machine to which the user has access. For example, a user who has accounts on two clusters may submit jobs to the batch system of each from a single machine.
Dataset components
Dataset components generally define properties that uniquely identify a particular collection of data, and provide methods for obtaining information about it, for example its location and size. The details of how data collections are described can vary significantly from one problem domain to another, and the only generic dataset component in Ganga represents a null (empty) dataset. Other dataset components are specialised for use with a particular application, and so are discussed later.
A strict distinction is made between the datasets and the sandbox (job) files. The former are the files or databases which are stored externally. The sandbox consists of files which are transferred from the user's filesystem together with the job. The sandbox mechanism is designed to handle small files (typically up to 10MB) while the datasets may be arbitrarily large.
Splitter components
Splitter components allow the user to specify the number of subjobs to be created, and the way in which subjobs differ from one another. As an example, one splitter component (ArgSplitter) deals with executing the same task many times over, but changing the arguments of the application executable each time. It defines a single property:
args: list of sets of arguments to be passed to an application.
Specialised splitters deal with creating subjobs that process different parts of a dataset.
Merger components
Merger components deal with combining the output of subjobs. Typical output includes files containing data in a particular format, for example text strings or data representing histograms. As examples, one merger component (TextMerger) concatenates the files of standard output and error returned by a set of subjobs, and another (RootMerger) sums histograms produced in ROOT format [17] . Merging may be automatically performed in the background when Ganga retrieves the job output or it may be controlled manually by the user.
Implementation
In this section we provide details of the actual implementation of some of the most important parts of Ganga. 
Components
Job components are implemented as plugin classes, imported by Ganga at start-up if enabled in a user configuration file. This means that users only see the components relevant to their specific area of work.
Plugin development is simplified by having a set of internal interfaces and a mechanism for generating proxy classes [18] . Component classes inherit from an interface class, as seen in Fig. 3 . Each plugin class defines a schema, which describes the plugin attributes, specifying type (read-only, read-write, internal), visibility, associated user-convenience filters and syntax shortcuts.
The user does not interact with the plugin class directly but rather with an automatically generated proxy class, visible in the GPI. The proxy class only includes attributes defined as visible in the schema and methods selected for export in the plugin class. This separation of the plugin and proxy levels is very flexible. At the GPI level, the plugin implementation details are not visible; all proxy classes follow the same design logic (for example, copy-by-value); persistence is automatic, session-level locking is transparent. In this way the low-level, internal API is separated from the user-level GPI.
The framework does not force developers to support all combinations of applications and backends, but only the ones that are meaningful or interesting. To manage this, the concept of a submission handler is introduced. The submission handler is a connector between the application and backend components. At submission time, it translates the internal representation of the application into a representation accepted by a specific backend. This strategy allows integration of inherently different backends and applications without forcing a lowest-common-denominator interface.
Job persistence
The job repository provides job persistence in a simple database, so that any subsequent Ganga session has access to all previously defined jobs. Once a job is defined in a Ganga session it is automatically saved in the database. The repository provides a bookkeeping system that can be used to select particular jobs according to job metadata. The metadata includes such parameters as job name, type of application, type of submission backend, and job status. It can readily be extended as required.
Ganga supports both a local and a remote repository. In the case of the former, the database is stored in the local file system, providing a standalone solution. In the case of the latter, the client accesses an AMGA [20] metadata server. The remote server supports secure connections with user authentication and authorisation based on Grid certificates. Performance tests of both the local and remote repositories show good scalability for up to 10 thousand jobs per user, with the average time of individual job creation being about 0.2 seconds. There is scope for further optimisation in this area by taking advantage of bulk operations and job loading on demand.
The job repository also includes a mechanism to support schema migration, allowing for evolution in the schema of plugin components.
Input and output files
Ganga stores job input and output files in a job workspace. The current implementation uses the local file system, and has a simple interface that allows transparent access to job files within the Ganga framework. These files are stored for each job in a separate directory, with sub-directories for input and output and for each subjob.
Users may access the job files directly in the file-system or using Ganga commands such as job.peek(). Internally, Ganga handles the input and output files using a simple abstraction layer which allows for trivial integration of additional workspace implementations. Tests with a prototype using a WebDav [22] server have shown that all workspace data related to a job can be accessed from different locations. In this case, a workspace cache remains available on the local file system.
The combination of a remote workspace and a remote job repository effectively creates a roaming profile, where the same Ganga session can be accessed at multiple locations, similar to the situation for accessing e-mail messages on an IMAP [23] server.
Monitoring
Ganga provides two types of monitoring: the internal monitoring updates the user with information on the progress of jobs, and the external monitoring deals with information from third-party services.
Internal monitoring
Ganga automatically keeps track of changes in job status, using a monitoring procedure designed to cope with varying backend response times and load capabilities. As seen in Fig. 4 , each backend is polled in a different thread taken from a pool, and there is an efficient mechanism to avoid deadlocks from backends that respond slowly. The poll rate may be set separately for each backend.
The monitoring sub-system also keeps track of the remaining validity of authentication credentials, such as Grid proxies and Kerberos tokens. The user is notified that renewal is required, and if no action is taken then Ganga is placed in a state where operations requiring valid credentials are disabled.
External Monitoring
Ganga's external monitoring provides a mechanism for dynamically adding third-party monitoring sensors, to allow reporting of different metrics for running jobs.
The monitoring sensors can be inserted both on the client side -where Ganga runs -and on the remote environment (worker node) where the application runs, allowing the user to follow the entire execution flow. Monitoring events are generated at job submission time, at startup, periodically during execution, and at completion.
Individual application and backend components in Ganga can be configured to use different monitoring sensors, allowing collection of both generic execution information and application-specific data.
Use is currently made of two implementations of external monitoring sensors. One is the ATLAS Dashboard application monitoring [24] . Another is a custom service that allows the Ganga user to examine job output in real-time on the Grid. This streaming service is not enabled by default, but must be set up for each user community separately, and may then be requested by a user for specific jobs.
Graphical User Interface
The Ganga Graphical User Interface (GUI), shown in Fig. 5 and built using PyQt3 [25] , makes available all of the job-management functionality provided at the level of the Ganga Public Interface. The GUI incorporates vari-ous convenience features, and its multi-threaded nature results in a degree of parallelism not possible at the command line: job monitoring and most jobmanagement actions run concurrently, ensuring a good response time for the user. The job monitoring window takes centre stage, with job status and other monitored attributes displayed in table format. Other features include subjob monitoring, subjob folding/hiding, a job-details display drawer, a logicalcollections drawer, and a text-based job-search facility. Many characteristics of the monitoring window can be customised, allowing, for example, selection of the job attributes to be monitored, and of the colours used to denote different job states.
The construction of a job, entailing selection of the required plugins and the entry of attribute values, is achieved from a job-builder window. This displays a foldable tree of job attributes, and associated data-entry widgets, The tree and widgets are generated dynamically based on plugin schemas, ensuring that the GUI automatically supports user-defined plugins without any change being needed to the GUI code. To assist with data entry, drop-down menus list allowed values, wherever these are defined; and tool tips provide explanations of individual job attributes. The job-builder window also features tool buttons for performing a wide range of job-related actions, including creation, saving, copying, submission, termination and removal. Finally, a multifunction Extras tool button provides access to arbitrary additional functionality implemented in the plugins.
The GUI also has a scriptor window, providing a favourite-scripts collection, a job-script editor and an embedded Python session. The favourite-scripts collection allows frequently used Ganga scripts to be created, imported, exported and cloned; the job-script editor facilitates quick modification and execution of scripts; and the embedded Python session allows interactive use of Ganga commands.
Finally, a scrollable log window collects and displays all messages generated by Ganga.
Use in experiments at the Large Hadron Collider
The ATLAS and LHCb experiments aim to make discoveries about the fundamental nature of the Universe by detecting new particles at high energies, and by performing high-precision measurements of particle decays. The experiments are located at the Large Hadron Collider (LHC) at the European Laboratory for Particle Physics (CERN), Geneva, with first particle collisions (events) expected in 2009. Both experiments require processing of data volumes of the order of petabytes per year, rely on computing resources distributed across multiple locations, and exploit several Grid implementations. The data-processing applications, including simulation, reconstruction and final analysis for the experiments, are based on the C++ Gaudi/Athena [26] framework. This provides core services, such as message logging, data access, histogramming, and a run-time configuration system. The data from the experiments will be distributed at computing facilities around the world. Users performing data analysis need an on-demand access mechanism to allow rapid pre-filtering of data based on certain selection criteria so as to identify data of specific interest.
The role of Ganga within ATLAS and LHCb is to act as the interface for data analysis by a large number of individual physicists. Ganga also allows for the easy exchange of jobs between users, something that can otherwise be difficult because of the complex configuration of analysis jobs.
The LHCb experiment
The LHCb experiment is dedicated to studying the properties of B mesons (particles containing the b quark) and in this section we describe the way in which Ganga interacts with the application and backend plugins specific to LHCb.
In a typical analysis, users supply their own shared libraries, containing userwritten classes, and these are loaded at run-time. The LHCb applications are driven by a configuration file, which includes definitions of the libraries to load, non-default values for object parameters, the input data to be read, and the output to be created.
Ganga includes an application component for Gaudi-based applications to simplify the task of performing an analysis. During the configuration stage, and before job submission, the application component undertakes the following tasks:
• it locally sets up the environment for the chosen application;
• it determines the user-owned shared libraries required to run the job;
• it parses the configuration file supplied, including all its dependencies;
• it uses information obtained from the configuration file to determine the input data required and the outputs expected; • it registers the inputs and outputs with the submission backend.
The user, then, only needs to specify the name and version of the application to run, and the configuration file to be used.
Code under development by a user may contain bugs that cause runtime errors during job execution. The transparent switching between processing systems when using Ganga means that debugging can be performed locally, with quick response time, before launching a large-scale analysis on the Grid, where response times tend to be longer. Some studies in LHCb, rather than being based on Gaudi, are performed using the RooFit [29] framework, most notably studies that make use of simplified event simulations. Jobs for these studies require large amounts of processing power, but do not require input data and produce only small amounts of output. This makes them very easy to deploy on the Grid, with support in Ganga provided by a generic Root [17] application component.
In the LHCb computing model [21] , Grid jobs are routed through the DIRAC [27] workload management system (WMS). DIRAC is a pilot-based system, where a generic script is submitted to the Grid and queries the WMS for a job with resource requirements satisfied by the machine where the pilot script is running. If a compatible job is available, it is pulled from the WMS and started. Otherwise, the pilot terminates and the WMS sends a new pilot to the Grid. This system improves the reliability of the Grid system as seen by the user. Ganga provides a DIRAC backend component that supports submission of jobs to the DIRAC WMS, making use internally of DIRAC's Python API [28] .
A splitter component implemented specifically for LHCb is able to divide the analysis of a large dataset into many smaller subjobs. During the splitting, a file catalogue is queried to ensure that all data associated with an individual subjob is available in its entirety at a minimum of one location on the Grid. This gives significant optimisation, as it avoids subjobs having to copy data across the network before an analysis can start.
In total, above 300k user jobs finished successfully in 2008 with a total CPU consumption of 87 CPU years. The jobs ran at a total of 140 Grid sites across the globe. The system was responsive to a highly irregular usage pattern and spikes of several thousand simulataneous jobs were observed during the year. This usage is expected to rise dramatically after the start of the LHCb data taking.
The Robot in Ganga is used within LHCb for end-to-end testing of the distributed analysis model. It submits a representative set of analysis jobs on a daily basis, monitors their progress, and checks the results produced. The overall success rate and the time to obtain the results is recorded and published on the web. The Robot monitors this information, producing statistics on the long-term system performance.
The ATLAS experiment
ATLAS is a general-purpose experiment, designed to allow observation of new phenomena in high-energy proton-proton collisions. The distributed analysis model is part of the ATLAS computing model [30] which requires that data are distributed at various computing sites, and user jobs are sent to the data.
An ATLAS analysis job typically consists of a Python or shell script that configures and runs user algorithms in the Athena framework [30] , reads and writes event files, and fills histograms/n-tuples. More-interactive analysis may be performed on large datasets stored as n-tuples.
There are several scenarios relevant for a user analysis. Some analyses require a fast response time and a high level of user interaction, for which the parallel Root facility PROOF [33] is well suited. Other analyses require a low level of user interaction, with long response times acceptable, and in these cases Ganga and Grid processing are ideal.
Analysis jobs can produce large amounts of data, which may initially be stored at a single Grid site, and may subsequently need to be transferred to other machines. This is supported in ATLAS by the Distributed Data Management system DQ2 [31] . This provides a set of services for moving data between Grid-enabled computing facilities, and maintains a series of databases that track the data movements. The vast amounts of data involved are grouped into datasets, based on various criteria, for example physics characteristics, to make queries and retrievals more efficient.
ATLAS Grid infrastructures
The ATLAS experiment employs three Grid infrastructures for user analysis and for collaboration-wide event simulation and reconstruction. These are the Grid developed in the context of Enabling Grids for e-Science (EGEE, mainly Europe) [34] , accessed using gLite middleware [7] , the Open Science Grid (OSG, mainly North America) [16] , accessed using the PanDA system [32] , and NorduGrid (mainly Nordic countries) [35] , accessed using the ARC middleware [15] . Ganga seamlessly submits jobs to all three Grid flavours.
ATLAS user analysis
A typical ATLAS user analysis consists of an event-selection algorithm developed in the Athena framework. Large amounts of data are filtered to identify events that meet certain selection criteria. The events of interest are stored in files grouped together as datasets in the DQ2 system. The Ganga components for Athena jobs include the following functionality:
• During job submission, DQ2 is queried for the file content and location of the dataset to be analysed. The number of possible Grid sites is then restricted to the dataset locations. • A job can be divided into several subjobs, each processing a given number of files from the full dataset. • In a Grid job, after the Athena application has completed, the user output is stored on the storage element of the site where the job was run, and is registered in DQ2.
In the second half of 2008, more than 4×10 5 Grid jobs were submitted through Ganga by ATLAS users. Following a procedure similar to that of LHCb, the Ganga Robot submits test jobs daily to ATLAS Grid sites. Test results are used to guide users to sites that are performing well, avoiding job failures on temporarily misconfigured sites.
ATLAS small-scale event simulations
In addition to data analysis, users sometimes need to simulate event samples of the order of a few tens of thousands of events. The AthenaMC application component has been developed to integrate software used in the official ATLAS system for event simulation. This component consists of a set of Python classes that together handle input parameters, input datasets and output datasets for the three production steps: event generation, detector simulation, and event reconstruction. As in the case of user analysis, datasets are managed by the DQ2 system.
Other usage areas
Ganga offers a flexible and extensible interface that make it useful beyond the original scope of particle-physics applications in the ATLAS and LHCb experiments. Here we provide details of just a few of the other contexts in which Ganga has been used.
Enabling industrial-scale image retrieval
Imense Ltd 4 , a Cambridge-based startup company, has implemented a novel image retrieval-system ( Fig. 6 ), featuring automated analysis and recognition of image content, and an ontological query language. The proprietary image analysis, developed from published research [36] , includes recognition of visual properties, such as colour, texture and shape; recognition of materials, such as grass or sky; detection of objects, such as human faces, and determination of their characteristics; and classification of scenes by content, for example beach, forest or sunset. The system uses semantic and linguistic relationships between terms to interpret user queries and retrieve relevant images on the basis of the analysis results. Moreover, the system is extensible, so that additional image classification modules or image context and metadata can easily be integrated into the index.
By using the Ganga framework for job submission and management, it has been possible to port and deploy a large part of Imense's image-analysis technology to the Grid and build a searchable index for more than twenty-million high-resolution photographic images.
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Object-based representation Fig. 6 . Schematic representation of the image-retrieval system developed by Imense Ltd. Image characteristics are determined by applying feature-extraction algorithms, and an ontological query language bridges the semantic gap between terms that might be employed in a user query and terms understood by the processing system.
The processing stages for the image-search system -image analysis and indexing -are intrinsically sequential. Analysis has been parallelised at the level of single images or small subsets of images. Each image can therefore be processed in isolation on the Grid, with this processing usually taking a few to ten seconds. In order to minimise overheads, images are grouped in sets of a few hundred per job submitted through Ganga. Results of the image processing and analysis are passed back to the submission server once a job has successfully completed. Support for Imense has been added to Ganga through the implementation of two specialised components: an application component that deals with running the image-processing software, and a dataset component for taking care of the output. As usual with Ganga, the jobs can run both locally and on the Grid, giving maximum flexibility.
At runtime, images are retrieved and segmented one at a time, all of the images are classified, and finally an archive is created of the output files (several per input image). The archive is returned using the sandbox mechanism in Ganga when using the Local backend, and is uploaded to a storage element when using the Grid LCG backend.
The specialised dataset component provides methods for downloading a results archive from a storage element, and for unpacking an archive to a destination directory. These methods are invoked automatically by Ganga when an image-processing job completes: the effect for the user is that a list of im-ages is submitted for processing and results are placed in the requested output location independently of the backend used.
Smaller collaborations in High Energy Physics
Large user communities, such as ATLAS and LHCb, profit from encapsulating shared use cases as specialised applications in Ganga. In contrast, individual researchers or developers in the context of rapid prototyping activities may opt to use generic application components. In such cases, Ganga still provides the benefits of bookkeeping and a programmatic interface for job submission.
As an example of this way of working, a small community of experts in the design of gaseous detectors use Ganga to run the Garfield [37] simulation program on the Grid. A Ganga script has been written that generates a chain of simulation jobs using the Garfield generator of macro files and Ganga's Executable application component. The Garfield executables, and a few small input files, are placed in the input sandbox of each job. Histograms and text output are then returned in the output sandbox. This simple approach allowed integration of Garfield jobs in Ganga in just a few hours.
Ganga integrated with lightweight Grid middleware
Open plugin architecture of Ganga allows to easily integrate other Grid middleware. An example of the ARC (Advanced Resource Connector) Grid middleware [15] is given in this section.
The ARC Grid middleware, a product of the NorduGrid project [35] , is used by many academic institutions in the Nordic, and other European, countries. ARC jobs are accepted and brokered by a Grid manager, running at site level, and resource lookup is done through load balancing and runtime environments advertised by individual sites. File storage and access is 'cloudy', meaning that all files registered in Grid-wide catalogues are accessible to all worker nodes. File transfers are handled by the Grid manager, between job acceptance and execution. ARC-connected resources are used e.g. by researchers in bioinformatics, genomics, meteorology, in addition to high-energy physics.
Ganga has been interfaced to ARC through a backend, which translates Ganga input into ARC-readable xRSL language. The ARC user client is lightweight, and binaries are provided as an external library at Ganga install time. The main user of this integration is the ATLAS experiment (see sec. 6.2), where it is the main user access portal to one of the experiment's three main computing grids. Further collaboration between ARC and Ganga is envisaged, to employ Ganga as a fully featured frontend to ARC.
Interfacing to other frameworks
The Ganga Public Interface constitutes an API for generic job submission and management. As a result, Ganga may be programmatically interfaced to other frameworks, and used as a convenient abstraction layer for job management. Ganga has been used in combination with DIANE [38] , a lightweight agent-based scheduling layer on top of the Grid, in a number of scientific activities. These have included: dosimetry-related simulation studies in medical physics [39] ; regression testing of the Geant 4 [40] detector-simulation toolkit; in-silico molecular docking in searches for new drugs against potential variants of an influenza virus [41] ; telecommunication applications [42] ; and theoretical physics [43] . The DIANE worker agents are executed as Ganga jobs, so that resource usage may be controlled by the user from the Ganga interface. This approach allows the efficiency of the DIANE overlay scheduling system to be combined with the well-structured job management offered by Ganga, as well as combining Grid and non-Grid resources under a uniform interface. Also, this allows the efficient implementation of low-latency access to Grid resources and improvements to responsiveness when supporting on-demand computing and interactivity [44] . Ganga may be embedded in web-based services such as the bio-informatics portal developed by ASGC, Taipei. The portal is fully customized for analysis of candidate drugs against avian flu. The portal engine delegates job management to the embedded DIANE/Ganga framework, as shown in Fig. 7 . Following this approach, users can switch between different resources, or access heterogeneous computing environments through a single same web interface.
Conclusion
Ganga has been presented as a tool for job management in an environment of heterogeneous resources and is particularly suited to the Grid paradigm that has emerged in large-scale distributed computing. Ganga makes it easy to define a computational task that can be executed locally for debugging, and subsequently be run on the Grid, for large scale data mining. We have shown how Ganga simplifies task specification, takes care of job submission, monitoring and output retrieval, and provides an intuitive bookkeeping system.
We have demonstrated the advantages of having a well-defined API, which can be used interactively at the Python prompt, through a GUI or programmatically in scripts. By virtue of its plugin system, Ganga is readily extended and customised to meet the requirements of new user communities. Examples of Ganga usage have been provided in particle physics, medical physics and image processing.
Ganga has a large user base and is in active development. Ganga is a tool which may easily be used to support new scientific or commercial projects on a wide range of distributed infrastructures.
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A Examples
Below we give a set of examples of working with Ganga. For ease of reading, Python keywords are in bold. First we look at a complete Ganga session. % ganga *** Welcome to Ganga *** Version: Ganga-5-1-0 Documentation and support: http://cern.ch/ganga Type help() or help('index') for online help. This is free software (GPL), and you are welcome to redistribute it under certain conditions; type license() for details. In the next example, we create a job for analysis of LHCb data. A splitter is used to divide the analysis between subjobs. Data are assigned using logical identifiers, and the DIRAC WMS ensures that subjobs are sent to locations where the required data are available. 
Job submission output
Here, we use the fact that standard Python commands are available at the Ganga prompt, and print information on subjobs. Groups of jobs may be accessed and manipulated using simple methods: 
