We are working towards a reusable IR framework designed to facilitate the development of multimedia IR applications and to support the experimental evaluation of indexing and retrieval techniques. We recently have been reviewing and refining the design and implementation of the framework in order to improve its ease of use and reusability. Our particular goals have been that
Introduction
Information retrieval techniques for non-textual media such as speech [3, 5] or graphs [1] are at an early stage of development and mostly less established than techniques for text. Consequently, there is a special need for evaluating and comparing the various approaches by experimental applications. Also, broadening the scope of IR and aiming to cover several media makes the development of systems more complicated and laborious.
The goal of the work described in this paper is to ease the development of multimedia IR applications and to support the experimental evaluation of indexing and retrieval techniques by providing reusable software in the form of an IR framework. An overview of FIRE, as we call our framework, is given in [7] , where also the most important design criteria for developing reusable software in the IR domain are discussed. Recently, we have been reviewing and refining the design and implementation of FIRE in order to improve its ease of use and reusability. Our particular goals have been that
• the framework should make transparent which IR functionality, e.g. indexing techniques or matching methods, is available for information units of a certain type; • particular functionality should be selectable as default either for a whole application or an individual IR database and/or user; • tab users of the framework should be able to invoke specific functionality at run-time and apply it to individual objects.
The focus of this paper is on the use and reuse of indexing and retrieval functionality provided by FIRE with special emphasis on the above issues. The paper is organized as follows: Section 2 describes briefly the major objectives and characteristics of FIRE as an IR framework. Subsequently, we sketch how indexing and retrieval are organized in FIRE. Sections 4 to 6 are the main parts of the paper. First, we outline how the framework offers information about available functionality and its usage. Next, we describe how a particular functionality can be selected as default. Then, we show how specific IR functionality can be chosen at run-time and applied to individual objects. The paper concludes with some implementation details and remarks on future work.
Objectives and Characteristics of FIRE
FIRE is designed to facilitate the development of IR applications and to support the experimental evaluation of indexing and retrieval techniques. In addition, FIRE is supposed to provide basic functionality for several media and should end up as a flexible and extensible framework that can be used for developing a wide range of IR applications. FIRE is an acronym for 'Framework for Information Retrieval Applications'. It is developed in cooperation with the IR group at 'The Robert Gordon University', U.K. A major problem in designing and implementing an IR framework is that we do not know in advance what kind of information units shall be managed in a specific application; nor do we know how they are going to be represented! Further, a variety of IR models and methods for indexing and retrieving information have been developed so far and, with the increasing importance of multimedia information, even more are to be expected. A useful IR framework should provide the option of applying different IR models and methods for indexing and retrieval.
For being able to use the functionality provided by a framework, transparency is an essential prerequisite. Application developers as well as end-users should be able to know which functionality is available and how to make use of it. Such information should be provided dynamically, since the framework's functionality may change over time. FIRE's approach for providing information about available functionality is to allow the user to browse through the class hierarchy where classes and objects as well as important methods are associated with metainformation.
A framework with rich functionality is of limited value if it is complex to use, or if its use requires understanding of many internal details. A framework should be easy to use especially if standard functionality is sufficient for solving a particular task. In order to achieve this, FIRE comes with default settings for operations for which several alternative methods are possible. These defaults make it possible to develop an application with little programming effort. The application developer as well as the end-user may modify the default settings in order to meet specific requirements. This can be done at run-time without any code manipulation.
Frameworks are developed to be reused in many different applications. In contrast to class libraries, the goal of a framework is not only to provide reusable classes and methods but also to design the overall structure of related applications. Thus, we have to design carefully the basic components of an IR application. These are especially documents, data elements from which these documents are composed, and indexes. A further important task is to organize indexing and retrieval in such a way that different models and methods can be applied by using the same interface. FIRE supports this by introducing indexing and retrieval modalities. These modalities allow the user to specify in a declarative way at run-time how indexing and retrieval have to be performed, e.g. indexing method to be used or retrieval model to be applied.
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Indexing and Retrieval in FIRE
In FIRE, indexing and retrieval are performed in essentially the same way as in most IR systems. The main difference is that in FIRE these processes are more flexible by introducing indexing and retrieval modalities. In the following, we give a brief overview how indexing and retrieval are performed in FIRE and show how the modalities control these processes. (For specifying functional models and describing classes and objects, we use the notation developed by Rumbaugh et al. [6] .) An additional task to be performed is updating the index, e.g. sorting the entries and calculating indexing weights. This is usually done after indexing a whole set of documents and therefore not part of Figure 1 . The subprocess for controlling the indexing of a document receives as input the document to be indexed (an instance of ReprInfoUnit or one of its subclasses). In addition, this process has access to the indexing modalities associated with the document. Indexing modalities specify how the indexing is to be performed, e.g. which features of the document are to be indexed and to which index(es) the results are to be passed. Indexing modalities are discussed in more detail in Section 6.
Indexing
Indexing features are specified separately for each document feature to be indexed. The control process derives from the indexing modalities the method to be applied, invokes the method and passes the parameters to be used. In addition, it specifies the basic values of the source of the indexing features, i.e. the name of the document and the name of the document feature. The result, a set of indexing features, is passed back to the control process rather than passing it directly to the target index(es). This organization form has the advantage that indexing features can be derived without necessarily storing them in an index (this option is used for instance when preparing a query document for retrieving information). The control process sends the indexing features to the index(es) specified in the indexing modalities. The receiving index integrates the features into the index either by creating new index entries or by adding postings to existing entries.
As outlined above, the derivation of indexing features is controlled by indexing modalities. The integration of indexing features into an index, however, is not determined by indexing modalities, since this task must be performed uniformly for all indexing features of an index. Also, updating an index is fully controlled by the index itself.
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Retrieval
The retrieval process is also divided into several subprocesses. These are:
• control of the retrieval process, • derivation of indexing features from the query document, • evaluation of single query conditions, and • combination of partial retrieval results. FIRE favors retrieval interfaces where the user creates a document and fills it in partially to specify the information need, c.f. [7] . The retrieval process is initiated by passing the query document to the control process. Thereafter the query document is indexed. This is done in essentially the same way as for documents to be stored in an IR database. The result of this step is a set of indexing features, which form part of the query conditions. A query condition consists of an indexing feature and specifies how the condition is to be evaluated, i.e. which indexes are to be looked-up, which matching method is to be used, etc. These details are specified by the retrieval modalities, which are associated with the query document. The result of evaluating a query condition is a structure consisting of the condition and a set of features fulfilling the condition. Additionally, a retrieval weight is attached to the indexing features, which is a combination of a matching degree and an indexing weight. Figure 3 shows the evaluation of a single query condition in more detail. The last step of the retrieval process is the combination of the partial retrieval results achieved by evaluating single conditions. The subprocess responsible for this task receives a(n internal) query which is either an unstructured or a structured query. Figure 4 shows the modeling of a query. An unstructured query consists of a set of basic retrieval results for single conditions. A structured query is composed of an operator, e.g. an and or a not operator, and one or more arguments. Such an argument may be a query itself (structured or unstructured) or a basic retrieval result. Each query is associated with the name of a method for calculating RSVs. This way, different retrieval models, e.g. the probabilistic or the vector space model, can be realized quite conveniently. The user interface of the current FIRE implementation does not yet support the formulation of structured queries. However, the user will be able to express relations by defining span-to-span links between (elements of) features of the query document in future versions of FIRE. The retrieval process depends on retrieval modalities. They control:
• which features of a query document are evaluated, • how the query document is indexed, • which index is looked-up, • which method is applied for matching an indexing feature of a query with the indexing features managed by an index of an IR database, MIRO '95 6
• how retrieval weights are calculated from matching degrees and indexing weights, and • how partial retrieval results are combined and RSVs are computed.
Retrieval modalities are discussed in more detail in Section 6.
Getting Informed about Available Functionality and its Usage
A first prototype of FIRE has been implemented providing basic IR functionality for German and English text as well as English speech. Future versions of FIRE will support additional media. FIRE's IR functionality includes methods for
• deriving indexing features from information units, • determining the similarity between two items (approximate match), • computing relevance weights from indexing weights and matching degrees, and • computing RSVs from partial retrieval results.
In many cases, more than one method may be suitable to solve a particular task. Consider for instance the matching of two strings. In order to determine their similarity, we can compute the phonetic similarity between them, determine the number of common n-grams, apply word formation rules to check whether they are derived from the same stem, etc. Operations which can be performed in different ways are not 'hard-coded' in the system, rather the application developer as well as the end-user can select the method most appropriate for the given task.
Important for a successful usage of the functionality at hand is that the system makes transparent 1. which methods are available in each case, and 2.
how a given method is used, i.e. which parameters have to be set, what is the type of the parameters, etc.
In the initial design of FIRE, c.f. [7] , methods were attached to the classes on whose instances an operation is performed. Methods for deriving indexing features for example were defined for the concrete subclasses of InfoObjectElement. Operations which may be performed in different ways are now modeled as classes. Figure 5 shows as example the class Indexer which is responsible for deriving indexing features from information units. This organization form has several advantages and is a design pattern that has proven to be successful, c.f. [2] . The abstract class Indexer defines two attributes and an abstract method. The attributes serve to specify the type of information units a concrete Indexer subclass is designed for (TypeInformationObjectElement) and the type of the indexing features derived by the subclass (TypeIndexingFeature). The method deriveIndexingFeatures provides a uniform interface for deriving indexing features, since its two parameters are needed by all Indexer subclasses. In case a specific Indexer requires additional parameters, e.g. for specifying a stopword list, these parameters are defined as attributes of the Indexer subclass.
ET++ [8] [9] , on which the implementation of FIRE is based, includes basic support for metainformation. Metainformation is provided semi-automatically and requires little effort of the programmer (call of a macro). This is important, since otherwise there is a high risk that metainformation does not reflect the actual modeling. ET++ metainformation allows one to determine the class name of an object/class and the name of its superclass. Furthermore, information is available about the names, types and values of the attributes defined for a class. ET++, however, does not provide adequate support for metainformation about operations and methods. By modeling operations as classes, metainformation about operations and methods is conveniently available. We can browse through FIRE´s class hierarchy to determine for example which Indexers are defined for a particular type of information units. We also know the type of the indexing features a particular Indexer is deriving and which additional parameters are defined. Since parameters are modeled as attributes of classes, we can access their names, types and values. Such information is needed for a proper usage of the functionality provided by a system. In FIRE, metainformation is also used for consistency checks, e.g. to test whether an Indexer selected is in fact applicable to a given information unit. A further advantage is that functionality, e.g. a new Indexer, can be added by the application developer without modifying the framework!
Setting Defaults
The acceptance of a framework depends highly on the ease of its use. A rich functionality is attractive, however it may burden the application developer, if too many decisions have to be made before running an application. To avoid such problems, a framework should define defaults for operations where several possibilities exist. In addition, it should be possible to • define specific defaults for a particular IR database and/or user, • exchange default settings among IR databases or users, and • perform consistency checks, e.g. in order to avoid that a method is set as default that is not supported by an application.
In FIRE, defaults are represented explicitly and the implementation details for managing defaults are mostly hidden from the user. For each operation which can be performed in different ways, e.g. approximate matching or derivation of indexing features, a class for specifying defaults is defined. Instances of these classes specify which methods and parameters are to be used as default for performing an operation on an object of a certain type. An additional class, called DefaultsManager, is defined for collecting default settings. The class DefaultsManager, see Figure 7 , is responsible for the defaults defined for an application. FIRE provides default settings, which may be changed by the application developer. Defaults are set via the method setDefault, whereas the method getDefault allows one to access default settings. The method checkDefaults performs consistency checks; it tests whether defaults are defined as required and whether the default methods are defined within the application. The subclasses of DefaultsManager serve to handle the defaults defined for a particular IR database (DefaultsManagerIR-Database) and/or user (DefaultsManagerUser). Supported by the inheritance mechanism of object-oriented approaches, only those defaults need to be defined which differ from the default settings of an application. In case defaults are defined for an IR database, they overwrite the corresponding default settings of the application. The same principle holds for the defaults defined for a particular user with regard to the default settings of an IR database. User-and database-specific defaults may be modified by an authorized user at run-time.
The classes for managing defaults are defined by the framework, thus instances of these classes are interpretable by any FIRE application. Thus, default settings can not only be exchanged between IR databases and users of the same application but also between different applications.
Selecting a Particular Functionality
In FIRE, indexing and retrieval are controlled by modalities, c.f. Section 3. These modalities specify in a declarative way which methods and parameters are to be used in a given situation. Indexing and retrieval modalities can be set at run-time without any programming effort. The ease of selecting particular IR functionality promotes strongly the reusability of the framework.
Each document to be indexed and each query document to be evaluated is associated with an IndexingModalities respectively a RetrievalModalities object. Figure 8 shows the definition of the class IndexingModalities and Figure 9 the definition of RetrievalModalities. Indexing modalities include an entry for each feature of a document to be indexed. Document features are identified by their names (attribute NameRIU-Feature). An entry for a feature, called IM-Unit, specifies the method to be used for deriving indexing features and the index(es) in which the results are to be stored. For a feature, several entries may be defined, e.g. for testing alternative indexing techniques.
Retrieval modalities, see Figure 9 , are quite similarly organized. For each feature of a document being part of a user´s query, an entry called QM-Unit is included. Such an entry specifies how a query condition is to be evaluated: index to be looked-up, matching method to be used, etc. Entries are grouped together in an object called QueryModalities. QueryModalities are associated with IndexingModalities and with a method for calculating RSVs. QueryModalities include this way all details needed to evaluate a user´s query. RetrievalModalities may consist of several alternative QueryModalities. In this case, the user´s query is evaluated in different ways, e.g. by applying different methods for calculating RSVs..
Indexing and retrieval modalities are derived automatically from the default settings valid for the feature values of a document. They can be modified by the user if the user wants a different functionality, e.g. keep indexing results additionally in a private index. In order to ease the use of user-defined modalities, the user may create a master document with individual modalities and use it for the further indexing and retrieval of information. 
Conclusions
In this paper, we have shown that the (re-)use of indexing and retrieval functionality provided by an IR framework is strongly supported by making transparent which functionality exists and how it is used as well as by allowing the user to select a particular functionality as default and to choose a specific functionality at run-time by setting modalities. We also have shown how indexing and retrieval are organized and important concepts are modeled in FIRE to support the (re-)use of the framework. In the future, we will extend the work reported in this paper to support the graphical presentation of information. A flexible presentation of information requires quite similar mechanisms as have been described here. We are quite confident that our approach can be extended to fulfil the requirements of powerful and flexible user interfaces.
A first FIRE prototype has been implemented providing basic indexing and retrieval functionality for English and German text documents coded in the HTML format as well as English speech documents. A graphical user interface [4] is developed by our project partner at the Robert Gordon University. A World Wide Web interface is also supported, allowing FIRE applications to be accessed over Internet. The implementation of FIRE is based on ETOS a seamless integration of ET++, cf. [8] [9] , and ObjectStore. The next major implementation steps will be to provide indexing and retrieval functionality for information in tables, to add advanced text retrieval facilities, and to make use of database functionality for IR purposes.
