Multi-level production planning problems in which multiple items compete for the same resources frequently occur in practice, yet remain daunting in their difficulty to solve. In this paper we propose a heuristic framework that can generate high quality feasible solutions quickly for various kinds of lot-sizing problems. In addition, unlike many other heuristics, it generates high quality lower bounds using strong formulations, and its simple scheme allows it to be easily implemented in the Xpress-Mosel modeling language. Extensive computational results from widely used test sets that include a variety of problems demonstrate the efficiency of the heuristic, particularly for challenging problems.
Introduction
Production planning problems occur often in manufacturing environments and have therefore interested researchers and practitioners for decades. The early MRP (Materials Requirement Planning) approach, while accounting for bill-of-material structures, follows decision rules that are too simple to achieve feasible plans (let alone high quality plans) consistently, particularly due to not taking capacity constraints into account. The more advanced systems of MRP-II (Manufacturing resource planning) and ERP (Enterprise Resource Planning) combine different methodologies such as MRP and aggregate planning, but they fail to account
Mathematical Programming Approaches
Mathematical programming provides tools for exact solution approaches for MIP problems, and we will give an overview of such approaches for production planning models. For production planning problems, polyhedral analysis has been useful in attempts to solve challenging models and to provide strong lower bounds. The first group of these exact methods strengthens the original formulation by adding valid inequalities. Barany et al. [1984a] propose valid inequalities that define the polytope of the single-item uncapacitated lot-sizing problem, which are also used for the strong formulation obtained in our framework. The capacitated problem with start-up costs is studied by Constantino [1996] . There are insightful polyhedral studies about some special cases of the single-item problem, see e.g. Pochet and Wolsey [1988] , Pochet and Wolsey [1994] and Loparic et al. [2001] . Atamtürk and Muñoz [2004] investigate the bottleneck cover structure of single-item capacitated problems in their recent polyhedral study.
The second group of exact methods use extended reformulations of the model, which basically adds new variables to the problem to strengthen it. Krarup and Bilde [1977] provide a facility location reformulation of the problem, Eppen and Martin [1987] propose the shortest path reformulation which is equivalent to the facility location reformulation but is smaller in size. Rardin and Wolsey [1993] define multicommodity reformulations for fixed charge network flow problems, which give stronger reformulations than the facility location reformulation for the multi-level lot-sizing problem. See also Belvaux and Wolsey [2001] and Wolsey [2002] for recent studies considering reformulation and modeling issues.
Although Pochet and Wolsey [1991] and Belvaux and Wolsey [2000] extend some of the single-item problem results to big-bucket problems, the current literature on strong formulations for big-bucket problems is limited. An exception is the study of multi-item problems in Miller et al. [2000] and Miller et al. [2003] .
Production Planning Heuristics
Problem-specific heuristic algorithms have been proposed and used for complex, realistic lot-sizing problems, such as multi-level, capacitated problems. For a detailed study with comparisons of earlier lot-sizing heuristics, see Maes and van Wassenhove [1986] . Many heuristic approaches use decomposition ideas, and can be grouped as follows: 1) Lagrangianbased decomposition: Trigeiro et al. [1989] and Tempelmeier and Derstroff [1996] are primary examples for this group of heuristics. 2) Coefficient modification: Katok et al. [1998] propose a two-stage heuristic, where coefficient modification is used for finding an initial solution, and restricted LP relaxations of the second stage try to improve the initial solution. Van Vyve and Pochet [2004] propose a coefficient modification based heuristic algorithm to be used within branch-and-cut. 3) Forward scheme and Relax-and-fix: Afentakis and Gavish [1986] work on complicated BOM (Bills of Material) structures and use a forward scheme to obtain solutions while using Lagrangian relaxation for lower bounds. Belvaux and Wolsey [2000] solve practical lot-sizing problems using a special branch-and-cut system that employs relax-and-fix heuristics. Stadtler [2003] and Federgruen et al. [2007] primarily use the idea of "time windows" in their frameworks. Note that our approach also uses relax-and-fix idea. 4) Local search: A good example is the neighborhood search heuristic of Simpson and Erenguc [2005] .
General MIP Heuristics
Real-world MIP problems are often computationally very difficult, hence researchers have often used heuristic approaches to tackle them. Heuristics can be classified as "Improvement Heuristics" (i.e. start with a solution and try to improve it) and "Constructive Heuristics" (i.e. start with no solution and try to find one).
Even though there are many problem-specific heuristics in the MIP literature, there are comparatively few general MIP heuristics. Recent general MIP heuristics include "Local Branching" by Fischetti and Lodi [2003] , which uses the idea of branching on the neighborhoods of the current MIP solution, and "Relaxation Induced Neighborhood Search" (RINS) by Danna et al. [2005] , which searches the neighborhood between the LP relaxation solution and the current MIP solution. The "Feasibility Pump" of Fischetti et al. [2005] provides a framework designed for finding initial feasible solutions for very hard problems, and Balas et al. [2001] enumerate facets to find solutions for pure 0-1 problems. For a general review of MIP heuristics, such as LP-and-fix and relax-and-fix, refer to Pochet and Wolsey [2006] , pp. 107-113.
Organization of the Paper
The approach we propose in this paper is a decomposition-based framework that incorporates strengthened formulations and ideas used in general MIP heuristics. Our approach is simple and flexible enough to apply to a variety of production planning problems.
In Section 2, we give the basic formulation of the problem, and we also discuss some generalizations of the problem since our goal is to define a heuristic flexible enough to handle many kinds of problems. In Section 3, we discuss strengthened formulations for big bucket problems. Section 4 covers the general MIP heuristic methods that we use in our framework. Section 5 is devoted to the explanation of the framework of the proposed heuristic and any options that may be used. In Section 6, we present extensive computational results obtained using a number of published data sets. Finally, we conclude with future directions in Section 7.
Problem Formulation
We consider the general multi-level lot-sizing problem, where the objective is to minimize the total cost. In order to achieve the optimal plan, production and inventory quantities, as well as setup decisions, have to be determined. While doing so, capacities should not be exceeded and demand should be satisfied. Before providing the basic formulation of the problem, we will present the notation.
Indices and Sets:
NT Number of periods NI Number of items NK Number of machines endp Set of all the end-items (items with external demand) δ(i) Set of immediate successors of item i
Variables: Setup time for item i on machine k C k Capacity of machine k Then, the formulation of the problem follows:
Here M i t is the maximum amount of item i that can be produced in t, and can be defined formally as follows:
Constraints (2) and (3) ensure the production balance and demand satisfaction for enditems and other items respectively, (4) are the capacity constraints, (5) ensure that the setup variables are set to be 1 if there is positive production, and finally (6), (7) and (8) provide the integrality and nonnegativity requirements.
For an alternative formulation of the problem, we define echelon demand parameters D i t and echelon stock variables E i t as follows:
Note that echelon and original demands and stocks are equal for the end-items. Substituting (10) into (2) and (3) for s i t , and using the definition (9), we obtain the following equation, which can replace (2) and (3) in the original formulation:
To satisfy (8), we can define the following constraint:
Finally, to eliminate the original inventory variables s, we define echelon inventory holding costs as h * j = h j − i:j∈δ(i) r ij h i , and replace the objective function (1) with the following function:
Hence, we can define the feasible region as X = {(x, y, E)|(4) − (7), (11), (12), E ≥ 0}, which is the echelon stock reformulation of the original formulation and will be used in the remainder of the paper as the "basic formulation". The problem can be then defined as: min{(13)|(x, y, E) ∈ X}.
We could easily include the possibility of overtime in the problem statement by updating the capacity constraint (4) and adding overtime cost to the objective function. On the other hand, the possibility of backlogging can be incorporated into the model by defining backlogging variables b i t . Aside from the objective function, the only change in the initial formulation would be the replacement of (2) with
Similarly, we can include backlogging into the echelon stock reformulation by replacing (11) with the following set of constraints:
Note also that the first term in the definition of big-M quantity used in (5) should be updated to D i 1,N T . Other additional characteristics could be incorporated as well, and the interested reader should refer to Pochet and Wolsey [2006] for more detail on lot-sizing models. Some of the test problems we consider in Section 6 incorporate some of these factors.
Strengthening the Formulation
Next, we consider several ways to strengthen formulations, in order to provide high quality lower bounds. First, we consider the (ℓ, S) inequalities proposed by Barany et al. [1984a] and generalized by Pochet and Wolsey [1991] to multi-level problems using echelon stocks, given as follows:
Note that because of multiple levels, (14) uses echelon demand and echelon stock variables defined in the last section. For each item, although there are an exponential number of (ℓ, S) inequalities, a simple polynomial separation algorithm exists (Barany et al. [1984a] ). Note that (ℓ, S) inequalities define the convex hull of the uncapacitated single-item lot-sizing problem, see Barany et al. [1984b] .
Next we discuss the facility location reformulation of Krarup and Bilde [1977] originally proposed for single-item problems. The reformulation uses new variables u i t,t ′ . Each of these variables indicates the amount of item i that is produced in period t to satisfy demand in period t ′ . This reformulation can be applied to the problem by adding the following three constraints into the basic formulation:
Note that the projection of the facility location reformulation onto the space of original variables gives the convex hull of the uncapacitated single-item lot-sizing problem, see Krarup and Bilde [1977] .
Let X LS = {(x, y, E)|(4), (5), (7), (11), (12), (14), (5), (7), (11), (12), (15)− (17), E ≥ 0, 0 ≤ y ≤ 1}, i.e., the LP relaxations of the multilevel problem with all (ℓ, S) inequalities and the echelon stock facility location reformulation, respectively.
In words, adding (ℓ, S) inequalities to the original formulation and using the echelon stock facility location reformulation provide the same lower bound for the multi-level lot-sizing problem. For the proof of the proposition, please refer to Akartunalı [2007] . The corollary below follows immediately.
Corollary 1
The shortest path reformulation of Eppen and Martin [1987] is equivalent to the echelon stock facility location formulation, and therefore all three formulations provide the same lower bounds for the multi-level lot-sizing problem.
Using the fact that both shortest path and facility location reformulations define the convex hull of the single-item uncapacitated problem (see e.g. Pochet and Wolsey [2006] ), this corollary can be proven with the same technique used for the proposition. Even though all three methods discussed above provide the same lower bounds, the echelon stock facility location and shortest path reformulations have the disadvantage of making the problem size much larger than the (ℓ, S) inequalities, which are dynamically added to the formulation and deleted if inactive. Our experience, particularly from the companion paper Akartunalı and Miller [2007] , shows that, for this reason, (ℓ, S) inequalities allow for more efficient branchand-bound and identifying of feasible solutions. Also note that a slightly modified family of (ℓ, S) inequalities can be added to problems with backorders, as follows:
Here, observe that the separation algorithm for these inequalities has the same logic as the one described before. Finally, note that in the case of overtime, the original (ℓ, S) inequalities are valid and will be added using the same separation algorithm.
There exist stronger inequalities and reformulations such as the multicommodity reformulation proposed by Rardin and Wolsey [1993] , or multi-item single-period submodels used as by Miller et al. [2000] , Miller et al. [2003] . However, we have found that using (ℓ, S) inequalities alone seems to be the most effective way to strengthen the formulation without making the problem computationally inefficient, as discussed in a companion paper Akartunalı and Miller [2007] .
MIP Heuristics
Here we discuss two techniques that we will use in our proposed framework.
LP-and-Fix
LP-and-fix is a simple technique, closely related to "diving" (see Pochet and Wolsey [2006] ) and works as follows: First, we solve the LP relaxation (LP R) of an MIP . Then, we check 8 all the integer variables in LP R and fix those having integral values. Finally, the restricted MIP with fixed variables is re-solved, with the hope of finding a solution to the original problem quickly. This scheme is employed in our heuristic framework both to provide an initial solution to be used as a cutoff value, and also throughout the algorithm to generate multiple production plans and to improve the best solution and hence the cutoff value.
Relax-and-Fix
Relax-and-fix is a heuristic method for problems with a special structure, and lot-sizing is well-suited for such a method since decisions made earlier in the horizon are more important then later ones. In this section, we discuss two previously developed heuristic methods that employ the "relax-and-fix" idea.
The first production planning tool that uses relax-and-fix is bc-prod, proposed by Belvaux and Wolsey [2000] , which is a specialized branch-and-cut system for lot-sizing problems. The system first generates cutting planes, both default Xpress cuts and problem specific cuts, and then the relax-and-fix idea is applied using "time windows", horizons under consideration, for which the length of the window is predefined. The basic description of the "time windows" idea is as follows: Except for the variables in the periods of the predefined time window, relax all the binary variables to be continuous, solve the problem, and using the solution obtained, fix the binary variables in the window. The next window is then processed in the same manner.
Another heuristic algorithm based on relax-and-fix is proposed by Stadtler [2003] , which we will refer to as "SH" (Stadtler's Heuristic) from now on. This approach uses time windows that overlap for better quality results. In such an approach, fixing variables in a window will occur only for the periods that do not overlap with the next window. Also, SH allows a period to be relaxed to continuous inside of the window, as well, because of using "bonuses", which are calculated for each different problem. In this framework, each subproblem is formulated and strengthened separately. Figure 1 summarizes the idea of "time windows" in SH. A recent paper of Federgruen et al. [2007] also uses a relax-and-fix approach with time windows.
The main advantage of bc-prod is that strong formulations provide good lower bounds for the problem, hence solution quality can be proven without extra computation. On the other hand, bc-prod does not have any overlapping windows, therefore it can miss considering the effect of future periods' setup decisions. Also, it can require long computational times because of long windows, large numbers of inequalities added to the formulation and the fact that it solves the subproblem of each window to optimality. Even though SH provides comparatively good results for hard test instances, it should be noted that the implementation is not straightforward because of complex calculations, such as the bonuses. Moreover, as in many other heuristic frameworks, it does not generate lower bounds. In order to determine solution quality, lower bounds need to be generated separately. Figure 1: The first 2 "time windows" of SH, with window length of 4 periods, 2 periods overlapping and 1 period relaxed to be continuous
A Heuristic Framework
As in the last section, we use "time windows", or simply "windows", to refer to time intervals in which binary variables are forced to take binary values. For later periods, binary variables are relaxed to be continuous. The window has a "window length", i.e., length of the time horizon considered in the subproblem. The first part of the window which does not overlap with the next window is called the "fixing interval", since this is where the binary variables will be fixed once the subproblem is solved. Let α and β indicate the window length and length of fixing interval, respectively. Note that in our approach the formulation is strengthened for the entire horizon, and not just within the window, as in SH.
We also use LP-and-fix idea to find feasible solutions for the original problem throughout the framework in order to provide multiple solutions and upper bounds (cutoff values) for later windows. Our computational experience is that using cutoff values significantly improves the solution process of many windows. Another difference from SH is that we use the objective function defined in Section 2 in each window. This is simpler to implement, and also helps us to gauge the effect of future setup decisions.
The structure of the general framework can be seen in the next page. We can describe the framework in words as follows: After generating violated (ℓ, S) inequalities and deleting inactive ones, the LP relaxation solution of the original problem is used to start LP-and-fix to find a first feasible solution for the original problem. Note that it is not guaranteed that LP-and-fix will find a solution, except backlogging is allowed. If a solution is found, it will be used to initialize the cutoff value. After initialization, we start with the first window, i.e., solve the problem defined in Section 2 where all the binary variables are relaxed to continuous for any period beyond the scope of the window. If extra time is available, i.e., relax-and-fix is complete before the pre-set time limit, LP-and-fix is used in order to generate a feasible solution for the original problem. At the end of LP-and-fix, all the binary variables fixed beyond the window will be unfixed before processing the next window. The same procedure will be repeated for future windows.
Here, note that the heuristic provides us a lower bound to the original problem in the In the interest of speed, we seek to avoid running a window for a long time to find the optimal solution but obtain a reasonable solution in limited time and move on to the next window. Therefore we set a maximum time for each window. This issue is discussed in more detail in section 6. Also note that, due to these time limits and due to heuristics' nature, neither LP-and-fix nor relax-and-fix is guaranteed to find a solution. However, as the results in the next section indicate, the framework has worked without facing a problem with the control parameters used.
One important question to ask for both relax-and-fix and LP-and-fix is "which variables to fix". One basic concern for relax-and-fix is that the more we fix in a window, the higher probability we have for infeasibility in later windows. Hence, in our early tests, we tried to fix only 0's and only 1's, but no significant difference from fixing both 0's and 1's has been observed. On the other hand, for LP-and-fix, fixing all 0's and 1's appears to create problems occasionally, such as infeasibility and poor-quality solutions, hence only 1's are fixed in that part of the framework.
The heuristic framework depends on many parameters and options. These include the length of a window, whether we have to overlap consecutive windows, and how long the overlap should be. It is obvious that the shorter the length of the window, the easier it is to solve the related subproblem. However, this can deteriorate the solution quality since decisions become more myopic and since the number of windows grows and hence time allocated to a window decreases as well. It is best to have a window length which neither takes too much time nor finds too poor solutions. When consecutive windows do not overlap, we deal with fewer windows, but this does not facilitate the consideration of setup decisions from later periods and therefore can result in bad solutions. After experimentation, we use the window length of 3, with an overlap of 1 period between windows. In this case, for example for a problem with NT = 10, there will be 5 windows to process.
We have found it advisable to allocate more time to earlier windows than to later windows because the problems are bigger in size and hence harder to solve, and also to employ LP-andfix as often as possible in earlier periods in order to generate good solutions. After assigning a total time for a problem, this allocation process is achieved inside of the algorithm. We divided windows into four sets of the same size.Thus, if we have a total of 12 windows, the first three windows are in the first set, the next three windows are in the second set and so forth. Then we assigne 1.75, 1.25, 0.75 and 0.25 times of the average time per window to those groups respectively. Thus, if we have a total of 180 seconds to process 12 windows, we allocate 180 12 * 1.75 = 26.25 seconds to each of the first three windows, 180 12 * 1.25 = 18.75 seconds to each of the next three windows, and so forth.
We also set a relative gap parameter so that if we obtain a solution with a duality gap less than this preset amount, the heuristic stops trying to complete the time assigned to this window and moves on either to the next window or starts LP-and-fix with the extra time if it is sufficient for that purpose. Our computational experience suggests that choosing gap values that are too small neither guarantees a better solution at the end nor allows LPand-fix sufficient time to generate good solutions. In addition to these major parameters, there are some minor parameters used in the heuristic framework in order to increase its efficiency, such as minimum and maximum times to employ LP-and-fix. Also, note that we start employing LP-and-fix in the windows not after the first window but after the second window, because computational experience suggests that early LP-and-fix procedures take much more time to find a solution than later LP-and-fix procedures.
Computational Results
In order to provide diversified results and test the generality of our heuristic approach, we used the following various test sets from the literature for our computations:
• Test instances generated by Tempelmeier and Derstroff [1996] and Stadtler [2003] :
These include overtime variables. Sets A+ and B+ involve problems with 10 items, 24 periods and 3 machines, and sets C and D involve problems with 40 items, 16 periods and 6 machines. Sets B+ and D include setup times. We chose the hardest instances of each data set for our computations, i.e., for each data set, we picked 10 assembly and 10 general instances with the highest duality gaps according to the results of Stadtler [2003] .
• Multi-level LOTSIZELIB [1999] library instances: These include single-machine problems with big bucket capacities. Backlogging is allowed. The problems vary between 40 item, single end-item problems and 15 item, 3 end-item problems, with both assembly and general BOM structures. All problems have 12 periods.
• MULTI-LSB instances: We have generated 4 sets of test problems based on the problem described in the paper of Simpson and Erenguc [2005] , each set having 30 instances with low, medium and high variability of demand. From now on, we will call these sets SET1, SET2, SET3, and SET4. These instances are different from the previous problems in that they take component commonality into consideration and hence consider setup variables for each family so that setup times are defined for each family of items instead of for each item. While keeping the original data such as BOM structures and holding costs, we removed the setup costs and added backlogging variables into the problem to obtain problems with a different nature from the other problems. The backlogging costs are set to the double of inventory holding costs for the first two sets, and 10 times the inventory holding costs for the last two sets. Except the problems in SET2, which considers a horizon of 24 periods, all the instances have 16 periods. The main difference between these three sets is that they have different resource utilization factors, and the rest of the data remain the same. All instances consider 78 items and have an assembly structure, and all instances allow backlogging in the last period. For more details about the instances, see Multi-LSB [2006] and Simpson and Erenguc [2005] .
All the test instances were run on a PC with an Intel Pentium 4 2.53 GB processor and 1 GB of RAM. All the formulations and the heuristic algorithm were implemented using only Xpress Mosel, which is a high-level algebraic modeling language that is intuitive to use. In all the computational experiments, the Xpress-MP 2004C package and Mosel version 1.4.1 are used. We have also prepared a website web [2006] for this paper, where all the data sets and sample Mosel files can be accessed by other researchers for their testing purposes.
Different test sets will be discussed separately since we are using different benchmarks for each set, and different characteristics of each set make it more interesting to analyze each separately. We assigned a total time of 180 seconds for each instance of A+, B+, LOTSIZELIB, SET1 and SET2, and 500 seconds for each C, D, SET3 and SET4 instance because of the problem complexity. Also, a 0.5% duality gap in a window is successful for A+, B+, LOTSIZELIB, SET1 and SET2 instances, duality gaps of 2.5% for later windows and 4% for earlier windows for the C, D and SET4 instances, and finally 10% duality gap for SET3 instances. These percentages are set intuitively from the problem difficulties, e.g., if the default problem solved by Xpress augmented with (ℓ, S) inequalities results with a 10% gap and if there are 10 windows, 1% will be assigned to each window.
For the test sets of Tempelmeier and Derstroff [1996] and Stadtler [2003] , we ran an executable of SH (Stadtler's Heuristic) on our computer to provide fair comparisons. Another benchmark used for these instances is default Xpress augmented with the generation of (ℓ, S) inequalities. Inactive inequalities are deleted at the root node. The main results are summarized in Table 1 : The first three columns show for how many instances of a particular test set any of these three methods found the best solution, and the last three columns show the average duality gaps of each method at each set. Note that since SH does not generate lower bounds, the (ℓ, S) lower bound obtained at the root node is used for that purpose. Table 2 summarizes pairwise comparisons between our heuristic and the two benchmarks. The first two columns show how many times SH and our heuristic provide a better solution, respectively, and the next column shows the average difference between our heuristic's and SH's upper bounds, respectively, calculated as (SH Bound -Heuristic Bound)/ Heuristic Bound. The last four columns are prepared in the same fashion, for the comparison between our heuristic and the default Xpress, and the last two columns are calculated as (Xpress Bound -Heuristic Bound)/ Heuristic Bound. It is easy to observe that our heuristic generates good solutions compared to SH, with a good lower bound guarantee. On the other hand, as expected, default Xpress generates better lower bounds than our heuristic, but it is also notable that the harder the problem is, the better the lower bounds the heuristic generates compared to those generated by Xpress. Also note that the proposed heuristic method improves the lower bounds obtained at the root node with (ℓ, S) inequalities on average by 1.11%. For detailed results for all the instances of these test sets, please refer to Appendix A. For the LOTSIZELIB instances, on the other hand, default Xpress with (ℓ, S) inequalities has been the primary benchmark. The reason that we did not test SH on these problems is that it is not designed for problems with backlogging and significant modification would be necessary. Also note that these instances already have known optimal solutions, hence the solution quality is more transparent. Table 3 shows results of the LOTSIZELIB instances: The first column indicates the optimal solution, then the next three columns show respectively upper and lower bounds obtained by default Xpress and in how many seconds, and finally the last three columns present results of our heuristic. As expected, default Xpress generates better lower bounds generally, however, the heuristic provides comparably good solutions, better solutions in 3 out of 5 instances, and in less time.
Finally, we analyze the 4 sets of MULTI-LSB. These instances vary from easy to very hard problems, as can be seen in detailed results in Appendix A. Here, we summarize the results in Table 4 separately for each different set and also separately for different problem difficulties, as follows: Problems with a duality gap less than 10% after the default time with Xpress augmented with (ℓ, S) inequalities are called "easy", problems with a duality gap more than 50% are called "hard", and the rest are called "moderate". Table 4 is organized as follows: For "Upper Bounds" and "Lower Bounds", "#X" and "#H" indicate how many times in that set Xpress and the proposed heuristic found a better bound, respectively. Note that cases in which both methods generate exactly the same upper bound are not included in these numbers. Finally, the last two columns indicate the average difference between the bounds in percentage, and these are calculated by the expression (Xpress Bound -Heuristic Bound)/ Heuristic Bound. As the summary indicates, the heuristic finds generally better solutions for the problem than Xpress does. Similar to previous results, Xpress default lower bounds are often better than the heuristic lower bounds, although it is interesting to observe that in SET3, i.e., the hardest test instances of all our computations, and in the hard instances of SET4, the heuristic generates lower bounds that are competitive with those of Xpress. This seems to be due to the fact that, for the hardest problems, the problems' difficulty prevents Xpress from making more than minuscule improvements to the lower bound during the branch-and-bound process. *"Easy" class of SET1 and "hard" class of SET3 has each one instance where both methods found the exactly same solution, and one easy and one moderate instance of SET2 had equal lower bounds for both methods, which are not included in the numbers above.
To summarize this section, the proposed heuristic generates good solutions for different kinds of lot-sizing problems when compared to the default Xpress solver augmented with (ℓ, S) inequalities; Xpress generated a better solution than the heuristic only in 10 of 194 instances, and these were close to the heuristic's solutions. The comparative efficiency of the heuristic is especially noticeable for harder problems, such as set D, SET3 and SET4, where the heuristic improves default Xpress solutions significantly. On the other hand, the proposed heuristic generates results competitive with those generated by SH for the test sets A+, B+, C and D. The advantages of the proposed heuristic over SH are its flexibility in being applicable to problems with different characteristics, its ability to generate lower bounds, its ease of implementation, and the fact that it generates multiple solutions.
Conclusion
We have presented a heuristic framework that is designed for easy implementation and is flexible enough to handle a variety of production planning problems. The heuristic finds both good solutions and competitive lower bounds. Moreover, computational results indicate that the heuristic is particularly effective on the most difficult problems, where effectiveness is measured by comparison with our benchmarks.
We have also provided further evidence that using (ℓ, S) inequalities is a good method to strengthen the formulation of big-bucket problems. Computational experience suggests that they should be used within any default solver. Moreover, when combined with an effective heuristic framework, they can help to find good solutions as well.
Even though mathematical programming provides tools for exact solutions, extended reformulations generally result in big problems that cannot be solved efficiently. A recent study of Van Vyve and Wolsey [2005] suggests that partial reformulations can be applied in order to have high quality lower bounds while preventing the problem size from growing too much. Similar approaches may be effective for hard lot-sizing problems as well, and this is left for future research.
While the proposed framework for finding good solutions to lot-sizing problems is comparably efficient, many of the instances discussed in the computational results remain challenging. As we discuss in detail in our companion paper Akartunalı and Miller [2007] , big bucket lot-sizing problems still need a deeper analysis and better understanding of the polyhedral structure to improve lower bounds and provide better solutions; polyhedral analysis focused on their particular structure is an important future research area.
Another interesting question to be answered is whether this simple approach can be applied to other challenging MIP problems or not. We know that production planning problems have a special structure in which early decisions affect later decisions, but similar structures may be applicable to other problems as well, e.g. scheduling and facility location problems. 
