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Averroes  Vériation de propriétés quantitatives et fontionnelles(Analysis and VERiation for the Reliability Of Embedded Systems)1 Arhiteture de CoqNous ommençons par présenter l'arhiteture atuelle de Coq [7℄. Ensuite, nous disutonsdiérentes possibilités pour pouvoir y intégrer de la rériture. Nous onsidérons la version 7.3(bugx) de Coq qui date de mai 2002. La version suivante 7.4 (février 2003) et la version en oursde développement (version 8.0 beta, déembre 2003) ne remettent pas en ause le moteur de testde onversion. L'adaptation de la présente arhiteture à la future version 8.0 de Coq ne doit donpas poser de diultés.Une brève desription peut être trouvée dans [4, 9℄. Le ode de Coq est divisé en 9 répertoires : lib : modules implantant des strutures de données et fontions d'utilité générale. kernel : modules implantant le moteur de test de onversion et le vériateur de type. library : modules implantant les méhanismes de baktraking (ommande Undo). pretyping : modules implantant l'inférene de type. interp : modules transformant les AST1 en termes non typés. parsing : modules implantant la leture, le odage et l'ahage des ommandes et termesfournis par ou à l'utilisateur. proofs : modules implantant le moteur de preuves. tatis : modules implantant le language de tatiques. toplevel : modules implantant le lanement et l'exéution de Coq.1.1 NoyauLe répertoire qui nous intéresse le plus, kernel, ontient les hiers suivants. Ceux relatifs àla dénition des termes : univ : univers et ontraintes d'univers. names : noms des objets. term : termes.Ceux implantant le test de onversion : esubst : substitutions expliites. losure : struture de données utilisée pour la rédution. onv_orale : fontion indiquant quelle δ-rédution réaliser en premier dans le as où ondoit faire un hoix. redution : fontions de rédution et de test de onversion.Ceux implantant les environnements : sign : séquenes de délarations. entries : strutures de donnée utilisées pour rajouter un objet dans un environnement. delarations : strutures de données utilisées en interne pour représenter les objets d'unenvironnement. environ : environnements. ooking : ?Enn, eux implantant la vériation de type : type_errors : erreurs de typage. indtypes : vérie l'admissibilité d'un type (o)indutif. indutive : vérie l'admissibilité d'une fontion dénie par (o)point xe. typeops : inférene de type. safe_typing : environnements bien typés.1.2 RédutionDans le système Coq, le moteur de test de onversion doit prendre en ompte 4 types diérentsde dénitions ou relations de rédution : β-rédution : dans l'appliation d'une fontion, remplaement dans le orps de la fontiondes arguments formels par leur valeur.1Arbre de Syntaxe Abstrait.Projet RNTL : Averroes /Lot 5.1 /Fourniture 2 /V1.0CRIL Tehnology, Frane Télé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Averroes  Vériation de propriétés quantitatives et fontionnelles(Analysis and VERiation for the Reliability Of Embedded Systems) ι-rédution : rédution engendrée par les dénitions (o)indutives introduites par les mot-lés Fixpoint, Fix, CoFixpoint et CoFix. δ-rédution : rédution engendrée par les dénitions introduites par les mot-lés Definitionet Loal. ζ-rédution : rédution engendrée par les dénitions introduites par le mot-lé let.La rédution est implantée par une mahine abstraite. Plus de préisions peuvent être trouvéesdans la thèse de Bruno Barras [1℄. Le type des termes est onstr. Le module losure dénitun type los_infos qui permet de dénir quelles rédutions on souhaite voir appliquées (onpeut préiser les symboles que l'on veut δ-réduire individuellement), et un type fonstr pourreprésenter les termes dans la mahine. Un état de la mahine est donné par un fonstr (la tête)et une pile de fonstr (les arguments). Le module losure exporte en partiulier les fontionssuivantes : injet : onstr -> fonstr transforme un onstr en fonstr pour pouvoir le réduire. val whd_stak : los_infos -> fonstr -> fonstr stak -> fonstr * fonstrstak alule la forme βδιζ-normale de tête d'un fonstr appliqué à une pile d'arguments. term_of_fonstr : fonstr -> onstr transforme un fonstr en onstr. whd_val : los_infos -> fonstr -> onstr alule la forme βδιζ-normale de tête d'unfonstr. norm_val : los_infos -> fonstr -> onstr alule la forme βδιζ-normale d'un fonstr.1.3 ConversionL'algorithme de test de onversion implanté dans la version 7.3 de Coq est dû à Bruno Barras[1℄. L'idée de base est prohe de elle de Thierry Coquand [8℄ qui ne onsidère que la β-rédution.Pour tester la β-équivalene de 2 termes u et v, on ommene par réduire u et v jusqu'à leurs formesnormales de tête qui, dans e as, doivent être une séquene d'abstrations suivie d'une onstanteou d'une variable (la tête) appliquée à une séquene de termes. Si les têtes sont diérentes, lestermes sont néessairement distints ar la tête est invariante par rédution. Si par ontre les têtessont égales, il onvient alors de tester l'équivalene de leurs arguments deux à deux de manièreréursive. Bruno Barras a étendu et algorithme aux autres rédutions et l'a implanté de manièreeae à l'aide de substitutions expliites.Dans les fontions de onversion dérites i-après, un terme est déomposé en 2 ou 3 éléments :un terme de type lift (déni dans esubst) représentant des renumérotations des indies de deBruijn (lifts), et un fonstr seul ou un fonstr (la tête) ave la pile de ses arguments. Le testde onversion produit des ontraintes d'univers satisables si les deux termes sont onvertibles, oulève une exeption. La fontion de onversion proprement dite est fonv et s'applique à des onstr. Elle om-mene par tester si les deux onstr sont syntaxiquement égaux (fontion eq_onstr dansterm eae grâe au hash-onsing). Dans le as ontraire, elle rée un los_infos sans
δ-rédution (les δ-rédutions néessaires au test de onversion seront rajoutées au fur et àmesure), transforme les onstr en fonstr ave injet, et appelle nv ave des lifts égauxà ELID (identité). nv alule les formes normales de tête ave whd_stak, et appelle eqappr. eqappr ompare les têtes. Dans le as où une tête seulement est une onstante, elle la δ-réduitet rappelle eqappr ave le résultat. Dans le as où les deux têtes sont des onstantes, elleappelle orale_order (dans module onv_orale) pour savoir quelle onstante δ-réduire.Enn, dans le as où les deux têtes sont égales, on ompare les arguments.2 Ajout de la rériture : disussionL'implantation atuelle de Coq repose de manière importante sur le fait que, pour savoir siune appliation est rédutible en tête, il sut de regarder les sous-termes immédiats : si on a uneProjet RNTL : Averroes /Lot 5.1 /Fourniture 2 /V1.0CRIL Te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Averroes  Vériation de propriétés quantitatives et fontionnelles(Analysis and VERiation for the Reliability Of Embedded Systems)abstration, l'appliation est β-rédutible, et si on a un onstruteur, l'appliation est ι-rédutible.Ave des règles de rériture a priori quelonque, et en partiulier ave de la rériture modulo AC,il en va tout autrement. Il peut être néessaire d'examiner des sous-termes à une profondeursupérieure à un pour savoir si un terme est rédutible en tête. De plus, un terme non rédutibleen tête n'est pas néessairement en forme normale de tête : des rédutions en profondeur peuventêtre néessaires pour pouvoir réduire un terme en tête.On voit don que l'implantation eae du test de onversion en présene de rériture et de
β-rédution posent des problèmes omplexes. Ceux-i n'ayant pas enore été explorés, davantagede reherhe est néessaire avant de pouvoir proposer un algorithme eae pour l'implantationde Coq ave rériture, la résolution de es problèmes risquant de remettre profondément en ausel'implantation atuelle du noyau de Coq. Cependant, l'intégration de rériture à Coq pose unertain nombre de questions auxquelles il nous semble néessaire de répondre avant de hoisir unearhiteture partiulière :Distinguer rériture et ι-rédution ? Bien que, de manière générale, la rériture englobeertaines des rédutions déjà présentes dans Coq (en partiulier la ι-rédution, mais la δ-rédution aussi), il a été déidé dans la dénition de la lasse de rériture à intégrer [2℄ que larériture serait rajoutée à Coq sans pour autant se substituer aux rédutions déjà présentes,et qu'elle s'appliquerait à des objets habituellement onsidérés omme onstants dans Coq(Parameter et Axiom). Cependant, on peut se demander si, en terme de maintenane et deséurité, il est bien raisonable de traiter de manière partiulière es rédutions (en partiulierla ι-rédution). Mais traiter la ι-rédution omme un as partiulier de rériture requiert dehanger une partie importante du ode de Coq.(Ré)implanter la rériture soi-même ou faire appel à des outils spéialisés ? L'im-plantation eae de la rériture, et en partiulier de la rériture modulo AC, est quelquehose de non trivial. Cela représente de 10 à 20000 lignes de ode dans CiME par exem-ple, alors que le noyau de Coq fait environ 10000 lignes de ode. La question se pose alorss'il n'est pas raisonnable de faire appels à des outils spéialisés en rériture (e.g. CiME [6℄,Elan [3℄, TOM [12℄, Maude [5℄), mais Coq n'est alors pas à l'abris d'erreurs dans le systèmeutilisé. D'autre part, il y a plusieurs manières de faire appel à un tel système. Réutiliserson ode pose des problèmes de maintenane : que faire si une erreur est déouverte dansle ode importé ? Appeler le système de manière dynamique pose des problèmes d'installa-tion : l'utilisateur doit avoir installé une version approprié du système pour pouvoir installerCoq. Par ailleurs, le système doit/peut-il prendre en harge la β-rédution aussi (qui peut-être vue omme de la rériture du premier ordre si des substitutions expliites sont utilisées) ?Interpréter ou ompiler ? Enn, on peut distinguer deux manières d'implanter la rérit-ure qui peuvent se ombiner. L'approhe par interprétation onsiste à disposer d'un odegénérique permettant de aluler la forme normale d'un terme à partir d'un ensemble derègles de rériture ('est l'approhe développée dans CiME par exemple). L'approhe parompilation onsiste à produire un programme qui, une fois ompilée en binaire, alule laforme normale d'un terme pour un ensemble de règles de rériture partiulier ('est l'ap-prohe développée dans Elan par exemple [11, 10℄). La ombinaison des deux approhessemble naturelle et souhaitable puisque, d'une part, l'approhe par interprétation est nées-saire dans une session interative et, d'autre part, l'approhe par ompilation fournit uneproédure de normalisation plus eae que l'approhe par interprétation. Cependant, l'u-tilisation de ode ompilé dans le noyau pose deux problèmes importants. Le premier estd'ordre tehnique : il néessite de faire appel à des programmes ontruits et ompilés demanière dynamique. Le seond est relatif à la séurité : quelle onane peut-on aorder àdu ode ompilé ? D'utiliser du ode extrait de preuves Coq pourrait être une solution.Projet RNTL : Averroes /Lot 5.1 /Fourniture 2 /V1.0CRIL Tehnology, Frane Télé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Averroes  Vériation de propriétés quantitatives et fontionnelles(Analysis and VERiation for the Reliability Of Embedded Systems)3 Proposition d'arhitetureL'objetif d'Averroes étant de réaliser un prototype pour tester l'utilisation de rériture enCoq et non de réaliser une nouvelle version de Coq inluant de la rériture tout en étant sûre eteae, il est naturel d'adopter une arhiteture qui néessite de modier Coq le moins possible.C'est ainsi que nous avons hoisi de distinguer rériture et ι-rédution, d'utiliser le ode de CiME[6℄ pour R-normaliser les termes (on appellera R-rédution la rédution engendrée par les règlesde rériture délarées dans l'environnement), et don d'interpréter les règles de rériture. CiMEfournit également une fontion vériant la onuene loale (modulo AC) d'un ensemble de règlesde rériture.Nous dérivons maintenant omment modier la proédure de onversion de Coq pour y inlurela rériture. Dans eqappr, quand une tête au moins est une onstante dénie par rériture, il estpeut-être néessaire de faire quelques réritures pour montrer que les deux termes sont équivalents.Cependant, pour être délenhables, es réritures peuvent néessiter que les arguments soientd'abord βδιζ-normalisés. De plus, en présene de symboles ommutatifs ou assoiatifs-ommutatifs,il ne sut plus de tester l'égalité syntaxique des arguments : omme dans CiME, il faut aplatiret ordonner les arguments de façon à tester leur AC-équivalene (par exemple, dans CiME, si
x < y < z alors +(+yx)z est représenté par +xyz).On voit don deux inonvénients importants à ette approhe. Premièrement, le fait d'avoirà βδιζ-normaliser avant de R-normaliser fait perdre l'avantage d'une normalisation progressive(passage par les formes normales de tête) qui permet de déteter plus tt une erreur de type.Deuxièmement, l'utilisation du ode de CiME pour normaliser un terme Coq néessite de nom-breuses onversions entre strutures de données. Etant donné que la struture de fonstr utiliséepour la βδιζ-rédution est omplexe, il est plus aisé de dénir une onversion entre le type onstrde Coq et le type term de CiME qui, à la diérene de Coq, utilise des listes pour les argumentsd'un symbole, les aplatit et les ordonne. On a don, à haque R-normalisation, deux doubleonversions : de fonstr à onstr (ave la fontion term_of_fonstr), de onstr à term, et lamême hose dans l'autre sens après la R-normalisation.La onversion entre onstr et term pourrait être éliminée si CiME avait une interfae plusgénérique et était apable de travailler sur n'importe quelle struture de données (e qui ne paraîtpas diile à réaliser au moins en absene de symboles AC). C'est par exemple e que permet TOM[12℄. Pour éliminer la onversion entre fonstr et onstr, il faut en plus être apable d'exprimerl'eet d'appliquer une règle de rériture (exprimée par des onstr) sur un fonstr.Référenes[1℄ B. Barras. Auto-validation d'un système de preuves ave familles indutives. PhD thesis,Université Paris VII, Frane, 1999.[2℄ F. Blanqui. Dénition de la lasse de réériture à intégrer. Averroes, lot 5.1, fourniture 1,2004.[3℄ P. Borovanský, H. Cirstea, H. Dubois, C. Kirhner, H. Kirhner, P.-E. Moreau, C. Ringeissen,and M. Vittek. ELAN User Manual. INRIA Nany, Frane, 2000. http://www.loria.fr/ELAN/.[4℄ J. Chrz¡szz. Implementation of modules in the Coq system. In Proeedings of the 16th Inter-national Conferene on Theorem Proving in Higher Order Logis, Leture Notes in ComputerSiene 2758, 2003.[5℄ M. Clavel, F. Durán, S. Eker, P. Linoln, N. Martí-Oliet, J. Meseguer, and J. Quesada.Maude : Speiation and Programming in Rewriting Logi. Computer Siene Laboratory,SRI International, United States, 1999. http://maude.sl.sri.om/.[6℄ E. Contejean, C. Marhé, B. Monate, and X. Urbain. CiME, 2000. http://ime.lri.fr/.[7℄ Coq-Development-Team. The Coq Proof Assistant Referene Manual  Version 7.4. INRIARoquenourt, Frane, 2003. http://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