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El món empresarial ha estat durant molt anys gestionat a través d’un programa 
de gestió anomenat SAP/R3. Aquesta va ser i segueix sent l’aplicació preferida 
per a la gestió de mitjanesigrans empreses ja que permet organitzar i separar 
de manera modular els diferents camps i sectors propis d’una empresa 
proporcionant sempre una relació i interactuació entre les dades amb les que 
es treballa. Un dels secrets de SAP/R3 es trobà en l’ABAP. Aquest és un 
llenguatge de programació de fàcil comprensió i molt eficient amb una gran 
semblança al llenguatge de programació també conegut  com a C. SAP/R3 es 
caracteritza per ser capaç de mostrar dades i llistats amb una 
senzillesaieficiència de vegades sorprenent, però, quin grau d’eficiència té 
SAP/R3? Fins a quin punt podem atribuir la velocitat de SAP/R3 al llenguatge 
de programació que el controla i no a la senzillesa dels continguts amb els que 
treballa? Totes aquestes incògnites tenen una resposta relativa si intentem 
respondre-les dins del seu propi camp d’aplicació. Però, que passaria si 
poséssim a prova un llenguatge com aquest en un camp per al qual no ha 
estat dissenyat? 
 
La idea inicial d’aquest TFC pot semblar una mica absurda o amb una intenció 
poc definida però aquesta no és una altre que la de mostrar els avantatges i 
mancances d’aquest llenguatge de programació a l’hora d’elaborar un projecte 
d’aquest tipus. Per aquest motiu en centrarem en la creació del joc d’enfonsar 
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The enterprise world has been managed for many years by a business 
software know as SAP/R3. This was and keeps being the prefered 
management aplication by the medium companies and big companies because 
of its possibilities to organize and separate in a modular way the different fields 
and the own sectors of a company always providing a relation and 
interperformance between the data you work with. One of the secrets of 
SAP/R3 is called ABAP. This is a very easy understanding and efficient 
programming language with a great similarity with another programming 
language known as C. SAP/R3 is characterized because of its capacity of 
showing data and listings with sometimes surprising efficency, but, wich 
efficency level does SAP/R3 have? To what extent can we attribute it’s velocity 
to the programming language that controls it and not to the easy of the 
contents it works with? All these questions have a relative answers if we try to 
answers them inside its own aplication scope. But what would happen if we put 
on approval a programming language like this in a scope it was not designed 
for? 
  
The main idea of this TFC may look a little absurd or with a not well defined 
intention but it just tries to show the advantages and deficiencies of this 
language if it is used to create a project like this. For that, where are going to 
focus in the creation of the game that treats about sinking ships. By the way we 
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CAPÍTOL 1. INTRODUCCIÓ 
 
 
1.1. Motivació personal 
 
 Existeixen diverses raons que poden fer que una persona es decanti per 
un tipus de temàtica o una altre alhora de realitzar un projecte d’aquestes 
característiques. Una d’aquestes raons és sense dubte la motivació personal, 
que pot venir alhora derivada d’altres factors. En aquest cas ha sigut bàsic i 
determinant el fet d’estar exercint una professió relacionada amb la gestió de 
SAP/R3 en una empresa dedicada al sector de la cosmètica i la bellesa. La 
gestió d’un tipus de negoci com aquest a través d’una eina de treball com 
aquesta m’ha permès obtenir una visió més propera i real del món laboral i, 
gràcies a això poder entendre el procés global que segueixen aquest tipus de 
productes des de la seva fabricació fins al seu envasat i posterior venda. Es 
potser la satisfacció de veure com una aplicació informàtica vista des d’un 
angle diferent al purament tecnològic (al que durant aquests anys m’han 
ensenyat a analitzar amb més deteniment) adopta una nivell d’importància molt 
més gran a nivell laboral i empresarial. 
 
 
1.2. Motivació comercial 
Tipus de lletra per als números de pàgina:  8, subratllat 
 Com em pogut veure en l’apartat anterior existeix una forta motivació 
personal lligada directament amb la satisfacció de veure com una eina d’aquest 
tipus pot tenir una aplicació laboral realment útil. És potser aquesta motivació 
personal la que d’alguna manera (indirectament) alimenta una segona 
motivació de tipus comercial. Aquesta segona cal veure-la des d’un punt de 
vista molt més comercial o empresarial i és deguda bàsicament a la bona 
acceptació que SAP/R3 ha tingut al llarg dels anys. Són moltes les empreses 
que cada dia (i cada cop més) fan us d’aquest sistema per a gestionar tot tipus 
d’operacions (tant internes com externes) relacionades amb l’activitat de 
l’empresa. És interessant doncs observar com la demanda de professionals 
qualificats per a treballar amb aquest programa ha anat augmentant de manera 
progressiva al llarg del temps. Per altre banda també resulta molt profitós el   
fet que la majoria d’empreses que ofereixen serveis de SAP/R3 (generalment 
empreses consultores) tendeixin a separar en diferents categories laborals als 
seus treballadors. Això contribueix a formar un pla de treball escalat que permet 
al treballador augmentar de categoria dins l’empresa amb el conseqüent 
augment econòmic. 
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1.3. Oportunitat de la situació 
 
Un dels motius pels quals decideixo sens dubte enfocar aquest projecte  
cap a aquesta temàtica és l’influencia laboral que ha tingut i té SAP/R3 en la 
meva feina. Actualment treballo en una empresa anomenada Cosmètica 
Cosbar, S.L. responsable dels productes de perruqueriaibellesa Montibel·lo, 
Montibello i Toneé. En aquesta empresa realitzo el manteniment del programes 
creats a SAP/R3 fins al dia d’avui per la consultora externa Seidor Consulting. 
D’altre banda soc responsable dels nous desenvolupaments que puguin sorgir 
d’ara en endavant. La meva experiència en SAP/R3, però, va començar fa un 
temps a la consultora tècnica Atos Origin on vaig realitzar les pràctiques 
d’empresa pròpies de la meva titulació i on vaig aprendre pràcticament tot el 
que a dia d’avui se. El fet de treballar en aquests llocs de treball m’ha fet 
adonar-me’n de la oportunitat de la situació i que d’aquesta manera em podria 
auto formar investigant noves tècniques de programació, entenent-les una mica 
millor i explotant les ja conec. 
 
 
1.4. Objectius d’alt nivell 
 
Quan parlem de SAP/R3 com a eina de gestió del tipus ERP, és clar que 
parlem d’un programa pioner en el seu camp. Multitud d’empreses l’utilitzen per 
diversos motius que faciliten les labors de les mateixes. És en aquest punt on 
ens podem arribar a plantejar: puc fer de tot amb SAP/R3? 
 
Segurament la resposta seria afirmativa (quasi bé al 100%) si la 
formuléssim dins d’un àmbit empresarial. Però, que passaria si ho féssim dins 
d’un altre tipus de context? Seria igualment potent i/o versàtil? 
 
D’aquí sorgeix la idea d’aquest projecte. És ben provable que finalment 
ens veiem privats de fer algunes de les coses que voldrem fer. Algunes 
d’aquestes impossibilitats podran ser degudes a les pròpies limitacions del  
llenguatge ABAP (falta d’instruccions o funcionalitats concretes). D’altres en 
canvi poden venir motivades per limitacions pròpies del sistema SAP/R3 i en 
d’altres casos es possible que alguna implementació envers el seu cost no ens 
sigui rendible. Per aquest motiu intentarem demostrar les possibilitats i/o 
inconvenients del llenguatge de programació ABAP alhora de realitzar una 
tasca totalment atípica o per a la qual SAP/R3 no ha estat pensat, com és la de 
programar un joc d’aquest tipus. És tracta del conegut joc d’enfonsar vaixells. 
Amb aquest “experiment” volem posar a proba aquest programa de gestió 
d’empreses en un camp en el que teòricament “té res a fer” i donar a conèixer 
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2.1. Què és SAP/R3? 
 
 SAP/R3 son les sigles de System Aplications And Products. Es tracta d'un 
programa nascut a Alemanya i creat per l'empresa homònima a partir d'un grup 
d'ex-empleats d'IBM l'any 1972.  
 
 Per entendre el que SAP/R3 és per al món empresarial només cal que 
pensem en els diferents departaments dels que està composta una empresa. 
Per exemple, en una empresa podríem trobar un departament de recursos 
humans, on es gestiona tota la informació relacionada amb els treballadors com 
poden ser les seves nòmines, els contractes de cadascú d'ells, etc... També hi 
podríem trobar un departament financer on la principal tasca és la d'efectuar un 
control sobre els ingressos que té l'empresa i les despeses que aquesta 
realitza. De la mateixa manera, també seria força normal trobar un departament 
de compres on es realitzessin les funcions de contacte amb proveïdors i les 









Figura 2.1 Logotip comercial de SAP 
 
 
 Si tenim en compte tot això i partint d'aquest exemple, podríem introduir 
SAP/R3 de manera inicial com una arquitectura software de tipus ERP 
(Enterprise Resource Planning o de Planificació de Recursos de l'Empresa) que 
facilita i integra la informació entre les funcions de logística, finances i recursos 




2.2. Estructura lògica 
 
Com hem comentat abans SAP/R3 no és més que un ERP per a oferir 
solucions integrades a la gestió pròpia d'una empresa. Però si bé totes les 
empreses disposen de treballadors, i en conseqüència, d'un departament de 
recursos humans, no totes les empreses tenen un departament químic o un 
equip d’enginyers mecànics.  Així doncs com s'organitza SAP/R3?  
 
 SAP/R3 ofereix solucions modulars, de manera que una empresa pot 
adquirir els mòduls necessaris per a la gestió d'alguna o de totes les àrees de 
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treball en les que ho precisi. D'aquesta manera, es pot donar el cas d'una 
empresa que té tres àrees de treball o departaments diferents però té interès 
en que només dos d'ells es gestionin mitjançant SAP/R3. Aquest cas és 
freqüent en empreses que realitzen una aproximació inicial en el món SAP/R3, 
comprant tant sols un o dos mòduls, i adquirint-ne la resta en un futur en funció 
de l'èxit d'integració dels dos primers. Podem il·lustrar els diferents mòduls de 















Figura 2.2 Estructura lògica dels mòduls de SAP/R3 
 
 
Observem l'estructura dels mòduls principals disposats un al costat de l'altre i 
agrupats segons les seves àrees funcionals. Quan més pròxim al centre es 
troba un mòdul, més genèric és, mentre que quant mes allunyat es trobi més 
enfocat a un tipus d'activitat concreta estarà. D'aquesta manera SAP/R3 és 
capaç d'incorporar tants mòduls com sigui necessari. En la figura podem 
diferenciar quatre àrees funcionals tres de les quals les detallem a continuació: 
 
 
• Logística: És l'encarregada de cobrir la gestióiplanificació de les 
activitats dels departaments de compres, producció, transport, 
emmagatzematge, manutenció i distribució. 
 
• Finances: La seva funció principal se centra en la manera en la que 
l'empresa pot crear valor i mantenir-lo a través de l'ús eficient dels 
recursos financers. 
 
• Recursos Humans: És l’àrea encarregada de seleccionar, contractar, 
formar, etc els col·laboradors o treballadors de l'empresa. És també aquí 
on es tracten aspectes tals com l'administració de la nòmina, dels 
empleats o el tracte en les relacions amb els sindicats.  
 
   
 Totes aquestes àrees treballen de manera integrada i per tant existeix una 
connexió implícita entre els processos financers, logísticside recursos humans. 
Totes elles permeten agrupar els diferents mòduls de SAP/R3 sota d'una sèrie 
de funcionalitats similars. Si seguim analitzant aquesta estructura lògica 
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arribem al punt on podem desglossar els mòduls principals en altres submòduls 
més petits com veiem a continuació: 
 
 
HR – Recursos Humans 
HR-PA-EMP Dades mestres de personal 
HR-PA-PAY Nòmina 
HR-PA-TRV Despeses de viatge 
HR-PA-APP Selecció de personal 
HR-PA-TIM Gestió de temps 
HR-PA-OM Organització i planificació 
HR-PA-PD Desenvolupament de personal 
HR-PA-SCM Gestió de la formació 
 
Taula 2.1 Submòduls de l’àrea funcional de recursos humans 
    
 
FI – Finances 
FI-GL Comptes de major 
FI-LC Consolidació de societats 
FI-AR Comptes a cobrar 
FI-AP Comptes a pagar 
FI-AA Gestió d’actius  
FI-SL Llibre de comptabilitat 
CO – Control 
CO-CCA Comptabilitat per centre de cost 
CO-PC Control de costos de producció 
CO-PA Anàlisi de rendibilitat 
CO-OPA Ordres internes 
CO-ABC Costos basats en activitats 
AM – Tresoreria 
AM-CM Gestió de caixa 
AM-FM Gestió pressupostària 
AM-TM Gestió de tresoreria 
AM-RM Gestió de riscos 
 
Taula 2.2 Submòduls de l’àrea funcional de finances 
 
 
SD – Vendes i distribució 
SD-MD Dades mestres 
SD-SLS Gestió de vendes 
SD-GF Gestió de tarifes i condicions de preu 
SD-SHP Gestió d’expedicions 
SD-BIL Facturació 
SD-IS Sistemes d’informació 
SD-EDI Intercanvi electrònic de dades 
MM – Gestió de materials 
MM-MRP Planificació de necessitats materials 
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MM-PUR Gestió de compres 
MM-IM Gestió d’inventaris 
MM-IV Verificació de factures 
MM-IS Sistema d’informació 
MM-EDI Intercanvi electrònic de dades 
WM Gestió de magatzems 
PP – Producció 
PP-BD Dades bàsiques 
PP-SOP Gestió de la demanda 
PP-MP Pla mestre 
PP-CRP Pla de capacitats 
PP-MRP Pla de materials 
PP-SFC Ordres de fabricació 
PP-PC Costos de producció 
PP-IS Sistema d’informació 
PP-PI Indústria de processos 
PP-CFG Configuració del producte 
QM – Qualitat 
QM-PT Eines de planificació 
QM-IM Procés d’inspecció 
QM-QC Control de qualitat 
QM-CA Certificats de qualitat 
QM-QN Notificacions de qualitat 
PM – Gestió del manteniment 
PM-EQM Identificació de descripció 
PM-PRM Manteniment preventiu 
PM-WOC Ordres de manteniment 
PM-PRO Projectes de manteniment 
PM-SM Gestió del servei 
 
Taula 2.3 Submòduls de l’àrea funcional de logística 
 
 
Com hem explicat abans, existeixen quatre àrees en total. Una de les quals 
encara no hem comentat. Es tracta de les Cross Solution. Aquesta és una 
espècie d'àrea comuna a mode de “comodí” ja que conté mòduls que poden 
ser adaptats per a treballar d'una manera o una altre en funció de les 
necessitats de l'empresa. Està format per tres mòduls diferents: PS, WF i ISS. 
 
 En primer lloc tenim el mòdul PS (Project System o Gestió de Projectes) 
que, tot i formar part de l'àrea de finances, és considerat com un mòdul més en 
l’àrea de Cross Solutions. El motiu principal radica en l'integració existent amb 
la resta d’àrees de SAP/R3 i la possibilitat d'adaptació d'aquest mòdul a la 
gestió de diferents tipus de projectes.   
 
 A pesar, però, de la disponibilitat de mòduls (tal i com hem comentat 
abans) és possible que una empresa dedicada a un sector molt especialitzat 
pugui necessitar la utilització d'una sèrie d'aplicacions molt més específiques. 
En aquests casos existeix el que s'anomena ISS (Industry-Specific Solutions o 
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Solucions Sectorials) les quals s'han creat a mida per a un tipus de sector 
industrial específic.  
 
 Com a últim mòdul d'aquesta area ens trobem amb el WF (Workflow o 
Flux de treball). Aquest mòdul (a l'igual que els dos anteriors) també s'inclou 
dins l’àrea funcional “comodí” de SAP/R3 ja que permet ser aplicada en 
diferents àmbits. S'encarrega de l'estudi dels aspectes operacionals d'una 
activitat de treball (com s'estructuren les tasques, com es realitzen, com se 




2.3. Estructura tècnica 
 
Fins ara hem pogut veure un concepte del que és SAP/R3 a un nivell 
d'organització més aviat lògic. Tot i això, i a l'igual que totes les aplicacions 
software existeix un nivell inferior al qual també hem de fer menció...un nivell 
més tècnic. El concepte bàsic de l'estructura de SAP/R3 és que es tracta d'una 
aplicació client-servidor que funciona a 3 nivells: 
 
 
2.3.1. Client Front-End   
 
 Tot usuari de SAP/R3 treballa amb el que s'anomena Front-End. 
Aquests aplicació no és més que una interfície gràfica que ens permetrà 




2.3.2. Servidor d’aplicació 
 
 És el servidor on funciona la part servidora de SAP/R3...el cor del 
sistema. Totes les peticions o instruccions que executem des del nostre Front-
End, seran rebudes i interpretades per aquest servidor. Amb un sol servidor és 
suficient tot i que no s'acostuma a treballar d'aquesta manera. És interessant 
per a les empreses disposar de diversos servidors a fi de poder fer proves amb 
programes en desenvolupament, actualitzacions de dades, etc en un d'ells 
mentre es treballa de manera “segura” en l'altre. Algunes d'elles  fins i tot opten 
per l'opció de tenir tres servidor. Així doncs, quan parlem del servidor 
d'aplicació, en podrem definir tres tipus en funció de la seva finalitat: 
 
 
• Servidor de Test (CBD): És el servidor òptim per a fer 
desenvolupaments i crear nous programes. Té l'inconvenient de tenir 
dades poc actualitzades amb les que treballar. Acostumen a ser dades 
que daten de la primera implantació de SAP/R3 a l'empresa. 
 
• Servidor Productiu (CBP): Aquí és on es treballa amb dades 
actualitzades i desenvolupaments que ja han passat per una fase de 
supervisió prèvia en tots els aspectes.  
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• Servidor de Qualitat (CBQ): No és massa habitual (tot i que també 
s'utilitza) ja que no té una funció massa definida. Acostuma a ser un 
híbrid entre els dos anteriors de manera que permet fer proves alhora 
que es treballa amb dades fiables. Aquest servidor a diferència del CBD 
si que gaudeix d'una transferència d'informació per part del servidor 
CBP, que es realitza cada cert temps. Això el manté actualitzat en quant 
als seus continguts. 
 
 
2.3.3. Servidor de base de dades 
 
El servidor de base de dades és el nucli de tot el sistema. En aquest 
punt és on estan contingudes les dades de l'empresa. Hi ha diversos 
llenguatges de consulta de base de dades que poden treballar amb SAP/R3 
(Oracle, MySQL, MS-SQL, etc...) El motiu per a escollir un o altre llenguatge 
depèn de molts factors. Mentre uns tenen fama de ser més eficients, d'altres 
són més cars.. Alguns són capaços de treballar només amb Windows mentre 
d'altres són capaços de treballar amb Windows, UNIX, AIX, Solaris i d'altres. La 
decisió final pot venir donada per un motiu econòmic o bé per la facilitat 




2.4. Quin aspecte té SAP/R3? 
 
 Hem parlat molt de SAP/R3 fins ara, però encara no hem pogut veure 
com és. En aquest punt mostrarem com es realitza el procés de login a 
SAP/R3, a través d’una sèrie de captures i anirem explicant alguns detalls 
bàsics d'ús així com la manera en que es navega a través de les diferents 



















Figura 2.3 Pantalla inicial de SAP/R/3 
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Un cop escollit el servidor ens apareixerà una pantalla on se’ns 




























     Figura 2.4 Pantalla de validació de SAP/R/3 
 
 
• Mandante: El concepte al qual fa referència aquest camp, s'ha de veure 
com una intenció de separar àrees de treball per a diferents finalitats. Si 
en l'apartat anterior parlàvem de separar dades en diferents servidors 
físics (CBD, CBQ i CBP) aquí parlem de separar dades en un mateix 
servidor (per exemple CBP) a través del camp mandante. A pesar de tot 
això, cal destacar que existeixen dos tipus d'informació: la informació 
dependent  o la independent del mandante. 
 
 
En el primer cas s'hi engloben les dades d'aplicació de l'empres (dades 
de clients, proveïdors, comandes, factures, etc...) així com la majoria de dades 
de parametrització de l'empresa. S'anomenen dependents ja que només són 
accessibles des del mandante amb el que es van crear. En el segon cas hi ha 
certes dades de la parametrització que són accessibles des de qualsevol 
mandante. Aquest tipus de dades són poc nombroses i cada cop que es 
procedeix a la modificació d'aquest tipus de dades el sistema avisa del risc de 
modificar aquest tipus d'informació comuna a tots els mandants. 
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• Usuari i clau d’accés: Com el seu nom indica es tracta de l'usuari i 
contrasenya necessaris per entrar al sistema. No és sensible a 
majúscules i minúscules de manera que és el mateix entrar amb l'usuari 
CARLES que amb l'usuari carles. 
 
• Idioma: Permet realitzar el login en els diferents idiomes que hàgim 
escollit a l'instal·lar. Això afectarà a l’interfície gràfica que canviarà 
d'idioma segons el que hàgim escollit. Si es deixa en blanc s'escull 
l'idioma per defecte del sistema.  
 
 
 Un cop omplerts aquests paràmetres en trobem dins de la finestra 




























        Figura 2.5 Pantalla principal de SAP/R3 
 
 
Aquí ens podem fixar en diversos punts dels quals en destacarem tres. 
El primer d'ells es troba ubicat a la part superior de la pantalla. Si mirem el punt 
número 1 en la figura veurem la barra de menú. A través d'aquí podem operar i 
interactuar amb la majoria de transaccions amb les que anem operant. Aquest 
és un menú “canviant” i per aquest motiu s'anirà adaptant al contingut que 
tinguem en pantalla a cada moment. Tot seguit si mirem al punt número 2 
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veurem el menú de SAP/R3. Aquí podem anar navegant per les diferents àrees 
funcionals fins a trobar la transacció a la que volem accedir. Si bé és cert que 
se’ns ofereixen un munt de transaccions diferents, també suposa un incordi 
l'haver de memoritzar els codis de cadascuna d'elles. Per aquest motiu en el 
punt número 3 tenim un menú de preferits a l'estil d'un navegador web. Allà 
podem afegir totes les transaccions que vulguem. Podem crear carpetes, 
separadors, etc... 
   
 Tot seguit procedirem a navegar cap a la transacció CS15 de manera 
ràpida. En aquesta transacció (a mode d’exemple) podrem consultar en quines 
matèries de tipus semielaborat intervé la matèria prima 4000 (corresponent a 
l’alcohol ceteoesterílic). Per a fer-ho introduirem aquest codi en la barra de 
navegació que veiem en el punt 4. Un cop dins veurem la pantalla principal de 






               Figura 2.6 Transacció CS15 – Utilització de material (Part I) 
 
 
Un cop omplerta la pantalla premem la tecla Siguiente Pantalla o F5. És 
normal trobar botons com el de la figura 2.6 a SAP/R3. Aquests botons 
funcionen a mode de llista desplegable i ens ofereixen els possibles valors a 
introduir en el camp seleccionat. Com podem veure en aquest cas, se’ns 
ofereix seleccionar els diferents valors per al camp denominat “centro” 
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d'emmagatzematge. En el nostre cas introduirem el valor cent. A continuació 
premem la tecla Ejecutar o F8. En aquest punt obtenim el resultat de la nostra 
consulta (figura 2.7). Observem diverses columnes que ens proporcionen 
diferents dades. Podem tornar al menú principal de SAP/R3 introduint /n en la 




























                 Figura 2.7 Transacció CS15 – Utilització de material (Part II) 
 
 
Si el que volem és accedir a una altre transacció ho podem fer 
directament sense passar pel menú principal introduint /nCS12 (on CS12 és el 
codi de transacció) de la mateixa manera que ho hem fet abans. D’aquesta 
manera ens és possible navegar per les diferents transaccions en el diferents 
mòduls de SAP/R3. Aquest tipus de consulta és molt habitual. En aquest cas es 
tractava d’una consulta en el mòdul de MM (Gestió de materials) però 
haguéssim pogut fer el mateix en un altre àmbit amb una altre temàtica. Pel 
que fa al tipus de consulta, hem realitat el tipus de consulta més senzill que hi 
en SAP/R3. Si ho poguéssim veure des d’un punt de vista més tècnic 
observaríem un seguit de sentències de tipus SQL fent seleccions en taules i 
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3.1. Objectius concrets 
 
L’objectiu principal en l’elaboració del joc d’enfonsar vaixells el basarem 
principalment en una llista d’ideals. És a dir tota una sèrie de requeriments 
específics propis del joc d’enfonsar vaixells. Com hem comentat anteriorment  
és molt possible que molts d’aquests requeriments puguin o no ser realitzats 
però independentment de les limitacions amb les que ens puguem trobar el 
nostre programa hauria d’intentar complir amb els següents requisits:  
 
 
• Comunicació: Serà el mètode o sistema mitjançant el qual s’informaran 
mútuament els jugadors de les jugades realitzades. Ha de ser una 
comunicació senzilla i lleugera amb l’intenció de no sobrecarregar el 
sistema amb l’execució d’un conjunt de línies de codi innecessàries. 
L’optimització pel que fa a aquesta part del codi serà important ja que el 
80% del funcionament del programa està basat en aquest punt. La idea 
principal és la d’utilitzar un sistema de fitxers de text ja que si més no, 
aquest resulta un sistema senzill que en permetria ubicar informació de 
tot tipus: coordenades d’atac, status del vaixell, etc.. 
 
• Ruta de joc: Si finalment aconseguim satisfer el nostre objectiu en quan 
a la comunicació basada en fitxers, aquests s’hauran d’ubicar en alguna 
banda. La idea és la d’ubicar els fitxers en un lloc comú; un espai de 
treball accessible que permeti comunicar als usuaris entre ells 
independentment de la necessitat de estar connectats a la mateixa 
intranet, etc... Una bona opció seria la d’utilitzar el propi servidor 
d’aplicació de SAP (CBP) com a punt intermig i de fàcil accés per 
ambdós usuaris. 
 
• Vaixells “compostos”: Una de les principals gràcies del joc dels 
vaixells és la de saber que hi ha vaixells que poden ocupar més d’una 
casella i no saber del cert si n’hem tocat un o no. És evident que la 
dificultat del programa es veuria reduïda significativament si no 
s’implementés aquest sistema de vaixells, però, al cap i a la fi, és una de 
les principals gràcies d’aquest joc. Així doncs cadascun dels vaixells 
ocuparà més d’una posició de manera que es podran realitzar atacs 
“parcials” o atacs “totals” que resultin en un enfonsament. 
 
• Col·locació aleatòria de vaixells: Es tracta d’un requisit especial (a 
nivell personal és clar) ja que una de les principals “pegues” del joc 
original era el temps que es perdia entre partida i partida per a tornar a 
col·locar els vaixells. D’aquesta manera doncs, els vaixells es podrien 
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col·locar de manera automàtica sempre respectant les posicions 
permeses dins del taulell. 
 
• Taulells de joc: A l’igual que en el joc original cadascun dels jugadors 
disposarà de dos taulells a la vista. Un d’ells per a les jugades que 
realitza ell mateix. L’altre per a poder observar l’efecte dels seus atacs i 
així poder desxifrar la posició dels vaixells del seu oponent. 
 
• Menú de control: Com en la majoria de programes, jocs, aplicacions, 
etc...realitzats amb altres llenguatges seria ideal (per no dir totalment 
necessari) disposar d’una espècie de menú o barra on poguéssim 
centralitzar en forma de botons totes les funcions que el nostre programa 
pot realitzar.  
 
• Sistema anti-fallades: Quan alguna vegada hem jugat al joc d’enfonsar 
vaixells (el de veritat) és molt possible que hàgim intentat realitzar 
alguna jugada que no era vàlida. O potser hem intentat ubicar un vaixell 
en una posició que no és correcte. La idea doncs de realitzar un sistema 
anti-fallades és la de que el programa quedi blindat davant els possibles 
errors de l’usuari ja sigui per desconeixement de les regles del joc, per 
un simple error, etc...  
 
• Funcionament global: És interessant veure com el funcionament global 
del programa és l’adequat. Aquest és possiblement el punt més difícil 
d’avaluar ja que es tracta d’un concepte molt relatiu. Per aquesta raó 
tendirem a comparar el nostre joc d’enfonsar vaixells “virtual” amb el real 






Per a obtenir un bon resultat en l’execució del nostre projecte és 
necessari definir un procés de treball a mode de guia. És molt habitual en 
(casos com aquest) el fet de “tirar pel dret” i començar a programar. És molt 
possible que aquesta solució sigui perfectament vàlida i fins i tot ens pugui 
conduir cap a una bona elaboració del programa. Tot i que el procés que 
seguirem en aquest projecte no pretén ser innovador ni molt menys, requereix 
uns processos de planificació prèvia, documentació, aprenentatge, etc que cal 
explicar amb una mica de detall. A continuació mostrem un diagrama de Gantt 
on podem observar les diferents tasques a realitzar i ens podem fer a la idea de 































Figura 3.1 Diagrama de Gantt de planificació de tasques
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Com podem veure en l’esquema anterior hem organitzat i previst les 
tasques d’una manera més o menys lògica. Podem observar com moltes de les 
tasques s’elaboraran de manera simultània sempre respectant, però, l’ordre 
indicat. La intenció és la de planificar temporalment les següents parts: 
 
 
• Documentació: Serà el punt inicial on ens dedicarem bàsicament a 
buscar informació útil (manuals, treballs, apunts, etc...) Conclourem 
aquest punt un cop considerem que disposem de la informació 
necessària per a poder cobrir les necessitats del nostre projecte i 
materialitzar-lo amb la màxima fidelitat possible. El temps estimat de 
realització d’aquesta tasca és d’unes 2 setmanes (10 dies). 
 
• Aprenentatge: El procés d’aprenentatge és bàsic alhora d’abordar un 
projecte d’aquest tipus. Es tracta d’un punt una mica difícil de quantificar 
temporalment ja que serem nosaltres mateixos qui decidirem si 
disposem de suficient informació i, sobretot, de si hem assimilat la que ja 
tenim. Com veiem, aquest és un procés que es pot arribar a compaginar 
alhora que ens anem documentant. L’hem estimat en un total aproximat 
d’unes 2 setmanes (10 dies) a l’igual que l’anterior.  
 
• Diagrama de flux: En aquest punt elaborarem un esquema lògic del 
funcionament del sistema. Mostrarem les diferents fases del programa 
per les que passarà l’usuari derivades en part de l’actuació d’ell mateix 
durant el joc. La realització d’aquest diagrama s’elaborarà en un període 
de 3 dies. 
 
• Implementació: Un cop tinguem una idea general del funcionament del 
sistema procedirem a la seva transcripció al llenguatge de programació. 
En aquest punt també hi caben tasques com poden ser la depuració del 
codi deguda a un mal funcionament o a una simple reestructuració per a 
fer-lo més entenedor. Aquest serà sens dubte el punt amb un volum de 
feina més alt i tot i que es difícil quan de temps ens extendrem, no 
creiem que la dedicació hagi de ser menor d’unes 4 setmanes (20 dies). 
Aquesta tasca la dividirem en tres sub-tasques segons l’ordre 
d’implementació: 
 
• Sistema de fitxers: La implementació del sistema de fitxers 
serà la subtasca principal amb la que començarem a treballar. 
Serà bàsic començar a treballar amb l’enviament de fitxers ja 
que un cop aquest funcioni, podrem implementar la següent 
part (subtasca d’Implementació lògica). Tot i això, aquesta 
subtasca està molt relacionada amb la seva predecessora i és 
molt possible que s’hagin de complementar de manera que 
s’implementin alhora. És per aquest motiu, pel qual les hem 
pintat així en el diagrama de Gantt. Aquesta tasca hauria 
d’abastir un màxim de 1 setmana (5 dies). 
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• Implementació lògica: Com hem comentat abans un cop 
tinguem una base fiable (un sistema de fitxers que funciona) 
tindrem dades amb les que poder treballar. Així doncs, en 
aquesta fase tractarem tot el procés que esdevé des del 
moment en que es rep o s’envia un fitxer i concretament el 
tractament i processat que es dona al contingut d’aquests. El 
temps emprat per a realitzar aquesta tasca hauria de ser 
d’unes 2 setmanes (10 dies). 
 
• Interfície gràfica: L’el·laboració de la interfície gràfica no és 
més que la representació visual del que fa el nostre programa. 
És per aquest motiu pel qual (a diferència de les altres dues 
tasques) la preferirem elaborar per separat com a part final de 
la tasca d’implementació. El temps de dedicació en aquesta 
tasca serà de 1 setmana (5 dies). 
 
• Redacció de la memòria: Com quasi en la majoria de projectes és 
necessari anar documentant l’el·laboració del propi procés dia a dia. És 
necessari però, disposar de suficient contingut i motius per anar escrivint 
d’una manera una mica conseqüent i amb coneixement de causa. És per 
això que hem ubicat l’inici d’aquesta fase en aquest punt. Evidentment 
és un procés amb un punt d’inici molt relatiu ja que és força relatiu saber 
quan es te coneixement suficient sobre un tema per a començar a 
escriure sobre ell. És per aquest motiu que nosaltres no creiem 
convenient iniciar la redacció de la memòria fins tenir força avançat el 
procés d’implementació. Tenint en compte tot això i suposant que molt 
probablement aquest tasca es prolongarà fins al final de tot el procés li 
hem “concedit” un total d’unes 12 setmanes (60 dies).   
 
• Comprovació i correccions: El punt clau de qualsevol idea és 
materialitzar-la i comprovar que funciona. En aquest cas és aquí on 
avaluarem el realisme i compararem el seu funcionament amb el joc 
real.  És també una fase on ens dedicarem a polir i a corregir els errors 
(no només tècnics sinó lògics) que pugui tenir el nostre codi. La 
realització d’aquesta tasca a l’igual que la resta és aproximada però no 
suposem un total d’hores superior a 1 setmana (5 dies). 
 
 
Cal esmentar que per a la realització d’aquest conjunt de tasques 
comptarem amb jornades de 5 hores de treball de dilluns a divendres de 
manera que, per exemple, una setmana laboral suposi 25 hores de treball. 
També cal esmentar que la ubicació temporal d’aquestes tasques no deixa de 
ser una previsió i, que per tant, existeix la possibilitat d’un desfasament 
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3.3. Estudi econòmic 
 
És convenient realitzar un estudi econòmic previ a la realització del 
projecte per tal de conèixer l’abast econòmic que aquest pot tenir. En el nostre 
cas dividirem el cost total en dos parts: costos materials i costos de mà d’obra.       
 
 
3.3.1.   Costos materials 
 
Els costos materials inclouen tot tipus de despesa relacionada amb els 
components, llicències, hardware, etc, que es puguin fer servir. Així doncs en el 




Concepte Quantitat Preu unitari Preu total 
Estació de treball 
Apple MacBook 1 1200 € 1200 € 
Llicència Microsoft 
Windows XP 1 150 € 150 € 
Material d’oficina i 
altres Aprox. Aprox. 50 € 
 
SUB-TOTAL: 1400 € 
 
Taula 3.1 Costos materials previstos 
 
 
Val a dir que en cap cas s’inclou el preu de la llicència de la suite 
ofimàtica utilitzada per a la redacció de la memòria ja que es tracta del 





3.3.2.   Costos de mà d’obra 
 
En aquest grup és on es tenen en compte tots els costos derivats de la 
mà d’obra de totes les tasques enumerades en el diagrama de Gantt de 
planificació de tasques. Com hem pogut veure prèviament, l’el·laboració total 
del projecte està planificada en diferents tipus de tasques. Lògicament no és 
comparable l’esforç i temps a invertir en una tasca com la pot ser el 
documentar-se prèviament sobre un tema que implementar-lo en forma de 
línies de codi. És per això, que la tarificació variarà en funció del tipus de tasca.  
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Concepte Subtasca Previsió Hores Tasca Preu/Hora 
Preu/Hora 
Total 
Documentació  10 dies 50 25 € 1250 € 
Aprenentatge  10 dies 50 25 € 1250 € 
Diagrama flux  3 dies 15 30 € 450 € 
Implementació  20 dies    
 Interfície gràfica 5 dies 25 35 € 875 € 
 Implementació lògica 10 dies 50 35 € 1750 € 
 Sistema de fitxers 5 dies 25 35 € 875 € 
Redacció de la 
memòria  60 dies 300 30 € 9000 € 
Comprovació i 
correccions  5 dies 25 35 € 875 € 
 SUB-TOTAL: 16325 € 
 




SUB-TOTAL Costos materials = 1400 € 
SUB-TOTAL Costos de mà d’obra = 16325 € 
TOTAL Previst = 17725 € 
 
Taula 3.3 Costos totals previstos 
 
 
 Com podem veure, el cost total del projecte suma un total de 17725 €. Val 
a dir que aquest pressupost no inclou en cap cas l’adquisició d’una instal·lació 
de SAP/R3 (servidors, llicències d’usuari, sistema operatiu, etc..) sinó que 
només té en compte material i feina addicionals que són necessaris per a 
realitzar el projecte. Per a fer-ho hem tingut en compte com a referència les 
remuneracions utilitzades en altres projectes de l’EPSC. Pot donar la sensació 
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de que el preu/hora emprat en aquest pressupost sigui una mica baix si el 
comparem amb el d’altres empreses del sector (fins a 70 i 80 €/hora) però es 
pot considerar un preu força raonable i just si parlem de la remuneració d’una 
persona acabada de titular. 
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4.1.   Disseny estètic 
 
 Com hem pogut veure en el punt 3.2, hem elaborat una llista de 
característiques que hauria de complir el nostre projecte. Dins d’aquesta llista hi 
ha qüestions estètiques que poden ser dissenyades o implementades de 
moltes maneres i d’altres funcionals, però la idea  principal seria la d’aconseguir 
un disseny amb la màxima fidelitat al nostres plantejaments independentment 
de les limitacions (que sempre hem de tenir presents) que ens puguin sorgir 
amb la implementació ABAP. 
 
 
4.1.1.   Disseny de pantalles 
 
 La idea principal del disseny de pantalles és la d’ubicar els dos taulells 
(el propi i el de l’oponent) amb una botonera on puguem ubicar botons per a les 





















   
 
 
Figura 4.1 Disseny de la pantalla principal 
 
 Les principals funcions de la botonera seran les normals per a 
un joc d’aquest estil. Hi col·locarem botons per a col·locar (en diferents 
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sentits), col·locar de manera automàtica, esborrar, iniciar la partida, i 
sortir. Pel que fa a l’evolució del joc es podrà observar dins de la mateixa 
pantalla principal. De manera que quan ataquem o ens ataquin aquesta 
s’anirà actualitzant i podrem veure el resultat en la mateixa pantalla. A 
continuació podem veure l’aspecte que tindria la pantalla durant el 
















Figura 4.2 Evolució de la pantalla principal 
 
 
 La idea és la de poder distingir quatre tipus de vaixells diferents segons 
el tampany. Així doncs disposarem de vaixells d’un vaixells de 4 posicions, dos 
vaixells de 3 posicions, un de 2 posicions i un de 1 posicions. No sabem quines 
possibilitats ens oferirà el llenguatge ABAP de cara a la distinció estètica entre 
ells, però estem bastant segurs de que no disposarem d’icones de vaixells 
trossejats en 2, 3 i 4 parts, així que de moment optarem per posar cercles de 
colors ens vista al que l’Abeba ens pugui oferir. Pel que fa a les icones que 
obtenim a mesura que anem atacant ens passa una mica el mateix però en 
aquest cas en tindríem prou amb disposar de dues icones a l’estil de “+” ó “-“ ó 
potser amb un tic o crocs. Deixarem aquests punts “a l’aire” en vistes dels 
recursos que ens ofereixi l’Abeba. Procedirem de la mateixa manera amb els 
botons de la barra de menú.  
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4.2.   Disseny funcional 
 
 
 Hem parlat una mica de com volem que sigui el layout del nostre joc però 
no hem parlat massa de quin és el mètode que seguirem amb el sistema de 
fitxers.  
 
 Hem comentat anteriorment la utilització d’un sistema de fitxers de text ja 
que independentment del que ens pugui oferir l’Abeba aquest es un sistema 
que podrem implementar amb una seguretat força alta. A part d’això, es tracta 


























Figura 4.3 Intercanvi de fitxers previst 
 
 
 La idea és la de seguir l’esquema anterior. Deixant de banda els temps de 
propagació i transmissió (que dependran d’altres motius que ara no ens 
ocupen) podem veure un ordre en l’enviament i recepció de missatges. El 
procediment és senzill. Un dels jugadors realitza una jugada (JUGADA 1); al 
cap d’uns segons l’adversari la rep, l’analitza i la respon (RESPOSTA 1). El 
jugador que primer ha atacat rep la resposta, l’analitza i actualitza l’estat dels 
seus taulells. A continuació es procedeix de la mateixa manera amb l’altre 
jugador. Es pot observar un espai d’intercanvi de fitxers comú com és el del 
servidor de Productiu de SAP/R3 (CBP). La idea (com hem comentat amb 
anterioritat) d’utilitzar un sistema d’intercanvi comú de fitxers radica en els 
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avantatges que això pot suposar per ambdós jugadors. És molt possible que 
tots dos jugadors no estiguin ubicats dins de la mateixa subxarxa (fora de 
l’empresa, des de casa amb VPN, etc...)  de manera que l’espai on s’haurien de 
deixar els fitxers que cadascú d’ells genera no podria existir. Aquest problema 
es veuria resolt amb aquesta funcionalitat ja que l’accés al servidor CBP de 
SAP/R3 està garantit per a qualsevol usuari que s’hi connecti. Cadascun dels 
dos jugadors escriuria i llegiria del servidor CBP de SAP/R3. 
 
 Pel que fa al contingut dels fitxers considerarem com a necessaris 
diferents paràmetres en funció de la finalitat del fitxer en qüestió. Així doncs 
podem distingir els següents continguts: 
 
 
• Fitxers d’atac: El contingut d’aquests fitxers consistirà senzillament en 
indicar la posició de la casella que volem atacar (com podem veure en la 
següent captura). En principi no ens preocuparem massa per si els 
camps de columna i casella han d’estar separats o no; o si han d’estar 
en diferents línies ja que segurament no ens serà difícil separar-los quan 






















Figura 4.4 Fitxer d’atac o jugada 
 
 
• Fitxers de resposta: Els fitxers de resposta serviran per a que l’usuari 
que ha generat un atac pugui obtenir el veredicte per part del seu 
oponent (que és qui generarà aquest tipus de fitxers. Així doncs el 
contingut no distarà massa del d’un fitxer d’atac. Així doncs, el contingut  
d’aquest fitxer serà el de la columna i la fila en qüestió amb un text a 
mode de “veredicte”: TOCAT si hem fet un impacte en un vaixell i AIGUA 
si no em encertat ninguna posició que contingui vaixells en el taulell del 
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nostre oponent. A l’igual que en el cas dels fitxers d’atac no ens 
preocuparem massa (a priori) en com està ubicat el contingut en el fitxer 
ja que posteriorment el tractarem per a obtenir cada valor (columna, fila i 
veredicte) per separat. Podem veure el contingut d’aquests fitxers en la 


























Figura 4.5 Fitxer de resposta 
 
 
 Cadascun dels jugadors portarà el compte dels vaixells de l’adversari 
que ha anat enfonsant. D’aquesta manera anirà decrementant un comptador 
per a cada tipus de vaixell (de longitud 4, 3, 3, 2 i 1 posicions). En cap cas serà 
l’oponent qui ens informi de l’estat dels seus vaixells sinó que serem nosaltres 
mateixos qui anirem treien conclusions en funció dels resultats obtinguts. 
Opcionalment a tot això generarem un tercer tipus de fitxer per advertir al 
nostre adversari de la intenció d’abandonar la partida actual. Aquest fitxer de 
sortida serà de contingut concret ja que en funció del seu contingut decidirem si 
es tracta d’un abandonament o d’una eixida per altres motius. Així doncs, quan 
un dels dos jugadors observi un fitxer de tipus SORTIDA.TXT podrà saber 
(depenent de si hi ha o no contingut) que el seu oponent ha abandonat la 
partida (i perquè) i per tant podrem actuar en conseqüència.  
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5.1.   Què és l’ABAP? 
 
 L’ABAP (Advances Business Application Programming) és el llenguatge 
de programació propi de l’entorn SAP/R3 que permet fer nous 
desenvolupaments en cas de que els que aquest incorpora de sèrie no 
satisfacin les necessitats exigides. És tracta d’un llenguatge d’alt nivell amb 
molta similitud a d’altres llenguatges de programació com poden ser el C o el 
Pascal.  
 
 Com hem pogut veure abans, SAP/R3 treballa mitjançant un munt de  
transaccions. Així doncs hi haurà un grapat d’elles ubicades dins del que 
s’anomena ABAP Workbench. Quan utilitzem aquest terme no ens estem 
referint a cap mòdul addicional de SAP/R3 sinó a un conjunt de transaccions 




SE10 Creació d’ordres de transport 
SE11 Creació/Visualització de taules, variables, etc... 
SE36 Creació de JOBS 
SE37 Modificació de JOBS 
SE38 Creació de desenvolupaments d’ABAP 
SE41 Menú Painter (Creació de status) 
SE71 Creació de formularis SAPscript  
SE93 Creació de transaccions 
SMARTFORMS Creació de formularis SMARTFORM 
STMS Transport d’ordres a CBP 
 
Taula 5.1 Transaccions bàsiques per a desenvolupaments 
 
 
Si observem la llita de transaccions anteriors n’hi ha una que podríem 
denominar com la mare de totes elles; la principal. Es tracta de la SE38. 
Aquesta és la transacció principal per a l’elaboració de nous programes.  
 
Com podem veure en la figura 5.1 (pantalla inicial de la transacció) 
existeixen diverses opcions que ens poden descol·locar. De totes maneres 
SAP/R3 ja ens avisarà si oblidem d’informar algún camp. Així doncs, aquí 
informarem del nom del nostre programa (anomenat report en l’argot ABAP) i 
d’alguns atributs més que se’ns demanaràn (descripció, tipus de programa, 
etc..) Un cop omplerts tots aquests camps podrem veure la pantalla de codi tal i 
com la veuríem en qualsevol altre entorn de programació (figura 5.2).  
 
 









































Figura 5.2 Pantalla de programació de report (I) 
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 Com podem veure, en les captures anteriors ja veiem el codi pròpi 
d’un programa ABAP qüaselvol (ZDOC_COMP_MAT en aquest cas). Fixem-





Figura 5.3 Pantalla de programació de report (II) 
 
Si ens fixem en el codi anterior podem veure diversos punts que comentem a 
continuació: 
 
• Punt 1: Nom del programa o report. 
 
• Punt 2: Declaració de les taules de base de dades (també anomenades 
de diccionari) que utilitzarem.    
 
• Punt 3: Type-Pools necessari per a cridar l’interfície gràfica AVL Grid. 
Els Type-Pools son una espècie d’includes en els que podem crear 
definicions de constants, estructures i taules internes que després es 
poden usar en funcions, programes, etc 
 
• Punt 4: Declaració de variables en les seves dues variants més 
utilitzades. En la forma “TYPE” on declarem una variable segons un 
tipus concret (integer, float, char, string, etc...) o en la forma “LIKE” on 
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podem declarar una variable del mateix tipus i característiques que una 
altre variable ja creada anteriorment. Aquestes dues variants (LIKE i 





Figura 5.4 Pantalla de programació de report (III) 
 
• Punt 5: Declaració d’una taula interna. Les taules internes es poden 
declara amb l’estructura clònica d’una taula de diccionari o d’una altre 
taula interna. Per altre banda es pot declarar (com és el cas) camp a 
camp afegint només aquells que ens fan falta. 
 
• Punt 6: Pantalla de selecció. Es tracta de la pantalla (o menú) que 
apareix quan executem el report. En aquest cas formada per camps de 
tipus SELECT-OPTIONS que no són mes que rangs de valors que 
posteriorment s’utilitzen per a fer una selecció. 
 
• Punt 7: Els events AT SELECTION-SCREEN i START-OF-SELECTION 
determinen el flux d’execució d’un programa ABAP. Així doncs, el codi 
ubicat dins el primer bloc és un codi que s’executa just després 
d’introduir valors en els rang de la pantalla de selecció però abans de 
l’execució del programa. El segon bloc en canvi és el del programa 
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principal. Els events s’executen seguint un ordre de manera que és igual 
on els ubiquem dins del codi ABAP. 
 
• Punt 8: La instrucció LOOP ens permet realitzar un accés a cadascun 
del registres d’una taula interna. Aquesta instrucció és molt utilitzada ja 
que en la majoria de casos les dades que venen d’una taula de 
diccionari necessiten ser tractades. 
 
• Punt 9: La instrucció PERFORM sempre va associada a un FORM. 
Mentre la primera és la instrucció pròpia de la crida, la segona es la que 
conté el codi en qüestió. Als FORM se’ls pot enviar paràmetres, taules, 
variables, etc... com a la majoria de funcions. En el nostre cas, si piquem 
dues vegades sobre la línia “PERFORM SELECCIÓ_PRINCIPAL” 




























Figura 5.5 Pantalla de programació de report (IV) 
 
 
• Punt 10: En la funció “FORM SELECCIO_PRINCIPAL” podem veure el 
codi que s’executa en el programa principal al fer la crida a aquesta 
funció. Com veiem no se li passa cap paràmetre pel que podem suposar 
que aquesta treballa amb variables globals accessibles en qualsevol 
punt del report.  
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• Punt 11: El mètode principal per a fer una selecció de camps d’una taula 
de base de dades o diccionari és la instrucció SELECT. Com veiem en el 
nostre exemple hem especificat de quina taula traiem els camps (EKKO), 
a on els fiquem (IT_EKKO) i quines condicions hi posem (amb les 
clàusules WHERE i AND). 
 
Val a dir que tot això només és un exemple molt bàsic. A l’igual que en la 
resta de llenguatges de programació existeixen un munt d’instruccions per a 
cada cosa. Lògicament no podem explicar-les totes però ara si ens podem fer 
una idea de com és un programa ABAP. Posteriorment a tot això s’acostumen 
a crear transaccions les quals permeten accedir al codi del report com si d’un 

























5.2.   Esquema de funcionament 
 
 Com hem comentat anteriorment  l’ABAP és un llenguatge molt similar a 
d’altres llenguatges (com el C) la qual cosa ens pot suposar un avantatge molt 
gran alhora d’aprendre com funciona. Desafortunadament les semblances no 
sempre han d’esdevenir positives i és que en aquest cas podríem dir que 
l’ABAP a dia d’avui no deixa de ser un llenguatge una mica antic i desfasat. És 
precisament per aquest motiu pel qual hem basat la transmissió de missatges 
en el nostre joc a través de simples fitxers de text (com ja hem comentat 
anteriorment). Aquest pot semblar un mètode una mica rudimentari per a una 
finalitat d’aquest estil, però pot suplir de manera notable les mancances que 
aparentment pugui tenir. En la figura 5.7 veiem un esquema del funcionament 
del joc en el que podem diferenciar clarament estats pels que passa el jugador. 
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   Figura 5.7 Esquema d’estats 
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 Tal i com veiem en l’esquema podem concebre el nostre programa en 7 
estats diferents. A continuació repassarem les implementacions basades en 
l’esquema funcional anterior que finalment s’han realitzat. 
  
5.2.1.   Estat 1 – Col·locació 
 
 Com hem comentat anteriorment la col·locació de vaixells havia de poder-
se realitzar a través de la botonera i, finalment,  així ha pogut ser. Per a poder-
ho fer d’una manera senzilla hem creat quatre botons diferents: 
 
 
• Col·locar vaixell en sentit NORD  -   
 
• Col·locar vaixell en sentit SUD -   
 
• Col·locar vaixell en sentit EST -  
 
• Col·locar vaixell en sentit OEST -  
 
• Col·locar vaixells aleatòriament -  
 
 
 Com podem veure hem optat per col·locar-los segons la orientació que es 
desitgi. Així doncs en aquest punt ens limitarem a col·locar els vaixells abans 
de començar la partida. Els vaixells es col·loquen per ordre de tamany de més 
gran a més petit. Disposarem de un vaixell de 4 posicions, dos vaixells de 3 
posicions, un vaixell de 2 posicions i un vaixell d’una posició. Podem esborrar 
els vaixells en qualsevol moment (sempre que ens trobem dins d’aquest estat) 
abans de jugar. 
 
 
5.2.2.   Estat 2 – Inici partida 
 
 La creació d’aquest botó no va ser especificada com a necessitat bàsica 
però finalment ha esdevingut com a tal. La necessitat de crear aquest botó ha 
vingut motivada per la manera que té l’ABAP de captar els events del ratolí.  
 
 A SAP/R3 podem crear botons específics per als nostres programes i 
afegir-los a una botonera personalitzada. Un cop creat un botó, hi associem un 
nom i a aquest nom un codi que executa la funció que desitgem...fins aquí tot 
correcte. El problema es que tots aquests events s’executen dins d’un event 
major de manera que cada cop que cliquem un botó (lògicament) s’executa el 
codi corresponent. Així doncs, que passaria si un cop col·locats tots els vaixells 
i en plena partida tornéssim a clicar el botó de col·locar vaixell???  
 
 Per a evitar això hem col·locat aquest botó. D’aquesta manera el botó 
“Començar a jugar” (     )  canvia l’estat del flag de partida per a que a l’executar 
un funcionalitat concreta en un moment en el que no s’hauria d’haver executat 
aquesta no sigui permesa. Som nosaltres mateixos qui d’alguna manera 
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avisem al nostre programa que estem preparats per a jugar. Ell en 
conseqüència ens bloquejarà totes les funcions necessàries per a evitar-ne 
l’execució. És necessari haver col·locat tots els vaixells, en cas contrari el 
programa no ens deixarà seguir. 
 
 
5.2.3.   Estat 3 – Escoltar 
 
 El primer pas que realitza qualsevol dels dos usuaris en iniciar el joc és el  
d’inspeccionar el directori de treball per a buscar algun fitxer reducte d’una 
jugada anterior. Tot i que el directori de joc es neteja automàticament a l’iniciar 
la partida i, per tant, no hi hauria d’existir cap fitxer, no està especificat l’ordre 
de joc. Això implica que tots dos jugadors es poden posar d’acord per a decidir 
qui comença a tirar. És per aquest motiu pel qual hem implementat aquest 
estat. En aquest estat els usuaris buscaran fitxers de dos tipus: 
 
 
• JUGX: Es tracta del fitxer de jugada (on X pot ser P1 o P2 en funció del 
jugador). El contingut d’aquest fitxer és del tipus B7. De manera lògica,el 




 Hem respectat (tal i com vam dir en el punts 3 i 4) les especificacions pel 
que fa als fitxers de jugada. Hem personalitzat però, el nom del fitxer en funció 
del jugador que realitza l’atac per a poder diferenciar-los. 
 
 
5.2.4.   Estat 4 – Analitzar i respondre 
 
 Un cop hem comprovat que existeix algun fitxer del tipus que hem 
explicat abans, procedirem a analitzar-ne el seu contingut. Tan sols mirarem si 
la posició que el nostre adversari ha decidit atacar es troba plena o buida en el 
nostre taulell. Independentment de quin sigui el resultat respondrem amb un 
fitxer de tipus:   
 
 
• RESX: Es tracta dels fitxer de resposta (on X pot ser P1 o P2 en funció 
del jugador). El contingut d’aquest fitxer és del tipus B7TOCAT o 
B7AIGUA (seguint l’exemple anterior). Podem veure com a continuació 
dels dos primers caràcters hi ha el “veredicte” de la jugada realitzada. 
 
 
 A l’igual que en el cas anterior hem pogut respectar el format i 
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5.2.5.   Estat 5 – Atacar 
 
 Partint del punt número 3 del nostre esquema de funcionament es pot 
donar el cas d’haver trobar un fitxer de tipus JUGX. Però pot donar-se el cas 
contrari. Si és així el que farem directament és realitzar un atac al nostre 
adversari. Per a fer-ho generarem un fitxer de jugada com el que abans hem 
explicat. Per a fer-ho hem creat un botó (    )“Notificar a l’adversari d’una 
jugada” .  Un cop cliquem en aquest botó executarem el codi necessari per a 
realitzar una jugada amb les coordenades que hem seleccionat.      
 
 
5.2.6.   Estat 6 – Llegir resposta 
 
 Si en el punt número 4 del nostre esquema de funcionament parlàvem 
de respondre les jugades dels nostres adversaris, aquí el que farem és llegir la 
resposta que el nostre adversari ha generat per a nosaltres en resposta a la 
nostra jugada d’atac. Així doncs ens mantindrem en espera d’un fitxer de tipus 
resposta (RESX). En funció d’aquest actualitzarem el nostre taulell així com el 
total de vaixells enfonsats. 
 
 
5.2.7.   Estat 7 – Final 
 
 Cada cop que rebem la resposta a cadascuna de les jugades que 
realitzem, actualitzem el nostre comptador de vaixells. En funció d’aquest 
decidirem si hem guanyat o no. Si és el cas, generarem el següent fitxer: 
 
 
• ABAX: Es tracta del fitxer d’abandonament (on, novament, X pot ser P1 o 
P2 en funció del jugador). El contingut d’aquest és necessari per a poder 
saber si el nostre adversari a abandonat el joc perque ha guanyat o 
perque se n’ha cansat. Així doncs, si el fitxer no te contingut sabrem que 
el nostre oponent ha sortit victoriós mentre que si es troba plè sabrem que 
ha abandonat per un altre motiu.  
 
Si no hem guanyat encara, tornarem al punt número 4 del nostre 
esquema de funcionament i seguirem el procés de la manera habitual fins que 
haguem enfonsat tots els vaixells del nostre oponent. A l’igual que amb la resta 
de fitxers, em anomenat al fitxer de sortida com a ABAX.TXT, respectant però, 
la seva funcionalitat.  
 
Així doncs podem veure l’esquema de transmissió que finalment hem 
implementat a la figura 5.8. Com comentarem en el proper apartat l’espai comú 
ha substituït al servidor CBP de SAP/R3 per motius de seguretat. Pel que fa a 
la transmissió de fitxers s’ha conservat l’ordre, ús i contingut dels mateixos 
(com es mostra en el punt 4.2) però hem personalitzat les noms en funció del 




























Figura 5.8 Intercanvi de fitxers implementat 
 
 
 Pel que fa a la funció de sortida, aquesta s’ha respectat integrament tal i 
com es va proposar. Degut a que es tracta de dos esquemes idèntics (previsió i 





















Figura 5.9 Intercanvi de fitxers de sortida 
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5.3.   Altres implementacions finals 
 
 Fins ara, hem descrit el funcionament del nostre programa segons el 
diagrama de blocs de la figura 5.7. Mentre explicàvem les funcions de 
cadascun dels blocs ens hem parat també a detallar quines diferències 
plantejaven aquest dissenys finals amb les primeres idees que nosaltres vam 
idear.  Arribats a aquest punt del desenvolupament ens hem adonat d’algunes 
limitacions o diferències estètiques en la implementació del disseny final que 
han fet que algunes d’elles s’hagin allunyat un mica de la manera en que les 
vam concebre en un principi. Observem com ha quedat finalment la pantalla 




























Figura 5.10 Pantalla principal 
 
 
 Com podem veure en la nostre pantalla principal hem introduït dos camps 
que hem considerat finalment necessaris. Un d’ells és el “Nom de l’adversari” i 
l’altre és el “Directori de treball”. 
 
 El primer d’ells és un camp en el que no vam pensar a priori, però radica 
en la necessitat d’obligar a que l’usuari estigui registrat a SAP de manera que si 
no ho està no podrà jugar.  
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 El segon camp és el del directori de treball del que vam parlar en un 
principi. Idealment aquest espai havia d’estar ubicat per defecte en el servidor 
CBP de SAP/R3. Finalment aquesta idea no s’ha pogut implementar. Els 
servidor que s’utilitzen per a la implementació d’aquest projecte són servidors 
totalment funcionals amb els que els usuaris de l’empresa Cosmètica Cosbar, 
S.L. treballen diàriament realitzant comandes, creant proveïdors, ordres de 
fabricació, etc... Tot i que en principi no hagi de passar res, treballar amb 
aquest servidor no deixa de suposar un risc que els responsables del 
departament no han volgut assumir. Ni tan sols amb el servidor CBP de 
SAP/R3 se’ns ha donat la opció. És per aquest motiu pel qual, finalment, hem 
optat per un espai comú d’intercanvi. Així doncs en aquest camp introduirem la 
ruta d’una unitat comuna per ambdós usuaris. En el cas que ens ocupa es 
tracta de la unitat “R:\” que és una de les moltes unitats compartides en un dels 




























Figura 5.11 Pantalla de joc 
 
 
 Vam dissenyar la pantalla principal del nostre joc com a una divisió 
horitzontal de la pantalla on podíem veure dos taulells (el nostre i el de 
l’adversari). En aquest cas i degut a la tècnica utilitzada per ABAP per a pintar 
taules per pantalla (ALV Grid) la divisió ha estat finalment vertical. També cal 
destacar que tot i semblar dues taules separades, en realitat, es tracta d’una de 
sola i per tant hem hagut de modificar el codi del programa per a poder separar 
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el tractament com si es tractés de dues taules. Addicionalment al nostre layout 
hem afegit una columna central per a augmentar la sensació de separació entre 
tots dos taulells (cercle vermell).  
 
 També podíem veure una botonera amb unes funcionalitats (bàsiques) 
pendents de definir (en certa manera) en funció de les limitacions del 
llenguatge de programació. L’aspecte final d’aquesta com podem veure té 
diversos botons (alguns dels quals ja hem explicat en l’apartat anterior). En fem 
un petit resum a continuació:  
 
 
• Començar a jugar -      : És el botó que ens permetrà iniciar la partida 
un cop tinguem tots els vaixells col·locats. Com hem comentat abans 
aquest botó ens permetrà “limitar” l’ús de funcions per part de l’usuari en 
moments en els que no facin falta. 
 
• Notificar a l’adversari d’una jugada -    : La utilització d’aquest botó 
tampoc estava prevista ja que pensàvem que d’alguna manera el 
sistema de comunicació podria ser una mica més automatitzat. 
Finalment i degut a la necessitat d’obligar a SAP/R3 a que generi un 
fitxer de text hem hagut de crear un botó amb aquesta funcionalitat. Així 
doncs, quan pitgem aquest botó executem el procés necessari per a la 
generació d’un fitxer de jugada. 
 
• Col·locar vaixells en sentit (NORD, SUD, EST, OEST): Com hem 
explicat anteriorment aquests botons serveixen per a col·locar els 
vaixells en diferents orientacions. La seva implementació es va concebre 
des del principi ja que la funció d’aquests botons es bàsica. 
 
• Col·locar vaixells aleatòriament -      : La funció principal d’aquest botó 
és la d’ubicar de manera automàtica les vaixells. Es una necessitat 
plantejada des d’un inici. Tot i això, no deixa de ser una comoditat enlloc 
d’una necessitat però tot i això s’agraeix alhora de jugar. 
 
• Esborrar vaixells -      : Aquest funció es evident. Permet esborrar el 
total de vaixells ubicats en el taulell. No s’ha implementat cap 
funcionalitat per a esborrar vaixells de manera individual ja que a l’haver-
hi un botó per a col·locar-los de manera automàtica els procés s’agilitza 
força. 
 
• Abandonar la partida -      : Aquest botó permet a l’usuari abandonar la 
partida en qualsevol moment sempre que es trobi en el seu torn de 
tirada. Es genera un fitxer que l’adversari llegeix. En fer-ho aquest també 
abandona la partida. 
 
 
 Addicionalment a tot això també hem trobat oportú la creació d’una 
espècie de capçalera en la part superior dels taulells de joc. Aquesta opció no 
va ser contemplada, en part, pel desconeixement que teníem sobre el 
llenguatge ABAP. Un cop coneguda aquesta possibilitat l’hem emprat per a 
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poder utilitzar-la com a breu manual d’instruccions. Així doncs, dins d’aquesta 





























Figura 5.12 Pantalla de joc (II) 
 
 
 En la pantalla anterior podem observar el sistema automàtic de 
col·locació de vaixells. Com podem veure hem aconseguit treballar amb vaixells 
de més d’una posició (com teníem pensat fer) però a canvi hem hagut de 
sacrificar un aspecte estètic i és que l’aparença dels vaixells s’ha hagut de 
canviar per cercles de diferents tipus davant la impossibilitat de trobar les 
icones adients. 
 
 Pel que fa al sistema anti-fallades del que hem parlat en el capítol 3 hem 
intentat recopilar els errors més lògics o normals per a poder protegir el 




• Col·locar vaixells en sentit/direcció errònies: Hem implementat un 
codi per a evitar que l’usuari col·loqui un vaixell en una posició 
incorrecte. De manera que si l’usuari intentes col·locar un vaixell en 
sentit EST clickant a la casella J2 obtindría un text (com és mostra en la 
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figura 5.13) d’error on seria advertit de la impossibilitat de realitzar 
l’operació mitjançant el missatge “No és possible col·locar el vaixell amb  

















Figura 5.13 Missatge d’advertència 
 
 
• Sobreposició de vaixells: De la mateixa manera que en el cas anterior 
tampoc se’ns permetrà col·locar vaixells de manera que es sobreposin. 
L’advertència que es mostrarà serà la mateixa que la de la figura 5.13.  
 
• Col·locar vaixells en el taulell de l’adversari: En cap cas serà possible 
col·locar vaixells en el taulell del nostre oponent. En cas d’intentar-ho 
apareixerà un missatge per pantalla: “No pots col·locar vaixells en 
aquest taulell”. 
 
• Col·locar més vaixells dels necessàris: Per si de cas l’usuari intentés 
col·locar més vaixells dels que són necessàris per a jugar se li mostrarà 
una advertència: “Ja has col·locat tots els vaixells...comença a jugar !”. 
 
• Iniciar jugada quan encara no hem començat a jugar: Tal i com vam 
comentar i degut a la impossibilitat de l’ABAP de controlar events i 
demés és necessari que quan s’hagin col·locat tots els vaixells 
l’adversari avisi primer al programa (per motius de seguretat) abans de 
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realitzar una jugada. Si no és així, aquest serà avisat amb un missatge 
com el que es mostra en la figura 5.14. 
 
• Iniciar partida/jugada quan encara no hem col·locat vaixells: Com és 
lògic l’usuari no pot notificar cap jugada o iniciar la partida si prèviament 




























Figura 5.14 Missatge d’advertència (II) 
 
 
Podríem dir que aquestes advertències són prèvies a l’inici de la partida. A 
continuació detallarem els avisos que s’apliquen durant el transcurs del joc.  
 
 
• Atacar en el propi taulell: De manera lògica un jugador no podrà 
realitzar una jugada atacant en el seu propi taulell. 
 
• Modificar la posició dels vaixells mentre juguem: La posició dels 
vaixells es fixa a partir del moment en que comencem a jugar. Així doncs 
serem advertits quan intentem esborrar-los o col·locar-ne de nous.  
 
 
 Com hem vist hem implementat tota una sèrie d’avisos i advertències 
necessaris per evitar que l’usuari pugui realitzar operacions que no tenen 
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lògica. La raó de pes és lògicament la de blindar al programa contra aquestes 
accions. Si no ho féssim no contemplaríem aquestes accions i no podríem 
actuar en conseqüència de manera que el programa es tornaria inestable.  
 
 
5.4.   Proves unitàries 
 
Durant el desenvolupament de la tasca d’implementació hem pogut anar 
provant les diferents funcions (PERFORMS) que composàven cada subtasca 
d’aquest bloc. Així doncs hem pogut provar el funcionament de cadascúna 
d’aquestes parts i comprovar que funcionen correctament. Tot i això, hi ha una 
de les parts (sistema de fitxers) que tot i funcionar correctament “perd la gràcia” 
si no es prova conjuntament (com veurem en les proves d’integració). 
 
Aquestes tres sub-tasques estan formades per diferents funcions, la 
funcionalitat de les quals ha estat provada amb èxit. 
 
 
• Interfície gràfica 
 
o PERFORM layout_alv USING gs_layout. 
o PERFORM mostrar_alv. 
o PERFORM cataleg_alv. 
 
 
• Implementació lògica: 
 
o PERFORM inicialitzar_vaixells. 
o PERFORM inicialitzar_taulells. 
o PERFORM esborrar_vaixells 
o PERFORM colocar_vaixell_nord 
o PERFORM colocar_vaixell_sud 
o PERFORM colocar_vaixell_est 
o PERFORM colocar_vaixell_oest 
o PERFORM calcula_aleatori 
o PERFORM iniciar_partida 
o PERFORM notificar_enfonsaments 
 
 
• Sistema de fitxers: 
 
o PERFORM netejar_directori. 
o PERFORM generar_fitxer 
 
 
L’anterior llistat mostra el total de funcions del nostre programa 
separades en tres sub-tasques que conformen el bloc d’implementació. Totes 
ells han estat provades localment i en xarxa. Tot i que no té massa sentit provar 
les sub-tasques d’interfície gràfica i implementació lògica en xarxa (ja que el 
codi que s’executa es local a cada usuari) la subtasca d’intercanvi de fitxers 
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guanya una mica més d’interès en aquest sentit ja que volem garantir 




5.5.   Proves d’integració 
 
Un cop hem observat el correcte funcionament dels tres blocs principals 
del desenvolupament en les proves unitàries, és el moment de veure com es 
comporten conjuntament.  
El primer que farem és cridar les dues transaccions necessàries per a 
l’execució dels reports ZHLFP1 i ZHLFP2. Tots els desenvolupaments en 
SAP/R3 han de portar una “Z” al davant que els identifica com a tal. La resta 
del nom es totalment opcional i en el nostre cas hem escollit HLFX ja que son 
les sigles de “Hundir La Flota”. El primer que farem és introduir el codi de la 
transacció en la barra de navegació tal i com hem vist en el capítol 2. Un cop 
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 Podem observar una marca de color negre. Això significa que els camps 
marcats amb aquest tick són obligatoris i que, per tant, SAP/R3 no ens deixarà 
seguir si no els omplim. En aquest cas es tracta d’escollir l’usuari amb el que 
volem jugar (aquest ha de ser usuari de SAP/R3 com ja hem dit abans) i l’espai 
on es realitzarà l’intercanvi de fitxers. En aquest cas hem escollit l’usuari 
“LUISMIGUEL” i l’espai de la unitat “R:\” (ruta compartida per ambdós usuaris). 




























Figura 5.16 Pantalla de joc del ZHLFP1 
 
 
 Veiem com la subtasca de la implementació gràfica realitza la seva 
funció de mostrar els taulells de joc. Així doncs ens disposem a col·locar els 
vaixells. Tal i com indica la capçalera del joc, els vaixells es col·loquen segons 
el tamany (de mes gran a més petit) de manera progressiva (4, 3, 3, 2 ,1). En la 



































Figura 5.17 Col·locació de vaixells del jugador nº1 
 
 
 Tot i tractar-se d’un resultat visual podem observar com l’evolució de la 
subtasca de la implementació lògica s’integra de manera correcte amb la 
col·locació aleatòria dels vaixells. La primera s’encarrega d’executar el 
PERFORM (funció) calcula_aleatori (que calcula nombres aleatoris) de 
manera combinada amb els PERFORM colocar_vaixell_nord,  
colocar_vaixell_sud, colocar_vaixell_est i 
colocar_vaixell_oest. El resultat és passat al PERFORM  
mostrar_alv que ubica els vaixells per pantalla. Podem observar el mateix 
efecte a l’executar la col·locació de vaixells des del jugador nº2 (figura 5.18).  
 
 Així doncs tots dos es trobaràn en situació de realitzar un atac, motiu pel 
qual s’hauràn de posar d’acord prèviament per a que només un d’ells sigui el 
primer en atacar. Un cop col·locats tots els vaixells procedirem a prémer la 
tecla “Començar a jugar” i realitzarem un atac. En aquest cas serà el jugador 


























































Figura 5.19 Jugada d’atac jugador nº1 
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 Automàticament es generarà un fitxer en l’espai de joc que hem triat 
abans. Podem veure l’indicació inequívoca de que s’està generant el fitxer 
d’atac a través del PERFORM generar_fitxer. Si fem una ullada al moment 
al directori de joc veiem el fitxer generat (figura 5.20). Es tracta del fitxer 
JUGP1.TXT en l’ubicació “R:\”. Si mirem dins del contingut del fitxer veurem 
com efectivament es descriuen les coordenades de la nostra jugada. Aquesta 
és doncs una altre evidència de que les tres sub-tasques combinades 
funcionen correctament. El que hi ha displayat a la pantalla (interfície gràfica) 
és capaç de ser tractat pel programa de manera que obtenim la coordenada 
exacta (columna i fila) a través del bloc de la implementació lògica i aquest 
proporciona la informació generada a la funció que genera el fitxer (sistema de 
fitxers) 
 
 De manera pràcticament instantània, l’adversari (jugador nº2) serà avisat 
mitjançant un popup de la possibilitat d’atacar mentre que el jugador nº1 
romandrà a l’espera. Aquest últim no obtindrà la resposta de la seva jugada fins 
que el jugador nº2 hagi realitzat el seu atac. Així doncs el jugador nº2 procedirà 



























































Figura 5.21 Jugada d’atac jugador nº2 
 
 
 Com hem comentat anteriorment el jugador nº1 realitza la seva jugada i 
entra en un procés d’espera. Aquest procés d’espera en realitat serà tot lo llarg 
que l’usuari nº2 vulgui. Aquest últim realitza una jugada però el que en realitat 
fa primer és analitzar la jugada de l’adversari nº1, esborrar-la i respondre amb 
un fitxer RESP2.TXT el contingut del qual és “I3TOCAT” en aquest cas. Acte 
seguit realitza la seva jugada pertinent i es aleshores quan el jugador nº1 que 
es mantenia a l’espera llegeix la resposta del jugador nº2 i la mostra en el 
taulell. Novament el flux de fitxers funciona de manera correcte.   
 
 Val a dir que en el moment en que el jugador nº2 realitza l’atac i el 
jugador nº1 es manté a l’espera arriben a coincidir dos fitxers en l’espai de joc 
(R:\ en aquest cas): un fitxer de resposta a la jugada realitzada per l’adversari 
nº1 (RESP2.TXT) i la jugada que en realitat realitza l’adversari nº2 
(JUGP2.TXT). Podem veure la situació i el contingut del fitxer de resposta de 


































Figura 5.21 Intercanvi de fitxers en l’espai de joc 
 
 
 De la mateixa manera que hem vist abans, no serà fins que el jugador 
nº1 realitzi una jugada que l’adversari nº2 obtindrà la resposta de la primera 
jugada que ha fet. Així doncs (i per a no repetir el procés) si suposem que el 
jugador nº1 realitza un nou atac (i per tant torna a generar un fitxer 
JUGP1.TXT) automàticament el jugador nº2 obtindrà la resposta a la seva 
jugada ja que a l’igual que passava abans el que primer fa el jugador nº1 abans 
de jugar, és analitzar la jugada del seu oponent i respondre-li. Un cop fet això el 
jugador nº2 obté el resultat de la seva primera jugada (figura 5.21). 
 
 
 El procés mostrat anteriorment és cíclic de manera que es va repetint 
fins arribar al final de la partida. Hem pogut observar com hi ha un flux de 
fitxers en ambdós sentits del tot correcte. Cadascún dels programes realitza 
una interpretació correcte del contingut del fitxer, treballa amb les dades, les 
manipula i les mostra per pantalla. Amb això demostrem el correcte 
funcionament i integració de les tres sub-tasques principals 
(implementació gràfica, implementació lògica i sistema de fitxers).  
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CAPÍTOL 6. BALANÇOS 
 
 
Per a saber si hem tingut èxit en el nostre projecte (econòmica i 
temporalment parlant) és necessari que fem una valoració del temps i diners 
invertits. Per a poder justificar (sempre que sigui just i possible) els nostres 
resultats, realitzarem uns balanços en forma de gràfics per a poder observar-ne 
els resultats de manera més visual. 
En aquest apartat trobarem diferents tipus de gràfics. Realitzarem 
primerament un anàlisi temporal en el que veurem el gràfic de balanç temporal 
per tasques i posteriorment un gràfic del balanç temporal total (on veurem la 
suma temporal de totes les tasques). Posteriorment realitzarem el mateix tipus 
d’anàlisi però a nivell econòmic de manera que elaborarem un gràfic del balanç 
econòmic de tasques i de la mateixa manera un balanç econòmic total (on 
podrem diferenciar clarament quines són despeses de mà d’obra i quines 
despeses materials). Per a poder elaborar aquests gràfics calcularem primer 
(tal i com vam fer en el punt 3.3) els costos reals. És a dir, els costos que 
finalment ha suposat el nostre projecte. 
 Evidentment caldrà comparar un “abans” i un “després” ja que com ja 
vam preveure, la planificació temporal s’ha vist alterada i per tant el cost 
econòmic també. Per a poder il·lustrar millor aquestes variacions fem una 
ullada al diagrama de Gantt de la pàgina següent tal i com ha quedat. 
 
 Com veiem en el diagrama de la pàgina següent hi ha hagut una variació 
de les hores emprades en cada tasca. És necessari per aquest motiu realitzar 
uns balanços econòmics i temporals que il·lustrin el perquè de tot plegat i 
l’impacte que això pot tenir en el nostre projecte. 
 
 Novament cal recordar que les jornades laborals que hem emprat han 
estat de 5 hores diàries de dilluns a divendres i que per tant la setmana laboral 
és de 25 hores. 





















Figura 6.1 Diagrama de Gantt del temps emprat 
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6.1.   Balanç temporal 
 
 A continuació elaborarem una sèrie d’anàlisis temporals de les tasques 
realitzades. En primer lloc contrastarem les gràfiques corresponents al 
repartiment temporal de tasques. Podem veure una gràfica on hi consten les 























Figura 6.2 Balanç temporal de tasques 
 
 
 Com veiem en el gràfic anterior  el repartiment temporal final de tasques 
no ha seguit les previsions que varem realitzar en un principi. Aquest no és un 
fet inusual. A priori observem una disminució d’hores en les tasques de 
documentació i implementació, mentre que han experimentat un augment les 
tasques d’aprenentatge i de comprovació i correccions. L’explicació que 
justifica aquesta desviació temporal no és totalment necessària i és que al cap i 
a la fi la desviació temporal en cada tasca ha estat de poques hores i molt 
usual en aquests tipus de projectes. És molt difícil preveure quins entrebancs 
trobarem alhora de programar o d’elaborar una memòria i moltes de les 
vegades aquest retard temporal no està lligat a errors en la elaboració de 
tasques (una variable que no s’inicialitza adequadament i ens fa perdre el 
temps, una reorganització dels capítols de la memòria ubicats erròniament, 
etc..) sinó a un simple problema de dimensionament. 
 
 Si fem un cop d’ull a la tasca d’implementació (que està dividida en tres 
sub-tasques diferents) obtenim els següents resultats: 
 
 
























Figura 6.3 Balanç temporal de la Subtasca “Implementació” 
 
 
 És aquí on realment observem i, per tant, podem atribuir la desviació 
temporal d’aquesta tasca a alguna de les seves sub-tasques. En aquest cas, 
veiem clarament com la tasca de la implementació gràfica ha disminuït 5 hores 
(una jornada de treball). El motiu no n’és cap en especial. Segurament una 
mala planificació al suposar que potser ens podríem trobar amb una sèrie 
d’entrebancs que finalment no s’han esdevingut. No ho considerem una 
desviació excessiva ja que si parlem de jornades de treball estem parlant de la 
mínima desviació. 
 
 De la mateixa manera que en el gràfic de la figura 6.2 i a conseqüència de 
la variació d’hores emprades en algunes de les tasques, el total d’hores 
emprades ha estat superior al d’hores previstes (figura 6.4) . La diferència és 
d’unes 45 hores. Aquest nombre d’hores pot semblar una mica escandalós, 
però si tenim en compte que les jornades de treball són de 5 hores diàries (com 
ja vam comentar en el punt 3.2) la diferència entre les hores previstes i les 
hores emprades (en jornades de treball) és de 9 dies que per al total de les 
tasques no és un mal resultat. Un cop observats aquests dos gràfics podem 
concloure que una desviació temporal sempre es un aspecte negatiu ja que 
aquest pot ser atribuïts a diversos factors. En el cas que ens ocupa, però, 
podem treure la conclusió com hem comentat abans d’un mal dimensionament 
temporal. Si tenim en compte la negativitat d’aquest aspecte i que hem hagut 
d’emprar 9 jornades laborals (de 5 hores cadascuna), podem concloure que 
aquest és un error normal (en un projecte d’aquest tipus) i en cap cas excessiu. 
 
























Figura 6.4 Balanç temporal del total de tasques 
 
  
6.2.   Balanç econòmic 
 
 Era d’esperar (havent observat la desviació temporal de la que parlàvem 
abans) que també existiria una desviació econòmica. Cal tenir en compte però 
que aquestes alteracions temporals només afectaran als costos de mà d’obra ja 
que els costos materials no han variat. Per a poder elaborar una gràfica 
comparativa de les despeses econòmiques previstes amb les reals és 
necessari calcular els costos finals del nostre projecte. Com hem comentat, els 
costos materials no s’han vist afectats de manera que procedirem a re-calcular 
només els costos de mà d’obra segons la distribució d’hores reals del diagrama 
de Gantt que es mostra en aquest mateix capítol. 
 
 
Concepte Subtasca Previsió Hores Tasca Preu/Hora 
Preu/Hora 
Total 
Documentació  9 dies 45 25 € 1125 € 
Aprenentatge  11 dies 55 25 € 1375 € 
Diagrama Flux  3 dies 15 30 € 450 € 
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Implementació  18 dies    
 Interfície gràfica 3 dies 15 35 € 525 € 
 Implementació lògica 10 dies 50 35 € 1750 € 
 Sistema de fitxers 5 dies 25 35 € 875 € 
Redacció de la 
memòria  70 dies 350 30 € 10500 € 
Comprovació i 
correccions  6 dies 30 35 € 1050 € 
 SUB-TOTAL: 17650 € 
 




SUB-TOTAL Costos materials = 1400 € 
SUB-TOTAL Costos de mà d’obra = 17650 € 
TOTAL = 19050 € 
 
Taula 6.2 Costos totals finals 
 
 
 Com podem veure en la taula 6.1 els costos de mà d’obra finals han 
augmentat (lògicament) degut a l’augment d’hores totals. Per a poder treure 
conclusions d’una manera més clara utilitzarem gràfic de la figura 6.5 on podem 
observar les previsions de costos i el costos realment emprats en cada tasca. 
 
 Com veiem, la repercussió que ha tingut aquesta desviació de tasques ha 
fet augmentar les despeses finals en quant a la mà d’obra. La diferència entre 
el sub-total inicial (16325 €) i el sub-total final (17650) és de 1325 €. El fet de 
que els augments de les tasques econòmiques i disminucions de les tasques 
cares s’hagin (en part) equilibrat, ha resultat en un cost addicional de 1325 € 
























































Figura 6.6 Balanç econòmic de la Subtasca “Implementació” 
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 Novament podem veure la tasca “implementació” desglossada en les tres 
sub-tasques que la formen. Lògicament i de manera conseqüent amb la gràfica 
mostrada a la figura 6.3 veiem que la tasca que ha variat econòmicament és la 
de la interfície gràfica que ha suposat una baixada econòmica de 350 € (de 875 
€ previstos a 525 €). 
  
 Tot seguit procedirem a il·lustrar la relació entre el cost total previst i el 
cost total final. En aquest cas (i al tractar-se del balanç econòmic final) si 
tindrem en compte els costos materials que tot i no haver variat des de la seva 
planificació, també cal tenir-lo en compte. Així doncs, com veiem en la figura 
6.7 els costos materials s’han mantingut. Això és degut a que l’increment en les 
hores de treball no ha suposat un increment de materials. Degut a aquesta 
independència de costos entre la mà d’obra i les despeses materials la 
diferència entre la nostra previsió inicial i la que realment ha esdevingut segueix 
sent de 1325 €. Si fem càlculs: 
 
 
• Total previst = Sub-Total costos materials + Sub-Total costos mà d’obra 
• Total previst = 1400 € + 16325 € = 17725 € 
• Total real = Sub-Total costos materials + Sub-Total costos mà d’obra 
• Total real = 1400 € + 17650 € = 19050 € 
• Diferència = Total real – Total previst = 19050 € - 17725 € = 1325 € 


























Figura 6.7 Balanç econòmic total 
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 Podem comprovar que la diferència final implica un increment del 7,47 % 
sobre el pressupost inicial. Aquesta diferència, tot i no ser despreciable, no pot 
considerar-se en cap cas una quantitat excessiva. Existeixen diferents maneres 
de realitzar una previsió econòmica d’aquest tipus. Aquest resultat no podria 
ser justificat en cap cas si estiguéssim parlant d’un pressupost amb preu tancat 
ja que, en aquest casos, s’ofereix al client un treball concret a canvi d’un preu 
fix que no pot ésser modificat. Quan ens fiquem dins del món SAP/R3 
existeixen molts projectes que es pressuposten amb un preu tancat, de manera 
que el preu s’acota prèviament en funció de les necessitats del client i un cop 
fixat ja no varia. Aquest tipus de feina però acostumen a ser implantacions o 
parametritzacions i en cap cas desenvolupaments (com és el cas). Aquests 
últims es paguen amb la modalitat de “preu/hora” i així es com nosaltres ho 
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CAPÍTOL 7. CONCLUSIONS 
 
 
 Quan en un principi vam plantejar la possibilitat de realitzar un projecte 
d’aquestes característiques com és la creació d’un joc com el d’enfonsar 
vaixells sobre SAP/R3 hi havia tota una sèrie de qüestions o interrogants 
pendents. Així doncs en aquest punt farem una valoració a mòde de conclusió 





7.1.  Revisió d’objectius 
 
 A continuació farem un repàs ràpid als objectius principals que ens vam 
marcar en el capítol 3. Per a veure d’una manera més cara quins han estat 




7.1.1.   Objectius Acomplerts 
 
Englobarem dins d’aquest grup tots aquells objectius que s’han acomplert 
de manera satisfactòria. 
 
 
• Comunicació: La comunicació (un dels punt claus) ha estat un èxit. 
S’han respectat els plantejament inicials al 100%. De fet es va pensar en 
un sistema d’aquest tipus ja que teníem la certesa quasi total de que així 
es podria fer. Es tracta d’un sistema que, si bé no és el més modern, si 
és senzill, eficient i compleix totalment les expectatives. 
   
• Col·locació aleatòria de vaixells: Aquest punt ha estat acomplert 
totalment. Els vaixells es col·loquen de manera aleatòria i l’algoritme (de 
manera transparent a l’usuari) s’executa les vegades necessàries per a 
col·locar els vaixells en una posició correcte. 
 
• Menú de control: Al fer el layout del menú de control vam definir una 
barra a mode de menú amb els botons necessaris per a executar les 
funcions del joc. Així ha estat. Aquest era un punt en el que també 
teníem certes garanties ja que és fa difícil pensar en un llenguatge de 
programació en el que no es pugui programar un botó o col·locar una 
botonera (com és el cas) amb diversos polsadors i diverses 
funcionalitats.  
 
• Funcionament global: El punt del funcionament global (com ja vam 
comentar al principi del projecte) és un punt de difícil avaluació ja que no 
és més que una comparació entre el joc real (el de taulell) i el nostre joc 
d’enfonsar vaixells virtual, i això, és una tasca de molt relativa. Per a 
62  Programació lúdica en ABAP sobre SAP/R3 
poder-ho fer hem avaluat l’experiència de jugar. És a dir hem començat 
una partida amb el nostre oponent, i de manera general, hem anat fent 
petites comparacions fins a veure si en algun punt de la partida en 
sentíem “extranys” o incòmodes pel fet de trobar alguna cosa a faltar. El 
resultat (fora de petits detalls que no considerem en cap cas grans 
inconvenients) és satisfactòri i la sensació general també ho és.   
 
• Sistema anti-fallades: La idea de realitzar un sistema de fallades ha 
estat finalment implementada amb èxit. Tot i resultar una qüestió bàsica 
no ha estat del tot fàcil com per exemple alhora de controlar mitjançant 
la col·locació aleatòria de vaixells si els vaixells s’ubicaven de manera 
correcte o no. En tot cas suposa una garantia de funcionament del 
programa necessària que s’ha pogut dur a terme. 
 
 
7.1.2.   Objectius Adaptats 
 
 Els objectius adaptats són tots aquells punt que d’alguna manera s’han 
pogut acomplir adaptant-los. O bé utilitzant altres plantejaments o tècniques 
que no coincideixen amb els plantejaments inicials. El resultat acaba éssent 
una mica diferent al desitjat però no deixa de ser un “mal menor”.  
 
 
• Taulells de joc: El fet de disposar de dos taulells de joc és necessari, 
s’ha pogut complir i l’efecte final es correcte. Tot i això, hauria estat bò 
poder disposar de dos taulells separats realment perquè com hem 
comentat internament (a nivell del codi) no és així. Per altre banda tenim 
el tema de l’estètica. Hem hagut d’ubicar els taulells un al costat de 
l’altre en contra del que nosaltres teníem pensat fer (un a sobre de 
l’altre). Tot i això, com hem dit, no es tracta més que de petites 
modificacions que no comporten problemes greus. 
 
• Vaixells “compostos”: La utilització dels vaixells compostos era un 
tema clau. En un inici (molt llunyà) del  projecte es va arribar a 
contemplar la possibilitat de que els vaixells ocupessin només l’espai 
d’una casella. Aquest evidentment hagués estat un punt molt negatiu de 
cara al realisme del joc i és per això que vam implementar directament 
vaixells de més d’una posició. El problema però va venir amb la manera 
de representar-los. SAP/R3 disposa d’una sèrie d’icones (que 
lògicament poc tenen a veure amb vaixells, avions, etc..) de manera que 
ens va ser una mica difícil representar un vaixell trencat en 4 trossos   
 
 
7.1.3.   Objectius No Acomplerts 
 
 
• Ruta de joc: La ruta de joc ha estat en certa manera un objectiu 
acomplert a mitges. És cert que si bé finalment no hem pogut aconseguir 
treballar en un espai intermig com és el servidor CBP de SAP/R3 (així 
hauría d’haver estat) hem pogut trobar un alternativa al problema. De 
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totes maneres haver pogut realitzar l’intercanvi de fitxers en el 
servidorde SAP ens hagués facilitat molt les coses. Hauria estat una 
sol·lució excelent per a poder intercanviar els fitxers de joc amb una gran 
independència en molts aspectes. Com hem comentat abans, per motius 
de seguretat, això no ha estat possible i el joc se n’ha vist ressentit. Així 
doncs, el gran inconvenient que això suposa és que els jugadors 
s’hauràn de posar d’acord prèviament sobre quina ruta de joc acorden 
entre ells. De no ser així, l’un col·locarà fitxers en un directori mentre que 




7.2.  Limitacions del llenguatge ABAP 
 
 A aquestes alçades de projecte ja som coneixedors en gran part de les 
possibilitats i impossibilitats del llenguatge ABAP i per tant, ara és el moment 
de donar un veredicte. Ha estat més difícil trobar punts a favor per a poder fer 
una valoració positiva de manera que començarem pels aspectes negatius (que 
han estat majors).  
 
 Un dels primers inconvenients que li trobem a aquest llenguatge és la 
excessiva complexitat alhora de realitzar senzilles tasques que altres 
llenguatges realitzen de manera més ràpida. Ens hem trobat en aspectes 
d’aquest tipus per exemple alhora d’implementar events de ratolí. Quan d’altres 
llenguatges de programació disposen de diferents tipus d’events com són 
OnClick, OnMouseOver, etc.. per a poder detectar accions de ratolí i executar 
un codi associat; ABAP disposa de molts pocs events d’aquest tipus (doble 
click i poca cosa més). Ens hem adonat també d’una falta de flexibilitat alhora 
de treballar amb alguns tipus de funcions on els paràmetres que aquestes han 
de rebre han de ser forçosament d’un tipus concret declarat d’una manera 
concreta (sense cap mena de marge). Hem trobat també força limitat el sistema 
de representació per pantalla. És cert que per al nostre propòsit de realitzar el 
joc d’enfonsar vaixells ens ha estat suficient una quadrícula com la que hem 
utilitzat. Però, que pasaría si enlloc d’aquest joc haguéssim volgut elaborar el 
joc conegut com a “Pong” on apareix una pantalla amb dues espècies de 
panells que van rebotant una pilota entre ells. En aquest cas ens hagués estat 
impossible fer-ho. L’ABAP seria incapaç de generar animacions (amb la 
qual cosa el joc perdria molt realisme) i altres gràfics que no fossin 
estrictament taules o quadrícules.   
 
 Si comparem l’ABAP amb altres programes “similars” (tot i que la filosofía 
de fons sigui totalment diferent) ens n’adonem que disposa d’un grau de 
personalització molt alt. Això pot ser vist de vegades com un gran inconvenient, 
ja que, en casos concrets en els que per exemple volem elaborar aplicacions 
molts senzilles, obtenim una dificultat afegida (que no és pròpia del programa)  
pel fet d’utilitzar un llenguatge poc vistós com és l’ABAP. Però com a punt a 
favor, obtenim una gran versatilitat del llenguatge que ens permet obtenir 
un grau de control molt elevat sobre el que fem i com ho fem.  A mòde de 
símil seria l’equivalent a comparar una càmera de fotografíes digital compacta 
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(el més usual avui en dia) amb una càmera reflex digital (reservades a un 
sector més professional). Si el que volem és obtenir una senzilla fotografía ens 
pot arribar a resultar més enfarragós i complicat disparar amb una càmera 
digital en la que haurem de configurar diferents paràmetres (velocitat 
d’obturació, obertura del diafragma, nivell ISO, etc...) Per altre banda, aquesta 
última serà la que (tot i la seva complicació) ens oferirà més possibilitats i 
control sobre la nostra fotografía. Tot depèn del que és necessiti en un moment 
donat. 
 
 Finalment, tot i suposar-ho des del principi l’ABAP (i SAP/R3 en general)  
hem confirmat el que ja ens temíem i és que aquest no és un entorn de 
programació habilitat per a fer el que nosaltres hem fet. Tot i haver superat amb 
èxit suficient el nostre repte és evident quines són les mancances que 
trobaríem alhora d’elaborar un joc d’un complexitat tècnica superior al nostre. 
Podem concloure doncs que l’ABAP no és un llenguatge adequat per a 




7.3.  Línies de treball futur 
 
 Tot i haver deixat al descobert els avantatges i mancances d’aquest 
llenguatge de programació existeixen altres idees o funcionalitats que podrien 
ser aplicades novament sobre SAP/R3. 
 
 Una d’elles seria la de crear una versió del joc que pogués interactuar 
amb altres programes externs mitjançant el que s’anomenen BAPI’S (Business 
Application Programming Interface). Això no són més que funcions que 
permeten l’execució externa (des de un programa amb Visual Basic, Java, 
etc..) d’un codi ABAP contingut a SAP/R3. Aquesta aplicació seria interessant 
per a poder crear diferents GUI’s (Graphic User Interfase) en diferents 
llenguatges per a persones que de vegades, no troben a SAP/R3 una estètica 
massa agradable. 
 
 D’altres podríen ser implementacions una mica més modernes com és l’ús 
de SAP Netweaver. Aquesta es una variant de SAP/R3 creada per a 
transportar l’ús de SAP a dispositius mòbils, PDA’s, mòbils, etc on l’ABAP es 
substituït per JAVA com a principal llenguatge de programació Així doncs 
podríem implementar el nostre joc d’enfonsar vaixells en un àmbit de mobilitat 




7.4.  Conclusions personals 
 
 Personalment considero molt profitosa l’experiència obtinguda a través de 
l’el·laboració d’aquest TFC. El mercat laboral de SAP/R3 i ABAP és molt extens 
i ben valorat per la qual cosa he trobat important i profitós el fet d’haver enfocat 
la temàtica del TFC en aquesta direcció.  
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 La idea de realitzar un joc en ABAP va semblar una mica absurda al 
principi ja que l’aplicació final que aquest pugui tenir (o el profit que algú en 
pugui treure) és mínim. Però la idea (des d’un punt de vista més tècnic) era la 
d’indagar en tècniques i aspectes de l’ABAP amb els que no estic acostumat a 
tractar. Implementar un joc a SAP/R3 no és una tasca habitual, i per tant, les 
tècniques utilitzades, l’enfocament i la manera de concebre’l tampoc ho són. Va 
resultar definitivament clau el fet de treballar a l’empresa Cosmètica Cosbar, 
S.L. que és on a dia d’avui treballo. 
 
 Pel que fa al profit que he tret de la formació rebuda a l’EPSC el puc 
catalogar de notable. La majoria de conceptes emprats en aquest TFC deriven 
directament d’assignatures de programació que tot i no abundar en aquesta 
especialitat (la de telemàtica), han estat suficients. Però la valoració que jo 
acostumo a fer de la universitat, és una valoració més general i que es podria 
aplicar a diferents especialitats i/o fins i tot titulacions. Es tracta de l’esforç. 
Durant el temps que he estat estudiant aquí a la EPSC (i a l’igual que la resta 
d’estudiants) m’he trobat amb una sèrie de petites dificultats. És difícil descriure 
el què però es percep en coses com un nivell d’estudi constant (derivat 
suposadament de l’avaluació continuada), un alt nivell de pràctiques de 
laboratori, la manera de fer dels professors, etc... En tot això hi trobo un 
denominador comú que es esforç, treball constant i resolució de problemes. 
Aquests tres conceptes són (de lluny) els més profitosos per a mi i d’alguna 
manera són els que han permès mantenir el meu cap despert i en constant 
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*  NOM:  ZHLFP1                                                        * 
************************************************************************ 




























*  VARIABLES                                                           * 
************************************************************************ 
 
DATA: p_ucomm              LIKE sy-ucomm. 
DATA: v_opcions            TYPE i. 
DATA: v_tocat              TYPE c . 
DATA: v_flag               TYPE i. 
DATA: v_rc                 TYPE i. 
DATA: v_carpeta            TYPE string. 
DATA: v_ruta               TYPE string. 
DATA: v_count              TYPE i. 
DATA: it_directori_tmp(100). 
DATA: v_existeix           TYPE c. 
DATA: v_temporitzador      TYPE i. 
DATA: v_linies             TYPE i. 
DATA: v_files_taula        TYPE i VALUE 0. 
DATA: v_vaixells_maxims    TYPE i VALUE 0. 
DATA: v_flag_jugar         TYPE c. 
DATA: v_tocats             TYPE i VALUE 0. 
DATA: v_longitud           TYPE i VALUE 1. 
DATA: v_sortir             TYPE i VALUE 0. 
DATA: v_inici              TYPE i VALUE 0. 
DATA: v_final              TYPE i VALUE 0. 
DATA: v_tipus              TYPE c. 
DATA: v_posicio            TYPE i VALUE 1. 
DATA: v_tocat4             TYPE i VALUE 4. 
DATA: v_tocat3             TYPE i VALUE 3. 
DATA: v_flag_repetir3      TYPE i VALUE 0. 
DATA: v_tocat2             TYPE i VALUE 2. 
DATA: v_tocat1             TYPE i VALUE 1. 
DATA: v_flag_tocat4        TYPE i VALUE 0. 
DATA: v_flag_tocat3        TYPE i VALUE 0. 
 
DATA: v_flag_tocat2        TYPE i VALUE 0. 
DATA: v_flag_tocat1        TYPE i VALUE 0. 
DATA: v_missatge           TYPE string. 
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DATA: v_nom                LIKE usr02-bname. 
DATA: v_num_alea           TYPE i VALUE 0. 
DATA: v_lin_alea           TYPE i VALUE 0. 
DATA: v_col_alea           TYPE i VALUE 0. 
DATA: v_vaixells_totals    TYPE i VALUE 0. 






DATA: it_fieldcat TYPE slis_t_fieldcat_alv. 
DATA: gs_layout TYPE slis_layout_alv. 
DATA: wa_fieldcat TYPE LINE OF slis_t_fieldcat_alv. 
DATA: v_callback_subroutine TYPE slis_formname. 
DATA: v_callback_program LIKE sy-repid. 





*  TAULES INTERNES                                                     * 
************************************************************************ 
 
*TAULA DE VAIXELLS 
 
DATA: BEGIN OF it_vaixells OCCURS 10, 
      longitud TYPE c, 
END OF it_vaixells. 
 
 
*TAULA DE COLUMNES 
 
DATA: BEGIN OF it_columnes OCCURS 0, 
      a_personal TYPE i VALUE 1, 
      b_personal TYPE i VALUE 2, 
      c_personal TYPE i VALUE 3, 
      d_personal TYPE i VALUE 4, 
      e_personal TYPE i VALUE 5, 
      f_personal TYPE i VALUE 6, 
      g_personal TYPE i VALUE 7, 
      h_personal TYPE i VALUE 8, 
      i_personal TYPE i VALUE 9, 
      j_personal TYPE i VALUE 10, 




*TAULA ON JUGUEM AMB ELS NOSTRES VAIXELLS 
 
DATA: BEGIN OF it_taulell OCCURS 10, 
      a_personal TYPE c, 
      b_personal TYPE c, 
      c_personal TYPE c, 
      d_personal TYPE c, 
      e_personal TYPE c, 
      f_personal TYPE c, 
      g_personal TYPE c, 
      h_personal TYPE c, 
      i_personal TYPE c, 
      j_personal TYPE c, 
      separador(50) TYPE c, 
      a1_atacant TYPE c, 
      b1_atacant TYPE c, 
      c1_atacant TYPE c, 
      d1_atacant TYPE c, 
      e1_atacant TYPE c, 
      f1_atacant TYPE c, 
      g1_atacant TYPE c, 
      h1_atacant TYPE c, 
      i1_atacant TYPE c, 
      j1_atacant TYPE c, 
END OF it_taulell. 
 
 
*TAULA ON JUGUEM AMB ELS NOSTRES VAIXELLS 
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DATA: BEGIN OF it_taulell_real OCCURS 10, 
      a_personal LIKE icon-id, 
      b_personal LIKE icon-id, 
      c_personal LIKE icon-id, 
      d_personal LIKE icon-id, 
      e_personal LIKE icon-id, 
      f_personal LIKE icon-id, 
      g_personal LIKE icon-id, 
      h_personal LIKE icon-id, 
      i_personal LIKE icon-id, 
      j_personal LIKE icon-id, 
      separador(50) TYPE c, 
      a1_atacant LIKE icon-id, 
      b1_atacant LIKE icon-id, 
      c1_atacant LIKE icon-id, 
      d1_atacant LIKE icon-id, 
      e1_atacant LIKE icon-id, 
      f1_atacant LIKE icon-id, 
      g1_atacant LIKE icon-id, 
      h1_atacant LIKE icon-id, 
      i1_atacant LIKE icon-id, 
      j1_atacant LIKE icon-id, 




*AREA DE TREBALL 'WA' DE LA TAULA IT_TAULELL 
 
DATA: wa_taulell LIKE LINE OF it_taulell. 
 
 
*AREA DE TREBALL 'WA' DE LA TAULA IT_TAULELL_REAL 
 
DATA: wa_taulell_real LIKE LINE OF it_taulell_real. 
 
 
*TAULA PER A EMMAGATZEMAR LES JUGADES REALITZADES 
 
DATA: BEGIN OF it_jugada_propia OCCURS 0, 
  columna(1) TYPE c, 
  fila(2) TYPE i, 




*TAULA PER A LLEGIR ELS ATACS DE L'OPONENT 
 
DATA: BEGIN OF it_respostap2 OCCURS 0, 
  linia(50) TYPE c, 




*TAULA PER A EMMAGATZEMAR LES JUGADES REALITZADES 
 
DATA: BEGIN OF it_resposta OCCURS 0, 
  linia(50) TYPE c, 




*TAULA PER A LLEGIR ELS ATACS DE L'OPONENT 
 
DATA: BEGIN OF it_jugadap2 OCCURS 0, 
  linia(5) TYPE c, 




*TAULA PER A EMMAGATZEMAR ELS ATACS DE L'OPONENT 
 
DATA: BEGIN OF it_jugada_atacant OCCURS 0, 
  columna(1) TYPE c, 
  fila(2) TYPE c, 
 
  accio(5) TYPE c, 
END OF it_jugada_atacant. 




*TAULA PER A LLISTAR ELS FITXERS DEL DIRECTORI DE JOC 
 
DATA: BEGIN OF it_directori_llista OCCURS 0, 
  arxiu(50) TYPE c, 
END OF it_directori_llista. 
 
 










SELECTION-SCREEN BEGIN OF BLOCK b1 WITH FRAME TITLE text-016. 
 
PARAMETER:         p_nom              LIKE usr02-bname OBLIGATORY. 
PARAMETER:         p_carpet(100)      TYPE c OBLIGATORY. 
 











*** COMPROBEM QUE L'USUARI EXISTEIX A SAP *** 
 
SELECT SINGLE bname 
FROM usr02 
INTO v_nom 
WHERE bname = p_nom. 
 
IF sy-dbcnt EQ 0. 
  MESSAGE text-029 TYPE 'S'. 












*** INICIEM EL TAULELL DE JOC *** 
 
  PERFORM inicialitzar_taulells. 
 
 
*** INICIEM LA TAULA DE VAIXELLS *** 
 
  PERFORM inicialitzar_vaixells. 
 
 
*** GENEREM EL CATALEG DE L'ALV *** 
 
  PERFORM cataleg_alv. 
 
 
*** CONFIGUREM EL LAYOUT *** 
 
  PERFORM layout_alv USING gs_layout. 
 
 
ANNEXE   71 
             
*** MOSTREM L'ALV PER PANTALLA *** 
 





*  FORM: FUNCI” PER A MOSTRAR L'ALV PER PANTALLA                        * 





  CALL FUNCTION 'REUSE_ALV_GRID_DISPLAY' 
    EXPORTING 
      i_callback_user_command  = v_callback_subroutine 
      i_callback_program       = v_callback_program 
      i_callback_top_of_page   = 'TOP-OF-PAGE' 
      i_callback_pf_status_set = 'SET_PF_STATUS' 
      it_fieldcat              = it_fieldcat 
      is_layout                = gs_layout 
    TABLES 
      t_outtab                 = it_taulell_real. 







*  FORM: DEFINICI” DEL CAT¿LEG DE L'ALV                                * 




  CLEAR it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname           = 'A_PERSONAL'. 
   wa_fieldcat-ref_fieldname       = 'A_PERSONAL'. 
  wa_fieldcat-seltext_l    = 'A'. 
  wa_fieldcat-outputlen           = 2. 
  wa_fieldcat-just = 'C'. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname           = 'B_PERSONAL'. 
   wa_fieldcat-ref_fieldname       = 'B_PERSONAL'. 
  wa_fieldcat-seltext_l    = 'B'. 
  wa_fieldcat-outputlen           = 2. 
  wa_fieldcat-just = 'C'. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname           = 'C_PERSONAL'. 
   wa_fieldcat-ref_fieldname       = 'C_PERSONAL'. 
  wa_fieldcat-seltext_l    = 'C'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'D_PERSONAL'. 
   wa_fieldcat-ref_fieldname     = 'D_PERSONAL'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'D'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'E_PERSONAL'. 
   wa_fieldcat-ref_fieldname     = 'E_PERSONAL'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'E'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'F_PERSONAL'. 
 
   wa_fieldcat-ref_fieldname     = 'F_PERSONAL'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'F'. 
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  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'G_PERSONAL'. 
   wa_fieldcat-ref_fieldname     = 'G_PERSONAL'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'G'. 
  wa_fieldcat-outputlen      = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'H_PERSONAL'. 
   wa_fieldcat-ref_fieldname     = 'H_PERSONAL'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'H'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'I_PERSONAL'. 
   wa_fieldcat-ref_fieldname     = 'I_PERSONAL'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'I'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'J_PERSONAL'. 
   wa_fieldcat-ref_fieldname     = 'J_PERSONAL' 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'J'. 
  wa_fieldcat-outputlen          = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'SEPARADOR'. 
   wa_fieldcat-ref_fieldname     = 'SEPARADOR'. 
  wa_fieldcat-seltext_l    = 'ESPAI MARÕTIM'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-emphasize = 'C010'. 
  wa_fieldcat-outputlen          = 19. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname           = 'A1_ATACANT'. 
   wa_fieldcat-ref_fieldname       = 'A1_ATACANT'. 
  wa_fieldcat-seltext_l    = 'A'. 
  wa_fieldcat-outputlen           = 2. 
  wa_fieldcat-just = 'C'. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname           = 'B1_ATACANT'. 
   wa_fieldcat-ref_fieldname       = 'B1_ATACANT'. 
  wa_fieldcat-seltext_l    = 'B'. 
  wa_fieldcat-outputlen           = 2. 
  wa_fieldcat-just = 'C'. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname           = 'C1_ATACANT'. 
   wa_fieldcat-ref_fieldname       = 'C1_ATACANT'. 
  wa_fieldcat-seltext_l    = 'C'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'D1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'D1_ATACANT'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'D'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'E1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'E1_ATACANT'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'E'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'F1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'F1_ATACANT'. 
ANNEXE   73 
             
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'F'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'G1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'G1_ATACANT'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'G'. 
  wa_fieldcat-outputlen      = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'H1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'H1_ATACANT'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'H'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'I1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'I1_ATACANT'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'I'. 
  wa_fieldcat-outputlen         = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
  CLEAR wa_fieldcat. 
   wa_fieldcat-fieldname     = 'J1_ATACANT'. 
   wa_fieldcat-ref_fieldname     = 'J1_ATACANT'. 
  wa_fieldcat-just = 'C'. 
  wa_fieldcat-seltext_l    = 'J'. 
  wa_fieldcat-outputlen          = 2. 
  APPEND wa_fieldcat TO it_fieldcat. 
 







*  FORM: LAYOUT_ALV                                                    * 
*                                                                      * 
************************************************************************ 
 
FORM layout_alv USING ls_layout TYPE slis_layout_alv. 
  ls_layout-zebra             = 'X'. 
  v_callback_program          = sy-repid. 
  v_callback_subroutine       = 'USER_COMMAND'. 





*  FORM: USER_COMMAND                                                  * 
*                                                                      * 
************************************************************************ 
 
FORM user_command USING p_ucomm LIKE sy-ucomm gs_selfield TYPE slis_selfield. 
 
  it_posicio = gs_selfield. 
  CASE p_ucomm. 
 
 
*** COL∑LOCACI” ALEATORIA DE VAIXELLS ***  
 
    WHEN 'ALEATORI'. 
      PERFORM colocar_aleatori. 
 
 
*** ABANDONEM LA PARTIDA *** 
 
    WHEN 'SORTIR'. 
      PERFORM abandonar_partida. 
 
 
*** NOTIFIQUEM UNA JUGADA *** 
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    WHEN 'NOTIFICAR'. 
      PERFORM notificar_jugada. 
 
 
*** COL∑LOQUEM ELS VAIXELLS AL NOSTRE TAULELL EN SENTIT NORD ***  
 
    WHEN 'COLOCARN'. 
      PERFORM colocar_vaixell_nord. 
 
 
*** COL∑LOQUEM ELS VAIXELLS AL NOSTRE TAULELL EN SENTIT SUD ***  
 
    WHEN 'COLOCARS'. 
      PERFORM colocar_vaixell_sud. 
 
 
*** COL∑LOQUEM ELS VAIXELLS AL NOSTRE TAULELL EN SENTIT EST ***  
 
    WHEN 'COLOCARE'. 
      PERFORM colocar_vaixell_est. 
 
 
*** COL∑LOQUEM ELS VAIXELLS AL NOSTRE TAULELL EN SENTIT OEST ***  
 
    WHEN 'COLOCARO'. 
      PERFORM colocar_vaixell_oest. 
 
 
*** ESBORREM TOTS ELS VAIXELLS DEL NOSTRE TAULELL *** 
 
    WHEN 'ESBORRAR'. 
      PERFORM esborrar_vaixells. 
 
 
*** UN COP COL∑LOCATS ELS VAIXELLS INICIEM LA PARTIDA ***  
 
    WHEN 'JUGAR'. 
      PERFORM iniciar_partida. 
 
  ENDCASE. 
 





*  FORM: GENERAR_FITXER                                                   * 





  CASE v_flag. 
 
    WHEN 1. 
      CLEAR v_ruta. 
      CONCATENATE v_carpeta text-003 INTO v_ruta. 
      CALL FUNCTION 'GUI_DOWNLOAD' 
        EXPORTING 
          filename                = v_ruta 
        TABLES 
          data_tab                = it_jugada_propia 
        EXCEPTIONS 
          file_write_error        = 1 
          no_batch                = 2 
          gui_refuse_filetransfer = 3 
          invalid_type            = 4 
          no_authority            = 5 
          unknown_error           = 6. 
 
    WHEN 2. 
      CLEAR v_ruta. 
      CONCATENATE v_carpeta text-002 INTO v_ruta. 
 
      CALL FUNCTION 'GUI_DOWNLOAD' 
        EXPORTING 
          filename                = v_ruta 
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        TABLES 
          data_tab                = it_resposta 
        EXCEPTIONS 
          file_write_error        = 1 
          no_batch                = 2 
          gui_refuse_filetransfer = 3 
          invalid_type            = 4 
          no_authority            = 5 
          unknown_error           = 6. 
 
    WHEN 3. 
      CLEAR v_ruta. 
      CONCATENATE v_carpeta text-021 INTO v_ruta. 
      CALL FUNCTION 'GUI_DOWNLOAD' 
        EXPORTING 
          filename                = v_ruta 
        TABLES 
          data_tab                = it_resposta 
        EXCEPTIONS 
          file_write_error        = 1 
          no_batch                = 2 
          gui_refuse_filetransfer = 3 
          invalid_type            = 4 
          no_authority            = 5 
          unknown_error           = 6. 
  ENDCASE. 





*  FORM: SET_PF_STATUS                                                  * 
*                                                                       * 
************************************************************************* 
 
FORM set_pf_status USING rt_extab TYPE slis_t_extab. 
  SET PF-STATUS 'STATUS_ZHLF'. 





*  FORM: COLOCAR_VAIXELL_OEST                                          * 




  IF v_flag_jugar EQ 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-010. 
    EXIT. 
  ENDIF. 
  DESCRIBE TABLE it_vaixells LINES v_vaixells_maxims. 
  IF v_vaixells_maxims EQ 0. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-025. 
    EXIT. 
  ELSE. 
    CLEAR: v_sortir, v_inici, v_final. 
    READ TABLE it_taulell_real INDEX it_posicio-tabindex INTO wa_taulell_real. 
    READ TABLE it_taulell INDEX it_posicio-tabindex INTO wa_taulell. 
    PERFORM calcula_aleatori. 
    LOOP AT it_vaixells FROM 1 TO 1. 
      v_tipus = it_vaixells-longitud. 
    ENDLOOP. 
    LOOP AT it_taulell FROM it_posicio-tabindex TO it_posicio-tabindex. 
      READ TABLE it_taulell_real INDEX sy-tabix INTO wa_taulell_real. 
      READ TABLE it_taulell INDEX sy-tabix INTO wa_taulell. 
      CASE it_posicio-fieldname. 
 
        WHEN 'A_PERSONAL'. 
 
          CASE v_tipus. 
 
            WHEN 1. 
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              IF it_taulell-a_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@39@'. 
              ENDIF. 
 
            WHEN OTHERS. 
              v_sortir = 1. 
              EXIT. 
          ENDCASE. 
 
        WHEN 'B_PERSONAL'. 
          CASE v_tipus. 
 
            WHEN 1. 
              IF it_taulell-b_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-b_personal IS NOT INITIAL OR it_taulell-a_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@D7@'. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@D7@'. 
              ENDIF. 
            WHEN OTHERS. 
              v_sortir = 1. 
              EXIT. 
          ENDCASE. 
        WHEN 'C_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-c_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-c_personal IS NOT INITIAL OR it_taulell-b_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@D7@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-c_personal IS NOT INITIAL OR it_taulell-b_personal IS NOT 
INITIAL OR it_taulell-a_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@G3@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@G3@'. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@G3@'. 
              ENDIF. 
 
            WHEN OTHERS. 
              v_sortir = 1. 
              EXIT. 
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          ENDCASE. 
        WHEN 'D_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-d_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-d_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@D7@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-d_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT 
INITIAL OR it_taulell-b_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@G3@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@G3@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-d_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT 
INITIAL OR it_taulell-b_personal IS NOT INITIAL OR it_taulell-a_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@AF@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@AF@'. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'E_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-e_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-e_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@D7@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
 
              IF it_taulell-e_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT 
INITIAL OR it_taulell-c_personal IS NOT INITIAL. 
                v_sortir = 1. 
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                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@G3@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@G3@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-e_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT 
INITIAL OR it_taulell-c_personal IS NOT INITIAL OR it_taulell-b_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@AF@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'F_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-f_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-f_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@D7@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-f_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT 
INITIAL OR it_taulell-d_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@G3@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@G3@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-f_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT 
INITIAL OR it_taulell-d_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT INITIAL. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'G_PERSONAL'. 
 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-g_personal IS NOT INITIAL. 
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                v_sortir = 1. 
                EXIT. 
              ELSE.. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-g_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@D7@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-g_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT 
INITIAL OR it_taulell-e_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@G3@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@G3@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@G3@'. 
              ENDIF. 
 
            WHEN 4. 
              IF it_taulell-g_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT 
INITIAL OR it_taulell-e_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'H_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-h_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-h_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@D7@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-h_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT 
INITIAL OR it_taulell-f_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
 
              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@G3@'. 
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                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@G3@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-h_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT 
INITIAL OR it_taulell-f_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@AF@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'I_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-i_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-i_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@D7@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-i_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT 
INITIAL OR it_taulell-g_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@G3@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@G3@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-i_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT 
INITIAL OR it_taulell-g_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@AF@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@AF@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'J_PERSONAL'. 
          CASE v_tipus. 
 
            WHEN 1. 
              IF it_taulell-j_personal IS NOT INITIAL. 
                v_sortir = 1. 
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                EXIT. 
              ELSE. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-j_personal IS NOT INITIAL OR it_taulell-i_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@D7@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-j_personal IS NOT INITIAL OR it_taulell-i_personal IS NOT 
INITIAL OR it_taulell-h_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@G3@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@G3@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-j_personal IS NOT INITIAL OR it_taulell-i_personal IS NOT 
INITIAL OR it_taulell-h_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@AF@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@AF@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@AF@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN OTHERS. 
          v_sortir = 2. 
          EXIT. 
      ENDCASE. 
      MODIFY it_taulell INDEX sy-tabix FROM wa_taulell. 
      MODIFY it_taulell_real INDEX sy-tabix FROM wa_taulell_real. 
      DELETE it_vaixells INDEX 1. 
    ENDLOOP. 
    CASE v_sortir. 
      WHEN 1. 
        IF v_flag_aleatori NE 1. 
          CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
            EXPORTING 
              textline1 = text-024. 
          EXIT. 
        ENDIF. 
      WHEN 2. 
        CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
          EXPORTING 
            textline1 = text-031. 
        EXIT. 
    ENDCASE. 
    IF v_flag_aleatori NE 1. 
      PERFORM layout_alv USING gs_layout. 
      PERFORM mostrar_alv. 
    ENDIF. 
  ENDIF. 
ENDFORM.                    "COLOCAR_VAIXELL_OEST 
 
************************************************************************ 
*  FORM: TOP-OF-PAGE                                                   * 
*                                                                      * 




  DATA: t_header TYPE slis_t_listheader, 
  wa_header TYPE slis_listheader, 
  t_line LIKE wa_header-info, 
  ld_lines TYPE i, 
  ld_linesc(100) TYPE c. 
  wa_header-typ = 'H'. 
  wa_header-info = text-007. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ  = 'S'. 
  wa_header-info = '      '. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ = 'S'. 
  wa_header-key = '1: '. 
  wa_header-info = text-004. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ = 'S'. 
  wa_header-key = '   '. 
  wa_header-info = text-026. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ = 'S'. 
  wa_header-key = '2: '. 
  wa_header-info = text-027. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ = 'S'. 
  wa_header-key = '   '. 
  wa_header-info = text-028. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ  = 'S'. 
  wa_header-key = '3: '. 
  wa_header-info = text-005. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  wa_header-typ  = 'S'. 
  wa_header-key = '4: '. 
  wa_header-info = text-006. 
  APPEND wa_header TO t_header. 
  CLEAR: wa_header. 
  CALL FUNCTION 'REUSE_ALV_COMMENTARY_WRITE' 
    EXPORTING 
      it_list_commentary = t_header. 





*  FORM: COLOCAR_VAIXELL_EST                                           * 




  IF v_flag_jugar EQ 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-010. 
    EXIT. 
  ENDIF. 
  DESCRIBE TABLE it_vaixells LINES v_vaixells_maxims. 
  IF v_vaixells_maxims EQ 0. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-025. 
    EXIT. 
  ELSE. 
    CLEAR: v_sortir, v_inici, v_final. 
    READ TABLE it_taulell_real INDEX it_posicio-tabindex INTO wa_taulell_real. 
 
    READ TABLE it_taulell INDEX it_posicio-tabindex INTO wa_taulell. 
    PERFORM calcula_aleatori. 
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    LOOP AT it_vaixells FROM 1 TO 1. 
      v_tipus = it_vaixells-longitud. 
    ENDLOOP. 
    LOOP AT it_taulell FROM it_posicio-tabindex TO it_posicio-tabindex. 
      READ TABLE it_taulell_real INDEX sy-tabix INTO wa_taulell_real. 
      READ TABLE it_taulell INDEX sy-tabix INTO wa_taulell. 
      CASE it_posicio-fieldname. 
        WHEN 'A_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-a_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-a_personal IS NOT INITIAL OR it_taulell-b_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@D7@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-a_personal IS NOT INITIAL OR it_taulell-b_personal IS NOT 
INITIAL OR it_taulell-c_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@G3@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@G3@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-a_personal IS NOT INITIAL OR it_taulell-b_personal IS NOT 
INITIAL OR it_taulell-c_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-a_personal = v_tipus. 
                wa_taulell_real-a_personal = '@AF@'. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@AF@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@AF@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'B_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-b_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-b_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-b_personal = v_tipus. 
 
                wa_taulell_real-b_personal = '@D7@'. 
                wa_taulell-c_personal = v_tipus. 
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                wa_taulell_real-c_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-b_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT 
INITIAL OR it_taulell-d_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@G3@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@G3@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-b_personal IS NOT INITIAL OR it_taulell-c_personal IS NOT 
INITIAL OR it_taulell-d_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-b_personal = v_tipus. 
                wa_taulell_real-b_personal = '@AF@'. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@AF@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'C_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-c_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-c_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@D7@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-c_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT 
INITIAL OR it_taulell-e_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@G3@'. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@G3@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-c_personal IS NOT INITIAL OR it_taulell-d_personal IS NOT 
INITIAL OR it_taulell-e_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-c_personal = v_tipus. 
                wa_taulell_real-c_personal = '@AF@'. 
 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
                wa_taulell-e_personal = v_tipus. 
ANNEXE   85 
             
                wa_taulell_real-e_personal = '@AF@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'D_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-d_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-d_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@D7@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-d_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT 
INITIAL OR it_taulell-f_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@G3@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@G3@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-d_personal IS NOT INITIAL OR it_taulell-e_personal IS NOT 
INITIAL OR it_taulell-f_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-d_personal = v_tipus. 
                wa_taulell_real-d_personal = '@AF@'. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'E_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-e_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-e_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@D7@'. 
                wa_taulell-f_personal = v_tipus. 
 
                wa_taulell_real-f_personal = '@D7@'. 
              ENDIF. 
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            WHEN 3. 
              IF it_taulell-e_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT 
INITIAL OR it_taulell-g_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@G3@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@G3@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-e_personal IS NOT INITIAL OR it_taulell-f_personal IS NOT 
INITIAL OR it_taulell-g_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-e_personal = v_tipus. 
                wa_taulell_real-e_personal = '@AF@'. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'F_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-f_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-f_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@D7@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-f_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT 
INITIAL OR it_taulell-h_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@G3@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@G3@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-f_personal IS NOT INITIAL OR it_taulell-g_personal IS NOT 
INITIAL OR it_taulell-h_personal IS NOT INITIAL OR it_taulell-i_personal IS NOT INITIAL. 
                wa_taulell-f_personal = v_tipus. 
                wa_taulell_real-f_personal = '@AF@'. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@AF@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@AF@'. 
 
              ENDIF. 
          ENDCASE. 
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        WHEN 'G_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-g_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-g_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@D7@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-g_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT 
INITIAL OR it_taulell-i_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@G3@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@G3@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@G3@'. 
              ENDIF. 
            WHEN 4. 
              IF it_taulell-g_personal IS NOT INITIAL OR it_taulell-h_personal IS NOT 
INITIAL OR it_taulell-i_personal IS NOT INITIAL OR it_taulell-j_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-g_personal = v_tipus. 
                wa_taulell_real-g_personal = '@AF@'. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@AF@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@AF@'. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@AF@'. 
              ENDIF. 
          ENDCASE. 
        WHEN 'H_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-h_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-h_personal IS NOT INITIAL OR it_taulell-i_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@D7@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@D7@'. 
              ENDIF. 
            WHEN 3. 
              IF it_taulell-h_personal IS NOT INITIAL OR it_taulell-i_personal IS NOT 
INITIAL OR it_taulell-j_personal IS NOT INITIAL. 
 
                v_sortir = 1. 
                EXIT. 
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              ELSE. 
                wa_taulell-h_personal = v_tipus. 
                wa_taulell_real-h_personal = '@G3@'. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@G3@'. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@G3@'. 
              ENDIF. 
            WHEN OTHERS. 
              v_sortir = 1. 
              EXIT. 
          ENDCASE. 
        WHEN 'I_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-i_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@39@'. 
              ENDIF. 
            WHEN 2. 
              IF it_taulell-i_personal IS NOT INITIAL OR it_taulell-j_personal IS NOT 
INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                wa_taulell-i_personal = v_tipus. 
                wa_taulell_real-i_personal = '@D7@'. 
                wa_taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@D7@'. 
              ENDIF. 
            WHEN OTHERS. 
              v_sortir = 1. 
              EXIT. 
          ENDCASE. 
        WHEN 'J_PERSONAL'. 
          CASE v_tipus. 
            WHEN 1. 
              IF it_taulell-j_personal IS NOT INITIAL. 
                v_sortir = 1. 
                EXIT. 
              ELSE. 
                Wa-taulell-j_personal = v_tipus. 
                wa_taulell_real-j_personal = '@39@'. 
              ENDIF. 
            WHEN OTHERS. 
              v_sortir = 1. 
              EXIT. 
          ENDCASE. 
        WHEN OTHERS. 
          v_sortir = 2. 
          EXIT. 
      ENDCASE. 
      MODIFY it_taulell INDEX sy-tabix FROM wa_taulell. 
      MODIFY it_taulell_real INDEX sy-tabix FROM wa_taulell_real. 
      DELETE it_vaixells INDEX 1. 
    ENDLOOP. 
    CASE v_sortir. 
      WHEN 1. 
        IF v_flag_aleatori NE 1. 
          CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
            EXPORTING 
              textline1 = text-024. 
        ENDIF. 
      WHEN 2. 
        CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
          EXPORTING 
            textline1 = text-031. 
        EXIT. 
    ENDCASE. 
    IF v_flag_aleatori NE 1. 
 
      PERFORM layout_alv USING gs_layout. 
      PERFORM mostrar_alv. 
    ENDIF. 
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  ENDIF. 




*  FORM: COLOCAR_VAIXELL_SUD                                           * 




  IF v_flag_jugar EQ 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-010. 
    EXIT. 
  ENDIF. 
  DESCRIBE TABLE it_vaixells LINES v_vaixells_maxims. 
  IF v_vaixells_maxims EQ 0. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-025. 
    EXIT. 
  ELSE. 
    CLEAR: v_sortir, v_inici, v_final. 
    READ TABLE it_taulell_real INDEX it_posicio-tabindex INTO wa_taulell_real. 
    READ TABLE it_taulell INDEX it_posicio-tabindex INTO wa_taulell. 
    PERFORM calcula_aleatori. 
    LOOP AT it_vaixells FROM 1 TO 1. 
      v_tipus = it_vaixells-longitud. 
      v_inici = it_posicio-tabindex. 
      v_final = it_posicio-tabindex + it_vaixells-longitud. 
      v_final = v_final - 1. 
      IF v_final GT 9. 
        v_sortir = 1. 
      ENDIF. 
    ENDLOOP. 
    LOOP AT it_taulell FROM v_inici TO v_final. 
      CASE it_posicio-fieldname. 
        WHEN 'A_PERSONAL'. 
          IF it_taulell-a_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'B_PERSONAL'. 
          IF it_taulell-b_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'C_PERSONAL'. 
          IF it_taulell-c_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'D_PERSONAL'. 
          IF it_taulell-d_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'E_PERSONAL'. 
          IF it_taulell-e_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'F_PERSONAL'. 
          IF it_taulell-f_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'G_PERSONAL'. 
          IF it_taulell-g_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'H_PERSONAL'. 
 
          IF it_taulell-h_personal IS NOT INITIAL. 
            v_sortir = 1. 
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            EXIT. 
          ENDIF. 
        WHEN 'I_PERSONAL'. 
          IF it_taulell-i_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'J_PERSONAL'. 
          IF it_taulell-j_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN OTHERS. 
          v_sortir = 2. 
          EXIT. 
      ENDCASE. 
    ENDLOOP. 
    IF v_sortir = 1. 
      IF v_flag_aleatori NE 1. 
        CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
          EXPORTING 
            textline1 = text-024. 
        EXIT. 
      ENDIF. 
    ELSE. 
      IF v_sortir = 2. 
        CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
          EXPORTING 
            textline1 = text-031. 
      ELSE. 
        LOOP AT it_taulell FROM v_inici TO v_final. 
          READ TABLE it_taulell_real INDEX sy-tabix INTO wa_taulell_real. 
          READ TABLE it_taulell INDEX sy-tabix INTO wa_taulell. 
          CASE it_posicio-fieldname. 
            WHEN 'A_PERSONAL'. 
              wa_taulell-a_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-a_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-a_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-a_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-a_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'B_PERSONAL'. 
              wa_taulell-b_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-b_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-b_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-b_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-b_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'C_PERSONAL'. 
              wa_taulell-c_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-c_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-c_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-c_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-c_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'D_PERSONAL'. 
              wa_taulell-d_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
 
                  wa_taulell_real-d_personal = '@39@'. 
                WHEN 2. 
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                  wa_taulell_real-d_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-d_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-d_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'E_PERSONAL'. 
              wa_taulell-e_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-e_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-e_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-e_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-e_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'F_PERSONAL'. 
              wa_taulell-f_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-f_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-f_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-f_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-f_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'G_PERSONAL'. 
              wa_taulell-g_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-g_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-g_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-g_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-g_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'H_PERSONAL'. 
              wa_taulell-h_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-h_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-h_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-h_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-h_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'I_PERSONAL'. 
              wa_taulell-i_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-i_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-i_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-i_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-i_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'J_PERSONAL'. 
              wa_taulell-j_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-j_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-j_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-j_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-j_personal = '@AF@'. 
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              ENDCASE. 
          ENDCASE. 
          MODIFY it_taulell INDEX sy-tabix FROM wa_taulell. 
          MODIFY it_taulell_real INDEX sy-tabix FROM wa_taulell_real. 
        ENDLOOP. 
        DELETE it_vaixells INDEX 1. 
      ENDIF. 
    ENDIF. 
    IF v_flag_aleatori NE 1. 
      PERFORM layout_alv USING gs_layout. 
      PERFORM mostrar_alv. 
    ENDIF. 
  ENDIF. 





*  FORM: COLOCAR_VAIXELL_NORD                                          * 




  IF v_flag_jugar EQ 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-010. 
    EXIT. 
  ENDIF. 
  DESCRIBE TABLE it_vaixells LINES v_vaixells_maxims. 
  IF v_vaixells_maxims EQ 0. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-025. 
    EXIT. 
  ELSE. 
    CLEAR: v_sortir, v_inici, v_final. 
    READ TABLE it_taulell_real INDEX it_posicio-tabindex INTO wa_taulell_real. 
    READ TABLE it_taulell INDEX it_posicio-tabindex INTO wa_taulell. 
    IF v_flag_aleatori EQ 1. 
      PERFORM calcula_aleatori. 
    ENDIF. 
    LOOP AT it_vaixells FROM 1 TO 1. 
      v_tipus = it_vaixells-longitud. 
      v_inici = it_posicio-tabindex - it_vaixells-longitud. 
      v_inici = v_inici + 1. 
      v_final = it_posicio-tabindex. 
      IF v_inici LT 1. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    ENDLOOP. 
    LOOP AT it_taulell FROM v_inici TO v_final. 
      CASE it_posicio-fieldname. 
        WHEN 'A_PERSONAL'. 
          IF it_taulell-a_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'B_PERSONAL'. 
          IF it_taulell-b_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'C_PERSONAL'. 
          IF it_taulell-c_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'D_PERSONAL'. 
          IF it_taulell-d_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
 
        WHEN 'E_PERSONAL'. 
          IF it_taulell-e_personal IS NOT INITIAL. 
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            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'F_PERSONAL'. 
          IF it_taulell-f_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'G_PERSONAL'. 
          IF it_taulell-g_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'H_PERSONAL'. 
          IF it_taulell-h_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'I_PERSONAL'. 
          IF it_taulell-i_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN 'J_PERSONAL'. 
          IF it_taulell-j_personal IS NOT INITIAL. 
            v_sortir = 1. 
            EXIT. 
          ENDIF. 
        WHEN OTHERS. 
          v_sortir = 2. 
          EXIT. 
      ENDCASE. 
    ENDLOOP. 
    IF v_sortir = 1. 
      IF v_flag_aleatori NE 1. 
        CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
          EXPORTING 
            textline1 = text-024. 
        EXIT. 
      ENDIF. 
    ELSE. 
      IF v_sortir = 2. 
        CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
          EXPORTING 
            textline1 = text-031. 
      ELSE. 
        LOOP AT it_taulell FROM v_inici TO v_final. 
          READ TABLE it_taulell_real INDEX sy-tabix INTO wa_taulell_real. 
          READ TABLE it_taulell INDEX sy-tabix INTO wa_taulell. 
          CASE it_posicio-fieldname. 
            WHEN 'A_PERSONAL'. 
              wa_taulell-a_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-a_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-a_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-a_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-a_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'B_PERSONAL'. 
              wa_taulell-b_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-b_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-b_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-b_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-b_personal = '@AF@'. 
              ENDCASE. 
 
            WHEN 'C_PERSONAL'. 
              wa_taulell-c_personal = v_tipus. 
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              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-c_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-c_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-c_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-c_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'D_PERSONAL'. 
              wa_taulell-d_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-d_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-d_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-d_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-d_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'E_PERSONAL'. 
              wa_taulell-e_personal = '@C9@'. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-e_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-e_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-e_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-e_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'F_PERSONAL'. 
              wa_taulell-f_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-f_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-f_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-f_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-f_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'G_PERSONAL'. 
              wa_taulell-g_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-g_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-g_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-g_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-g_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'H_PERSONAL'. 
              wa_taulell-h_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-h_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-h_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-h_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-h_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'I_PERSONAL'. 
              wa_taulell-i_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
 
                  wa_taulell_real-i_personal = '@39@'. 
                WHEN 2. 
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                  wa_taulell_real-i_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-i_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-i_personal = '@AF@'. 
              ENDCASE. 
            WHEN 'J_PERSONAL'. 
              wa_taulell-j_personal = v_tipus. 
              CASE v_tipus. 
                WHEN 1. 
                  wa_taulell_real-j_personal = '@39@'. 
                WHEN 2. 
                  wa_taulell_real-j_personal = '@D7@'. 
                WHEN 3. 
                  wa_taulell_real-j_personal = '@G3@'. 
                WHEN 4. 
                  wa_taulell_real-j_personal = '@AF@'. 
              ENDCASE. 
          ENDCASE. 
          MODIFY it_taulell INDEX sy-tabix FROM wa_taulell. 
          MODIFY it_taulell_real INDEX sy-tabix FROM wa_taulell_real. 
        ENDLOOP. 
        DELETE it_vaixells INDEX 1. 
      ENDIF. 
    ENDIF. 
    IF v_flag_aleatori NE 1. 
      PERFORM layout_alv USING gs_layout. 
      PERFORM mostrar_alv. 
    ENDIF. 
  ENDIF. 





*  FORM: INICIAR_PARTIDA                                               * 
*                                                                      * 
************************************************************************ 
FORM iniciar_partida. 
  DESCRIBE TABLE it_vaixells LINES v_vaixells_maxims. 
  IF v_vaixells_maxims NE 0. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-022. 
  ELSE. 
    v_flag_jugar = 'X'. 
  ENDIF. 





*  FORM: ESBORRAR_VAIXELLS                                             * 
*                                                                      * 
************************************************************************ 
FORM esborrar_vaixells. 
  IF v_flag_jugar EQ 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-010. 
  ELSE. 
    CLEAR: it_taulell, it_taulell_real, it_vaixells. 
    REFRESH: it_taulell, it_taulell_real, it_vaixells. 
    PERFORM inicialitzar_vaixells. 
    PERFORM inicialitzar_taulells. 
    PERFORM layout_alv USING gs_layout. 
    PERFORM mostrar_alv. 
  ENDIF. 







*  FORM: INICIALITZAR_VAIXELLS                                         * 
*                                                                      * 
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************************************************************************ 
FORM inicialitzar_vaixells. 
  v_longitud = 1. 
  WHILE v_longitud <= 4. 
    IF v_longitud = 3. 
      it_vaixells-longitud = v_longitud. 
      APPEND it_vaixells. 
    ENDIF. 
    it_vaixells-longitud = v_longitud. 
    APPEND it_vaixells. 
    v_longitud = v_longitud + 1. 
  ENDWHILE. 
  SORT it_vaixells BY longitud DESCENDING. 






*  FORM: INICIALITZAR_TAULELLS                                         * 
*                                                                      * 
************************************************************************ 
FORM inicialitzar_taulells. 
  v_files_taula = 0. 
  WHILE v_files_taula <= 8. 
    it_taulell-separador = text-008. 
    it_taulell_real-separador = text-008. 
    APPEND it_taulell. 
    APPEND it_taulell_real. 
    v_files_taula = v_files_taula + 1. 
  ENDWHILE. 





*  FORM: ABANDONAR_PARTIDA                                             * 
*                                                                      * 
************************************************************************ 
FORM abandonar_partida. 
  v_flag = 3. 
  PERFORM generar_fitxer. 
  LEAVE PROGRAM. 





*  FORM: NETEJAR_DIRECTORI                                             * 
*                                                                      * 
************************************************************************ 
FORM netejar_directori. 
  v_carpeta = p_carpet. 
  CALL METHOD cl_gui_frontend_services=>directory_list_files 
    EXPORTING 
      directory                   = v_carpeta 
      files_only                  = 'X' 
    CHANGING 
      file_table                  = it_directori 
      count                       = v_count 
    EXCEPTIONS 
      cntl_error                  = 1 
      directory_list_files_failed = 2 
      wrong_parameter             = 3 
      error_no_gui                = 4 
      OTHERS                      = 5. 
 
  LOOP AT it_directori INTO it_directori_tmp. 
    it_directori_llista-arxiu = it_directori_tmp. 
    APPEND it_directori_llista. 




  DELETE it_directori_llista WHERE arxiu(5) NE 'RESP1' AND arxiu(5) NE 'RESP2' AND 
arxiu(5) NE 'JUGP1' AND arxiu(5) NE 'JUGP2' AND arxiu(5) NE 'ABAP1' AND arxiu(5) NE 
'ABAP2'. 
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  DESCRIBE TABLE it_directori_llista LINES v_linies. 
  IF v_linies GT 0. 
    LOOP AT it_directori_llista. 
      CONCATENATE v_carpeta it_directori_llista-arxiu INTO v_ruta. 
      CALL METHOD cl_gui_frontend_services=>file_delete 
        EXPORTING 
          filename             = v_ruta 
        CHANGING 
          rc                   = v_rc 
        EXCEPTIONS 
          file_delete_failed   = 1 
          cntl_error           = 2 
          error_no_gui         = 3 
          file_not_found       = 4 
          access_denied        = 5 
          unknown_error        = 6 
          not_supported_by_gui = 7 
          wrong_parameter      = 8 
          OTHERS               = 9. 
      CLEAR v_ruta. 
    ENDLOOP. 
    CLEAR: v_ruta, v_linies. 
  ENDIF. 




*  FORM: NOTIFICAR_JUGADA                                              * 
*                                                                      * 
************************************************************************ 
FORM notificar_jugada. 
  DESCRIBE TABLE it_vaixells LINES v_vaixells_maxims. 
  IF v_vaixells_maxims NE 0. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-009. 
  ELSEIF v_flag_jugar NE 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-032. 
  ELSE. 
    CLEAR: it_jugada_propia, it_jugada_atacant, v_existeix, v_temporitzador, v_tocat, 
it_directori, it_directori_llista, it_respostap2, it_jugadap2, it_resposta, v_sortir. 
    REFRESH: it_jugada_propia, it_jugada_atacant, it_directori, it_directori_llista, 
it_respostap2, it_jugadap2, it_resposta. 
    CALL METHOD cl_gui_frontend_services=>directory_list_files 
      EXPORTING 
        directory                   = v_carpeta 
        files_only                  = 'X' 
      CHANGING 
        file_table                  = it_directori 
        count                       = v_count 
      EXCEPTIONS 
        cntl_error                  = 1 
        directory_list_files_failed = 2 
        wrong_parameter             = 3 
        error_no_gui                = 4 
        OTHERS                      = 5. 
    LOOP AT it_directori INTO it_directori_tmp. 
      it_directori_llista-arxiu = it_directori_tmp. 
      APPEND it_directori_llista. 
    ENDLOOP. 
    DELETE it_directori_llista WHERE arxiu(3) NE 'RES' AND arxiu(3) NE 'JUG'. 
    DESCRIBE TABLE it_directori_llista LINES v_linies. 
    IF v_linies EQ 0. 
 
***COMPROBEM QUE NO HEM ATACAT EN LA POSICIO SELECCIONADA*** 
      PERFORM comprobar_posicio_atacada. 
      IF v_sortir = 1. 
        EXIT. 





*** SI NO HI HA FITXERS EFECTUEM UN ATAC A L'ADVERSARI JA QUE EL DIRECTORI ES TROBA 
LLIURE *** 
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      IF sy-subrc EQ 0. 
        it_jugada_propia-columna = it_posicio-fieldname. 
        it_jugada_propia-fila = it_posicio-tabindex. 
        APPEND it_jugada_propia. 
        v_flag = 1. 
        PERFORM generar_fitxer. 
        CALL FUNCTION 'TH_POPUP' 
          EXPORTING 
            client         = sy-mandt 
            user           = p_nom 
            MESSAGE        = 'Ja Pots Tirar Player 2 !' 
            message_len    = 50 
          EXCEPTIONS 
            user_not_found = 1 
            OTHERS         = 2. 
        WHILE v_temporitzador <= 60.  "5 MINUTS D'ESPERA 
          CLEAR v_ruta. 
          CONCATENATE v_carpeta text-017 INTO v_ruta. 
          CALL FUNCTION 'GUI_UPLOAD' 
            EXPORTING 
              filename                = v_ruta 
            TABLES 
              data_tab                = it_respostap2 
            EXCEPTIONS 
              file_open_error         = 1 
              file_read_error         = 2 
              no_batch                = 3 
              gui_refuse_filetransfer = 4 
              invalid_type            = 5 
              no_authority            = 6 
              unknown_error           = 7 
              bad_data_format         = 8 
              header_not_allowed      = 9 
              separator_not_allowed   = 10 
              header_too_long         = 11 
              unknown_dp_error        = 12 
              access_denied           = 13 
              dp_out_of_memory        = 14 
              disk_full               = 15 
              dp_timeout              = 16 
              OTHERS                  = 17. 
          IF sy-subrc NE 0. 
            CLEAR v_ruta. 
            CONCATENATE v_carpeta text-020 INTO v_ruta. 
            CALL METHOD cl_gui_frontend_services=>file_exist 
              EXPORTING 
                file                 = v_ruta 
              RECEIVING 
                result               = v_existeix 
              EXCEPTIONS 
                cntl_error           = 1 
                error_no_gui         = 2 
                wrong_parameter      = 3 
                not_supported_by_gui = 4. 
            IF v_existeix IS NOT INITIAL. 
              CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
                EXPORTING 
                  textline1 = text-019. 
              LEAVE PROGRAM. 
            ENDIF. 
            WAIT UP TO 5 SECONDS. 
            v_temporitzador = v_temporitzador + 1. 
          ELSE. 
            v_temporitzador = 61. 
          ENDIF. 
        ENDWHILE. 
        LOOP AT it_respostap2. 
          it_jugada_atacant-columna = it_respostap2-linia(1). 
          it_jugada_atacant-fila = it_respostap2-linia+1(1). 
          it_jugada_atacant-accio = it_respostap2-linia+2(5). 
        ENDLOOP. 
        LOOP AT it_taulell. 
 
          IF sy-tabix EQ it_jugada_atacant-fila. 
            READ TABLE it_taulell INDEX sy-tabix INTO wa_taulell. 
            READ TABLE it_taulell_real INDEX sy-tabix INTO wa_taulell_real. 
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            CASE it_jugada_atacant-columna. 
              WHEN 'A'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-a1_atacant = 'X'. 
                  wa_taulell_real-a1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-a1_atacant = 'O'. 
                  wa_taulell_real-a1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'B'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-b1_atacant = 'X'. 
                  wa_taulell_real-b1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-b1_atacant = 'O'. 
                  wa_taulell_real-b1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'C'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-c1_atacant = 'X'. 
                  wa_taulell_real-c1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-c1_atacant = 'O'. 
                  wa_taulell_real-c1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'D'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-d1_atacant = 'X'. 
                  wa_taulell_real-d1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-d1_atacant = 'O'. 
                  wa_taulell_real-d1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'E'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-e1_atacant = 'X'. 
                  wa_taulell_real-e1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-e1_atacant = 'O'. 
                  wa_taulell_real-e1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'F'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-f1_atacant = 'X'. 
                  wa_taulell_real-f1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-f1_atacant = 'O'. 
                  wa_taulell_real-f1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'G'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-g1_atacant = 'X'. 
                  wa_taulell_real-g1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-g1_atacant = 'O'. 
                  wa_taulell_real-g1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'H'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-h1_atacant = 'X'. 
                  wa_taulell_real-h1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-h1_atacant = 'O'. 
                  wa_taulell_real-h1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'I'. 
 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-i1_atacant = 'X'. 
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                  wa_taulell_real-i1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-i1_atacant = 'O'. 
                  wa_taulell_real-i1_atacant = '@02@'. 
                ENDIF. 
              WHEN 'J'. 
                IF it_jugada_atacant-accio = 'TOCAT'. 
                  wa_taulell-j1_atacant = 'X'. 
                  wa_taulell_real-j1_atacant = '@01@'. 
                  v_tocats = v_tocats + 1. 
                ELSE. 
                  wa_taulell-j1_atacant = 'O'. 
                  wa_taulell_real-j1_atacant = '@02@'. 
                ENDIF. 
            ENDCASE. 
            MODIFY it_taulell INDEX it_jugada_atacant-fila FROM wa_taulell. 
            MODIFY it_taulell_real INDEX it_jugada_atacant-fila FROM wa_taulell_real. 
          ENDIF. 
        ENDLOOP. 
        CLEAR v_ruta. 
        CONCATENATE v_carpeta text-017 INTO v_ruta. 
        CALL METHOD cl_gui_frontend_services=>file_delete 
          EXPORTING 
            filename             = v_ruta 
          CHANGING 
            rc                   = v_rc 
          EXCEPTIONS 
            file_delete_failed   = 1 
            cntl_error           = 2 
            error_no_gui         = 3 
            file_not_found       = 4 
            access_denied        = 5 
            unknown_error        = 6 
            not_supported_by_gui = 7 
            wrong_parameter      = 8 
            OTHERS               = 9. 
        PERFORM mostrar_alv. 
      ENDIF. 
    ELSE. 
 
 
**** LLEGIM LA JUGADA QUE REALITZA L'ADVERSARI I RESPONEM AMB 'TOCAT' O 'AIGUA' *** 
      CLEAR v_ruta. 
      CONCATENATE v_carpeta text-018 INTO v_ruta. 
      CALL FUNCTION 'GUI_UPLOAD' 
        EXPORTING 
          filename                = v_ruta 
        TABLES 
          data_tab                = it_jugadap2 
        EXCEPTIONS 
          file_open_error         = 1 
          file_read_error         = 2 
          no_batch                = 3 
          gui_refuse_filetransfer = 4 
          invalid_type            = 5 
          no_authority            = 6 
          unknown_error           = 7 
          bad_data_format         = 8 
          header_not_allowed      = 9 
          separator_not_allowed   = 10 
          header_too_long         = 11 
          unknown_dp_error        = 12 
          access_denied           = 13 
          dp_out_of_memory        = 14 
          disk_full               = 15 
          dp_timeout              = 16 
          OTHERS                  = 17. 
 
      LOOP AT it_jugadap2. 
        it_jugada_atacant-columna = it_jugadap2-linia(1). 
        it_jugada_atacant-fila = it_jugadap2-linia+1(1). 




      LOOP AT it_taulell FROM it_jugada_atacant-fila TO it_jugada_atacant-fila. 
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        CASE it_jugada_atacant-columna. 
          WHEN 'A'. 
            IF it_taulell-a_personal IS NOT INITIAL. 
              CASE it_taulell-a_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'B'. 
            IF it_taulell-b_personal IS NOT INITIAL. 
              CASE it_taulell-b_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'C'. 
            IF it_taulell-c_personal IS NOT INITIAL. 
              CASE it_taulell-c_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'D'. 
            IF it_taulell-d_personal IS NOT INITIAL. 
              CASE it_taulell-d_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'E'. 
            IF it_taulell-e_personal IS NOT INITIAL. 
              CASE it_taulell-e_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
 
              EXIT. 
            ENDIF. 
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          WHEN 'F'. 
            IF it_taulell-f_personal IS NOT INITIAL. 
              CASE it_taulell-f_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'G'. 
            IF it_taulell-g_personal IS NOT INITIAL. 
              CASE it_taulell-g_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'H'. 
            IF it_taulell-h_personal IS NOT INITIAL. 
              CASE it_taulell-h_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'I'. 
            IF it_taulell-i_personal IS NOT INITIAL. 
              CASE it_taulell-i_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
            ENDIF. 
          WHEN 'J'. 
            IF it_taulell-j_personal IS NOT INITIAL. 
              CASE it_taulell-j_personal. 
                WHEN 1. 
                  v_tocat1 = v_tocat1 - 1. 
                WHEN 2. 
                  v_tocat2 = v_tocat2 - 1. 
                WHEN 3. 
                  v_tocat3 = v_tocat3 - 1. 
                WHEN 4. 
                  v_tocat4 = v_tocat4 - 1. 
              ENDCASE. 
              v_tocat = 'X'. 
              EXIT. 
 
            ENDIF. 
        ENDCASE. 
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      ENDLOOP. 
 
 
      IF v_tocat EQ 'X'. 
        CONCATENATE it_jugada_atacant-columna it_jugada_atacant-fila 'TOCAT' INTO 
it_resposta-linia. 
      ELSE. 
        CONCATENATE it_jugada_atacant-columna it_jugada_atacant-fila 'AIGUA' INTO 
it_resposta-linia. 
      ENDIF. 
      APPEND it_resposta. 
      CLEAR v_ruta. 
      CONCATENATE v_carpeta text-018 INTO v_ruta. 
      CALL METHOD cl_gui_frontend_services=>file_delete 
        EXPORTING 
          filename             = v_ruta 
        CHANGING 
          rc                   = v_rc 
        EXCEPTIONS 
          file_delete_failed   = 1 
          cntl_error           = 2 
          error_no_gui         = 3 
          file_not_found       = 4 
          access_denied        = 5 
          unknown_error        = 6 
          not_supported_by_gui = 7 
          wrong_parameter      = 8 
          OTHERS               = 9. 
      v_flag = 2. 
      PERFORM generar_fitxer. 
      PERFORM notificar_enfonsaments. 
 
 
*** EFECTUEM UN ATAC A L'ADVERSARI JA QUE EL DIRECTORI ES TROBA LLIURE *** 
 
      READ TABLE it_taulell INDEX it_posicio-tabindex INTO wa_taulell. 
      CASE it_posicio-fieldname. 
        WHEN 'A1_ATACANT'. 
          IF wa_taulell-a1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'B1_ATACANT'. 
          IF wa_taulell-b1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'C1_ATACANT'. 
          IF wa_taulell-c1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'D1_ATACANT'. 
          IF wa_taulell-d1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'E1_ATACANT'. 
          IF wa_taulell-e1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'F1_ATACANT'. 
          IF wa_taulell-f1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'G1_ATACANT'. 
          IF wa_taulell-g1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'H1_ATACANT'. 
          IF wa_taulell-h1_atacant IS NOT INITIAL. 
 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
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          ENDIF. 
        WHEN 'I1_ATACANT'. 
          IF wa_taulell-i1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN 'J1_ATACANT'. 
          IF wa_taulell-j1_atacant IS NOT INITIAL. 
            MESSAGE text-014 TYPE 'I'. 
            EXIT. 
          ENDIF. 
        WHEN OTHERS. 
          MESSAGE text-015 TYPE 'I'. 
          EXIT. 
      ENDCASE. 
      IF sy-subrc EQ 0. 
        it_jugada_propia-columna = it_posicio-fieldname. 
        it_jugada_propia-fila = it_posicio-tabindex. 
        APPEND it_jugada_propia. 
        v_flag = 1. 
        PERFORM generar_fitxer. 
        CALL FUNCTION 'TH_POPUP' 
          EXPORTING 
            client         = sy-mandt 
            user           = p_nom 
            MESSAGE        = 'Ja Pots Tirar Player 2 !' 
            message_len    = 50 
          EXCEPTIONS 
            user_not_found = 1 
            OTHERS         = 2. 
        WHILE v_temporitzador <= 60.  "5 MINUTS D'ESPERA 
          CLEAR v_ruta. 
          CONCATENATE v_carpeta text-017 INTO v_ruta. 
          CALL FUNCTION 'GUI_UPLOAD' 
            EXPORTING 
              filename                = v_ruta 
            TABLES 
              data_tab                = it_respostap2 
            EXCEPTIONS 
              file_open_error         = 1 
              file_read_error         = 2 
              no_batch                = 3 
              gui_refuse_filetransfer = 4 
              invalid_type            = 5 
              no_authority            = 6 
              unknown_error           = 7 
              bad_data_format         = 8 
              header_not_allowed      = 9 
              separator_not_allowed   = 10 
              header_too_long         = 11 
              unknown_dp_error        = 12 
              access_denied           = 13 
              dp_out_of_memory        = 14 
              disk_full               = 15 
              dp_timeout              = 16 
              OTHERS                  = 17. 
          IF sy-subrc NE 0. 
            CLEAR v_ruta. 
            CONCATENATE v_carpeta text-020 INTO v_ruta. 
            CALL METHOD cl_gui_frontend_services=>file_exist 
              EXPORTING 
                file                 = v_ruta 
              RECEIVING 
                result               = v_existeix 
              EXCEPTIONS 
                cntl_error           = 1 
                error_no_gui         = 2 
                wrong_parameter      = 3 
                not_supported_by_gui = 4. 
            IF v_existeix IS NOT INITIAL. 
              CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
                EXPORTING 
                  textline1 = text-019. 
              LEAVE PROGRAM. 
            ENDIF. 
            WAIT UP TO 5 SECONDS. 
            v_temporitzador = v_temporitzador + 1. 
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          ELSE. 
            v_temporitzador = 61. 
          ENDIF. 
        ENDWHILE. 
        LOOP AT it_respostap2. 
          it_jugada_atacant-columna = it_respostap2-linia(1). 
          it_jugada_atacant-fila = it_respostap2-linia+1(1). 
          it_jugada_atacant-accio = it_respostap2-linia+2(5). 
        ENDLOOP. 
        LOOP AT it_taulell FROM it_jugada_atacant-fila TO it_jugada_atacant-fila. 
          READ TABLE it_taulell_real INDEX sy-tabix INTO wa_taulell_real. 
          READ TABLE it_taulell INDEX sy-tabix INTO wa_taulell. 
          CASE it_jugada_atacant-columna. 
            WHEN 'A'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-a1_atacant = 'X'. 
                wa_taulell_real-a1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-a1_atacant = 'O'. 
                wa_taulell_real-a1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'B'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-b1_atacant = 'X'. 
                wa_taulell_real-b1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-b1_atacant = 'O'. 
                wa_taulell_real-b1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'C'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-c1_atacant = 'X'. 
                wa_taulell_real-c1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-c1_atacant = 'O'. 
                wa_taulell_real-c1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'D'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-d1_atacant = 'X'. 
                wa_taulell_real-d1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-d1_atacant = 'O'. 
                wa_taulell_real-d1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'E'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-e1_atacant = 'X'. 
                wa_taulell_real-e1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-e1_atacant = 'O'. 
                wa_taulell_real-e1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'F'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-f1_atacant = 'X'. 
                wa_taulell_real-f1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-f1_atacant = 'O'. 
                wa_taulell_real-f1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'G'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-g1_atacant = 'X'. 
                wa_taulell_real-g1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-g1_atacant = 'O'. 
 
                wa_taulell_real-g1_atacant = '@02@'. 
              ENDIF. 
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            WHEN 'H'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-h1_atacant = 'X'. 
                wa_taulell_real-h1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-h1_atacant = 'O'. 
                wa_taulell_real-h1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'I'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-i1_atacant = 'X'. 
                wa_taulell_real-i1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-i1_atacant = 'O'. 
                wa_taulell_real-i1_atacant = '@02@'. 
              ENDIF. 
            WHEN 'J'. 
              IF it_jugada_atacant-accio = 'TOCAT'. 
                wa_taulell-j1_atacant = 'X'. 
                wa_taulell_real-j1_atacant = '@01@'. 
                v_tocats = v_tocats + 1. 
              ELSE. 
                wa_taulell-j1_atacant = 'O'. 
                wa_taulell_real-j1_atacant = '@02@'. 
              ENDIF. 
          ENDCASE. 
          MODIFY it_taulell INDEX it_jugada_atacant-fila FROM wa_taulell. 
          MODIFY it_taulell_real INDEX it_jugada_atacant-fila FROM wa_taulell_real. 
          IF v_tocats EQ 13. 
            CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
              EXPORTING 
                textline1 = text-023. 
            v_flag = 3. 
            PERFORM generar_fitxer. 
            EXIT. 
          ENDIF. 
        ENDLOOP. 
        CLEAR v_ruta. 
        CONCATENATE v_carpeta text-017 INTO v_ruta. 
        CALL METHOD cl_gui_frontend_services=>file_delete 
          EXPORTING 
            filename             = v_ruta 
          CHANGING 
            rc                   = v_rc 
          EXCEPTIONS 
            file_delete_failed   = 1 
            cntl_error           = 2 
            error_no_gui         = 3 
            file_not_found       = 4 
            access_denied        = 5 
            unknown_error        = 6 
            not_supported_by_gui = 7 
            wrong_parameter      = 8 
            OTHERS               = 9. 
        PERFORM mostrar_alv. 
      ENDIF. 
    ENDIF. 
  ENDIF. 





*  FORM: NOTIFICAR_ENFONSAMENTS                                        * 
*                                                                      * 
************************************************************************ 
FORM notificar_enfonsaments. 
  IF v_tocat4 EQ 0 AND v_flag_tocat4 = 0. 
    CALL FUNCTION 'TH_POPUP' 
      EXPORTING 
        client         = sy-mandt 
 
        user           = p_nom 
        MESSAGE        = 'Has enfonsat el meu vaixell de 4 posicions !' 
        message_len    = 50 
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      EXCEPTIONS 
        user_not_found = 1 
        OTHERS         = 2. 
    v_flag_tocat4 = 1. 
  ELSEIF v_tocat3 EQ 0 AND v_flag_tocat3 = 0. 
    IF v_flag_repetir3 EQ 0. 
      CALL FUNCTION 'TH_POPUP' 
        EXPORTING 
          client         = sy-mandt 
          user           = p_nom 
          MESSAGE        = 'Has enfonsat els meus vaixells de 3 posicions !' 
          message_len    = 50 
        EXCEPTIONS 
          user_not_found = 1 
          OTHERS         = 2. 
      v_flag_repetir3 = 1. 
      v_tocat3 = 3. 
    ELSE. 
      CALL FUNCTION 'TH_POPUP' 
        EXPORTING 
          client         = sy-mandt 
          user           = p_nom 
          MESSAGE        = 'Has enfonsat els meus vaixells de 3 posicions !' 
          message_len    = 50 
        EXCEPTIONS 
          user_not_found = 1 
          OTHERS         = 2. 
      v_flag_tocat3 = 1. 
    ENDIF. 
  ELSEIF v_tocat2 EQ 0 AND v_flag_tocat2 = 0. 
    CALL FUNCTION 'TH_POPUP' 
      EXPORTING 
        client         = sy-mandt 
        user           = p_nom 
        MESSAGE        = 'Has enfonsat el meu vaixell de 2 posicions !' 
        message_len    = 50 
      EXCEPTIONS 
        user_not_found = 1 
        OTHERS         = 2. 
    v_flag_tocat2 = 1. 
  ELSEIF v_tocat1 EQ 0. 
    CALL FUNCTION 'TH_POPUP' 
      EXPORTING 
        client         = sy-mandt 
        user           = p_nom 
        MESSAGE        = 'Has enfonsat el meu vaixell de 1 posiciÛ !' 
        message_len    = 50 
      EXCEPTIONS 
        user_not_found = 1 
        OTHERS         = 2. 
    v_flag_tocat1 = 1. 
  ENDIF. 





*  FORM: COMPROBAR_POSICIO_ATACADA                                     * 
*                                                                      * 
************************************************************************ 
FORM comprobar_posicio_atacada. 
  READ TABLE it_taulell INDEX it_posicio-tabindex INTO wa_taulell. 
  READ TABLE it_taulell_real INDEX it_posicio-tabindex INTO wa_taulell_real. 
  CASE it_posicio-fieldname. 
    WHEN 'A1_ATACANT'. 
      IF wa_taulell-a1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'B1_ATACANT'. 
      IF wa_taulell-b1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'C1_ATACANT'. 
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      IF wa_taulell-c1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'D1_ATACANT'. 
      IF wa_taulell-d1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'E1_ATACANT'. 
      IF wa_taulell-e1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'F1_ATACANT'. 
      IF wa_taulell-f1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'G1_ATACANT'. 
      IF wa_taulell-g1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'H1_ATACANT'. 
      IF wa_taulell-h1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'I1_ATACANT'. 
      IF wa_taulell-i1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN 'J1_ATACANT'. 
      IF wa_taulell-j1_atacant IS NOT INITIAL. 
        MESSAGE text-014 TYPE 'I'. 
        v_sortir = 1. 
        EXIT. 
      ENDIF. 
    WHEN OTHERS. 
      MESSAGE text-015 TYPE 'I'. 
      v_sortir = 1. 
      EXIT. 
  ENDCASE. 





*  FORM: COLOCAR_ALEATORI                                              * 
*                                                                      * 
************************************************************************ 
FORM colocar_aleatori. 
  IF v_flag_jugar EQ 'X'. 
    CALL FUNCTION 'POPUP_TO_DISPLAY_TEXT' 
      EXPORTING 
        textline1 = text-010. 
    EXIT. 
  ENDIF. 
  DO. 
    v_flag_aleatori = 1. 
    CALL FUNCTION 'QF05_RANDOM_INTEGER' 
      EXPORTING 
        ran_int_max = 4 
        ran_int_min = 1 
      IMPORTING 
        ran_int     = v_num_alea. 
    CASE v_num_alea. 
      WHEN 1. 
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        PERFORM colocar_vaixell_nord. 
      WHEN 2. 
        PERFORM colocar_vaixell_sud. 
      WHEN 3. 
        PERFORM colocar_vaixell_est. 
      WHEN 4. 
        PERFORM colocar_vaixell_oest. 
    ENDCASE. 
    DESCRIBE TABLE it_vaixells LINES v_vaixells_totals. 
    IF v_vaixells_totals EQ 0. 
      PERFORM layout_alv USING gs_layout. 
      PERFORM mostrar_alv. 
      EXIT. 
    ENDIF. 
  ENDDO. 




*  FORM: CALCULA_ALEATORI                                              * 
*                                                                      * 
************************************************************************ 
FORM calcula_aleatori. 
  IF v_flag_aleatori EQ 1. 
    CALL FUNCTION 'QF05_RANDOM_INTEGER' 
      EXPORTING 
        ran_int_max = 9 
        ran_int_min = 1 
      IMPORTING 
        ran_int     = v_lin_alea. 
    CALL FUNCTION 'QF05_RANDOM_INTEGER' 
      EXPORTING 
        ran_int_max = 9 
        ran_int_min = 1 
      IMPORTING 
        ran_int     = v_col_alea. 
    it_posicio-tabindex = v_lin_alea. 
    CASE v_col_alea. 
      WHEN 1. 
        it_posicio-fieldname = 'A_PERSONAL'. 
      WHEN 2. 
        it_posicio-fieldname = 'B_PERSONAL'. 
      WHEN 3. 
        it_posicio-fieldname = 'C_PERSONAL'. 
      WHEN 4. 
        it_posicio-fieldname = 'D_PERSONAL'. 
      WHEN 5. 
        it_posicio-fieldname = 'E_PERSONAL'. 
      WHEN 6. 
        it_posicio-fieldname = 'F_PERSONAL'. 
      WHEN 7. 
        it_posicio-fieldname = 'G_PERSONAL'. 
      WHEN 8. 
        it_posicio-fieldname = 'H_PERSONAL'. 
      WHEN 9. 
        it_posicio-fieldname = 'I_PERSONAL'. 
    ENDCASE. 
  ENDIF. 
ENDFORM.                    "CALCULA_ALEATORI 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
