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Abstrakt
Tato práce si kladla za cíl, vytvořit takový editor jazyka LATEX, který by obstál po boku
již existujících řešení. Nabídnout uživateli základ běžný pro editory tohoto typu a navíc
přidat funkce, jež z něj udělají unikátní projekt. Vývoj se ubíral směrem přehledného pro-
středí a naprosto triviálního ovládání. Většina funkcí je dostupných přes jedno kliknutí.
Předdefinované šablony se zobrazují ihned i s náhledy a je možné je stahovat se všemi zdro-
jovými kódy. U nejnutnějších akcí se provádí překreslení celého obsahu stránky. V ostatních
případech jsme využili update panelů pro parciální překreslování obsahu nebo klientský
javascript. Díky dostupné archivaci .zip souborů můžeme navíc zpracovávat více souborů
najednou. Program je navržen tak, aby bylo možné v jeho vývoji i nadále pokračovat
a rozšířit jeho možnosti.
Abstract
This diploma thesis has its purpose in creating such an editor of LATEXlanguage, which
would succeed in the competition of existing solutions. To offer users a basis typical for
this type of editors and add functions that will make him a unique project. The progress
went in a direction of transparent environment and completely trivial operating. Most of the
functions are available through 1 click only. Predefined templates are displayed immediately
including previews and it is possible to download them with all source codes. Some kinds
of actions redraw the whole content of the page. In other cases, we used update panels for
partially redraw the content or client javascript. Due to available archivation of .zip files
we can even process more files at the same time. Program is designed in a way to be able
to further continue developing it and even broaden his features.
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Kapitola 1
Úvod
Systém počítačové sazby LaTex je typografickým nástrojem kompatibilním na mnoha plat-
formách. LaTex je nadstavbou původního Texu, který je značkovacím jazykem. Umožňuje
profesionální sazbu dokumentů v mnoha jazycích a jejich specifických úpravách (čtení zleva
doprava apod.). Tento systém je tedy konkurencí například pro MS Word, který je oblíbený
u běžných uživatelů. Rozšířená je také jeho podpora pro psaní matematických rovnic.
Kvalitních editorů systému Latex existuje spousta. Porovnáním různých existujících
řešení bylo možné najít i editory s širokou nabídkou funkcí, avšak u online řešení existuje
řada nedostatků a nabídka kvalitních aplikací není ani zdaleka tak široká. Spolehlivý editor
obvykle vyžaduje buď instalaci dodatečných nástrojů, aby mohl uživatel získávat aktuální
obraz o svém upravovaném textu nebo je při plné výbavě nutná registrace a platba vlastního
účtu.
Prvotním cílem bylo vytvořit nástroj, který by uživateli usnadnil práci a poskytoval
mu možnost editovat své dokumenty v jakékoliv chvíli. Aplikaci, jež by měla být nezávislá
na typu prohlížeče či operačním systému. Měla by nabízet jednoduché uživatelské rozhraní,
které je základem každého programu tohoto typu a alespoň nezbytnou sadu funkcí pro psaní
nejběžnějších dokumentů. Efektivně napsaný program je v praxi téměř nepoužitelný, jestliže
neobsahuje kvalitní a přehledné uživatelské rozhraní. Pro snadnou a příjemnou manipulaci
bude možné online sledovat svůj dokument, uložit si ho v “.pdf” formátu nebo s ním
jinak manipulovat. Samozřejmostí je také zobrazení chyb, které se v našich dokumentech
vyskytnou.
Při dodržení této myšlenky se lze zaměřit na návrh, jenž bude počítat s dalšími modifi-
kacemi do budoucna. Aby byla práce opravdu využitelná v plném rozsahu, je nutné vytvořit
takový základ, který bude možné použít pro další vývojové iterace.
Správa šablon, nabídka příkazů Texu, ovládání vlastního účtu a přehledné prostředí,
budou stavebním pilířem pro vytvářený projekt. U opravdu velkých projektů sáhne uživatel
vždy k takovým zdrojům, které nebudou zcela závislé na internetovém připojení. Proto se
budu soustředit na kompromis mezi takto rozsáhlými pracemi a malými dokumenty, které
lze snadno vytvořit běžnými typografickými nástroji.
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Kapitola 2
LaTex
V této kapitole se lehce zmíníme o historii systému LaTex a rozebereme některá existující
řešení jeho online editorů. Pro vytvoření nové aplikace je tento krok nezbytný, abychom
byli schopni vyzdvihnout klady a zápory dnešních technologií a postupů, a podle toho se
sami rozhodli, kterou cestou se vydáme.
2.1 Historie
LaTex je značkovacím jazykem, který je založen na jádru programu Tex. Ten poskytuje
v základu primitivní sázecí operace. Z nich jsou skládány složitější bloky příkazů neboli
takzvaná makra. Autoři vytvořili nejjednodušší formát pro tvorbu dokumentu - PlainTex.
Z něj vychází všechny ostatní formáty a při překladu se pro něj používá jiných kompilátorů.
Holá kostra umožňuje plnou kontrolu nad vlastnostmi a sazbou textu, ale je nutná hlubší
znalost celého programovacího jazyka.
O něco později byl tedy vytvořen samotný LaTex. Formát poskytující velké množství
maker pro běžně užívané a komplexní dokumenty. Předem definované formáty mají různá
kritéria a omezení, které musí sazeč dodržovat. Na druhou stranu jsou mu poskytnuty
přednastavené formátovací značky usnadňující celou sazbu. Například pro typ dokumentu
“book” (kniha) - (\documentstyle{book}) - bylo možné použít příkazy pro členění doku-
mentu na kapitoly a další podúrovně kapitol - (\chapter), (\section), (\subsection), atd.
Rozšíření se načítala pomocí doplňkových stylových souborů. Tyto doplňkové styly nebyly
podporovány hlavním stylem uloženým v našem případě v book.sty.
Do roku 1992 byl Latex průběžně aktualizován a od té doby se zastavil na verzi 2.09
a nezměnil se. Později byla vydána verze LaTex 2. Ta přinesla značnou změnu právě
v přístupu k doplňkovým sadám. Místo doplňkových voleb se začali používat balíčky. Ty
mají obdobnou funkci, ale navíc mohou mít svoje vlastní interní volby a volby z hlavní
třídy (\documentclass) mají globální charakter a ovlivňují všechny definované balíčky
packages.[20]
Dále byly přidány nástroje pro plovoucí objekty, grafické nástroje, správu písma a něk-
teré příkazy došli k úpravám a rozšíření jejich syntaxe. Obě verze by měli být kompatibilní
a i přes vytváření nových sad značek pro sazbu jsou respektovány i jejich starší formáty.
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2.2 Online editory LaTex
Ať již se jedná o LaTex nebo Tex, tak jde o nástroj umožňující vytváření dokumentu se
vzhledem takovým, jaký si opravdu přejeme a jaký si sami nadefinujeme. V textu se tedy
nebudou vyskytovat žádné znaky, o kterých bychom nevěděli. Vhodnost Latexu spočívá
také v jeho použití pro větší projekty a dokumenty. Jejich správa je jednotná. Uživatel má
lepší přehled o křížových referencích v celém souboru. Má standardizovanou podporu pro
psaní bibliografických citací a mnoho dalších výhod. Při sebemenší úpravě v editorech jako
je MS Word může dojít k velkým změnám v celém dokumentu. U LaTexu tento časově
náročný problém odpadá.
Nevýhodou je však zřejmý fakt, že LaTex není tak rozšířený a dostupný na všech sta-
nicích, jak je tomu u Wordu nebo jeho příbuzných editorech. Samotná instalace LaTexu
(MikTex pro podporu v systému Windows) a konfigurace není pro běžného uživatele trivi-
ální záležitostí.
Pak se zdá být nasnadě spojit výhody tkvící v programu LaTex s řešením zmíněných
nedostatků. Právě díky online editoru může odpadnout zmiňovaná instalace samotného
LaTexu a všech doplňujících součástí. Lidé pracující běžně v prostředí Texu budou mít
pravděpodobně svoji lokální instalaci. Přesto se však mohou dostat do situace, kdy potřebují
mít přístup ke svým dokumentům a upravit je, aniž by seděli u svého počítače. Online editor
se správou účtů pro uživatele může být tím pravým a jednoduchým řešením.
Pro hlubší pochopení problematiky online editorů je vhodné vytvořit si určitý přehled
o aktuálních technologiích a již existujících aplikacích. Prostudování jejich společných vlast-
ností a odlišností může napomoci k případnému rozšíření vlastní aplikace. Nyní uvedu ně-
kolik běžně dostupných editorů s popisem výhod a nevýhod. Dále se zaměřím na tato fakta
se zohledněním na zakomponování do vlastního řešení.
LaTeXlab
Jedná se o projekt zastřešený firmou Google a je jednou z nástaveb Google Doc. Po
přihlášení se do google účtu je možné využívat výkonný a velice intuitivní editor LaTexu.
Ze všech prozkoumaných aplikací je pro mne osobně nejpřitažlivější. Uživateli poskytuje
seznam symbolů, značek a nástrojů pro formátování bez nutnosti znát jejich konkrétní
zdrojovou podobu značky.[2] Společné rysy s většinou ostatních aplikací tohoto typu jsou:
• Export do .pdf souboru
• Export do .dvi souboru nezávislého na konkrétním zařízení
• Export postscriptového souboru .ps
• Výpis .log souboru vytvářeného při překladu
• Volba konkrétního kompilátoru
Možnosti, které editor nabízí navíc:
• Seznam značek rozdělených do kategorií
• GUI pro nastavení fontů a vlastností dokumentu
• Upload souborů do vlastního účtu a správa souborů
5
• Nastavení grafických vlastností editoru - barvy pozadí, textu apod.
• Kontrola pravopisu v angličtině
• Možnost připojení dalších souborů pro překlad
• Po kompilaci lze ihned zobrazit náhled svého dokumentu ve stejném okně
Obrázek 2.1: LatexLab
Při volbě kompilátoru by se dala zahrnout možnost přidání vlastních parametrů pro
překlad. Pro správu souborů by uživatel uvítal klasický přístup, kdy bude mít zobrazen
seznam všech souborů ve stromové struktuře a bude je moci ovládat dle libosti. Další velkou
výhodou je zmíněná návaznost souborů při překladu. Nemusí jít pouze o jeden dokument,
ale projekt lze rozdělit do více dílčích a následně ho sloučit.
2.2.1 Tex-On-Web
Autor tohoto editoru vytvořil intuitivní aplikaci, která zprvu poskytovala pouze oblast
pro zadání zdrojového textu a volbu různých typů překladů. Po spuštění kompilace je
uživateli okamžitě nabídnuto stažení souboru. Nevýhodou je však absence překladu vícero
dokumentů se společnou závislostí a okamžitý přehled o svém dokumentu. Jde tedy pouze
o službu pro občasné a jednoduché použití. Výhodou však mohou být předdefinované styly,
které rozšiřují možnost jednorázového použití. Jedná se například o styl pro životopis, dopis,
obal DVD, kalendář apod. Další výhodou, která zde postupem času vznikla, jsou návrhy
tabulek, seznamů a dalších prvků. Tyto funkce jsou dostupné až po přihlášení.[24]
Tento editor jsem zmínil především proto, že zmiňované funkce by měli být základem
každého editoru a tudíž by se jich měl uživatel dočkat i ve výsledku této práce spolu s dalšími
rozšířeními.
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Obrázek 2.2: Tex-On-Web
2.2.2 ScribTex
Uživatelsky velice příjemná verze online LaTex editoru. Stejně jako u LatexLab od googlu
umožňuje sdílení dokumentů mezi více lidmi. Je to však jedno z kritérií ovlivňující cenu.
Dalším parametrem rozlišující jednotlivé verze Free, Basic a Premium, je velikost úložného
prostoru a počet projektů, které lze vytvořit.[3] Velkou výhodou je jednoduchý a přehledný
přístup ke svým souborům, jejich správa a editace. Aplikace je také přizpůsobena mobilním
zařízením. Je možné pracovat s grafickými soubory, definovat si vlastní třídy a styly a mnoho
dalšího. Po překladu je možné si zvlášť prohlédnout výsledek ve formátu “.pdf ”. Navíc se lze
přepnout do “.log” souboru, kde jsou zvlášť vypsané jednotlivé varování a chyby a uživatel
je tedy nemusí hledat v celém výpisu.
Obrázek 2.3: ScribTex
Bohužel však neposkytuje širší GUI s paletou značek. Proto je editor určen více pro
uživatele se zkušeností LaTex systémů.
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2.2.3 Latex Equation Editor
Na webu je přístupná velká řada editorů, které umožňují pouze sazbu matematických rovnic.
Jedním z nich je například Latex Equation Editor.[1] Vyznačuje se všemi společnými rysy:
1. Možné základní změny fontů, barev a stylů (CAPS LOCK pro celý text apod.)
2. Výsledný render je znázorněn jako obrázek. Nejčastěji se jedná o formát “.png”.
3. Sada značek pro sázení rovnic.
Konverze do obrazových souborů může být alternativou pro zobrazení celého doku-
mentu. Jednotlivé stránky (obrázky) by si mohl uživatel plynule prohlížet. Nebylo by tedy
zobrazeno celé “.pdf ”. Tento postup lze zvolit především pro možnost pozdějšího rozšíření
parciálního překladu, kdy by nedocházelo k průchodu celého pdf znovu, ale zobrazily by se
pouze konkrétní změny. Teprve v této fázi by se projevilo značné zrychlení oproti překladu
celého dokumentu a vykreslování kompletního pdf při každé změně.
Obrázek 2.4: Equation editor
2.2.4 Shrnutí
Existují samozřejmě další editory, ale výčet těchto čtyř postačuje k prvotní představě o poža-
davcích na online editor LaTexu. Vybranými výhodami jsou tedy - GUI editoru googlu s pa-
letou značek, vykreslování výsledku do okna prohlížeče přes obrazové soubory, přehledný
přístup k souborům a možná kooperace více lidí, vícenásobný překlad a závislosti souborů,
tvorba vlastních balíčků. Dalším možným vylepšením by pak mohlo být zadávání parametrů
pro překlad. Tuto volbu by využili především uživatelé se zkušenostmi LaTexu.
Z nedostatků lze zmínit placení služeb a funkcí, které mohou lidé považovat za naprosto
běžné a stěžejní pro jakýkoliv editor. Dále je třeba se vyvarovat případů, kde není možné
shlédnout ihned vypracovaný dokument. V takovém případě by od takové varianty uživatel
upustil z důvodu zdlouhavého procesu kontroly své práce. Za nevýhodu lze považovat také
absenci předpřipravených symbolů a značek LaTexu. Další nevýhody lze brát i jako možné
rozšíření běžných řešení a jejich implementace je často již netriviální.
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Kapitola 3
RIA - Bohaté webové aplikace
V posledních letech se při tvorbě webových aplikací využívá nových trendů. Ruku v ruce
s dynamickým chováním stránek a graficky přívětivého prostředí jdou i RIA aplikace. V ná-
sledujících odstavcích si tento pojem podrobně definujeme a ve zkratce se také zmíníme
o nejčastěji používaných technologiích.
Rich Internet Application je označení webových aplikací dnešní doby a především blízké
budoucnosti. Jde o určitou metodu a soubor technologií vytvářející online aplikace podobné
těm desktopovým. Vyšší výkon a míra interakce z nich dělají ideální prostředek pro práci
s daty. Tato povrchní definice může zastupovat pojem RIA stejně jako každá jiná. Neexistuje
totiž žádná 100% platná a zažitá hranice tohoto pojmu. Neustále se vyvíjející technologie,
zaměřující se na potřeby klienta, dává označení RIA neustále novou podobu. Klienta zde
můžeme chápat jako zákazníka či uživatele, ale stejně tak jednu ze stran síťové architek-
tury klient / server. V druhém případě pojem klient zastupuje webový prohlížeč, přes nějž
probíhá interakce mezi reálnou osobou a výpočetním zařízením s přístupem k internetu.
Tradiční přístup tvorby webových stránek je nevýhodný z mnoha důvodů. Nejdůleži-
tější však je nutnost přenášení velkého objemu dat přes server při jakékoliv interakci. Ka-
ždá změna stavu u klienta vyvolá požadavek na server. Zde je žádost zpracována a zpět je
odesláno znovu kompletní uživatelské rozhraní a potřebná data. Sekvence požadavků a od-
povědí probíhá nejčastěji přes služby HTTP GET a POST. Spolu s technologiemi HTML
a CSS jsou webové stránky navrhnuty tradičním způsobem silně omezené v možnostech
tvorby GUI.
Na úkor jiných vlastností se s těmito problémy snaží vypořádat právě metodiky RIA.
Běžný koncept načítání celých stránek na žádost zde odpadá. Celá komunikace probíhá
asynchronně. Klient může pracovat se serverem bez uživatelské akce. Často se také různé
“stránky” před-načítají podle potřeby. Na serveru jsou uloženy všechna potřebná data
a aplikace a klient využívá různých vlastností prohlížeče a pluginy. Tím je značně snížen
jinak nadbytečný provoz.
Podle navrženého přístupu se odlišují dvě varianty architektury klient / server. Může
se jednat o tenkého “thin”, respektive tlustého “thick” klienta. Rozdíl spočívá v umístění
aplikační logiky. Jestliže klient slouží pouze k zobrazování informací získávaných ze serveru,
pak se jedná o tenkého klienta. V opačném případě obsahuje klientská část i velký podíl
logického kódu, kde uživatel manipuluje s daty lokálně. RIA se snaží dosáhnout určitého
kompromisu mezi těmito dvěma stavy. Často se používá označení “chytrý klient”.
Nejčastěji se užívají příklady použití RIA aplikací služby od firmy Google. Mezi prvními
a od té doby stále populárnějšími byly Google Gmail, Google Maps, Google Docs. Aplikační
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Obrázek 3.1: RIA - Obecný pohled[11]
logika na straně klienta je zde zřejmá a stejně tak i podobnost s desktopovými aplikacemi.
Z druhé strany však tento přístup prostupuje pomalu také. Představíme-li si prostředí iTu-
nes, nelze si nevšimnout podobností s webovými standardy. Navigace domů, zpět, dopředu,
stahování apod. dávají uživateli pocit, že se jedná o webovou aplikaci a nikoliv o deskto-
povou. Stejně tak Adobe využívá prostředě AIR, které je běhovým prostředím pro RIA
aplikace, které jsou běžně určené pro webový Flash Player. Je dosti pravděpodobné, že
pojem RIA postupně bude stírat rozdíl mezi webovými a desktopovými aplikacemi z obou
stran.
Z bezpečnostních důvodů se klientská část RIA aplikací programuje ve formě izolova-
ných oblastí kódu tzv. “sandbox”. S různou úrovní nastavení viditelnosti a přístupu lze
pomocí sandbox kontrolovat přenos dat mezi serverem a souborovým systémem, případně
operačním systémem. Tento přístup umožňuje zpracování množiny operací a úkonů lokálně
na straně klienta a snížit tak objem dat jdoucí po síti bez porušení bezpečnostních pravidel.
Obrázek 3.2: RIA - moderní pohled[8]
Podobnost s desktopovými aplikacemi spočívá v různých stupních funkcionality, kte-
rou uživatelé běžně požadují nebo ji nevědomě používají - “drag and drop”, dynamické
editování, interaktivní posuvníky apod. V popředí je tedy především programování strany
klienta. První technologií nebo možná spíše metodik pro vývoj RIA aplikací je AJAX.
Z těch novějších stojí za zmínku “Microsoft Silverlight”, “Adobe Flex” a “JavaFX ”.[6]
Ty budou rozebrány v následujících odstavcích z důvodů výběru vhodné
technologie pro tvorbu Online Editoru Latex.
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3.1 Adobe Flex
Z trojice zmíněných technologií je Flex nejrozšířenější. Tento plugin využívá v prohlížeči
Flash Player. Slouží pro vývoj aplikací a nikoliv pro tvorbu prezentací, bannerů apod. Flash
je tedy pouze jeho “běhovým” prostředím. Mimo jazyka Action Script mezi nimi neexistuje
velká podobnost. Flash používá v základu pojem “timeline” - časový sled snímků, pře-
chodů atd. Oproti tomu Flex nepoužívá časovou základnu. Liší se i v samotném vývojovém
prostředí.[15]
Pro Flex existuje nejpoužívanější prostředí Flex Builder. Jedná se o IDE (Integrated De-
velopment Enviroment) založeném na Java platformě Eclipse. Stejně jako u jiných větších
prostředí nabízí Flex Builder paletu komponent pro vytváření GUI s automatickým genero-
váním kódu. V nabídce je také množství kontejnerů, efektů, validátorů apod. Další výhodou
je také “data binding” mapující datové objekty na komponenty.
Díky oblibě Adobe Flex vzniká také množství open-source projektů, knihoven a rozšíření,
které může uživatel použít. Zdrojové kódy jsou textové soubory editovatelné běžnými edi-
tory. Flexový kompilátor je volně přístupný a není tedy nutné si Flex Builder pořizovat.
Zápis tvorby uživatelského rozhraní je obdobný HTML. Jeho definice vychází ze znač-
kovacího jazyka MXML. Ten však poskytuje pouze úroveň syntaxe. Veškerou logiku má na
starosti množina Action Skriptů. Zachována je i podmnožina stylování CSS. ActionScript
v sobě spojuje vlastnosti Javascriptu a Javy. Každá použitá komponenta je instancí určité
třídy. Tudíž jde o přístup objektově orientovaného programování OOP. Jejich funkčnost lze
upravovat a rozšiřovat děděním, skládáním atd.
Obrázek 3.3: Ukázka kódu Adobe Flex[9]
Zkompilované soubory pro aktualizaci pouze stačí nahrát znovu na server. Prohlížeč
si ho stáhne a spustí ve Flash Playeru. Navíc lze využívat dalších nástrojů od Adobe,
kterým Flex porozumí. Například je možné nadefinovat podobu pozadí své aplikace pomocí
Flashového “.swf ” souboru a staticky ho vložit do projektu. Pro kombinaci ActionScript
a Flash je třeba několika rozšíření vývojového prostředí.
Flex aplikace lze spouštět také jako desktopovou aplikaci v prostředí Adobe AIR. Podle
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Obrázek 3.4: Architektura Adobe Flex aplikace[10]
Adobe prý Flash Player používá 99% všem počítačů. Dlouhá historie, řízení velkou spo-
lečností Adobe a spojení web-desktop multiplatformních nástrojů dělá z Adobe Flex jistou
a spolehlivou technologii pro RIA.
3.2 JavaFX
Technologie prvotně navržená a zveřejněná firmou Sun Microsystem, kterou odkoupila firma
Oracle. Aby mohla Java konkurovat výše zmíněným firmám a jejich produktům, přišel Sun
s JavaFX Script (celý název). S touto technologií přichází nový programovací jazyk, který
má nahradit neúspěch Java appletů.
Jedná se o skriptovací jazyk připomínající syntaxí Javascript a skalární vektorovou
grafiku (SVG). JavaFX Mobile je zástupcem na poli mobilních zařízení. Celá platforma se
skládá z několika částí znázorněných na obrázku:
Obrázek 3.5: JavaFX - architektura[7]
• Aplikační framework - programový základ pro vývoj jakékoliv aplikace.
• Elementy - jsou rozdělené do několika bloků - pro desktopové aplikace, mobilní
zařízení a API pro televizní platformu.
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• Common elements - jsou prvky společné pro všechny platformy.
• JavaFX Runtime - běhové prostředí nutné pro spuštění na jakémkoliv stroji.
• Nástroje designéra - balík komponent pro tvorbu GUI včetně plugin pro Adobe
Photoshop či Ilustrator. Takto navržené rozhraní je uloženo v souborech “.fxz”. Zde
jsou obsaženy potřebné informace pro grafický popis komponent. Programátor má po
importování souboru do svého projektu ihned možnost objekty používat.
• Nástroje vývojáře - pluginy pro vývojové nástroje NetBeans či Eclipse.
• Java Virtual Machine - běhové prostředí pro aplikace JavaFX. K jeho instalaci je
zapotřebí prostředí Java SE.
Při prvním spuštění přes Java Virtual Machine se do něj nainstalují všechny potřebné
části. Jako vývojové prostředí se používá již podle zmíněných plugin NetBeans a Eclipse
pro Javu. NetBeans navíc poskytuje grafický návrh GUI (JavaFX Composer).
Veškeré ohlasy však nasvědčují tomu, že JavaFX je v porovnání se Silverlightem a Adobe
Flex pozadu. Příkladem je binární nekompatibilita mezi jednotlivými verzemi JavaFX.
Nelze tedy například spustit aplikaci přeloženou ve verzi 1.0 na platformě JavaFX 1.1.
3.3 Microsoft ASP.NET + AJAX
Čistý ASP .NET není původně vytvořen pro tvorbu RIA aplikací. Na této základně jsou
postaveny další dva frameworky určené pro tvorbu webových stránek. Starší Web Forms
a z roku 2007 novější MVC (Model-View-Controller) aplikace. Dokonce lze obě technologie
společně propojit a vytvořit tak projekt, který využívá výhod obou dvou přístupů. K tomu
je však zapotřebí jejich hlubší znalost.
V prostředí VS 2010 je možné propojit spolu technologie ASP .NET a AJAX (Asyn-
chronous Javascript and XML). Tímto způsobem je možné vytvářet interaktivní webové
stránky měnící svůj obsah bez potřeby znovu-načítání obsahu. První velký úspěch byl za-
znamenán právě u společnosti Google, kde bylo vytvořeno několik aplikací založených na
Javascriptu a AJAXu. V oblasti RIA aplikací se objevují sporné názory, zda sem technologie
AJAX spadá či nikoliv. Splňuje některé obecně zažité požadavky, avšak má svoje hranice
ve vývoji a nestačí ostatním zmíněným velikánům. Za nespornou výhodu je však nutné brát
fakt, že je ASP .NET postaveno na CLR (Common Language Runtime) a je tedy možné
používat řadu programovacích jazyků od VB, C#, JScript až po upravené verze Pythonu
a Perlu. Takto vytvořené aplikace jsou spustitelné na většině operačních systémů. Navíc
Microsoft zadal firmě Novell projekt Mono, který má vytvořit sadu nástrojů kompatibil-
ních s .NET. Podporovány jsou zatím jazyky Visual Basic a C# do verze 4.0. Touto cestou
je možné skloubit práci pod Unixovými systémy apod.
3.3.1 Shrnutí
Na závěr této kapitoly uvedu příklad z praxe pro nasazení RIA. Ze zveřejněných výzkumů
lze vyčíst vzrůstající popularitu RIA aplikací. Díky vyšší schopnosti vizualizace dat, inter-
akci a urychlujícím procesům, které jsou u HTML výrazně limitovány, se uživatelé stávají
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věrnými “zákazníky” těchto stránek. Většina z nich upřednostňuje plnou kontrolu nad apli-
kací a pomocí vizualizačních technik se pro ně RIA stávají lépe čitelnými. Proto se tento
přístup tak výrazně rozvíjí v obchodním sektoru a uživatelé ho mají značně v oblibě.
Pro ukázku zde uvedu příklad z roku 2006, kdy ještě nebyla tato technologie natolik
rozvinutá. Vychází z obchodní studie zpracované pro společnost Adobe. Jedná se o model
stránek pro hotelovou rezervaci.
Hodnota ROI značí návratnost investic a z definice se počítá:
ROI = ((cistyZisk - pocatecniInvestice) / pocatecniInvestice) * 100[%]
Obrázek 3.6: Model pro zavedení RIA hotelové rezervace[25]
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Kapitola 4
Technologie ASP.NET a vývojové
nástroje
Výběr vhodné technologie ovlivnilo působení na naší fakultě. Každý student má v průběhu
studia přístup k produktům společnosti Microsoft spolu s potřebnou licencí. Určitý me-
zistupeň pro tradiční přístup a RIA aplikace tvoří ASP.NET. Na ní jsou postaveny další
a novější technologie, které si nyní popíšeme spolu s nástroji, jenž jsem si vybral pro potřeby
implementace.
4.1 Microsoft Visual Studio 2010 Ultimate
Použitým prostředím pro vývoj aplikace je VS studio 2010 verze Ultimate. Licence k této
platformě byla dostupná ze studentského účtu a stránek MSDN, se kterými je fakulta FIT
VUT Brno ve spolupráci. VS 2010 využívá verzi .NET Framework 4.0.
Samotná aplikace má základ v nástavbě .NET. Konkrétně ASP.NET platformu pro
webové aplikace. Díky tomu je možné využívat jazyky Visual Basic, C# či C++. Pro
projekt byl zvolen jazyk C#.
Samotné VS 2010 se zaměřuje především na klientskou část projektu. Pro potřeby pro-
pojení se serverem, na kterém běží webová aplikace, je možné využít nástrojů z Visual Web
Developer Express. Tato volba je součástí instalace VS Studia. Dodatečný software v našem
případě zajistil Web Platform Installer s instalací volitelných součástí - ASP.NET MVC 3
Tools Update, Microsoft Silverlight, Visual Studio Service Pack 1, SQL Server Express 2008
R2 a nakonec IIS Express 7.0.
4.2 Služba IIS
Internetová informační služba IIS 7.0 je obvykle součástí systému Windows Server 2008.
Pro naše potřeby postačila dodatečná instalace v rámci Visual Studia 2010 pod operačním
systémem Windows 7. Pro vytvoření webové aplikace online editoru byla omezená funk-
cionalita IIS dostačující. Nejnovější verze 7.5 je součástí OS Windows 7. Zvolil jsem však
zmíněnou variantu nabídnutého IIS přímo z prostředí VS 2010.
Jedná se o aplikaci webového serveru přímo od společnosti Microsoft. Vedle serveru
Apache HTTP jde o druhý nejrozšířenější typ serveru. Podporuje množství komunikačních
protokolů - HTTP, FTP, HTTPS atd. V IIS 7 došlo ke změně návrhu komponent, které
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jsou zde rozděleny do modulů. Ty jsou instalovány podle potřeby a navíc bylo přidáno
filtrování požadavků, čímž značně narostla bezpečnost proti vnějším útokům. Velkým ne-
bezpečím bývá používání nelegálního operačního systému, bez něhož se nestahují potřebné
aktualizace.
Pro prvotní zprovoznění IIS pro Visual Studio je nutné nastavit v konfiguračních sou-
borech několik parametrů.[5]
Pro defaultní umístění . ./WINDOWS/Microsoft.NET/Framework/Version/CONFIG:
processModel userName="machine"password="AutoGenerate"->
processModel userName="SYSTEM"password="AutoGenerate"
Změnou jména v procesním modelu upravíme práva pro uživatele. ASP .NET pro IIS
defaultně používá účty ASPNET nebo IIS USER s omezenými právy z důvodu bezpečnosti.
Hodnoty machine a Autogenerate dávají ASP .NET najevo, aby použil svůj defaultní účet.
V našem projektu je však potřeba volat na straně serveru externí aplikace - pro kompi-
laci pomocí MikTexu a případně i software pro vytvoření sady grafických souborů “.png”
pro online prohlížení. Změnou atributu na SYSTÉM jsme získali vyšší práva. Pro zvýšení
bezpečnosti je potřeba také povolit představení identity. V souboru Machine.config nebo
Web.config je třeba přidat tuto hodnotu:
<identity impersonate="true"/>
Jako poslední krok pro bezproblémový běh aplikací na IIS jsem nastavil ručně vyšší
práva pro všechny běžně používané účty v počítači. U složky se zdrojovými kódy bylo
nutné povolit i zápis. Od této chvíle jsem měl možnost spouštět aplikace na straně serveru.
V původním nastavení nebyly viditelné ani ve správci úloh.
4.3 Webové technologie
S prostředím VS Studia je těsně spojený i pojem Web Forms. Tento typ webových aplikací
si našel u programátorů velkou oblibu nejen díky změně tradičního přístupu HTML, ale
také díky výhodám vývojového prostředí, které značně usnadňovalo práci. Klasické HTML
stránky mají několik podstatných nedostatků. Pracují na klasické hierarchii klient - server
a jejich komunikace probíhá pomocí dotazů a odpovědí (request, response). Díky tomu je
však nutné přenášet velké objemy dat. U Web Forms je třeba rozlišovat vlastní logiku od
zobrazovaných dat. Navíc stále zůstává silná spojitost s omezeními plynoucími z HTML.
Dříve se v rámci VS Studia využívaly pro webové aplikace tzv. Web Forms aplikace.
Postupem času se ale ukázaly některé postupy zbytečně složité nebo nepraktické. Pracovaly
na klasické hierarchii klient - server a jejich komunikace probíhala pomocí dotazů a odpovědí
(request, response). Díky tomu však bylo často nutné přenášet velké objemy dat. Dále
bylo potřeba rozlišovat vlastní logiku od zobrazovaných dat. Existovala tedy velmi těsná
návaznost na HTML kód a tím vznikala i různá omezení. V dnešní době jsou Web Forms
často spojovány s pojmem AJAX.
Oproti tomu u platformy MVC je položen dotaz ze strany klienta v návaznosti na
provedenou akci. Veškerá činnost se provedí na straně serveru. Je změněn datový model
a klientovi je zaslán aktualizovaný “pohled”. Popis Model View Controller symbolizuje tří-
vrstvou architekturu, oddělující od sebe tyto části:
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Model - doménová logika aplikace a její datový model. Jsou zde definovan0 jednotlivé
objekty a vztahy mezi nimi. Model navíc obsahuje i validační a jiná omezení. Obvykle se
v celé aplikaci nachází jeden Model.
View - nebo-li Pohled jsou komponenty starající se o způsob interpretace a zobrazení
dat uživateli. Součástí je prezentační logika, která definuje různá pravidla a omezení pro
samotné zobrazení. O přechod mezi Pohledy se stará Controller. Pohled obvykle využívá
data z Modelu aplikace.
Controller - na základě příchozích událostí vyvolaných uživatelem řídí controller pře-
chod mezi Pohledy. Je tedy závislý nejen na komponentách Pohledu, ale také na Modelu
Web Forms vs. MVC aplikace
Oba modely jsou založeny na ASP.NET a oba poskytují různé nástroje pro vývoj webo-
vých aplikací.[18]
Základními atributy Web Forms aplikací jsou:
a) Běžně užívaný způsob programování “event-based”. Hlavní běh programu je zde řízen
událostmi. Jedná se tedy o množinu přerušení (detekce událostí) a jejich obsluhu. Událost
je vyvolána pomocí různých senzorů, akcemi uživatelů nebo zprávami od jiných uživatelů
či vláken.
b) Web Forms aplikace v sobě zahrnují technologie HTML, javascript a CSS
c) Široká paleta ovládacích prvků uživatelského rozhraní - tlačítka, tabulky, grafy, atd.
d) Uživatel nemusí řešit rozdíly mezi jednotlivými prohlížeči.
e) Na Web Formsje postaven SharePoint sloužící k manažerování aplikací.
MVC je programovací model nižší úrovně. Nemá tedy předdefinované žádné ovládací
prvky jako je tomu u Web Forms aplikací.
a) Poskytuje plnou kontrolu nad značkovacím jazykem HTML
b) Vysoce flexibilní a rozšiřitelné
c) Podpora testování a agilních metod
d) Vysoká podpora webových komponent
Tříúrovňová architektura MVC má však i své nedostatky. Pro tuto technologii nejsou
vytvořeny pokročilejší komponenty, které by programátor mohl využít a zvýšit tím dyna-
mičnost stránek. Pro představu lze uvést příklad z našeho projektu. Budeme-li chtít zobrazit
na stránce náhled na zkompilovaný “.pdf” soubor, je nutné vymyslet vlastní postup. Ne-
najdeme univerzální komponentu, která by tento úkol vyřešila za nás. Na výhodách Web
Forms i MVC staví novější technologie Silverlight určená přímo pro vývoj RIA aplikací.
Jelikož Silverlight prozatím podléhá výraznému omezení z pohledu univerzálnosti k ope-
račním systémům, ASP.NET rozšiřuje své možnosti pomocí technologií AJAX a jQuery.
jQuery nabízí zároveň funkce AJAXu. V obou případech se jedná o nové “funkce” pro
zvýšení interakce s HTML a dynamického chování webových stránek.
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Kapitola 5
Analýza a specifikace
V úvodu již bylo ve zkratce zmíněno, čeho se má aplikace týkat a jaké jsou hrubé požadavky
a představy pro její finální podobu. Tato kapitola se bude zaobírat širším rozborem poža-
davků na systém. Na základě zhodnocení realizovatelnosti poměrem k času a dostupným
prostředkům, se provede podrobnější analýza a rozeberou se konkrétní specifika a možná
rizika. Následující odstavce obsáhnou kroky předbíhající vlastní implementaci a ve výsledku
pak budou jedním z kritérií určujících kvalitu projektu. Splnění představ z této fáze vývoje
se projeví podobností reálné aplikace a tohoto návrhu.
5.1 Definice, zkratky a akronymy
Následující označení pojmů platí pro všechny další kapitoly. V předchozích odstavcích se
často stírali rozdíly mezi níže zmiňovanými “slovy” z důvodu abstraktnějšího popisu. Při
bližší specifikaci je nutné striktně rozlišovat určité role a pojmy.
Guest - Uživatel bez vytvořeného účtu. Při přihlášení do aplikace je možné přistupovat
přes svůj vlastní vytvořený účet nebo se přihlásit jako host “guest”.
Uživatel - V rámci tohoto projektu jde o osobu, která obecně pracuje s webovou aplikací.
TexUser - Toto označení bude dále použito pro uživatele online editoru LaTex s vytvoře-
ným účtem. V databázi je uloženo jeho uživatelské jméno a heslo. Má možnost přistu-
povat ke svým souborům a má přístupné rozšířené funkce editoru.
VS (VS 2010) - - Zkratka pro prostředí Microsoft Visual Studio 2010.
OnE-LaTex - Zkrácená verze často se vyskytujícího názvu projektu - On-line Editor La-
texu.
IIS - Internetová informační služba
MVC - Model-view-controller - technologie pro vývoj webových aplikací.
5.2 Všeobecný popis
Základní myšlenkou práce je vytvoření architektury znázorněnou na obrázku. Klient zde
vystupuje v roli chytrého klienta “clever client”, aby co nejvíce vyhovoval požadavkům
RIA.
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Obrázek 5.1: Návrhová architektura[4]
V úplném výsledku bude aplikace reagovat na změny při vytváření dokumentů na straně
klienta. Za podpory REST služeb by se měly posílat požadavky na server, kde budou změny
zpracovány. Na serveru poběží kompletní instalace typografického nástroje Latex (MikTex
pro operační systém Windows). Podle požadovaných změn dojde ke zpracování souboru a k
jeho překladu. Pro rychlou odezvu by se neměl soubor vždy překládat znovu celý, ale měli
by být zapsány pouze požadované změny. Tento poslední krok je možný za předpokladu
zajištění parciálního překladu a bude spadat až do možných optimalizací.
Uživatel bude mít prostor pro zadání svého vstupního textu. Po ruce bude mít nástroje
pro snadnější editaci textu a po překladu si bude volit mezi prohlédnutím výsledku online
a stažením zkompilovaného souboru. Podle typu přihlášení bude moci pracovat se svými
soubory uloženými na serveru. Práci by mu měly usnadňovat i určité typy před-vytvořených
šablon a překlad více souborů se vzájemnými závislostmi. Nepostradatelnou funkcí bude
také volba různých typů výstupů.
5.2.1 Přehled základních požadovaných funkcí
1. Odlišení registrovaných uživatelů a přístupu bez registrace.
2. Vkládání zdrojového textu s přehlednou strukturou.
3. Paleta nástrojů zastupující různé druhy značek jazyku Tex.
4. Online přehled o vytvořeném souboru - vyrendrovaný obraz.
5. Nastavení kompilátoru a stažení výstupních souborů.
6. Použití (tvorba) balíčků.
7. Překlad včetně závislostí mezi soubory.
5.2.2 Předpoklady a závislosti
Pro úspěšné vytvoření aplikace je potřeba všech prostředků popsaných v kapitole vývojo-
vých nástrojů. Dále je nutné se držet předepsané specifikace a systém průběžně a dostatečně
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testovat. K tomuto účelu bude vytvořena sada testů a náhodní uživatelé se těmito testy bu-
dou řídit. Vyzkouší si také aplikaci sami podle svých potřeb a výsledkem bude zhodnocení
formou interview a dotazníků.
Pro nasazení aplikace bude nezbytný veřejný hosting podporující ASP.NET. Ve fázi
testování nebudou nároky na hostitelské služby vysoké. Při reálném provozu by se braly
v potaz kritéria jako měsíční traffic, přidělený úložný prostor, zálohy, dostupnost serveru
a jiné. Pro klienta žádná omezení nejsou. V případě používání aktuálních verzí prohlížečů
a dodatečné instalace běžně dostupných modulů bude aplikace naprosto nezávislá na ope-
račním systému nebo prohlížeči.
5.3 Případy užití
Jednotlivé požadavky na funkčnost systému, výkonnost a odezvu, vnější rozhraní a jeho
ostatní vlastnosti vychází z vytvořeného Use-Case Diagramu a konkrétních případů užití
viz následující strana. Níže budou uvedeny důležité části s jejich popisem v rámci specifikace
požadavků. Prozatím nás stále zajímá “co systém dělá” a nikoliv “jak to dělá”. V systému
budou vystupovat dvě uživatelské role:
Guest - Pro přístup se odlišují pouze dvě uživatelské role. Guest má ty nejmenší možná
práva. Je mu umožněno editovat pouze jeden jediný soubor. Pro přiložení obrázků nebo da-
lších vstupních dat je mu v době jeho relace SESSION vyhrazen prostor 5MB. Na serveru
je automaticky vytvořena složka s náhodným číslem 0-999 a není možné ji jakkoliv jinak
upravovat nebo doplňovat. Bude-li tedy chtít guest vložit do dokumentu obrázky, pak k nim
musí přistupovat v rámci jedné složky. Složka uživatele s ukončením SESSION zaniká.
TexUser - Registrovaný uživatel s větším paměťovým prostorem, správou souborů,
pokročilým nastavením překladače a s možností kooperace více souborů najednou. Pro
uživatele TexUser jsou data na serveru permanentně uložena. V případě větších nároků
na úložný prostor serveru lze zohlednit možnost promazávání dat například při tříměsíční
nečinnosti uživatele.
Následující detaily budou popisovat sekvence akcí u nejdůležitější operace. Uvádět zde
běžné případy, kdy se uživatel přihlašuje, otevírá nový soubor nebo ho jakkoliv edituje, není
v tomto případě nikterak důležité. Výjimky k následujícím detailům jsou popsány v příloze
[A.1]. Pro další případy užití by byly povětšinou téměř totožné.
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Obrázek 5.2: Model případů užití
Volba počtu průchodů při kompilaci není v diagramu zahrnuta. Jde spíše o implemen-
tační záležitost a pro uživatele Texu se jedná o naprostou samozřejmost. Překlad by bez
vícenásobného průchodu často postrádal smysl. Je totiž nutný pro získání referencí a křížo-
vých odkazů v rámci vytvořeného dokumentu.
Volba výstupního typu dokumentu koresponduje v diagramu s případy - získat “.pdf”,
“.dvi”, “.log”, “.tex” a “.ps”.
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ID: 1.
Název: Překlad souboru (zkompilovat)
Popis: Zdrojový “.tex” soubor je přeložen do zvoleného formátu
Primární aktéři: Uživatel - guest, TexUser
Sekundární aktéři:
Předpoklady: V poli editoru je umístěn nějaký text
Následné podmínky: Uživatel si může výsledek prohlédnout nebo stáhnout
Akce pro spuštění: Uživatel vybere možnost ”Přeložit”
Hlavní tok: 1. Uživatel v poli editor vyplní textový obsah
2. Uživatel si zvolí počet průchodů překladu a typ výstupního souboru.
3. Uživatel spouští překlad souboru
3.1. Když se ve vstupním textu nachází chyba
3.1.1. Systém upozorní uživatele výzvou prohlédnout si ”.log”soubor
3.1.2. Uživatel může opravit vstupní text - krok 1.
3.2. Když je vstupní text podle pravidel Texu
3.2.1. Systém zobrazí náhled přeloženého souboru
3.2.2. Systém umožní soubor stáhnout.
4. Systém je připraven na další akci.
Alternativní toky: 1. Uživatel zadá vlastní název souboru, který již existuje.
Výjimky: 1. Chyba systému
2. Chyba přístupu k datům
3. Chyba při provádění operace
Frekvence: Často
Speciální požadavky: 1. Žádné
ID: 3.1.
Název: Přidání pacienta: Uživatel zadá vlastní název souboru, který již existuje.
Popis: Není možné provést překlad, jestliže již zadaný soubor existuje.
Primární aktéři: Uživatel
Sekundární aktéři:
Předpoklady: 1. Uživatel má přichystaný vstupní text
Následné podmínky: 1. Uživatel je vyzván ke změně názvu souboru
Akce pro spuštění: Uživatel chce provést překlad do souboru s existujícím názvem
Tok: 1. Systém informuje uživatele o existenci souboru
2. Systém nabídne další postup
3. Když uživatel zadá alternativní název
3.1. Systém použije nový název pro výstupní soubor
4. Když uživatel přesto požaduje zadaný název souboru
4.1. Systém informuje o nahrazení již existujícího souboru
5. Uživatel má k dispozici náhled i soubor
6. Systém je připraven k další interakci
Frekvence: Zřídka
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Kapitola 6
Návrh systému
Tato kapitola bude obsahovat hrubý návrh uživatelského rozhraní. Koncept je vytvořet
podle předchozí specifikace a měl by obsahovat přístup ke všem nejdůležitějším funkcím,
které bude aplikace později poskytovat. Nejdůležitější části návrhu jsou pro přehlednost
označeny čísly 1-11 a ke každému bodu je uveden stručný popis.
6.1 Popis použití systému a návrh GUI
Pro vytvoření náhledu pro grafické uživatelské rozhraní jsem použil nástroj Pencil. Jeho
výhodou je možnost vytváření návrhu, podobající se běžnému sketch nákresu. Lze si tedy
vytvořit představu o předběžném členění různých komponent a rozvrhnout si celý layout
nebo prostředí aplikace, aniž bychom byli zatíženi nějakou konkrétní představou o imple-
mentaci.
Vstup do systému
Při zadání domovské stránky aplikace bude uživateli nabídnuta možnost přihlášení se
pomocí uživatelského jména a hesla. Pro jednorázové použití s omezenou funkčností je
přístupná volba přihlášení “přihlásit jako Guest”.
K tomuto druhu aplikace může uživatel přistupovat jednou za čas, a proto se bere v po-
taz znovu-odeslání hesla na email zadaný při registraci a případně i kontrolní otázka.
Obrázek 6.1: Sketch - Přihlašovací obrazovka
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Hlavní obrazovka - MAIN PAGE for TexUser
Po přihlášení s validními údaji je uživatel přesměrován do obrazovky obsahující vše
potřebné pro editaci svých souborů a práci s editorem.
V hlavní panelové nabídce (bod 1) jsou přístupné veškeré prvky, které se netýkají pouze
samotných značek pro sázení textu. Ty jsou umístěny v panelu pod ní (bod 2). Na obrázku
jde vidět základní členění nabídek. Postupně budou doplněny především položky nástroje,
překladač a vložit. Lze zde nalézt i duplicitní prvky jinak umístěné vhodně po celé hlavní
obrazovce - překlad kompilátorem (bod 6), možnost uložit dokument apod. Tento přístup
se používá téměř u všech současných aplikací.
Obrázek 6.2: Sketch - Hlavní panel
Obrázek 6.3: Sketch - Návrh prostředí editoru
Nabídka symbolů bude umístěna ihned pod hlavním panelem a bude segmentována
do několika hlavních kategorií. Po výběru se uživateli zobrazí ikony všech značek z této
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třídy včetně dynamického popisku (bod 3). Uživatel tak nebude odkázán na znalost nebo
vyhledávání zápisu značek jazykem Tex, ale značka se vygeneruje sama hned za akuální
pozici kurzoru v editoru. Celé pole editovaného textu se bude dát roztáhnout na celou
délku boxu jediným tlačítkem. Bude se jednat například o symbol lupy v pravém horním
rohu editoru (bod 4).
Vedle editovaného textu je možné prohlédnout si zkompilovaný soubor (bod 5), “.log”
soubor s informacemi o překladu (bod 11) nebo přistupovat k souborům uloženým na
serveru (bod 10).
U vícestránkových souborů se v náhledu objeví navigace pro procházení jednotlivých
stránek. Jako další varianta se jeví posouvání textu ručně scrollováním a změny velikostí
náhledu. Avšak tato varianta může značně znepřehlednit rozvržení plochy a být více na
obtíž.
Přepínání mezi záložkami Náhled, Soubory (bod 8) a LogFile (bod 9) bude probíhat
dynamicky jako je tomu u principů RIA aplikací. Ze stromové struktury souborů bude
možné ihned načítat a zobrazovat zdrojové texty do okna editoru (bod 10). Pro každého
přihlášeného uživatele budou předpřipraveny složky pro vstupní a výstupní data, přičemž
do editoru bude možné načíst pouze “.tex”, “.cls” a “.bib” soubory. Volby pro stahování
a upload budou přístupné z hlavní nabídky.
V pravém dolním rohu pak budou umístěny různé informační prvky a případně i ikony
nejčastěji používaných operací (bod 7).
Obrázek 6.4: Sketch - Úložný prostor TexUsera
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Obrázek 6.5: Sketch - Log soubor
Hlavní obrazovka - MAIN PAGE for Guest
Odlišnost prostředí pro oba typy účtů bude na první pohled minimální. Guest bude mít
viditelné všechny prvky, které může ovládat i TexUser. Nebude je však moci spustit nebo
na ně jakkoliv kliknout.
Omezení se bude týkat především nastavení parametrů překladače, přístup ke svým sou-
borům (má pouze dočasný 5MB prostor zanikající s koncem SESSION), a jejich kompletní
správy.
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Kapitola 7
Členění aplikace
Tato kapitola se zaměří na adresářovou strukturu projektu a programové návaznosti. Toto
členění bude doplněno o grafické informace a mělo by usnadnit orientaci v dalších kapitolách
a nastínit návrh implementační části. Součástí nebudou všechny typy diagramů, které se ve
fázích vývoje softwaru běžně používají. Detailně propracované diagramy by bylo potřeba
vytvářet u většího projektu nebo při zapojení většího počtu programátorů.
7.1 Adresářová struktura
Visual Studio automaticky vytváří u webových projektů adresář APP DATA [A.1]. Do
něj je možné ukládat soubory, ke kterým nemá mít klient přístup. V našem případě se
zde uchovává soubor s databází uživatelů a logovací soubor s informacemi o připojeních
k databázi. Před vystavením na web zde najdeme také veškeré pomocné třídy. Ty se po
překladu stanou součástí dynamické knihovny. Pro potřeby archivace souborů na serveru
je zde uložen archivátor 7za.[13]
Obrázky pro statické prvky nalezneme ve složce editorImages a ostatní jsou uloženy
v img. Veškeré stylování je členěno v adresáři Styles. Jestliže je vytvořen styl pouze pro
konkrétní prvek, pak je umístěn ve zvláštní složce, intuitivně pojmenované podle názvu
komponenty, včetně potřebných obrázků, na které se vzhled komponenty odkazuje. Obdob-
ným způsobem nalezneme veškeré javascriptové funkce ve složce Scripts. Zbylý prostor je
vyhrazen pro samotné stránky. Rozdělují ho na editor pro hosta (GuestUser)a registro-
vaného uživatele (TexUser), přihlašovací stránku včetně registrace (loginModule), šablony
i s náhledy (texTemplates), stránku pro případ neoprávněného přístupu a složku se soubo-
rem pro transformaci “.xml”.
7.2 Programová struktura
Nyní se v krátkosti seznámíme s programovými návaznostmi editoru. Níže uvedený dia-
gram jen velmi abstraktně znázorňuje komunikaci mezi hlavními moduly. Nejedná se tedy
o diagram návrhových tříd. Pro přehlednost jsou vynechány privátní proměnné, metody
a seznam komponent.
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Obrázek 7.1: Programové závislosti
7.3 Konfigurační část
Sekce konfigurace je cíleně umístěna na toto místo. Nejedná se o implementační část a po-
píšeme v ní strukturu konfiguračního souboru web.config, další nastavení serveru IIS a kon-
figuraci SQL databáze.
7.3.1 web.config
Na pořadí hlavních elementů konfiguračního souboru příliš nezáleží. Proto pořadí zmíněných
pravidel a příkazů vychází buď z původní šablony nebo byly přidávány postupně podle
přicházejících problémů při řešení práce.
V úvodu definujeme připojovací řetězec. ConnectionString je synovským elementem
uzlu <configuration>. Pomocí add je možné přidat nový prvek do kolekce připojovacích
řetězců k databázi. Zdroj source určuje použitý server a Database pak název vytvořené
databáze (DB) uživatelů. Jedná se o DB odvozenou od defaultní aspnet databáze. Existuje
několik variant, jak ji vytvořit podle pravidel ASP.NET. V našem případě jsme použili SQL
Server Management Studio Express od společnosti Microsoft. Při vystavení aplikace na web
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bude nutné tuto část přepsat.
<add name=’LocalSqlServer’ connectionString=’data source=(local)\SQLEXPRESS;
Database=OnE-Tex; Integrated Security=SSPI; AttachDBFilename=|DataDirectory|
\aspnetdb.mdf; User Instance=true’ providerName=’System.Data.SqlClient’ />
Aby se předešlo problémům s kódováním, používá se v rámci celé aplikace jednotné
kódování. Jedním z dalších rozšíření by měla být právě kontrola kódování a přizpůsobení
přenosu dat tak, aby bylo možné používat různé znakové sady. Bylo zvoleno UTF-8 pro
jeho nejvyšší univerzálnost. Jestliže uživatel chce nahrávat na server soubory, musí tento
formát dodržet, aby dostal po kompilaci požadovaný výsledek. Navíc je nutné také do-
držovat pevný formát ukončení řádků \r\n. Pro uživatelsky přívětívější aplikaci je nutné
zahrnout do návrhu i tuto změnu. Globální nastavení má tento formát:
<globalization requestEncoding=’UTF-8’ responseEncoding=’UTF-8’
fileEncoding=’UTF-8’ responseHeaderEncoding=’UTF-8’ />
ASP.NET nám poskytuje komponentu pro přihlašování. V těle elementu<authentication
mode=”Forms”> lze definovat akce, ke kterým dojde při úspěšném nebo neúspěšném
přihlášení za pomoci formulářové komponenty Login. V případě chyby při autentizaci bude
uživatel přesunut na adresu uvedenou v atributu loginUrl. Pokud dojde k úspěšnému
přihlášení, dojde k přesměrování na adresu defaultUrl.
<forms loginUrl=’./WithoutPermission/WithoutPermission.aspx’
defaultUrl=./TexUser/TexUserEditor.aspx’ timeout="2880"protection=’All’ />
Na globální úrovni je změněn mimo jiné i validační mód. Pro konkrétní stránky lze v di-
rektivách zakázat validaci odesíláných dat. Jedná se o zásah o bezpečnosti. V současné fázi
projektu je tento krok prozatím potřeba. U vyslaných žádostí docházelo k omezení přístupu
z důvodu posílání volných textových dat z editačního pole a z výpisu překladu. Tato data
byla označena za potencionálně nebezpečná.
<httpRuntime requestValidationMode=’2.0’ />
Nakonec je nutné uvést také pravidla pro přístup uživatelů k datům uloženým na ser-
veru. Jak již byl několikrát zmíněno, v databázi jsou uloženy záznamy s dvěma odlišnými
rolemi - Guest a TexUser.
<location path= ’TexUser’ >
<system.web>
<authorization>
<allow roles=’texUser’ />
<deny users="?"/>
<deny users="*"/>
</authorization>
</system.web>
</location>
<location path=‘‘GuestUser’ >
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<system.web>
<authorization>
<allow roles=’guest’ />
<deny users="?"/>
<deny users="*"/>
</authorization>
</system.web>
</location>
Element location s atributem path udává adresář, do kterého mají přístup pouze vybraní
uživatelé. Do složky TexUser mají přístup pouze ti registrovaní. V databázi je jim přiřazena
role texUser. Uživatelé bez potvrzené autentizace a všichni ostatní, mají přístup zamítnut
(deny users=”?”a ”*”). Pro dříve neregistrované, ale korektně přihlášené uživatele v roli
guest, je přístupná složka GuestUser. Obsahem těchto adresářů jsou přímo stránky s kódem
editoru.
Aby nebylo nutné při registraci zadávat velké množství údajů s veškerými validacemi,
které jsou předdefinované v ASP.NET, lze tomu zamezit v elementu membership→providers
→ add. Stačí do něj vložit například tuto část řetězce:
enablePasswordRetrieval="false" enablePasswordReset="true"
requiresQuestionAndAnswer="false" requiresUniqueEmail="false"
maxInvalidPasswordAttempts="5" minRequiredPasswordLength="6"
minRequiredNonalphanumericCharacters="0"
7.3.2 Nastavení IIS
Veškeré testování probíhalo lokálně a bylo tedy nutné ve výsledku provést několik kroků, aby
bylo možné využívat služby IIS. V průběhu implementace se všechny změny udávaly na Web
Development Server. Po vytvoření publish verze bylo nutné nastavit oprávnění lokálního
uživatele pro přístup do složek umístěných na serveru. Zde se vyskytlo několik problémů
při počátečním vytváření složek pro nové účty. Ve chvíli, kdy bylo vše již připraveno, měl
uživatel přístup k celé svojí složce. Pro přístup jediného uživatele je možné v konfiguračním
souboru přidat pole impersonate a nastavit jméno a heslo pro přístup. V našem případě by
se tím bohužel nic nevyřešilo. Byl jsem tedy nucen přidělit práva nově vytvořeným účtům
k celému disku, aby se promítly až k osobní složce.
Zkompilovanou verzi aplikace bylo navíc nutné přiřadit do fondu aplikací .NET 4.0
s integrovaným režimem kanálů. Tyto operace jsou přístupné přes Správce Internetové
Informační Služby v panelech nástrojů. V kolonce model procesu byla identita změněna na
hodnotu NetworkService. Uživatelé s oprávněním byli do této skupiny přiřazeni.
7.3.3 Databáze SQL
Pro naše potřeby jsme použili zmiňovaný nástroj SQL Server Management Studio Express.
Zde bylo již snadné vytvořit duplikát ASP databáze a provést změny vybraných hodnot.
Byly odebrány některé povinné hodnoty, jež uživatel nemusí v našem případě vyplňovat
a naopak byly vytvořeny dvě role, mezi kterými je nutné si vybrat při vytvoření záznamu.
Databáze má shodný název s aplikací - OnE-Tex.
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Kapitola 8
Uživatelské rozhraní
Web Forms aplikace společně s technologií AJAX[14] nabízí značné možnosti pro tvorbu
uživatelského rozhraní. Nyní si stručně popíšeme nejčastěji použité komponenty a jejich
účel. Dále se zaměříme na strukturu stránek a jejich provázanost, abychom mohli následně
pokračovat detailnějším popisem implementace konkrétních částí editoru.
8.1 Přihlašování
Jako Start up Page se klientovi zobrazí stránka, odkud se může přihlásit ať už jako guest
nebo TexUser. V levé části se nacházejí základní informace o této diplomové práci - kým byla
vytvořena, kde a kdy. Ve středu se zobrazují v pravidelných intervalech obrázky společně
s popisy myšlenek a průběhu projektu. Tato část je ve zdrojovém textu snadno editovatelná
a je připravená pro vkládání nových aktualit. V pravém horním rohu se pak nachází od-
kazy na přihlášení. Pro registrované uživatele se po rozkliknutí zobrazí jednoduchá nabídka
pro vložení jména a hesla. V tomto místě lze také zvolit variantu zaregistrování nového účtu.
Obrázek 8.1: Přihlašovací obrazovka
Jestliže se provede pokus o přihlášení a vstupní údaje se neshodují s žádnými z ulože-
ných v databázi, je o tom uživatel informován rovnou v poli pro přihlášení a může pokus
opakovat. Při korektním vstupu však stále nemusí dojít k autentizaci. V tom případě dojde
k přesměrování na stránku informující o nedostupnosti stránky.
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8.2 Registrace
U registrace jsme informování o jejích výhodách oproti jednorázovému přístupu. Samotný
registrační formulář je co nejvíce zjednodušen, aby uživatele neobtěžoval zdlouhavým za-
dáváním údajů. Libovolné jméno je spojeno s heslem, které musí mít minimálně 6 znaků.
Položka e-mail může být vyplněna jakkoliv a neprochází kontrolou na formát.
Obrázek 8.2: Registrace
E-mail je uveden především proto, aby bylo možné později sdílet informace s uživateli
a vyměňovat si tak například různé šablony apod. Měl by být vytvořen formulář, který
umožní vložení stylových šablon. Ten by byl odeslán administrátorovi emailem a po ko-
rektuře by bylo možné ho vložit do seznamu ostatních vzorů. Tento krok by mohl zajistit
přístup k velkému množství často používaných vzorů. Při psaní opravdu velkých dokumentů
sáhne většina lidí k desktop aplikaci skrze vyšší výkon a míru přizpůsobení nastavení dle
potřeb uživatele. Je to jeden z kroků, jenž by mohl zvýšit popularitu této aplikace a umožnit
tak snadný přístup k často používaným vzorům textu.
8.3 Editor
Pro obě verze editoru je shodná základní kostra vzhledu. K tomuto účelu bylo vhodné použít
třídu MasterPage. ASP.NET umožňuje touto cestou sdílet pro více stránek stejný základ.
Grafické odlišnosti editoru pro obě role uživatelů pak přicházejí společně s omezenými
funkcemi účtu Guest.
Nedostupné funkce jsou zvýrazněny červenou barvou v obvodu klikacího elementu nebo
našedivělým pozadím. Obě tyto metody zvýraznění jsou běžně používané. Tím by měla
být dosažena určitá míra intuitivního vnímání. Vzhled jako takový tedy zůstává v obou
případech téměř nezměněn. Dalším důvodem je, aby neregistrovaný uživatel viděl podobu
editoru v plném rozsahu a uvědomoval si, jaké funkce bude mít navíc přístupné, jestliže se
zaregistruje.
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8.3.1 Master Page
Členění pozadí stránky je rozděleno do několika stěžejních bloků. Ty se pak dále člení podle
vnitřního obsahu. Master Page má tedy na starosti základní layout.
V horní části máme pole pro logo projektu “One-TeX” a dále pak panel pro nástrojovou
lištu. Tělo stránky je děleno jako třísloupcový layout. Levá plovoucí část určená pro seznam
příkazů Texu. Pravá plovoucí část pro rychlou navigaci a střed vyplňující zbylou šířku
stránky jako plocha pro editor. Kostra dokumentu má nachystaný také panel pro zápatí,
kam by bylo možné umístit například licenční značku. Podrobný popis rozložení stránky
včetně chování bude rozebrán v kapitole implementace.
8.3.2 Obsah stránek
Rozvržení jednotlivých částí je přímo závislé na předchozí podkapitole. Vrchní část se tedy
skládá ze dvou částí. Tou první je logo editoru. Většina použitých obrázků byla upravena
v grafickém editoru GIMP do průhledného pozadí. Pak je snadné docílit efektu překrytí
různých elementů. Logo tak zasahuje do nástrojové lišty. Na ní jsou umístěna nejdůležitější
tlačítka pro snadné ovládání. Oproti původnímu návrhu, kde bylo v náčrtku zobrazeno
klikatelné menu, jsem sáhnul k přehlednějšímu řešení. Menu zůstává alternativou při da-
lším rozšiřování aplikace. V této fázi je velikost lišty pro tlačítka dostačující. V jejím těle
jsou tlačítka odděleny separátorem podle jejich logické funkce. Dělí se na operace s “.tex”
souborem (nový soubor, ukládání, načítání), s kompilátorem a správou nově vytvořených
souborů (kompilace, stahování, upload, editace složek) a nakonec i doplňující funkce (ar-
chivace “.zip” souborů). Napravo je jako poslední prvek umístěno pole se jménem uživatele
a odkazem na odhlášení.
Levý sloupec je vyplněn 18 položkami. Po rozkliknutí fungují jako roletkové menu a v je-
jich těle jsou uloženy obrázky asociované s příkazy Texu. U hůře rozeznatelných znaků je
přiložen popis ve formě příkazu. U jiných je připojen klasický slovní popis pro doplnění
srozumitelnosti a v některých případech je popis vynechán. Například u symbolů pro plus,
mínus, krát apod.
Střední oblast se mění podle aktivní záložky. V aplikaci se nacházejí tři. Záložka pro
editor, “.log” soubor a Detexify. Poslední zmíněné označení je odkaz na prototyp rozpozná-
vače symbolů Texu. U editoru je možné vidět vertikální rozdělení obsahu. Tento separátor
funguje jako posuvník a umožňuje uživateli měnit poměr velikosti obsahu mezi editační
plochou a náhledem výsledného dokumentu.
Pravá strana rychlé navigace zobrazuje aktuální stav adresáře uživatele a navíc nabízí
přístup ke vzorovým šablonám včetně náhledů dokumentů, které získáme jejich kompilací.
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8.4 Použité komponenty
Vedle klasických webových prvků (<div>, <span>, <img />, <form>, <table>) bylo pou-
žito značné množství rozličných komponent. Část z nich pochází z toolkitu AJAX a část
byla navržena společností Obout Software Inc.[12] Zmíníme si ty nejdůležitější. Ostatní se
pravděpodobně objeví dále v kapitole implementace.
Název Popis Funkce a použití
obout:Flyout PopUp prvek Flyout Je navázán na jiný prvek metodou
AttachTo(). Jakmile přes tento pr-
vek přejedeme myší, zobrazí se ob-
sah elementu Flyout.
obout:Dialog Dialogový prvek Obdobný účel jako u předchozího
prvku. Dialog lze dynamicky zob-
razovat a schovávat nebo ho použít
jako statický prvek s libovolným ob-
sahem.
obout:Splitter Rozdělovač obsahu Rozdělí blok na dvě horizontální
nebo vertikální části. Obě z nich mo-
hou mít ve svém těle jakékoliv ele-
menty. Poměr velikosti rozdělených
částí lze měnit posuvníkem.
obout:DragPanel Dynamicky pozicovaný
prvek
Prvek lze umístit do těla kompo-
nenty Flyout a zbytek obsahu do
něj. V té chvíli bude možné celý ob-
sah uchopit jako jeden blok a měnit
jeho pozici na stránce. Tato funkce
je použita u zobrazených náhledů
šablon.
Tabulka 8.1: Seznam použitých ”obout”komponent
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Název Popis Funkce a použití
asp:ScriptManager skript manažer Při použití AJAX komponent je
nutné ho vložit před použití takové
komponenty
asp:HiddenField skryté pole Použito pro uchovávání hodnot
z klienta na server.
asp:ContentPlace-
Holder
panel pro obsah Master Page vytváří tímto prostor,
který je vyplněn u odvozených strá-
nek.
asp:Content obsah panelu Spojuje stránku s vyhrazenými
místy od Master Page. Každý nade-
finovaný ContentPlaceHolder musí
být v synovské stránce vyplněn.
asp:UpdatePanel panel pro parciální postBack Elementy uvnitř panelu umožňují
vyvolat postBack a aktualizovat tak
pouze část stránky. Lze nadefino-
vat i vnější prvky, které mají vy-
volat žádost na server. Vedle hlav-
ního toku programu lze vyvolat na-
víc asynchronní postBack.
asp:Panel Panel Udržuje v sobě další elementy libo-
volného typu.
asp:Login Přihlašovací panel Určuje další chování aplikace po
přihlášení uživatele.
asp:ImageButton Obrazové tlačítko Funguje stejně jako klasické tla-
čítko. Žádost na server lze potlačit
při vyvolání klientské funkce, která
navrátí false.
asp:FileUpload Upload souborů Umožňuje vybrat uživateli z lokál-
ního disku a připojit ho tak k žá-
dosti request na server.
asp:TextBox Textové pole Může být i více-řádkový. Použito
pro výpis .log souborů po překladu.
asp:TreeView Stromová struktura V našem případě je spojen se zdro-
jem, který uchovává informace o ad-
resářích uživatele. Treeview je zob-
razuje ve stromové struktuře.
asp:XmlDataSource Zdroj XML dat Naváže na sebe data z .xml souboru.
Tedy data s obsahem adresáře uži-
vatele.
asp:TabContainer Obsah se záložkami Umožňuje přepínat mezi záložkami,
které ve svém těle mají libovolný ob-
sah
asp:Accordion Panel pro rozvinutí Po kliknutí se rozvine. Je použit
v levém sloupci pro uchovávání se-
znamu příkazů Texu, ze kterých si
uživatel může přehledně vybírat.
Tabulka 8.2: Seznam použitých AJAX komponent
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Kapitola 9
Implementace
Zbylá část dokumentu se bude zabývat čistě implementací a problémy, které bylo nutné
řešit k dosažení úrovně, ve které se práce nachází. Podkapitoly jsou označeny tak, aby
logicky navazovaly na kapitolu uživatelského rozhraní. Postupně si rozebereme hlavní úlohy
každé ze stránek nebo jejích hlavních částí. Po vysvětlení primární úlohy každého bloku se
zmíníme o programovém kódu, který běží na pozadí na straně serveru. Obecně se takový
kód označuje jako Code-Behind. Příkazy a jiné vlastnosti spojené s jazykem Tex budou
označeny tímto strojovým písmem. Stejným způsobem zvýrazníme definice nebo vlastnosti
některých Code-Behind metod.
V další části této kapitoly si popíšeme použité třídy a jejich metody, na které se stránky
odkazují. Závěr je vyhrazen pro klientskou část, která společně s updatePanel komponen-
tami tvoří základ RIA aplikací vyvíjených v ASP.NET.
Editor byl vyvíjen především za pomoci prohlížeče Google Chrome verze 18.0, pro který
je více méně optimalizován. Vzhled stránky se liší pouze u IE 9, kde jsou značné rozdíly
při použití jazyka CSS3. U ostatních běžně používaných prohlížečů (Opera 11.0, FireFox
12.0, Safari 5.1) je vzhled totožný nebo jsou změny nevýrazné. Jediným přetrvávajícím
problémem je chování pohybu v editačním poli. Prototyp editoru pracuje se strukturou
DOM dokumentu a změny prováděné při psaní písma bylo prozatím možné ztotožnit pouze
u prohlížečů Chrome, Firefox. Během delšího časového horizontu je v plánu vytvořit takový
editor, aby byl plně funkční pro všechny tyto prohlížeče. Jednou z možností je i zařazení
WYSIWYG editoru, který v sobě má zabudované funkce pro párování závorek apod. Při
tvorbě diplomové práce jsem se k tomuto řešení uchýlit nechtěl.
9.1 Přihlašovací formulář
initialDemoPage.aspx
Pro uživatele jsou přístupné dvě volby. Jestliže zvolí přihlásit se jako Guest, bude pře-
směrován na stránku editoru s omezenými funkcemi. Nebo vybere možnost – přihlásit se
jako registrovaný uživatel – aktivuje se PopUp okno, kde může uživatel zadat přihlašovací
jméno a heslo. Lze se odtud také přesunout k registraci. Tyto funkce jsou běžně dostupné
přes komponentu Login. Přes její atributy nastavíme adresy přesměrování jako reakci na
různé akce – CreateUserUrl, DestinationPageUrl, PasswordRecoveryUrl.
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initialDemoPage.aspx - Code-Behind
Jestliže se uživatel chce přihlásit pod registrovaný účet, dojde ke kontrole metodou Lo-
gin1 Authenticate().Membership.ValidateUser(Login1.UserName,Login1.Password. Ta zkon-
troluje existenci uživatele v příslušné databázi. Následně je validována jeho role, zda se
opravdu jedná o TexUser uživatele. Pokud touto kontrolou projde, je vytvořen ”ticket”k jeho
začínající relaci. V parametrech je zadán časový interval 30 minut. Po této době nečinnosti
dojde automaticky k odhlášení. Tato informace je uchovávána ve formě zašifrovaných coo-
kies. Následně už je uživatel vpuštěn do systému. Přesněji je přesměrován na stránku s plně
vybaveným editorem. Navíc se provede kontrola existence jeho kořenové složky. Pokud ji
ještě nemá nachystanou, je mu vytvořena.
Jestliže se však uživatel rozhodne pro volbu ”přihlásit jako Guest”, je mu vytvořen také
tiket, ale jeho jméno je vygenerováno náhodně v rozmezí guest0 – guest999. Takový uživatel
je přesměrován na stránku editoru s omezenou nabídkou funkcí.
Registrace - OwnRegister.aspx
K registraci lze přistoupit přímo z panelu přihlašování. Mimo informačního panelu je
zde jediná důležitá komponenta CreateUserWizard. Její předdefinovaná podoba je pro naše
účely naprosto dostačující. Jednotlivé kroky registračního průvodce jsou doplněny o vlastní
text. Po zadání validních dat je uživateli automaticky přiřazena role texUser a je přesměro-
ván na svůj nově vytvořený účet.
9.2 Master Page
Samotná stránka editoru dědí základní grafické rozhraní od Master Page. Vzhled elementů
je uložen v šabloně kaskádových stylů masterStyle.css. Zmíníme zde několik prvků, které
mají podstatný vliv na běh aplikace. V pravém horním rohu obrazovky se nachází kompo-
nenta loginView, která uchovává informaci o aktuální relaci - jméno přihlášeného uživatele
a odkaz k jeho odhlášení a přesun na úvodní stránku. Hlavní tělo stránky je rozděleno na tři
části. Dva boční panely a střed, kde se nachází i oblast editoru. Uprostřed je také umístěn
seznam záložek, které uživateli dávají snadný přístup ke třem funkcím – zobrazení vytvoře-
ného “.pdf” souboru, načtení “.log” souboru s výpisem výsledku překladu a rychlý přístup
k nahrávání souborů na server. Seznam záložek je umístěn v tagu <div class=”menu”>.
Další důležité prvky, které je nutné uchovávat na úrovni Master Page jsou skrytá pole
<asp:HiddenField /> s hodnotami ID – HiddenField1, loadingFileHidden, fileInEditorHi-
dden, filenameBeforeRename. Jelikož mezi jednotlivými akcemi vyvolávajícími postBack
nelze udržovat kontext a předávat tak větší objemy dat, použili jsme skrytá pole. K něk-
terým účelům je možné využít cookies nebo vlastnosti ViewState. Obě varianty nejsou pro
náš případ vhodné. První ze jmenovaných polí uchovává aktuální obsah editační plochy pro
účely ukládání a kompilace. Druhý udržuje informaci o posledně načteném souboru. Dále
je pro nás žádoucí pamatovat si soubor načtený v poli editoru a nakonec také název sou-
boru, který chceme přejmenovat, aby bylo možné provést tuto operaci i fyzicky na serveru.
K tomu je nutné vytvořit kopii, provést přejmenování a pak původní soubor smazat.
Zbytek stránky je tvořen <div> a <asp:contentPlaceHolder> elementy pro rozložení
GUI. Výčtem si uvedeme identifikátory ID všech osmi elementů, které jsou zodpovědné za
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odlišný vzhled stránek odvozených od této Master Page. Řazeno od hlavičky dokumentu až
po zápatí: HeadContent, SettingPanelContent, ButtonsGroupUpdate, sidePanelA, flagBut-
tons, MainContent ,sidePanelB, FooterContent.
Obrázek 9.1: Roložení stránky
HeadContent - A
Je součástí hlavičky dokumentu. Obsahuje vždy výčet použitých externích souborů “.css”,
“.js” a případně lokální skripty. To z důvodu dynamického přiřazení event událostí někte-
rým prvkům.
SettingPanelContent - B
Tento blok obsahuje hlavní nástrojovou lištu, jejímž obsahem jsou nejčastěji používané
příkazy editoru. Také je zde umístěn popisek s informací o přihlášeném uživateli. Panel
ButtonsGroupUpdate je pozicí připraven tak, aby se dynamicky objevoval hned pod tla-
čítky tohoto panelu, bude-li to do budoucna potřeba.
sidePanelA - C
Pro tuto oblast je určena vlastní komponenta sideA Accord.ascx, která je vytvořena z AJAX
komponenty Accordion. Jedná se o roletkové menu, jež obsahuje běžně používané příkazy
Texu (přibližně 260 příkazů), dělené do 18 kategorií. Každý příkaz je znázorněn obrázkem
a slovním popisem. Nacházímeli se kurzorem uvnitř editačního pole, dojde k vložení vybra-
ného příkazu.
flagButtons - D
V tomto místě je možné ovlivňovat obsah a chování seznamu záložek. Jak bylo zmíněno výš,
primárně se jedná o akce - zobrazení vytvořeného “.pdf” souboru, načtení “.log” souboru
a překlad.
38
MainContent - E
Hlavní obsah tvoří komponenta TabContainer, která má v hlavičce tři záložky - Editor,
Upload a .log soubor.
sidePanelB - F
Tento panel je vytvořen za účelem rychlejší navigace pro uživatele. Zde je opět umístěna
komponenta TreeView. Tentokrát však slouží pouze k výběru aktuální pracovní složky.
U neregistrovaných uživatelů se stále pohybujeme v rámci kořenového adresáře. Uživatel
je po celou dobu informován textovým popiskem o aktivním adresáři, do něhož se provádí
ukládání souborů, kde probíhá kompilace apod. Pod tímto stromem je pro registrované
uživatele navíc přístupná sada předpřipravených šablon, které se jejich výběrem ihned zob-
razí v editačním poli editoru. Efekt rozvíjejícího textu je vytvořen pomocí panelů a AJAX
prvku CollapsiblePanelExtender.
FooterContent - G
Toto je prostor vyhrazený pro případné logo a copyright.
ButtonsGroupUpdate
Připravená metoda public void showDynamicPanel(Control panel) na této pozici zob-
razí odkazovaný panel. Tato oblast je prozatím prázdná.
9.3 Editor
V této chvíli je pojmem editor označena celá střední část stránky, kde je možné měnit obsah
podle zvolených záložek.[17] Editační plocha je pak místo, kde lze vkládat vlastní text.
9.3.1 Editační plocha
Výběrem záložky editoru se ve střední části stránky uživateli zobrazí editační pole, které
slouží k úpravě textu. Jedná se o jakýsi prototyp, jenž poskytuje základní funkce pro vy-
značování písma. Umožňuje automatické označování příkazů Texu modrou barvou. Těla
příkazů vyznačuje šedou a kurzívou. Parametry se vyznačují strojovým písmem a červeně
a poslední rozlišování je určeno pro komentáře, jež jsou v Texu uvozeny znakem ”%”. Ty
mají zelenou barvu z důvodu obecně zažitých konvencí. Celá oblast editoru, dále jen editační
plocha, je uzavřena v HTML tagu div s identifikátorem ”area1”.
Při psaní do editační plochy jsou vyvolávány dva typy klientských událostí - onKey-
Press a onKeyDown. Druhá zmíněná obstarává znaky, které některé typy prohlížečů jinak
nerozpoznají. Jde například o klávesu Backspace. Veškerý obslužný kód je volán ze souboru
latexParsers.js.[9.5.1]
V některých případech je nežádoucí, aby docházelo ke znovu–načítání celé stránky. K to-
muto účelu nabízí technologie AJAX komponentu updatePanel. Ta umožňuje parciální po-
stBack a navíc nám dává prostor k nadefinování prvků, které tuto akci vyvolají. Proto je
celá editační plocha uzavřená do této komponenty. Atributy UpdateMode =’Conditional’
ChildrenAsTriggers =’False’ značí podmíněné vyvolání žádosti na server. Navíc žádný
z prvků umístěných uvnitř žádost nezpůsobí. Je například žádoucí, aby při ukládání a kom-
pilaci nedošlo k překreslení editační plochy a naopak při načtení nového souboru je nutné
plochu přepsat.
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9.3.2 Detexify
Tato záložka zobrazí v elementu <iframe> stránku s prototypem rozpoznávače symbolů
Texu. Uživatel může na plátno zakreslit symbol, který hledá a porovnáváním vhodnosti je
mu nabídnuta řada symbolů řazených podle procentuální shody. [19]
9.3.3 .log Soubor
Na tomto místě se pouze zobrazuje soubor obsahující informace o posledně přeloženém sou-
boru. Jde čistě o informační multi-line textové pole s automaticky nastaveným scrollbarem,
aby si uživatel mohl přečíst kompletní obsah souboru bez možnosti ho editovat.
9.3.4 Editor - Code-Behind
Všechny záložky mají samozřejmě jeden společný kód na pozadí. V této podkapitole budou
obsaženy všechny tři. V případě odkazu na metodu jiné třídy se o ní pouze zmíníme, ale
popis její implementace bude uveden později. Názvy funkcí budou zvýrazněny kurzívou
a psány bez jakýchkoliv parametrů.
Při načítání stránky se inicializují všechny string proměnné, uchovávající cesty ke slož-
kám s potřebnými daty. Připraví se také oba stromy s adresářovou strukturou uživatele,
které se na stránce objevují. Třída použitá pro navázání dat do stromu je popsána ve vlastní
kapitole. Například: userOperObject =
new fileAndTreeOperations(TreeView1,XmlDataSource1,name,role, address);
Pro pravý informační sloupec je pak vytvořena vlastní instance s odlišnými vstupními
komponentami. V paměti je také rezervované místo pro instanci objektu třídy InputLatex-
Data. Ta se stará o ukládání dat a přípravu ke kompilaci vstupního souboru.
Další přípravnou fází je zaregistrování všech akčních tlačítek, které mají svým stisk-
nutím vyvolat výměnu dat se serverem a způsobí kompletní překreslení stránky. K tomu
dochází například při otevírání nového dokumentu, ukládání editovaných dat, kompilaci
apod. Samotná registrace se pak vyznačuje takto:
ScriptManager.GetCurrent(this.Page).RegisterPostBackControl(this.XXX);
V tuto chvíli už zbývá načíst vzorový dokument. Samotné zobrazení textu do edi-
tační plochy má na starosti funkce loadInputFile() s odkazem do třídy editorInnerText.
Další příchozí akce se zpracovávají vždy ve funkci načítání stránky. Zde se volá metoda
GetPostBackControl().[23] Ta navrací řídící prvek, jenž postBack vyvolal. Podle toho je
pak v přepínači switch vybraná vhodná obslužná rutina. Tyto akce si nyní popíšeme a bu-
dou vypsány postupně tak, jak jsou prvky umístěny za sebou ve formuláři. Pojmem aktuální
položka budeme mít na mysli soubor, který je v pravém sloupci právě označený a na nějž
se prováděné změny vztahují.
1. Nový soubor
Ve chvíli, kdy se rozhodneme vytvořit nový soubor, je ostatní text ztracen. loadInput-
File() do editační plochy načte obsah souboru basic.tex s připravenou strukturou pro
základní dokument. Je zde nastavena čeština a požadované kódování UTF8.
2. Ukládání
Aktuálně označený soubor z pravého sloupce rychlé navigace se automaticky stává
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schránkou pro uložení dat. Zavoláním metody prepareFileToSave() se načte cesta k ak-
tuální položce, text z pole se upraví do podoby bez HTML dat a uloží se do formátu
UTF8.
Metoda prepareFileToSave() je volána vždy v návaznosti na klientskou funkci doIt().
V té chvíli je ve skrytém poli hiddenField1 uložen obsah editačního pole. Tento text je
pomocí třídy regulárních výrazů upraven tak, aby neobsahoval nadbytečné mezery. Uni-
kátní sekvence ”∗#end#∗” označující konec řádků se nahradí systémovým ukončením
řádků, tj. obvykle \r\n. Dále pak jsou vypuštěny HTML značky, a pevné mezery &nbsp
nahrazují mezery normální. Objekt třídy InputLatexData se postará o uložení tohoto
textu do souboru, jehož název je explicitně vybrán nebo ho uživatel zadá.
3. Načítání souboru
Obdobná situace jako u nového souboru. Zdrojem je však soubor, který je označen jako
aktuální položka. Musíme nejprve vybrat soubor a poté kliknout na ”načíst soubor”.
Jestliže žádný označený není, nedojde k žádné akci.
4. Kompilace pdflatex
Před samotným překladem se provede nejprve uložení souboru a následně se zavolá
metoda compile(). V celé aplikaci se zatím využívá pouze překladu pomocí pdflatex
(rozšířen o bibtex ). Postupně by mělo dojít k dalším rozšířením, co se týče nastavení
kompilace, jak bylo zamýšleno v počátečním návrhu.
Díky přepínači -interaction=nonstopmode proběhne kompilace až do konce a vše je
zapsáno do tohoto souboru. Na konci akce je do textového pole zobrazen obsah “.log”
souboru, kde si uživatel může zjistit, ke kterým chybám při překladu došlo.
5. Kompilace bibtex
Opět dojde nejprve k uložení obsahu editační plochy do aktuální položky a poté se
provede překlad. Tentokrát dojde k trojnásobnému překladu v pořadí pdflatex→ bibtex
→ pdflatex. Tím je zajištěno vygenerování souboru bibliografických citací a připojení
k hlavnímu dokumentu, kde se nachází příkaz \bibliography{file}.
6. Stažení aktuálního pdf
Od aktuální položky se hledá shodně pojmenovaný soubor “.pdf”. Jestliže neexistuje,
žádná akce se neprovede. Toto tlačítko slouží především pro urychlení práce, kdy uživatel
provede kompilaci a ihned zvolí možnost stáhnout si výsledek, aniž by musel provádět
cokoliv jiného.
7. Archivace
Archivátor 7za je umístěný ve složce App Data v binární podobě. Pokud je aktuální
položkou nějaký soubor, automaticky se zkomprimuje nadřazený adresář. Opět se jedná
o ”rychlé”tlačítko. Uživatel spustí překlad a ihned po něm lze jediným kliknutím stáhnout
archivovanou složku se všemi přiloženými soubory.
8. Extrakce
Zde jsem z experimentálních důvodů zvolil jiný postup než u archivace. Byla použita
knihovna pro C# SharpZipLib.[26] Ta poskytuje velké množství funkcí a parametrů,
které lze pro archivaci i extrakci použít, včetně metody ExtractZip().
9. Záložka kompilace #1
Záložky se nacházejí na pravé straně editoru.[21] Jsou celkem tři a mají umožnit snadný
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přístup k běžným a často používaným operacím. První z nich provede klasický překlad,
ale zároveň způsobí načtení výsledného “.pdf” do pravé části vedle editační plochy. Není
vždy žádoucí, aby se každý překlad znovu načítal. U větších dokumentů jde také o časově
náročnou operaci. Prohlížeč Opera například umožňuje zobrazení načteného souboru až
po odkliknutí, ale u jiných prohlížečů není toto chování běžné. Obout komponenta Split-
ter může do pravé i levé části načíst libovolý obsah. Pokud chceme například do pravé
části zobrazit data z externího zdroje, stačí zavolat Splitter.RightPanel.Content.Url.
Další problém nastává u většiny prohlížečů ve chvíli, kdy provedeme další překlad stej-
ného souboru. Na výstupu je klasicky přepsáno původní “.pdf”. Jakmile se vydá poža-
davek o načtení souboru do panelu splitteru, prohlížeč se podívá do své dočasné paměti
a soubor vytáhne odtud. Při vytváření odkazu k souboru je tedy přiložen řetězec gene-
rovaný z aktuálního času ve vteřinách. Tato unikátní sekvence zamezí otevírání starých
souborů a načte vždy ten aktuální.
10. Záložka stažení .tex souboru #3
Obsah editační plochy se uloží do souboru aktuální položky a poté se zahájí stahování
metodou DownloadFileMethod(). Pokud není vybrán žádný soubor, postupuje se stejným
způsobem jako u jiných akcí, kde se soubor ukládá. Vytvoří se unikátní název file X.tex,
kde X značí nejbližší neobsazené číslo.
11. Mazání souborů
deleteFilesBtn Click() zkontroluje všechny zaškrtnuté uzly ze stromu a za pomoci in-
stance userOperObject, vytvořené při načtení stránky, rekurzivně prochází vybrané složky
a soubory. Ty pak postupně odspoda odstraní fyzicky ze serveru a zároveň také ze sou-
boru “.xml”, kde je uložena struktura souborů a složek uživatele.
12. Upload souborů
UploadMulitple() se stará o kolekci souborů poslaných na server jako požadavek. Metoda
zkontroluje zbývající prostor uživatele a v případě překročení povoleného limitu nedovolí
uživateli soubor uložit. Po skončení akce aktualizuje data v adresářovém stromu. Pro
uživatele Guest je tento limit nastaven na 5MB a jinak je pro každého vymezen prostor
15MB. Velikost dat je primárně nastavena na 4096kB. V konfiguračním souboru lze
tuto hodnotu změnit v uzlu <httpRuntime>. Vlastností maxRequestLength =”11264”
zvýšíme hodnotu na 10MB. Při takovém navýšení je pak nutné zohlednit také maximální
dobu, po kterou se žádost zpracovává (executionTimeout), než dojde k přerušení.
13. Přejmenování
Ve skrytém poli filenameBeforeRename je před odesláním na server uložen název ak-
tuální položky. Soubor uživatele uchovávající strukturu jeho osobního adresáře přepíše
starou hodnotu skrytého pole na nově zadanou, která je poslána v těle žádosti. Fyzicky
se pak přepíše i položka na disku.
14. Nahrávání šablon
V přepínači je defaultní větev rezervována pro šablony. Ty jsou jako jediný prvek umístěny
v komponentě DragPanel. Pokud byla žádost vyvolaná takovým prvkem, pak se metoda
copyFolderToUser() postará o fyzické zkopírování adresáře se zdrojovými texty šablony
do složky uživatele. Poté načte hlavní zdrojový soubor do editační plochy a nastaví
aktuální položku.
42
Stažení souboru přes stisk tlačítka je možný pouze v případě vybrání konkrétního sou-
boru z adresářové struktury. Po jeho stisku je volána metoda DownloadFileMethod() ze
třídy uploadTab s parametrem cesty k souboru, získané díky vybranému uzlu. Tato operace
není závislá na aktuálních datech klienta, ale pouze se zpracuje http požadavek a soubor
se začne stahovat. Je tedy možná zavolat obslužnou metodu klasickým způsobem a nikoliv
při načítání stránky.
Z výše uvedené metody plynou také změny při vybrání nějakého uzlu z komponenty
treeView. V poli sloužícím zároveň pro nahrávání souborů platí dvě pravidla. Jestliže je
vybrána složka, pak je upraven pracovní adresář, kam se budou další soubory ukládat.
Pokud je vybrán soubor, je možné ho načíst do editační plochy, stáhnout ho nebo smazat.
Strom je připojen ke zdroji XmlDataSource. Uzly typu ”folder”mají definovaný parametr
SelectAction =’SelectExpand’. Hodnotu SelectAction lze kontrolovat na straně serveru
a pokud má označený uzel nastavenou tuto akci, pak vím, že se jedná o složku.
9.4 Použité třídy a jejich metody
V této sekci si popíšeme funkci použitých tříd. Rozepíšeme u každé z nich ty nejdůležitější
metody a jejich princip. Není cílem popsat programovou dokumentaci, ale tyto třídy jsou
stavebním kamenem celého projektu a se slovním popisem dají čtenáři detailnější představu
o způsobu řešení.
9.4.1 editorInnerText.cs
a) private static string LoadEditorFile(string file)
Je volána v těle následující metody. Vrací najednou celý obsah souboru file.
b) public static string loadUserDocToAreaEditor(string file)
Tato metoda upraví obsah souboru file, aby bylo možné ho vykreslit do editační plo-
chy editoru. Po načtení provede náhradu specifických HTML symbolů <, >, ”a konce
řádků. Požadovaným výsledkem není pouze zobrazení samotného textu, ale i zvý-
raznění určitých důležitých částí. Proto jsem vytvořil seznam dvojic čísel, které v sobě
uchovávají pozice změn, které se v textu odehrávají.
List<Tuple<int, int>> rozmezi = new List<Tuple<int, int>>();
Tuple<int, int> dynamicTuple = Tuple.Create(0, 0);
Primárně se vyhledávají komentáře. Mají nejvyšší prioritu, jelikož se do jejich těla
počítá veškerý text od znak ”%”až po konec řádku. Tento text je uložen do nového
span elementu. Do seznamu dvojic se pak ukládá počáteční a koncová pozice nově
vloženého textu. Text je značen písmenem ”x”.
’<span class=’commentary’ style=’color:green; font-style:italic;’>’ + x + ’</span>’
Druhým vyhledávaným symbolem je poté ”[”. Pokud se otevírací hranatá závorka
nachází někde v intervalech mezi uloženými dvojicemi pozic komentářů, pak nedochází
k žádné změně a zůstává text v podobě komentáře. V opačném případě se vyhledá
první koncová závorka a proběhne úprava stylu a uložení pozice úpravy.
<span class=’edgeBrackets’ style=’font-variant:small-caps;color:red;’>+x+</span>
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Následně se prohledávají obdobným způsobem složené závorky s počátečním symbo-
lem ”{”. Z postupu je jasné, že nejde o vyhledávání párových závorek, jak by tomu
mělo být u pokročilých editorů. Hledá se první vyhovující závorka a další v pořadí již
nejsou brány v úvahu. Toto chování by mělo být implementováno do budoucna jako
rozšíření pomocí analýzy shora dolů používané u bezkontextových jazyků.
’<span class=’curlyBrackets’ style=’font-style:italic; color:gray;’>’ +x+ ’</span>’
V posledním kroku rozpoznávání důležitých částí textu jsou vyhodnoceny příkazy
Texu. K tomuto účelu jsem využil třídu pro práci s regulárními výrazy Regex. Za
pomoci metody Matches() a výrazu ’@\\(\%|#| \\ | \w+)’ získáváme z textu ko-
lekci vyhovujících výsledků. Pokud příkaz nespadá do žádného z intervalů v seznamu
dvojic, pak je na něj aplikováno stylovací pravidlo.
’<span class=’commandBlue’ style=’color:blue;’>’ + x + ’</span>’
Tímto způsobem je navrácen pak čistý text, který při použití jako vlastnost InnerHtml
u webových elementů způsobí vykreslení textu s grafickými úpravami, které jsou uve-
deny u každého z výše uvedených span elementů.
9.4.2 inputLatexData.cs
a) public InputLatexData(string root),
public InputLatexData(string s, string root)
Instanci této třídy ihned naplníme informací o nadřazené složce, kde je uložen náš
pracovní soubor.
b) public string fillInputData
Ve chvíli, kdy máme připravený text, přiřadíme ho uvedenému atributu. Ve své set
metodě připraví soubor fyzicky na serveru.
c) private void prepareFile(String input)
Třída obsahuje proměnnou fileName, kde je uložen název pracovního souboru. Do něj
se uloží obsah objektu input s kódováním UTF-8. To je použito v aplikaci na globální
úrovni. Tím je zajištěna konzistence textových dat.
d) private void createBatFile(string batFile, string param)
Jestliže bude chtít uživatel provést kompilaci a má uložený soubor ve svém adre-
sáři na serveru, pak mu zbývá vytvořit dávkový soubor. Ten nejprve smaže všechny
pomocné soubory, které mohly být vygenerovány při předešlém překladu. V parame-
trech překladu je automaticky zahrnut i přepínač -interaction=nonstopmode. Díky
němu není překlad zastaven při výskytu nějaké chyby, jak tomu běžně bývá u ruč-
ního překladu Tex. Potlačení kontroly chyb je bezpodmínečně nutné, jelikož překlad
probíhá na serveru v nově vyvolaném procesu. Po skončení překladu je metodou de-
leteBatFile() automaticky odstraněn dávkový soubor určený pro kompilaci.
e) public void compile()
Zde probíhá kontrola existence souboru, jehož název chceme pro kompilaci použít.
Pokud takový soubor existuje, pak zvolíme název, před který umístíme číslo uložené
v iterátoru. Tím zabráníme kolizi názvů. Ve výsledku předchozí soubor smaže a nový
přejmenuje na původní požadovaný název. V dalším kroku vytvoří nový proces, který
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se stará o vytvoření dávkového souboru a samotný překlad. Tato činnost musí být
vykonána ve vlastním vlákně, aby nedocházelo k zamrznutí aplikace na serveru po
dobu překladu.
f) public void bibtex()
Překlad příkazem bibtex je rozšířením klasického pdflatex. Postup výpočtu je stejný
jako v předešlém případě, avšak dochází k třístupňovému překladu pro vytvoření bib-
liografických citací a následnému zařazení do hlavního dokumentu. Volba této časově
náročné operace je pouze na uživateli. Na konci překladu je vždy volána metoda
logFileOutput() zobrazující informace o výsledku překladu.
Navrací obsah “.log” souboru, aby si uživatel mohl přečíst výsledek překladu.
9.4.3 uploadTab.cs
Tato třída obsahuje pouze statické metody a není tudíž nutné vytvářet objekty pro její pou-
žití. Jejím úkolem je zpracovávat požadavky od klienta, které vyvolá v prostředí záložky
upload. Jediná metoda uploadMultiple je ponechána na pozadí hlavní stránky editoru. Dů-
vod je v jednoduchosti použití a přístupu k datům v rámci kontextu, který je jinak nutné
složitě předávat do statických funkcí.
a) public static void DownloadFileMethod(string parentFolder, string file)
Metoda využívá vlastnosti tříd WebClient a HttpResponse. Instance odpovědi je
nejprve naplněna informacemi o souboru, který se má stahovat. Aby bylo možné
stáhnout jakýkoliv typ dat, který má uživatel ve své složce, použije se jako typ
Application/Octet-Stream. Následně jsou požadovaná data převedena na pole bytů
a nakonec poslána zpět klientovi.
b) public static double GetDirectorySize(string directory)
Jestliže existuje složka, pro kterou chceme zjistit její velikost, pak se zavolá níže
uvedená metoda.
c) private static doubleComputeFolderSize(string dirs)
Aby bylo možné získat přesnější informaci o velikosti složky, je zapotřebí ji rekurzivně
procházet, aby byly započítány i adresáře ve větší hloubce, než jen přímí následníci.
Výsledná velikost je pak převedena na velikost v jednotkách MB.
9.4.4 Authentication.cs
Třída obsahuje opět pouze statické metody, které se starají o relaci uživatele. Je navržena
především pro možné další úpravy do budoucna.
a) protected static bool IsSessionExpired()
Metoda kontroluje stav relace. Výsledkem je relace s překročenou expirační dobou
nebo ta, o které nevíme, zda jde o novou relaci nebo je stále ještě aktivní.
b) public static void DeleteAllGuestsorySize(string path)
Pro výkonnější správu je vytvořena metoda, která umožňuje smazat z databáze všechny
guest uživatele. Zároveň s tím dojde ke smazání jejich dat a odebrání veškerých in-
formací spojených s jejich dočasným účtem. Pro další vývoj se počítá s vytvořením
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správcovské části, kde bude možné manipulovat s účty uživatelů a s veškerým nasta-
vením. Bude například možné lépe spravovat nově vytvářené šablony dokumentů Tex
a podobně.
9.4.5 XmlTypes.cs
XmlTypes je zavedena proto, aby bylo možné uživateli zpřístupnit strukturu jeho souborů
a složek uložených na serveru. Jsou přístupné tedy dva typy elementů, které budeme od-
lišovat kromě těch kořenových. V případě složky máme typ FOLDERTYPE a pro soubor
je to FILETYPE. Je zde použit návrhový vzor factory, jenž brání ve vytváření instancí
třídy přímo a o tuto činnost se stará sám. Její použití tkví v předávání informace o kon-
krétních elementech ve vytvořeném “xml” souboru každého uživatele. Uchovává umístnění
uzlu a jeho typ.
9.4.6 fileAndTreeOperations.cs
Instance této třídy jsou vytvářeny proto, aby měl klient stále aktuální informace o svém
adresářovém prostoru. Umožňuje práci s xml soubory - vytváření, rušení a editace. Dále pak
provádí fyzické změny v prostoru serveru. Připravuje uživatelům účet a provádí všechny
nezbytné kontroly pro nově vznikající uživatele. Na některých místech aplikace se občas
vyskytují proměnné stejného názvu a typu, ale pro jejich vysvětlení je zmíníme pouze na
tomto místě, kde se používají všechny najednou.
private string username;
private bool userRole;
private string serverPath=”;
const int FILETYPE = 1;
const int FOLDERTYPE = 0;
const int NONEXIST = -1;
public const string uploadFolder = ’UPLOAD\\users\’;
public const string xmlFileSource = ’UPLOAD\\fileStructure.xml’;
public const string tempFolder = ’UPLOAD\\xmlTemp\\’;
public const string xsltFileTransform = ’XMLprepare\\XSLT userXmlTransform.xslt’;
private XmlTypes mySelectedTreeNode = XmlTypes.xmlTypes(-1, ””);
private TreeView TreeView1;
private XmlDataSource XmlDataSource1;
Pro obecné účely se využívá základních údajů o přihlášeném uživateli. Ty lze získat z in-
formací, které jsou udržovány na stránce v rámci kontextu. User.Identity.Name pro uživatel-
ské jméno a User.IsInRole pro kontrolu přiřazené role. V celé třídě se přistupuje k datům na
serveru, a proto se udržuje adresa kořenové složky celé aplikace v jedné proměnné. Řetězcové
konstanty udávají cesty k neměnným složkám potřebným pro běh celé aplikace. Upload-
Folder je společnou složkou všech uživatelů. XmlFileSource je soubor schraňující strukturu
adresářů všech uživatelů. TempFolder udržuje pro každého klienta zvláštní soubor, do kte-
rého je adresářová struktura transformována ve vhodné podobě. XsltFileTransform provádí
tyto zmíněné transformace. Ostatní proměnné pak už slouží k vizualizaci těchto dat.
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a) public fileAndTreeOperations(TreeView tv,XmlDataSource xds,
string userNameRef,bool role,string serverAdd)
V konstruktoru se pouze inicializují veškeré objekty a proměnné, jejichž význam byl
vysvětlen v předchozím odstavci.
b) protected XmlTypes fillXMLPath(string inputPath)
Pro vyhledávání informací v xml souborech platí odlišná pravidla a používají se jiné
prostředky. K procházení xml stromu nejprve převedeme cestu k fyzickému souboru
do takové podoby, aby bylo možné tento záznam nalézt mezi elementy xml. Struktura
xml souborů je následující (Atribut isGuest značí roli uživatele):
<FileSystem>
<TexUser isGuest=’False’ username=’guest001’>
<folder folderName=’nazevSlozky1’>
<folder folderName=’soubor1’ />
</folder>
<folder folderName=’nazevSlozky2’>
<file fileName=’soubor2’ />
</folder>
<file fileName=’soubor3’ />
</TexUser>
</FileSystem>
Upravený řetězec může mít pro tento příklad následující podobu:
’/FileSystem/TexUser[@username=’guest001’]/folder[@folderName=’nazevSlozky2’]’
Metoda je použita při vkládání a odebírání elementů z xml souborů. Tyto funkce
obstarávají metody insertXmlNode a removeXmlNode, ale jejich princip nebudeme
více rozebírat. Stačí vědět, že jde o běžné úpravy xml dokumentu za pomoci třídy
XmlDocument.
c) public void updateTreeView()
V této metodě jsou postupně volány 4 další metody. Nejprve je uživatelův xml soubor
vyčištěn, poté je znovu vyplněn přetransformovanými daty a nakonec dojde ke znovu
navázání dat na vizualizační komponentu treeView. Druhá varianta této funkce se
jmenuje updateTreeViewMaster a je volána vždy párově k této funkci, aby byla data
aktuální i v pravém sloupci rychlé navigace. Proto u ní není nutné znovu xml sou-
bor mazat a vytvářet. Stejnojmenná metoda se dvěma parametry pak provádí pouze
samotné navázání dat pomocí vlastností dataBind().
d) public void createNewOrMissingXML(bool role)
Pokud není během různých operací dostupný xml dokument daného uživatele, pak je
touto cestou znovu vytvořen. Díky třídě pro práci s xml je možné použít vlastnosti
a prvky xml dokumentu - XmlDocument, XmlNode, XmlElement a XmlAttribute.
e) public void addToExistingOne(string user, string role) Jestliže hlavní se-
znam uživatelů existuje, ale náš uživatel v něm stále není, pak je nutné jeho informace
vložit dodatečně. Ukládá se vždy jako poslední synovský uzel našeho nadřazeného uzlu
TexUser.
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f) protected void createAndSortSmallXML()
Zde se využívá souboru uloženého v cestě proměnné xsltFileTransform. Jeho imple-
mentace bude rozebrána ve vlastní podkapitole. Po skončení transformace je nově
upravený xml soubor navázán do komponenty xmlDataSource.
g) protected void loadingUserXmlPart(string path)
Načte veškeré soubory v adresáři uživatele a aktualizuje záznam v xml vložením všech
prvků. Rekurzivně tedy prochází oblast každého adresáře a v těle tohoto cyklu volá
metodu insertXmlNode(). Akce tohoto typu mohou být výpočetně náročnější, pokud
by docházelo k aktualizacím dat příliš často. Jelikož je paměťový prostor uživatelů
omezen a jedná se o editor textu, nepředpokládá se přespříliš vysoký počet souborů.
Lokální testování účtů s přibližně stovkou různých souborů a adresářů nezpůsobilo
žádné problémy. Přesto by do budoucna bylo třeba vytvořit kontrolu vytížení serveru.
Cílený útok typu DoS (Denial of Service) by pravděpodobně způsobil nedostupnost
a kolaps aplikace.
h) public void createFolder(string parentF,string newF,bool role)
Fyzicky vytváří na serveru adresář newF. Poté vloží nový záznam do xml souboru
a aktualizuje pohled v komponentě treeView.
i) protected void removeFolderDoIt(string completePath)
Metoda removeFolder() se odkazuje na její rekurzivní verzi. Opět se postupně pro-
cházejí všechny podsložky a soubory a odstraňují se fyzicky z disku a zároveň z xml
souboru.
Obdobným způsobem bez rekurze je smazán soubor zavoláním removeFile().
9.4.7 XSLT Transformace
Po vytvoření instance třídy XslCompiledTransform je použito několik metod, které způ-
sobí transformaci jednoho xml souboru na jiný podle námi předepsaných pravidel. Ty
jsou uloženy ve zdroji XSLT userXmlTransform.xslt. Převod probíhá ze souboru, kde jsou
uloženy záznamy všech uživatelů, do unikátního pro každého z nich zvlášť.
XsltArgumentList umožní ručně přidávat parametry, které ovlivní průběh transformace.
V našem případě předáváme uživatelské jméno, aby bylo možné nalézt ve vstupním souboru
informace jen o přihlášeném uživateli.
Samotný kód xslt pak vytvoří kopii vstupu a aplikuje pravidla pouze na uzel Tex-
User, kde se atribut username rovná předávanému parametru. Od tohoto místa se kopírují
všechny synovské elementy folder a file a je na ně aplikováno řazení sort jako na textové
proměnné a jsou řazeny vzestupně. Jako poslední krok je nutné tato pravidla aplikovat ještě
na další zanoření synovských uzlů. Ukázka procesu transformace:
<xsl:apply-templates select=’folder’>
<xsl:sort select=’@folderName’
data-type=’text’
order=’ascending’/>
</xsl:apply-templates>
<xsl:apply-templates select=’file’>
<xsl:sort select=’@fileName’
48
data-type=’text’
order=’ascending’/>
</xsl:apply-templates>
9.5 Klientský javascript
Na závěr kapitoly zbývá zmínit operace probíhající na straně klienta. Použili jsme jazyk
klientského javascriptu a dalším rozvojem aplikace by mělo jeho využití značně narůst.
Mnoho akcí lze provést přímo u klienta bez potřeby interakce se serverem.
Funkce jsou rozděleny do tří externích souborů a jednoho lokálního skriptu přímo na
stránce editoru. Nyní si je postupně rozebereme a zaměříme se na jejich výhody a nedo-
statky.
9.5.1 Dynamické úpravy textu
Veškeré změny prováděné při zadávání textu do editačního pole má na starosti soubor la-
texParsers.js. V počátku projektu se přemýšlelo o použití existující komponenty, která
by zvládala párování závorek, zvýrazňování textu, odsazování apod. Nakonec jsem z expe-
rimentálních důvodů sáhnul po vlastním řešení. Nešlo pouze o změny při samotném psaní
textu, ale udržení pevné struktury dat tak, aby bylo možné je zpracovat při odeslání na
server. Zde pak docházelo k dalším úpravám pro ukládání a k inverzním operacím na cestě
zpět ke klientovi. Každý z běžně dostupných prohlížečů reaguje odlišně na různé klávesy.
Navíc si každý z nich vytváří vlastní elementy při zalamování textu. Máme-li například
editovatelný blokový prvek <div> a stiskneme v něm klávesu enter, dostaneme pokaždé
jiný výsledek. Někdy se vytvoří klasické zalomení s elementem <br />. Jindy je nový řádek
navíc vložen do elementu <span> a nebo v případě Chrome získáme celý nový blokový
prvek <div>.
Ruku v ruce s tímto chováním se naskýtá další zajímavost. Jestliže se snažíme vytvořit
vlastní univerzální prvky při vkládání různých symbolů Texu, jen velice těžko se srovnáme
s těmito rozdíly mezi prohlížeči. Většina pokusů se strukturou dokumentu DOM selhává.
Lze uvést jednoduchý příklad. Uživatel vloží symbol %, který v jazyce TEXznačí řádkový
komentář. V tu chvíli je žádoucí obarvit celý řádek. Toho jsme schopni docílit relativně
snadno při splnění mnoha podmínek. Ve chvíli, kdy chceme s tímto elementem manipulovat,
nastává problém. Jen velice těžko se dá odkazovat na synovský element, sousední nebo na
rodičovský. U mnoha prohlížečů se totiž liší a úprava sousedního prvku může jinde znamenat
naprosto jinou operaci.
Další problémy nastávají v případě klávesy backspace. Některé typy prohlížečů ji ne-
rozeznají při události OnKeyPress, ale pouze u OnKeyDown. Jestliže provádíme obsluhu
ostatních kláves v jedné funkci a zbylé nerozpoznatelné znaky ve druhé, narazíme velice
často na konflikty mezi oběma funkcemi. Snahou bylo co nejvíce, dle časových možností,
optimalizovat chování alespoň pro Chrome a Firefox. V tomto bodě je nutná ještě spousta
práce.
Přesto je mojí světlou nadějí, že se mi do budoucna podaří seznámit se se všemi těmito
rozdíly natolik, abych byl schopen vytvořit silně intuitivní chování editační plochy a zvýšil
tak možnosti celé aplikace. Nyní se podíváme na nejdůležitější funkce pro psaní textu.
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Veškeré operace prováděné za pomoci funkcí z latexParser.js jsou založeny na práci
s DOM stromem celého dokumentu a dále pak s objekty selection a range. Tyto dva objekty
umožňují pracovat s textem, který uživatel předem vybral, vykonávat operace z místa, kde
se nachází aktivní kurzor nebo jakkoliv modifikovat oblast výběru textu v editační ploše.
Aby se jednalo o aplikaci nezávislou na typu prohlížeče, je nutné ručně zpracovávat veškeré
příchozí akce od klienta. Podle kontroly stisknutých kláves se zvolí potřebná akce. V rámci
celé editační plochy se vkládají pouze 4 typy námi vytvořeným <span> elementů. Ty
umožňují grafické odlišení důležitých částí textu.
a) <span class=’commentary’ style=’color:green; font-style:italic;’> Jedná se o řádkový
komentář. Např.: % komentar k~textu
b) <span class=’edgeBrackets’ style=’font-variant: small-caps; color: red;’> Uvnitř hra-
natých závorek se nachází parametry příkazů. Např.: \begin{figure} [ht!]
c) <span class=’curlyBrackets’ style=’font-style:italic; color:gray;’> Uvnitř složených
závorek se nachází těla příkazů. Např.: \begin {figure} [ht!]
d) <span class=’commandBlue’ style=’color:blue;’> Příkazy Texu. Např.: \textit
Posledním elementem vkládaným uměle je <br>. Po stisknutí klávesy ENTER vytváří
v textu prohlížeč Google Chrome defaultně element <div> čímž by docházelo k narušení
ostatních funkcí. Proto je tato explicitní akce potlačena námi vloženým elementem odřád-
kování.
Pilířem tohoto souboru jsou především tyto 4 funkce:
function zobrazDown(obj, e)
Stará se o změny v textu při stisknutí klávesy Backspace. Ta může způsobit různé
změny zalomení a další významnější změny, které prohlížeče interpretují odlišným způ-
sobem. Proměnná var userSelection = setDocumentSelection(); při svém vytváření volá
pomocnou funkci, která vrátí vybraný text a pozici kurzoru podle používaného typu pro-
hlížeče. K tomuto výběru se používá metoda window.getSelection() u prohlížečů s jádrem
Netscape a Opery. Zatímco u Internet Explorer je nutná document.selection.createRange().
Pro klávesu zpětného mazání je nutné kontrolovat, zda došlo k připojení k jinému elementu,
který by ovlivňoval vzhled stávajícího textu. Pokud se například vracíme o řádek výš, kde
se nachází komentář, pak je celý náš původní řádek také ovlivněn elementem komentáře.
Klávesa Delete není v řešení zahrnuta. Stejně tak fungování klasického kopírování a vklá-
dání za pomoci klávesových zkratek CTRL+C a CTRL+V. Jejich používání značně mění
strukturu celého editačního pole a pro jejich zpracování by bylo nutné dynamické parsování
textu na základě pravidel bezkontextových gramatik. Tento postup by umožnil zpracovávat
párové závorky apod. Kvůli vysoké časové náročnosti bude toto chování implementováno
v budoucnu. Jestliže bylo označeno větší množství textu před stiskem klávesy, dojde na-
konec ke kontrole, zda po smazání tohoto textu není naše pozice v jednom ze <span>
elementů. Tato podmínka vypadá v kódu následovně:
if (moreNodeSel && (checkIfCommentarySpan(container.parentNode) ||
checkIfCurlyBracketSpan(container.parentNode) ||
checkIfEdgeBracketSpan(container.parentNode)))
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Container je element, ve kterém se právě nacházíme a moreNodeSel označuje booleov-
skou proměnnou signalizující dříve smazaný text, který zasahoval do více elementů. chec-
kIfXXXSpan je pomocná funkce kontrolující uzel DOM stromu na konkrétní typ <span>
elementu.
Zde dochází na začátku také ke smazání vybraného obsahu, pokud je něco vybráno kli-
entem. Výjimkou jsou klávesové zkratky CTRL+C a CTRL+V.
function zobraz(obj, e)
Tato funkce se stará o zbývající klávesy. Po stisku se nejprve provede kontrola, zda
nezůstal některý z elementů bez svého počátečního symbolu. Pokud se tak stane, je nutné
zrušit formátování zbylé části tohoto elementu. Postupně se kontrolují všechny <span>
elementy a jejich první pozice. Jakmile dojde k nalezení prvku, jemuž chybí počáteční sym-
bol, dojde ke změně. Například pro příkaz \textit, by po odstranění počátečního lomítka,
došlo transformaci na pouhý ”textit”. Po první úpravě se zbytek textu již nekontroluje. Při
jakékoliv změně lze přímo ovlivnit maximálně jeden element a nemůže se tedy stát, aby
během jednoho stisku klávesy došlo ke změnám ve dvou různých elementech. Poté začíná
obsluha stisknuté klávesy. U odřádkování klávesou ENTER je nutné ručně vkládat element
<br>, aby bylo možné s textem jednotně pracovat ve všech prohlížečích. Jestliže dojde
k rozdělení uvnitř <span> elementu, pak se jeho zbývající část přesune na další řádek se
změnou do výchozího formátování. Odlišně se pak zpracovávají také klávesy - mezerník,
zpětné lomítko, procento, hranaté a složené závorky. Mezerník může změnit formát textu
v určitých případech, zatímco ostatní zmíněné symboly jsou prvky vyznačujícími se speci-
álním chováním v systému Tex a proto je nutné je vždy zvýraznit.
function insertText(text)
Funkce slouží ke vkládání obsahu proměnné text za aktuální pozici kurzoru. Uživatel má
tak možnost vybírat ze sady předem nadefinovaných příkazů bez nutnosti znát jejich zápis
v jazyce Tex. Veškeré použitelné symboly jsou pak přístupné v okně editoru přes obrazová
tlačítka v levém sloupci vedle editoru. Sada těchto příkazů bude postupem času rozšířena
o další méně používané symboly.
function insertCommandFromButton(prikaz)
V levém sloupci je umístěna řada klikacích symbolů, které mají za úkol vkládat do edi-
tačního pole příslušné Tex příkazy. Obvykle je prvním symbolem zpětné lomítko. Javascipt,
stejně jako mnoho dalších jazyků, používá tento symbol k vytváření speciálních sekvencí.
Můžeme se setkat pro různé neviditelné nebo ”bílé”znaky se sekvencemi \b, \t, \n, \v, \f,
\r. Ty zastupují tabulátory, nové řádky, návrat ”vozíku”atd.
Jestliže klikneme na jeden z dostupných symbolů, jeho textová hodnota se musí nejprve
upravit tak, aby tyto sekvence byly nahrazeny požadovaným vstupem. Pokud bychom měli
například symbol šipky směřující na severovýchod, pak by začínala sekvencí \n a nedostali
bychom lomeno a písmeno ”n”, ale spojily by se dohromady jako konec řádku. Funkce tedy
v úvodu tyto symboly upraví. Poté se vytvoří nový <span> element s tělem příkazu a ten
se vloží za aktuální kurzor. Bohužel blokový prvek, ze kterého je editační pole navrženo,
neposkytuje efektivní metodu pro úchovávání pozice kurzoru. Je tedy nutné mít předtím
kurzor v tomto poli.
U prohlížečů se v této chvíli setkáváme opět s odlišným chováním. Jakmile vložíme nový
řádkový element na určité místo, mohou nastat dvě situace. Prohlížeč se pozicí nachází na
konci nově vytvořeného elementu a buď je stále jeho součástí nebo je na jeho hraně z druhé
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strany a atributy našeho elementu další text neovlivňují. Z tohoto důvodu je ihned za nás
prvek vložen navíc textový uzel obsahující pouze mezeru. Zamezíme tím ovlivnění dalšího
textu a uživatel nemusí za příkazem tisknout mezerník.
9.5.2 Obsluha tlačítek
Zdrojem je soubor buttonFunctions.js. Zde jsou uloženy funkce, které reagují na stisk
některých tlačítek bez nutnosti interakce se serverem a funkce připravené pro volání serve-
rové call-behind funkce přímo z klienta. AddNewFileInput() umožňuje přidání dalšího input
elementu pro nahrávání souborů. Každý další je umístěn ihned za posledním existujícím.
Vlastním přidaným atributem lastAssignID, který se vždy inkrementuje o jedna výš, vy-
tváříme unikátní identifikátor -
newFileInput.setAttribute("id","myFile"+addNewFileInput.lastAssignedID);
Druhou velmi důležitou funkcí je doIt(). U tlačítek pro ukládání a kompilaci je volána
jako klientská akce a připravuje text z editační plochy do skrytého pole tak, aby ho ser-
ver mohl zpracovat. Postupně prochází všechny elementy textu. Při dosažení konce řádku
nahradí element sekvencí znaků ∗#end#∗. Stejně tak tomu je v případě elementu <div>,
který generuje Google Chrome. Zde se ošetřuje jak počáteční, tak i koncová značka tagu.
U <span> prvků je ukládán pouze jejich textový obsah. Do prvku s identifikátorem Hid-
denField1 je na konci funkce uložen kompletní obsah námi vytvořeného textu.
9.5.3 Komponenta TreeView
Skript viewTree.js[16] upravuje chování komponenty treeView. U každé položky stromu je
možné zobrazit zaškrtávací políčko checkbox. Tato zaškrtnutá pole se dále využívají k hro-
madnému mazání souborů. Žádoucí a intuitivní chování je takové, kdy jsou při zatržení ro-
dičovského vybrány i synovské uzly. Vybereme-li složku, jsou automaticky označeny všechny
soubory a složky umístěné v ní. Stejného chování docílíme i při odznačení složky. Pokud
máme označený rodičovský uzel a jeden z jeho synovských zrušíme, zruší se ihned i rodičov-
ský. Úvodní proměnná TREEVIEW ID je identifikátor elementu, na který chceme zmíněné
chování aplikovat. Poté je nutné umístit část skriptu do hlavičky našeho editoru a spustit jej
při načítání stránky. Tím je zajištěno, aby při jakékoliv změně byly stále přiřazeny události
pro kliknutí na jakýkoliv uzel stromu.
9.5.4 Lokální skript
Obě verze editorů (pro uživatele Guest i TexUser) mají v hlavičce stránky vložený javascrip-
tový kód. Část z něj se provádí ihned při načítání stránky. Jedná se o přiřazení událostí ke
každém ze zatrhávacích políček u komponenty TreeView. Některé prvky jsou inicializovány
určitou hodnotou a některým jsou přiřazeny atributy chování.
Ostatní funkce mají obvykle krátké tělo a slouží k uchovávání a aktualizaci dat ve
skrytých elementech. Tlačítka vysílající žádost na server obvykle nejprve zavolají jednu
z těchto funkcí a server si potom hodnoty těchto polí může ”vyzvednout”.
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Kapitola 10
Závěr
Shromáždění dostatečného množství informací a analýza vlastností dnešních webových tech-
nologií je základem pro tvorbu úspěšné webové aplikace v plném rozsahu. Uživatel se ne-
zajímá o obsah zdrojových kódů, ale požaduje rychlou interakci a příjemný prožitek při
používání aplikací. Pro implementátora je tedy úkolem vytvořit efektivní kód a navrhnout
uživatelsky přívětivé grafické rozhraní.
Pro samotné textové editory je podstatná práce se soubory a každý krok pro usnadnění
psaní - kontrola pravopisu, automatické doplňování slov, zvýrazňování syntaxe, intuitivní
chování editoru apod. V této práci bylo snahou vytvořit prototyp editačního pole, které by
podporovalo dynamické změny při psaní textu a zpřehledňovalo tak práci uživatele. Dále
jsem se snažil vytvořit takové prostředí, jež bude připraveno pro další úpravy a v tomto
stádiu poskytne všechny základní funkce pro vytváření a manipulaci s Tex soubory.
Oproti prvotnímu návrhu lze vidět několik podstatných změn, ke kterým při vývoji
došlo. Především snaha o usnadnění ovládání vedla k odstranění několika položek a oproti
tomu byly přidány funkce rychlého ovládání, které v návrhu zahrnuty nebyly.
Velmi kladně hodnoceným prvkem jsou například nabízené šablony, které si uživatel
může nahrát jediným kliknutím a navíc má ještě před samotným stažením přesnou před-
stavu o tom, jak bude jeho výsledek vypadat při použití takového vzoru. Záměrem nebylo
vytvoření aplikace s nepřeberným množstvím funkcí, ale spíše prostředí intuitivní a velmi
snadno ovladatelné. Práce tohoto typu musí projít spoustou vývojových změn, než dojde
k opravdové spokojenosti tvůrce i uživatelů. K dalšímu postupu by měly patřit tyto kroky -
podpora více typů kódování, doladění editační plochy, vkládání vlastních šablon, více uživa-
telských nastavení a ještě větší orientace na klientskou část aplikace. V konečném důsledku
by byl ideální stav, vytvořit takový postup, aby bylo možné dokumenty překládat parciálně
a zkrátit tak značně dobu kompilace.
Archivace souborů, překlad včetně zahrnutí bibliografických citací, náhledy, stahování
používaných zdrojů i výstupních souborů jedním kliknutím, dělají z této práce možná uni-
kátní projekt. Větší projekty potřebují i vyšší výpočetní výkon a přenášení velkých objemů
dat z klienta na server může být časově náročně, bez ohledu na efektivitu samotného vý-
počtu. Proto bylo a je cílem této práce usnadnit práci uživatelům, kteří potřebují rychle
vytvořit stylově navržený dokument, při dodržení zásad a norem jazyka Tex.
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Příloha A
Přílohy
A.1 Detaily případů užití - výjimky
ID: 1.E.1
Název: Překlad souboru: Chyba systému
Popis: Služby systému nejsou v dané chvíli přístupné
Primární aktéři: Systém
Sekundární aktéři: Uživatel
Předpoklady: 1. Nečekaná operace v sytému
Následné podmínky: 1. Soubor nebude přeložen
2. Je nutné se znovu pokusit o přihlášení
Akce pro spuštění: Selhání během provádění akce ”Překlad souboru”
Tok: 1. Uživatel je informován chybovou hláškou systému
2. Uživatel se znovu přihlásí nebo restartuje svůj prohlížeč.
Frekvence: Zřídka
ID: 1.E.2
Název: Překlad souboru: Chyba přístupu k datům
Popis: Není možné se připojit k databázi
Primární aktéři: Systém
Sekundární aktéři: Uživatel
Předpoklady: 1. Složka uživatele není dostupná
Následné podmínky: 1. Uživatel nemá možnost prohlédnout si svoje soubory a jejich náhledy
2. Je nutné opakovat akci.
Akce pro spuštění: Uložení, editace nebo nahrávání souboru.
Tok: 1. Uživatel je informován chybovou hláškou o nepřístupnosti systému
2. Uživatel opakuje akci, informuje správce
Frekvence: Zřídka
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ID: 1.E.3.
Název: Překlad souboru: Chyba při provádění operace
Popis: Systém není schopen provést překlad souboru.
Primární aktéři: Systém
Sekundární aktéři: Uživatel
Předpoklady: Uživatel požaduje překlad vstupního souboru.
Následné podmínky: 1. Systém zobrazí chybové hlášení
2. Je nutné se vrátit k předchozímu kroku nebo vyčkat na obnovení
služeb serveru.
Akce pro spuštění: Selhání během zavolání kompilátoru pro překlad ”.tex”souboru
Tok: 1. Uživatel je informován chybovou hláškou systému
2. Uživatel se vrací na stránku editace.
Frekvence: Zřídka
Speciální požadavky: 1. Žádné
Tabulka A.1: Seznam případů užití
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A.2 Adresářová struktura
Tento obsah je zároveň umístěn na přiloženém DVD nosiči.
Obrázek A.1: Adresářová struktura
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