Abstract
Introduction
Cryptographic protocols provide security services for communicating entities. They involve precise interactions in order to achieve the required security services, therefore, it is very important to verify that the protocol operations are not vulnerable to attacks. Besides, networks handle more and more tasks in a potentially hostile environment. Therefore, cryptographic protocols should take more responsibilities in order to capture these new requirements. Some security properties such as availability and fairness take more important roles in some protocols like in commercial systems. This requires that the complexity of the cryptographic protocol should be increased.
The general requirements for protocols involving two or three parties are well understood, however, the case is different with group key distribution protocols, where the key can be distributed among a larger number of members who may join or leave the group at arbitrary times. Therefore, security properties that are well defined in normal two-party protocols have different meanings and different interpretations in group key distribution protocols, and so they require a more precise definition before we look at how to verify them. Therefore, systems designed for two-party protocols may not be able to model a group protocol, or its intended security properties because such tools require an abstraction to a group of fixed size to be made before the automated analysis takes place. This can eliminate chances of finding attacks on the protocol.
Our verification methodology is based on the notion of rank theorems we present in this paper utilizing the rank functions first proposed by Ryan and Schneider [10] . We map the requirements into ranks, this map is based on a predefined function, the rank function. For this map, we have to find the appropriate rank functions for the protocol events, traces and properties. This rank function is tailored for the security property we intend to verify, in particular, forward secrecy and backward secrecy. Based on the above rank functions, we define a set of rank theorems for forward secrecy. The proof establishment is mechanized in the PVS (Prototype Verification System) theorem prover [8] . Rank theorems, protocol events and traces of execution have been defined in PVS. We apply the implemented proof environment on the Enclaves protocol from SRI [3] in order to verify related forward secrecy.
The rest of the paper is organized as follows, Section 2 provides related work to ours. In Section 3, we present the overall verification methodology and the formal specification requirements model. In Section 4, we define rank theorems, then prove the theorem for forward secrecy property. In Section 5, we describe the details of our implementation of the formal specifications and theorems in PVS. Finally, Section 7 concludes the paper with future work hints.
Related Work
Syverson and Meadows [13] presented the formal requirements for authentication in key distribution protocols. The requirements they provide was for a single property, au-thentication, which is similar in different protocols, whereas other properties may have different semantics in different classes of protocols, like secrecy property for example. Layouni et al. [7] used a combination of model checking (to verify authentication property), theorem proving (to verify safety and liveness properties such as proper agreement), and a Random Oracle Model (to manually prove robustness and unpredictability properties). This example shows how difficult it is to verify and analyze this class of protocols. Meadows and Syverson [5] used the NPATRL language, a temporal requirement specification language for use with the NRL Protocol Analyzer, in order to specify the Group Domain of Interpretation (GDOI) key management protocol. In a later stage Meadows et al. [6] gave a detailed specification of the requirements for GDOI and provided a formal analysis of the protocol with respect to these requirements using the NRL Protocol Analyzer. In a related approach, Denker and Millen [2] used multiset term rewriting in order to model group communication protocols. They show the mechanisms used in key distribution and provide an analysis of group protocols complexity in terms of key distribution. Archer [1] provided a mechanized correctness proof of the basic TESLA protocol based on establishing a sequence of invariants for the protocol using TAME. The model of the protocol is rather simple, and the proof was made under a strong assumption stating that the adversary has no initial knowledge, and can only use facts revealed by users.
In a more recent work, Pereira [9] proposed a systematic approach to analyze protocol suites extending the DiffieHellman key-exchange scheme to a group setting. He pointed out several unpublished attacks against the main security properties claimed in the definition of these protocols. The method provided is essentially manual and applicable only on Group Diffie-Hellman (GDH) protocols. In a similar work, Sun and Lin [12] extended the strand space theory to analyze the dynamic security of Group Key Agreement Protocols (GKAP) and discussed the conditions of the security retention in the dynamic cases of the protocol, this work treats the analysis dynamic aspects of the protocol with no reasoning about the correctness of the protocol under these dynamic events. A related work by Steel et al. [11] model a group key protocol by posing inductive conjectures about the trace of messages exchanged in order to investigate novel properties of the protocol and whether it results in an agreement on a single key. The method, however, is applicable on limited groups of two or three members only. Recently, Truderung [14] presents selecting theories, which extend the standard non-recursive term rewriting model and allow participants to compare and store arbitrary messages. This formalism can model recursive protocols, however, it cannot be applied on non-recursive protocols such as GDH or the Enclaves.
In [10] , Ryan and Schneider proposed the idea of rank functions for the verification of CSP (Communication Sequential Process). Dutertre and Schneider [4] used an embedding of CSP in PVS in order to verify the authentication property of Needham Shroeder public key protocol. However, the work in [10] did not present a method that can be applied on security properties in other classes of protocols, like group key protocols.
Verification Methodology
From the above account on related work, we noticed the lack of a single formalism to model the protocols and reason about their security properties. In this section, we propose a verification methodology based on rank theorems. We use a rank function to map facts about the protocol into ranks, and define for every security property a theorem that implies the validly of the property with respect to the protocol. Figure 1 provides a summary of the steps of our verification methodology. The first step consists of providing a formal model and precise definition for group protocols properties and events. This will help eliminating the gap between the informal protocol specification and the formal model. It will also provide a well defined protocol specification that can be directly integrated into the verification methodology. In the second step, we define map functions between the set of facts and the set of integers. The set of facts include protocol events, protocol execution traces and the security property. Then we define rank theorems that provide conditions satisfied by a given rank function in order to conclude that the security property satisfies its protocol model. We define for every security property a theorem that implies the validly of the property with respect to the protocol. Rank theorems imply the correctness of the security property it models. In order to prove the correctness of a specific property, we need to prove that its corresponding rank theorem is correct with respect to the protocol model. In the final step of our approach, we implement the rank theorems in PVS and establish their proof of correctness.
In order to make sure of the soundness of our approach, we have to show the formal link between the constructed rank theorem and the formal model of the property. This is carried out by proving that the correctness of the rank theorem implies the correctness of the security property. This way, we can argue that verifying the property at the implementation level guarantees the correctness of the property in the model. In the rest of this section and throughout this paper, we will use the following notations: M: set of all possible messages, (messages space). P : a honest principal who is willing to communicate. P: the set of knowledge of member P , P ⊆ M. S: secret messages space, the set of all secret messages, S ⊂ M, which we want to keep hidden from the intruder. These messages are defined by the protocol. I: a dishonest member. We assume that the intruder is a dishonest member who is trying to find an attack in the protocol by using his/her unlimited resources and computational power. E: set of all events, or dynamic operations, i.e., join, leave, merge, and split. An event is a term from the message space to the message space, E : M → M. T: the set of all possible traces, where a trace of events is the execution of the sequence of these events. We use τ ∈ T, such that τ : E × M → M, then we write m = τ (E, M) to say that a message m ∈ M is generated by the trace τ by executing the set of events E on the set of messages M. We also write τ (E, M) m to represent a predicate formula that evaluates to true if and only if m = τ (E, M). K 0 : set of initial knowledge of the intruder, where K 0 ⊂ M. The initial knowledge of the intruder is basically the information he/she can collect before the start of the execution of the protocol events. ∀m ∈ M : m ∈ S ⇒ m / ∈ K 0 . K: the set of knowledge of the intruder. The intruder updates this knowledge by executing events starting with the initial set of knowledge, K 0 ⊆ K and K ⊆ M. G t : current group, which can be formally defined as a set of principals who share a secret key, or information that can be used to calculate the secret key. G t+i : a group that can share a secret key at future time. G t−i : a group that previously in time shared a secret key. For group membership, we say K Gt ∈ P ⇒ P ∈ G t , which means a principal P is a member of the group G t at this time, t, if the group key K G t is in his/her set of principal P 's knowledge P. K G t : the group session key: the key generated for the current session. Equivalently, it can be the set of information that can be used to calculate the key. I / ∈ G t ⇒ K Gt ∈ S. K Gt+i : a group session key for the group G t+i that can be generated and used sometime in the future, I / ∈ G t+i ⇒ K G t+i ∈ S. K G t−i : a group session key that was generated and used previously in time.
Secrecy. In the following, we give the formal definition of group secrecy, forward secrecy and backward secrecy. 
Forward secrecy requires that a session key cannot be calculated from keys and information that are generated after this key in time. Which means that compromising sessions keys does not compromise previous session keys that were established for previous protocol runs. Definition 3.2. Forward secrecy: for a group G t , and a dishonest principal I, where I ∈ G t (I knows K G t ), there is no trace τ ∈ T that he/she can execute in order to obtain a previous group session key
, where I / ∈ G t−i , and 0 < i < t.
Backward secrecy requires that a session key cannot be calculated from keys and information that are generated before this key in time. Which means that compromising sessions keys does not compromise keys for future sessions. Definition 3.3. Backward secrecy: for any current group G t , and a dishonest principal I, I ∈ G t (I knows K Gt ), there is no trace τ ∈ T that he/she can execute in order to obtain a previous group session key K G t+i , where i > 0.
Joining and Leaving Groups. Any group key distribution protocol must handle adjustments to group secrets subsequent to all membership change operations. Single member operations include member join or leave. Definition 3.5. A principal P leaves the group G t if P ∈ G t , and there exists a trace τ ∈ T that P can execute such that K Gt+i / ∈ P (or P / ∈ G t+i ).
Definition 3.4. A principal P joins the group G t if P / ∈ G t , and there exists a trace τ ∈ T that P can execute, where
Merging and Splitting Groups. Merging and splitting groups are considered as multiple members operations. A merge event occurs when two groups with two different settings execute a trace of events that result in a new group setting, where every member of each of the two groups is a member of a new group. Whereas a split event occurs when one group executes a trace of events that result in two new different groups, where every member of the current group is a member of one and only one of the new groups.
Definition 3.6. A group G1 t merges with group G2 t , if there is a trace τ ∈ T that both G1 t and G2 t can execute such that
G t+i = G1 t ∪ G2 t (which implies that ∀ P ∈ G t+i , K G t+i ∈ P), where K G t+i = τ (E, M), K G t+i = K G1 t and K G t+i = K G2 t .
Definition 3.7. A group G t splits into groups G1 t+i and G2 t+i , if there exists a trace τ ∈ T that G t can execute such that
G t = G1 t+i ∪ G2 t+i and G1 t+i ∩ G2 t+i = φ, where K Gt = K G1t+i and K Gt = K G2t+i .
Rank Theorems for Protocol Models
Rank functions were first introduced in [10] . For the purpose of establishing the proof that a specific fact will not be available to the intruder, we assign a value or rank to each fact, such that, facts that can be generated by the system have positive rank, and facts that cannot be obtained by the intruder cannot have positive rank. The definition of the rank function is as follows:
Definition 4.1. A rank function ρ is a function ρ : M → Z that maps the set of all messages into integers.
The rank function should obey specific rules in order to be sound. First there are no negative ranks generated by the system. It is necessary to verify that each participant cannot introduce anything of non-positive rank to the system. In other words, the intruder initial knowledge must be of positive rank, and only facts of positive ranks can be generated from sets of facts of positive rank. All messages that are supposed to be secret and unknown to the intruder are mapped to zero rank. When executing an event, the rank of the generated message is a bounded function of the rank of the parameters of the event.
We define a property φ for a given group protocol G. This property states that a dishonest user I cannot execute a trace in T in order to discover a secret in S, and is formally modeled as follows:
If this property is correct for the protocol G then we can write G |= φ. This is a general secrecy property that will be used to define and proof the rank theorem. The target security property to be verified, i.e., forward secrecy, will be concretely defined later in this section. Now, we define and prove a general rank theorem for this property as follows:
This means that for all traces τ ∈ T, a dishonest principal I can execute on a group protocol G t . We say that the protocol satisfies a security property φ, G t |= φ, if the protocol can maintain a positive rank for the messages that can be generated by the intruder.
Proof. We assume there exists m ∈ K such that ρ(m) = 0, and we show that the property φ is invalid. ρ(m) = 0 ⇒ m ∈ S; S is a closed set, only messages in S have rank zero.
m is valid. Then we can write
Now we define our forward secrecy property, ϕ, based on the formal specifications model presented previously as fol-
m. We use the above rank theorem in order to define a rank theorem for the forward secrecy property ϕ (and similarly for backward secrecy). However, we should define the rank function ρ φ that maps the set of all messages to the appropriate ranks. ρ ϕ is defined as follows, where ∀i ∈ Z : t+i ≥ 0 and t − i ≥ 0.
This means that for the validity of forward secrecy, we give the rank zero to all messages in the set of secret messages S, such as secrets shared between users and servers, and all the groups keys that were generated before the current group key. However, for the keys generated after the assumed dishonest user joined the group are mapped to a positive rank because they are in his/her initial set of knowledge. Now we can write the above theorem for forward secrecy property as follows:
One of the advantages of introducing such theorems, is that, first, it is protocol independent, which means that we can apply it on different protocols as well as on the same protocols at different levels of abstraction. Second, it is implementation independent, which gives more freedom to verification tool choice without any modification on the previous steps of our methodology. 
PVS Implementation and Application
The last step of our methodology is to mechanize the proof of the rank theorem using a verification tool, for this purpose we choose the PVS theorem prover. Our model in the PVS includes a definition of the formal requirements that we defined for the events and traces of execution, the rank functions and the rank theorem of the security property. Then we prove in PVS that the rank theorem maintains a positive rank, which implies the correctness of the property with respect to the protocol.
In our implementation, we first formalized the general requirement, rank function and its lemmas, and the rank theorem. First we show the type declarations we used for our model, this includes the types of messages, events, key, a subtype of messages, and users, traces, and groups. In order to define the rank function for forward secrecy property we use the predicate inSet which tells if a given message belongs to a specific set of messages. This predicate is defined as follows: We define the rank function for forward secrecy property that initializes every message in the intruders initial set of knowledge and all the messages in the set of secret messages, this definition represents the initialization of the ranks of the messages in the initial state of the protocol, when executing the protocol, every new generated message will have a specific rank that is calculated depending on the events executed. We also show how we update ranks of newly generated messages from events in PVS as follows: This is the basic lemma we proved based on previous definition. The set intKnldg is updated by the intruder, and for ever update we calculate the new rank as shown above. So the proof means that the intruder who executes any of the above defined events for the protocol cannot obtain a message with rank zero.
Enclaves Protocol. Enclaves [3] is a protocol that enables users to share information and collaborate securely through insecure networks, such as the Internet, and provides services for building and managing groups of users. Authorized users can dynamically join, leave, and rejoin an active group. The group communication service relies on a secure multicasting channel that ensures integrity and confidentiality of group communication. The group-management service consists of user authentication, access control, and group-key distribution. We apply our approach on this protocol and show the correctness of its forward secrecy property.
Then we define a preposition to show the possession of a key by a specific user after executing the necessary steps. Next, we describe the connection state of a user which indicates that a user is connected to the group if all the given premises are valid. At this point, we can instantiate our rank theorem for forward secrecy and check its validity in the protocol states. This means that starting from the initial step in the protocol, and applying any trace, the rank of any message in the intruder knowledge is positive. Using the features of PVS, we have proved that the protocol satisfies forward secrecy property by establishing the correctness of the above theorem rank theorem for forward secrecy Property in PVS. The proof was conducted using the set of general requirements in addition to the protocol model, the implementation of the proof took around three months. The proof of backward secrecy can be derived in a similar fashion, and in much shorter time, given the experience gained.
Conclusion
The correctness of security protocols in communication systems remains a great challenge because of the sensitivity of the services provided. Formal methods have been used widely in this area to perform protocol verification and analysis. In this paper, we illustrated the need for a verification methodology for a class of protocols that deal with group key distribution. While most approaches in the literature target cryptographic properties for two parties protocols, the verification problem for group key distribution protocols is more challenging. In addition, properties like forward and backward secrecy are very important for protocols correctness, however, they did not receive enough attention in the literature.
In this paper, we provided a set of generic requirements of group key distribution protocols and established their formal specifications, then defined a formal model for this class of protocols, and finally presented rank theorems to enable and mechanize the verification procedure of this class of protocols. We defined our model, rank functions and rank theorems in PVS in order to construct the proof of the claimed security properties. We proved the soundness of our approach by proving the correctness of the rank theorem. We applied our methodology on the Enclaves group management protocol, and constructed the correctness proof for forward secrecy property for this protocol in PVS. We are in the process of extending the above approach to prove other properties for the same protocol, like backward secrecy property, authentication, and group consistency under protocol events.
