ABSTRACT
INTRODUCTION
Web services technology (Gottschalk, 2000) is emerging as a promising infrastructure to support loosely coupled, Internet-based applications that are distributed, heterogeneous, and dynamic. It provides a standards-based Bellwood et al., 2002; Box et al., 2000; Christensen et al., 2001) , process-centric framework for achieving the sharing of distributed heterogeneous applications. The Web services model provides dynamic binding to services and allows larger granules of application system functionalities and business processes to be shared over the Internet. Due to the encapsulation of Web services and the use of standards for their description, discovery and integration, Web services can be accessed independently of the communication mechanisms, programming languages and frameworks that are used to implement them (Snell, 2002) .
While the emerging Web services technology provides a promising foundation for developing distributed applications for e-business, additional features are required to make this paradigm truly useful in the real world. In particular, interactions among business organizations need to follow the policies, regulations, security and other business rules of the organizations. An effective way to control, restrict and enforce business rules in the use of Web services is to integrate business event and rule management concepts and techniques into the Web services model. Things of importance that can happen within or outside of collaborating business organizations can be defined as events. For example, operations that change the data states of a system, or actions taken by users through a browser, before and/or after invocation of a Web service, can be events of interest to business organizations. In a business environment, the occurrence of an event may require the invocation of some business rules to enforce security and integrity constraints, policies and regulations, or to enact a business process.
In our project, we explore techniques that can be used to enhance the Web services model by using events, event filters, event notifications and business rule processing to control, monitor and restrict the publication, discovery and access of Web services. In this paper, we focus on incorporating business event and rulemanagement concepts into the Web services model at the service provider side.
Based on a code-generation approach, we have developed techniques and implemented tools to generate Web service "wrappers" and other objects required to integrate an Event-Trigger-Rule (ETR) technology with the Web services technology on the service provider side. The build-time tool used in the system consists of four main components: GUI for Web Service Creation, Wrapper Generator, WSDL Document Generator and the Events Installer. Using the GUI, a service provider is allowed to choose the operations to be exposed along with the events (such as before operation invocation and/or after operation invocation) to be installed on an ETR server. Based on the inputs, a Web service wrapper is generated that implements the posting of the installed events and invoking of the underlying service implementation. Also, the interface and implementation WSDL documents of the selected Web service are generated and placed in the appropriate directory. The Web service wrapper is then deployed as the actual Web service. The wrapper provides an interface identical to that of the underlying service implementation.
At run-time, when a client invokes an operation in a Web service, the appropriate method in the wrapper is invoked to post the events to trigger any required business rules in an ETR Server in addi-tion to invoking the underlying implementation of the Web service operation. A trigger in the ETR Server can be simple or it can include event history specification that is used to model complex relationships among the subscribed events. During the processing of a trigger, the ETR Server will invoke appropriate rules that are related through a rule structure. Each rule represents a small granule of logic. A structure of rules explicitly specifies a large granule of control and logic.
WEB SERVICES TECHNOLOGY
Shown in Figure 1 is a general Web services model. It defines three roles: Service Provider, Service Requestor and Service Registry. Web services are implemented and published by Service Providers. From a business perspective, this is the owner of the service; and from an architectural perspective, this is the platform that is used to host access to the service. A Service Requestor is the entity that discovers and invokes a Web service. From a business perspective, a Service Requestor is the business that requires certain functions to be performed; and from an application perspective, this is the application that is looking for and initiating an interaction with a service. The Service Registry is a searchable registry of service descriptions where service providers publish their service descriptions, which are used by service requestors to find the services and obtain their binding information. The three fundamental operations shown in Figure 1 can be described as follows:
• Publish -performed by a Service Provider to advertise the existence and capabilities of a service.
• Find -performed by a Service Requestor to locate a service that meets the needs at hand.
• Bind/invoke -performed by a Service
Requestor to invoke the service provided by a Service Provider.
The Web services architecture is implemented through four types of technologies organized into layers that build upon one another, as shown in Figure 2 . The XML messaging, description and discovery layers in the Web services stack are the layers essential for providing justin-time integration capabilities and the much needed platform-neutral programming model. The Discovery layer provides the mechanism for clients to fetch the description of providers. One of the most widely recognized discovery mechanisms used is the Universal Description, Discovery and Integration (UDDI) project. Bellwood et al. (2002) provide a detailed specification for the UDDI project. Web Services Inspection Language (WSIL) is another complementary model described by . Appnel (2002) and compare the two approaches of service discovery.
When a Web service is implemented, it must make decisions at each level about the network, transport and packaging protocols that it will support. This description is used by the Service Requestor to contact and invoke the service. The Web Services Description Language (WSDL) (Christensen et al., 2001 ) is a standard for providing these descriptions.
For application data to be moved around in a network (the transport layer), it must be packaged in a format understood by all parties. This process is otherwise called marshalling or serialization. XML provides a foundation for message communication among most present-day Web services. It provides a means to represent the meaning of the data being transferred. Furthermore, XML parsers are now ubiquitous. Simple Object Access Protocol (SOAP) (Box et al., 2000) is a common packaging format built on XML and is widely used for communication in the Web services model. The transport layer maps to the TCP and IP protocols of the HTTP protocol.
ARCHITECTURE OF THE ETR-ENABLED WEB SERVICES MODEL
In this section we describe the architecture of an ETR-enabled Web services model that we have developed. We start off by describing the ETR technology that provides mechanisms to associate business rules with the occurrence of an event. We then describe the ETR-enabled Web services model.
Event-Trigger-Rule Technology
The concept of rules was originally introduced in the research areas of artificial intelligence and expert systems (Brownston, 1985) . The rules were incorporated into databases to create a new category of databases, namely, active databases (Daya, l988; Widom, 1996) . Event-Condition-Action (ECA) rules have been used in many of these systems. They are composed of three parts: event, condition and action. The semantics of an ECA rule is, "When an event occurs, check the condition. If the condition is true, then execute the action." The event provides a finer control as to when to evaluate the condition and gives more active capabilities to the database systems. Rules can automatically perform security and integrity constraint checking, alert people of important situations, enforce business policies and regulations, etc.
WebRules (Ben-Shaul, 1997 ) is a framework to use rules to integrate servers on the Internet. The WebRules server has a set of built-in events that can notify remote systems, and has a library of system calls that can be used in a rule to connect Web servers. However, it does not include concepts such as event and rule publishing or event filtering. WebLogic (BEA , 2003) also includes a basic form of rules, which are called actions. These actions need to be provided to the WebLogic server at the time when an application is registering for an event. These actions are actually specified with program codes rather than a high-level specification facility.
The Event-Trigger-Rule (ETR) paradigm (Lam & Su, 1998; used in this work is a generalization of the Event-Condition-Action (ECA) paradigm (Daya, l988; Widom, 1996) . Unlike the ECA paradigm, the ETR paradigm separates event and rule specifications and uses trigger specifications to relate events with rule structures. Events can be a "triggering event" or events that participate in a composite event expression. This separation is important because in many realworld situations, only some events appearing in a composite event (or event history) specification should trigger the evaluation of composite event expression and the firing of rules. Triggers are specifications that relate events with rule structures, making it possible to fire structured rules upon the occurrences of events. As shown in Figure 3 , when a triggering event occurs, the corresponding triggers are activated for processing. During the processing of a trigger, the event history is evaluated. If it evaluates to "true," then the corresponding rules are fired. As mentioned, each rule represents a small granule of logic. A structure of rules explicitly specifies a large granule of control and logic. Also, a single rule can participate in multiple rule structures, thus making each rule reusable in building a larger granule of business control and logic. Events, triggers and rules are now described in more detail.
Events. An event is an occurrence of anything of interest to people or software systems. It can be the reading or updating of a data field or record, or a failure signal issued by the software that controls a disk, or a sudden drop of inventory of a certain product, or the signal of a timer that keeps track of the available time, etc. In Lam and Su (1998) and , events are broadly categorized into three types: operation-triggered events, explicitly-posted events and timer events.
Of particular interest to this paper are operation-triggered events, which are posted when a specific operation (of a Web service) is invoked and executed. The posting of an event can be done either before the operation, after the operation, or at the commit time of a transaction, which contains the operation execution. These different times of posting events with respect to the method execution time are called coupling modes. The three coupling modes just described are called before, after and on-commit. These three coupling modes are synchronous. When a synchronous event is posted, the execution of the event posting method/ program is suspended until a response is returned from the ETR Server. If an event is posted asynchronously, the event posting method/program does not wait for the response but continues its execution. Two other coupling modes that are useful are "instead-of" and "decoupled." The "instead-of" mode allows the rule execution to replace the method body (i.e., skipped) under certain conditions. The "decoupled" mode allows an event to be posted asynchronously. In this work, we will apply the concept of operation-triggered events within the Web services model.
Rules. A rule is a high-level declarative specification of a granule of executable code that can respond to an event or to events. Each CAA rule has three main parts: Condition (C), Action (A) and Alternative action (A).
The Condition (C) part specifies a condition that needs to be verified to determine the execution of a set of actions. The condition can be a Boolean expression (as a function of some data objects) or an operation (local or a Web service operation) which returns "true" or "false." If the condition evaluates to "true," the operations in the Action clause are executed. Otherwise, the operations in the Alternative action clause are executed. The Condition specification can also be a guarded expression. A guarded expression has two parts: a guard part and a condition expression part. The guard part is composed of a sequence of Boolean expressions. If any expression in the guard evaluates to false, the rule is skipped. Otherwise, the condition expression part is evaluated to determine whether to execute the operations in the Action or the Alternative action clause. The guard part is provided to screen out cases where the rule must be skipped, such as error situations or invalid data values, etc.
The Action (A) part of a rule specification contains a set of actions to be taken if the rule condition evaluates to "true." The Alternative action (A) part specifies a set of actions to be taken if the rule condition evaluates to "false." An action in either clause can be in the form of a local method call, invocation of a Web service operation, assignment statement or a statement that posts an event. These actions are used to implement a part of the logic which enforces some business rule(s).
As mentioned, the three main parts in the specification of a CAA rule are the Condition (C), Action (A) and Alternative action (A) clauses. As described in , our rule specification language also includes other capabilities. For example, a rule has an interface that speci- . . .
Rule structures of rules
Rule structures of rules Rule structures of rules trigger fies the rule name and a list of parameters that can be used in the rule body (i.e., Condition, Action, Alternative action). The actual values of these parameters are provided by the triggering event through the trigger at run time. Additional rule variables can be defined using a RULEVAR clause. During the execution of a rule, an exception may occur. This is handled by the EXCEPTION clause where an exception type is paired with an exception handler.
Triggers. Triggers are specifications that relate triggering events with a structure of CAA rules by specifying which event(s) triggers the processing of a rule structure. It also can support composite events using the EVENTHISTORY clause. The EVENTHISTORY clause allows for the checking of past event occurrences that form a composite event.
Operators such as AND, OR, NOT and sequence (>) are used to specify the EVENTHISTORY. Finally, a trigger also performs parameter mapping between the event parameters (from the triggering event) and rule parameters.
An important function of the trigger is to specify the structure of the rules to be triggered. The rule structure of a trigger specifies the set of rules to be executed and the order in which they should be executed. A rule structure is formed by a composition of four basic constructs: sequential, parallel, AND-synchronized and OR-synchronized, as shown graphically in Figures 4(a) , (b), (c) and (d), respectively. The sequential rule execution of R1-R4 is expressed in our trigger specification language by (R1 > R2 > R3 > R4), the parallel rule execution by (R1, R2, R3, R4), the AND-synchronized execution by AND (R1, R2, R3) > R4, and the ORsynchronized execution by OR[2] (R5, R6, R7) > R8. Here, OR [2] means that the completion of any two of the three rules R5-R7 can activate R8. By combining these four constructs (e.g., AND (R4,R5,R6, OR[2](R1,R2,R3) ) > R7), any structure of rules can be specified to implement complex business rules.
ETR Server. In our work, an ETR 
Server has been implemented. The details of its implementation can be found in . The ETR Server is deployed as a Web service that provides several operations such as post, subscribe, and unsubscribe. Internally, the ETR Server uses hash tables to store the mapping between events and triggers. An Event-History-Processor (EHP) Server, running as an independent RMI server, is an important component of the ETR Server that processes the event history during trigger processing. The EHP Server uses an internal graph data structure to readily evaluate an event history expression. The ETR Server contacts the EHP Server when an event history expression is encountered in a trigger and obtains the result of the evaluation from it. The ETR Server uses a Rule Scheduler component to schedule and process the rules in a rule structure. The Scheduler can perform parallel rule processing as well as sequential or synchronized rule processing as specified by the rule structure. The rules are executed as separate threads; and there exist special data structures and algorithms based on two tables specifying the predecessor and successor of each node in the rule structure. The predecessor table keeps track of how many predecessor rules have been executed, while the successor table keeps track of the set of successor rules that are ready for execution once a rule has completed its execution. Once the predecessor condition is satisfied (i.e., the completed predecessor count is reduced to zero), these rules are ready to execute and are put into a queue for execution by a dispatcher. As soon as a rule completes its execution, the successor rules are looked up and, for those successor rules, the predecessor counts in the predecessor table are reduced.
Finally, the Java class loader facility is used for the purpose of dynamically reloading rules that have been changed. This allows a rule to be changed while another instance of the rule with the previous definition is running. Thus, dynamic rules are supported. This is important because e-businesses (and business rules) are dynamic. The ETR technology provides a very dynamic and flexible mechanism to specify and enforce business rules. Rules can be added, deleted or modified at runtime without any effect on the Web service interface or the Web service implementation.
ETR-Enabled Web Services Model
The general Web services model was illustrated in Figure 1 . Figure 5 shows the interactions between the Service Requestor and the Service Provider in greater detail. The interactions are shown by the paths labeled 1 through 6.
Client makes Web service request.
The client can make a Web service request by making a call to a Web service proxy. Note that the proxy may be generated automatically based on a service request specification using a Web services toolkit. 2. Service discovery. The Web service proxy contacts a broker (that implements a registry) to find an appropriate provider to execute the request. The proxy then gets the address of the Web service provider from the broker.
Compose and send SOAP message.
Once the appropriate service provider has been located, the Web service proxy accesses the interface and implementation WSDL documents and composes and sends a SOAP message that contains the service request. Note that the SOAP message request is sent to a Web service wrapper that encapsulates the actual service application. 4. Wrapper invokes Service. The Web service wrapper on the service provider side performs the necessary tasks to interpret the SOAP message request and invokes the actual service that contains the business logic for the operation.
Return result (server side). The
Web service wrapper then composes a SOAP message containing the results of the method invocation and returns it to the client side. 6. Return result (client side). The Web service proxy returns the result to the actual client application.
As discussed earlier, interactions among business organizations need to follow their organizations' policies, regulations, security and privacy rules. We believe that an effective way to enforce these rules in the context of the Web services model is to integrate business event, trigger and rule (ETR) management technologies with the Web services model. Figure  6 illustrates how the ETR technology is used to realize an ETR-enabled Web services model.
In Figure 6 , a client application wishes to invoke a remote Web service. It issues a Web service request by making a call to a Web service proxy (label 1 in Figure 6 ). The general course of actions (find, bind, invoke and return result) is shown by the paths labeled 2, 3, 4, 5 and 6, respectively. The ETR technology is incorporated at the points labeled 1a, 3a, 4a and 5a. Synchronous and/or asynchronous events can be posted at these points to trigger business rules stored in the ETR server (Lam & Su, 1998; Lee, At the Service Provider side, the Web service wrapper receives the request from the client. The code for the Web service wrapper is generated using the Wrapper Generation tool, described in a later section. Events can be injected at points 3a and 4a during the code generation process so that they can be posted at runtime to trigger the execution of business rules. For example, on the service provider side after receiving the service request, a Before Invocation (BI) event can be posted to trigger any global or local rules (label 3a) before the actual service is invoked (label 4). The service request may be modified to enforce some business or security rules. After the execution of the ...
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trigger service, an After Invocation (AI) event can be posted to trigger any necessary rules (label 4a). For example, privacy rules can be enforced by performing post-processing or data filtering on the result to be returned by the provider side application (label 5). Back on the requestor side, the Web service proxy can post an After Request (AR) event to trigger other rules (label 5a) before returning the result to the client application (label 6).
WRAPPER GENERATION APPROACH TO SUPPORT ETR-ENABLED WEB SERVICES
We now discuss the techniques and tools we have designed and implemented to generate the Web service wrapper and other objects required to integrate the ETR technology with the Web services technology on the service provider side of the Web services model. The build-time tools used in the system are shown in Figure 7 . They consist of four main components: GUI for Web Service Creation, Wrapper Generator, WSDL Document Generator, and Events Installer.
GUI for Web Service Creation
The GUI for Web Service Creation is essentially what the user sees. This wizard-like GUI accepts information regarding the server-side application that is to be made into a Web service. From this tool, the user can choose the methods to be exposed as Web service operations. For each operation, the user can define before and/or after operation events. The GUI then transforms this information into more useful forms for use by the Wrapper Generator, the WSDL Document Generator, and the Events Installer. The use of the GUI involves three distinct phases:
Service Definition Phase. In the Service Definition Phase, the service provider enters the following information:
• Class name, Class path: the name of the Java class to be made into a Web service and its physical location.
• Output WSDL interface file name: the location of the output WSDL interface document, which contains the interface information about the Web service operations.
• Output WSDL implementation file name: the location of the output WSDL implementation document.
• Target namespace of the interface WSDL document, identified by a URI reference.
• Target namespace of the implementation WSDL document.
• URL of the interface WSDL document: This is used to import the interface WSDL document in the implementation document.
• Service location URL: The actual location where the Web service would be deployed.
Operations Selection and Events Definition Phase. This phase makes use of the information entered in the Service Definition Phase to load the Java class corresponding to the server-side application. A custom class loader has been designed and implemented for this purpose. This class loader takes the physical location of the class as input and loads the class into memory in the form of a class object. Once the class has been loaded into memory, we use reflection to obtain a list of all the public methods of the class and display them to the user. The user can simply use the GUI to select the methods and the events he wishes to track for each of them.
Once the user has finalized the selection of the methods and the definition of events to be tracked, a method information object is created for each selected method and added to a vector. At the end of this phase, the vector has all the information regarding the methods that were selected and the events chosen for each method. This information is passed on to the next phase, the Generation Phase.
Generation Phase. In this phase, the information entered by the user is displayed. The Java class chosen as the server-side application is displayed along with the names of the output interface and implementation WSDL documents. The user is allowed to change any of the inputs. After the user has verified the information, he/she can complete the Generation Phase. The GUI initiates the execution of the Wrapper Generator, the WSDL Document Generator and the Events Installer components. Each of these components makes use of information passed to this phase from the Operations selection and Events Definition Phase. The next sections describe the Wrapper Generator, WSDL Document Generator, and Events Installer components used to create an ETR-enabled Web service.
Wrapper Generator
The Wrapper Generator is responsible for generating the wrapper code for the server-side application. The Wrapper Generator takes as input the Web service interface information and the events to be posted for each of the operations. For each exposed operation of the Web service, code is generated for the posting of before and/or after operation events (if any) to the ETR server and the invoking of the appropriate method in the underlying server-side application. This wrapper is then deployed as the actual Web service. The components of the Wrapper Generator are shown in Figure 8 and are described below.
Custom Class Loader. Java uses a class loader for loading a Java class and all other associated classes. The CLASSPATH environment variable is used to determine the location of these classes. However, in our case, we need to be able to load a Java class located in any directory path. Hence we have designed and implemented a Custom Class Loader. It takes as input the directory path of the server-side Java class. It follows a delegation model, overriding only the findClass method of Java's ClassLoader class. Thus, it is only responsible for loading the classes not available to the system class loader.
Class Analyzer. The inputs to the Class Analyzer are the Web service interface and event information (from the GUI) and the Class object (from the Class Loader). The outputs of the Class Analyzer are 1) a list of constructor objects to be used by the Constructors Code Generator; and 2) a list of method objects to be used by the Methods Code Generator.
The Class Analyzer uses reflection to introspect the Class object supplied by the Custom Class Loader to determine its constructors and public methods. An array of constructor objects is produced which has an element for each overloaded constructor of the class. Each element contains:
• Name of the constructor as a string.
• Class name of the class that declared the constructor.
• Formal parameters declared in the constructor.
• Exception types declared to be thrown by the constructor. • Modifiers of this constructor (e.g., public, private or protected)
The Class Analyzer also supplies the Methods Code Generator component with an array of method objects, corresponding to the public methods of the class object. The array of method objects is the same as the array of the constructor objects, with an additional field for the return type of the method.
Constructors Code Generator. The Constructors Code Generator component accepts the array of constructor objects and generates code for each overloaded constructor. Code is generated to instantiate the objects of the underlying Java class in these constructors. Hence, whenever an object of the wrapper class is created, an object of the underlying Java class is created, which contains the actual business logic to implement the service.
Methods Code Generator. The code generator for methods accepts as input an array of method objects and the events that need to be posted for each method. These are the public methods that the service provider wishes to expose as Web service operations and the events he/ she wishes to track for each of them. The key points of interest of the generated code are as follows:
• Before Operation Invocation (BI) event.
If such an event has been defined, code is generated to post the BI event. The parameters of the method are passed as attributes to the BI event, which, in turn, pass them to the rules that are triggered by the event. These attributes can be used by the rules to make decisions and enforce business rules. • Code to call the underlying class method that performs the actual business opera- List of other public methods to be exposed tion requested by the user.
• After Operation Invocation (AI) event.
If such an event has been defined, code is generated to post the AI event. The parameters of the method are also passed as attributes for the AI event.
The methods generated by the Methods Code Generator implement posting of events to the ETR server in addition to calling the appropriate method of the underlying server-side application. Thus, in a typical operation of an ETR-enabled Web service, in addition to performing the normal tasks provided by the requested service, it can also invoke business rules associated with these events to enforce certain policies or regulations. Note that the business rules can be changed dynamically without affecting the Web service in any way. Also since the parameters of the method are passed as attributes to the event, more informed decisions can be made in the business rules. This provides a very flexible mechanism to integrate ETR technology with Web services technology.
Wrapper Synthesizer. Once the code for all the constructors and methods has been generated, the Wrapper Synthesizer is invoked to integrate the code generated by the Constructors and Methods Code Generator components to generate the final wrapper class. The name of this class is the same as that of the underlying Java class with the word "Service" appended to it. This generated Java class is made persistent and then compiled. The Compiled Wrapper Class is placed in the appropriate directory.
WSDL Document Generator
The WSDL Document Generator takes as input the Web service interface information, along with information about the WSDL documents to be generated, which include the names and paths of the output WSDL documents, target namespaces to be used, etc. This component makes use of the Java2WSDL tool provided by the Apache Axis toolkit to create the interface and implementation WSDL documents for an existing Java class to be deployed as a Web service. The interface WSDL document describes the complete interface of the Web service, such as the operation names, their parameters and return values, etc. The implementation WSDL document imports the interface WSDL document using its URL. The implementation WSDL document also specifies the URL at which the actual Web service is located. These documents are then persisted and are used at runtime by Web service clients. The Axis User's Guide and Axis Architecture Guide provide detailed description of the Apache Axis toolkit.
Events Installer
The Events Installation Service (EIS) of the ETR server is deployed as a Web service that interacts with the ETR server to install events on it. It has three operations:
• makeConnection: to connect to the EIS.
• InsertEvent: to add a new event definition to the ETR server.
• writeEventClassFile: to generate a Java class for the event. This Java class is then made persistent.
The Events Installer accepts as input a vector consisting of the events that need to be installed on the ETR server. The Events Installer then creates an Event Definition object for each event using the information about the event, such as its name, its attributes, etc. Upon creation of the Event Definition object, the Events Installer invokes the insertEvent and writeEventClassFile operations of the Events Installation Service of the ETR Server. In this manner, the event types are installed in the ETR server and can be used by the ETR server at run time to process incoming events.
SUMMARY AND CONCLUSION
Web services technology provides a promising foundation for developing distributed applications for e-business. However, integrating business event and rule management concepts and techniques into the Web services model to support collaborative e-business is essential for the following reasons: · E-businesses are collaborative. Collaborative e-businesses have mutually agreed upon business rules and regulations. These global rules need to be enforced during the request and use of Web services. The ETR technology provides a flexible mechanism to insert and enforce these rules at different points within the Web services model. Control and logic specified by rules will not be hardcoded into application programs or agents. Rules can be more easily changed and understood. · E-businesses are loosely coupled.
Although collaborative, the organizations involved in e-business are loosely coupled. Their autonomy needs to be maintained. Thus, local business rules have to be enforced. The ETR technology provides a flexible (and locally controlled) mechanism to insert and enforce these rules within the Web services model. · E-businesses (and business rules) are dynamic. The ETR technology provides a very dynamic and flexible mechanism to specify and enforce business rules. Rules can be added, deleted, or modified at runtime without any effect on the Web service interface or the Web service implementation. The focus of this paper has been to integrate business event and rule management concepts and techniques at the service provider side of the Web services model. However, these techniques can also be at the requestor and registry sides to fully control, monitor and restrict the publication, discovery and access of Web services.
