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In this thesis the world of software testing will be introduced to the reader. This thesis 
will go through common work phases and most common terms from planning tests all 
the way to driving them and reporting the results. In this thesis Microsoft Test Manager 
is used for testing. 
 
I was working for Avanade Finland while doing my Final Year Project, in a project for 
Seafarers’ pension fund (Merimieseläkekassa) and I was testing the website our project 
crew developed. The project itself covered multiple other systems, but this thesis will 
cover only the part of public website of Seafarers’ pension fund. 
 
Software testing is an important part of developing software. It is the first time the soft-
ware is seen by other than the developer himself, and it will also be the last step before 
entering the user acceptance test. Testing should be done throughout the developing 
process multiple times. Nowadays companies start to realize the value of software test-
ing. It can reduce the costs of the project and it also will make the company look better, 
when most of the errors are found by the developing team and not by the customer. 
Every single bug or broken feature will look bad for the customer and in the worst case 
scenario it might cost losing the project to another company. 
 
Every time some block of code is changed or some new feature is implemented, software 
tests are essential to keep track of possible bugs and errors. If software development is 
done faster than testing, it might be hard for a developer to find what broke the system, 
and why something is not working. While testing is done both by the developer himself, 
and a dedicated software tester, this thesis will be mostly covering the job of the dedi-






2 Software testing fundamentals 
Software testing is often the last time the software is reviewed before it is handed out to 
the customer. It is really important to find all the defects and bugs before the software is 
handed out. A tester’s job is to ensure that the application is working and behaving as 
intended and report all possible problems back to the project and developers so they can 
be fixed before shipping the product to the customer or before the product is launched. 
 
Testing should be part of the development throughout the entire project. At the beginning 
of a project testing should be planned as well as possible. All the platforms should be 
listed where the product has to be tested on, and also it should be well specified on the 
project plan what functionality is required and what the end product will look like. Usually 
in web applications the most common browsers are Internet Explorer, Google Chrome, 
Mozilla Firefox and Safari. If the customer has specified some other browsers in the 
project contract, they should be tested as well. 
 
While testing might seem like a simple part of the process, there are multiple tasks a 
tester have to do. The tester needs to make sure all the functionality is working as in-
tended, he is using the product like a customer or an end user might use it and test all 
the functionality of the product in case of problems. This part of the testing is called 
functional testing. 
 
Usually the first thing a customer sees when they receive the product is the appearance, 
how it actually looks. The tester is the last one to see the product before it is shipped out, 
so it is their job to ensure the product looks like it was meant to look like and there are 
no visual problems with the product. This part is usually referred as visual testing. 
 
When functionality and visual part are probably the most important parts of the process, 
tester also needs to make sure that the product safety and performance is working as 
promised. Nowadays digital security is really important, so it needs to be tested well and 
though out, so customer will not have any problems with security. Also performance is 
something nowadays a end-users are really interested in, how well it works and how fast 
they can use it. These are called security testing and performance testing. 
 
Depending on a product, also stress testing might be necessary, when testers are cre-
ating virtually multiple users and testing how many users can use the product at the same 




an actual problem. Also services that are using servers and cloud can face performance 
problems under a lot of stress on the server. 
 
The user interface and usability of the product is also important. Tester needs to think 
how client would think, and use the product as the user would use it. If the software has 
some improvement with user experience or interface, it will be reported back to the de-
veloper by the tester running the tests. 
2.1 Application Lifecycle Management (ALM) 
 
Application lifecycle management represents the whole process of the application devel-
opment from making the requirements for the project all the way to delivery to the cus-
tomer. There are multiple suites for application lifecycle management from various com-
panies and platforms, but I will be using Microsoft Team Foundation Server as my Appli-
cation Lifecycle Management suite. It is widely used and trusted suite and most of de-
velopers and IT-pros are familiar with it. It includes good tools for planning, developing, 
testing and reporting the project. It is easy to get reports on progress whenever customer 
requires an update of the project development. It is also easy for project management 
since tasks can easily be assigned from one developer to another. Also it has great tools 
for software testing included, such as Microsoft Test Manager and built in tools for unit 
testing. 
 
There are also plugins for cross-platform development, such as GitHub [4] can be 
merged with Team Foundation Server, if developers are more familiar with GitHub and 
customer does not have a problem with it. Some customers prefer to have all their infor-
mation in local servers, when GitHub is not so good project management tool since it 
works mostly online. Securitywise there have not been any major problems with GitHub, 
but especially working with sensitive data, such as social security numbers and customer 
data, offline services in the development phase is strongly suggested. 
 
If the application lifecycle is well documented and managed, it is easy to report progress 
to the customer. With a project where customer is paying by working hours, it is really 
important to report all the used hours to the customer and then customer can see where 







At the governance phase of application lifecycle management the project team and the 
customer will discuss about the goal of the project. What will be included and what kind 
of services the company provides to the customer. It is really important to report all of 
these requirements and get them accepted by the customer so there will be no misun-
derstandings between the developer company and the customer. 
 
The goal of the project will be the first thing to document. What the customer needs and 
what tools will be used to produce the product for the customer. Project plan is a brief 
overview of the whole project and its components. Well documented project plan is the 
script of the project where everything else is based on. 
 
Every single feature, layout and functionality will be documented on separate document 
to ensure that everyone included in the project will be informed and on the same page. 
Documentation for the functionality is called Use Case [2] and it describes how the func-
tionality will be used and all the possible outcomes of the function and also possible error 
situations and how the application will handle possible errors. Well documented use 
cases can save up a lot of time, since sometimes testers are hired without a professional 
knowledge of the business model of the customer, so use cases are also testers script 
for planning the test cases. It should describe in detail how the software will be used. 
 
The layouts of the project will determine how the product will look like once it is done. 
These are important to make before anything is developed, since it is easier to develop 
to a certain outlook instead of changing the whole appearance once all the functionality 
is done. Also in the middle of the project when the customer is reviewing the project, 
poorly made appearance in development face might effect on how pleased the customer 
is on the progress. When most users can see only the appearance of the software in-
stead looking the functionality under the hood, it might give a bad first impression to the 
customer. 
 
After everything is well documented and all the parties of the project are happy with the 
scope, everything will be broken into a pieces of tasks and the timeline of the project will 
be presented to the customer. The timeline of the project will be determined depending 




There should always be extra time for all the phases. When customer receives the pro-
ject before the deadline, it will give a positive image of the development progress. 
 
All the tasks will be assigned to a person in the project, and they will all be put down to 
the Team Foundation Server, where all the tasks can be tracked and they are easily 
reported when the customer wants to get an update how the project is developing. 
2.1.2 Development 
 
When entering the development phase of the application lifecycle management, in an 
ideal project the developers are clear about what they are developing and when. At the 
first phase of the lifecycle management everything was well planned and well reported 
and tasks were made to the Team Foundation Server, where developers can pick a task 
and start working on it. 
 
While developers are working on the application itself, software testers are planning how 
to test everything developers do. In well planned and executed project most of the test 
planning will be done even before the development starts, but usually there is changes 
to the project and functionality so test planning will continue while the application is get-
ting its form. Every single use case and layout will have their own tests and they can be 
planned based on the use case and layout documents done on the development plan. 
 
Usually developers are testing their own functionality while working on it, which is called 
unit testing, where every function and class is tested separately and it is usually done by 
the tester himself. However every time developer implements something new to the ap-
plication, it might break something that is previously implemented in the project. That is 
why testing is done multiple times throughout the development process and one final 
time after one area of the application is finished. 
 
Every time some task is developed by the developer, it will be handed out to the tester 
and tested for possible bugs and defects. If there are any problems with the part of the 
application, tester will initiate a new task and hand it back to the developer who tries to 
fix the problem. 
 
In Team Foundation Server it is really easy to get different kinds of statistics from the 




the process to the customer, and it is easier to visualize than just explain how the project 
is moving forward. 
 
After the development phase is over, the project will be reviewed once more by all the 
parties included in the process. Once software testers report all their test cases executed 
and passed, all the bugs are fixed and everything works as intended, it is time to hand 
the project out to the customer for the User Acceptance Testing (UAT) where customer 
tries to find all the rest of the bugs and problems with the product. 
2.1.3 Maintenance 
 
After the product is handed out to the customer it will enter the maintenance phase of 
the lifecycle management. When the customer receives the product to user acceptance 
testing customer starts to go through the product and decides if the product is what they 
were expecting and what they paid for. 
 
Even though in a perfect project there are no more problems once the product is handed 
out to the customer, the project will have to be prepared for customer-reported defects 
from the customer. Usually the testing team will do their best to find all the bugs before 
the product is handed out to the customer, but sometimes something just slips by. When 
the customer finds a problem with the product, they will report the problem and develop-
ment team will try to fix it as fast as possible. Microsoft Test Manager together with Team 
Foundation Server is a good tool for working with bugs. When customer reports a bug, 
the project testing team will try to validate and re-produce that bug. If the bug can be re-
produced and it is valid, it will be reported as a new bug, and assigned to a developer 
who is working with that area of the project so they can start working to fix it. This time 
the development team can use their time with only valid bugs and time can be saved for 
next the phases of the project. 
 
Also sometimes the project requirements might change after the product is handed out. 
Customer decides to add some functionality to the product or to change something al-
ready implemented. Then the project management and customer will discuss further 






2.2 Benefits of testing 
 Testing is an essential part of a software development process. If testing is well planned 
and executed following good practices and guidelines it can speed up the development 
process and lower the development costs. While developers are working on a sprint in 
agile development, testers can test and report all the bugs so developers can fix them 
as soon as possible, which will reduce the risk of bugs getting buried and more function-
ality worked on top of the faulty code. 
 
Usually better quality sells better. That is why software testing is such a crucial part of 
the development process. It is important that someone who has not been part of the 
actual developing tests the software before shipping it out, since it is really easy to get 
used to some minor errors and problems when one works with the same software for a 
longer period of time. Then when someone outside the development process takes a 
look at the software, even the smallest mistakes will get caught before the software is 
shipped to the customer. Usually there are still some problems even when the customer 
uses the software, but the biggest and most embarrassing mistakes usually get caught 
in the testing phase. 
 
Even after the software is shipped out, the testing team is usually an important part of 
the project. Right after a launch is usually the crucial time, since users of the software 
might not be so familiar with it, and there usually are reports of problems with the soft-
ware. Here, testing team tries to validate and re-produce those errors and problems, and 
help the user to work with it. Often the problems cannot be re-produced by the testing 
team, and then the problem will be still reported, but it is not a high priority problem unless 
there is multiple reports with the same problem. However if the problem can be re-pro-
duced it will be reported as a bug, and transferred to a development team for a fix. This 
way team can save time and money from the customer, when developers can use their 






3 Testing methodologies 
3.1 Testing techniques  
3.1.1 Manual testing 
 
As the title describes, manual testing is testing which is run manually by testing team. 
Manual testing does not need any automation of test cases and every single test is run 
manually by a tester. The tester opens the software and tries how/ whether it works [1]. 
 
Even though there is a human running these tests, it is really important to prepare test 
cases and scripts well so tester can test the entire software and there will not be any 
parts untested. Most often it is suggested that the test planner and tester are two different 
persons, since while preparing the test cases it might start to be a routine, so some 
problems or bugs might be overseen by the person who planned the test case. Especially 
when testing is done by a separate person the test script needs to be in such detail, that 
tester can run the test case without any problems. Figure 1 illustrates Microsoft Test 
Manager test planning. 
 
 
Figure 1 Planning a test case in Microsoft Test Manager 2013 
 
Usually reporting is in a more detailed level in manual testing where there is no automa-
tion involved, but manual testing also costs more, since there is more people needed in 
the process. It also takes more time, but sometimes projects are using testers also for 





3.1.2 Automated testing  
 
Automated testing is testing that is automated and programmed before the actual testing 
starts. These days automated testing is usually what the customer wants since usually it 
is more cost-effective in bigger projects. In smaller projects usually the cost difference is 
not the deciding factor, since writing automated tests takes a lot of time. Also like the 
actual software, there might be mistakes in programming the test, so programmed auto-
mated tests might not be the most reliable testing technique. 
 
The Microsoft Test Manager allows testers to record the steps while they run test cases 
as shown in figure 2. This is probably the easiest way to make automated tests and 
usually this type of testing is called coded UI tests. It does not require any programming 
or scripting; tester just runs the regular test and the software records the actions users 
do on the software. In this way the user can come back to a test case and run desired 
steps of the case and continue from where it failed the last time. [1] 
 
 
Figure 2 How to create action recording in Microsoft Test Manager 2013 
 
Also for visual testing automated tests are not usually the best way to test. Even though 
there is software that can tell a difference between two pictures or location of a picture 
or difference in font, it is still not as reliable as a manual tester who can compare the 




3.1.3 Black box testing 
 
Black box testing is testing that does not require any knowledge of how the software 
works under the hood. It is also called end-user testing, where tester is acting the part of 
the end user, and tries to use the software like the customer will be using it. 
 
Usually when talking about software testing and usually people who are hired to be test-
ers are mostly doing black box testing. Black box testing will test the software visually 
and functionally in a way how customer will see it. Black box testing usually starts after 
the whole development process is done and the software is ready to be tested before 
shipping it to the customer. 
 
3.1.4 White box testing 
 
White box testing is testing that requires the knowledge of how the product works inter-
nally. Usually white box testing is done by the developer himself, since it requires access 
to and knowledge of the source code of the product. 
 
White box testing can be used for individual functions and parts of the program, that 
might not even be visible to the end user after the development is done. White box testing 
is usually used for background processes which are not possible to test individually while 
using the actual software. 
 
Even though white box testing is usually done by a developer, depending on the project, 
there might also be testers who have technical knowledge of and skills for programming 
and software development. In this way the developer will not have to use their time and 
resources for testing and testing will still be done before the product is shipped out. 
3.2 Testing levels 
 
3.2.1 Unit testing 
 
Unit testing is done by the developer. Unit testing is testing where developer tests the 
product part by part. One small piece at a time. While user uses the product and does 




functions under the hood, where multiple functions are called in a series where one func-
tion output is an input of the next one. In this series if one function or part of the code is 
not working as expected, the end result is not what the end user desired, and from a 
regular testing point of view it might be hard to identify what causes the problem. In unit 
testing every single function and part of the product is tested separately, where faulty 
input cannot affect the outcome of the function. [1] 
 
3.2.2 Integration testing 
 
After each block of the product is tested, the developer starts connecting these individual 
blocks together. Even though two separate functions work well by themselves, it does 
not mean they work well together. That is why developer needs to test their code every 
time they connect or integrate their functions and parts of the code. 
 
Integration testing is also usually done by developer while he is working on the product. 
However sometimes there might be a dedicated person for both unit testing and integra-
tion testing who is working closely with the developer to ensure the most effective devel-
opment process. 
 
Both integration and unit testing is black box testing that requires high-level knowledge 





4 Test planning 
4.1 Waterfall model 
 
Waterfall model of the project works much like waterfall. Work is done in one continuous 
flow, where next task is started directly after another. In waterfall model of development 
planning should be well done even before starting the project. After the project plan and 
use cases are made, developers start to work on the project and test planning can start. 
In waterfall testers work at the same time with developers, and in waterfall multiple work-
ing environments are important, so testers can work while developers are debugging 
without interrupting anything critical. [2] 
 
Test planning in waterfall model is made mostly in the start of the project, right after 
general project plans and documentations such as use cases are made. After they are 
well documented test team starts to plan their tests. In waterfall model it is really im-
portant to remember to update test cases and plans, if the project encounters problems 
or for some reason needs to change the scope or the plan of the project. Regression 
testing is also extremely important when some part of the application changes after it is 
already tested. In regression testing tester simply tests already tested part of the product, 
and makes sure there is no new problems, if the product has changed on the way. 
4.2 Agile model 
 
In agile model the project is broken down in to a so called sprints, where a small fraction 
of bigger project is made and tested. Planning for agile model happens always in the 
start of each sprint, and once again, test planning happens right after the general plan is 
made. [2] 
 
In agile model it is easier to test after a development process is done. After developers 
reports their sprint done, testers can start their job, and report all findings and test results 
before the next sprint will start. Sometimes developers need to fix some problems with 
previous sprint while working on the next one if development phase of next sprint is 
started before testing is finished from the last sprint. 




4.3 Creating test cases 
 
Test planning should be done clearly and in a way where anyone can run test cases. 
While creating a test cases all the steps should be specified clearly and in logical order. 
Each step should be planned and written so anyone who is a first time user of the appli-
cation could run the test case and succeed finishing the required task. This is how test 
planner can be sure every single step is properly tested and documented. 
  
In each step in Microsoft Test Manager there is also specification for expected result of 
the step. This should only be used when something is actually expected to happen. For 
example if user is expected to fill out a web for with user information such as name and 
address, each field should be specified in test steps, but each field should not have ex-
pected result. However possible “submit” -button should have expected result for exam-
ple to send or erase the form when it is clicked. If a step has a specified expected result, 
Microsoft Test manager will not let user to skip this test and expects the step to either 
pass or fail. Skipping test steps might be useful if the test case is run while development 
process is still ongoing and tester is asked to test some specific part of the application. 
 
When steps of the test are clear and there is enough of them, tests can be recorded with 
Microsoft Test Manager so in future possible re-testing or regression testing can be run 
almost automatically and Microsoft Test manager knows how to fill out fields and where 
to navigate in order to test the application just like an actual tester would test it and each 
field and part of the page is properly tested. Tester can choose which parts of the test 
case they want to be done automatically. Using the same example from web forms, tester 
can automate Microsoft Test Manager to fill out the form automatically, but then run the 
actual functionality by tester himself. So this type of automatization is not only for running 
test cases automatically, but also helps tester to run test cases faster and in a more 







5.1 Managing tests 
 
Microsoft Test Manager and Team Foundation Server allows one to manage test cases 
for better flow and organization inside the project [1]. Usually test team consist of multiple 
testers and test planners, and sometimes they are not in a same building so communi-
cation can be problematic. When all the test cases are stored in the same place and 
organized well, a team working in an off-site project can work well and the team can work 
without problems. Testing a whole system, all the use cases and all the functionality 
might be plenty of work for the testing team. Without organizing test plans well, it can be 
hard to test a whole system without areas that will be unnoticed. 
 
How testing is organized varies between projects and teams, and usually it is decided 
before the project starts so the project and team can work in the most efficient way. Some 
teams break down the project to a timeline, when all tests are organized by the time, and 
others might be focusing more on the parts of the project, such as use cases, visual 
tests, stress testing or security testing. All these can be categorized in Microsoft Test 
Manager as test plans and then easily managed by the project management. 
 
Regardless of whether the project testing is organized by timeline or test types, test plans 
can be furthermore categorized to test suites, where the test planner can organize test 
cases by part of the program or sprints and where one suite must be completed before 







Figure 3 Test plan categories in test suites 
 
5.2 Running tests 
 
After tests are well planned and organized, we can start running the tests. Every time we 
choose to run the test, the test case needs to have some end result. After you start test 
case from Microsoft Test Manager, it will either pass or fail. That is why it is important to 
be sure you are ready to run the test before actually starting the testing process in Mi-
crosoft Test Manager. If the test case fails because it is aborted, it is not crucial mistake, 
but it will change the data on reporting services, and might look bad when reporting back 
to the customer in the middle of testing process. Multiple failed tests might give customer 
an impression that things are not running as smooth as expected. 
 
However sometimes development process might take longer than planned, and some 
bigger test cases might need to be tested partially. Tester can start the test case, skip 
those steps that are not implemented yet and test the part that developers wish to be 
tested before continuing on the process. In this way, the test case will fail as whole, but 
important parts of the test can be tested and bugs reported. 
 
While running test cases Microsoft Test Manager requires quite a lot of resources from 
the computer, so it is suggested not to run anything else heavy while running test cases. 
Also if tester is using action recording, it is important not to interrupt the recording by 




recorded test run heavier and make extra steps in future testing, if tester wants to use 
recorded steps while running tests. 
 
While following the test steps each step should be tested unless it is specified separately 
by test planner that some steps can be skipped, for example in partial testing. If the test 
step has any data, such as names or other input data for forms, they should be used as 
they are specified. Figure 4 illustrates Microsoft Test Manager in testing mode. 
 
Figure 4 Running a test case 
 
5.3 Reporting bugs 
 
While running test cases tester might run into a bug. The product is not working as it was 
supposed to work, it might not look right or it might not work fast enough or give some 
strange output data or error messages. Everything unexpected should be reported back 
to developers so they could start working on it. Microsoft Test Manager gives good tools 
for reporting bugs to Team Foundation Server where developers will have as much data 
from the report as possible. Developers have access to test steps, test history and a 
large amount of other useful data. Figure 5 shows Microsoft Test Manager bug reporting 
–site. 
 
When reporting a bug tester should describe everything there can be described from 
running the test. Also Microsoft Test Manager will allow tester to quickly and easily snap 




probably the most important information especially reporting visual problems with the 
product. 
 
Other useful information for developers are simply what the tester did to cause such 
problem with the product. What did the tested do when that specific problem occurred 
and what kind of data and information was used when testing that specific part of the 
product. Rather have too much information than too little. 
 
 
Figure 5 Reporting a bug in Microsoft Test Manager 2013 
 
5.4 General reporting 
 While the project is under construction, customer might want a status report from the 
project team. Developers can produce their own report from Team Foundation Server 
where customer can see how many tasks are done and how much tasks are still undone. 
This will usually give really good impression to the customer how long it will still be until 
they get the finished product. 
 
From a tester’s perspective reporting can also be useful. Even though customer usually 
wants to know how many development tasks are done and how many still upcoming, 
testing report can draw a completely different picture. Even though development tasks 
are done and closed by developer, they will not show how many problems and bugs 





From Microsoft Test Manager tester can produce a clear and well specified report about 
the testing process, where all the passed tests and failed tests can be seen as a clear 
chart, so the customer will see how many problems the product has in total. 
 
 
Figure 6 General statistics from test plan 
 
 





6 Case Seafarers’ pension fund 
 
Seafarers’ pension fund (Finnish Merimieseläkekassa) is a pension fund for seafarers. It 
is controlled by Finnish pension law and it covers everyone who works at international 
seas. They also have for example rental apartments for their customers. Avanade Fin-
land creates and updates various tools for Seafarers’ pension fund in a larger project, 
from which this case is part of. Finnish pension law has been changed multiple times in 
the past decade, and pension funds needs to update their systems and tools. [5] 
 
Testing team in whole concludes two testers and one test lead. Since the project contains 
multiple different tools and services, responsibility needed to be divided logically. Differ-
ent parts of the project have been assigned to different testers, in order to keep testing 
and reporting as good as possible. 
6.1 Introduction 
 
This part of the project developed a new public website for Seafarers’ pension fund to 
replace their current website. The new website should be modern, functional and easy 
to update and control for the customer. 
 
Customer chose SharePoint to be the platform for the new website, because it has al-
ready included tools for managing the site. While it is true that the SharePoint has really 
well implemented controls for managing a website or even a collection of sites, it does 
not have the best tools for customizing the platform. For example, the style and look 
options of SharePoint is usually seen mostly on company internal networks and similar 
site collections. We had to make custom changes to the SharePoint platform to make 
the website more usable for the end user. 
 
A public website is not usually made so much for sharing documents or other main func-
tionality of the SharePoint platform, so the project team had to do multiple changes so 
the platform eventually started looking like a public website. Even though the team had 
to make multiple changes to the style of the site, SharePoint has really good and easy 
to use tools for other parts of the site. For example, page navigation and content man-
agement tools were already made, so the project team had to make just small adjust-





When I entered the project, test planning had just started. I got the website test planning 
and testing as my responsibilities as soon as I entered the project. My responsibility was 
to make the test planning and execute these tests. After testing was done, my job was 
also communicating with developers to get all the bugs fixed, and also I have been help-
ing customers with the User Acceptance Tests (UAT). 
 
6.2 Project planning 
 
Even though the project might not seem like it would be complicated to do, it still has to 
be planned carefully. Project team and the customer has to be in agreement what the 
end product will look like and what kind of functionality the site contains. Especially when 
the customer already had an old website, new features and functionality needed to be 
specified well. 
 
This kind of company usually does not have too much functionality on the website for the 
end user, but even so, functionality needed to be documented and specified. The most 
important planning phase was definitely the looks of the website. Really specific layouts 
contained all the parts and objects of the website, and it gave the customer a picture of 
what the end product will look like. 
 
When looking at the site it does not look like a typical SharePoint -site which usually 
contains mostly shared documents and company internal information and communica-
tion. So it was clear at the beginning, that our developers would need to work hard to 
make the website look good so the customer would be satisfied. 
 
Compared to the old website the new functionality mostly contained updates to the mod-
ern day. Nowadays companies often have an online chat for the customer service, and 
also different social networks are a new way to keep their customers posted on news 
and information. So links to all these services needed to be added to the website. 
 
Also a responsive website was something the customer wanted. Nowadays end users 
are using more and more different kind of devices to access the services, such as tablet 
computers and mobile phones. Screen resolutions and sizes varies from side to side so 
the website should be usable with all of them. For laptops, tablets and desktop computers 
the site will look the same, but it will adjust the navigation and the information according 




different so it is usable for also those customers who needs to access the site from their 
mobile phones. 
 
While most of the managing tools were already in the SharePoint –platform, still some 
new tools needed to be made. Customer should be able to update custom information 
such as information regarding their rental apartments and information about the different 
positions in the field of business. While almost everyone who works at an international 
ship is their customer, they have a large variety of jobs in the field. Customer wanted to 
show the end user different kind of jobs other people were doing in the sea. These cus-
tom tools are called Web Parts in SharePoint platform. 
6.3 Test planning 
 
Even though testing in this project is not so technical testing, it does not have much 
functionality and website is more information based than functional, it still needs to be 
tested well. Especially when the site is built with custom layout on top of a SharePoint 
site, the appearance and features needs to be tested even more carefully than normally. 
 
Test planning of the public website did not have any use cases, and test planning was 
made accordingly. Most of the test cases are for visual testing, but they have much more 
variations in browsers and screen resolutions than many other systems. 
 
Project also had to make multiple custom Web Parts for SharePoint. Customer wanted 
these custom Web Parts to add better user experience and to make the site look better 
and to serve their customers better. These Web Parts are essential to test properly, so 
the user experience would be as good as it can be. Web Parts includes a box for the first 
page, where Pension Fund is presenting different professions in the field. 
 
Content production is fully customer’s responsibility. Even though content production 
tools are provided by Share Point platform, testers need to make sure it works as in-
tended. Customer adds all the content to the site, but our responsibility was to make all 
the pages and their layout, so some sample data was required to add, and at the same 
time we tested the content production. The website includes for example site for contact 






Other functional testing includes everything on the website that has functionality on it, 
such as links and menus. All the links and menus needs to be tested on all the sites in 
the website. Even though some link works on the front page, it might be broken on other 
sites. Same thing goes for menus, even though they are basically same element, it might 
act differently on different parts of the website, www.merimieselakekassa.fi.  
6.4 Testing 
 
As mentioned earlier, responsibility of testing the website was only on one tester, so all 
the testing was made by one tester, and reported to our test lead while it progressed. 
Testing itself was fairly straight forward, since the planning was well made. Different ar-
eas of the website were reported as ready to test by developers in different phases, and 
we had to make a couple of changes to the test plan in order to be able to test some 
functionality without worrying about something that has not been made yet. Regression 
testing was also really important when working on the other parts of the website after 
some part was already tested and reported as functional. 
 
6.4.1 Visual testing 
 
When the custom layout started to be ready to test, I started working with developers in 
order to get the layout done. Tests were done multiple times during the process to make 
sure everything looked as planned. 
 
Especially when the layout was completely custom made, it was really important to make 
sure it worked with the SharePoint as it was intended. Especially the mobile website 
caused some extra work from the developers, since menus and usability needed to be 
designed for a mobile devices and touch screens. Tester also needed to keep in mind 
that the mobile site was used with touch screen, so for example hover was not something 
that needed to be tested in the menus. 
 
Testing with different browsers and screen resolutions was most important part of the 
visual testing. Since browsers are not always working the same way, we needed to make 
sure the site was designed to work on all the common browsers. Also people uses dif-
ferent screen resolutions, so responsible website is important to work as intended on 




6.4.2 Functional testing 
 
As I mentioned earlier this part of the project did not have any use cases, so the func-
tional testing was somewhat easier. Functional testing included mainly testing if all the 
links and Web Parts were working as intended. 
 
As I said in the test planning, all the links and menus needed testing on all the parts of 
the website they were visible. All the tests were ran in all the different locations of the 
website. Every single link and menu item was tested on every single page. 
 
Custom Web Parts took little more testing than SharePoint included functionality, since 
they were custom-made. Sometimes the testing of these parts was a little challenging, 
when functionality was something the tester was unable to affect. For example, on the 
front page there is a Web Part that rotates information about different professions in the 
field. The content producer adds the information and picture of the profession, and 
chooses the dates this profession is visible. Testing needed to make sure it worked 
properly. Testing was done in two different phases, where in the first phase the tester 
added the content and published it, and the second phase was to make sure, on the 
selected date, that the content was changed. 
 
The testing team also made sure the content editing and publishing was working well, 
even though it is included functionality on SharePoint. We had so much custom made 
for the website so testing team made sure nothing we made broke the functionality that 












In the project for a public website for Seafarers’ pension fund software testing was an 
important part of the development process. It helped us to save time and money when 
problems were reported in time for developers, so they were able to fix them as soon as 
possible. The project team encountered some problems with custom style sheets for 
SharePoint, and these problems caused the project timeline to be postponed. Without 
the test team inside the project, these problems would not have been noticed before the 
product was shipped to the customer, so testing also helped Avande Finland to maintain 
a good customer relationship with Seafarers’ pension fund. Excluding these style sheet 
problems in the project, it was carried out quickly and cost effectively. 
 
As the case study shows, software testing is an important part of the development pro-
cess. It usually helps to save time and money when problems are noticed and reported 
as quickly as possible. A good relationship with the client cannot be measured in money, 
and when the product is delivered without visible problems to the customer, it will help to 
keep up a good relationship with the client. 
 
Even though software testing has always been part of the development process, good 
practises and official guidelines are a relatively new field of software development. Find-
ing good resources and references might be hard for software testers. Software testing 
as an official part of the development process is growing rapidly, and the availability of 
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