Abstract
Problem Frames and Web based Business Systems
Web-based business systems are now important; not just for the large enterprise, but also for those small and medium enterprises, who find that a 'web presence' can be a competitive advantage. However, 'the increased complexity of sites, in conjunction with the current web culture and ad hoc method usage, is creating a web crisis' [1] . This has given rise to the term 'tangled web' implying that the web is a 'morass' of poorly developed, complex applications developed with a high degree of failure [2] .
The importance of domain understanding has been accepted as a critical factor in obtaining complete and accurate requirements [3] . Webbased business systems are often unfamiliar, complex, and mission critical, and thus requirements activity is crucial. Hence, the use of problem frames, which offer a pathway through understanding and describing complex domains, would seem to be a natural step.
However, there are suggestions that the set of existing problem frames may not cover all eventualities (e.g., Bray's suggestion of the need for a simulator frame [4] ). In particular it has been suggested that web-based business systems differ in fundamental ways, and that existing problems frames will be unable to be cater for development of web-based systems [5] .
To consider this issue, we first discuss the nature of web-based applications, in terms of their underlying business models (section two). We then consider specific development differences (section 3), from the perspectives of users, developers and environment, before offering some brief conclusions (section 4).
Web based Business Models and Categories
To produce a successful web application it is essential to understand the problem domain. However, understanding the (wider) e-business domain 1 requires an appreciation of business models and categorisations that are not yet stable [6] , and are still the subject of considerable discussion in the literature [7] . These business models are important because they enable developers to understand and apply the different delivery channels and infrastructure that may be required.
Rappa [7] believes that a business model should specify where a business lies in the value chain, but considers that business models are the most discussed and least understood aspect of web development methods. For example, Business to Consumer (B to C) is a frequently used term, which often means different things to different people. Drew [8] believes that most of the literature discusses the concept of a business model in terms of a customer value proposition, pricing strategy or a particular Internet technology and that a holistic view has yet to emerge. Furthermore, many categorisations can be misleading in that they focus on what amounts to the presentation of the application, rather than the business process supported.
However, some consensus is starting to emerge. For example, Weill and Vitale [9] have produced a useful categorisation of atomic ebusiness models (Table 1) . This approach recognises that business context is important to understand the nature of a web-based system, and considers which of 70 infrastructure services are necessary to conduct business electronically. These 70 services are divided into 9 categories: Applications Infrastructure (1) Communication (2), Data Management (3), IT Management (4), Security (5), Architecture (6), Channel Management (7), IT Research (8) and IT Education (9), across eight fundamental business models. This categorisation appears to offer a (relatively) exhaustive survey of web-application types. A complete analysis of which frames would apply to each of these categories is beyond the scope of this paper. However, our work so far suggests that problem frames are no more difficult to apply here then they are in many other contexts. The apparent difficulty, we suggest, being related to the immaturity of the domain and the lack of a common framework (and agreed vocabulary) for business models.
Hence, since consideration of the breadth of web-application types does not (in itself) suggest fundamental differences, we now consider differences suggested within the literature. That is, arguments that the process of developing web-applications is fundamentally different from traditional software engineering.
Web applications versus traditional applications
A number of authors have suggested that there are fundamental differences between web development and software development, and that these differences may require additional problem frames. For example, Cox and Phalp [5] outline a scenario detailing a customer application made over the Internet. They argue that one aspect of their scenario; a credit checking transaction, does not fit with existing frames. However, the argument relies on the use of a customer domain, and the authors concede this as a possible misuse of the problem frames approach. Furthermore, it could be argued that this particular transaction type is one that would be encountered within a typical 'traditional' application, that it is not unique to web-based applications Of course, this is just a single example, but it illustrates that the argument for the applicability of problem frames hinges upon whether web-based business systems are fundamentally different or just another example of a complex software engineering domain. Clearly, it is not possible to specifically address every argument that we have encountered within the literature. However, there appear to be some common themes. Hence, we have categorised arguments into those relating to: user domain, developer, and environment. Brief discussions of these arguments are given in the following sections. (Note that for reasons of space, we have chosen illustrative examples for each category). 
User domain
User is divorced from the development [11] No traditional entry or exit point [12] Technology is more visible to the user [13] High reliance on the user interface [13] Non-functional requirements primary [11] Volatility in the user requirements [13] Unpredictable publishing environment [1]
Developer
Teams with different disciplinary emphasis [11, 14] Aesthetic and cognition differences [15] Developers suffer from cognitive overload [16] Developer inexperience [1, 17] Uncertainty in the developer domain [13] Rapidly changing technology and tools [13, 18] There is a lack of useful methods [18] Methods written for computer scientists [19] 
Environment
Tight linkage between the business architecture and the technical design [13] Impact of the information structure [14] Aggressive release demands [14] Hype driven [1] Immaturity of web development [1] Development changes the business model [13] Nature of development [13] Highly competitive, market environment [13] Fine grained evolution and maintenance [13] 
User Domain Issues
It is argued that requirements are fundamentally different for web based systems in general. For example, they are volatile [13] and often dominated by non-functional requirements (NFRs) [11] . It is certainly the case that many NFRs are relatively unique to web based systems, e.g., there are many complex (international) legal requirements. Similarly, for web-based systems many NFRs are often regarded as primary requirements [8] , e.g., security may be seen as a fundamental functional requirement. However, dealing with such issues simply requires good requirements practise. Indeed, a Problem Domain Oriented Analysis (PDOA) approach would again seem particularly appropriate [20] . The fact that there is volatility in the user requirements is an important factor for the requirements engineer to consider but it is not clear that additional frames impact NFRs, and the addition of extra or unique web-related frames would have no bearing on their volatility.
The relative divorcement of the user is again an issue, but again one that is not unique. For example, many banking systems have long offered business users remote transactions, but have only recently converged on a web-based interface. Of course, the web is reliant on interface (as are many systems) but too much focus on the interface seems to obscure the understanding of applications as being in place to support specific business processes.
Once more, the proper consideration of the connection is imperative, and frames appear to aid in this endeavour. The authors note, that there is of course much in the methods associated with problem frames (as in PDOA) to support such requirements activities, and it is perhaps rather simplistic to focus on the set of frames alone.
Developer and Development Team
If the development team consists of graphic designers, lawyers and marketers the management of that team may be an issue [11, 14] , but it will not affect problem frame identification, per se. We do note that there is a real issue in the demographic of web-based teams, and indeed, in related work we also question the applicability of development methods -which do often seem rather too formal for the target audience. However, this is largely a social rather than technical argument. For example, one might once have made similar arguments about software engineering methods in an immature discipline. Furthermore, issues such as domain uncertainty [13] would seem to strengthen the argument for rigorous scrutiny of the domain. Indeed, we contend that the real issue with the adoption of web development methods (including problem frames), is whether the learning curves required are feasible given the differing demographic of the web-developer.
Environment
We agree that the business model does appear to be tightly linked to the subsequent architecture. Indeed, our choice of classification schema reflects this belief. However, once again, this simply suggests that process modelling and domain understanding are vital.
Much has been made of the fact that web pages require a design of the information structure (as within content management systems). However, this is a somewhat static viewpoint. Typically, web pages are dynamic and utilise underlying data structure, much as one would with a traditional database and interface.
Hence, the market environment may have a bearing upon the choice of particular problem frames, but this does not mean that those frames are insufficient.
Conclusions
This paper has considered whether problem frames are extensible to the web-based applications. We suggest that the argument hinges upon whether one believes that webdevelopment is fundamentally different, or just another example of, software engineering.
Fundamentally, web-based business applications present information in a particular format that is accessed by use of a browser as the interface. Therefore, differences are within the interfaces to the application, and the domain in which it operates. Such differences merely suggest the need for production of different problem frame models, not that the problem frame paradigm does not apply.
Furthermore, we suggest that given the relative immaturity and misunderstanding of such types of systems, the argument for applying a problem frame based approach is even stronger, since understanding of the domain is vital for successful web development.
