Abstract. Test Driven Development (TDD) is a process for software engineering that advocates constructing test cases before writing actual code; indeed, coding is treated as an exercise in validating the test cases. While such an approach appeals to many software developers, one cannot simply apply TDD to component-based software engineering (CBSE). The primary obstacle is the more complex life cycle for software components that must be packaged, deployed and executed within software containers or deployment environments. In this paper we describe two case studies that show different ways by which TDD can be applied to CBSE. Our focus remains on the dependencies that exist between components and how to manage these dependencies during testing to still enable successful unit testing.
Introduction
Test Driven Development (TDD) is a software development technique that has gained popularity as of late because of the direct benefit of amortizing the testing effort throughout the entire development cycle [2] [12] . The primary contribution of this approach is to require automated tests to be written before any code is designed or added to an existing, working system. Using rapid, brief iterations, developers are able to make immediate progress on satisfying specific test cases designed to test external behavior. Then through repeated refactoring effort, the code structure can be improved, and can always be validated against the existing test cases.
The tight iterative development loop consists of several steps:
1. Add a new test case 2. Run all existing tests and validate that the new test fails 3. Write code to ultimately ensure that the test will succeed 4. Run all existing tests and validate that all succeed 5. Refactor code as necessary, and continue with step 1.
The process as described is agnostic with regard to component technology, except for the presumed ability to run a set of tests. One might adopt the strategy that all test cases are carried out natively on the code (i.e., as Java classes or C code). However, this point of view will not be satisfactory because the component code is expected to execute as demanded by the underlying component model. In fact, you must test the code in a testing environment that most closely matches the execution environment in which the component is to execute.
The problem identified by this paper is that components invariably have dependencies upon other components. While the ideal case is that each component is wholly independent, it is not always practical or possible. The trouble with software components is that the focus is primarily on the ways in which the components are deployed and composed, rather than on the (often mundane) ways by which the component could be tested. We'll use the following definition in this paper: A Software Component is a software element that conforms to a component model and can be independently deployed and composed without modification according to a composition standard [9] .
Many of the dependencies that a software component has may never be explicitly declared and may only be discovered at assembly time, or sometimes (even worse) at run-time. The challenge for component testers is to be able to properly assemble the run-time structures necessary for the unit testing required. For this paper, we avoid discussing platform dependencies that a component may have (i.e., it may properly execute using JDK 1.6 but not JDK 1.5) and focus solely on inter-component dependencies.
There are two possible flavors of inter-component dependencies: concrete dependencies on other components and abstract dependencies on an interface provided by another component. In this paper we present case studies to explore the challenges faced by unit testers having to deal with both of these flavors. A concrete dependency exists when a component makes direct reference to functionality provided by another component outside of any interface construct; we simulate this issue using the C-based product line case study described in Section 2. When an abstract dependency exists, the tester must somehow be able to provide some component that provides the desired interface; we simulate this issue using the CompUnit-based case study described in Section 3. Even though component developers strive to minimize these dependencies, it may not be possible to eliminate them together, which leads to problems during testing.
Mock Objects
One of the most common approaches to unit testing with dependencies is to introduce mock objects [6] that have clear expectations of the calls they are going to receive. One of the more popular frameworks to support Mock objects is JMock (http://www.jmock.org). The obvious extension is to introduce mock components, yet these components must then also be packaged, deployed, installed and assembled into test applications. Since components must execute within an assembly, you need to prepare a full run-time infrastructure to execute the components. Additionally, whereas it is possible to simply construct mock objects, using standard class constructors, mock components require a larger amount of scaffolding to complete.
