シンスライシングを用いたPHPアプリの設定値参照ミス検知手法の提案 by 依田 みなみ
平成 28年度修士論文
シンスライシングを用いた
PHPアプリの設定値参照ミス検知手法の提案
電気通信大学 大学院情報システム学研究科
社会知能情報学専攻
学籍番号 : 1451035
氏名 : 依田 みなみ
主任指導教員 : 大須賀 昭彦 教授
指導教員 : 田原 康之 准教授
指導教員 : 植野 真臣 教授
提出年月日 : 平成 29年 1月 26日 (木)
概要
PHP5 で開発されたアプリケーションでは，設定値の参照ミスによってアプリケー
ションに不具合が発生することがある．本研究は PHP5アプリケーションを対象とし
た設定値の参照ミスを検知する手法を提案する．また実際に提案手法を実現した，設定
値参照ミス検知ツール『Mis.Cong』を開発した．
PHP5で開発されたアプリケーションは，設定ファイル内の設定値がプログラム内で
参照されるとき，設定ファイル内で定義された型とは異なる型を想定して参照されるこ
とがあり，これによってアプリケーションが誤動作を引き起こすバグが報告されてい
る．これまでも，ソフトウェアの設定ミスが引き起こすバグの検知については様々な手
法が提案されてきたが，本研究が対象とする設定値の参照ミスに起因するバグを対象と
した手法は提案されていない．
提案手法では，設定値の参照ミス，つまり設定値参照時の型不一致を検知するため，
設定ファイル内の設定値の型と PHPプログラム内の設定値の型を照合し，不一致だっ
た場合にその旨を報告する．PHP5は変数の型を推論しないため，本手法は独自のルー
ルに則って設定値の型を特定する．また本手法では，PHPプログラム内で設定値を格
納しているローカル変数も設定値とみなし，型不一致検査の対象とした．
更に本研究では，提案手法を実現した型不一致検知ツール『Mis.Cong』を開発した．
Mis.Congは，型不一致を検知したい PHPアプリケーションを解析し，結果として型
不一致が生じている設定値の有無，型不一致が発生した設定値名と該当プログラム文を
報告する．ツールを実現するにあたり，PHPプログラムの解析にコントロールフロー
グラフとシンスライシングを用いた．
Mis.Congの精度実験として，実際に公開されている PHPアプリケーションの設定
値を変更・追加し，人為的にプログラム内と設定ファイル間で，設定値の型不一致を発
生させた．そして，Mis.Cong が型の不一致を検知できるかの精度実験を行った．結
果，本研究が対象とした整数型・文字列型・論理型の，三種類の型間で発生した型不一
致の再現率・適合率は共に 100%であった．全体の精度は，適合率 100%, 再現率 78%,
F値 85%であった．
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1第 1章
序論
1.1 背景
PHPアプリケーション開発において，設定ファイルは多く活用されている．設定ファ
イルとは，アプリケーション内で用いる固定値をまとめたファイルである．固定値（設定
値）とは，アプリケーションの動作に必要な情報を持ち，またアプリケーションによって
値が変更されることがない値を指す．例えば，データベース接続に用いるデータベース
名・ユーザー名・パスワードの情報は，アプリケーションの動作に必要な情報かつ，アプ
リケーションの動作中に値が変更されることはない．
設定ファイルに設定値をまとめることによって，アプリケーションの設定情報を一覧で
みることができる．設定値の保存場所が分散していないので，変更・修正も容易である．
可読性の高いアプリケーション開発の重要性はこれまで多く議論されていきている．
Buse ら [1] は，ソフトウェアの可読性とその品質の関連性を調査した．調査の結果，可読
性の低いソフトウェア内でバグが検出される可能性は，可読性の高いソフトウェアよりも
150%以上であることがわかっている．よって，設定ファイルを作成し設定値を一箇所で
管理することで，情報の可読性を向上させることは，アプリケーションの保守管理に役立
つといえる．
一方で，設定ファイルの利用はデメリットもある．設定ファイルに保存されていた設
定値は，プログラム内の適当な箇所で参照される．プログラムから設定値を参照する際，
ヒューマンエラーなどによって，参照する設定値を間違えてしまう場合がある．設定値
はデータベースの接続情報などの，固定かつアプリケーション動作に重要な値であるた
め，一つの設定値の参照間違いが，アプリケーションの誤動作を引き起こす可能性が高く
なる．
2更に，設定値の参照によって引き起こされるアプリケーションの誤動作は，バグ修正に
時間がかかる．なぜならば，アプリケーションが誤動作を起こした場合，設定ファイルと
PHPプログラムの両方を見比べ，どこに原因があるかを探しながらデバッグをしなけれ
ばならないからである．複数のファイルにまたがってデバッグをするうちに，開発者が混
乱してしまう場合もある．
Oppenheimer らは [7] 3つの商用インターネットサービスを調査し，サービスの動作ミ
スを引き起こす可能性のあるバグの 50% 以上は，設定ファイルのミスであることを発見
した．実際に報告されたアプリケーションの設定ミスでは，Yahoo!の Zookeeperゲームで
は，設定ミスによりユーザ画面に表示されてはいけない情報が掲載された [8]．Facebook
は設定値のミスにより 2時間サービスが停止 [9]．スウェーデンの全体ドメインである.se
は DNSの設定ミスにより 1時間サービスが停止 [10]．マイクロソフト社のクラウドサー
ビスである Azure は，設定ミスにより 2 時間半サービスが停止 [11]．MongoDB のバー
ジョン 3.0では，設定ファイルに脆弱性があることが報告されている [12]．
このように，設定値によるアプリケーションの不具合は，アプリケーション開発者だけ
でなく，サービス利用者や社会にも影響を及ぼす大きな問題となっている．
1.2 研究目的と概要
本研究は PHP5 アプリケーションを対象とした，設定値の参照ミス検知手法を提案す
る．また実際に提案手法を実現した，設定値の参照ミス検知ツール『Mis.Cong』を開発
した．
提案手法は，PHPアプリケーションの設定ファイル内で定義された設定値が，PHPプ
ログラム内で参照される時，定義された型と異なる型で参照されたときの型不一致を検知
するものである．手法の流れとしては，設定ファイル内の設定値の型を特定し，設定値の
型リストを作成する．型の特定には正規表現を用いる．次に，プログラム内で設定値を参
照している部分を見つけ，設定値がどの型を想定して参照されているかを解析する．そし
て，設定値の型リストとプログラム内の設定値の型を比較し，型が一致していれば正常，
型が不一致していればその旨を報告する．
また，提案手法を実現した，設定値の参照ミス検知ツール『Mis.Cong』を開発した．
手法の実現のため，プログラム解析にはコントロールフローグラフとシンスライシングを
用いた．Mis.Congの参照ミス検知能力を検査するため，PHPアプリケーションに埋め
込まれた設定値の参照時型不一致を検出できるか精度実験をおこなった．解析対象のアプ
リケーションは，SourceForgeで公開されているオンラインチェスゲームWebChess0.9.0
3を用いた．WebChessの設定値を，情報系学生 4人に自由に変更・追加をしてもらい，型
不一致が起きている場合，Mis.Congがそれらを検知できるかを調査した．
結果，本手法が対象とした整数型・文字列型・論理型に変更された型不一致は全て検出
することができた．手法全体の精度は，適合率が 100%，再現率が 78%，F 値が 85% と
なった．更に Mis.Cong を用いて，実際に報告された参照時の型不一致バグを再現でき
るかを試し，再現できることを確認した．
1.3 本論文の構成
本論文の構成として，2章で実際に報告されたバグ事例を紹介し，問題意識について論
じる．3章で関連研究を紹介する．4章では本手法の実現にあたって必要な背景知識を説
明する．5章では本手法の概要と解析の流れを順を追って説明し，6章では本手法の実装
方法について説明する．7章では手法をもとに開発したツールの精度実験の概要とその結
果，考察を論じる．8章では議論と今後の課題について論じ，9章で本論文をまとめる．
4第 2章
実アプリの設定値参照ミス関するバ
グ報告
本章では，公開されている PHPアプリケーションで実際に発生した，設定値の参照時
型不一致ミスによるバグ報告を紹介する．
2.1 Joomla! 1.5
Joomla!*1は 75万回以上のダウンロード実績を誇る，最も利用されているコンテンツマ
ネージメントシステム（CMS）の一つである．コンテンツマネージメントシステムとは，
WEBサイトの構築・編集・管理を容易にするシステムのことである．Joomla!1.5で，設
定値の参照時型不一致ミスによるアプリケーションの誤動作が報告された [13]．
バグの報告によると『 $error_reporting という設定値は文字列型として定義されて
いるが，プログラム内では整数型として参照されている．結果，この参照時の型の不一致
によって，アプリケーションが誤動作を起こした．』という内容である．
Joomla!1.5 には$error_reporting という設定値があり，開発者がアプリケーション
のエラーレポートを表示させるか否かを設定するフラグの役割を担っている．設定ファイ
ル内では，$error_reportingには初期値として '0' または '-1'が格納されている．この
とき，$error_reportingの型は数値がシングルクォーテーションで囲まれているため，
文字列型として扱われる．
var error_reporting = '-1'; // or '0'
*1 https://www.joomla.org
5$error_reportingは includes /framework.phpで参照されている．下記にソースコー
ドを示す．
1 // System configuration
2 CONFIG = new JConfig ();
3 if (@CONFIG ->error_reporting === 0) {
4 error_reporting (0);
5 } else if (@CONFIG ->error_reporting > 0) {
6 error_reporting(CONFIG ->error_reporting);
7 ini_set('display_errors ', 1);
8 }
ソースコードの 3 行目では，$error_reporting は===の演算子を用いて，0 と比
較されている．===の比較演算子は，PHP では値と型の両方が一致しているかを
比較する演算子である [14]．0 は整数型であり，比較演算子は===であることから，
$error_reportingは整数型と想定して参照されていることがわかる．ソースコードの 5
行目でも，$error_reportingは整数型 0と，大小を比較されているので，同じく整数型
と想定して参照されている．
以上から，$error_reportingは文字列型として定義されているが，プログラム内では
整数型として参照されており，設定値の参照時に型の不一致が発生していることがわか
る．これにより，条件分岐文で分岐が正常におこなわれず，設定したフラグ通りにアプリ
ケーションが動作しないバグが発生した．
2.2 WebChess
WebChess*2は，オープンソースソフトウェアのダウンロードサイトである Source-
Forge*3上で，10 年以上公開され続けているオンラインチェスゲームである．WebChess
は PHPで開発されており，開発者は SourceForgeからプログラムをダウンロードし，自
身のWEBサーバにWebChessを設置することで，オンラインのチェスゲームを楽しむこ
とができる．WebChessのバージョン 1.0.0では，設定値のミスによってアプリケーショ
ンの誤動作が発生するバグが報告された [15]．
バグ報告内容は『設定値$CFG_SESSIONTIMEOUTは整数型ではなく文字列型に変更すべ
きである』と言う旨である．しかし$CFG_SESSIONTIMEOUTが参照されているプログラム
を読むと，$CFG_SESSIONTIMEOUTは大小比較で参照されているため，整数型であること
*2 https://sourceforge.net/projects/webchess/
*3 https://sourceforge.net
6が想定される．（下記コード 11行目）よって，$CFG_SESSIONTIMEOUTを文字列型に変更
する必要はなく，誤ったバグ報告がなされたことになる．
1 <?
2 /* load settings */
3 if (! isset($_CONFIG))
4 require 'config.php ';
5
6 if (! isset($_SESSION['playerID ']))
7 $_SESSION['playerID '] = -1;
8
9 if ($_SESSION['playerID '] != -1)
10 {
11 if (time() - $_SESSION['lastInputTime '] >= $CFG_SESSIONTIMEOUT)
12 _SESSION['playerID '] = -1;
13 else if (!isset($_GET['autoreload ']))$_SESSION['lastInputTime '] = time
();
14 }
15
16 if ($_SESSION['playerID '] == -1)
17 die(" Session timed out. Please <a href='index.php '>login again </a>to
continue .");
18 ?>
実際の原因は，設定値の参照時型不一致が原因ではなく，チェスゲームのインストール
機能にあった．WebChess1.0.0は平易化のため，ゲームのインストール機能が提供されて
いる．図 2.1 は，チェスゲームインストール画面のキャプチャである．ユーザは図 2.1の
インストール画面から，チェスゲームのパラメータを設定し，ゲームをインストールする．
インストール機能を提供する install.php をみると，インストール画面で設定されたパ
ラメータはそのまま，設定ファイルの対応する箇所に入力されるというプログラム内容で
ある．ユーザによってパラメータが指定されなかった場合，設定値には' 'が格納されるこ
ととなり，設定値は自動的に文字列型として定義されてしまう．これにより，例えばゲー
ムプレイ人数のパラメータは整数の入力を想定しているにもかかわらず，パラメータが無
記入のままだと，自動的に設定値は文字列型になってしまうため，アプリケーションの誤
動作が発生する．このように，開発経験のあるプログラマーであっても，設定値をめぐる
バグの根本的な原因を発見することは難しい場合がある．
7図 2.1 WebChessのチェスゲームインストール画面
2.3 参照ミスが発生しうる設定値の例
Resopnsive Filemanager*4 は GitHub*5 で公開されている PHPアプリケーションであ
る．Resopnsive Filemanager の設定ファイルには$copy_cut_max_size という設定値が
ある．$copy_cut_max_sizeには，数値もしくは FALSEを設定するように指示されてお
り，2つの型になることが想定できる．
// defines size limit for paste in MB / operation
// set 'FALSE ' for no limit
$copy_cut_max_size = 100;
*4 http://www.responsivefilemanager.com
*5 https://github.com
8プログラム内では，$copy_cut_max_size は 2 つの型の場合を想定した，条件分岐文
になっていることがわかる．（下記コード 5 行目）一つの設定値が複数の型を許す場合，
開発者の混乱を引き起こし，設定値の参照時に，定義していないほうの型を想定したプ
ログラムを書いてしまうなど，型不一致のバグが発生しうる可能性がある．Eshkevariら
は，PHP アプリケーションの変数の型変更について，ほとんどの型変更は不要であり，
ローカル変数やリファクタリングによって置き換えることができることを示している
[17]．$copy_cut_max_sizeも，複数の型を一つの設定値にまとめるのではなく，例えば
FALSEは-1にするなどの対策が考えられる．
1 <?php
2 // size over limit
3 if ($copy_cut_max_size !== FALSE && is_int($copy_cut_max_size)){
4 if (( $copy_cut_max_size * 1024 * 1024) < foldersize(path)){
5 die(sprintf(lang_Copy_Cut_Size_Limit ,
6 ($_POST['sub_action '] == 'copy ' ? lcfirst(lang_Copy) : lcfirst(
lang_Cut)),
7 $copy_cut_max_size));
8 }
9 }
10 ?>
9第 3章
関連研究
M. Attariyanらは，ソフトウェアの設定ミスの原因をつきとめる手法の提案と，手法を
もとにした設定ミスの原因検知ツール『ConfAid』を開発した [23][24]．ConfAid の特徴
は，プログラム解析時，バイナリから静的にコントロールフローグラフを生成することで
ある．バイナリからコントロールフローグラフを生成することで，解析対象のプログラミ
ング言語を限定する必要がなく，多くのソフトウェアを解析することができる．ConfAid
を用いて，OpenSSH*1・Apache*2・Postx*3で実際に生じた設定ミスの原因を突き止め
られるか精度実験をおこない，発見できたことを確認した．しかし，ConfAidは一つのソ
フトウェアの解析に時間がかかる課題がある．
Zhangらは，Javaアプリケーションで発生したバグが，設定値の参照ミスによるもので
あるかを検知する手法の提案・手法をもとにした ConfSuggesterを開発した [20] ．Zhang
らは，ソフトウェアバージョンアップ時のソースコード変更によるバグ発生の多さに着
目し，バージョンアップ時のソースコードを中心にプログラム解析をおこなっている．
ConfSuggesterは，ソースコード変更時に発生した設定値参照の変更等から，設定値の変
更がバグの原因であるかを検知する．ConfSuggesterはプログラム解析の際，Javaアプリ
ケーションのバイトコードを解析する．
Nadi らは，C 言語の設定制約を自動的に抽出する手法を提案した [21]．X. Xia らは，
バグ報告の自然言語による静的モデル解析によって設定ミスを見つける手法を提案し，手
法の精度実験では，5つのオープンソースソフトウェアで実際に報告された 3,203個のバ
グを対象に，設定ミスを見つけることが出来るかを実験した [22]．
*1 https://www.openssh.com/
*2 https://www.apache.org/
*3 http://www.postfix.org
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設定ファイル値の設定ミスに関する研究は，Javaや C言語については既存研究で提案
されている [18] [19] [5].
以上のように，設定値の参照ミスや，プログラムのバグの原因が設定値であるかを検知
する手法は提案されてきた．しかし，本研究が対象としている，設定値の型不一致による
バグを検知する手法は，これまで提案されていない．
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第 4章
背景知識
4.1 PHP（Hypertext Preprocessor）
PHP はオープンソースの汎用スクリプト言語である [2]．従来の静的な HTML を拡
張し，より高度なWEB 開発を目指すため，1994 年につくられた．PHP の正式名称は
Hypertext Preprocessorであり，略語の PHPは正式名称の再帰的頭字語である．2017年
1 月現在，82.5% のサーバーサイドプログラミング言語を使用しているWEB サイトは
PHPによって開発されており，非常にシェアの高いプログラミング言語である [3]．
PHPはサーバーサイドプログラミング言語であるため，PHPによって開発されたアプ
リケーションはクライアントサーバモデルにのっとったシステムとなる．クライアント
サーバモデルとは，アプリケーションの利用者であるクライアントが，必要な情報をサー
バーに問い合わせ，サーバは要求された情報を返したり表示したりすることで成り立つ方
式である．
一般的にクライアントサーバモデルは，サーバを制御するサーバサイドのプログラミン
グ言語と，クライアントを制御するプログラミング言語を分けて開発されているため，し
ばしばこのモデルを利用したソフトウェアの保守性の難しさについて議論されてきた [4]．
Sayagh らは，PHP を用いて開発されたアプリケーションで，最も利用されている
WordPressの保守性について調査した [5]，WordPressはコンテンツマネージメントシス
テム（CMS）と呼ばれる，WEB サイトの構築・編集を容易にするシステムである [6]．
WordPress はプラグインという，ユーザが拡張したい機能を簡単に追加できる機能があ
る．このプラグイン機能の利便性が，CMSの中でWordPressが最も利用されている理由
の一つである．
プラグインはそれぞれ設定ファイルを持ち，自身のプラグインを制御するためのパレ
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メータ情報を保存する．Sayaghらは，ひとつのWordPressが複数のプラグインを所有し
ている時，設定ファイルの競合による保守性が担保されない可能性について調査した．
結果，484個のプラグインのうち，35個のプラグインがWordPressのデータベース設
定項目を，直接上書きしていた．調査したプラグインの 18%にあたる 89個のプラグイン
は，一つもしくは複数のデータベース設定項目を，間接的に上書きしてた．この結果から，
設定ミスが発生した場合，原因を特定するために複数の設定ファイルを調査する必要があ
ることがわかる．
Nguyen らは，PHPアプリケーションでは，ファイル間の変数参照が非常に高いことを
示した [29]．こちらに関しても，ファイル間をまたがる変数がバグの原因である場合，バ
グの原因を探すために複数のファイルや情報の流れを検査する必要があり，デバッグに時
間がかかることが想定できる．
4.2 スライシング
スライシングはプログラムの解析手法であり，プログラム内の基準変数 Cの実行に影響
するプログラムをスライス結果として出力するものである．
4.2.1 フルスライシング
1981年にWeiserによって提唱された [26]．フルスライシングは，基準 Cの実行に影響
する部分の定義を「基準変数 Cの評価に影響を及ぼすあらゆるプログラム文 Tはスライ
シングの結果に現れるべき」とした．
4.2.2 シンスライシング
シンスライシングは，2007 年に Sridharan らによって提唱された [27]．シンスライシ
ングは，基準 C の実行に影響する部分の定義を，「基準変数 C はプログラム文 T のプロ
デューサー（生産者）である．もし，Cが Tの値を評価・コピーする処理に必要な連続の
一部であれば，スライシングの結果に含む」とした．
4.2.3 フルスライシングとシンスライシングの解析結果の比較
図 4.1 のプログラムを例に，フルスライシングとシンスライシングの解析を比較する．
図 4.1 は入力されたフルネームから，名前を表示するプログラムである．しかし，John
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図 4.1 シンスライシングとフルスライシングの比較
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Doeと入力すると，プログラム 24行目では Johnではなく『Joh』が出力されてしまう．
このバグは 16行目で発生しており，入力されたフルネームから名前を抜き出す際の文字
数指定を誤ったためである．
バグの原因を発見するため，24行目の rstNameを基準変数 Cとして，フルスライシ
ングとシンスライシングを図 4.1に適用する．フルスライシングの定義にしたがってプロ
グラムを解析すると，出力結果には図 4.1に表示される全てのコードが出力される．シン
スライシングの定義にしたがってプログラムを解析すると，出力結果には図 4.1の下線部
分が出力される．
フルスライシングの結果は，バグの原因をつきとめるための手がかりとしては範囲が広
く，原因をつき止めることは難しい．シンスライシングの結果は，より範囲の狭いものと
なり，バグの原因となっている 16行目も含んでいるため，デバッグがし易くなったこと
がわかる．本研究では，基準変数 Cにより深刻な影響を及ぼす部分のみを出力することが
できる，シンスライシングを採用する．
1
2
3 4
5
6
7
図 4.2 コントロールフローグラフ
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4.3 コントロールフローグラフ
　コントロールフローグラフは，1970年に Allenによって提唱されたもので，プログラ
ムが通る可能性のある経路を，網羅的にグラフで表現したものである [25]．プログラムの
各遷移をノードで表現し，実行の順番によってノード間を関連付ける．下記の内容をもつ
コントロールフローグラフを図 4.2に示す．
1. ノード 1の次の実行先はノード 2である
2. ノード 2の次の実行先はノード 3またはノード 4である
3. ノード 3の次の実行先はノード 5である
4. ノード 4の次の実行先はノード 5またはノード 7である
5. ノード 5の次の実行先はノード 2・ノード 3・ノード 6のいずれかである
6. ノード 6の次の実行先はない
7. ノード 7の次の実行先はノード 6またはノード 7である
4.4 適合率・再現率・F値
表 4.1 ツールの評価指標
バグである バグでない
手法で検出 TruePositive(TP) FalsePositive(FP)
手法で未検出　 FalseNegative(FN) TrueNegative(TN)
精度実験の評価指標には，適合率・再現率・F値を用いる．
適合率は手法の正確性をあらわす．手法が検出した設定値の型の不一致（バグ）が本当
にバグである割合をしめす．（式 4.1）
再現率は手法の網羅性を示す．これらの値は，精度実験対象のプログラムに埋め込まれ
たバグを，本手法が検出できた割合を示す．（式 4.2）
F値は，正確性と網羅性の総合的な評価を示すものである．F値は，適合率と再現率の
調和平均である．（式 4.3）
適合率・再現率の算出に用いる要素を，表 4.1に示す．TruePositive(TP)は，本手法が
検出したバグが，実際にバグである個数を示す．FalsePositive(FP) は，本手法が検出し
たバグが，実際はバグではない個数を示す．FalseNegative(FN)は，実際はバグであるの
16
に，本手法が検出しなかった個数を示す．TrueNegative(TN)は，型が一致している設定
値，つまりバグではないものを，手法が検出しなかった個数を示す．
適合率 =
TP
TP + FP
(4.1)
再現率 =
TP
TP + FN
(4.2)
F 値 =
2×適合率×再現率
適合率+再現率
(4.3)
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第 5章
提案手法
5.1 提案手法の概要
本研究では，PHPアプリケーションの設定ファイル内で定義された設定値の型と，そ
の設定値がプログラム内で参照されたときの型不一致を検出する手法を提案する．
本手法のゴールは，設定値が参照された際の型不一致を検出することである．型不一致
とは，PHPアプリケーションの設定ファイル内で定義された設定値の型が，プログラム
で参照される時に定義と異なる型で参照されることである．本手法は PHP5 系で開発さ
れたアプリケーションを対象とする．
提案手法の流れを図 5.1に示す．まず，設定ファイル内の設定値の型を，独自のルール
に則って特定する．そして，特定した設定値とその型をペアとして保存する，設定値型リ
ストを作成する．作成したリストは，後の型不一致検査に利用する．次に，PHPプログラ
ム内で設定値を格納しているローカル変数を特定する．本手法では，設定値を格納してい
るローカル変数も設定値とみなし，ローカル変数も型不一致の検査対象とする．その後，
PHPプログラム内で参照されている設定値の型と，設定値を格納しているローカル変数
の型を，始めに作成した設定値型リストと照合する．照合の結果，型が一致しなければ，
設定値の参照時に型不一致が発生している旨を報告する．
5.2 設定値の型を特定する
設定値がどの型で定義されているかを特定する．本手法が対象とする PHP5 は，変数
の宣言時に型を決める必要がない．PHPは動的型付け言語であり，変数に格納された値
を基準にして，動的に型が付けられる．よって，あらかじめ設定値の型を特定し，型一致
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図 5.1 提案手法の流れ
表 5.1 PHPアプリケーション設定ファイルの設定値の型特徴
PHP Apps GitHub Star LOC 整数型 論理型 文字列型 その他
Mural 9 950 1 2 3 0
Framadate 32 33,627 1 3 0 0
widog 117 65,229 0 7 26 0
Youtube-dl-
WebUI
129 8,063 0 1 3 0
Resopnsive File-
manager
397 26,114 15 26 25 0
nextcloud 407 159,828 13 30 61 0
検査の際に用いる正解データを用意する必要があるため，本手法では独自のルールに則っ
て，設定値の型を特定する．型の特定には正規表現を用いる．
PHP の変数はスカラー型が 4 種類ある．論理値 (boolean)，整数 (integer)，浮動小数
点数 (oat, double も同じ)，文字列 (string) である [28]．本手法では，論理型，整数型，
文字列型で定義されている設定値を対象とする．
この三種類の型を決定するにあたって，公開されている PHPアプリケーションの設定
ファイルを調査し，設定値にはどの型が使われているか調査した．調査の結果，PHPア
プリケーションの設定値は論理型，整数型，文字列型の三種類で表現されていることがわ
かった．調査結果を図 5.1 に示す．
調査は，Github上に公開されている 6個のアプリケーションを対象とした．PHPアプ
リケーションの選定にあたり，プログラム内容の多様性をもたせるため，既存の PHPフ
レームワークを利用しない，フルスクラッチのアプリケーションを対象した．アプリケー
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ション名は，Mural *1，Framadate *2，widog *3，Youtube-dl-WebUI *4 ，Responsive
Filemanager *5，nextcloud *6である．Githubスター数は 9～407個，LOC（Line Of Code）
は 950～159,828行と，幅広い規模のアプリケーションを選定した．以上の調査結果より，
本手法ではこの三種類を検査対象とする．
5.3 設定値を格納しているローカル変数の特定
<?
$example = $CFG_SESSIONTIMEOUT;
if (time() - $_SESSION['lastInputTime '] >= $example)
$_SESSION['playerID '] = -1;
}
else if (!isset($_GET['autoreload '])){
$_SESSION['lastInputTime '] = time();
}
?>
上記のプログラム例のように，PHP アプリケーションでは，設定値が PHP プログラ
ム内のローカル変数に格納されている場合がある．例では，ローカル変数$example に
$CFG SESSIONTIMEOUT の値が代入されており，IF 文では整数型として参照されて
いることがわかる．上記の例のように，設定値を代入しているローカル変数も設定値とみ
なし，参照時型不一致の検査対象とする．
5.4 設定値の型一致検査
型不一致の前準備として，設定値の型をまとめたリスト，設定値を代入しているローカ
ル変数を特定した．最後に，PHPプログラム内で参照されている設定値の型が，設定ファ
イル内で定義された型と一致しているかを検査する．
本手法は，PHPファイルを 1つずつ解析する．PHPプログラムで，設定値または設定
値を代入しているローカル変数を参照している文を探し出し，該当プログラム文におい
て，設定値の型が定義と一致しているかを検査する．型一致の検査には，下記の正規表現
*1 https://github.com/laravolt/mural
*2 https://framadate.org
*3 http://dev.wifidog.org
*4 https://github.com/p1rox/Youtube-dl-WebUI
*5 http://www.responsivefilemanager.com
*6 https://github.com/nextcloud/server
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リストを用いる．
Integer ! .+[ +/]CFG NAME[ +/].+
Integer ! if(CFG NAME(>=.+j=f2gd+))
Boolean ! if(!?CFG NAME)
Boolean ! if(CFG NAME(=f2gj!=)ftruejfalseg
String ! mysql connect(CFG NAME+,? CFG NAME+,? CFG NAME+)
String ! .+CFG NAME.+
照合に用いる正規表現は，IF 文を中心にリストを作成した．IF 文に着目した理由は，
第 2 章で取り扱った Joomla!とWebChess で報告されたバグが，IF 文で発生していたた
めである．このことから，本研究が対象とするバグは IF文で発生しやすいと考えた．ま
た，IF文で設定値の型不一致が発生した場合，型の不一致により誤った条件分岐がなされ
る可能性がある．誤った条件分岐による，アプリケーションが誤動作を引き起こす影響は
大きい．よって，本研究では IF文に着目した正規表現リストを作成した．
正規表現リストの解説をする．入力された PHPプログラム文において，設定値が四則
演算子で囲まれている場合，設定値は整数型として参照されているとみなす．もしくは，
設定値が IF文内で数量の比較演算子，または数値との一致がなされている場合も，設定
値は整数型として参照されているとみなす．
論理型は，IF文内で設定値が単体で参照されている場合，または論理否定演算子と共に
参照されている場合．そして，trueや falseと比較されている場合である．
文字列型の設定値は，データベースの mysqlの接続設定に用いられることが多いため，
mysql connect関数を対象とした．mysql connect関数は，データベース名・ユーザー名・
パスワードの入力が必要となる．通常，データベースの接続情報は，アプリケーションの
設定ファイルに入力する．アプリケーションにおいて，アプリケーションの情報を管理す
るデータベースへの正常な接続は重要であるため，データベースの接続情報が文字列型で
入力されているか検査することは重要である．
これらの正規表現を該当プログラム文に照合し，一致した正規表現に対応する型を特定
する．次に，特定したプログラム内設定値の型と，事前に用意した設定値の型リストを設
定値名で照合する．2つの型を比較して同じ型であれば，設定値の参照時に型不一致は発
生しておらず，設定値はプログラム内で正しく参照されていると判断する．対して，2つ
の型が一致しなければ，設定値の参照時に型不一致が発生していると判断する．
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5.5 解析結果の表示
型一致検査の結果，設定ファイルとプログラム内で設定値の型が一致しなかった場合，
本手法は型不一致を報告する．報告内容は，型不一致が発生した設定値名・型不一致が発
生したプログラム文・該当設定値を格納しているローカル変数の 3つである．
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第 6章
Mis.Cong：提案手法の実装
本章では，提案手法をもとに開発した，型不一致検出ツール Mis.Cong について説明
する．
6.1 Mis.Cong概要
Mis.Congは 5章で提案した PHPアプリケーション設定値の参照時型不一致検査を，
ツール化したものである．入力として，解析をした PHPアプリケーションのディレクト
リパス，設定ファイルのパスを渡す．解析の結果，型不一致が発生していると判断した場
合，1.設定値の型不一致が発生したプログラム文，2.設定値の名，3.プログラム内で該当
設定値を保持しているローカル変数の 3つをテキストファイルの形式で返す．
6.2 開発環境
Mis.Cong は Eclipse4.5 上で Java8 を用いて開発したプログラム解析には，シンス
ライシングとコントロールフローグラフを用いる．シンスライシングとコントロールフ
ローグラフの実装にあたって，Nguyenらが提案した PHPアプリケーション解析ツール
の VarAnalysisの値を利用した [29][30][31][32] ．VarAnalysisは Javaで開発されている．
PHPプログラムだけでなく，PHP・HTML・JavaScript間の値の受け渡しフローの解析
を行う．本手法は PHPプログラムのみを解析したいため，VarAnalysisの PHPプログラ
ム解析部分を利用した．
VarAnalysisはプログラム解析の際に，コントロールフローグラフを生成するが，PHP
プログラムに case 文・function 文が含まれている場合，そのスコープのコントロールフ
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ローグラフを生成しない制限があった．本手法は VarAnalysisを改良し，PHPプログラ
ムの case文と function文の部分をプログラム全体から切り出し，スコープ単位でコント
ロールフローグラフを生成し，プログラム全体のコントロールフローグラフに統合するこ
とによって，case 文・function 文部分もコントロールフローグラフが生成出来るように
した．
6.3 コントロールフローグラフの実装
解析の便宜上，VarAnalysisが生成したコントロールフローグラフから，本手法で必要
な情報のみを含んだコントロールフローグラフにするため，独自でコントロールフローグ
ラフを実装した．
付録プログラム A.2 の getGraph 関数を呼び出すと，VarAnalysis が生成した PHP プ
ログラムのコントロールフローグラフのうち，本手法に必要な情報を含んだコントロー
ルフローグラフを生成する．本手法が必要な情報は，一行分のプログラムと PHPのファ
イル名と次の実行先である．VarAnalysisのコントロールフローグラフから必要な情報を
取り出し，独自の Nodeクラスを用いて Nodeインスタンスを生成する．本手法のコント
ロールフローグラフのノードが持つ情報を図 6.1に示す．
図 6.1 コントロールフローグラフのノード情報
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6.4 設定値の型を特定する
正規表現を用いた独自の規則に従って，設定値の型を特定しリストを作成する．作成し
たリストは，型一致検査の際に，プログラム内で参照されている設定値の型との照合に使
用される．本節に対応するコードは付録プログラム A.3の getOptionsTypeList関数であ
る．getOptionsTypeList 関数にアプリケーションの設定ファイルパスを入力すると，指
定設定ファイル内の設定値とその型を解析し，設定値名とその型のペアをリストにして
返す．
6.4.1 設定値の型特定に用いる正規表現リスト
本手法では，正規表現を用いて設定値を解析し，型の特定を行う．表 6.1に示す正規表
現によって特定する．
表 6.1 設定ファイル内の設定値の型特定に用いる正規表現
文字列型 整数型　 論理型
".*" |'.*' \d+ (true |false)
1. 文字列型：値がシングルまたはダブルクォーテーションマークで囲まれている
2. 整数型：値がクォーテーションマークで囲まれておらず，整数である
3. 論理型：値がクォーテーションマークで囲まれておらず，trueまたは falseである
例えば，WebChess0.9.0の設定ファイルでは，$CFG USEEMAILNOTIFICATIONに
は falseが代入されている．
@config.php
CFG_USEEMAILNOTIFICATION = false;
CFG_MAILADDRESS = "WebChess@webchess.org";
CFG_MAXUSERS = 50;
本手法で設定値の型特定を行うと，この設定値は「値がクォーテーションマークで囲まれ
ておらず，trueまたは falseと書かれている」ため，$CFG USEEMAILNOTIFICATION
は boolean型として認識される．
同様に，$CFG MAILADDRESSは「値がシングルまたはダブルクォーテーションマー
クで囲まれている」ため文字列型である．$CFG MAXUSERS は「値がクォーテーショ
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ンマークで囲まれておらず，整数である」ため整数型である．図 6.2に設定値型特定の解
析画面を示す．
図 6.2 設定値型特定の解析画面
6.5 設定値を格納しているローカル変数の特定
PHPプログラム内の，設定値を格納しているローカル変数を全て特定する．設定値の
参照時に型不一致が発生した場合，設定値を格納しているローカル変数の型も，定義した
型と一致しない可能性がある．それにより，該当ローカル変数の参照先もアプリケーショ
ンが予期しない動きをしている可能性があるため，PHPプログラム内のローカル変数を
抽出する．
付録プログラム A.4の getAectedValuesList関数で，設定値を格納するローカル変数
を特定する．getAectedValuesListには，入力として PHPファイルのスライシング結果
と設定値名を渡す．結果として，入力した設定名の値を格納しているローカル変数をリス
トで返す．
入力で渡す PHP ファイルのスライシング結果は，VarAnalysis の ReferenceDetector
クラスに PHPのファイルパスを渡すことで取得することができる．これによって，PHP
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プログラムの変数をそれぞれ基準にして，全てにシンスライシングを適用した結果が得ら
れる．適用した結果は，referenceManager.getValuesAndStatementsListを経由して取得
する．結果は文字列型のハッシュマップ形式である．
入力のスライシング結果はハッシュマップで，基準変数 C がキーで，シンスライシ
ング結果が要素となっている．シンスライシング結果は，&&で繋がった文字列である．
getAectedValuesList関数は，シンスライシング結果の文字列を解析し，設定値を代入し
ている変数を見つけ，結果リストに含む．
6.6 設定値の型一致検査
最後に，PHPプログラム内で参照されている設定値の型が，設定ファイル内で定義さ
れた型と一致しているか検査する．付録プログラム A.5 の isWellCongured 関数は，設
定値の参照元と先で型が一致しているかを検査する．入力として，型一致が一致している
か調べたい設定値名・設定値の型・PHPプログラム文を渡す．出力として，入力した設定
値の型が参照元と先で一致しているかを trueまたは false（論理型）で返す．
入力された PHP のプログラム文を，下記の正規表現リストと照合する．照合の結果，
一致した正規表現に対応する型と，入力された設定値の型が一致していれば true，そうで
なければ falseを返す．
Integer ! .+[ +/]CFG NAME[ +/].+
Integer ! if(CFG NAME(>=.+j=f2gd+))
Boolean ! if(!?CFG NAME)
Boolean ! if(CFG NAME(=f2gj!=)ftruejfalseg
String ! mysql connect(CFG NAME+,? CFG NAME+,? CFG NAME+)
String ! .+CFG NAME.+
照合に用いる正規表現は，IF 文を中心にリストを作成した．IF 文に着目した理由は，
第 2 章で取り扱った Joomla!とWebChess で報告されたバグが，IF 文で発生していたた
めである．このことから，本研究が対象とするバグは IF文で発生しやすいと考えた．ま
た，IF文で設定値の型不一致が発生した場合，型の不一致により誤った条件分岐がなされ
る可能性がある．誤った条件分岐による，アプリケーションが誤動作を引き起こす影響は
大きい．よって，本研究では IF文に着目した正規表現リストを作成した．
正規表現リストの解説をする．入力された PHPプログラム文において，設定値が四則
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演算子で囲まれている場合，設定値は整数型型として参照されているとみなす．もしく
は，設定値が IF文内で数量の比較演算子，または数値との一致がなされている場合も，設
定値は整数型型として参照されているとみなす．
論理型は，IF文内で設定値が単体で参照されている場合，または論理否定演算子と共に
参照されている場合．そして，trueや falseと比較されている場合である．
文字列型の設定値は，データベースの mysqlの接続設定に用いられることが多いため，
mysql connect関数を対象とした．mysql connect関数は，データベース名・ユーザー名・
パスワードの入力が必要となる [33]．通常，データベースの接続情報は，アプリケーショ
ンの設定ファイルに入力する．アプリケーションにおいて，アプリケーションの情報を管
理するデータベースへの正常な接続は重要であるため，データベースの接続情報が文字列
型で入力されているか検査することは重要である．
6.7 解析結果の表示
図 6.3 本手法の結果表示画面
型一致検査の結果，設定ファイルとプログラム内で設定値の型が一致しなかった場合，
本手法はエラー部分をテキストファイル形式で，結果を出力する（図 6.3）．出力内容は，
型不一致が発生した設定値名・型不一致が発生したプログラム文・該当設定値を格納して
いるローカル変数の３つである．
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第 7章
精度評価実験
本節では，提案手法の精度実験の内容とその結果について説明する．
7.1 精度実験概要
本手法の精度を評価するため精度実験を行った．PHPアプリケーションの設定値を人
為的に変更し，PHPプログラム内と設定ファイル間で，設定値の型不一致バグを意図的
に発生させる．あるいは設定ファイルに新規の設定値を追加し，PHPプログラム内に埋
め込む．そして本手法が，意図的に発生させた型不一致を検出することができるかテスト
をする．
設定値の変更と追加・プログラムの改変は，情報工学を専攻する学部学生 4人が実施し
た．実験の公平性の観点から，本研究に携わっていない学生に依頼した．全員のプログラ
ミング能力は，PHPを使ったメール送信機能や掲示板つきのWEBサイトを制作するこ
とができる程度である．学生 4人には，本手法が「設定値がプログラム内で正しく参照さ
れているかを検知するツール」と伝えており，詳細なアルゴリズムは知らない．
実験対象の PHP アプリケーションは WebChess0.9.0*1を採用した．学生 4 人
は，WebChess0.9.0 の設定ファイル値を好きなように変更・追加をする．例えば，
$CFG_NEW_USERS_ALLOWEDは，本来 true または false が格納されているため，論理型で
ある．PHPプログラム内でも，$CFG_NEW_USERS_ALLOWEDが論理型として参照されてい
ることがわかる．
@index.php
if(CFG_NEW_USERS_ALLOWED ==true)
*1 https://sourceforge.net/projects/webchess/files/webchess/0.9.0/
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本実験で，学生 Aが $CFG_NEW_USERS_ALLOWEDの値を 123 と設定したと仮定する．こ
の場合，プログラムで参照された設定値の型と，実際の設定値の型が一致しないため，本
手法は型不一致を報告する．
7.1.1 実験で変更・追加した設定値
本実験で，学生 4人が変更・追加した設定値を，表 7.1，7.2，7.3，7.4にまとめる．
表 7.1 整数型に変更された設定値
設定値名 定義の型 変更後（整数型）
CFG MINAUTORELOAD 5 (integer) 10
CFG MAXUSER 50 (integer) 3
CFG NEW USERS ALLOWED true (boolean) 999 , 3
CFG EXPIREGAME 14 (integer) 14000
CFG USEMAILNOTIFICATION false (boolean) 0 ,100
CFG MAILADDRESS 'WebChess@webchess.org' (string) 123
CFG NICKCHANGEALLOWED false (boolean) 0
CFG BOARDSQUARESIZE 50 (integer) 50
CFG BOARDER - 1
CFG BBB - 10000000000
CFG MINAUTORELOA - 5
表 7.2 論理型に変更された設定値
設定値名 定義の型 変更後（論理型）
CFG MINAUTORELOAD 5 (integer) false
CFG NICKCHANGEALLOWED false (boolean) false
CFG BOARDSQUARESIZE 50 (integer) true
CFG AAA - true
CFG NEW1 - false
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表 7.3 文字列型に変更された設定値
設定値名 定義の型 変更後（文字列型）
CFG MAXUSER 50 (integer) 3
CFG NEW USERS ALLOWED true (boolean) 999 , 3
CFG EXPIREGAME 14 (integer) 14000
CFG USEMAILNOTIFICATION false (boolean) 0 ,100
CFG MAILADDRESS 'WebChess@webchess.org' (string) 123
CFG NICKCHANGEALLOWED false (boolean) 0
CFG BOARDSQUARESIZE 50 (integer) 50
CFG BOARDER - 1
CFG BBB - 10000000000
CFG MINAUTORELOA - 5
表 7.4 その他の型に変更された設定値
設定値名 定義の型 変更後（その他）
CFG SESSIONTIMEOUT 900 (integer) 900.0 (oat)
CFG MAXACTIVEGAMES 50 (integer) 10.0 (oat), echo 'bye'
CFG NEW USERS ALLOWED true (boolean) null
CFG EXPIREGAME 14 (integer) 10.5 (oat)
CFG USEMAILNOTIFICATION false (boolean) function foo()print 'hye'
CFG PASSWORD 'WebChessPassword'(string) (1,1)
CFG DATABASE 'WebChess DB'(string) $CFG SERVER
CFG NEW2 - 1.0 (oat)
表 7.5 精度実験
変更後の型 適合率 再現率 F値
Integer型 100% 100% 100%
Boolean型 100% 100% 100%
String型 100% 100% 100%
その他 100% 6% 11%
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7.2 精度実験の結果と考察
実験結果を表 7.5に示す．
7.2.1 整数型に変更された設定値
$CFG_NEW_USER_ALLOWED は，論理型から整数型に変更されている．index.phpで参照
されており，条件分岐文で trueと比較されているため，設定値は論理型であることが想定
されていることがわかる．本手法の型不一致検査により，$CFG_NEW_USER_ALLOWED は参
照時に型不一致が発生していることを検知した．
@index.php
if(CFG_NEW_USERS_ALLOWED ==true)
$CFG_USEEMAILNOTIFICATION は，論理型から整数型に変更されている．
$CFG_USEEMAILNOTIFICATION は，WebChess 0.9.0 で最もプログラム内で参照されて
いる設定値である．プログラム内では論理型であることが想定されている．論理型の変数
が条件分岐で利用される場合，下記のコードにように，どの値とも比較しない，もしくは
否定の' ! 'をつける．しかし，設定ファイルでは整数型として定義されているため，本手
法で型不一致が発生していることを検知する．
@chessdb.php
if (CFG_USEEMAILNOTIFICATION)
if (CFG_USEEMAILNOTIFICATION && !isPromoting)
$CFG_BBBは，学生によって追加された設定値である．設定ファイルでは，整数型とし
て定義されている．コード内でも, $CFG_BBB は整数型として参照されているため，型不
一致は発生していない．
@gui.php
if (board[i][j] == CFG_BBB)
$CFG_NEW_USERS_ALLOWED は，論理型から整数型に変更されている．コード内では論
理型と想定して参照されているため，本手法は型不一致が発生しているとみなす．
@index.php
if(CFG_NEW_USERS_ALLOWED ==true)
$CFG_EXPIREGAME は整数型として定義されている．この設定値は，チェスゲームの試
合を破棄する日数を指定する．コード内では 2箇所で参照されている．一つ目は，計算式
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で用いられている．二つ目は，変数の値を出力する echo関数の中で参照されている．本
手法は，1つ目の計算式で用いられている部分のみを，型不一致検査の対象とする．なぜ
ならば，echo関数は値を出力する関数なので，変数の型に指定はなく，複数の型を許す関
数であるため，参照時の型を考慮する必要がないからである．
@mainmenu.php
targetDate = date("Y-m-d", mktime(0,0,0, date('m'), date('d') -
CFG_EXPIREGAME , date('Y')));
Games will expire WITHOUT NOTICE if a move isn 't made after <? echo (
CFG_EXPIREGAME); ?> days!
$NEW2 は学生によって追加された設定値で，設定ファイルでは整数型として定義されて
いる．値が参照されている chess.phpでは，整数の 400と比較がなされており，設定値は
整数型として参照されているため，本手法は型不一致検出しなかった．
@chess.php
if(tmpIsValid && 400 == (100* NEW2))
$CFG_MAILADDRESS は文字列型から整数型に変更されている．しかし，本手法はこの変
更による型不一致を検出しなかった．コード内でこの設定値は文字列の中で参照されてお
り，文字列の中ではどの型であってもただしく出力することができるからである．
@chessutils.php
headers .=" From:WebChess <". CFG_MAILADDRESS .">";
headers .="Reply -To:WebChess <". CFG_MAILADDRESS .">";
$CFG_MAXACTIVEGAMES は，浮動小数点数型から整数型に変更されている．しかし，こ
の設定値はコード内では使用されていなかったため，本手法は型不一致検査を実施しな
かった．
7.2.2 論理型に変更された設定値
$CFG_MINAUTORELOAD は，整数型から論理型に変更された．この値はチェスゲームの
自動読み込み秒数を設定する．初期値は 5である．コード内では，$CFG_MINAUTORELOAD
は下記のコードのように，大小比較に用いられており，整数型であることが想定される．
本手法の型不一致検査によって，この値は参照時に型不一致が発生していることが検知さ
れる．
@chess.php
if ($_SESSION['pref_autoreload '] >= $CFG_MINAUTORELOAD)
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$NEWは学生によって追加された設定値で，設定ファイル内では論理型として定義され
ている．プログラム chess.phpでは，TRUEと比較されているため，この値は論理型であ
ることが想定される．本手法では，定義された型と参照時に想定されている型が一致して
いるため，型不一致検査では検出しなかった．
@chess.php
if(isUndoing && NEW != TRUE)
$CFG_AAA も，学生によって追加された設定値であり，論理型として定義されている．
この値は mainmenu.phpで参照されている．コード内では，$CFG_AAAは計算式の中で参
照されていおり，整数型であることが想定され，定義と参照時の型が不一致していること
がわかる．
@mainmenu.php
targetDate = date("Y-m-d", mktime(0,0,0, date('m'), date('d') - CFG_AAA ,
date('Y')));
$CFG_BOARDSQUARESIZE は整数型から論理型に変更されている．本手法は，この変更
は型不一致検査をする必要がないとし，型不一致を検出しなかった．コード内でこの設定
値は，HTML の出力のため，値を出力する echo 関数の中で参照されている．echo 関数
は，どの型の変数でも参照されうる関数である．よって，本手法は参照時の型不一致によ
る影響はないとして，検出をしない．
@gui.php
echo(tmpALT .".gif ' height='CFG_BOARDSQUARESIZE ' width='
CFG_BOARDSQUARESIZE ' border='0' alt='". tmpALT ."'>");
7.2.3 文字列型に変更された設定値
$CFG_SESSIONTIMEOUTは整数型から文字列型に変更された．この値は，チェスゲーム
のプレイタイムアウト時間を秒数で設定する．デフォルトは 900である．コード内で，こ
の値は大小比較に用いられているので，整数型として参照されていうことがわかる．この
変更によって参照時に型不一致が発生しているため，本手法は型不一致を検出した．
@sessioncheck.php
if (time() - _SESSION['lastInputTime '] >= CFG_SESSIONTIMEOUT)
$CFG_MINAUTORELOA は学生によって追加された設定値で，設定ファイル内では文字列
型として定義されている．この値は index.phpで参照されており，数値 5と比較されてい
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るので，整数値として参照されていることがわかる．よって，参照時に型不一致が発生し
ているため，本手法はこの型不一致を検出した．
@index.php
<?php
if(CFG_MINAUTORELOA == 5){
<title >WebChess Login </title >
}
?>
$CFG_CFG は学生によって追加された設定値で 'cfgcfg'の値が代入されているため，文
字列型である. コード内では index.php で参照されており，値を出力する echo 関数内で
呼び出されている．echo 関数はあらゆる型の変数をとりうるため，本手法は型不一致に
よる影響は少ないと判断し，型不一致を検出しない．
@index.php
<?php echo CFG_CFG;
$CFG_MAXUSER は，整数型から文字列型に変更された．しかし，コード内では参照され
ていなかった．$CFG_MAXUSER は，整数型から文字列型に変更された．しかし，コード内
では参照されていなかった．$CFG_MAXACTIVEGAMES は，整数型から文字列型に変更され
た．しかし，コード内では参照されていなかった．
7.2.4 その他の値に変更された設定値
$CFG_SESSIONTIMEOUT は，整数値型から浮動小数点数型に変更されている．コード内
では，この設定値は大小比較はの際に用いられているので，数値型であることが想定され
ている．よって，型不一致が発生している．しかし，本手法は型不一致検査でこの不一致
を検出することができなかった．理由としては，本手法は浮動小数点数型を対象としてお
らず，プログラム内の設定値の型を特定することができず，検査時に見逃してしまった．
@sessioncheck.php
if (time() - _SESSION['lastInputTime '] >= CFG_SESSIONTIMEOUT)
$CFG_NEW_USERS_ALLOWED は，設定ファイルで 'null' が格納されていた．コード内で
は，trueと比較されているため，論理型であることが想定されるため，型不一致が発生し
ている．しかし，本手法は型不一致を検出することができなかった．これは，設定ファイ
ル内の設定値を解析する際，値が null だった場合の型を決めていなかったため，解析す
ることができなかった．よって，型不一致検査の照合で，設定値がリストに含まれておら
ず，検査することができなかった．
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@index.php
if(CFG_NEW_USERS_ALLOWED ==true)
$CFG_DATABASE は $CFG_SERVER の値が格納されている．プログラムでは con-
nectdb.php で参照されている．mysql_select_db 関数は，mysql データベース名を
指定するもので，文字列型の変数を入力する必要がある [34]. $CFG_DATABASE には
$CFG_SERVER が代入されているため，文字列型であるため型不一致は発生しない．しか
し，本手法は変数が変数の値を格納している場合の，解析をすることを想定していない．
よって，設定ファイルの設定値解析の際，$CFG_DATABASE の型を特定することができな
かった．
@connectdb.php
mysql_select_db (CFG_DATABASE);
$CFG_MAXACTIVEGAMES は，整数型から関数に変更されている．
$CFG_USEMAILNOTIFICATION もまた，論理型から関数に変更されている．本手法は，
設定値に関数が代入されている場合を想定しなかったため，型を特定することができな
かった．
$CFG_PASSWORD は，文字列型から型特定ができない値に変更されている．この値は
connectdb.php で参照されている．$CFG_PASSWORD は文字列型であることが想定されて
いる．mysql connect 関数は，全ての引数を文字列型であることを想定しているからであ
る．本手法は，設定ファイルの設定値解析時， (1,1)の型を特定できなかったため，型不
一致を検出することができなかった．
@connectdb.php
dbh=mysql_connect (CFG_SERVER , CFG_USER , CFG_PASSWORD)
7.2.5 Joomla!1.5で報告された型不一致ミスの再現
本手法を用いて，2.1で解説した Joomla!1.5で報告された，設定値参照時の型不一致ミ
スを再現した．
報告されたバグは， $error_reporting が文字列型として定義されているが，プログ
ラム内では整数型であることを想定して参照されており，アプリケーションが開発者の意
図しない動きをしたという内容である．
本手法を用いて報告されたバグを再現できるか実験をした．対象とした Joomla!のバー
ジョンは 1.5.26である． $error_reportingは 3つの PHPファイルで参照されている．
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3つのファイルにおいて，$error_reportingは同じ文章で参照されている．
対象設定値が参照されている PHPは以下のとおりである
1. administrator/includes/framework.php
2. includes/framework.php
3. xmlrpc/includes/framework.php
$error_reporting は，設定ファイルでは文字列型で 'true' または 'false' が代入され
ている．
var error_reporting = '-1'; // or '0'
プログラム内では，数値 0との比較がなされているため，整数値であることを想定して
参照されている．よって，設定値の参照時に型不一致が発生している．
1 // System configuration
2 CONFIG = new JConfig ();
3 if (@CONFIG ->error_reporting === 0) {
4 error_reporting (0);
5 } else if (@CONFIG ->error_reporting > 0) {
6 error_reporting(CONFIG ->error_reporting);
7 ini_set('display_errors ', 1);
8 }
図 7.1に，本手法を Joomla!1.5.26に適用した結果を示す．本手法は，$error_reporting
が型不一致を発生していることを検出することができた．
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図 7.1 Joomla! 1.5で報告されたバグの再現画面
38
第 8章
議論と今後の課題
本研究では，PHPアプリケーションには，設定値がプログラム内で参照された時の型
と，設定ファイル内で定義された型の不一致により，アプリケーションに誤動作が発生す
るバグがあることに着目した．そして対象の不具合を検知する，参照時の型不一致ミスを
検知する手法の提案と，手法を実現したMis.Congを開発した．
本手法では，文字列型・論理型・整数型の 3つの型を，型不一致ミス検査の対象とした．
本手法では，設定ファイル内・PHPプログラム内の設定値の型特定には，正規表現を用
いた．設定ファイル内の設定値型特定には正規表現で十分であった．PHPプログラム内
の設定値型特定は，IF文を中心とした正規表現リストを作成し，照合に利用した．本研究
が対象としているバグは，我々が観測した限りでは IF文で発生しているため，IFを中心
とした正規表現リストを作成した．しかし，例えば，設定ファイルに記入してあったメー
ルアドレスをメール送信関数で利用した場合，メール送信関数で型不一致が発生しても，
本手法は検出することができない．よって，PHPプログラム内の設定値型特定に関して
は，正規表現リストを増やす，もしくは他の手法を利用することで，より多くの型不一致
を検出することができる．
精度実験では，対象としている三種の型間での型不一致は，全て検出することができ
た．一方で対象としなかった，浮動小数点数型・関数・他変数の代入・nullの再現率は低
かった．第 5章 2節で説明した PHPアプリケーション設定値の型調査結果から，設定値
に浮動小数点数型の値・関数が代入される可能性は限りなく低い．しかし，nullや他変数
の代入は，設定ファイル内で発生する可能性が高い．今後は，null・他変数の代入があっ
た場合も，どのような値が入力され，どのように分類するかを定め，設定値型リストの精
度向上につとめたい．
また本手法は，PHPプログラム内で設定値を格納しているローカル変数があった場合，
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そのローカル変数も設定値としてみなし，型不一致検査の対象とする機能を備えている．
しかし，精度実験に用いた WebChess0.9.0 は，PHP プログラム内で設定値を格納する
ローカル変数がなかったため，本機能の有効性を示すことができなかった．今後は，その
ようなプログラムを含むアプリケーションを対象とした実験を行いたい．
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第 9章
まとめ
これまでソフトウェアの設定ミスに起因するバグ検知のため，様々な手法が提案されて
きた．PHP5で開発されたアプリケーションは，設定ファイル内の設定値がプログラム内
で参照されるとき，設定ファイル内で定義された型とは異なる型を想定して参照されるこ
とがあり，これによってアプリケーションが誤動作を引き起こすバグが報告されている．
本研究は，PHP5で開発されたアプリケーションの設定値に関する不具合に着目した．
そして対象の不具合を検知する手法の提案と，検知ツールの Mis.Cong を開発した．本
研究では対象とするバグを「設定値参照時の型不一致」と呼ぶ．
提案手法では，設定値参照時の型不一致を検知するため，設定ファイル内の設定値の型
と，PHP プログラム内の設定値の型を照合し，不一致だった場合にその旨を報告する．
PHP5は変数の型を推論しないため，本手法は独自のルールに則って設定値の型を特定す
る．また本手法では，PHPプログラム内で設定値を格納しているローカル変数も設定値
とみなし，型不一致検査の対象とした．
型不一致検査の対象とする型は，文字列型・整数型・論理型の三種類である．対象とす
る型を決めるため，GitHub上に公開されている PHPアプリケーション 6つを対象とし，
設定値の型の特徴調査をおこない，全てのアプリケーションが三種類で表現されていたた
めである．
更に本研究では，提案手法をもとにした，型不一致検知ツール『Mis.Cong』を開発し
た．Mis.Congは，型不一致を検知したい PHPアプリケーションを入力すると，結果と
して型不一致の有無，型不一致が発生した設定値名と該当プログラム文を報告する．PHP
プログラムの解析にはコントロールフローグラフとシンスライシングを用いることで，
ツールを実現した．
Mis.Congの精度実験として，実際に公開されている PHPアプリケーションの設定値
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を変更・追加し，人為的にプログラム内と設定ファイル間で，設定値の型不一致を発生さ
せた．そしてMis.Congが，これらの型不一致を検知できるか精度実験を行った．結果，
対象とした三種類の型間での型不一致は，再現率・適合率共に 100%であり，全て検出す
ることができた．一方で，想定しなかった値や，対象としなかった浮動小数点数型の型
不一致は検出することができなかった．全体の精度は，適合率 100%, 再現率 78%, F 値
85%であった．
本研究は，PHP5で開発されたアプリケーションを対象とした手法を提案した．2016年
1月に PHP7がリリースされ，PHP7では型推論や型不一致によるエラーを検出すること
ができるようになった [35]．しかしながら，現在も PHP で開発されている多くのWEB
サービスは PHP5によって開発されており，全ての PHPアプリケーションが PHP7に移
行するには時間を要する [36]．よって本手法は，現状多くの PHPアプリケーションにお
いて発生しうる，設定値の参照時型不一致ミスを検出するのに有益な手法である．
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付録 A
Mis.Congのプログラム
プログラム A.1 Mainクラス
1 public static void main(String [] args) {
2 for(String phpFilePath : entries){
3 String fullPhpFilePath = projectPath + '/' + phpFilePath;
4 Algorithm1 a1 = new Algorithm1 ();
5 HashMapPair stmtMap = a1.getMatchedStatements(phpFilePath);
6 HashMap <String , String > stmtsMap= stmtMap.getOldList ();
7 HashMap <String ,String > configList = Functions.getOptionsTypeList(
CONFIG_PATH);
8 HashMap <String ,String > trace = Functions.getTrace(fullPhpFilePath);
9 configList.forEach ((option ,originalType)->{
10 stmtsMap.forEach ((k,v)->{
11 Pattern pattern = Pattern.compile (".+"+ option +".+");
12 Matcher macher = pattern.matcher(v);
13 if(macher.find()){
14 List <String > affectedValues = getAffectedValuesList(option ,
trace);
15 if(! isWellConfigured(option ,originalType ,v)){
16 result.append("-- "+ phpFilePath +"\n");
17 result.append(option +"\n");
18 result.append(originalType + ", "+v+"\n");
19 result.append (" affectedValues :\n");
20 for(String o : affectedValues){
21 result.append(o+"\n");}
22 result.append ("\n\n");
23 }
24 }
25 });
26 });
27 }
28 }
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プログラム A.2 getGraph
1 public static Graph getGraph(String projectPath , String entry) {
2 Graph cfg = new Graph();
3 ReferenceManager referenceManager = new ReferenceManager ();
4 ReferenceManager refManager = new ReferenceDetector ().detect(new File(
projectPath , entry));
5 referenceManager.getDataFlowManager ().addDataFlows(refManager.
getDataFlowManager ());
6
7 for (Reference reference : referenceManager.getReferenceList ()) {
8 Position position = reference.getLocation ().getStartPosition ();
9 String line , statement = "";
10 try{
11 FileReader fr = new FileReader(position.getFilePath ());
12 BufferedReader br = new BufferedReader(fr);
13 int count = 0;
14 while((line = br.readLine ()) != null){
15 if(++ count == position.getLine ()) statement = line;
16 }
17 br.close ();
18 fr.close ();
19 }catch(IOException ex){
20 ex.printStackTrace ();
21 }
22 cfg.addNode(new Node(reference.hashCode (),reference.getType (),
reference.getName (),statement , position.getFileName ()));
23 }
24 // Construct Edges
25 StringBuilder str = new StringBuilder ();
26 str = new StringBuilder ();
27 for (Reference ref1 : referenceManager.getReferenceList ()) {
28 Position pos1 = ref1.getLocation ().getStartPosition ();
29 for (Reference ref2 : referenceManager.getDataFlowManager ().
getDataFlowFrom(ref1)) {
30 Position pos2 = ref2.getLocation ().getStartPosition ();
31 cfg.connectNode(cfg.getNodeFromIndex(ref1.hashCode ()),cfg.
getNodeFromIndex(ref2.hashCode ()));
32 }
33 }
34 return cfg;
35 }
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プログラム A.3 getOptionsTypeList
1 public static HashMap <String ,String > getOptionsTypeList(String CONFIG_PATH
){
2 HashMap <String ,String > optionsList = new HashMap <String ,String >();
3 try{
4 String line;
5 BufferedReader br = new BufferedReader(new FileReader(CONFIG_PATH));
6 while((line = br.readLine ()) != null){
7 Pattern pString = Pattern.compile ("\\= [\" '].+[\" ']");
8 Pattern pInt = Pattern.compile ("\\= \\d+");
9 Pattern pBoolean = Pattern.compile ("\\= (true|True|False|false)");
10 Pattern pattern = Pattern.compile ("\\$\\w+?\\b");
11 Matcher m = pattern.matcher(line);
12 while(m.find()){
13 Matcher pS = pString.matcher(line);
14 while(pS.find()){
15 optionsList.put(m.group ().replace ("$", "") ,"String ");
16 continue;
17 }
18 Matcher pI = pInt.matcher(line);
19 while(pI.find()){
20 optionsList.put(m.group ().replace ("$", "") ,"Int");
21 continue;
22 }
23 Matcher pB = pBoolean.matcher(line);
24 while(pB.find()){
25 optionsList.put(m.group ().replace ("$", "") ,"Boolean ");
26 continue;
27 }
28 // Exception
29 }
30 }
31 }catch(IOException e){
32 e.printStackTrace ();
33 }
34 return optionsList;
35 }
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プログラム A.4 getAectedValuesList
1 public static List <String > getAffectedValuesList(String option , HashMap <
String ,String > SlicedList){
2 List <String > affectedValuesList = new ArrayList ();
3 for(Entry <String , String > v : SlicedList.entrySet ()){
4 String [] splitStatments = v.getValue ().replace ("&&" ," AND").split
("&" ,0);
5 for(String s : splitStatments){
6 if(s.contains ("$"+ option)) affectedValuesList.add(v.getKey ());
7 }
8 }
9 return affectedValuesList;
10 }
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プログラム A.5 isWellCongured
1 public static Boolean isWellConfigured(String configName , String type ,
String stmt){
2 Boolean founded = false;
3 Pattern pattern_int1 = Pattern.compile (".+[ -+*/]\\$"+ configName +".+");
4 Pattern pattern_int2 = Pattern.compile (".+\\$"+ configName +"[ -+*/].+");
5 Pattern pattern_int3 = Pattern.compile ("if (.+(\\ >\\=.+|\\={2}\\d+))");
6 Pattern pattern_bool1 = Pattern.compile ("if \\(!?\\$\\ configName +(\\)
|\\&{2}|\\|{2}) ");
7 Pattern pattern_bool2 = Pattern.compile ("if (.+(\\={2}|\\!\\=)(true|
false|True|False|TRUE|FALSE))");
8 Pattern pattern_string = Pattern.compile (" mysql_connect \\(\\$\\
configName +\\ ,?\\$\\ configName +\\ ,?\\$\\ configName +\\)");
9 Pattern pattern_insert = Pattern.compile ("^\\$[0-9A-Za-z_ \\[\\] ']+=\\$
"+ configName);
10 Matcher macher_int1 = pattern_int1.matcher(stmt);
11 Matcher macher_int2 = pattern_int2.matcher(stmt);
12 Matcher macher_int3 = pattern_int3.matcher(stmt);
13 Matcher macher_bool1 = pattern_bool1.matcher(stmt);
14 Matcher macher_bool2 = pattern_bool2.matcher(stmt);
15 Matcher macher_string = pattern_string.matcher(stmt);
16 Matcher macher_insert = pattern_insert.matcher(stmt);
17
18 while(macher_int1.find() && !founded){
19 if(type == "Int") founded = true; }
20 while(macher_int2.find() && !founded){
21 if(type == "Int") founded = true; }
22 while(macher_int3.find() && !founded){
23 if(type == "Int") founded = true; }
24 while(macher_bool1.find() && !founded){
25 if(type == "Boolean ") founded = true; }
26 while(macher_bool2.find() && !founded){
27 if(type == "Boolean ") founded = true; }
28 while(macher_string.find() && !founded){
29 if(type == "String ") founded = true; }
30 while(macher_insert.find() && !founded){
31 founded = true;
32 return founded;
33 }
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