We investigate the concept of norm compliance in business process modeling. In particular we propose an extension of Formal Contract Logic (FCL), a combination of defeasible logic and a logic of violation, with a richer deontic language capable of capture many different facets of normative requirements. The resulting logic, called Process Compliance Logic (PCL), is able to capture both semantic compliance and structural compliance. This paper focuses on structural compliance, that is we show how PCL can capture obligations concerning the structure of a business process.
Introduction
Recent works in business process modeling focus on the concept of norm compliance (see the literature in Section 6). Norm compliance is aimed at ensuring that business processes are in accordance with a prescribed set of norms. More specifically by norm compliance we understand a relationship between two sets of specifications describing the alignment of formal specifications for business processes and formal specifications relevant law and regulations. In other terms compliance is the certification that a process is executed correctly does not result in a breach of the rules governing it. Compliance requirements may stem from legislation and regulatory bodies, standards and codes of practice, and business partner contracts. However, some research issues are still underdeveloped. We focus here on three of them, which are related to the three sources of complexities.
A first source of complexities resides in the fact that norms often regulate processes by specifying obligatory actions to be taken in case of breaches of some of the norms, actions which can vary from penalties to the termination of an interaction itself. Obligations in force after some other obligations have been violated correspond to contraryto-duty obligations (CTDs) [1]. Among them, we have the reparative obligations, which are meant to 'repair' or 'compensate' violations of primary obligations [2]. These constructions identify situations that are not ideal but still acceptable. The ability to deal with violations is an essential requirement for processes where some failures can occur, but they do not necessarily mean that the whole process has to fail. However, these constructions can give rise to very complex rule dependencies, because we can have that the violation of a single rule can activate other (reparative) rules, which, in case of their violation, refer to other rules, and so forth [3] .
A second source of complexities depends on the fact that processes may be regulated by different types of obligations (see Section 2). We may have obligations requiring (1) to be always fulfilled during the execution of the entire process or of some subpaths of it, (2) that a certain condition must occur at least once before the execution of a certain task A of the process and such that the obligations may, or may not, persist after A if they are not complied with, (3) that something is done in a single task [4] . These types of obligation make things more complex when we deal with the compliance of a process with respect to chains of reparative obligations. For example, if the primary obligation is persistent and states to pay before task A, and the secondary (reparative) obligation is to pay a fine in the task B successive to A, the process is compliant not only when we pay before A, but also when we do not meet this deadline, pay later and pay the fine at B. If the secondary obligation rather requires to be always fulfilled for all tasks successive to A, compliance conditions will change.
The third source of complexities arises from different types of conditions we have for business processes. We can have normative requirements about the artifacts of a business process, over the activities (tasks) to be performed and over the order on which they are executed, as well as their combinations.
Most of the approaches to business process compliance address only one of these aspects. We propose an approach able to capture compliance requirements through a generic requirements modeling framework, and subsequently facilitate the propagation of these requirements into business process models and enterprise applications, thus achieving compliance by design. To achieve this objective we show how to use the language and the algorithm we have proposed in [5] to capture normative conditions on the tasks of a process.
Ensuring automated detection and/or enforcement of compliance requires in this paper to address the following related research tasks. First, we have to define in Section 3 a language to represent, and reason about, chains of reparative obligations of the types discussed in Section 2. Second, we need a mechanism for normalising a system of norms, namely, identify formal loopholes, deadlocks and inconsistencies in it, and to make hidden conditions explicit; without this, we do not have any guarantee that a given process is compliant, because we do not know if all relevant norms have been considered (Section 3). Third, we have to specify a suitable language for business process modeling able to automate and optimise business procedures and to embed normative constraints (Section 4).
Normative Constraints: Violations and Types of Obligation
We can distinguish achievement obligations from maintenance obligations [4] . For an achievement obligation, a certain condition must occur at least once before a deadline:
Example 1. Customers must pay before the delivery of the good, after receiving the invoice.
The deadline (before the delivery of the good)-which of course meaningfully applies if the customer is informed about the the maximum timespan within which the good can be delivered-refers to an obligation triggered by receipt of the invoice: such an obligation is persistent. After that the customer is obliged to pay. The obligation terminates only when it is complied with. Note that the obligation persists after the deadline, until it is achieved. But we may have cases where achievement obligations do not persist after the deadline:
