A robot must often react to events in its environment and exceptional conditions by suspending or abandoning its current plan and selecting a new plan that is an appropriate response to the event. This paper describes how high-level controllers for robots that are reactive in this sense can conveniently be implemented in ConGolog, a new logic-based agent/robot programming language. Reactivity is achieved by exploiting ConGolog's prioritized concurrent processes and interrupts facilities. The language also provides nondeterministic constructs that support a form of planning. Program execution relies on a declarative domain theory to model the state of the robot and its environment. The approach is illustrated with a mail delivery application.
Introduction
Reactivity is usually understood as having mainly to do with strict constraints on reaction time. As such, much work on the design of reactive agents has involved nondeliberative approaches where behavior is hardwired [3] or produced from compiled universal plans [18, 17] . However, there is more to reacting to environmental events or exceptional conditions than reaction time. While some events/conditions can be handled at a low level, e.g., a robot going down a hallway can avoid collision with an oncoming person by slowing down and making local adjustments in its trajectory, others require changes in high-level plans. For example, an obstacle blocking the path of a robot attempting a delivery may mean that the delivery must be rescheduled. Here as in many other cases, the issue is not real-time response. What is required is reconsideration of the robot's plans in relation to its goals and the changed environmental conditions. Current plans may need to be suspended or terminated and new plans devised to deal with the exceptional event or condition.
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To provide the range of responses required by environmental events and exceptional conditions, i.e. reactivity in the wide sense, the best framework seems to be a hierarchical architecture. Then, urgent conditions can be handled in real-time by a low-level control module, while conditions requiring replanning are handled by a high-level control module that models the environment and task, and manages the generation, selection, and scheduling of plans.
Synthesizing plans at run-time provides great flexibility, but it is often computationally infeasible in complex domains, especially when the agent does not have complete knowledge and there are exogenous events (i.e. actions by other agents or natural events). In [10] , it was argued that high-level program execution was a more practical alternative. The idea, roughly, is that instead of searching for a sequence of actions that takes the robot from an initial state to some goal state, the task is to find a sequence of actions that constitutes a legal execution of some high-level program. By high-level program, we mean one whose primitive instructions are domain-dependent actions of the robot, whose tests involve domain-dependent predicates that are affected by the actions, and whose code may contain nondeterministic choice points where lookahead is necessary to make a choice that leads to successful termination. As in planning, to find a sequence that constitutes a legal execution of a high-level program, one must reason about the preconditions and effects of the actions within the program. However, if the program happens to be almost deterministic, very little searching is required; as more and more nondeterminism is included, the search task begins to resemble traditional planning. Thus, in formulating a high-level program, the user gets to control the search effort required.
In [10] , Golog was proposed as a suitable language for expressing high-level programs for robots and autonomous agents. Golog was used to design a high-level robot control module for a mail delivery application [20] . This module was interfaced to systems providing path planning and low-level motion control, and successfully tested on several different robot platforms, including a Nomad 200, a RWI B21, and a RWI B12.
A limitation of Golog for this kind of applications is that it provides limited support for writing reactive programs. In [4] , GonGolog, an extension of Golog that provides concurrent processes with possibly different priorities as well as interrupts was introduced. In this paper, we try to show that ConGolog is an effective tool for the design of high-level reactive control modules for robotics applications. We provide an example of such a module for a mail delivery application. The approach proposed should also be applicable in contexts other than robotics, where an agent is embedded in some environment and needs to react to failures and changes in its environment.
ConGolog
As mentioned, our high-level programs contain primitive actions and tests of predicates that are domain-dependent. Moreover, an interpreter for such programs must reason about the preconditions and effects of the actions in the program to find a legal terminating execution. We specify the required domain theories in the situation calculus [11] , a language of predicate logic for representing dynamically changing worlds. In this language, a possible world history, which is simply a sequence of actions, is represented by a first order term called a situation. ; these axioms may be compiled from effects axioms, but provide a solution to the frame problem [14] .
-Unique names axioms for the primitive actions.
-Some foundational, domain independent axioms.
Thus, the declarative part of a ConGolog program implementing a high-level controller for a robot will be such a theory.
A ConGolog program also includes a procedural part which specifies the behavior of the robot. This is specified using the following constructs: . If the interrupt gets control from higher priority processes and the condition is true for some binding of the variables, the interrupt triggers and the body is executed with the variables taking these values. Once the body completes execution, the interrupt may trigger again. With interrupts, it is easy to write programs that are reactive in that they will suspend whatever task they are doing to handle given conditions as they arise. A more detailed description of ConGolog and a formal semantics appear in [4] . We give an example ConGolog program in section 4.
A prototype ConGolog interpreter has been implemented in Prolog. This implementation requires that the axioms in the program's domain theory be expressible as Prolog clauses; note that this is a limitation of this particular implementation, not the framework.
In applications areas such as robotics, we want to use ConGolog to program an embedded system. The system must sense conditions in its environment and update its theory appropriately as it is executing the ConGolog control program. 2 This requires adapting the high-level program execution model presented earlier: the interpreter cannot simply search all the way to a final situation of the program. An adapted model involving incremental high-level program execution is developed in [5] . However in this paper, we sidestep these issues by making two simplifying assumptions:
1. that the interpreter can make an arbitrary choice among the primitive actions that are allowed by a nondeterministic program at each step and immediately commit and execute this action, and 2. that there is a set of exogenous events detectable by the system's sensors (e.g. a mail pick up request is received or the robot has arrived at the current destination) and that the environment is continuously monitored for these; whenever such an exogenous event is detected to have occurred, it is immediately inserted in the execution.
We can get away with this because our application program performs essentially no search and the exogenous events involved are easy to detect. In the incremental execution model of [5] , sensing actions can be included at specific points in the program, and while nondeterminism is interpreted as arbitrary choice as per assumption (1), a new "search block" construct is also added to the language, so that within such a block the interpreter must search to ensure that the primitive action selected is on a path to a terminating configuration for the block.
Interfacing the High-Level Control Module
As mentioned earlier, we use a hierarchical architecture to provide both real-time response as well as high-level plan reconsideration when appropriate. At the lowest level, we have a reactive control system that performs time-critical tasks such as collision avoidance and straight line path execution. In a middle layer, we have a set of components that support navigation through path planning, map building and/or maintenance, keeping track of the robot's position, etc. and support path following by interacting with the low-level control module. On top of this, there is the ConGolog-based control module that supports high-level plan execution to accomplish the robot's tasks; this level treats navigation somewhat like a black box.
In this section, we describe how the ConGolog-based high-level control module is interfaced to rest of the architecture. The high-level control module needs to run asynchronously with the rest of the architecture so that other tasks can be attended to while the robot is navigating towards a destination. It also needs to interact with the navigation module to get tasks accomplished. To support this, we need to give the high-level control module a model of the navigation module. We have defined a simple version of such a model. With respect to navigation, the robot is viewed by the high-level control module as always being in one of the following set of states:
, which aborts any navigation that may be under way and returns the robot to state where collision avoidance is disabled and the robot will not move even if something approaches it; this is useful when the robot is picking up or dropping off things; humans may reach into the robot's carrying bins without it moving away. All other actions leave the robot's state unchanged. This is specified in the following successor state axiom for the
Note that in this model, we treat navigation to a location as an "activity" in the sense of Gat [8] , i.e. the primitive actions are essentially instantaneous changes that do not constitute the activity, but only initiate or terminate it. In contrast to [8] , we do specify how the world model is to be updated. In extending our model, we should be able to use the same approach to include other activities, e.g. perceptual search routines.
A Mail Delivery Example
To test our approach, we have implemented a simple mail delivery application. The highlevel control module for the application must react to two kinds of exogenous events: 
endProc
The top priority interrupt takes care of acknowledging or declining new shipment orders. This ensures that customers get fast feedback when they make an order. At the next level of priority, we have two other interrupts, one that takes care of cancelling orders whose senders have been suspended service, and another that controls the robot's motion. At the lowest priority level, we have an interrupt with an empty body that prevents the program from terminating when the robot is in motion and all other threads are blocked. The top priority interrupt deals with a new shipment order by executing the following procedure:
