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ABSTRACT 
As robots become more complex due to improvements in 
capability, a programming method which allows quick and easy 
debugging becomes an important factor in the growth of robot 
applications. Off-line programming languages, such as VAL 
for Unimation's robots, are an acceptable first step in the 
development of robot programming languages. As these 
languages develop in capability and complexity to match the 
technical advances in robots, off-line computer graphics 
language simulators for programmer training and program 
verification become increasingly important. 
A prototype interactive computer graphics simulator 
called VAL SIMULATOR has been developed for the VAL 
language. It employs a FORTRAN callable graphics package to 
provide displays of the behavior, produced by key VAL 
commands. Algorithms for developing the point to point 
positions along segmented paths simulate joint coordinated 
and straight line PUMA robot motion. With the VAL 
SIMULATOR, users may design and compare work environments, 
locations, and VAL command strings. Interactive features 
allow users to translate, rotate, scale, and generate hard 
copies of the graphic model and work environment, to detect 
collisions, and to generate solid models. Once programs and 
locations have been verified on the simulator, they may be 
dqwn loaded directly to the PUMA controller for final 
testing and implementation. 
CHAPTER 1 
INTRODUCTION 
1.1 Background 
Robots have been shown to be valuable  economic  assets 
which  contribute  to productivity,  quality  and safety. 
Language simulators for off-line programming  are  of  equal 
value.   In  research, simulation is used to test robots and 
languages as they are  developed.   Manufacturing  engineers 
may  use  them  to design and test new applications without 
interrupting  current  production  robots  thus  minimizing 
assembly  line  down  time.  They may also use simulators to 
compare programming and workspace utilization options before 
money  is committed to new manufacturing facilities.. Design 
engineers may use them as  a  cool  for  comparing  improved 
designs of products produced by automated assembly.  Another 
important application for a simulator is as  an  educational 
and  training  tool  where the simulator is used as a visual 
aid for introducing concepts.  Once  students  are  familiar 
with   the  concepts,  they  may  test  their  own  programs 
interactively on the same simulator.  It has been found that 
students  are more  receptive  to  robot  programming after 
exposure to a simulator <1>.   Besides  inspiring  students, 
off-line  instruction offers more opportunities to implement 
programming  concepts  since  robots   are   expensive   and 
terminals may be more readily available. For all users, 
simulation provides a safe trial implementation of a robot 
in a manner which reduces the possibility of damaging the 
robot or other equipment, and, most importantly, of injuring 
people during program debugging. 
1.2 Problem Statement 
Due  to  recent  technical  advances  in  robotics  and 
Computer-Aided  Design  (CAD) and the growth of applications 
for robots, robotics simulation is attracting  attention  in 
both  academia  and  industry.   At  Rensselaer  Polytechnic 
Institute (RPI), a simulator has been developed to  simulate 
motion  times so that the most efficient command strings may 
be chosen for processes <2>.  For visual feedback,  a  stick 
figure  display  is  provided.   At  Stanford's  Artificial 
Intelligence  Laboratory,  a  large   research   effort   is 
producing  a  graphic  simulator  which  interfaces  several 
modeling  languages   (ACRONYM,   APT,   PADL)   and   robot 
programming  languages  (/>L»  VAL)  <3>.   Other studies are 
being made of control algorithm efficiency so  that  dynamic 
calculations  may be made on-line <4,5>.  Attempts are being 
made to use such algorithms to simulate dynamic as  well  as 
the  kinematic  behavior  of robot motion <6>.  In industry, 
companies have begun to market robot simulators  like  PLACE 
<7>  and  ROBOGRAPHIX  <8>.  The general thrust of all these 
effort's is to develop an inexpensive, user friendly computer 
graphics simulator of robots and their off-line control 
languages which then may be used as a development tool. 
1.3 Approach to Problem 
To develop such an ideal simulator is a monumental task 
and clearly beyond the scope of a master's thesis. The goal 
of this thesis is to develop,- upon a firm foundation 
allowing for expansion, a simulator which encompasses the 
essential ingredients of an ideal simulator. 
It was decided to design a prototype simulator for VAL 
(TM), the programming language of the PUMA (TM) robot. VAL 
and the PUMA were chosen for their fundamental attributes. 
VAL is the computer-based control system and language 
designed for Unimation's industrial robots. User-written 
programs which define the tasks a robot is to perform are 
written on the same computer that controls the robot. Since 
the system is computer-based, it provides the ability to 
respond to sensory information, to improve performance in 
terms of trajectory generation, and to work in unpredictable 
situations or moving frames of reference <9>. VAL's 
englishlike mnemonics, elementary control structures, and 
*  VAL and PUMA are trademarks of Unimation, Inc. 
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Figure 1-1.  Unimation's PUMA 600 robot and simulator model 
in the same configuration. 
•5- 
interface to external devices make it one of the most 
versatile commercially available off-line programming 
languages. The PUMA 600 (Figure 1-1) is an anthropomorphic 
or jointed spherical robot with six rotational joints 
capable of joint coordinated and straight line motion. 
Straight line motion is an important distinction since, 
as  recently  as  1982, many programming languages (AL, RPL, 
T3, PAL, HELP) still did not have this capability <10>.  One 
might - think  that  to define a robot location, one needs to 
specify three position coordinates for the  location.   This 
is  not sufficient because with a six degree of freedom 
robot, an infinity of orientations is still possible for any 
location.   Therefore  at  least  six coordinates, typically 
three positions and three orientation angles,  are  required 
to  specify  the  configuration of  a six degree of freedom 
robot.   However  for  anthropomorphic  robots,  these   six 
coordinates  are  not  always  enough  to guarantee a unique 
configuration.  For the PUMA 600, three  decision  variables 
must  also  be chosen to assure that the arm is on the right 
or left hand side of the base, the elbow is above  or  below 
the  wrist,  and  the  clamp points up or down (Figure'1-2). 
Often, a user may want the robot  to  follow  an  impossible 
path  which  requires  a  change  of  one  of these decision 
variables to avoid exceeding a joint angle limit.   In  such 
cases, the VAL language will not allow the PUMA arm to move. 
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In applications, this is usually overcome by changing a 
decision variable or by adding an intermediate location, 
both of which require modifying the VAL program. Most 
impossible paths are not apparent until a program is run the 
first time. The versatility of VAL and the PUMA 600 and the 
fact that impossible paths are not immediately recognizable 
make the PUMA a strong candidate for language simulation. 
The VAL SIMULATOR <11> is written in FORTRAN and calls 
a three-dimensional graphics package, VS113D, to display and 
manipulate the model <12>. Currently, it runs on the 
Digital Equipment Corporation (DEC) VAX 11/780 and VS11 
graphics terminals. FORTRAN was selected for its prominence 
as an engineering programming language. Since the simulator 
is written in FORTRAN 77, any engineer may follow and modify 
the source code. The VSll is a relatively inexpensive, 
color raster display that features direct memory access 
capability and a dual buffered memory option to allow smooth 
motion of the model. It retails for approximately $15,000 
as opposed to vector generators. upon which commercially 
available simulators run which sell for over $75,000. 
The VAL SIMULATOR is a menu driven interactive computer 
graphics simulator of one robot and one language, written so 
that it may be expanded to simulate other robots and 
languages. Users may design and experiment with a variety 
of work environment, location,  and  program  possibilities. 
Configuration and decision variable information is available 
at any time. The wire-frame or edge representation models 
allow users to visualize the kinematic behavior of the PUMA 
robot motion corresponding to each VAL command. Collisions 
aredetected automatically. Once programs and locations 
have been verified on the simulator, they may be down loaded 
directly to the PUMA controller for final testing and 
implementation. „~^ 
1.4 Organization of Thesis 
To provide a thorough treatise of the VAL SIMULATOR, 
this thesis describes the fundamental algorithms, the code 
for each simulated VAL command, and how to use the 
simulator. Chapter 2 begins by describing the geometry of 
the model used and the interactive features, followed by 
explanations of the motion, collision check, and back face 
elimination algorithms. Chapter 3 considers each VAL 
command that is simulated and describes how it is 
implemented. Chapter-4 presents the step by step approach 
to solving a simple programming problem with the simulator. 
The conclusion includes a discussion of the limitations of 
the . simulator and recommendations for further study. 
Program use flow charts, flow diagrams for key subroutines, 
and a user's manual with additional examples appear in the 
appendices. 
-9- 
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      CHAPTER 2 
-DESIGNED SYSTEM 
2.1 Geometry definition 
In graphic simulation, the geometry of the model is an 
important factor-* Models range from simple two-dimensional 
stick figures- to sophisticated three-dimensional color 
shaded solid models. In graphic simulation, apparent motion 
is achieved by calculating new display data and then quickly 
erasing and updating the display. The more complicated the 
model, the more computation time required and the slower the 
apparent motion^ Expehsive" vector generator terminals with 
dedicated processors are available for animation and flight 
simulation., , Although desirable, they are not necessary for 
robot language simulation. Storage tubes are attractive for 
their lowcost, but unfortunately are unsuitable because 
v they require several seconds to redraw even simple models. 
Raster tubes are the obvious compromise. Within the limits 
of raster tube technology, the full range of graphic models 
is possible. However, as indicated, the more complicated 
the display, the more computation time required. Although 
two-dimensional stick figure models provide smooth motion, 
visualization is limited. Three-dimensional solid models 
are easy to visualize, but they are prohibitively slow since 
displays often take more than twenty  seconds  to generate. 
-10- 
Again compromise is necessary. 
In the VAL SIMULATOR,  extruded wire-frame "convex 
i   . '.-".-_ 
polyhedrons  (Figure 2-1)  are  used.  A wire-frame model,, 
defines the edges of an object.  The wife-frame polyhedrons 
used   in  the simulator are  formed by connecting the 
corresponding vertices of n-sided polygons  to form planar 
polygons which enclose a Volume.  Such representations of 
objects are suitable for language  simulators because they 
define  the  surfaces which may interact with the robot, but 
are not so  intricate  as  to  introduce  unreasonably  long 
computation times.  A polygon and skeletal line segment data 
type was considered  since  it  would  require  fewer 
computations,  but was  not chosen because it limited the 
geometry to uniform cross*-sections.  The advantage of the 
geometry chosen is  that  it allows for tapered and skewed 
polyhedrons.   Most  objects may  be   represented  by  a 
circumscribed parallelepiped, * so only  the coordinates of 
eight vertices need to be specified.  Such three-dimensional 
wire-frame models are satisfactorily visualized and since 
only  the vertices are  required  to define  them,   the 
transformations  (to be described in section 2.3) are quick 
thus minimizing computation time. 
-11- 
Figure   2-1.     Examples  of  wire-frame  extruded  convex 
polyhedrons. 
SIMULRTION   MENU 
ENTER  SUBMENUS   BY  F>RESSING: 
K  -   (KEYBOARD)   TO MANIPULATE  MODEL   FROM   THE   KEYBORRD 
OR   PRESS. 
U  - <1>AL>   TO  DISPLAY  A   LIST   OF   EXECUTABLE  UflL  COMMANDS 
R  - CRETURN)   TO   RETURN  TO  PICTURE  OF  MODEL   AND  UICE   UERSA 
B  - <BEGIN)   TO   START   OUER 
I   - (INITIALIZE)   TO   INITIALIZE  UITH   SAME   SETUP  FILE 
E  - <END)   TO  EXIT  PR06RHM  AND  CLEAR   SCREEN 
P  - (PRINTOUT)   TO CREATE  B  PRINTOUT   FILE 
6  - <6ENERATE>   TO GENERATE   POLYGON   INPUT  FILES 
Figure 2-2.  Main simulation menu, 
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The PUMA modeled in the simulator consists of a series 
of connected wire-frame convex polyhedrons and a red line 
segment connecting the faces of the clamp to represent a 
light emitting diode (LED) sensor. Users may define the 
work environment by creating a separate work piece geometry 
file, the format of which is described in section 4.1. 
2.2 Interactive features 
The VAL SIMULATOR is easy to use and features many 
convenient options. The simulator is menu driven which 
means that a list of options is  provided  at  each  control 
level  from which  a  user may  indicate  choices.  During 
i 
initialization, the simulator prompts the user for a 
particular work environment geometry file. After this file 
has been read and the model displayed, the user is directed 
to the main menu (Figure 2-2). All of the menu options are 
selected by single key inputs which correspond to the first 
initial of the option selected. The main menu is the 
simulator's interface between initialization and output 
options, and manipulation of the model. 
While in the main menu, a user may display, for 
convenient reference, a list of the VAL commands simulated 
and switch between this list, the model, and the menu. In 
this menu, files may be created automatically for hard copy 
printouts  and  for  POLYGON  <13> generated  solid  models 
-13- 
Figure 2-3.  A color shaded solid model representation 
produced by interface to GEOMOD through POLYGON. 
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(Figure 2-3). Whenever user errors are diagnosed during 
simulation use, informative warning messages are displayed. 
Sometimes after such errors, it is desirable to start over 
rather  than  continue v from  the   present   work   place 
arrangement.   In  the  ma,in  menu, a user may automatically 
1' 
initialize the work environment  if  an  error  has  ocurred 
without  losing  locations  and  their  names.  On-e may also 
completely start over or exit the simulator from this  menu. 
To  protect new users, the simulator does not exit until the 
user is sure thus  preventing  accidental  keyboard  entries 
from ending  a work session and losing work environment and 
location data. 
From the main menu, one may  proceed  to  the  keyboard 
menu  (Figure  2-4).   This menu  is  similar  to the teach 
L  
pendant of the actual PUMA robot. Since the joystick is 
impractical for manipulation of the model, the simulator 
uses single key inputs. The joystick only supports two 
degrees of freedom at a time thus they must constantly be 
changed to rotate all of the joints. In addition, it has no 
facility for registering precise motion step sizes. In this 
menu, the model may be moved in joint, world, and tool modes 
by pressing keys which correspond to the teach pendant 
toggles. With keyboard inputs, each depressed key 
corresponds to a user adjusted motion increment. For joint 
mode,  pressing  the  keys  numbered  one  to  six   produce 
■15- 
KEYBORRD MENU 
JTER COMMANDS BY PRESSING: 
1 - (JOINT 1> TO ROTATE RBOUT UAIST 
2 - (JOINT 2) TO ROTATE RBOUT SHOULDER 
3 - (JOINT 3) TO ROTATE RBOUT ELBOU 
4 - (JOINT 4) TO ROTATE RBOUT FOREARM 
5 - <JO INT 5) TO ROTfiTE CLRMP UP RND DOUN_ . 
6 - <JOINT 6) TO ROTATE CLRMP (CLOCKUISE/COUNTERCLOCKUISE) 
0 - (OPEN) TO OPEN THE CLRMP 
C - (CLOSE) TO CLOSE THE CLAMP 
W - (WORLD) TO MOUE MODEL IN WORLD MODE 
T - <TOOL> TO MOUE MODEL IN TOOL MODE 
1 - (INCREASE) TO INCREASE THE ROTATIONAL INCREMENT 
D - (DECREASE) TO DECREASE THE ROTATIONAL INCREMENT 
N - (HEGRTIUE) TO CHANGE SIGN OF THE ROTATIONAL INCREMENT 
P - (POSITION) TO DISPLAY POSITION OF CLRMP 
S - <SMOOTH) COLLISION CHECKS CON/OFF) 
F - (FRCES) BRCK FRCES (ON/OFF) 
R - (RLTER) CRLLS ORIENT1 TO SCALE. TRANSLATE OR ROTATE MODEL 
X - (RXES) COORDINATE FRAMES (ON/OFF) 
R - (RETURN) TO RETURN TO THE TOP OF A MENU 
M - (MODEL) TO DISPLAY THE MODEL 
U - (URL) BEFORE ENTERING  A URL. COMMAND 
H - (HELP) TO DISPLAY ADDITIONAL INFORMATION 
Figure 2-4.  Keyboard menu. 
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rotations about the corresponding joint axes (Figure 2-5), 
which are numbered corisecutively from the base. The world- 
coordinate axes system (WCS) origin is initially at the 
intersection of the axes of rotation of the waist (first 
joint) and shoulder (second joint). The tool coordinate 
axes system (TCS) is attached to and rotates with the clamp. 
Pressing 'W or 'T' and then 'X', 'Y', or 'Z' produce 
straight line motions along axes parallel to the respective 
world and tool coordinate axes (Figure 2-5). While in these 
pendant modes, a user may open or close the clamp, and 
change the direction or size of the motion increment. 
In the keyboard menu, one may  also  vary  the  display 
options.   At  any  time,  the position of the clamp, euler 
orientation angles, joint angles, and the decision variables 
may be displayed by pressing 'P' and then '1', '2', or '3' 
corresponding to positions along the TCS's  Z-axis at  the 
origin,  LED sensor,  and clamp tip respectively.  Pressing 
'P' again tyrns this off.  For a neater display, the  number 
of  lines may be reduced by turning off the coordinate axes 
and the back faces of all the polyhedrons.  One drawback of 
a graphic simulation which uses wire-frame models is that it 
is difficult to verify visually whether or not a polyhedron 
is  in front of, collides with, or is behind another.  For 
this  reason,  the. simulator   includes  collision " check 
algorithms which may  be  turned  on  to  notify  users of 
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WORLD COORDINATE  SYSTEM 
TOOL COORDINOTE  SYSTEM 
SCREEN COORDINATE SYSTEM 
Figure 2-5.  Definition of joints and screen, world, and 
tool coordinate axes systems. 
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collisions or off for fewer computations ancl thus smoother 
motion. As with all user friendly graphics programs/ the 
/simulator (by using the subroutine ORIENT from the VS113D 
graphics package <12>) allows the user to translate, rotate, 
scale, and zoom in on "the model interactively. These 
/transformations are performed upon the entire display with 
respect to the.'screen .coordinate1 axes system (SCS) (Figure 
2-5). "."„_';   ' "•-'■■' 
From the keyboard menu rone may move on to the most 
useful of the three menus, the VAL menu (Figure 2-6). This 
menu is available for reference, but since frequent users 
memorize it, it is usually not displayed. While in VAL 
mode, a user types a VAL command string and then presses 
,xei;urn^p««ee«thfe;Jaeha^ior--pf the -model .:Then one may press- 
'C to continue or 'W to wipe the previous inputs from the 
screen before typing the next ,VAL command. After entering a 
VAL command, one may also return to the top of the menu, 
display the model, or more*" commonly, define locations. 
Assuming that the decision variables are properly set, one 
may merely specify a data file and select certain Ideations 
and names or the entire file.  If preferred,  locations , may 
-C.  .' ■■■■"'    1" 
be entered arbitrarily by moving the model to the desired 
configuration using the pendant modes or-ixy typing  in six 
coordinates.   If an error is encountered during VAL program » 
execution, the VAL program may be aborted,  but  as  in  the 
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URL MENU 
•«;,.;■: 
ENTER COMMANDS 8Y. TYPING IN: 
READY,      - OERTICAL CONFIGURATION^ 
IIOUE p        - JOINT COORDINATE TOP 
tlOUES P    - STRAIGHT LINE TO P     .-,. 
SPEED S    - PERCENT OF FULL SPEED 
APPRO P. D  - JOINT COORDINATE APPROACH 
APPROS P. D - STRAI6HT LINE APPROACH 
DEPART D   - JOINT COORDINATE-,,    j.y 
DEPARTS D  - STRAIGHT LINE DEPART  7 
REMARK  ■■■-_■— BEFORE COMMENTS 
SET P1-P2  - EQUATE PI TO P2 
DRAU X,Y.2 - STRAIGHT LINE INCREMENT 
DRXUE J. a. S *VPHOUE JT. J. A DEO. AT SP. S 
BASEX.Y.Z.R - SHIFT AND ROTATE ROBOT 
SHIFT P. X^Y.2 - SHIFT POSITION P 
EXECUTE NAME/N - EXECUTE NAME, N TIKES 
THEN PRESS: 
HERE P 
OPENI 
CLOSEI 
UHERE 
STOP 
HALT 
DELAY N 
PAUSE 
RIGHTY- 
LEFTY 
ABQUE 
BELOU 
FLIP 
NOFLIP 
CTRL-C 
DEFINE CONFIGURATION P 
OPENCLAMP 
CLOSE CLRMP 
DISPLAY INFORMATION 
END UAL PROGRAM 
LIKE STOP <SEE CTRL_C> 
DELAY PROGRAM N SECONDS 
RETURN CONTROL TO USER 
RIGHT HANDED ROBOT 
LEFT HANDED ROBOT 
ELBOU  ABOUE URlST 
ELBOU BELOU HRIST 
NEQRTiuE JOINT S ANGLES 
POSiriUE JOINT 5 ANGLES 
TO ABORT A URL PROGRAM 
C - <CONTINUE> TO CONTINUE TYPING IN UAL.rCQHrtflNDS 
U  - <UIPE? tb I4IPE THE UTIOB CHARACTER^ FROM THE SCREEN 
R— <RETURN> TO RETURN TO THE TOP OF fi  MENU 
M-<MODEL> TO DISPLAY THE MODEL 
D - <DEFINE> TO DEFINE ORIENTATIONS 
I 
H - <HELP) TO DISPLAY ADDITIONAL INFORMATION 
Figure 2-6.  VAL menu. ' 
« 
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main menu, work environment and location data is preserved, 
2.3 Motion Algorithms 
2.3.1 Rotation Matrices and Data Structure 
As indicated above, the PUMA has been modeled by a 
series of extruded polyhedrons and motion is simulated by 
transforming the vertices of each polyhedron with respect to 
the SCS and redrawing the model. The framework of this 
algorithm has already been presented <14>, but, for 
continuity, will be repeated here. The column vector, 
r x ^ 
lu] =  <;  > 
z 
w ) 
(1) 
represents an arbitrary point, u, where 
A A A 
u = (x/w)i + (y/w)j + (z/w)k, (2) 
A    A A 
where x, y, and z are the components in the i, j, and k 
directions and w is a scale factor. If [H] is a 4x4 matrix 
representing any combination of translations, rotations, 
scalings or perspective transformations, a point, fv] is the 
transformed point lu] and is represented by the matrix 
product <15> 
iv]=[H]*[uJ. (3) 
Since the PUMA consists of revolute joints,  only  rotations 
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are required thus reducing the transformation matrix to a 
3x3 rotation matrix^ So, for example, letting a=x/w, b=y/w, 
and c=z/w be the coordinates of the vertex point (a,b,c), a 
rotation by an angle, D about the SCS's Y-axis transforms 
the coordinates of the point (a,b,c) to (a',b',c') or 
cos 9  0   sin 8 
0    1    0 
-sin 0  0  cos 6 
(4) 
Similar rotation matrices exist for rotations about the 
X and Z axes. Referring to figure 2-5, one sees that 
rotating the first joint requires multiplying the 
coordinates of the vertices of the first polyhedron by the 
3x3 rotation matrix above. However, rotating the next joint 
(shoulder) requires a transformation with respect to the 
first polyhedron (waist), not with respect to the fixed SCS. 
Thus, a rotation about the X-axis shifted to the rotation 
axis of- the second polyhedron (shoulder) follows the 
rotation about the Y-axis. Therefore, transformation 
matrices must be multiplied together to form a concatenated 
transformation matrix for each joint. The shift to the 
second rotation axis or translation may be included in the 
concatenated matrix,, as in the Denavit and Hartenberg <16> 
convention, but in the algorithm being presented here, the 
concatenated matrices contain rotation terms only and the 
shifts or translations are added later.  Although this makes 
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the transformation subroutines less general, it makes the 
simulator easier to follow and quicker, so that it runs fast 
enough to simulate motion. 
To understand the algorithm in more detail, consider 
the first two links (waist and shoulder) of the model and 
table 2-1. The polyhedron definition coordinates are stored 
in an array, D, the rotated data in an array, E,( and the 
display data in. an array, F. In the algorithm, the 
coordinates of the polyhedrons in D are transformed by 
premultiplying them by the appropriate transformation matrix 
to form the rotated data, E. Then the appropriate 
translations are added to shift the rotated data , E to form 
the display data, F. Column 5 labels the points stored in 
the various arrays, D, E, and F. Each polyhedron of the 
model is marked by a reference or pivot point (refl, ref2, 
ref3, ...etc.) followed by the coordinates of the vertices 
defined with respect to the reference point of the 
corresponding polyhedron (polyl, poly2, ...etc.). Column 1 
contains the appropriate transformation matrices which 
multiply the reference points and the coordinates of the 
vertices of the polyhedron definition data, D, in the manner 
of equation (4). For example, to transform the polyhedron 
data of link 1 (polyl) to rotated data the following 
relation is used: 
-23- 
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definition, D 
(a^b^.c^) 
(a2,b2,c2) 
(a3,b3,G3) 
(a4.b4.c4) 
(a.b .c_) v
 n    n    n 
otated, E 
(a^^.c^) 
(a2,b£,cz) 
(a^b'.c') 
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(»i+1.b;+1.c'+t) 
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>= E, 
display, F 
(a2',b2,c^)+R1 
(a'.b^.c')^ 
(ai,b'.ci)+R1 
<--> refl 
>=;    p <=>    polyl 
(a;+1.b;+1,c-+1)+R1+R2 
K+2>n+2'cn+2)+Rl+R2 
<an+3'bn+3'<W+Rl+R2 
ref2 
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Cl 0 SI 
0 1 0 
-SI 0 Cl 
al 
* < bl 
,
ci, 
(5) 
where (i=l,2,...,n) representing the indices of the 
coordinates of the first polyhedron (polyl) and the 
reference point of the second polyhedron (ref2). For ease 
of notation, Sj=sin(joint angle j) and Cj=cos(joint angle j) 
where (j=l,2,...,6) representing the number of joint angles 
numbered consecutively  from  the base to the clamp (Figure 
t 
2-5). The display data for the first polyhedron, Fl is 
obtained by adding the reference point, Rl to the rotated 
data, El. To rotate the second polyhedron, the concatenated 
transformation matrix, [T2] is required: 
[T2] = 
Cl  0  SI 
0   10 
-SI  0  Cl 
Cl  S1S2  S1C2 
0    C2   -S2 
-SI  C1S2  C1C2 
. (6) 
10    0 
0  C2  -S2 
0  S2   C2 
it should be noted that in forming the concatenated 
matrices, the order of multiplication of the basic 
transformation matrices is critical. Once formed, 
multiplication of the coordinates of the vertices forms the 
rotated data: 
a' 
n+i 
n+i > = 
I n+i ; 
< 
(7) 
Cl S1S2  S1C2 
0 C2   -S2 
-SI C1S2  C1C2 
where  (i=l,2,...,m) representing  the   indices  of   the 
n+i 
n+i 
c {    n+i 
coordinates   of  the  second  polyhedron  (poly2)  and  the 
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reference point for the third polyhedron (ref3). The 
display data for the second polyhedron, F2 is formed by 
adding both reference points (Rl and R2) to the rotated 
data, E2. For, example, the display point, 
(a" ., ,b" .. ,c" ., ) in array1. F2 is formed from the 
following: 
a
"n+l  =  a'n+l + ai + a'n' 
b
"n+l  =  b'n+l +b!+b'n' (8) 
c
"n+l "  c'n+l + ci+ c'n' 
Rotations for subsequent polyhedrons, are obtained similarly. 
For a rotation about the waist, the simplest rotation matrix 
is used, but all of the vertices of the model  are  rotated. 
For  a wrist rotation, a more complicated rotation matrix is 
required, but this is only applied to the  geometry of  the 
clamp.   So  as  the  rotation matrix becomes more complex, 
requiring more  computations,  the  less  data   it  must 
transform.  For reference, the rotation matrices for all six 
joints are listed in Table 2-2. 
Since determination of these matrices involves many 
sine and cosine calculations, it is important to minimize 
the frequency of such calculations. By keeping track of the 
Sj and Cj terms, and performing sine and cosine calculations 
only for the joints which change, the computation time is 
minimized. In the simulator, no display data is 
recalculated unless necessary.  For example, rotations about 
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[T,]- 
~
C1 
0 
0 sf 
1 0 
;si 
o    c1 
"
ci S1S2 S1C2~ 
tT2] - 0 C2 -S2 
;si C1S2 C1C2 
~
ci S1S23 
S r   " 
alL23 
[T3]- 0 C23 "S23 
-
sl C S h  23 Clc 23 
where C., '  cos (angle i + angle j) 
S., * sin (angle i + angle j) 
[TJ 
C1C4+S1S23S4      "ClVSlS23C4      S1C23 
C23S4 
n 4 Lr23:>4 
C23C4 >23 
S1.VC1S23C4  C1C23 
T4 11 T412  T413~ 
T421  T422  T423 
T431  T432  T433 
[T,] = 
^11C6+T412C5S6+T413S5S6    "T411VT412C5C6+T413S5C6    ~T412S5+T413C5 
T421C6+T422C5S6+T423S5S6    ^S^^C^S^    -T422S5+T423C5 
T431C6+T432C5S6+T433S5S6    -T43lVT432C5C6+T433S5C6 . -T432S5+T433C5 
Rotation  terms   for  both   joint  5  and 6  are   included  in    T5  or  the 
clamp transformation matrix  since  a  rotation about  either one 
transforms only  the  clamp. 
Table   2-2.      Rotation  matrices   used   for  each   joint, 
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joints 3 through 6 do not effect the base and links 1 and 2 
so the corresponding display data is not recalculated. The 
simulator calls a subroutine corresponding to the first 
joint (counting from the base) requiring a rotation. This 
dedicated subroutine (ELBOW in appendix A for joint 3) 
calculates the necessary sines and cosines, forms the 
rotation matrix for the particular joint, and multiplies the 
part definition data for the corresponding link. It then 
calls a similar subroutine for the next joint (FOREARM in 
appendix A for joint 4). This continues for each link until 
the clamp at which time the clamp is opened or closed if 
necessary and a flag is checked to see if a user defined 
object should also be rotated. Lastly, the reference points 
are added to the respective rotated link and object data and 
the new model configuration displayed. As a direct result 
of this algorithm, joint angle and location data are updated 
automatically. 
f 
2.3.2 Simulation Speed 
Simulation, unlike emulation, does not attempt to mimic 
reality, but compares and tests key concepts. Next to the 
model geometry, the speed of the simulator motion is the 
most noticable difference between true PUMA motion and 
simulated motion. The simulator displays the model at 
positions along segmented paths.  When this is done quickly, 
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one's eye blends the images to create apparent motion. The 
robot, of course, follows a continuous path. In the 
simulator, speed variations are based upon a relative speed, 
not a true speed. One of the advantages of robots is that 
they may be run at high speeds. Corresponding speeds on a 
language simulator which displays segmented, paths are not 
easily observable and thus defeat the whole purpose of 
graphic language simulation. 
The PUMA controller allows the speed to be set in the 
monitor mode and then fine tuned with the teach pendant or 
with the VAL commands. In the simulator, the default speeds 
have been chosen to provide smooth displays which are easily 
observable. In the simulator, there is no monitor mode and 
the speeds in the pendant and VAL modes are independent. In 
joint mode, the default speed corresponds to an adjustable 
joint rotation increment of 8 degrees for each key 
depression. In world and tool mode, the speed is a straight 
line displacement proportional to the latest joint rotation 
increment. Similarly, in VAL mode, the default speeds for 
joint coordinated and straight line motion are adjusted with 
VAL commands. In the simulator, the default value for the 
largest joint rotation increment (full speed) is 12 degrees. 
Twelve degrees was chosen arbitrarily to produce segmented 
displays which run slowly enough to be easily observable yet 
quickly to minimize turn around  time  while  debugging .  VAL 
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programs. The default value in the pendant modes was chosen 
smaller than that in VAL mode to allow for fine adjustments 
when rotating one joint at a time. As will become clear in 
the next section, VAL mode changes all of the joints and not 
just one, so in most cases, only one joint rotates at full 
speed <9>. 
2.3.3 Joint coordinated motion 
Simulated joint coordinated motion uses the ' rotation 
algorithms presented above. The simulator divides the 
largest joint angle difference by a speed dependent 
increment to determine the number of configurations to be 
displayed between the current and final desired 
configuration. Then, based upon the number of increments, a 
step size is calculated for each joint's rotation angle 
difference. All joint angles are then incremented 
simultaneously by the corresponding step size and the 
necessary display data generated for each intermediate 
configuration until the final desired configuration is 
reached. With joint coordinated motion, the clamp speed is 
not constant since it follows a complicated three 
dimensional space curve. 
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Figure 2-7.  Two-dimensional joint coordinated robot motion, 
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Figure 2-7 shows schematically how this algorithm is 
applied to a two-dimensional stick figure model. In the 
current configuration, the first link is oriented 60 degrees 
from the horizontal and the second link is oriented 30 
degrees from the first one. In the final desired 
configuration both are horizontal. In this case, the speed 
dependent increment is 20 degrees. The largest joint angle 
difference, 60 degrees, is divided by the increment, 20 
degrees, to give the number of steps, 3. The second joint 
angle difference, 30 degrees, is divided by the number of 
steps, 3, to give a step size of 10 degrees. If there were 
more joints, the respective joint angle differences would be 
divided by the number of steps to give step sizes for each 
one. Once all of the step sizes are calculated, the links 
are rotated simultaneously by the respective incremental 
amounts and the result is displayed at two intermediate 
steps and at the final desired configuration. If the 
calculated number of steps is not a whole number, the 
increment between the last intermediate and the final 
configuration for each joint is adjusted to a size 
proportional to the remainder. 
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2.3.4 Straight line motion 
Up to this point, the model configuration has been 
described in terms of joint angles. Location data for the 
PUMA is stored in the form of three world position 
coordinates and three euler angles. Straight line motion 
uses the inverse kinematic solution, solved by Lee <17>, to 
convert between the PUMA'S location data format and the 
joint angles. 
Lee's geometric approach to determining the inverse 
kinematic solution of the six-link PUMA robot uses three 
configuration indicators or decision variables to uniquely 
determine one solution from a possible four for the first 
three joints and one solution from the possible two for the 
last three joints. Orthogonal coordinate frames are defined 
at each joint with its Z-axis pointing in the direction of 
motion and the X-axis points away from and is normal to the 
previous Z-axis. The first decision variable indicates 
either a left or right hand arm configuration. To determine 
the first joint angle, the projection of the position vector 
in the Xn-Yn plane from the WCS origin to the intersection 
point of the last three joint axes is found. The first 
joint angle is determined from the equations which result 
from equating the components of the projection of the 
position vector and the position vector described by the 
appropriate concatenated transformation matrix.  The  second 
-3 3- 
decision variable indicates either an elbow above or below 
the wrist. For joint two, the projection of the same 
position vector is made onto the X -Y plane. Joint two is 
determined with the equations which result from the geometry 
in jthis plane and the second decision variable. To 
determine the third joint angle, the position vector is 
projected onto the XD~YQ plane. The resulting geometric 
equations and the first two configuration variables give 
joint angle 3. To determine the last three joint angles, 
the transformation matrix formed with the first three joint 
angles is used. The solution is determined by setting joint 
4 such that a rotation about the axis of joint 5 aligns the 
TCS's Z-axis with the given approach vector. Joint 5 is 
determined to align the axis of motion of joint 6 with the 
approach vector. Finally, joint 6 is determined to give the 
desired orientation. For a better understanding of the 
inverse algorithm, refer to Lee's paper <17> and subroutine 
INVERSE in appendix A. 
In the simulator, three zero angle position conventions 
are used. Lee's geometric solution takes advantage of the 
angle convention which defines the horizontal robot 
configuration as the zero position. The simulator uses the 
widely accepted statically balanced vertical configuration 
<15> which defines the zero position for each joint midway 
between the stop limits.  The PUMA's convention is different 
3-1- 
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Figure 2-8 
z    b.  simulator 
Three zero angle conventions. 
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c.  PUMA 
Figure 2-8c.  Three zero angle conventions (continued). 
~..S 
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and uses a combination of the other two (Figure 2-8). 
Presumably, this convention was chosen for stepper motor 
convenience. In the simulator, conversions are made between 
these three conventions so as to conveniently calculate the 
inverse solution, to rotate the model efficiently, and to 
display data in the format familiar to PUMA users. 
Straight line motion is used in world,  tool,  and  VAL 
modes.   It  is  more involved than joint coordinated motion 
and thus slower.  The first step for straight line motion in 
the  simulator  is  to determine  the  joint angles for the 
current and final desired configuration in Lee's convention. 
The   simulator   determines   the  joint  angles  in  Lee's 
convention for the current configuration by simply adding 90 
degrees to the second joint in the simulator convention. _.it 
determines  the  joint  angles   for   the   final  desired 
configuration  by applying the inverse kinematic solution to 
the corresponding Lee  convention  data.   Once  known,  the 
joint  angles are used to calculate orientation matrices and 
the theoretical decision variables <17> for each  location. 
In  the  pendant modes,  the  theoretical decision variable 
values at the current and next predicted  configuration  are 
compared.   In  VAL mode, those of the user defined and the 
next predicted configuration are compared.  In either  case, 
if  there  is  disagreement,  the  move  is  not  made.   To 
i ■ •■ 
demonstrate straight line motion  along  an  accepted  path, 
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differences  between  the  beginning  and  end positions and 
entries in the orientation matrices are calculated.  Similar 
to   joint  coordinated motion,  the  number  of  steps  is 
determined  by dividing  the  maximum position  coordinate 
difference  by a speed dependent i'WK.ement.  Once the number 
of steps is known, step sizes for each  position  coordinate 
and  each orientation matrix entry are calculated.  Then the 
position and orientation matrices are incremented  from  the 
current to the next desired configuration by the appropriate 
step sizes.  Table  2-3  shows  an  example  beginning,  two 
intermediate  and  a  final  desired  orientation matrix for 
straight  line  PUMA  robot  motion.    The   corresponding 
segmented  straight  line  path  is displayed in Figure 2-9. 
The model configuration  displayed  at  each  step  along  a 
straight line path is specified by joint angles.  To convert 
to joint angles  from  the  position  and orientation  data 
format, the -simulator uses Lee's inverse solution.  Straight 
line  motion  is  slower  than  joint   coordinated   motion 
primarily  due to the additional computation time introduced 
by the inverse solution. 
2.3.5 World and Tool modes 
World and tool mode motions are special cases of 
straight line motion. In world mode, the clamp moves along 
straight line paths parallel to any one  of  the  three  WCS 
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0.00 0.00 0.00 1 .00 
0.62 0. 15 -0.77 12.B4 
0.07 0.97 0.24 18.50 
0.79 0.20 -0.59 24.71 
0.00 0.00 0.00 1 .00 
0.62 0. 15 -0.77 12.84 
0.07 0.97 0.24 15.89 
0.79 0.20 -0.59 24.71 
0.00 0.00 0.00 1 .00 
0.62 0. 15 -0.77 12.84 
0.07 0.97 0.24 13.27 
0.79 0.20 -0.59 24.71 
0.00 0.00 0.00 1 .00 
A 
B 
C 
D 
Table 2-3.  Example orientation matrices Tor 
stra i ght I i ne mot i on. 
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Figure 2-9.  Simulator output images for straight line 
motion along world's Z-axis.   -40-          
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axes while maintaining the same orientation (Figure' 2-9) . 
Referring to subroutine WORLD in appendix A, the first step 
is to determine the orientation matrix from the current 
joint angles. The user specified position along the TCS's 
Z-axis is also referenced. The next desired position is 
determined by adding the user controlled increment along the 
appropriate WCS axis to the referenced current position. 
The PUMA controller does not use the user defined values for 
the decision variables in the pendant modes. So the 
simulator temporarily redefines these decision variable 
values to the theoretical values Cor the current position 
and orientation. With these theoretical values, the new 
position, and the orientation matrix of the current 
position, Lee's inverse solution determines the joint 
angles. These joint angles are then checked to see if they 
are within the joint stop limits and if the corresponding 
configuration is within the work volume. If the joint 
angles are valid, the display data is calculated and the new 
configuration displayed. 
In tool mode, the clamp moves along straight line paths 
parallel to any one of three TCS axes (Figure 2-10). Again, 
the clamp maintains the current orientation. Referring to 
subroutine TOOL in appendix A, one can see that the current 
user specified position along the TCS's Z-axis and the 
orientation  matrix  are used.  Since transformations in the 
-41- 
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Figure 2-10. Simulator output images for straight line 
motion along tool's Z-axis.   -42- 
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simulator are done with respect to the SCS, the first step 
is to align the position along the TCS's Z-axis with the 
SCS's Z-axis. This is done by premultiplying the 
coordinates  of  the  position data  by  the inverse of the 
it 
current clamp matrix, [T5]-1-. ( [T5] is shown in table 2-2.) 
Conveniently, for the homogeneous rotation matrices used, 
the transpose and inverse are identical. Once aligned with 
the SCS, this point is shifted by the user controlled 
increment size along the appropriate axis. The incremented 
position is then transformed back to the TCS by 
premultiplying it by [T5]. As in world mode, the simulator 
temporarily redefines the decision variable values and uses 
the new position to calculate the joint angles. 
Identically, the validity of the solution is checked and the 
display updated. 
In world and tool modes, before displaying the model, 
the joint angles are checked to see if they exceed the stop 
limit angles or if the predicted motion is outside the work 
volume. The latter check merely compares the magnitude of 
joint angle 3 (elbow) to the interactive joint angle 
rotation increment. If the angle is smaller than the user 
defined rotation increment, links 2 and 3 are nearly 
aligned. For example, in Figure 2-11, the model can not 
reach farther in the WCS X-direction and a warning message 
is displayed. 
-4 3- 
Figure 2-11. Example work volume limit warning 
-44- 
2.4 Transformations of User Defined Objects 
Another important  feature  of  the  simulator  is, the 
manner  in which it models the interaction between the robot 
and user defined objects or work  pieces.   Latching  onto, 
moving and detaching from objects is simulated.  As shown in 
subroutine] LATCH  (appendix  A),  if  the  flags  are   set 
properly,  to  latch  onto  an  object,  a  wrist  to object 
reference point (first corner) distance is calculated first. 
Again,  since  transformations  are done with respect to the 
SCS, the object is essentially shifted to the SCS origin  by 
subtracting  the coordinates of the reference vertex for the 
object from all of the vertices of the display data  (column 
4  in  table  2-1).   As in world and tool modes, the object 
definition data (column.2 in  table  2-1)  is  redefined  by 
premultiplying the object data which is defined with respect 
to rfhe  SCS  origin  by  the   transpose   of   the   clamp 
transformation  matrix,  [T5] .  Once an object's definition 
data  has  been  redefined  in  this  manner,  it   may   be 
premultiplied  by the clamp matrix, [T5], and shifted by the 
sum of all of the reference points  for  the  robot model's 
polyhedrons  plus  the  reference distance calculated in thq 
first step.  Thus the object is redefined  with  respect  to 
the  wrist  and  it becomes a part of the clamp.  This makes 
moving an object identical to moving the clamp.  As shown in 
subroutine DETACH (appendix A), to detach an object when the 
-4 5- 
flags are properly set, the distance between the object and 
the SCS origin is calculated. The rotated object data 
(column 3 in table 2-1) is then rederined so that when this 
new reference distance is added to the reference vertex of 
the object, it is displayed in the same place as it was when 
defined with respect to the wrist. 
Consider Figure 2-12 which shows schematically how 
these algorithms are applied to a two-dimensional stick 
figure. The object, shown in orange, is initially displayed 
with respect to the SCS origin. To transform the object, 
the wrist to object reference distance, shown in red, is 
calculated. For motion, the object is shifted to the SCS 
origin and the definition data redefined with the inverse of 
the clamp matrix., [T5] , as shown in green. When this new 
definition data is premultiplied by the clamp matrix and 
shifted with respect to the wrist by the reference distance, 
shown in red, it will appear superimposed upon the original 
orange object outline. Subsequent rotations of the clamp 
also rotate the object. To detach the part, the distance 
between the object's reference vertex and the SCS origin, 
shown in yellow, is calculated. Once the flags are set, the 
object is no longer defined with respect to the wrist, but 
with respect to the SCS origin as done initially. 
■46- 
X 
Figure 2-12. Two-dimensional transformation of a user 
defined object. 
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2.5 Collision Check Algorithms 
One drawback of a graphic simulator which uses 
wire-frame models is that it is difficult to verify visually 
whether or not a polyhedron is in front of, behind, or 
intersecting another. The VAL SIMULATOR uses both a coarse 
and a fine mathematical intersection check to notify users 
of collisions between polyhedrons representing the robot 
model and work pieces. Possible collisions between robot 
links and themselves, between moving and stationary objects, 
and between robot links and stationary objects are checked, 
but impossible collisions between robot links are not. 
These algorithms are valuable tools for defining locations 
and VAL program debugging because they verify desired 
intersections and announce unwanted collisions. The 
algorithms provide quick approximate checks and efficient 
precise checks for polyhedron intersection. 
The coarse check, suggested by Pieper <18>, "grows" all 
possible obstacles by a speed dependent error margin to form 
a parallelepiped envelope around them. It then checks to 
see if the midpoint of the clamp or other moving object is 
within any of these parallelepipeds. If this midpoint is 
within a parallelepiped, then the fine check algorithm is 
used. 
-4B- 
v * 
Figure 2-13 shows in two dimensions how the 
parallelepiped envelope is formed. During program 
initialization, the radii of circumscribed spheres, shown in 
yellow, for every polyhedron and the clamp are calculated. 
For the coarse check algorithm, the radius of the moving 
polyhedron in question is added to the extreme coordinates1 
of the vertices of each stationary polyhedron to form the 
yellow box shown. Simultaneously, a speed dependent error 
margin is also added to form the lavender box. The coarse 
check algorithm compares the coordinates of the center point 
for a moving polyhedron (shown as a red cross hair) and the 
maximum and minimum coordinates for the lavender box. When 
the coordinates of the moving center point are inside the 
envelope, a yellow warning message is displayed and the fine 
check algorithm is applied. 
Figure 2-14 shows why a speed dependent error margin is 
necessary. In the figure, the same object is shown 
surrounded by a large and a small lavender box. For each, a 
fast and slow clamp path, represented by a series of red and 
white cross hairs respectively, is also shown. If the box 
is small and the distance between the steps along the path 
represented by the cross hairs large, there will not be 
ample warning time between imminent and actual collisions. 
On the other hand, if the box is large and the distance 
between  the  path steps short, the algorithm will apply the 
-4y- 
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Figure 2-13. Coarse Collision Check - "growing" a 
polyhedron. 
LflUENDCIR 
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Figure 2-14. Coarse Collision Check 
error margin. 
- adding speed dependent 
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fine check algorithm more often than necessary thus slowing 
down the display speed of the simulator. In the simulator, 
the speed dependent error margin has been chosen arbitrarily 
to provide a good compromise. 
The fine check algorithm <14> is used when the midpoint 
of a moving polyhedron is inside a parallelepiped envelope. 
When the fine check algorithm is used, the question is, do 
any of the line segments of one polyhedron intersect any of 
the polygons of another or vice versa. The algorithm is 
also used to notify users when it is possible to pick up an 
object. In the latter case, it checks for the intersection 
between the line segment representing the LED and the 
polygons of the user defined polyhedrons. 
The polygon-line segment problem is solved by first 
checking to see if, and then where, the line of a line 
segment intersects the plane of the polygon. There are 
three possibilities since if there are line segments 
parallel to the plane, there must also be line segments in a 
direction which intersects the plane (Figure 2-15). The 
algorithm first checks to see if the intersection point of 
the line and the plane is on the line segment. If so, there 
are two possibilities, inside or outside the polygon. To 
determine if this intersection point is within the bounds of 
the polygon, the sum of the areas of the triangles formed by 
the  intersebtion  point  and  the  adjacent vertices of the 
-51- 
Figure 2-15. Fine Collision Check - breaking polyhedrons 
into line segments and polygons. 
Figure 2-16. Fine Collision Check - checking location of 
intersection point by comparing areas. 
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polygon is calculated. If the sum of the areas of the 
triangles is greater than the area of the polygon, the 
intersection point is outside the polygon (Figure 2-16), 
otherwise a collision has taken place. 
It is important to note that the collision check 
algorithm depends upon the geometry definition described in 
section 2.1. For efficiency, the indices of the vertices of 
the model are broken down into line segments and polygons 
during program initialization. 
2.6 Back Face Elimination 
Another feature of the simulator which aids user 
visualization is the back face elimination <19> option. 
With this algorithm, polygons with normals which point into 
the terminal's screen are not displayed thus effectively 
eliminating many of the lines that are otherwise confusing 
to a user (Figure 2-17). In fact, for the convex wire-frame 
polyhedrons used by the simulator, the algorithm is a quick 
hidden line algorithm when the polyhedrons do not overlap. 
The improved display is made possible by exchanging 
simulation execution speed. There are two contributing 
factors. First, with the back face elimination algorithm, 
all of the polygons are drawn separately so that they may be 
selectively displayed.  Oftentimes, this causes an  edge  to 
-53- 
Figure 2-17. With back faces off, model is clearer 
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PoIygon by poIygon 
for back Paces w 
e I i m i nated 
Segment by segment 
Tor wine-frame 
representat i on 
Figure 2-18.  Alternate display scheme; 
be duplicated, something which does not happen with an 
efficiently drawn complete wire-frame model (Figure 2-18). 
Conveniently, however, in the polyhedrons of the robot model 
and in most user defined geometries, the number of hidden 
lines not displayed equals the number of lines duplicated. 
Since the number of actual lines drawn is essentially the 
same for either display option, the statements which 
determine which polygons are displayed have the greatest 
effect upon the simulation display speed. 
During program initialization, the simulator uses the 
first three vertices (numbered clockwise) of every polygon 
to define two lines in the plane of these polygons. The 
vector cross product of these lines gives lines normal to 
each polygon. One end point of these lines is the first 
vertex of the polygon, the significant one is represented by 
the coordinates of the vector cross product. In the 
simulator, these additional coordinates (one for each 
polygon) are associated with their corresponding 
polyhedrons. Whenever the part definition data for a 
particular polyhedron is rotated, so are the respective 
coordinates of the normals. Within the display routine, 
PICTUR (appendix A), the coordinates of the normals are 
checked to see if they have negative Z-components in the 
absolute coordinate system (coordinates of the screen). If 
they  do,  the  normals point into the terminal's screen and 
-50- 
thus the associated polygon are not displayed. 
The normals are not rotated when the full wire-frame 
model is displayed ,to minimize the amount of data 
transformed to display an image. Each time a user turns on 
the back face elimination option, the original normals are 
rotated according to the rotaion matrices specified - by the 
current joint angles. 
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CHAPTER 3 
DECODING VAL COMMANDS 
The simulated VAL commands are grouped into five 
categories: location, configuration decision variables, 
hand, motion, and program control commands. The function of 
each command as it applies to a PUMA 600 with a nonservo 
controlled clamp will be explained briefly <9> followed by a 
description as to how it is decoded and how the behavior is 
simulated. Most of the commands are handled by 
appropriately named subroutines which call other dedicated 
subroutines. The proper syntax of each VAL string is 
assured after it is read in. If the command does not match 
one of the mnemonics listed in the COMMAND.DAT file, it can 
not be simulated and an error message is displayed. In the 
VAL commands described below, angle brackets, < >, are used 
to enclose arguments and square brackets, [ ], are used to 
denote optional arguments. The uppercase arguments refer to 
variable names or messages and the lowercase arguments refer 
to numerical values. 
3.1 Location Commands 
The three location related commands, BASE, HERE, and 
WHERE are monitor commands and may not be included in user 
programs on the PUMA. As a design feature to enhance VAL 
program  debugging,  the simulator permits these commands to 
-58- 
be included in programs.  The WHERE  command  is  especially 
useful. , 
3.1.1 BASE [dx],[dy] , [dz] , [z rotation] 
BASE is a monitor command  which  translates  and  then 
rotates the WCS about its Z-axis.  In the simulator, BASE is 
used in VAL mode to shift and then  rotate  the  robot  with 
respect  to a fixed WCS and user defined work environment as 
shown  in  Figure  3-1.   Before  implementation,  the  BASE 
command  assures  that  the  user  defined  objects  are not 
attached to the robot model so that the model and parts  are 
transformed  separately  as  shown  in  subroutine  BASE  in 
appendix A.   Then,  since  transformations  are  done  with 
respect  to  the SCS, the definition and rotated object data 
(columns  2  and  3  in  table  2-1)  is  rotated  and  then 
translated  back  to  its position with respect to the WCS's 
initial orientation.  This step is done  first  because  the 
BASE command specifies shifts and a rotation with respect to 
the initial WCS frame.  FORTRAN decode statements  are  used 
to  determine the value of the shift increments and rotation 
angle from the user's input.  Next, the original object data 
(columns 2 and 3 in table 2-1) is shifted by subtracting the 
increment and then rotating the object data in the  negative 
direction  according  to  equation  (5)  of  section  2.3.1. 
Similarly, data for the WCS frame is read from  a  file  and 
-59- 
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Figure 3-1.  Example of BASE command. 
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transformed. By shifting and rotating the user defined 
objects and WCS frame in the negative direction, the robot 
model remains centered on the screen eventhough, 
theoretically, the work environment was fixed and the robot 
moved. This is practical because usually there is less 
object data than robot model data to transform and users are 
most interested in the behavior of the robot model and like 
to have it centered on the screen. 
3.1.2 HERE <POINTA> 
As the mnemonic implies, this command defines a 
particular robot position and clamp orientation for future 
reference. When the simulator reads the HERE command 
followed by a user specified configuration name, the 
simulator converts from the current simulator joint angle 
data format to the PUMA's position and euler angle format 
defined with respect to the current WCS. It then stores the 
name and PUMA data in an array. 
3.1.3 WHERE 
The WHERE command displays the current clamp position 
with respect to the WCS in millimeters and its orientation 
and the joint angles in degrees. Depending upon clamp 
paths, rotation angle values may be shifted by 360 degrees. 
For example,  an  expected  value  of  180  degrees  may  be 
-61- 
displayed as -180 degrees. 
WHERE in the simulator is more consistent and displays 
more information than the PUMA controller. In the 
simulator, the angles displayed for a particular 
configuration are always the same regardless of the paths 
followed. As mentioned in section 2.2, there are several 
position display options. Depending upon the one chosen by 
the user, the position displayed may be any one of three 
points along the TCS's Z-axis. In addition to this 
information, the euler and joint angles, whether the clamp 
is opened or closed, and the status of the decision 
variables is displayed. 
3.1.4 SHIFT <POINTA> BY Idx],[dy),[dz] 
The SHIFT command modifies the indicated configuration 
name by adding the indicated increments in the respective 
WCS directions. If the configuration name does not exist or 
if the new position is impossible, error messages are 
displayed. The simulator decodes the arguments and 
implements identical behavior. 
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3.1.5 SET <POINTA> = <POINTB> 
The SET command equates the value of the left hand name 
to the right hand one. Similarly, the simulator stores the 
configuration data for the right hand name also with the 
first name. 
3.2 Configuration Decision Variable Commands 
As mentioned in section 1.3, eventhough the PUMA  is  a 
six  degreeof  freedom  robot,  six  coordinates  are  not 
sufficient to define a unique configuration.  The VAL manual 
emphasizes  that  for a six-joint anthropomorphic robot like 
the PUMA, many locations in its workpspace may be reached by 
assuming  one  of  eight  possible  configurations  <9>.  To 
understand this better, consider the example of  picking  up 
an object from a table.  Without moving your shoulder, grasp 
the object from the top, left, right, front, and back  while 
noticing  that many elbow, forearm, and wrist configurations 
are possible.  Couple this with the fact that  you  may  use 
either  your  right or left arm and you will realize why VAL 
includes six  commands  which  conveniently  restrict  these 
possibilities  to  distinguishable  unique  solutions.   The 
first  two,  RIGHTY  and  LEFTY,  control  the  first  three 
rotation  joints  so  that  they resemble a human's right or 
left arm respectively thus limiting the workspace  as  shown 
in  Figure 3-2.  The second two, ABOVE and BELOW, define the 
if 
-0 3- ' 
RIGHTY (above) and LEFTY (below) 
Figure 3-2.  RIGHTY and LEFTY work volumes, 
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configuration1 so that the elbow is above or below the clamp. 
The last two, NOFLIP and FLIP, change the range of the wrist 
(joint 5) rotations from positive to negative angles, 
respectively. This is the difference between the clamp 
pointing upward or downward. 
In the simulator, these commands are implemented by 
merely setting the sign of the decision variables IARM, 
IELBOW, and IWRIST for the three questionable joints. 
Positive values are assigned for RIGHTY, ABOVE , and NOFLIP; 
negative values are assigned for LEFTY, BELOW, and FLIP. 
Although apparently simple, changing these variables has a 
fundamental effect upon the joint angles cleverly provided 
by Lee's approach to the inverse kinematic solution <17>. 
3.3 Hand Commands 
For the nonservo controlled hand considered, the OPEN 
and OPENI, and CLOSE and CLOSEI commands are identical. 
3.3.1 OPEN / OPENI 
The OPENI instruction sends a signal to the pneumatic 
control valve which immediately opens the clamp. In the 
simulator, to open the clamp, the definition data (column 2 
in table 2-1) for the reference vertices of the polyhedrons 
which represent the two clamp faces are  translated  to  the 
-65- 
open position. In the open position, it is assumed that no 
objects stick to the clamp. The detach algorithm of section 
2.4 which redefines the objects with respect to the SCS 
origin is applied and the flags are set accordingly. Once 
completed, the display data for the clamp and objects is 
updated. 
3.3.2 CLOSE / CLOSEI 
Similar to the OPENI command, the CLOSEI command causes 
the pneumatic control to immediately close the clamp. In 
the simulator, the definition data (column 2 in  table  2-1) 
for  the reference vertices of the two clamp polyhedrons are 
-i 
translated to  the  closed  position.   If  the  fine  check 
algorithm  had  previously  acknowledged  that  an object 
intersected the  LED,  the  attach  algorithm  presented  in 
section   2.4   is  applied  before  updating  the  display. 
Confusion may arise in the case  where  a  user  places  two 
small  objects  near  one  another  or  ignores  a collision 
warning messages between two objects.  One might expect  the 
clamp  to  attach  itself  to  both objects.  The simulator, 
however, only attaches the  clamp  to  the  lowest  numbered 
object  polyhedron.   For efficiency, the simulator does not 
repeat these steps if the clamp is already closed. 
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3.4 Motion Commands 
3.4.1 READY 
The READY command puts the robot into the statically 
balanced vertical configuration and sets the configuration 
decision variables positive. This is done in the simulator 
by creating a location for the zero position according to 
the simulator's convention and moving to it with joint 
coordinated motion as described in section 2.3.3. Then the 
decision variables, IARM, IELBOW, and IWRIST, are set 
positive. 
3.4.2 DRIVE <jt>,<delta>,<speed> 
DRIVE rotates the specified joint (numbered from the 
base), the number of degrees indicated at the given 
percentage of full speed. In the simulator, the first step 
is to decode the joint number, increment angle and percent 
of maximum simulation speed. As with the READY command, a 
new location is created by incrementing the indicated joint 
angle for the current configuration by the increment angle. 
Then the simulation speed is set as described in sections 
2.3.2 and 3.5.1. The model is then moved to this location 
with joint coordinated motion as described in section 2.3.3. 
Lastly, the simulation speed is reset. 
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3.4.3 MOVE <POINTA> / MOVES <POINTA> 
As the mnemonics imply, the MOVE and MOVES commands 
move the robot to a predefined location along joint 
coordinated or straight line motion respectively. In the 
simulator, the location name is decoded and "the 
corresponding PUMA data retrieved and converted to simulator 
joint angle format. Then, the orientation matrix and 
theoretical decision variables are computed. The current 
theoretical decision variables are compared to determine if 
the path is possible. Valid joint coordinated or straight 
line motion paths are simulated according to the algorithms 
of chapter 2. 
3.4.4 APPRO <POINTA>,<mm> / APPROS <POINTA>,<mm> 
The APPRO and APPROS commands move the robot, along 
joint coordinated and straight line paths respectively, to a 
location offset the indicated distance in millimeters along 
the TCS's Z-axis from the given location in the same 
orientation. These commands are important for insuring that 
the robot does not collide with an object while approaching 
it. The offset along the TCS Z-axis is analogous to 
shifting a milling machine tool to a clearance plane. 
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In the simulator, the location is decoded and the data 
retrieved. As with tool motion in section 2.3.5, this 
position must be transformed to the SCS with the transpose 
of the clamp transformation matrix. Once the position is 
transformed to the SCS, the offset is added and the position 
transformed back to the WCS with the clamp transformation 
matrix. From this WCS data, the joint angle data is 
determined with the inverse kinematic solution. The joint 
angles are used to determine the orientation matrix and the 
theoretical decision variable values so the solution 
validity may be checked. If valid, joint coordinated or 
straight line motion is used to approach the offset 
location. 
3.4.5 DEPART <mm> / DEPARTS <mm> 
The DEPART and DEPARTS commands are used to shift the 
clamp the indicated amount along the TCS's Z-axis while 
maintaining the same orientation. This is used to depart 
the opened clamp from an object without colliding with it 
and also for departing from a location with an object in a 
manner which does not grind the object into the table or 
fixture from which it is taken. 
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The simulator simulates departing much like the 
approaching commands. The current joint angles are used to 
determine the current position. As in the approach 
algorithm, this location is transformed to the SCS, shifted 
by the appropriate increment along the TCS's Z-axis, and 
then transformed back. Once the solution validity has been 
verified, joint coordinated or straight line motion is used 
to move to this location. 
3.4.6 DRAW <dx>,<dy>,<dz> 
The DRAW command moves the clamp along a straight line' 
path by increments in the respective WCS's directions while 
maintaining the current orientation. In the simulator, this 
command is much like world mode motion. The orientation 
matrix and position are calculated from the current joint 
angles. Then the decoded increments are added to all three 
of the current position coordinates. From this orientation 
matrix and the new position, new joint angles are determined 
with the inverse kinematic solution. Again, the validity of 
the solution is checked by comparing the decision variables 
before applying the straight line algorithm of section 
2.3.4. 
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3.5 Program Control 
The value of the simulator is realized by its ability 
to simulate a series of user defined commands or a VAL 
program. The program control commands determine which 
commands are simulated, in what order and how fast. 
3.5.1 SPEED <percent> 
The SPEED command determines how fast the clamp moves. 
In joint coordinated motion, the SPEED command sets the 
rotation time for the joint which moves the farthest. In 
straight line motion, the command sets the speed of the 
clamp tip. In the simulator, the SPEED command sets the 
increment size used by the joint coordinated and straight 
line motion algorithms discussed in chapter 2. If the 
indicated percentage of maximum speed is less than 10 or 
greater than 100 it is set to 10 or 100 respectively. In 
addition to the increment size, the speed dependent error 
margin used by the coarse collision check algorithm is also 
calculated when the SPEED command is decoded. 
3.5.2 EXECUTE <PROGRAM>,<ntimes> 
This command executes a user's program the indicated 
number of times. In the simulator, this command opens a 
program data file called PROGRAM.DAT and begins reading  the 
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JIAL     commands  listed  in  the  file  in order, ijust before 
opening the program data file, the interrupt flag is 
appropriately set so that, if desired, program execution may 
be aborted without leaving the simulator. As they are 
processed, one by one, each command is scrolled on the VS11 
screen so that it may be compared immediately to the 
corresponding behavior of the robot. The commands are read, 
decoded, and implemented until a STOP or HALT command is 
encountered or until the executing VAL program is aborted by 
a user. If the number of times is negative, the VAL program 
is repeated indefinitely by the PUMA controller and 1000 
times by the simulator, otherwise the program is repeated 
the indicated number of times. 
3.5.3 PAUSE <MESSAGE> 
The PAUSE command causes an executing VAL command to 
temporarily stop execution. When the program stops with a 
PAUSE command, a user may enter, for implementation, any 
other acceptable VAL commands. After a PAUSE, the simulator 
reads and decodes each VAL command as it is entered. 
Acceptable VAL commands are implemented until the PROCEED 
command is encountered at which time control is returned to 
the VAL program. In the simulator, commands entered after a 
PAUSE may be aborted, thus aborting the executing VAL 
program. 
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3.5.4 DELAY <time> 
DELAY causes a VAL program to delay execution by the 
indicated number of seconds. In the simulator, this amount 
is decoded and then a software loop (610,000 loops 
corresponds to approximately one second for average system 
use) is executed. 
3.5.5 STOP <MESSAGE> / HALT <MESSAGE> 
The STOP and HALT commands are used to terminate VAL 
program execution. Both may be followed by, informative 
messages which are printed for the user on the PUMA 
controller's terminal. The STOP command signals the end of 
a program. If many repetitions of a program are desired, 
the first VAL command of the program immediately follows the 
STOP command. The HALT command terminates a user's program 
regardless of any program repetitions remaining. In the 
simulator, these two commands are handled identically as a 
STOP command. They both set a flag which terminates an 
executing program, but if program repetitions are required, 
control is passed to the first line of the VAL program. 
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3.5.6 ABORT 
The ABORT command terminates program execution 
immediately after completion of the step currently being 
simulated. The simulator does not accept this command, but 
it does have the same capability. In the simulator, the 
VS11 terminal is used to display the VAL commands as they 
are simulated. For this reason, ABORT may not be entered 
during VAL program simulation. As an alternative, pressing 
the "CTRL" and "C" keys simultaneously effectively 
interrupts VAL program execution by setting the flag which 
is checked before reading each VAL command from the file. 
Aborting a VAL program in this manner preserves the user 
defined locations and setup. 
3.5.7 REMARK <MESSAGE> / TYPE <MESSAGE> 
These commands aid programmers and other VAL program 
users with informative comments or instructions. Messages 
following a REMARK command are ignored during program 
execution, but are helpful for explaining the function of a 
series of commands in a VAL program. Messages following a 
TYPE command are displayed on the PUMA controller's 
terminal. In the simulator, these commands are implemented 
identically since, as is the case with every simulated 
command, after they are read in, they are immediately 
displayed upon the VSll terminal. 
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CHAPTER 4 
CASE STUDY 
The following simple block stacking example shows, step 
by step, how the simulator may be used to solve a 
programming problem. Preparation of work environment and 
location data files is explained, followed by instructions 
for VAL SIMULATOR use. Lastly, the simulated program is 
compared to actual PUMA 600 implementation of the example 
program. 
4.1 Data Preparation 
As suggested, the simulator may be used as a design 
tool when considering various work environment arrangements 
as well as VAL programs. For this reason, at 
initialization, the VAL SIMULATOR prompts a user for the 
name of a predetermined work environment or setup file. 
This file contains the geometry definition data for the work 
pieces to be included in the robot's environment. The 
program handles data in the units of eithter millimeters or 
inches defined with respect to the WCS or the SCS. 
An example work environment or setup data file appears 
in figure 4-1. The first line contains the number of user 
defined objects, 2. The second line specifies the units of 
the  object's  coordinates.   Either "MM" or "IN" is used to 
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2 
MM 
W 
1,8 
-171.45 457.20 -660.40 
0.00 0.00 0.0 
0.00 88.90 0.0 
0.00 88.90 44.45 
0.00 0.00 44.45 
-19.05 0.00 0.0 
-19.05 88.90 0.0 
-19.05 88.90 44.45 
-19.05 0.00 44.45 
1,8 
38.10 584.20 -660.40 
0.00 0.00 0.0 
0.00 44.45 0.0 
0.00 44.45 55.88 
0.00 0.00 55.88 
-19.05 0.00 0.0 
-19.05 44f 45 0.0 
-19.05 44.45 55.88 
-19.05 0.00 55.88 
CCC BLOCK A 
CCC BLOCK B 
Figure 4-1.  Example setup data file. 
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designate millimeters or inches.  The third line defines the 
origin  of  the  coordinate system with respect to which the 
data is defined.  "W" is used to designate the WCS;  "S" for 
the  SCS.   Following the third line of any setup data file, 
there are lines of data, one corresponding to each  object, 
denoting  its  size.   The size of each object is denoted by 
the number of vertices  used  to  define  it.   The  maximum 
number  of  user  defined polyhedrons is 11, and vertices is 
165.  This is limited by  the  dimension  of  the  collision 
check  index  array,  400.   A total of 266 model and object 
vertices was chosen since more would unreasonably impede the 
simulated  speed.   In  the example shown (Figure 4-1), each 
block has 8 vertices.  The first and last  vertex  for  each 
object  are  separated  by  a  comma (1,8).  Due to the data 
format chosen, the first digit is always 1 and the last  one 
is  always an even integer greater than 6.  The next line in 
the  setup  data  file  contains  the  coordinates  of   the 
reference  point  (the  first  corner) for the first object. 
The  coordinates  of  the  vertices  with  respect  to   the 
reference  point  follow.   These  coordinates  are given in 
alphabetic order (X,Y,Z) separated by commas or spaces, thus 
corresponding  to  appropriate  coordinate system axes.  The 
order of the vertices in the file is critical for  effective 
application  of  the  back  face  elimination algorithm.  As 
described  in  section  2.1,  the  simulator  models  convex 
polyhedron  envelopes  for  objects  whiph  are  formed from 
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n-sided polygons. The order of the vertices for the face of 
the front and back polygons must correspond and they must be 
specified ' in the same clockwise or counterclockwise 
convention when looking toward the origin along the line of 
the normal axis. For a clockwise convention, the magnitude 
of the coordinates along the normal axis for the second 
polygon must be greater than those of the first polygon. If 
a counterclockwise ordering is used, then the magnitude of 
the coordinates along the normal axis for the second polygon 
must be less than those of the first. The labels (CCC BLOCK^ 
A) marking each object's reference point is included only 
for identification and is not used by the simulator. 
Once a setup file has been created, VAL programs may be 
simulated on the simulator with arbitrarily assigned 
locations. However, defining locations by entering them in 
a data file is more practical. Programming locations are 
most easily determined from the setup file when the objects 
are defined in millimeters with respect to the WCS and 
should be included in the work environment design. Once 
determined, location data (position and orientation angles), 
is stored in a data file. In the file, each location is 
signaled by the label, POINT, followed by a space and then, 
an appropriate name of up to nine characters long, another 
space, and the position and orientation data itself 
separated by commas as shown in figure 4-2a. 
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DRB1:[CLIFTON]DEMOl.LOC;18 a. 
POINT A,-180.,510.,-610.,l.,89.,-179. 
POINT B,309.,434.,-610.,1.,89.,-179. 
POINT C,28.,602.,-610.,1.,89.,-179. 
POINT D,309.,434.,-558.,1.,89.,-179. 
DRB1:[CLIFTON]DEM02.LOC;18 b. 
POINT A,-180.,510.,-610.,1.,89.,-179. 
POINT B,309.,434.,-610.,1.,89.,-179. 
POINT C,28.,602.,-610.,179.,20.,1. 
POINT D,309.,434.,-558.,179.,20.,1. 
DRB1:[CLIFTON]DEM03.LOC;18 C. 
POINT A,-180.,510.,-610.,1.,89.,-179. 
POINT B,309.,4 34.,-610.,1.,89.,-179. 
POINT C,28.,602.,-610.,179.,20.,1. 
POINT D,309.,434.,-558.,-89.,20.,1. 
DRB1:[CLIFTON]DEM04.LOC;18 <*• 
POINT A,-180.,510.,-610.,1.,89.,-179. 
POINT B,309.,434.,-610.,1.,89.,-179. 
POINT C,28.,602.,-610.,179.,20.,1. 
POINT D,309.,4 34.,-567.,-140.,20 . , 1. 
POINT E.68..520.,-428.,140.,40.,1. 
Figure 4-2.  Example location data files. 
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4.2 Simulator Use 
The simulator may be used in an interactive manner to 
improve the data. Oftentimes several iterations are 
necessary to find the best match between work environment, 
robot location, ., location data, and VAL programs. 
Recognizing this need, the simulator provides interactive 
features which encourage experimentation with multiple 
design combinations. Typically, good estimates of locations 
are designed along with the work environment and stored in a 
file. Visual inspection of the robot model and the 
collision check algorithms illustrate undesirable 
orientations. Some first draft VAL programs illustrate the 
need for additional intermediate locations to avoid 
impossible paths. By incrementing the model in keyboard 
mode along straight line world or tool paths and adjusting 
the separate joint angles, the desired location data can be 
found and the location data file updated. 
In the example under consideration, the geometric data 
of figure 4-1, the location data of figure 4-2a, and the VAL 
program of figure 4-3a are designed to stack the two blocks 
shown in figure 3-1. The locations chosen are for a left 
handed robot. This program picks up the block at location 
A, places it at location B, picks up the block at location 
C, and places it on top. In this case, the blocks are 
picked  up  from the top and stacked parallel to one another 
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Q 
a. b; 
REMARK  BLOCK ! STACKING PROGRAM REMARK  BLOCK STACKING PROGRAM 
SPEED 100 SPEED 100 
OPENI OPENI 
READY LEFTY 
LEFTY ABOVE 
ABOVE NOF 
NOF MOVE E 
TYPE GET FIRST BLOCK TYPE GET FIRST BLOCK 
APPRO A,-75, APPRO A,-75. 
MOVE A MOVE A 
CLOSEI CLOSEI 
DEPARTS 100. DEPARTS 100. 
APPRO B,-150 APPRO B.-150 
MOVES B MOVES B 
OPENI OPENI 
DEPART 100 DEPART 100 
TYPE STACK SECOND BLOCK TYPE STACK SECOND BLOCK 
APPROS C.-50 APPROS C.-50 
MOVES C MOVES C 
CLOSE I CLOSEI 
DEPART 100 DEPART 100 
TYPE RETURN BLOCKS APPRO D,-50. 
MOVES D SP 60 
OPENI MOVES D 
DEPARTS 100. SP 100 
APPRO D.-100 OPENI 
MOVE D DEPARTS 100. 
CLOSEI TYPE RETURN BLOCKS 
DEPARTS 75. MOVE D 
APPRO C,-50 CLOSEI 
MOVE C DEPARTS 75. 
OPENI APPRO C,-50 
DEPART 100 SP 60 
APPROS B.-100 MOVE C 
MOVES B SP 100 
CLOSEI OPENI 
DEPART 100. DEPART 100 
APPRO A,-100. APPROS B.-100 
MOVE A MOVES B 
OPENI CLOSEI 
DEPART 100 DEPART 100. 
STOP      END OF PROGRAM APPRO A,-100. 
MOVE A 
OPENI 
DEPART 100 
STOP      END OF PROGRAM 
Figure 4-3.  Example program data files 
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A 
on their narrow side.  To pick them up  from  the  side  and 
stack them perpendicular to each other suggests changing the 
location data file to the one shown in figure 4-2b.  If  the 
same  VAL program  is  used,  this  new  data introduces an 
impossible path.  After placing the second block on  top  of 
the first, the simulator shows that the clamp can not depart 
the entire 100 millimeters without exceeding the stop  limit 
for  joint  5  and it displays an appropriate error message. 
Several alternatives are possible.  One is to  decrease  the 
clearance  to  80  millimeters.   Another  is  to move  the 
position of the stack closer to the robot's base.   Assuming 
that  the  clearance must remain at 100 millimeters and that 
the stack  can  not  be  moved,  the  first  orientation  of 
location  D is changed as shown in figure 4-2c.  Running the 
same VAL program again with the collision checks on  reveals 
that  the chosen paths are possible, but that the two blocks 
do not  touch  when  they  are  stacked.   Therefore  the  Z 
coordinate  for  location  D  is  modified  (figure 4-2d) to 
assure contact so the second  block  is  not  left  stranded 
above the first. 
Once suitable locations have been chosen, one may wish 
to modify the VAL program. In this case, if the stacking 
procedure is to be repeated one may not want the robot 
moving to the READY position during each cycle. By 
introducing the new location, E, and moving to  it  instead, 
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IT IS POSSIBLE ..TO 6RHSP THIS PORT 
ID 
E 
Figure 4-4.  Simulator output images for program DEM02 
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repeated stacking is quicker. The simulator does not 
simulate the effect of changing payloads upon clamp velocity 
and acceleration. Intuition suggests that if loaded and 
running at high speeds, the clamp may overshoot a location. 
Commands which reduce the speed during critical stages of 
stacking are included in the revised program (figure 4-3b). 
Approach and depart commands are used liberally to avoid 
collis ions. 
The program and location data files may be downloaded 
directly to the PUMA controller for final debugging and 
execution. Program TRANSFER sends the appropriate files, 
character by character, from disk storage on the VAX 11/780 
to the PUMA controller <20>. 
4.3 Observations 
Inherent in off-line simulation is the limitation of 
precise registration of off-line location data in the real 
work environment. The VAX-PUMA interface assures identical 
numerical values, but unfortunately successful simulation 
does not guarantee foolproof VAL program implementation. 
The simulator model does not have the same geometry as 
pointed out in section 2.1. The most serious limitation is 
that the third link, or forearm, is symmetrical and does not 
show the asymmetrical taper found on the actual PUMA. For 
this  reason,  the  clamp  is  not  located  precisely where 
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predicted. In this example, the blocks may be suitably 
positioned to correct this shortcoming. A more obvious 
problem arises in the stacking. As expected, since there 
was a collision in the simula-tion, a collision takes place 
during actual program execution. When the PUMA attempts to 
place the second block on the first, it knocks the first one 
over and they both tumble out of position. Once a block is 
out of position, continuing the program is useless. To 
correct for this problem, location D needs to be refined. 
As pointed out earlier, simulation speed does not 
correspond directly to actual PUMA speed. Setting the 
PUMA's monitor speed to 25 assures safe program execution 
and corresponds to approximately full simulation speed. 
Running the designed program on the PUMA shows an error 
which occurs twice and which may be corrected by adjusting 
speed commands. When the second block is stacked upon the 
first, it approaches its final resting place too quickly and 
when it is released it is literally thrown. Reducing the 
speed from 60 to 35 at this point solves the problem. 
Similarly, when the top block is replaced on the table 
during repeated stacking operations, its location drifts. 
The VAL SIMULATOR does not reveal this drift at all. 
Eventually, the block drifts to a location beyond the reach 
of the clamp. Again, this drift can be reduced by 
decreasing the speed from 60 to 35.     -'• 
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If during PUMA program execution, the WHERE command is 
used to check a location, different values for certain 
angles may be displayed depending upon paths taken. Some of 
these differences are due to repeatability limitations; 
others are just different ways of expressing the same 
configuration, an insignificant difference. The simulator 
does not have repeatability problems and any ambiguities for 
angle definitions are given default values. 
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CHAPTER 5 
CONCLUSION 
5.1 Summary 
As robot technology evolves, robot language simulators, 
like the VAL SIMULATOR, are being developed for the off-line 
programming languages. These simulators provide users with 
a safe trial implementation of robot programs. They may be 
used as an instructional or design tool to compare work 
place arrangements and programs. In manufacturing, they may 
be used to debug programs off-line thus minimizing assembly 
line down time. The VAL SIMULATOR has been developed within 
a framework which accomodates enhancements. Menu driven and 
interactive, it allows users to experiment with many 
workplace, location, and program possibilities. It provides 
configuration and decision variable information at any time. 
It also provides automatic mathematical intersection checks 
which verify contact and notify users of collisions. For 
convenience, solid models and hard copies may be created. 
Once verified on the simulator, programs and locations may_ 
be down loaded to the PUMA directly. 
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5.2 Limitations 
The current study has revealed some of the limitations 
of the VAL language. VAL does not change decision variables 
automaticallly. When the theoretical decision variable 
values do not equal the user defined values, an impending 
motion does not occur.  This gives the configuration  choice 
to the user.  Sometimes users are not aware of the fact that 
ft. 
a decision variable change is necessary until the impending 
motion is halted. In these cases, an automatic change 
option would make VAL more user friendly. Being able to 
overide the automatic change is still possible. VAL does 
not have any facility for arrays or passing arguments 
between subroutines efficiently. Without a READ statement, 
inputting data is limited to the use of the SETI command, 
the VAX-PUMA interface, and arbitrary configurations. In 
VAL, calculations are limited to integer arithmetic. Since 
VAL is not a complete programming language, its 
possibilities are limited. VAL does not give consistent 
angle definitions since orientations may be described in 
more than one way. "This is not a serious drawback since the 
orientations given are correct. However, consistency would 
make programming easier. 
-88- 
The simulator has limitations beyond the limitations of 
the VAL language. Since it must decode each instruction 
before implementing its behavior, the simulator stops 
briefly at each user defined location along a path. In 
addition, the raster technology necessitates the segmented 
path approach to motion. Including the collision check 
algorithm further impedes smooth motion. For these reasons, 
the simulator does not have the continuous path capability 
available with the PUMA robots. The polyhedron wire-frame 
geometry makes the model look unrealistic and requires users 
to define envelopes around work, pieces rather than use 
actual geometries. This limits the accuracy of the 
simulation. This type of geometry definition has another 
drawback. It requires users to know the coordinates of the 
vertices of objects thus requiring them to be manually 
entered into data files. Registration of off-line data is 
made easy with the VAX-PUMA interface, but since the 
geometries are only approximate, identical numerical data 
does not gurantee sucessful implementation. 
It is important to realize that the VAL SIMULATOR is 
not a robot emulator. It does not simulate the effects of 
gravity nor inertia, especially their effects due to 
changing payloads. To minimize computation time, thus 
providing smoother motion, the simulator does not perform 
any  dynamic calculations for accelerations and merely shows 
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the kinematic behavior. Along the same lines, the simulator 
picks up objects when in actuality they would slip out and 
it misses objects when they might be picked up. The 
simulator picks up objects only when the line segment 
representing the LED is intersected. It does not recognize 
if the object is between the clamp faces nor if it is too 
heavy. 
The VAL SIMULATOR simulates the behavior of nearly all 
location, configuration, and motion commands, and the 
essentials of the hand and program control commands. It 
does not simulate any hardware, signal, arithmetic, or 
branching commands. It does not handle precision points nor 
compound transformations. 
5.3 Future Efforts 
Since the simulator has been written in FORTRAN and 
designed in a way which allows for expansion, it may be 
improved. A first step might be to increase its repertoire 
of executable commands. The OPEN and CLOSE commands can 
easily be modified to include a specified opening width. 
The only missing motion command, ALIGN may be added by 
introducing a routine which steps the current orientation 
matrix for the model to one aligned with the closest WCS 
axis, a matrix of ones and zeros. The FRAME and INVERSE 
commands   may   be   included   by   introducing   compound 
-90- 
transformations. Such transformations require multiplying 
the orientation matrices or their transposes for defined 
locations to form new orientation matrices and thus new 
location data <15>. 
The simulator would become a powerful engineering  tool 
with  the  addition of a 2 pass compiler and the commands it 
wf^ld  make  possible.   VAL programs  could  include  line 
pmbers   and   the  branching  statements,  GOSUB,  RETURN," 
IF-THEN, IFSIG, and GOTO.  In the first pass,  the  compiler 
would   make   a   record  of  line  numbers  and  branching 
statements.   On  the  second  pass,  it  would  decode  the 
commands,  including arithmetic statements and branch to the 
appropriate line number.  When each command is  decoded,  it 
would  be passed to the present VAL SIMULATOR for,display. 
GOSUB would open an appropriate file much like EXECUTE  does 
now.   IF-THEN  would be possible once arithmetic statements 
are decoded.  IFSIG would take advantage of the  flag  which 
is  currently set when the line segment representing the LED 
is intersected by an object.  For the IFSIG  cpmmand  to  be 
practical, other machines should be simulated along with the 
robot,  but  to  simulate   detecting.  random  errors   is 
unrealistic <21>. 
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A VAX-PUMA interface has been developed for 'down 
loading satisfactory VAL programs and locations. A PUMA-VAX 
interface Would be valuable for simulating taught locations 
and for directly providing three-dimensional geometry data 
for CAD software. 
Since the simulator has dedicated subroutines which 
illustrate' robot programming language behavior, they may be 
called from any robot 'programming language. Other PUMA 
models may be simulated by modifying the present geometry 
data file. Robots which do not have six joints in an 
identical configuration, reguire different transformation 
matrices. Once the dedicated subroutine for a particular 
transformation matrix has been changed for a joint, the 
vertices of the subsequent links are multiplied and 
displayed in the manner of the present VAL SIMULATOR. 
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APPENDIX A.  Flow Charts 
ELBOW 
Ca I cu I ate 
SIN and COS 
oT ang!e 3 
1 
Transform 
part data 
Cor    I i nk 4 
CALL FOREARM 
Figure A-I.  Subroutine ELBOW Plow Diograr 
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FOREARM 
^^     Ne 
\ ang1< 
?w   ^x Y Ca1cu1 ate SIN -and COS 
of ang1e 4 
e 4? ^>~ 
' 
N 
1 
' 
Determine 
transCormat i on 
matri x 
' 
\ ' 
TransPorm 
part data 
Por    1 i nk 5 
\ ' 
CALL WRIST 
Fi gure   A-2> 
diagram, 
Subroutine FOREARM Plow 
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1NVERSE 
Obta i n or i entat i on matr i x 
L 
Obtain wrist position vector 
I 
Ca1cu1 ate jo i nt one 
'r 
Calculate joint two 
CaIcuI ate jo i nt three 
Obtain T3 matrix 
w i th C irst three 
joint angles 
I 
CaIcuI ate jo i nt Pour 
Ca1cu1 ate jo i nt P i ve 
\ ' 
Calculate joint six 
1 
' 
Return 
Figure A - 3=  Subroutine INVLRSL Plow Diagram, 
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WORLD 
Determ i ne 
T6 Mgfrr i x 
Qbta i n current pos i t i on 
E 
Increment in appropriate 
d i rect i on 
Change user def i ned 
conT i qurat i on var i abIes 
to theoret i caI ones 
Determ i ne i nverse 
kinematic solution 
Return to user's 
configuration variables 
N 
Determ i ne d i spI ay data 
Return 
Figure A-4,  Subroutine WORLD Plow diagram, 
-98- 
TOOLJ. 
Qetorm i ne 
T6 Matrix dai 
Obta i n current pos i t i on 
Obta i n transpose oP 
cI amp matr i x 
TransPorm pos i t i on to 
SCS w i th transpose 
Increment in appropriate 
 d i recti on  
TransPorm back to TCS 
w i th cI amp matr i x 
Change user dePined 
conPiguration variables 
to theoret i caI ones 
Determ i ne inverse 
kinematic solution 
Return to user's 
conP i gurat i on var i abIes 
N 
Determ i ne d i spI ay data 
J_ 
Return ■* 
Figure A-5.  Subroutine.TOOL Plow diagram 
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|[LATCH| 
Attach\    N 
poss i bIe? 
CaIcuI ate 
WRIST-PARTI 
d i stance 
Sh i Pt part 
data to 
SCS or i g i n 
Obta i n transpose 
oP cI amp matr i x 
I 
Transform part 
data w i th 
transpose 
DeP i ne part 
w i th respect 
to wr i st 
± 
Return 
-r 
Figure A-6.  Subroutine LATCH Plow diagram 
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Y 
1 
Set detach 
f I ags 
1 
Co IcuI ate 
Part-SCS Origin 
d i PPerence 
RedeP i ne 
rotated data 
w i th respect to 
SCS Or ig i n 
Return 
Figure A-7,  Subroutine DETACH Plow diagram, 
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P1CTUR 
D-~aw baso 
Y N 
Draw poIyhedrons oT mode 
I i ne by I i ne 
Draw PoIyhedrons oP mode 
poIygon by poIygon 
Draw user's objects 
I i ne by I in© 
A 
Draw user's objects 
poIygon by poIygon 
Draw axes 
D i spI ay LED sensor 
Return 
Figure A-8.  Subroutine PICTUR Plow diagram 
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-0 
BASE 
I 
Assure parts are detached 
Obta i n or i g i naI part data 
Decade trans I at i on' i ncrements 
Decode rotat i on i ncrement 
Trans I ate part data by 
negat i ve oC  appropr i ate 
i ncrements 
Rotate part data by negat i ve 
or rotat i on i ncrement 
X 
Read WCS axes data 
Simi IarIy translate, then 
rotate WC5 axes data 
X 
Determ i ne d i spI ay data 
± 
Return 
Figure A-9.  Subroutine BASE Plow diagram, 
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APPENDIX B.  Common Blocks 
COMMON /Cl.MP/ ICHEK,1 LATCH,IPOS,NPART,IATTACH(20) 
COMMON /ARMS/ LPH;SF,CF,ARM(200,3),A(2OO,3),B(20O,3),MVERT(2 0,3) 
COMMON /ANGLE/ ANG,THETA(6),CS(6) ,S(6),AMAX(6,2),LAST!6),SPEED(6) 
COMMON /PER/ IPER.SPDERR.SPEEDM 
COMMON /ROTM/ R4(3,3),R5(3,3),R5T(3,3) 
COMMON /POS/ LPOINT,IEND,CHAR(100),DATA(100,6),COMM(50) 
COMMON /GROWTH/ RGROW(20),XH,YH,ZH 
COMMON /VEF/IND/ NPI ( 20 ) , NL1 ( 20 ) , I PINDEX ( 800 , 3 ) , LINDEX ( 400 , 2 ) 
COMMON /CONFIG/ I ARM,I ELBOW,IWRIST,KK 
COMMON /.FLAG/ IFLAG(100,3) 
COMMON /GEOM/ A2 , D2,D4,D6,H,PI 
COMMON /F'OSIT/ IND, BDXR , BDYR, BDZR, RZ ,CZ , SZ ,WCS ( 7 , 3 ) 
COMMON /OUT/ ITIMF. 
COMMON /'ilNCOS/ Si , S2 , S3 , S4 , S5 , S6 , S23 ,C1 , C2 ,C3 ,C4 ,C5 ,C6 ,C23 
COMMON /POSTN/ XTEMP,YTEMP,ZTEMP 
COMMON /NORMS/ IHIDE,NORMl20,2),HID(100,3),HIDE(100,3) 
Table   B-l List   of   COMMON   BLOCKS. 
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BLOCK VARIABLE FUNCTION 
CLMP 
ARMS 
ANGLE 
ICHEK 
I LATCH 
IPOS 
NPART 
I ATTACH(20) 
LPH 
SF 
CF 
ARM(200,3) 
A(200,3) 
B(2Q0,3) 
MVERT(20,3! 
ANG 
THETA(6) 
CS(6) 
S(6) 
AMAX(6,2) 
LAST(6) 
SPEED(6) 
clamp flag:  open-0,cIoso:1 
LED Plag:  grasp not possible=0 
grasp possible=l 
position flag!  clamp base=l 
LED = 2, cI amp t ip = 3 
polyhedron number of attached part 
attachment flag:  unattached=0 
attached- 1 
total number of polyhedrons 
scale factor ( pixeIs/inch ] 
convers i on factor I mm/i nch ) 
definition geometric data [ in] 
rotated geometr i c data I p i xeIs 1 
d i spI ay  geometr i c data [ p i xeIs ] 
index"oP polyhedron, its 
beg i nn i ng and end vertex 
rotational increment in pendant 
modes [ rad i ans 1 
jo i nt angIes accord i no to 
simulator convention frad i ans 1 
cos i ne of jo i nt angIes accord i ng 
to s i muIator convent i on 
s i ne of jo i nt angIes accord i ng 
to s i muIator convent i on 
stop angles according to PUMA 
convent i on [ degrees ] 
previous joint angles in simulator 
convention ( radians )  (used to 
prevent redundant caleuiations) 
rotat i ona I i ncrernent f o"~   each 
joint during jo i nt coord i nated 
mot i on I rodians 1 
Table &-2>       List of corrrnoned variables, 
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BLOCK VARIABLE FUNCTION 
PER 
ROTM 
POS 
GROWTH 
VERIND 
CONFIG 
I PER 
SPDERR 
SPEEDM 
R4(3,3) 
R5(3,3) 
R5T(3,3) 
LPOINT 
CHAR(100) 
DATA!100,6) 
C0MMI50) 
RGROW(20) 
XH.YH.ZH 
NPI(20) 
NLI(20) 
IP INDEX(800,3) 
LINDEX(400,3) 
I ARM 
I ELBOW 
I WRIST 
percentage oP max i mum s i muI at i on 
speed 
ha IT of speed dependent error 
marg i n I p i xeIs 1 
max i mum rotat i onaI i ncrement i n 
VAL mode I rad i ans 1 
rotat i on matr i x for jo i nt 4 
rotation matrix Tor clamp 
transpose of clamp's rotation 
matr i x 
location name pointer 
totaI number dP commands wh i ch 
may be s i muIated 
Iocat i on names 
location data I mm,deg 1 
commands wh i ch may be s i muIated 
rad i i oP encIos i ng spheres Por 
each polyhedron (pixels) 
coord i nates oP hand I p i xeIs 1 
i nd i ces oP poIygons Por a I I 
poIyhedrons 
indices oP I ine segments Por 
a I I poIyhedrons 
indices oP polyhedrons, polygons, 
and vert i ces 
indices oP vertices Por I ine 
segment 
arm conP i gurat i on dec i s i on 
variable:  RIGHTY=1, LEFTY=-1 
eI bow conP i guration dec i sion 
variable:  ABOVE-1, BEL0W=-1 
wr~ i sfc   conP i gurat" i on   dec i s i on 
variable:      N0FLIP=1,   FLIP--1 
Table B - 3 .-  List oT commoned variables, 
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BLOCK VARIABLE FUNCTI ON 
FLAG 
GEOM 
POSIT 
I FLAG(100,3) 
OUT 
A2 
D2 
D4 
D6 
H 
PI 
IND 
BDXR, 
BDYR, 
BDZR 
RZ 
CZ 
SZ 
WCSI7.3) 
I TIME 
add i t i onaI fIags: 
I FLAG(1,11=0, pos i t i on d i spI ay ofr 
I FLAG(1,11=1, pos i t i on d i spI ay on 
I FLAG(2,1)=0, motion continues 
IFLAG(2,1)=1, joint angle exceeded 
I FLAG(2,2)= N, number of joint 
angIe exceeded 
I FLAG(99,I)=0, motion continues 
I FLAG(99,1) = 1, impossible path 
I FLAG(100,1)=0, collision checks 
off 
I FLAG(100,1)=1, coI I i s i on checks 
on 
I FLAG(100,3)=0, axes on 
I FLAG(100,3) = 1, axes off 
otherw i se 
I FLAG(I,1)= 0, no coI I i s i on 
I FLAG(I,1) = 1, col I is ion 
1FLAG(I,2)=N, near polyhedron N 
I FLAG(I,3)=M, near polyhedron M 
jo i nt 2 to jo i nt 3 offset (in) 
joint 1 to joint 2 offset [ in J 
jo i nt 3 to jo i nt 4 offset ( i n ] 
joint 4 to clamp tip offset. [ in) 
world coordinate origin offset 
from screen coord i nate or i g i n ( in] 
TT =3.1415927 
i ndex of pos i t i on a Iong too I 
coordinate system's Z-axis 
coordinates of displacement 
i ncrement due to BASE command [ mm ] 
rotat i oh i ncrement due to BASE 
command I degrees ] 
cos i ne of RZ 
sine of RZ 
coordinates   of   vertices   which 
form   worId   coordinate   axes   frame 
POLYGON  output   flags:      first 
output-0,    subsequenc   outputs-1 
Table   B-4,       List   oC   commoned   variables, 
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BLOCK VARIABLE FUNCTION 
SI NCOS 
P05TN 
NORMS 
CTRLC 
SI,S2,S3,S4, 
S5.S6.S23, 
C1.C2.C3.C4. 
C5.C6.C23 
XTEMP.YTEMP, 
ZTEMP 
I HIDE 
HID(100.3) 
HIDE(100,3) 
ICTRLC 
sines and cosines respectively 
or the jo i nt angIes in the 
simulator convention 
temporary cI amp pos i t i on 
backPace e I i rn i nat i on PI ag: 
Paces on=0, Paces oPP=l 
coord i nates oP normaIs to poIygons 
rotated coord i nates oP normaIs 
to poIygons 
abort Plag:  continue = 0, aborts 1 
Taole B-5 L i st oT commoned van i o'o I es 
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APPENDIX C. PROGRAM USER'S MANUAL 
PROGRAM TITLE: 
DATE: 
AUTHOR: 
PROGRAM LANGUAGE: 
MACHINE WRITTEN FOR: 
VAL SIMULATOR 
April 30, 1984 
M.B. Clifton 
FORTRAN IV and VS113D 
graphics package 
DEC VAX 11/78 0 
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I.  INTRODUCTION 
The VAL SIMULATOR is an interactive  computer  graphics 
simulator  for  the  VAL  robot  programming  language.   It 
employs a  FORTRAN  callable  graphics  package  to  provide 
displays  of  the  behavior  produced  by  key VAL commands. 
Algorithms for developing the point to point positions along 
segmented paths simulate joint coordinated and straight line 
PUMA robot motion.  With the VAL SIMULATOR, users may design 
and  compare  work  environments, locations, and VAL command 
strings.  The wire-frame or edge representation model allows 
users  to visualize the kinematic behavior of the PUMA robot 
motion  corresponding  to each VAL  command.    Collisions 
between  polyhedrons  representing  the robot model and work 
environment are detected automatically.   Configuration  and 
decision  variable  information  is  available  at any time. 
Interactive  features  allow  users  to  translate,  rotate, 
scale,  and  generate  hard  copies of the graphic model and 
work  environment,  and  to  generate  solid  models.   Once 
programs  and locations have been verified on the simulator, 
they may be down loaded directly to the PUMA controller  for 
final testing and implementation. 
The PUMA is a jointed spherical robot with six 
rotational joints capable of joint coordinated and straight 
line motion.  For the PUMA, three decision variables must be 
chosen  to assure a unique configuration;  the arm is on the 
-liu- 
right or left hand side of the base, the elbow is above or 
below the wrist, and the clamp points up or down. Often, a 
user may want the robot to follow an impossible path which 
requires a change of one of these decision variables to 
avoid exceeding a joint angle limit. In such cases, the VAL 
language will not allow the PUMA arm to move. In 
applications, this is usually overcome by changing a 
decision variable or by adding an intermediate location, 
both of which require modifying the VAL program. Most 
impossible paths are not apparent until a program is run the 
first time. Simulation also provides a safe trial 
implementation of a robot in a manner which reduces the 
possibility of damaging the robot or other equipment, and, 
most importantly, of injuring people during program 
debugging. 
II.  ORGANIZATION 
The VAL SIMULATOR is easy to use and features many 
convenient options. The simulator is menu driven which 
means that a list of options is provided at each control 
level from which a user may indicate choices. During 
initialization, the simulator prompts the user for a 
particular work environment geometry file. After this file 
has been read and the model displayed, the user is directed 
to  the  main  menu  (Figure C-1B and C-2).  All of the menu 
-ill- 
options are selected by single key inputs which correspond 
to the first initial of the option selected. The main menu 
is the simulator's interface between initialization and 
output options, and manipulation of the model. 
While in the main menu, a user may display, for 
convenient reference, a list of the VAL commands simulated 
and switch between this list, the model, and the menu. In 
this menu, files may be created automatically for hard copy 
printouts and for POLYGON <13> generated solid models. 
Whenever user errors are diagnosed during simulation use, 
informative warning messages are displayed. Sometimes after 
such errors, it is desirable to start over rather than 
continue from the present work place arrangement. In the 
main menu, a user may automatically initialize the work 
environment if an error has ocurred without losing locations 
and their names. One may also completely start over or exit 
the simulator from this menu. To protect new users, the 
simulator does not exit until the user is sure thus 
preventing accidental keyboard entries from ending a work 
session and losing work environment and location data. 
From the main menu, one may proceed to the keyboard 
menu (Figure C-lc and C-3). This menu is similar to the 
teach pendant of the actual PUMA robot. In this menu, the 
model may be moved in joint, world, and tool modes by 
pressing keys which correspond to the teach pendant toggles. 
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JWith keyboard inputs, each depressed key corresponds to a 
user adjusted motion increment. For joint mode, pressing 
the keys numbered one to six produce rotations about the 
corresponding joint axes. Pressing 'W or 'T" and then 'X', 
'Y', or 'Z' produce straight line motions along axes 
parallel to the respective world (WCS) and tool coordinate 
axes (TCS). While in these pendant modes, a user may open 
or close the clamp, and change the direction or size of the 
motion increment. 
In the keyboard menu, one may also vary the display 
options. At any time, the position of the clamp, euler 
orientation angles, joint angles, and the decision variables 
may be displayed by pressing 'P' and then '1', ' 2', or '3' 
corresponding to positions along the tool coordinate 
system's Z-axis at the origin, LED sensor, and clamp tip 
respectively. Pressing 'P' again turns this off. For a 
neater display, the number of lines may be reduced by 
turning off the coordinate axes and the back faces of all 
the polyhedrons. One drawback of a graphic simulation which 
uses wire-frame models is that it is difficult to verify 
visually whether or not a polyhedron is in front of, 
collides with, or is behind another. For this reason, the 
simulator includes collision check algorithms which may be 
turned on to notify users of collisions or off for fewer 
computations  and  thus  smoother  motion.  As with all user 
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friendly graphics programs, the simulator (by using the 
subroutine ORIENT from the VS113D graphics package) allows 
the user to translate, rotate, scale, and zoom in on the 
model interactively. These transformations are performed 
upon the entire display with respect to the screen 
coordinate axes system (SCS) which is fixed at the center of 
the base of the robot model. 
From the keyboard menu, one may move on to the most 
useful of the three menus, the VAL menu (Figure C-4D and 
C-5). This menu is available for reference, but since 
frequent users memorize it, it is usually not displayed. In 
the VAL menu, a user types a VAL command string and then 
presses return to see the behavior of the model. Then one 
may press 'C' to continue or 'W to wipe the previous 
characters from the screen before typing the next VAL 
command. After entering a VAL command, one may also return 
to the top of the menu, display the model, or more commonly, 
define locations. Assuming that the decision variables are 
properly set, one may merely specify a data file and select 
certain locations and names or the entire file. If 
preferred, locations may be entered arbitrarily by moving 
the model to the desired configuration using the pendant 
modes or by typing in six coordinates. If an error is 
encountered during VAL program execution, the VAL program 
may  be  aborted by pressing CTRLC, but as in the main menu, 
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work environment and location data is preserved. 
III.  SCOPE 
The simulator displays the model at positions along 
segmented paths. When this is done quickly, one's eye 
blends the images to create apparent motion. The speed 
variations in the simulator are based upon a relative speed, 
not a true speed. One of the advantages of robots is that 
they may be run at high speeds. Corresponding speeds on a 
language simulator which displays segmented paths are not 
easily observable and thus defeat the whole purpose of 
graphic language simulation. 
The default speeds in the simulator have been chosen to 
provide smooth displays which are easily observable. In VAL 
mode, there is no monitor mode and the speed in the pendant 
and VAL modes are independent. In joint mode, the default 
speed corresponds to an adjustable joint rotation increment 
with a default value of 8 degrees for each key depression. 
In world and tool mode, the speed is a straight line 
displacement proportional to the latest joint rotation 
increment. In VAL mode, the default speeds for joint 
coordinated and straight line motion are adjusted with VAL 
commands. In the simulator, the default value for the 
largest joint rotation increment is 12 degrees. 
-lib- 
An important feature of the simulator is the manner in 
which it models the interaction between the robot and user 
defined objects or work pieces. Latching onto, moving and 
detaching from objects is simulated. 
r 
,\ 
One drawback of a graphic simulatdr' which uses 
wire-frame models is that it is difficult to verify visually 
whether or not a polyhedron is in front of, behind, or 
intersecting another. The VAL SIMULATOR uses both a coarse 
and a fine mathematical intersection check to notify users 
of collisions between the polyhedrons of the model. 
Possible collisions between robot links and themselves, 
between moving and stationary objects, and between robot 
links and stationary objects are checked, but impossible 
collisions between robot links are not. These algorithms 
are valuable tools for defining locations and VAL program 
debugging because they verify desired intersections and 
announce unwanted collisions. The algorithms provide quick 
approximate checks and efficient precise checks for 
polyhedron intersection. 
Another feature of the simulator which aids user 
visualization is the back face elimination option. With 
this algorithm, polygons with normals which point into the 
terminal's screen are not displayed thus effectively 
eliminating many of the lines that are otherwise confusing 
to a user (Figure C-ll).  In fact, for the convex wire-frame 
-lib- 
polyhedrons used by the simulator, the algorithm is a  quick 
hidden line algorithm when the polyhedrons do not overlap. 
It is important to realize that the VAL SIMULATOR is 
not a robot emulator. It does not simulate the effects of 
gravity nor inertia, especially their effects due to 
changing payloads. To minimize computation time, thus 
providing smoother motion, the simulator does not perform 
any dynamic calculations for accelerations and merely shows 
the kinematic behavior. Along the same lines, the simulator 
picks up objects when in actuality they would slip out and 
it misses objects when they might be picked up. The 
simulator picks up objects only when the line segment 
representing the LED is intersected. It does not recognize 
if the object is between the clamp faces nor if it is too 
heavy. 
The VAL SIMULATOR simulates the behavior of nearly all 
location, configuration, and motion commands, and the 
essentials of the hand and program control commands. It 
does not simulate any hardware, signal, arithmetic, or 
branching commands. It does not handle precision points nor 
compound transformations. 
Other PUMA models may be simulated by modifying the 
present geometry data file. Robots which do not have six 
joints in  an  identical  configuration,  require  different 
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transformation matrices. Once the dedicated subroutine for 
a particular transformation matrix has been changed for a 
joint, the vertices of the subsequent links are multiplied 
and displayed in the manner of the present VAL SIMULATOR. 
IV.  DATA PREPARATION 
In the VAL SIMULATOR, extruded wire-frame convex 
polyhedrons (Figure C-ll) are used to represent the robot 
and the work environment. A wire-frame model defines the 
edges of an object. The wire-frame polyhedrons used in the 
simulator are formed by connecting corresponding vertices of 
n-sided polygons to form planar polygons which enclose a 
volume. Such representations of objects are suitable for 
language simulators because they define the surfaces which 
may interact with the robot, but are not so intricate as to 
introduce unreasonably long computation times. The 
advantage of the geometry chosen is that it allows for 
tapered and skewed polyhedrons. 
Users may define the work environment by creating a 
separate setup geometry file. The program handles data in 
the units of either millimeters or inches defined with 
respect to the WCS or the SCS. 
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An example work environment or setup data file  appears 
in  Figure C-12.  The first line contains the number of user 
defined objects, 2.  The second line specifies the units  of 
the  object's  coordinates.   Either "MM" or "IN" is used to 
designate millimeters or inches.  The third line defines the 
origin  of  the  coordinate system with respect to which the 
data is defined.  "W" is used to designate the WCS;  "S" for 
the  SCS.   Following the third line of any setup data file, 
there are lines of data, one corresponding to each  object, 
denoting  its  size.   The size of each object is denoted by 
the number of vertices  used  to  define  it.   The  maximum 
number of  user  defined polyhedrons is 11, and vertices is 
165.  In the example shown (Figure C-12), each block  has  8 
vertices.   The  first  and  last vertex for each object are 
separated by a comma (1,8).  Due to the data format  chosen, 
the  first  digit  is always 1 and the last one is always an 
even integer greater than 6.  The next  line  in  the  setup 
data  file  contains  the coordinates of the reference point 
(the first corner) for the first object.  The coordinates of 
the  vertices  with  respect  to the reference point follow. 
These coordinates are  given  in  alphabetic  order  (X,Y,Z) 
separated   by   commas  or  spaces,  corresponding  to  the 
appropriate  coordinate  axes  system.   The  order  of  the 
vertices  in  the file is critical for effective application 
of the back face elimination algorithm.  As mentioned above, 
the simulator models convex polyhedron envelopes for objects 
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which are formed from n-sided polygons. The order of the 
vertices for the face of the front and back polygons must 
correspond and they must be specified in the same clockwise 
or counterclockwise convention when looking toward the 
origin along the line of the normal axis. For a clockwise 
convention, the magnitude of the coordinates on the normal 
axis for the second polygon must be greater than those of 
the first polygon. If a counterclockwise ordering is used, 
then the magnitude of the coordinates on the normal axis for 
the second polygon must be less than those of the first. 
Once a setup data file has been created, VAL programs 
may be simulated on the simulator with arbitrarily assigned 
locations. However, defining locations by entering them in 
a data file is more practical. Programming locations are 
most easily determined from the setup file when the objects 
are defined in millimeters with respect to the WCS and 
should be included in the work environment design. Once 
determined, location data (position and orientation angles), 
is stored in a data file. In the file, each location is 
signaled by the label, POINT, followed by a space and then, 
an appropriate name of up to nine characters long, another 
space, and the position and orientation data itself 
separated by commas as shown in figure C-12. 
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V.  SIMULATOR USE 
The simulator may be used in an interactive manner to 
improve the data. Oftentimes several iterations are 
necessary to find the best match between work environment, 
robot location, location data, and VAL programs. Typically, 
good estimates of locations are designed along with the work 
environment and stored in a file. Visual inspection of the 
robot model and the collision check algorithms illustrate 
undesirable orientations. Some first draft VAL programs 
illustrate the need for additional intermediate locations to 
avoid impossible paths. By incrementing the model in 
keyboard mode along straight line world or tool paths and 
adjusting the separate joint angles, the desired location 
data can be found and the location data file updated. 
Satisfactory program and location data files may be 
downloaded directly to the PUMA controller with program 
TRANSFER <20> for final debugging and execution. 
VI.  EXAMPLE SESSION 
The following example session shows, step by step, the 
features  of the simulator.  Most user inputs are single key 
inputs.  The proper syntax of each input is assured when it 
is  read  in.   If  a  VAL command does not match one of the 
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mnemonics listed in the COMMAND.DAT  file,  it  can  not  be 
simulated  and  an error message is displayed.  In the steps 
of the  table  below,  quotes,  "  ",  are  used  to denote 
multi-key  inputs,  <R>  denotes  the return key, and square 
brackets, [ ], are used to denote simulator  outputs.   When 
more  than one input or output is listed on a line, they are 
separated by commas.  The first column references the figure 
which  corresponds  to  the  terminal's display.  The second 
column describes the user's input or  the  program's output 
and  the  third column explains the inputs or outputs on the 
corresponding line.  The example program, STACK, uses all of 
the  commands  which may  be  simulated  at this time.  The 
example PACK shows how the collision check algorithms may be 
used  to verify insertions and announce unwanted collisions. 
The example WELDl illustrates the need for  an  intermediate 
location  and  example  WELD  shows  how adding one location 
solves the problem.  Figures C-13 to C-18 show  listings  of 
these  programs  and  the associated setup and location data 
files. 
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FIGURE INPUT/OUTPUT EXPLANATION 
C-1A 
C-1B 
C-1C 
C-1D 
C-4A 
C-4B 
C-4C 
"RUN ROBS1M". <R> 
"DEMO.SET".<R> 
<R> 
K 
P.l.P 
P.2.P 
P.3 
F 
F 
1.1.1,1.1 
2,2 
N 
3.3 
6,6,6,6,6 
C 
I.I.I.I 
N 
W,Z,W,Z,W,Z,W,Z 
N 
T.Z.T.Z.T.Z.T.Z 
X 
c- 4D V 
c- 6A "LE".<R> 
W 
"OPENI",<R> 
D 
D 
"DEMO.LOC",<R> 
c -6B H 
A 
c ■6C A,A,A 
E 
c -6D W 
"EXEC DEMO, 1" ,<R> 
rBASE ... 1 
I PAUSE ] 
c- -7A "PROCEED",<R> 
. . .[ MOVE A I 
c -7B I DEPARTS 100 ] 
c -7C [ APPRO B,- 150 1 
c -7D [ CLOSE I ] 
run VAL SIMULATOR 
select work environment data 
d i spI ay ma in si muI at i on menu 
d i sp I ay keyboar'^|tner>u 
position at cI amp oase (on/oPP) 
position at LED sensor (on/oPP) 
position at clamp tip 
back Paces on 
back Paces oPP 
rotate jo i nt 1 
rotate jo i nt 2 
change d i rect i on 
rotate jo i nt 3 
rotate jo i nt 6 
cIose clamp 
increase increment 
change d i rect i on 
move along WCS's Z-axis 
change direction 
move a Iong TCS's Z-axis 
turn oPP coord i nate axes 
d i spI ay VAL menu 
set dec i s i on ,var i ab I e Por i nput 
w i pe screen 
open cI amp 
dePine locations 
dePine with data Pi le 
select location data Pile 
d i spI ay he Ip menu 
accept Iocat i on A and cont i nue 
accept locations B, C, and D 
accept Iocat i on E and end 
w i pe screen 
execute demo once 
I commands scro I I automat i ca My] 
move robot w i th base command 
pause Por user's input 
cont i nue program 
move to block at location A 
p i ck up bIock 
approach   stacking    Iocabion 
p i ck   up   bIock   at    Iocation   C 
Tab Ie  _C- 1 ,       Step   by   step   examDIe   sess i on 
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iFIGURE INPUT/OUTPUT EXPLANATION 
C-BA { MOVES D 1 place it on T i rst block 
C-BB [ STOP ) return the two blocks 
C-BC R return to keyboard menu 
X turn on coordinate axes 
A alter model with ORIENT 
YYYYY rotate model about SCS Y-axis 
RRRR move mode 1 to r i ght 
move model to lert L.L 
B, B f B, B make mode 1 b i gger 
C-BD P zoom opt i on 
[ LOCATE PT 1 1,<S> se1ect C i rst corner 
I LOCATE PT 2 1 ,<S> se1ect second corner 
E exit ORIENT. 
C-9A R,R return to s i mu1 at i on menu 
B beg i n aga i n 
select work environment data "PACK.SET". <R> 
C-9B <R> d i sp1 ay s i mu1 at i on menu 
" K d i sp1 ay keyboard menu 
M d i sp1 ay mode 1 
enter VAL mode V 
"LE", <R> set dec i s i on var i ab1e Tor i nput 
D,D define locations with a Pile 
"PACK.LOC",<R> enter Pi 1ename 
A.E.C accept locations; continue 
"EXEC PACK, 1",<R> execute PACK once 
• • • 1 commands scro1 1 automat i ca1 1y ) [ STOP J comp1ete execut i ng PACK 
C-9C R.R.R return to s i mu1 at i on menu 
I , <R> initial i ze work env i ronment 
K display keyboard menu 
S turn col 1 ision checks on 
V enter VAL mode 
"EXEC PACK, 1" ,<R> execute PACK once 
• • t 1 commands scro1 1 automat i ca1 1y : 
I MOVES B ] i nsert i on ver i Pi ed by co1 1 i s i or 
C-9D . . .[ MOVE B 1 i nsert second box i n carton 
. . .[ OPEN1 ] simulator alerts user oP crash 
C- 10A ... [ STOP ] complete executing PACK 
R.R.R return to simulation menu 
B beg i n aga i n 
"WELD.SET" , <R> se 1 ect work env i ronment'- Pile 
<R> ,K,S,V enter VAL mode 
"LE", <R> ,D,D set dec i s i on var i ob1e Pc~ i nput 
"WELD.LOC", (R> enter location data Pi 1ename 
A , A , A , A , A , A , A , E accept 1ocat i ons 
C continue in VAL mode 
,rEXEC WELD1 , 1".<R) execute WELD1 once 
iabIe C-Z,       Step by step examDIe session 
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F 1 GURE 1NPUT/QUJPUT EXPLANATION 
C-lOB 
C-IOC 
C-IOD 
. .. [ MOVE H ) i 
CTRL C 
R.R.R,1,<R> 
K.S.V 
"EXEC WELD.1 
'. ! ! ( MOVE E 1 
I MOVE H J 
.. .1 STOP 1 
R.R.R 
P 
E 
Y 
,<R 
I commands scroI I automatical ly 1 
unwanted collisions result 
abort program WELD I 
return and i nt i a I i ze 
enter VAL mode w i th checks on 
execute WELD once 
I commands scroI I automatical ly ) 
move to intermediate location 
no co Nisi ons th i s t i me 
complete executing WELD 
return to simulation menu 
create printout Cile,V5113D.PLT 
end s i muI at i on sess i on 
on Iy i P user i s sure 
iabIe C-3,  Step by step example session. 
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Figure  C-l Simulator output images for example, 
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SIMULRTION   MENU 
K   - <KEY80«PO>   TO  rWNIPijmTE   HOOCL   FROM   THE   KTYBOPWO 
OR   PRESS 
U   - <UBU>   TO   DI-3PVBV   R   LIST   OF   EXECUTP«_E  URL   COnnp»«S 
R   - <R£TURH>   TO   RETIJRH   TO  PICTURE   OF   nOOEV   OND  DICE   UC»"S« 
B   - <BE'3IH>   TO   3TBRT   OUER 
I   - <IHtTIRI_I?E>   TO   INITIALIZE   UITM   SflHE   SETUP  FILE 
E   - <ENQ>   TO  EXIT   PROBR«n  RNO  CLERR   SCREEN 
P   - (PRINTOUT)   TO  CREATE   A  PRINTOUT   FILE 
G   - <6EUERHTE>    TO   GENERATE   POLYGON    INPUT   FILE3 
b. 
C 
I 
O 
c 
rr 
X) 
C 
rr 
3 
en 
O 
o 
X 
PJ 
3 
KEYBOARD   MENU 
i   - <JOIHT   II  TO nn^fi mtxn mm 
t.   - (JDIWT   I)    To'BfJfMTI    m&Jl   tWOULDC* 
j - (jOfHi  D  m »oTp>ri  naourr IUOJ 
* - (JOI-TT    4)    TO   *OT"!I    «fWT    FT«mW 
i  - IJOIKT i> m toTp>n a^f i^ ►*© DOLM 
«   - (JDIKT   4>   TO  «3THT«   CLP*^   <CLOCVUIM^CDL*OWC1.0CXUI«a> 
a - <0F*TMI  TO art* T>« a»r 
c   - ccLcnti   TO a.o«e  rv« cu*r* 
U  - <MOPXD>   TO  nom   rCDCL   IN  UOMU>  fK 
r - iron TO trxm nx*x. !H TOOL now 
t - <iMr»f«M> TO IPCHMM rm FWTWTICWF*. IHOWKT 
0   - <C*C*lr>n«>    TO   OCC««««    TX   WOTHTIOHrm.   1PC**T*VT 
H   - <**'l*T|>.«t»    TO   CV*»«1C   • !»«   OF    T>«   •OTrUlOU*.    I «1»«T*MT 
* - (fMITIOMJ    TO OI*n.OT   »Q»ITION   OF   CLW* 
t    - »««TOTM>    CO-LltlOM   0€CK1    IQH/OFT> ,, 
r  - (FP*tD  w*ct*  r«r_fs   (OPVOTT) 
»   - (PLTTI1   C*JL.§  OHlfXTl   TO  KPI.1. T—trmjm- 0*  ■OTPTTT   nODmL. 
* - («•*■»  coa»oiH«rt r**m%  (Orva**> 
* - ltfn#M)    TO   »t,U*l   TO   TV«   TOr*   OF   ■   rVMU 
« - imrtLi   TO oiapirvr   T>« MODCL. 
l 
«   - «p*LF>   TO »IB»l/*r  WOtTtOMpV   IP^C—-UTtON 
C'FEhCC' XU YU rui 0 H T 
P I GKTY 1C»0?   65 158   75 0   00 90   09 0   0*1 C   00 
RBCHJE JT    1 JT   £ JT    3 JT    4 
,   JT   S JT   6 
NOFLIP e ee 0   00 90   00 0   09 0   00 0    00 
SIMULATION MENU 
ENTER SUBMENUS BY PRESSING: 
K - (KEYBOARD) TO flflNIPULRTE MODEL FROM THE KEYBOARD 
OR PRESS: 
U - (UAL) TO DISPLAY R LIST OF EXECUTABLE UAL COMMANDS 
R - (RETURN> TO RETURN TO PICTURE OF MODEL AND UICE UER5A 
B - <BE'31H> TO :3TRRT OUER 
I - (INITIALIZE) TO INITIALIZE UITH SAME SETUP FILE 
E - (END) TO EXIT PROGRAM AND CLERR SCREEN 
P - (PRINTOUT) TO CRERTE R PRINTOUT FILE 
G - (6ENERATE) TO GENERATE POLYGON INPUT FILES 
Figure C-lb.  Simulator output images for example 
(cont inued). 
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1 
i 
( START) 
' 
Initial IzabIon 
(EXIT) 
Input eotup data 
Y 
■ ■ 
D i epI ay mc . 1 I - Initial Izo ^ 
-ex. 
DU   > 
\ sure? / N         \ Return 
SIMULATION MENU i.1 • B«p, i n E - End 
—- 
V - Val Commands R - Return 
G - Generate 
polygon data 
P - PrIntout 
R - Return 
t 
. 
M - DI6pI ay mo 
M - DIapIag modeI 
K - KEYBOARD MCN'o 
Figure   C~2.      Main   simulator   menu   Plow   diaqr am 
KEYBOARD MENU 
ENTER COMMANDS BY PRESSING. 
1 - CJO I NT 1) TO ROTATE ABOUT UAIST 
2 - (JOINT 2) TO ROTATE ABOUT SHOULDER 
3 - (JOINT 3) TO ROTATE ABOUT ELBOU 
4 - (JOINT 4> TO ROTATE ABOUT FOREARM 
5 - (JOINT 5) TO ROTATE CLAMP UP AND DOUN 
6 - <JOINT 6) TO ROTATE CLAMP (CLOCKWISE/COUNTERCLOCKWISE) 
0 - (OPEN) TO OPEN THE CLAMP 
C - CCLOSE> TO CLOSE THE CLOMP 
U  -   (UORLD) TD riOUE MODEL IN WORLD MODE 
T - <TOOL> TO MOUE MODEL IN TOOL MODE 
1 - (INCREASE) TO INCREASE THE ROTATIONAL INCREMENT 
D - (DECREASE) TO DECREASE THE ROTATIONAL INCREMENT 
N - (HEGATIUE) TO CHANGE SIGN OF THE ROTATIONAL INCREMENT 
P - (POSITION) TO DISPLAY POSITION OF CLAMP 
S - (SMOOTH) COLLISION CHECKS (ON/OFF) 
F - (FACES)1 BRCK FACES (ON/OFF) 
A - (P.LTER) CALLS ORIENT1 TO SCALE, TRANSLATE OR ROTATE MODEL 
X - (AXES) COORDINATE FRAMES (ON/OFF> 
R - (RETURN) TO RETURN TO THE TOP OF A MENU 
M - (MODEL) TO DISPLAY THE MODEL 
U - (UAL) BEFORE ENTERING  A UAL COMMAND 
H - (HELP) TO DISPLAY ADDITIONAL INFORMATION 
Figure C-Je.  Simulator output images for example 
(continued). 
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-*■    uooeu    — 
1   -  Joint   1 
Z  -  Joint 2 
3  -  Joint 3 
4  -  Joint  4 
S   •   Joint 3 
8   -   Joint 8 
l 
0  -  Opmn 
-\   C   -  Cl 
X   -   X direction 
Y   -  Y dl>-»ctlon W   -  World 
2  -   Z direction 
X   -   X direction 
Y   -   Y   direction-* T   -   Tool 
U  2   -   Z  dlr-«ctlon 
SIMULATION MENU 
IR   -   F 'fcv~nl 
KEYBOARD MENU 
E 
|R   -   P*»try^-n 
V   -   VAt_  MENU 
I   -   lnc»-»OBC   Ifuwinrit 
D   -   D»c~»o««i   I nct-««i»»n* 
N   -   N»g"jtv   Incrwiit 
P   -   Po«. 11 Ion, I on I 
P   ■   Poe.lt Ion   IQTI  \- 
S   -   OuicKs   (on/orci 
P   -   rocx-c.   (on/oTI 
X   -   Axs'j   lon/oTI 
A   -   A I fc w   v I uv' 
M   -  Modal 
I    -   Clve bo«*. 
Z   -   LD1 wr 
3 • O'wr1 t io 
Figure   C-3.      Keyboard   menu   Plow   diagram. 
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Simulator output images for example 
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JOINT    COOWOIHPTt 
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D**l  x. V. J   -   1TM|«a   LlHi   tNCWWHT 
Mtiut   j. n. i  -  POJC  JT  i   N oci or  w • 
W«F  x. r. *. >  - ,»*irT *»• •OTITTT mrwtn 
tMirr   P. x, <r. J   -   +*t*1   PWITIOW  F 
I"*IO/Tf   ►«*■»,*   -  OtfCtJTT   »«W.    M 
LIPTY - L*PT »•*« 
naouv - cuvou rm*M wi 
■FLOU -  CUVCU OO.0U  t»l 
P\1P -  NTOPrTlUX   JOINT 
MorviP - PCHITIUI jotwr 3 *^Lf 1 
TV«X PPTM 
<:O»<T|'*J«»   TO  CTXTIMU*   TYPING   IK U^.   COIWM 
ii.l»€)   ro  ufp«   »#c  I/TIO4 O<P»PCTTIH r»on   rx   nnx 
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URL MENU 
ENTER COMHANDS BY TYPIN6 IN: 
READY      - UERTICRL CONFIGURATION 
MOUE P     - JOINT COORDINOTE TO P 
MOUES P    - STRAIGHT LINE TO P 
SPEED S    - PERCENT OF FULL SPEED 
APPRO P. D  - JOINT COORDINATE APPROACH 
APPRO-3 f>. D - STRAIGHT LINE APPROACH 
DEPART D   - JOINT COORDINATE 
DEPARTS D  - STRAIGHT LINE DEPART 
REMARK     - BEFORE COMMENTS 
SET P1-P2  - EQUATE P1 TO P2 
DRAU X, Y. 2 - STRAIGHT LINE INCREMENT 
DRIUE J. A, S - MOUE JT J. A DEa AT SP. S 
BASE X, Y, 2,R - SHIFT AND ROTATE ROBOT 
SHIFT P.X,Y,2 - SHIFT POSITION P 
EXECUTE NAME-N - EXECUTE NAME, N TIMES 
HERE P - DEFINE C0NFI6URATION P 
OPEN I - OPEN CLAMP 
CLOSEI - CLOSE CLAMP 
UHERE - DISPLAY INFORMATION 
STOP - END UAL PROGRAM 
HALT - LIKE STOP <SEE CTRL_C> 
DELAY N - DELAY PROGRAM N SECONDS 
PAUSE - RETURN CONTROL TO USER 
RIGHTY - RIGHT HANDED ROBOT 
LEFTY - LEFT HANDED ROBOT 
RBOUE - ELBOU BBOUE WRIST 
BELOU - ELEOU BELOU URIST 
FLIP - NEGATIUE JOINT 3 ANGLES 
NOFLIP -.POSITIUE JOINT 3 ANGLES 
CTRI C - TO ABORT A UAL PROGRAM 
THEN PRESS. 
C - <CONTINUE> TO CONTINUE TYPING IN UAL COMMANDS 
U   - <PIPE> TO UIPE THE UT109 CHARACTERS FROM THE SCREEN 
R - <RETURN> TO RETURN TO THE TOP OF A MENU 
M - <riODEL> TO DISPLAY THE MODEL 
D - <DEFIHE> TO DEFINE ORIENTATIONS 
H - <HELP> TO DISPLRY ADDITIONAL INFORMATION 
Figure C-4d. 
(continued). 
Simulator output images for example 
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READY 
MOVE P 
MOVES P 
SPEED P 
APPRO P.D 
APPROS P.D 
DEPART D 
DEPARTS D 
REMARK! 
SET P1=P2 
DRAW X.YT7" 
DRIVE J.A.S 
BASE X.Y.Z.R 
5H1FT P.X.V.Z 
I EXECUTE NAME.N 
ConpI ate 
mot I on 
 1  C - Cont inue 
 1 W - W i DB screen |— 
-L M - Modol 
KEYBOARD MENU 
MODEL - 
D   -   DeT i ne   IocatItins 
HFRF   P 
PPPS1 
msm 
*HERF 
"STOP- 
HALT 
DELAY Nt 
PAUSE 
R1GHTY 
LErTY 
ABOVE 
BELOW 
TTTp- 
NOFL1P 
R   -   Return 
R   -   Return 
F   -   File 
I    -    Interactively 
Figure   C-5.       VAL   menu   Plow   diagram 
■13 3- 
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Figure   C-6 Simulator output images for example 
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-13[ 
zu 
xu_ 
0        & 
£71 
Figure C-8.  Simulator output images for example 
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Figure   C-9 Simulator output images for example 
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Figure C-10. Simulator output images for example 
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X 
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3 
CLflMP   IS; 
18   COLL I 
18  C0LL1 
LINK   10 
18  COLLI 
CLOMP   IS 
LINK   11 
PART   12 
PART   ia 
NERR PRRT 18 
DES UITH  6 
DES UITH 7 
13 HEAR PART 3 
DES UITH  3 
NERR PFlRT 1 1 
IS NEAR PART 3 
IS NEAR LINK 3 
IS NEAR PART 10 
CLAMP I? HCfic PR»T :o 
FAPT 12 I3 HEAP \-V*V    1 
PAP7 12 13 HEAP   LINk 3 
PART 12 19 HEAP LIN*' 3 
SIMULATION   MENU 
CUTER   SUBnlXUS   BY  PRESSING 
K   -   (KEYBORSO)   TO MRHIP'XJtTE   rtOOO.   FTROTt   THE   KEYBOARD 
OR   PRESS 
U   - CURL,)   TO  0I3PLRY  «  LIST   OF   EXECUTRBLE  URL  COrtwrOS 
R   - (RETURN)   TO   RETURN   TO  PICTURE  OF   HOOCL   PH>  UICE   ICR-SH 
6   - <BE'3IN»    TO    3THRT   Ol^R 
I   - (INITIALIZE)   TO   INITIALIZE   UITH   S«€   SETUP  FILE 
E   - (END)   TO   EXIT  PROBRRn P*0  CLEAR   SCREEN 
P   - (PRINTOUT)    TO  CREATE   A   PRINTOUT   FILE 
O   - (GENERATE)   TO  BEXERRTE   POLYOOH   INPUT  FILE! 
■c=3l 
Figure C-ll. Wire-frame and back face elimination schemes 
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2 
MM 
W 
1,8 
-171.45 457.20 -660.40 
0.00 0.00 0.0 
0.00 88.90 0.0 
0.00 88.90 44.45 
0.00 0.00 4 4.45 
-19.05 0.00 0.0 
-19.05 88.90 0.0 
-19.05 88.90 44.45 
-19.05 , 0.00 44.45 
1,8 
38.10 584.20 -660.40 
0.00 0.00 0.6 
0.00 44.45 0.0 
0.00 44.45 55.88 
0.00 0.00 55.88 
-19.05 0,00 0.0 
-19.05 44.45 0.0 
-19.05 44.45 55.88 
-19.05 0.00 55.88 
CCC BLOCK A 
CCC BLOCK B 
Figure 
POINT A,-180.,510.,-610.,1.,89.,-179. 
POINT B,309.,434.,-610.,1.,89.,-179. 
POINT C,28.,602.,-610.,179.,20.,1. 
POINT D,309.,434.,-567.,-140.,20.,1. 
POINT E,68.,520.,-428.,140.,40.,1. 
C-12. Program STACK setup and location data files. 
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REMARK 
OPENI 
READY 
BASE 50,100,0,90 
WHERE 
TYPE ENTER 
PAUSE 
BASE 0, , ,0 
LEFTy 
ABOVE 
NOF 
SPEED 100 
DRIVE 2,90,100 
DRIVE 1,90,100 
DRIVE 3,45,100 
DRIVE 3,100,70 
MOVE E 
DRAW -150,50,-75. 
DELAY 1 
TYPE GET PART A 
APPRO A,-75. 
MOVE A 
CLOSEI 
DEPARTS 100. 
MOVE E 
APPRO B,-150 
MOVES B 
OPENI 
SHIFT B,0,0., 100 
MOVE: B 
SH B,,,-100 
MOVE E 
TYPE STACK PART B 
APPROS C.-50 
MOVES C 
CLOSE I 
THIS DEMO USES THE COMMANDS WHICH MAY BE SIMULATED 
PROCEED TO CONTINUE 
/ 
DEPART 100 
MOVE E 
APPRO D.-50. 
SP 60 
MOVES D 
SP 100 
OPENI 
DEPARTS 100. 
MOVE E 
APPRO D.-100 
MOVE D 
CLOSEI 
DEPARTS 75. 
APPRO C.-50 
SP 60 
MOVE C 
SP 100 
OPENI 
DEPART 100 
APPROS B.-100 
MOVES B 
CLOSEI 
DEPART 100. 
APPRO A,-100. 
MOVE A 
OPENI 
DEPART 100 
MOVE E 
STOP      END OF PROGRAM 
Figure C-13. Program STACK. 
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5 
MM 
W 
1.8 
127.00 584.20 -660.40 
0.00 0.00 0.0 
0.00 50.80 0.0 
0.00 50.80 101.6 
0.00 0.00 101.6 
-50.80 0.00 0.0 
-50.80 50.80 0.0 
-50.80 50.80 101.6 
-50.80 0.00 101.6 
1,8 
-50.80 457.20 -660.40 
0.00 0.00 0.0 
0.00 0.00 127.0 
0.00 19.05 127.0 
0.00 19.05 0.0 
19.05 0.00 0.0 
19.05 0.00 127.0 
19.05 19.05 127.0 
19.05 19.05 0.0 
1 ,8 
-127.00 457.20 -660.40 
0.00 o.oa 0.0 
0.00 0.00 127.0 
0.00 19.05 127.0 
0.00 19.05 0.0 
19.05 0.00 0.0 
19.05 0.00 127.0 
19.05 19.05 127.0 
19.05 19.05 0.0 
1,8 
-203.20 457.20 -660.40 
0.00 0.00 0.0 
0.00 0.00 127.0 
0.00 .19.05 127.0 
0.00 19.05 0.0 
19.05 0.00 0.0 
19.05 0.00 127.0 
19.05 19.05 127.0 
19.05 19.05 0.0 
1,8 
-279.40 457.20 -660.40 
0.00 0.00 0.0 
0.00 0.00 127.0 
0.00 19.05 127.0 
0.00 19.05 0.0 
19.05 0.00 0.0 
19.05 0.00 127.0 
19.05 19.05 127.0 
19.05 19.05 0.0 
CCC CARTON 
CCC PACKAGE 1 
CCC PACKAGE 2 
CCC PACKAGE 3 
CCC PACKAGE 4 
POINT A,-273.,465.,-535.,0.,90.,-180. 
POINT B, 110.,620.,-535., 0.,90.,-180. 
Figure C-14. Program PACK setup and location data files, 
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REMARK THIS PROGRAM PUTS 4 BLOCKS IN A CARTON 
OPENI 
LEFTY 
AB 
NOF 
SPEED 100 
APPRO A,-75. 
MOVE A 
SHIFT A,76.,0.,0. 
CLOSEI 
DEPARTS 100. 
APPRO B,-150 
MOVES B 
OPENI 
DEPART 100 
APPRO A,-75. 
MOVE A 
SHIFT A,76.,0.,0. 
CLOSEI 
DEPARTS 100. " 
APPRO B,-150 
MOVE B 
OPENI 
SHIFT B,0.,-25.4,0. 
DEPART 100 
APPRO A,-75. 
MOVE A 
SHIFT A,76.,0.,0. 
CLOSEI 
DEPART 100. 
APPRO B,-100 
DRIVE 6,90,100 
MOVE B 
OPENI 
SHIFT B,25.4',0,0. 
DEPART 100 
APPRO A,-75. 
MOVE A 
SHIFT A,-228.,0.,0. 
CLOSEI 
DEPARTS 100. 
APPRO B,-150 
MOVE B 
SHIFT B,0,25.4,0 
OPENI 
DEPART 100 
STOP      END OF PROGRAM 
Figure   C-15.   Program   PACK. 
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MM 
W 
1,12 
101.60 254.00 -660.40 
0.00 0.00 0.0 
101.60 0.00 0.0 
101.60 0.00 127.0 
50.80 0.00 127.0 
50.80 0.00 177.8 
0.00 0.00 177.8 
0.00 76.20 0.0 
101.60 76.20 0.0 
101.60 76.20 127.0 
50.80 76.20 127.0 
50.80 76.20 177.8 
0.00 76.20 177.8 
1,8 
-38.10 457.20 -660.40 
0.00 0.00 0.0 
0.00 0.00 76.2 
0.00 12.70 76. 2 
0.00 12.70 0.0 
76.20 0.00 0.0 
76.20 0.00 76.2 
76.20 12.70 76.2 
76.20 12.70 0.0 
1,8 
-139.70 457.20 -660.40 
0.00 0.00 0.0 
0.00 0.00 76.2 
0.00 12.70 76.2 
0.00 12.70 0.0 
76.20 0.00 0.0 
76.20 0.00 76.2 
76.20 12.70 76.2 
76.20 12.70 0.0 
1,8 
-254.00 408.00 -660.40 
0.00 0.00 0.0 
0.00 0.00 19.05 
0.00 19.05 19.05 
0.00 19.05 0.0 
76.20 0.00 .•>.     0.0 
76. 20 0.00 6.35 
76.20 6.35 6.35 
76.20 6.35 0.0 
CCC MOUNTING BLOCK 
CCC PLATE A 
CCC PLATE B 
CCC WELDER 
POINT A,-273.,465.,-535.,0.,90.,-180. 
POINT B.110.,620.,-535.,0.,90.,-180. 
POINT A,38.1,463.55,-647.3,-90.,45.,180. 
POINT B,-240.,414.,-642.,90.,60.,0. 
POINT C,230.,300.,-527.,-135.,0.,90. 
POINT D,162.,237.,-496.,180.,45.,-180. 
POINT E,-50.,350.,-500.,-160.,50.-,-10. 
POINT F,237.,280,,-470.,-90.,70.,-45. 
POINT G,237.,345.,-470.,-90.,70.,-45. 
POINT H,162.,239. 3, -400., 180.,45.,-180. b. 
Figure C-16. Program WELD setup and location data files 
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1ST PLATE 
6, ,10. 
2ND PLATE 
,-10. 
TYPE THIS 
OPENI 
LE 
MOVE E 
TYPE POSTION 
APPRO A,-50 
MOVE A 
CLOSEI 
DEPARTS 100 
APPRO C,-75 
MOVE C 
OPENI 
DEPART 100 
SHIFT A,-101. 
TYPE POSTION 
APPRO A,-100 
MOVE A 
SHIFT A,101.6 
CLOSEI 
DEPART 50 
MOVE H 
APPRO D,-50 
MOVE D 
OPENI 
DEPART 7 5 
TYPE GET WELDER 
APPROS B,-100 
MOVE B 
CLOSEI 
DEPART 100 
APPRO F,-50 
TYPE WELD PLATES 
SP 20 
MOVE F 
MOVES G 
SP 100 
DEPART 50 
TYPE RETURN WELDER 
APPRO B,-100 
MOVE B 
OPENI 
DEPART 100 
MOVE E 
STOP 
PROGRAM "WELDS" 2 PLATES 
Figure C-17. Program WELD1. 
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1ST PLATE 
6, ,10. 
2ND PLATE 
6,,-10. 
TYPE THIS 
OPENI 
LE 
MOVE E 
TYPE POSTION 
APPRO A,-50 
MOVE A 
CLOSEI 
DEPARTS 100 
APPRO C,--7 5 
MOVE C 
OPENI 
DEPART 100 
SHIFT A,-101 
TYPE POSTION 
APPRO A,-100 
MOVE A 
SHIFT A,101 
CLOSEI 
DEPART 50 
MOVE E 
MOVE H 
APPRO D,-50 
MOVE D 
OPENI 
DEPART 7 5 
TYPE GET- WELDER 
APPROS B,-100 
MOVE B 
CLOSEI 
DEPART 100 
APPRO F,-50 
TYPE WELD PLATES 
SP 20 
MOVE F 
MOVES G 
SP 100 
DEPART 50 
TYPE RETURN WELD'ER 
APPRO B,-100 
MOVE B 
OPENI 
DEPART 100 
MOVE E 
STOP 
PROGRAM "WELDS" 2 PLATES 
Figure C-18. Program WELD. 
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