Abstract. Correctness of workflow design cannot be evaluated by checking the execution for one single instance of the workflow, because instances, even when being independent from the data perspective, depend on each other with respect to the resources they rely on for executing tasks. The resources are shared among the instances of the same workflow; moreover, other workflows can use the same resources. Therefore, we enrich the workflow model with the model of its environment that captures the resource perspective. This allows us to investigate the verification of workflows extended with resources in a more general setting than it was previously done. We focus on the soundness property, which means the ability to terminate properly from any reachable state of the system, for every instance of the system. We show the decision procedure for soundness and how to repair a workflow that is unsound from the resource perspective by synthesizing a controller such that the composition of the workflow and the controller is sound by design.
Introduction
A workflow consists of a set of coordinated tasks describing a flow of work for accomplishing some business process within an organization. The occurrence of those tasks may depend on resources, such as machines, manpower, and raw material. Often, several cases (i.e., instances) of a workflow coexist, and they may all concurrently access the resources. In that sense, the execution of a workflow is similar to executing several threads of a piece of software.
Correctness of classical and resource-constrained workflows has been formalized in terms of the soundness property [1, 14] . Soundness guarantees that given a finite number of cases and a number of resources of each type, every case has always the possibility to terminate. As we restrict ourselves to durable resources in this paper-that is, resources that can neither be created nor destroyedsoundness also ensures that the number of resources initially available remains invariant.
The current notion of soundness for resource-constrained workflows assumes a workflow to be executed in isolation. However, workflows increasingly cross organizational boundaries and are usually intertwined. As a consequence, resources are no longer internal for a workflow but shared among different workflows. This, in fact, requires a different way of modeling workflows. To do so, we propose to enrich the workflow model with an environment capturing the resource perspective of the workflow. The environment is generic in the sense that it can be parameterized, thereby enabling the modeling of relevant instances of practical scenarios. More precisely, the environment allows for borrowing, lending, and permanently adding and removing of resources of each type up to an initially specified number. Moreover, it also creates the cases of the workflow that are to be executed, with the number of cases taken from a specified interval.
We formalize correctness of workflows with shared resources with the notion of interval soundness, as it considers intervals of cases and resources. Interval soundness is defined for the composition of the workflow and the corresponding instance of the generic environment. We show that the verification of soundness reduces to check whether for the workflow it is always possible to terminate in the composition with the environment. The state of the environment can thereby be neglected because several invariant properties hold in the environment model which are necessary for interval soundness. To further support the design of interval-sound workflows, we present an approach for repairing an unsound workflow by synthesizing a controller (if exists) such that the composition of the workflow and the controller is interval sound.
Our contributions can be summarized as follows:
-A generalization of the model for workflows extended with resources to deal with shared resources; -A notion of correctness considering intervals of instances and resource vectors and two procedures to decide correctness; and -An approach to repair an incorrect workflow based on controller synthesis.
We continue by providing the background in Sect. 2. In Sect. 3, we introduce our model of resource-constrained workflow nets, the generic environment for modeling the resource perspective, and define interval soundness. In Sect. 4, we show how interval soundness can be decided, and repairing unsound workflows is studied in Sect. 5. We discuss related work in Sect. 6 and close with a conclusion.
Preliminaries
In this section, we provide the basic notations used in this paper, such as Petri nets and workflow nets.
For two sets P and Q, let P Q denote the disjoint union; writing P Q expresses the implicit assumption that P and Q are disjoint. A multiset or bag m over P is a mapping m : P → IN; for example, [p 1 , 2p 2 ] denotes a multiset m with m(p 1 ) = 1, m(p 2 ) = 2, and m(p) = 0 for p ∈ P \ {p 1 , p 2 }. We define operations +, −, =, <, >, ≤, ≥ on multisets in the standard way. We overload the set notation, writing ∅ for the empty multiset and ∈ for the element inclusion. We canonically extend the notion of a multiset over P to supersets Q ⊇ P ; that is, for a mapping m : P − → IN, we extend m to the multiset m : Q − → IN so that for all p ∈ Q \ P , m(p) = 0. Analogously, a multiset can be restricted to a subset Q ⊆ P . For a mapping m : P − → IN, the restriction of m to the elements in Q is denoted by m| Q : Q − → IN.
Definition 1. (labeled Petri net)
A net N = P, T, W consists of -a finite set P of places, -a finite set T of transitions such that P and T are disjoint, and -a weight function W : (P × T ) (T × P ) → IN.
A labeled net N = P, T, W, l, Σ is a net P, T, W together with an alphabet Σ of actions and a labeling function l : T → Σ {τ }, where τ represents an invisible, internal action. A (labeled) Petri net N, m N is a (labeled) net N together with an initial marking m N , where a marking m : P → IN is a distribution of tokens over the places. The incidence matrix C of N is defined by
For a transition t ∈ T , we define the preset
• t and the postset t • of t as the multisets of places where every p ∈ P occurs W ((p, t)) times in
• t and W ((t, p)) times in t
• . Analogously, we define for a place p ∈ P its preset • p and its postset p
• . We also lift pre-and postsets to sets of places and of transitions. A place p is a source place if A place invariant is a row vector I : P → Q such that I · C = 0. When talking about invariants, we consider markings as vectors.
In the following, we define two composition operators for labeled Petri nets to model asynchronous composition based on place fusion and synchronous parallel composition based on transition fusion. The composition operator ⊕ merges common places of two labeled Petri nets.
Definition 2. (asynchronous composition) Two labeled nets
The asynchronous composition of two a-composable labeled nets is the labeled net
If N 1 and N 2 are labeled Petri nets with initial markings m N1 and m N2 , then the composition is a labeled Petri net with initial marking m 0 = m N1 + m N2 .
We define a synchronous composition operator where, for each common action a, an a-labeled transition of one labeled Petri net is merged with an alabeled transition of the other. If there is more than one a-labeled transition in one of the labeled Petri nets, then each of these transitions is merged with a copy of the respective transition of the other labeled Petri net. 
The synchronous composition of two s-composable labeled nets is the labeled net N 1 N 2 = P, T, W, l, Σ , where
If 
Workflow Nets A workflow refers to the automation of processes by an IT infrastructure, in whole or in part [3] . Workflows are case-based; that is, every piece of work is executed for a specific case. The workflow definition specifies which tasks need to be executed for a case and in what order.
We can model a workflow definition as a (labeled) net, thereby modeling tasks by transitions and conditions by places; the state of a case is captured by a marking of the net. The assumption that a typical workflow has a well-defined starting point and a well-defined ending point imposes syntactic restrictions on Petri nets that result in the following definition of a workflow net [2] .
Definition 5. (WF-net)
A labeled net N = P, T, W, l, Σ is a workflow net (WF-net) if it has a nonempty set of transitions, a single source place i, a single sink place f , and every place and every transition is on a path from i to f .
The short-circuited net N s of N is the labeled net obtained from N by adding a transition t s with W ((t, i)) = W ((f, t)) = 1 and l(t s ) = τ .
In the first instance, researchers were interested in workflow correctness with respect to a single case. One of the most established correctness properties of WF-nets is soundness, as introduced by Van der Aalst [1] in the context of one case. Soundness guarantees that the workflow has always the possibility to terminate. Later on, multi-instance behavior attracted researchers' attention, where WF-nets are considered as parameterized systems modeling the processing of batches of tasks, as introduced in [14] . While in classical workflows cases are considered to be independent and the modeling of multiple cases in one WF-net requires the introduction of id tokens, in batch workflows cases are considered to be undistinguishable and mixable (e.g., it does not matter which employee works on which order) and, as a consequence, cases are modeled with undistinguishable black tokens. Under certain conditions on the workflow structure, called separability, the behavior of the WF-net with undistinguishable cases (black tokens) is equivalent (up to trace equivalence) to the behavior of the WF-net with id tokens [14, 8, 7] . Moreover, every net with id tokens can be transformed into an up-to-bisimulation-equivalent net with black tokens only [14, 17] .
Capturing the correctness notion for batch workflow nets requires the use of the generalized notion of soundness, as proposed in [14] .
Definition 6. (WF-net soundness)
The next definition gives a requirement for the correct design of a workflow that can be checked using structural properties of the net [15] . Nonredundancy of a place p ∈ P guarantees that p can potentially be marked with a token in some reachable marking.
Generalizing Resource-Constrained Workflow Nets
We use the notion of resource-constrained workflow nets (RCWF-nets) [16] to extend the definition of the workflow with resource dependencies of the tasks. The production net of an RCWF-net is a WF-net in its traditional sense, defining the order of task execution, resource places model the resource types used by the workflow, and resource consumption and production are modeled by the arcs from the resource places to the transitions of the production net, and vice versa.
Definition 8. (RCWF-net)
Σ is a WF-net, the production net of N ; -P p is the set of production places, and P r is the set of resource places; and -
The short-circuited net N s of N is the labeled net obtained from N by replacing N p with its short-circuit net.
tokens in place i, specifying the number of cases in the workflow that are concurrently executed, and an initial marking for the set P r of resources places, denoted as a resource vector R ∈ IN Pr .
Example 1.
We illustrate the previously introduced concepts using Fig. 1 . The nets N 1 and N 2 are RCWF-nets with one resource place r. Arc weights are depicted on the respective arc unless they are equal to 1. Erasing r and its adjacent arcs from N 1 and N 2 yields the (same) production net, a WF-net. This WF-net is k-sound, for any k > 0.
The Generic Environment
To consider RCWF-nets in the setting where the workflow works within some environment that can borrow resources from the workflow or lend more resources to it, we introduce patterns capturing typical behavior of the resource environment. We consider the following actions of the environment: borrowing resources (the borrowed resources are then used by other workflows and they can eventually be returned and made available for the workflow again), lending resources (i.e., making some additional resources temporarily available, and eventually taking them back, when unused by the workflow), permanently removing resources, and permanently adding resources. Actual environments allow for a (possibly empty) subset of these actions. We define the generic environment, built as a union of generic environments defined for every resource type (i.e., place). All the patterns can be obtained by choosing an appropriate initial marking for the generic environment. The generic environment of a resource place r is captured in Fig. 2(a) . The transitions t ↑ and r ↓ in the initial marking gives the bounds for the number of resources that can be added and removed, respectively. Clearly, choosing 0 as initial marking of r ↑ and r ↓ makes the corresponding transitions dead, so they might be removed for the corresponding pattern, but for the sake of readability, we prefer to use only the initial marking for configuring the generic environment into a pattern.
Transitions t + r and t − r together with places r + and r − model lending and borrowing resources in the following way: The number of tokens in r + and r − in the initial marking corresponds to the number of resources the environment may lend and borrow, respectively. Thus having 0 for the initial marking on r + means that the environment cannot lend any resource of type r. When the resources are borrowed, the marking of r + is increased by the number of borrowed resources, and the firings of t + r will then correspond to returning those resources by the environment.
The initial marking of the places r ↑ , r ↓ , r + , and r − serves thus as the configuration parameter defining the behavior of the environment. In principle, it is possible to elaborate the model further by linking, for example, r ↓ and r − by means of choosing the bound for the total number of resources that can be removed permanently or temporarily. We can model this by introducing the place r −↓ and the arcs depicted by the dashed lines in Fig. 2(a) . The same can be done for other configuration components. Variations on the environment construction are also possible by linking the scheme for adding and removing resources for different resource types. We restrict our attention further to the main structure, without linking the configuration components to each other, although the results hold for environments restricted in this way, too.
Since borrowing is temporary-that is, under the fairness assumption, the environment will eventually return the borrowed resources-the choice of the initial marking for r − does not change the set of markings reachable in the composition of the workflow and the environment projected on the workflow places: The workflow can always wait until the environment returns the resources borrowed and then proceed. The same applies to lending resources: The workflow can always wait until the environment will lend it the maximal amount of the resources possible, meaning that the behavior of the composition is defined by r + . The borrowing/lending part of the environment model becomes important when time is taken into consideration, also for transitions t + r and t − r , since borrowing/lending then changes the set of markings reachable in the workflow. Note that also transitiont ↓ r , decreasing the amount of resources the environment might remove permanently, only has influence on the set of markings reachable in the workflow when we take time into account.
To create cases of the workflow, we add a generic case environment to our generic environment, allowing for an arbitrary number of cases from the interval Figure 2(b) shows the construction. The place c (creation) contains initially k 1 tokens (i.e., the lower bound of cases to be created), the place d (dismissable) contains k 2 − k 1 tokens (i.e., cases that can but do not have to be created), and place e (end) is empty. For every case that is not created, a token is produced in the place e by firing t e . Thus, if all created cases terminate (modeled by a token in f for each case), the place e contains on the termination k 2 tokens.
Definition 9. (generic environment)
Let N = P p P r , T, W p W r , l, Σ be an RCWF-net. The generic environment of N is a labeled Petri net E such that E and N are a-composable with ((P p P r ) ∩ P E ) = P r {i, f } and 
An environment E, m E of N consists of E and a concrete initial marking m E .
Interval Soundness for RCWF-nets with an Environment
We adapt the definition of soundness for WF-nets to RCWF-nets with an environment. Soundness of an RCWF-net N with an environment E, m E guarantees that the underlying production net of N is k-sound, for every k in the interval; that is, also in the presence of resources, a case has always the possibility to terminate. In addition, we put two conditions on the resources: First, all resources that are initially available in N and E are again available when all cases are terminated. Second, at any reachable marking, the number of available resources does not increase the number of initially available resources. These two criteria are a consequence of our restriction to durable resources, because they ensure that no resources are created or removed.
To guarantee the previous conditions, we define four necessary conditions that are captured in the notion of a well-defined composition of N and an arbitrary environment E, m E . The first condition ensures that the production net of N is k-sound, for every k in the interval. The second condition ensures that no resource tokens can be created by the WF-net; that is, for every firing sequence, the number of resource tokens put by N on the resource places does not exceed the number of tokens taken by N from the resource places (meaning that then every reachable marking has a resource vector R ≤ R, unless the environment can add tokens to the resource places). The third condition states that there exists a place invariant for the places c, d and e, guaranteeing that the number of cases remains constant. Likewise, the fourth condition requires that, for every resource place, there exists a place invariant, guaranteeing that the number of resources remains constant.
Definition 10. (well-defined)
Let N be an RCWF-net such that the production net of N does not have redundant places. Let E, m E be an environment of N . The composition N ⊕ E is well-defined if the following four properties hold:
There exists a place invariant I p such that I p (c) = I p (d) = I p (e) = 1 and, for all p ∈ P E \ {c, d, e}, I p (p ) = 0. 4. For each r ∈ P r , there exists a place invariant I r satisfying I r (c) = I r (d) = I r (e) = 0, I r (r) = 1, and ∀r ∈ P r \ {r} : I r (r ) = 0.
The absence of redundant places is necessary for applying invariant techniques. The next lemma shows that a well-defined composition is bounded.
Lemma 11. Let N be an RCWF-net and E, m E be an environment of N . If N ⊕ E is well-defined, then it is bounded.
Proof. Boundedness of the resource environment follows from Definitions 10(2), (4) and of the case environment from Definition 10(3). The latter argument and Definition 10(1), which implies boundedness of the production net, implies boundedness of N .
For a well-defined composition N ⊕E, we can define interval soundness, which is a more general variant of the soundness notion as defined in [13, 5] .
Definition 12. (interval soundness)
Let N be an RCWF-net and E, m E be an environment of N such that N ⊕ E is well-defined. Then, N is sound with
If m E is not relevant, we say N is interval sound. 
We now relate the previous variants of interval soundness, thereby generalizing them from a fixed number k of cases to an interval [k 1 , k 2 ] of cases.
Lemma 13. For any RCWF-net N and k
Proof. (Sketch) It suffices to prove the three statements for k, 
, for r ∈ P r . So the sum of these two invariants is the resource invariant we are looking for.
Example 2.
Consider the RCWF-net N 1 in Fig. 1(a) and its environment E (see Fig. 4(a) for the entire composition). The production net of N 1 is k-sound, for k > 0, and i + p + q + f + c + d + e is a place invariant in the production net. Furthermore, no resource token is created in N 1 , and r + p + 2q + r − + 2r
an invariant for resource place r. Thus, N 1 ⊕ E is well-defined. For the same reason, N 2 ⊕ E is well-defined. However, N 1 is not (k, R)-sound for all k = R(r). For example, for k = r = 2, firing transition t twice yields a deadlock [2 · p] . In contrast, N 2 is (k, R)-sound for R(r) > 1 and any k. This example exemplifies that well-definedness is only a necessary condition for interval soundness. Note that we have one decision algorithm, for every instance of interval soundness. As checking a home-space property is decidable [12] , we can conclude:
Deciding Interval Soundness

Theorem 16. (decidability) Let N be an RCWF-net and E, m E be an environment of N . Checking whether N is sound with E, m E is decidable.
In the literature, soundness is often reduced to showing that the shortcircuited (RC)WF-net is live and bounded. The reduction works if the transition t s consumes all k cases from the place f and produces k tokens on the place i. Figure 3 illustrates this. The drawback of this construction is that it requires to check a different net for every k. As we consider N with an environment, we propose the following generic reduction to liveness and boundedness:
Theorem 17. (decision II) Let N be an RCWF-net and E, m E be an environment of N such that N ⊕ E is well-defined. Let E s be obtained from E by adding a transition t s with W ((e, t s )) = X(c) + X(d), W ((t s , d)) = X(d), and W ((t s , c)) = X(c). Then, N is sound with E, m E iff all transitions
Proof. ⇒: As N does not have redundant places, it does not have dead transitions in its production net and t s is not dead either, so we conclude that all transitions in T N {t s } are live. 
Repairing Interval Unsound RCWF-Nets
In the previous section, we presented an algorithm to decide interval soundness of an RCWF-net N . However, designing an interval-sound workflow or adjusting a workflow if some functionality or the environment has been changed is a nontrivial and error-prone task even for experienced process designers. In order to support process designers, we introduce an approach to repair an intervalunsound RCWF-net N if possible so that interval soundness is achieved by design. Clearly, the repaired workflow should be seen as a suggestion to the process designer rather than the ultimate solution.
Requiring the composition N ⊕ E to be well-defined reduces the cause of unsoundness to a deadlock or a livelock due to the lack of resources during the production process (see Lemma 11) . To repair an RCWF-net N , we therefore propose to automatically construct a controller C that controls those transitions of N that produce tokens on or consume tokens from a resource place. This way, we control the order in which certain tasks may occur and prevent the workflow from getting stuck.
Technically, a controller is a labeled Petri net C and will be composed with N ⊕ E by merging transitions of N only. These merged transitions of N are then controlled by C in the composition. Another technicality that we leave out in the following is ensuring that the nodes of E and C are pairwise disjoint. The following algorithm synthesizes a controller of N ⊕ E. It takes the state space of N and the environment E as its input, and it outputs an LTS which can, in a next step, be easily transformed into a labeled Petri net.
Definition 19. (controller construction)
Let N be an RCWF-net and and E, m E be an environment of N such that Z = N ⊕ E is well-defined and has a finite state space. Let Σ ⊆ Σ N be the set of synchronized actions, and let TS Z = Q Z , δ Z ,q Z , Σ be the LTS of Z after relabeling all actions x ∈ Σ N \ Σ to τ . Define a sequence of LTSs TS i , i = 0, 1, . . . inductively as follows:
Let j be the smallest number with
The construction of C allows some level of flexibility: We do not assume all transitions of N to be controllable as we restrict the set of labels of TS j in the construction to a subset Σ of the alphabet Σ N . That way, we take into account that not all tasks in a workflow can be controlled. We assume the nodes of C and E to be pairwise disjoint; that is, the controller cannot control actions of the environment. (If one would find it possible to control actions of the environment, we could adapt our construction by labeling certain transitions of E and adding those actions to the alphabet of C.)
Note that C is not necessarily a WF-net, because it may have more than one sink place; thus, the composition N C is not an RCWF-net but a labeled Petri net.
Our main result of this section is that a composition N ⊕ E is repairable if and only if the algorithm in Definition 19 outputs an LTS with at least one state. N 
Theorem 20. (justification) Let
Related Work
The verification of soundness for RCWF-nets has been investigated by many researchers. On the one hand, interval soundness is a more restrictive instance compared to soundness in [21, 13, 5] , as we assume the number of cases and resources to be fixed within an interval. On the other hand, it is more general because we assume resources to be shared among workflows rather than internal to a workflow. We incorporated this in our model by enriching the model of RCWF-nets as proposed in [6, 13] with a generic environment modeling the resource perspective of a WF-net. Moreover, we are neither restricted to one resource type as [13] nor to certain subclasses of WF-nets as [5] . Resource problems with an unbounded number of resource items have been studied in [9] .
RCWF-nets can be seen as parameterized (or multi-threaded) systems with two parameters: the number of cases to be executed and the number of available resources. Verification of parameterized systems is a popular topic, but must approaches investigate safety properties with unbounded parameters (e.g., [18] ) whereas we assume fixed bounds but consider with soundness a liveness property. A resource interface in [11] defines a safety property over the resources for open system; we defined the generic environment E and hence deal with a closed system. There also exist extensions of the temporal logics CTL and ATL to reason about resources [10, 4] . Although the problem instances considered in this paper can be expressed in terms of those logics, verification would require to check the system for all parameters.
Our approach to repair unsound workflows is based on classical controller synthesis [20] and has been defined for Petri nets and soundness in [22] . For an overview of Petri net-based controller synthesis approaches, we refer to [19] . Most of these works focus on the net structure and properties different from soundness; moreover, the main application are manufacturing systems where one tries to construct a scheduler. In contrast, we construct a controller such that the net is robust and thus sound.
Conclusion
We investigated the correctness of workflows with shared resources, called interval soundness. To do so, we proposed to enrich the workflow model with a generic environment capturing the resource perspective. An instance of this generic environment models a specific environment that specifies an interval of workflow instances to be created and available resources for each resource type. The generic environment generalizes the existing workflow model extended with resources and captures environments of practical relevance. To decide interval soundness for every instance of the generic environment, we presented two decision procedures, both using invariant properties of the environment. Furthermore, we showed a way to support the design of correct workflows by automatically synthesizing a controller such that the composition of the workflow and the controller is interval sound.
In ongoing work, we are interested in determining a smallest resource vector (based on given requirements) that guarantees soundness. Likewise, we aim at determining the largest resource vector that guarantees soundness or proving that increasing some resource vector does not influence the soundness result. Constructing more specific controllers by assigning costs to transitions is another direction of future work.
