Implementació del joc Constructo by Giralt Dejuan, Adria
1Títol: Implementació del joc Constructo
Volum: 1/1
Alumne: Adrià Giralt i Dejuan





Títol del Projecte: Implementació del Joc Constructo
Nom de l'estudiant: Adrià Giralt i Dejuan
Titulació: Enginyeria Informàtica
Crèdits: 37'5
Director: Miguel Barceló Garcia
Departament: ESSI
MEMBRES DEL TRIBUNAL (nom i signatura)
President: Xavier Burgués Illa
Vocal: Juan José Navarro Guerrero







A en Miquel Barceló per haver-me proposat el projecte.
A Santiago Eximeno per haver inventat el joc Constructo,




1.1 Què és el Constructo.......................................................................................................8
1.1.1 Joc.............................................................................................................................8
1.1.2 Tipus de Joc.............................................................................................................10
1.2 Normes del Constructo..................................................................................................11
1.2.1 Elements del Constructo..........................................................................................11
1.2.2 Moviments del Constructo......................................................................................11
1.2.3 Desenvolupament del Joc i Recompte de Punts......................................................12
2. Anàlisi.....................................................................................................14





2.2.4 Navegar per la Partida.............................................................................................17
2.2.5 Veure Partides..........................................................................................................17
2.3 Curs d'una partida........................................................................................................17
2.3.1 Crear Partida...........................................................................................................17
2.3.2 Jugar la Partida........................................................................................................19
2.3.3 Aturar la Partida......................................................................................................20
2.3.4 Recuperar una Partida.............................................................................................20
2.3.5 Veure la Repetició d'una Partida..............................................................................21
3. Planificació.............................................................................................23






































7. Comparativa i Cost Econòmic.............................................................56
7.1 Comparativa de la planificació.....................................................................................56
7.2 Cost econòmic del Projecte...........................................................................................59
8. Conclusió i Opinió Personal.................................................................61
8.1 Anàlisi del Projecte........................................................................................................61
8.1.1 Futur i Explotació Econòmica.................................................................................61
8.2 Opinió personal.............................................................................................................62
8.2.1 El futur de Constructo.............................................................................................63
9. Bibliografia............................................................................................64
Annex 1: Posta en Marxa del Servidor
Annex 2: Normes Originals del Constructo
Annex 3: Resultats entre IAs
7
1. Introducció
Aquest projecte pretén ser una versió digital del joc de taula Constructo de Santiago
Eximeno.  Això es tradueix en desenvolupar una aplicació perquè els  usuaris  puguin
jugar al Constructo amb totes les funcionalitats que un joc de taula digital avui en dia
requereix: poder jugar dues persones tant en local com per xarxa, tant amb amics com
amb desconeguts i poder jugar sol contra una intel·ligència artificial per poder practicar
estratègies, i poder recuperar partides anteriors tant per continuar una partida que hem
deixat a mitges com per veure la repetició d'una partida finalitzada.
En aquest cas, es tracta d'una aplicació web on els usuaris poden connectar-s'hi i prèvia
identificació  on les  partides  es  guardaran al  servidor.  Això significa que els  usuaris
poden connectar-se  des  de  qualsevol  maquina  sobre  qualsevol  sistema  operatiu  que
suporti un navegador web compatible amb html5 i javascript.
A més, l'aplicació usa una arquitectura REST de manera que un 3r podria desenvolupar
una nova aplicació (amb altres funcionalitats o per altres plataformes com per exemple
per Android o iOs) que fent servir les crides de l'API oferta podria jugar al Constructo
sense haver de preocupar-se per la lògica ni la persistència de les partides, ja que és el
servidor l'encarregat de fer-ho.
1.1 Què és el Constructo
Primer de tot hem de definir el Constructo com a tal i les seves diferències i semblances
entre altres entreteniments, tant físics com virtuals.
1.1.1 Joc
Per definir què és un joc cal primer definir altres conceptes i començarem per la joguina,
que és el mode d'entreteniment més simple.
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La joguina és un conjunt d'elements que s'usen per l'entreteniment on l'únic objectiu del
jugador  és  passar-ho  bé,  sense  normes,  sense  una  missió  concreta.  Un  exemple  de
joguina  física  podria  ser  un  conjunt  de  peces  de  lego  que  pots  muntar,  desmuntar,
inventar històries amb els ninots... però no tens una missió concreta. Un exemple de
joguina virtual és el Minecraft, on el jugador sí que ha de sobreviure a la gana però a
part  d'això d'ell  depèn si  prefereix  explorar  el  mapa o conrear  cereals  entre  d'altres
opcions sense que cap d'aquestes sigui més bona que una altra.
Quan a una joguina hi afegim una meta, la convertim en un puzle. Un exemple de puzle
físic és el Cub de Rubik on el jugador va movent els colors per arribar al final que és
tenir  cada  cara  d'un  sol  color.  Quan  pensem en  un  puzle  virtual  podem pensar  en
qualsevol  joc de plataformes estil  Mario.  El  jugador ha d'anar  avançant  resolent  les
dificultats per arribar al final. Si que pots “perdre” i has de tornar a començar però el
símil amb el cub de Rubik és que fas un moviment maldestre i barreges la part que ja
tenies feta.
Quan a un puzle hi afegim una puntuació el convertim en un concurs. El més fàcil
d'afegir-hi és una puntuació segons el temps per veure qui ho resol més ràpidament.
Així, tot i jugar sol, pots saber qui ho fa millor que un altre. Per exemple un concurs de
sudokus seria un concurs. Virtualment també podríem agafar qualsevol puzle (un joc de
plataformes mateix)  a  veure qui  el  fa  més  de  pressa  però hi  ha altres  opcions.  Per
exemple el Flappy Bird és un Concurs. Encara que algú podria dir que no és un puzle
perquè el jugador no busca un meta en concret no és veritat. La meta del Flappy Bird és
arribar al final encara que el final es situï a l'infinit. Llavors la puntuació es basa en qui
ha resolt més part del puzzle.
Per acabar si a un concurs hi afegim que els obstacles que ens trobem ens els posa un
altre jugador que també té una meta (pot ser idèntica a la nostra però no té perquè) el
convertim en un joc. En general qualsevol activitat multi-jugador no cooperativa és un
joc: el futbol, els escacs, la brisca... Virtualment també prenem com exemple qualsevol
videojoc multi-jugador no cooperatiu: Age Of Empires, Counter Strike...
Aquí és un arribem al Constructo. La meta és fer el màxim de torres, que a més puntuen
i juguem contra un jugador que també vol fer torres. Per tant el Constructo és un Joc
tant en la seva versió física com en la versió virtual.
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1.1.2 Tipus de Joc
Un joc abstracte és aquell on les fitxes i els altres elements que en puguin formar part no
representen un objecte real a la realitat. Per exemple els escacs representen dos exèrcits
confrontats mentre que al parxís les fitxes que han d'arribar al final no són res més que
fitxes. D'aquesta manera el Constructo és un joc abstracte ja que les fitxes i el taulell no
representen més del que són.
Un joc per torns és un joc on cada jugador només pot executar una acció quan li és
requerit. Aquesta acció pot ser simultània (com al pedra paper tisores) o per torns (com
al dòmino). Per contra un joc simultani és un joc on els jugadors executen accions quan
ho creuen oportú (per exemple el futbolí). El Constructo és un joc que es desenvolupa
per torns ja que primer tira un i llavors tira l'altre.
En un  joc  hi  pot  haver  atzar  en  diferents  mesures.  Per  exemple  el  joc  de  l'oca  és
completament atzarós mentre que el parxís ho és una mica menys ja que el jugador pot
escollir quina de les peces moure després de saber el resultat del dau. El Constructo és
un  joc  on  l'atzar  no  hi  intervé  perquè  els  jugadors  poden  escollir  qualsevol  de  les
possibilitats que tenen amb criteri propi sense que la sort hi tingui a dir
Un joc pot ser d'informació completa o incompleta. Els jocs d'informació completa són
els que tots els jugadors saben tota la informació sobre els elements que componen la
partida. Per exemple al Risk, tots els jugadors saben el nombre de tropes que hi ha a
cada país en tot  moment.  En canvi els jocs d'informació incompleta  són jocs on els
jugadors només saben una part de la informació. Per exemple al Pòquer els jugadors
desconeixen  les  cartes  dels  seus  oponents.  El  Constructo  és  un  joc  d'informació
completa ja que en tot moment els dos jugadors saben on són les fitxes.
Per tant, amb aquesta classificació dels jocs, podem dir que el Constructo és un joc
abstractre, per torns, sense atzar i de informació completa.
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1.2 Normes del Constructo
1.2.1 Elements del Constructo
El Constructo consta de dos tipus d'elements: les caselles i les fitxes.
De caselles n'hi  ha 9,  són hexàgons regulars de la mateixa mida i  juntes  formen el
taulell. Per formar el taulell les caselles s'han de tocar amb les seves adjacents per les
arestes. Hi ha 3 taulells estàndard reflectits a les normes però també es pot pactar jugar
amb taulell lliure.
Cada jugador té 9 fitxes  d'un color diferent  de les  de l'altre  jugador.  Les fitxes  són
rodones i es distribueixen per mides. Cada jugador en té 3 de petites, 3 de mitjanes i 3
de grans. Les grans però, tenen un forat també rodó dins del qual hi cap la fitxa petita
però no la mitjana.
1.2.2 Moviments del Constructo
A cada torn el jugador pot fer dos tipus de moviment: Col·locar una fitxa de fora del
taulell a una casella i moure una fitxa de dins del taulell.
Quan un jugador vol col·locar una fitxa de fora el taulell a una casella l'únic moviment
vàlid és col·locar-la a una casella buida qualsevol. De manera que no pot ocupar cap
casella ja ocupada.
Quan un jugador vol moure una fitxa de dins el taulell només pot fer-ho cap a caselles
adjacents  (una  casella  té  com  a  molt  6  caselles  adjacents,  ja  que  les  caselles  són
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hexàgons) sempre que fitxa sigui  del  jugador  que la  mou i  sigui  l'única fitxa  de la
casella. A més només es poden fer una sèrie de moviments concrets:
- Una fitxa Grossa es pot moure a sobre d'una fitxa Petita del jugador contrari (la fitxa
petita quedarà a l'interior del forat de la grossa).
- Una fitxa Mitjana es pot moure a sobre d'una fitxa Grossa del jugador contrari, fins i
tot si aquesta conté una fitxa petita a dins seu.
- Una fitxa Petita es pot moure a sobre d'una fitxa Mitjana del jugador contrari, fins i tot
si aquesta està a sobre d'una fitxa Grossa (que pot contenir o no una fitxa petita).
Cap altre  moviment  està  permès,  és  a  dir,  no es  pot  moure una fitxa  a caselles  no
adjacents i no es pot moure una fitxa sobre una altre del mateix jugador.
1.2.3 Desenvolupament del Joc i Recompte de Punts
El joc consta de dues rondes, cadascuna igual es desenvolupa idènticament que l'anterior
excepte en el jugador que inicia la partida.
La ronda s'inicia amb totes les caselles buides. El jugador que comença tria el taulell
(previ acord si es tracta d'un taulell estàndard o no), i hi col·loca una fitxa. Llavors és el
torn del següent jugador que col·loca una altra fitxa. A partir d'aquí els jugadors es van
alternant.
La ronda finalitza quan un dels dos jugadors no pot fer cap dels moviments permesos
quan li tocaria fer-ne. És a dir, no pot moure cap fitxa de dins el taulell i o bé no li
queden fitxes per col·locar o bé no hi ha caselles buides. Quan arribem a aquest cas, es
compten les torres construïdes per cada jugador. Una torre és una pila de fitxes i és del
jugador que hi ha posat la fitxa més alta. Una fitxa sola o una fitxa Petita dins d'una de
Grossa no comptes com a torre. Si es tracta de la primera ronda, comença la segona. Si
es  tracta  de la  segona,  la  partida  acaba,  es  sumen els  punts  d'ambdues rondes,  i  el
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jugador que hagi assolit  més punts guanya la partida,  o s'empata en cas que els dos
jugadors tinguin el mateix nombre de punts.
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2. Anàlisi
En aquest  apartat  s'explica  la  part  prèvia  a  la  implementació,  es  a  dir  els  requisits
previstos  per  l'aplicació  final  així  com  els  casos  d'ús  i  la  planificació  de  cares  al
desenvolupament del projecte
2.1 Requisits de l'aplicació
- L'aplicació ha de permetre al jugador, realitzar partides de Constructo, sigui contra una
intel·ligència artificial o contra un altre humà des del mateix o diferents ordinadors.
- L'aplicació ha de mostrar a l'usuari la informació completa de la partida, així com el
nombre de fitxes que queden per col·locar, la distribució del taulell, a qui correspon el
torn i la puntuació fins el moment.
-  L'aplicació  ha de respectar  les  normes  originals  de  Constructo  de manera que  els
jugadors no puguin fer moviments no permesos.
- Es podrà jugar a Constructo des de qualsevol dels navegadors d'internet més estesos
actualment sobre qualsevol sistema operatiu.
-  Les  partides  es  guardaran a  la  base de dades  automàticament,  de  manera  que els
jugadors puguin recuperar partides anteriors, bé per veure la repetició o per continuar
una partida inacabada.
- El jugador que vulgui jugar contra la una intel·ligència artificial ha de poder triar el
comportament i el grau de dificultat d'aquesta.
-  El  sistema  ha  de  ser  segur,  de  manera  que  un  usuari  no  pugi  fer  accions  que
corresponguin a altri.
- El jugador que vulgui jugar amb un altre usuari en diferents ordinadors ha de poder
escollir entre usuaris coneguts i oponents aleatoris.
- La API ha de permetre a 3rs desenvolupar aplicacions que permetin també jugar, veure
estadístiques, tot mantenint la integritat de l'aplicació i les partides de la mateixa.
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2.2 Casos d'ús
Al següent diagrama es poden veure els casos d'ús que pot fer l'usuari, que per aquesta 
aplicació és l'únic actor que tenim. Més endavant entrarem en detall a cada cas d'ús.
Obviarem els casos d'ús d'identificació (log in i log out) i la precondició “cal ser un 
usuari degudament identificat” per la resta de casos d'ús.
Per tots els casos d'ús, l'únic actor és l'Usuari.
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Figura 1: Casos d'ús
2.2.1 Crear Partida
Precondició: -
Postcondició: A la base de dades hi ha una partida buida on el 1r jugador té la ID de
l'usuari que l'ha creat.
Descripció: L'Usuari crea una nova partida que s'afegeix a la Base de Dades.
2.2.2 Fer Moviment
Precondició: Fem el moviment sobre una partida existent.
Postcondició: Si el moviment és correcte i estem autoritzats a dur-lo a terme, la partida
resulta modificada adientment,  en cas contrari la partida no s'altera i retorna un error.
Descripció: Per moviment entenem qualsevol acció sobre la partida que la modifiqui.
Generalment els moviments seran moviments de les fitxes que canvien l'estat del taulell
i  el  número de fitxes  disponibles.  També entenem per  un moviment  en una partida
escollir les configuracions d'aquesta, escollir-ne el mapa i canviar la ronda.
2.2.3 Carregar Partida
Precondició: -
Postcondició:  Ens  retorna  tota  la  informació  relativa  a  una  partida  així  com l'estat
d'aquesta i els usuaris que hi participen.
Descripció:  L'usuari  que vol veure una partida la selecciona i  veu en pantalla l'estat
d'aquesta de manera que podrà efectuar sobre ella els moviments que cregui oportuns si
encara no ha finalitzat. Tant si ha finalitzat com si no l'usuari podrà navegar-hi veient
quins moviments ha fet cada jugador durant el progrés d'aquesta.
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2.2.4 Navegar per la Partida
Precondició: -
Postcondició: L'aplicació mostra per pantalla un estat anterior a l'actual de la partida.
Descripció: L'usuari pot, clicant els botons de moviment posterior, moviment anterior i
canvi de ronda, veure què han fet els 2 jugadors en el transcurs de la partida a mode de




Postcondició: L'aplicació retorna totes les partides on l'usuari n'és partícip.
Descripció:  L'usuari  pot veure quines són les seves partides,  acabades o en curs per
poder-hi accedir.
2.3 Curs d'una partida
2.3.1 Crear Partida
1. L'Usuari indica al sistema que vol iniciar una partida.
2. El Sistema pregunta si és una partida local o per internet.
3. L'usuari escull partida local.
4. El sistema pregunta si  es tracta d'una partida entre 2 humans (o un de sol si  vol
practicar) o d'un humà contra una IA.
5. L'usuari escull partida entre 2 humans.
6. El sistema pregunta si vol un mapa estàndar o un personalitzat.
7. L'usuari escull el tipus de mapa.
8. El sistema crea la partida i la mostra per pantalla i comença.
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Flux alternatiu:
5. L'usuari escull partida contra una IA.
6. El sistema pregunta la dificultat i l'estratègia de la IA.
7. L'usuari escull les seves preferències sobre la IA.
8. El sistema pregunta si vol un mapa estàndard o un personalitzat.
9. L'usuari escull el tipus de mapa.
10. El sistema crea la partida i la mostra per pantalla i s'inicia.
Flux alternatiu:
3. L'usuari escull partida per internet:
4. El sistema pregunta si es tracta d'una partida contra un oponent aleatori o un oponent
conegut.
5. L'usuari escull contra un oponent aleatori.
6. El sistema pregunta si vol un mapa estàndard o un personalitzat.
7. L'usuari escull el tipus de mapa.
8. El sistema busca si hi ha una partida a l'espera d'un oponent aleatori amb el tipus de
mapa desitjat i la troba. Hi afegeix l'usuari, retorna la partida i la mostra per pantalla.
Cas alternatiu:
8. El sistema busca si hi ha una partida a l'espera d'un oponent aleatori amb el tipus de
mapa desitjat i no la troba. Crea una partida i mostra per pantalla que s'està esperant un
oponent.
9. Quan un oponent s'uneix a la partida la partida comença.
Cas alternatiu:
5. L'usuari escull contra un oponent conegut.
6. El sistema pregunta si  la partida està creada per l'oponent conegut o la vol crear
l'usuari.
7. L'usuari crea la partida
8. El sistema pregunta si vol un mapa estàndard o un personalitzat.
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9. L'usuari escull el tipus de mapa.
10. El sistema crea la partida i mostra un codi per pantalla perquè l'usuari doni al seu
conegut i aquest es pugui unir a la partida.
11. L'usuari li dona el codi al seu conegut.
12. Quan l'oponent conegut s'uneix, s'inicia la partida.
Flux alternatiu:
7. L'usuari vol unir-se a una partida
8. El sistema pregunta a l'usuari el codi.
9. L'usuari pregunta el codi al seu conegut i l'introdueix.
10. La partida es mostra per pantalla i s'inicia.
2.3.2 Jugar la Partida
Inici de la partida:
Si la partida és amb taulells estàndard.
1. El sistema mostra els 3 tipus de taulell per pantalla.
2. L'usuari que li toca escull el taulell i prem “iniciar partida”.
3. El sistema mostra la partida.
Si la partida és amb taulells personalitzats.
1. El sistema mostra el dissenyador de taulells per pantalla.
2. L'usuari que li toca configura el taulell i prem “iniciar partida” un cop el taulell és
correcte.
3. El sistema mostra la partida.
Diferències entre jugadors i partides:
En  partides  per  internet  a  l'usuari  que  no  li  toca  veu  per  pantalla  “L'oponent  està
escollint/configurant  el  taulell”.  Un cop l'oponent  ha  escollit/configurat  el  taulell  la
partida s'inicia.
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En partides contra la IA, l'usuari és el que configura el taulell encara que no li toqui.
Transcurs de la Partida (aquest flux pot començar al punt 1 o al punt 3).
1. L'Usuari veu amb un senyal a la pantalla que és el seu torn.
2. L'Usuari fa un moviment correcte
3. L'Usuari veu amb un senyal a la pantalla que està esperant el torn del rival.
4. Quan l'oponent fa el moviment, tornem a l'estat 1.
Flux alternatiu A:
1 ó 3. L'usuari veu amb un senyal que ha conclòs la ronda.
2A. En una partida local l'usuari (o un dels dos usuaris) clica “següent ronda”.
2B. En una partida per internet els dos usuaris han de clicar “següent ronda”. Si un hi ha
clicat i l'altre no, per pantalla es mostra “L'oponent s'està esperant” o bé “Esperant a
l'oponent” com es correspongui.
3. El sistema torna a l'Inici de partida, canviant els papers de jugador 1 i jugador 2.
Flux alternatiu B:
1 ó 3. L'usuari veu que ha acabat la partida.
2.3.3 Aturar la Partida
1. En qualsevol moment, l'usuari pot tancar el navegador per deixar de jugar. La partida
ja està guardada automàticament a la base de dades.
2.3.4 Recuperar una Partida
1. L'usuari selecciona “Les meves Partides”.
2. El sistema mostra per pantalla totes les partides que on l'usuari n'és partícip.
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3. L'usuari escull quina de les partides vol continuar
4. La partida està inacabada, tornem al pas 1 d'Inici de partida o al pas 1 o 3 de transcurs
de la partida segons correspongui.
Flux alternatiu:
4. La partida està acabada. L'usuari pot veure la puntuació i navegar pels moviments de
la partida.
2.3.5 Veure la Repetició d'una Partida
En qualsevol moment, dins una partida acabada o no.
1. L'usuari prem el botó de següent moviment.
2. El sistema mostra quin moviment ha fet el jugador en aquell moment de la partida.
Flux alternatiu:
1. L'usuari prem el botó de moviment anterior.
2. El sistema mostra quin moviment ha fet el jugador just abans d'aquell moment de la
partida.
Nota:  Si el  taulell  és buit  (en aquell  moment  no s'havien fet  moviments)  no es pot
prémer el botó anterior. Si no s'han fet moviments posteriors (sigui perquè és l'últim
moviment d'una partida en curs, sigui perquè és l'últim moviment d'una partida acabada)
no es pot prémer el botó següent.
Flux alternatiu:
1. L'usuari prem el botó de canvi de ronda.
2. El sistema mostra l'altra ronda de la partida perquè l'usuari pugui navegar-hi.
Flux alternatiu:
1. L'usuari prem el botó de continuar partida.
2. El sistema retorna a l'últim moviment realitzat per si vol seguir jugant.
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Nota: El botó de continuar partida només hi és en partides inacabades o bé en partides
acabades on el jugador encara no ha vist per pantalla que han acabat (perquè ha acabat
mentre estava mirant moviments anteriors).
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3. Planificació
3.1 Estudi de la tecnologia
La primera proposta d'implementació per l'aplicació va ser el llenguatge de programació
java per la raó de la seva compatibilitat amb els sistemes operatius més estesos. Sens
dubte,  que  l'aplicació  funcioni  en  la  majoria  d'ordinadors  possibles  és  un  requisit
indispensable i no té sentit  desenvolupar aplicacions posant traves segons el  sistema
operatiu que usi l'usuari.
Si bé el java compleix aquests requisits, el món de la informàtica cada cop avança més
al núvol, és a dir,  que el màxim de funcionalitats possibles de les aplicacions siguin
dutes a termes pel servidor i el mínim pel client. D'aquesta manera, si bé els servidors
hauran de ser més potents (i més cars en conseqüència) els dispositius personals podran
ser més simples (i per tant barats, i accessibles per més gent). Per això java podria no ser
la millor opció de cares a programar una aplicació senzilla d'aquest estil. L'ideal és que
la lògica del joc, les partides i la seva gestió, etc. es duguin a terme al servidor. Si el
client ha d'executar un programa fet en java necessitarà la màquina virtual de java, i es
podria estalviar aquests recursos.
És per això que l'ideal en aquest cas era fer un servidor web, i servir l'aplicació com una
pàgina web. Això permet que el client l'únic que necessiti és un navegador convencional
per poder navegar per la partida i interaccionar amb els seus elements. Si bé també es
podria servir l'aplicació java, en html5 i javascript la descàrrega serà més ràpida a part
dels altres avantatges que comentats anteriorment.
Per servir html5 i javascript es necessita un servidor web a on poder connectar-se. A
més, cal  guardar les dades de les partides en una base de dades. Per aquestes raons
finalment m'he decidit per fer servir un servidor lamp. L'acrònim lamp significa Linux,
Apache, Mysql (o MariaDB) i php, perl o python. Això és el conjunt de tecnologies a fer
servir perquè el conjunt de l'aplicació funcioni.
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El sistema funcionarà de la següent manera: l'usuari es connecta via web, a l'arrel. El
servidor apache li torna el codi html5 necessari perquè pugui registrar-se, o fer login.
Amb ajuda de la base de dades sql, el nom d'usuari i contrasenya quedarà guardat, o es
comprovarà  segons  correspongui,  a  la  base  de  dades.  Per  fer  aquesta  connexió
html5/javascript amb sql, es fa servir php. Quan l'usuari tria una partida i finalment juga,
veu gracies a l'html5 i el javascript el taulell i la resta de la interfície gràfica. Quan fa
alguna acció, es fa una crida al servidor, en php la resol (comprova que sigui correcte i
modifica se s'escau els valors de la base de dades) i modifica l'html5 amb ajuda del
javascript perquè l'usuari s'adoni dels canvis.
Pensant en una arquitectura en tres capes (presentació, domini i dades), de la presentació
se n'encarrega l'html5 amb el javascript, del domini (és a dir la lògica) el php i de les
dades l'sql.
3.2 Eines utilitzades
Un dels fets a la informàtica és que moltes vegades moltes persones tenen o han tingut
el mateix repte o problema que un altre. Això significa que quan se'ns presenta una
dificultat, és molt probable, que una altra persona en algun altre lloc l'hagi solucionat.
És en aquest cas, on entren els frameworks. Un framework serveix per simplificar la
feina a fer, perquè part de la feina ja està feta. Un framework php, ajuda a separar el
contingut dels fitxes i mantenir-los ordenats, perquè programant “a pèl” sempre acaben
quedant  parts  de codi  barrejades  amb un altre  llenguatge.  També  poden tenir  fet  el
sistema  de  connexió  a  la  base  de  dades  (entre  altres  coses),  de  manera  que  el
programador no s'hagi de preocupar (o no tant) de temes com la seguretat.
Els avantatges més importants d'un framework són, l'estalvi de temps a la programació,
ja  que  tens  moltes  funcions  que  encapsulen  blocs  de  codi  complexes  si  les  has  de
programar a pèl (l'idea és guanyar simplicitat mantenint la flexibilitat); l'optimització
del codi, ja que la majoria de frameworks tenen a darrera una comunitat d'usuaris que o
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bé  activament  o  bé  al  seu  dia  han  estat  millorant  cada  una  de  les  funcions  del
framework; reducció de costos, que ve lligada amb l'estalvi de temps, i més facilitat en
treballar  amb  estàndards,  ja  que  al  tenir  el  codi  separat  seguint  l'estructura  del
framework.
També  tenen  inconvenients,  els  més  importants  són  que  necessiten  un  temps
d'aprenentatge  (cal  saber  com  funcionen),  creen  dependència  una  vegada  iniciat  el
projecte (ja que si volem migrar a un altre framework, o lliurar-nos-en, possiblement
haurem de reescriure una bona part del codi), i que moltes vegades aprendre a fer servir
un framework d'un llenguatge no vol dir aprendre a fer servir aquell llenguatge.
Als següents apartats expliquen els frameworks utilitzats.
3.2.1 Symfony2
Symfony  és  un  framework  php  molt  estès  actualment,  patrocinat  per  Sensio  Labs,
actualment completament opensource.
Symfony2 incorpora doctrine 2, un framework per bases de dades. Juntament amb el
gestor d'entitats (EntityManager) el programador només necessita crear dos arxius per
classe (amb els atributs i el seu tipus, etc.), i Symfony2 ja s'encarrega d'administrar la
base de dades independentment del tipus desitjat (MySql com en aquest cas, MongoDB,
Sqlite...).
Per a la vista, Symfony2 incorpora twig, un motor de vistes creat pels mateixos creadors
que Symfony. Amb twig el programador pot fer el disseny de les pàgines de manera que
són compilades i reduïdes al mínim de php. D'aquesta manera a més de ser més senzilles
d'editar,  són  més  eficients.  Un  dels  avantatges  d'aquest  framework  és  que  la  corba
d'aprenentatge és molt ràpida.
25
El  funcionament  de  Symfony2  és  el  següent:  quan  un  usuari  demana  un  recurs  al
navegador (una url), Symfony té un sistema de rutes per saber com ha de respondre.
Quan sap quina ruta ha de resoldre, crida les funcions necessàries (per exemple accedir a
la base de dades) i llavors crida la plantilla twig, passant-li les variables necessàries per
adaptar la pàgina a les necessitats del moment. La plantilla twig també s'encarrega de
carregar el javascript necessari per la lògica que hagi de tenir la vista.
A més Symfony2 té una comunitat molt activa d'usuaris que desenvolupen paquets que
qualsevol programador pot baixar-se i afegir al seu projecte. Per exemple al Constructo
he fet servir un paquet d'administració d'usuaris (registre, log in, etc.) desenvolupat per
la comunitat Friends of Symfony (FOS).
En el cas del Constructo quan un usuari està en partida, es mira a la base de dades les
dades de la partida, el twig crea un canvas i el javascript s'encarrega de plasmar-hi les
fitxes a les caselles on toca. Quan l'usuari fa un moviment, el javascript s'encarrega de
fer  una  crida  al  controlador  (a  traves  d'una  ruta),  el  controlador  modifica
corresponentment  la  base de dades  i  el  javascript  s'encarrega altre  cop de llegir  els
canvis i plasmar-los a la pantalla.
3.2.2 EaselJs
EaselJs  és  una  part  d'una  suite  completa  que  es  diu  CreateJs.  Aquesta  suite  és  un
framework per javascript que permet programar més fàcilment elements de javascript
que poden resultar complicats i laboriosos com animacions, so i precàrrega d'elements.
En aquest cas, EaselJs el que permet treballar és imatge pel canvas d'html5. El taulell,
les fitxes,  i  la resta d'elements  visuals de la partida han estat  programats fent servir
aquest framework.
Un dels avantatges d'haver programat la vista de Constructo amb EaselJs és la facilitat
en dibuixar els hexàgons que formen el taulell (així com les seves mides, posició, etc.) i
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les fitxes. El que també ajuda a fer és a donar atributs a cada entitat dibuixada, així com
els esdeveniments de ratolí per exemple que al clicar la peça la puguem arrossegar per la
pantalla, al deixar de clicar comprovar sobre quina casella la deixem, etc.
3.2.3 JQuery
JQuery és un framework de javascript,  encapsulat  en un sol  fitxer.  La característica
principal d'aquest framework és que et permet canviar el contingut d'una pàgina web
sense refrescar-la. Per fer això té la funció $(), on passant per paràmetre una etiqueta de
css li pots aplicar funcions que canviïn el comportament de l'arbre DOM.
3.2.4 Bootstrap
Bootstrap és un framework de front-end. Ofereix plantilles  i  objectes com barres de
menús, botons, contenidors... Inicialment va ser un framework d'ús intern a Twitter i
més endavant el van alliberar per a ús públic.
Està compost per estils css i funcions javascript (també necessita JQuery per funcionar).
27
4. Disseny
En  aquest  apartat   mostraré  els  criteris  utilitzats  en  cada  un  dels  apartats  del
model-vista-controlador. Com implica aquest patró de disseny, l'usuari veu la vista (el
model  i  el  controlador  resten abstractes),  i  quan aquest  fa una acció,  el  controlador
manipula de manera adient el model, que actualitza la vista de manera corresponent.
4.1 Vista
Aquí es recull tot el que forma part de la interfície. Botons, menús i el taulell de joc en
si. Està tot maquetat amb bootstrap (css i js), amb l'excepció del taulell, que està fet amb
EaselJS. Quan l'usuari carrega una pàgina, un arxiu twig conté l'esquema d'aquesta, el
Bootstrap s'encarrega del disseny i amb javascript s'actualitza el necessari. Si la pantalla
conté el taulell, amb EaselJS es dibuixa, sobre el canvas d'html5, i el javascript també
resulta l'encarregat de fer els canvis adients (bàsicament moure les fitxes, però també
decidir les mides en funció de la mida en píxels del navegador i la forma del taulell).
4.1.1 Menú Principal
En qualsevol secció, a la part de dalt hi tenim el menú principal. Al menú principal es
pot tornar a la pantalla d'inici, on hi ha informació sobre el joc. Si no estem autentificats,
hi apareix l'opció de fer log in o de registrar-nos a l'aplicació. En canvi, si ho estem,
podem crear nova partida, veure les partides que tenim creades, o fer log out.




Quan  l'usuari  prem  el  botó  del  menú  per  registrar-se  o  autentificar-se  apareix  un
formulari amb els camps corresponents per dur a terme les accions.
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Figura 3: Registre
Figura 4: Log In
En les dues figures anteriors es pot apreciar l'estil característic del Bootstrap, com ara
les cantonades arrodonides.
4.1.3 Llista de Partides
La següent figura mostra la llista de partides que es mostra quan l'usuari prem el botó de
les seves partides. S'hi pot veure el tipus d'oponent i el nom d'aquest si s'escau, l'estat de
la partida (puntuació i/o ronda actual) i un botó per accedir a cada una d'elles. En les
partides no locals, la puntuació pròpia s'indica en negreta a diferència de l'aliena.
4.1.4 Partida
La següent figura mostra la pantalla d'una partida. A la part superior es pot veure el
menú. Al centre el taulell, en aquest cas un dels estàndard. A cada costat hi ha la zona de
jugador. A la zona de jugador hi consten els punts (en petit primera i segona ronda i en
gran la suma de les dues). A sota la puntuació hi veiem el nom d'usuari de cada jugador
o de la IA que jugui en aquell moment. Sota del nom hi veiem les fitxes que encara
tenim disponibles. A més queda ressaltada la zona del jugador actiu per saber a qui li
correspon el torn. A la part de sota hi podem veure el menú de repetició: R per canviar
de ronda (quan és possible), i la resta de botons per anar a l'inici o al final de la ronda o
bé per avançar els passos d'un en un. Finalment tenim un avís informatiu que indica la
ronda que estem i altres indicatius segons pertoqui: hem d'escollir mapa, estem esperant
rival, hem de canviar de ronda, etc.
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Figura 5: Llista de Partides
4.2 Model
Quan parlem de Model ens referim a les dades, és a dir la persistència dels estats de les
partides  i  els  seus  usuaris.  En aquest  apartat  explicaré  com s'abstreuen les  dades  a
guardar i com es guarden.
4.2.1 Usuaris
De l'administració dels usuaris se n'encarrega un bundle (paquet) de Symfony anomenat
FOSUserBundle que ja manté el sistema de base de dades, encriptació de contrasenyes,
autentificació a la  web, etc.  Aquest paquet  s'anomena FOSUserBundle perquè és un
paquet de control d'usuaris (d'aquí UserBundle) i FOS significa “Friends of Symfony”.
Friends of Symfony va començar essent un grup de persones que col·laborava justament
en un UserBundle en aquest cas de knpLabs. Més endavant van voler expandir-se en un
altre nom que fós amigable i des d'on fer més bundles útils per a programadors. Ara
qualsevol persona pot ajudar a fer bundles, a millorar els ja existents o a adaptar-los a
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Figura 6: Vista de la partida
noves versions de Symfony. Hi ha fets bundles de missatgeria, de connexió amb twitter
o facebook i molts d'altres, però el que té més èxit sense dubte, és el d'usuaris amb més
de 1500 estrelles i 900 forks a github.
D'aquesta  manera  l'únic  que  ens  interessa  és  que  cada  usuari  té  un  ID  (enter
autoincremental a la base de dades) i un nom únic. De la resta ja se'n carrega aquest
paquet.
4.2.2 Partides
La persistència de les partides s'encarrega de tota l'administració d'aquestes, fins i tot la
connexió multi-jugador. S'ha de mantenir persistent:
Pel funcionament de la partida:
- La forma del taulell
- La distribució de fitxes sobre el taulell.
- Les fitxes que resten per posar a cada jugador.
Per poder veure les Repeticions:
- Tots els moviments que han transcorregut a la partida.
Per evitar que una persona mogui fitxes sobre les quals no hi té autoritat:
- Jugadors de cada partida.
Per guardar tota aquesta informació he creat la classe partida té els següents atributs:
- id: Per guardar-la i tenir-ne una referència a la base de dades.
- p1: id del jugador 1.
- p2: id del jugador 2.
-  state:  un  paràmetre  que  conté  informació  sobre  el  desenvolupament  de  la  partida
(ronda i transacció, tipus d'oponent, tipus de mapa, contrasenya si s'escau).
- map1: String amb la distribució del taulell, així com la forma i les peces que hi ha a
sobre de la ronda 1.
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- moves1: String amb tots els moviments realitzats fins al moment de la ronda 1.
- map2: Igual que el map1 però de la segona ronda.
- moves2: Igual que el moves2 però de la segona ronda.
- points1r1: Punts del 1r jugador a la primera ronda.
- points2r1: Punts del 2n jugador a la primera ronda.
- points1r1: Punts del 1r jugador a la segona ronda.
- points2r1: Punts del 2n jugador a la segona ronda.
A continuació explicaré el funcionament de les variables de map i moves.
Map
Aquesta variable satisfà la necessitat de guardar la informació del taulell. El taulell és un
conjunt de 9 hexagons formant una sola figura units pels costats. Un conjunt d'hexàgons
formant una graella es pot guardar en una matriu on les files siguin la x i les columnes
les y.
A la figura 6 hi podem veure un dels taulells estàndard. Aquest cas és el més senzill en
el sentit que es pot emmagatzemar en una matriu 3x3 i cada posició representa una peça
del  taulell.  En taulells  més complicats  però la  matriu  haurà de ser  més gran i  tenir
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caselles on estigui indicat que no formen part del joc. A continuació podem veure un
altre taulell des estàndard que necessita una matriu més gran i que no totes les posicions
representen caselles jugables.
Com es pot observar a la figura 7, ara tenim una matriu 4x4 on de les 16 posicions 9 són
caselles que representen un hexàgon vàlid del taulell, i els altres 7 seràn posicions de la
matriu no vàlides.
Per guardar el taulell doncs, es guarda aquesta matriu amb les posicions no utilitzades
marcades amb un 0 i la resta amb un 1.
A la  base de dades  però,  com ja  he dit  anteriorment,  hi  guardem un string amb la
informació d'aquesta matriu.  Aquest string comença amb dos caràcters numèrics que
indiquen la  mida  de la  matriu.  Després  es  guarda per  files  la  informació que resta.
D'aquesta  manera  l'string  de  la  figura  6  seria  33111111111  i  la  de  la  figura  7
440011011111100100.
A més, durant el progrés de la partida també es guarda l'estat del taulell en quant a fitxes
(no seria necessari ja que carregant el taulell buit i aplicant tots els moviments també
arribariem a  l'estat  final,  i  per  la  quantitat  de  moviments  que  pot  tenir  una  partida
(màxim de 30) el  càlcul  seria instantani  a la pràctica però com que no es necessita
d'espai adicional he decidit que també es guardi).
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Per guardar  les  fitxes  a cada combinació  de fitxes  (fitxes  soles  o torreta) se l'hi  ha




- Fitxa grossa amb petita al mig
- Fitxa mitjana sobre de grossa
- Fitxa petita sobre mitjana
- Fitxa petita sobre mitjana sobre grossa.
Això fan 7, però tenim 2 jugadors: 14.
Moves
Aquesta variable conté tots els moviments de la ronda (moves1 ronda 1 i moves2 ronda
2). Té bàsicament dues funcions. La més obvia es poder veure els  replays. Si s'està
mostrant per pantalla  un determinat  moviment,  si  volem anar un pas enrere hem de
mirar la partida fins al moviment anterior i si volem fer un pas endavant doncs aplicar el
següent moviment. L'altre funció és saber el nombre de fitxes utilitzades.
Es podria pensar que per saber això seria més fàcil mirar el taulell, però només serviria
per les peces mitjanes i grans. El problema és que quan una peça gran que ha capturat
una peça petita, és capturada posteriorment per una peça mitjana, no podem saber si a
sota  de  la  mitjana  hi  ha  una  petita  o  no.  Si  guardéssim  aquesta  informació  es
complicaria  innecessàriament  la  lògica  del  joc  perquè tindríem més  combinacions  a
tenir en compte quan a l'hora de joc tindríem el mateix nombre de casos.
Per  guardar  els  moviments  també  utilitzo  una  string.  Aquesta  string  té  tots  els
moviments, cada substring de 4 caràcters representa un moviment. És més senzill que
tots els moviments siguin del tipus que siguin es representin amb una substring de la
mateixa  mida  perquè d'aquesta  manera  és  molt  fàcil  accedir  al  moviment  n,  ja  que






Quan volem col·locar una fitxa de fora el taulell s'indica que el moviment és de col·locar
amb una x seguida del tipus de fitxa. El tipus de fitxa és un caràcter numèric, del 0 al 5,
que representa cada un de les possibles fitxes a col·locar: gran, mitjana, petita i de quin
jugador  és.  Finalment  als  dos  últims  caràcters  hi  indiquem  les  coordenades.  Per
exemple,  el  moviment  “x322” representa posar  la fitxa  gran del  segon jugador a la
posició [2,2]
Quan volem moure una fitxa s'indica amb les coordenades inici i les coordenades final.
Per exemple “2221” significa moure la peça que hi ha a la posició [2,2] a la posició
[2,1].
4.3 Controlador
Totes les accions tenen associada una url. Quan l'usuari fa una acció es fa una crida get o
post segons correspongui, es modifica l'estat si és necessari i es retorna el resultat de la
crida. Es poden dividir en dos grans apartats. El primer les crides a l'aplicació web en sí
(sobretot càrrega de vistes) i crides a l'api (lògica del joc). Està diferenciat d'aquesta
manera perquè l'api pugui ser accedida des d'altres fonts, més que des de la pròpia web, i
es puguin fer totes les accions necessàries per jugar al joc des d'una aplicació externa
(tals com crear partida, fer un moviment...). En resum, a una aplicació externa que per
exemple tingui el taulell en 3d, no li interessa el nostre menú o la nostra mida de les
fitxes, en canvi vol la mateixa resposta que nosaltres quan demanem per exemple els
moviments d'una certa partida.
També hi ha les crides ofertes per FOSUserBundle que permeten registrar-se, i fer log in
entre altres coses.
Crides de l'aplicació web:
GET /
36
Retorna  la  informació  de  la  pantalla  inicial  i  la  mostra  per  pantalla.  Es  crida  quan
accedim a la pantalla inicial o si pitgem en qualsevol moment el camp “Constructo” de
la barra superior.
GET /game/{gid}
Ens retorna la pantalla de joc amb la partida que tingui com a id el valor de gid.
GET /lobby
En retorna la pantalla amb una taula on hi ha totes les partides on l'usuari autentificat
n'és part. Tant les que esperen rival, com les començades, com les acabades.
GET /lobby/newgame/
Retorna la pàgina amb els botons necessaris per crear una partida.
Crides de l'Api:
GET /api/game/{gid}
Retorna tota la informació necessària de la partida amb id gid, així com els usuaris que
en formen part, el taulell de cada ronda, els moviments, la puntuació i els estats.
POST /api/game/{gid}
Envia una acció a la partida amb id gid. L'acció pot ser fer un moviment, passar a la
segona ronda quan ha acabat la primera o escollir mapa segons correspongui (regular o
personalitzat). El tipus d'acció depèn dels paràmetres que es passen per post.
GET /api/games
Retorna una llista amb totes les partides on l'usuari autentificat forma part.
POST /api/game





Et mostra un formulari perquè puguis autentificar-te.
/register/
Et mostra un formulari perquè et puguis fer un compte.
/logout/
Et desautentifica.
FOSUserBundle ofereix altres crides però aquestes són les personalitzades pel projecte.




En aquest apartat hi constarà l'estructura del projecte. El projecte fet sobre Symfony2
per tant té una estructura d'aplicació Symfony2.
Symfony2 té la següent estructura:
5.1 Carpeta App
A la carpeta app hi trobem l'aplicació Symfony2 en  si. En aquest directori hi trobem
arxius de configuració. A l'arxiu AppKernel s'indica quins bundles s'utilitzen, en aquest
cas  hi  hem  deixat  tots  els  de  sèrie  i  hi  hem  afegit  el  FOSUserbundle,  el
Constructo/UserBundle (hereda de FOSUserbundle) i el Constructo/GameBundle.
A app també hi tenim l'arxiu console: és un arxiu php que ens permet fer crides que
afecten a l'aplicació, per exemple un cop tenim creada una classe (Tenim les classes
User i Game) li demanem que ens crei els getters i setters, ens permet crear Bundles
amb una estructura ja feta, ens permet a partir d'una classe crear la taula corresponent a
la  base  de  dades  que  hem  configurat  (sigui  sql  com  el  nostre  cas,  o  altres  com
mongodb), ens permet esborrar la cache i els logs...
La carpeta  cache  i  la  carpeta  logs  conté  informació  creada  a  partir  dels  accessos  a
l'aplicació. Quan haguem de tornar a accedir a recursos que ja hi hem accedit, ja estaran
processats i el temps de resposta serà més ràpid. Sempre que haguem de fer un canvi
d'entorn cal netejar les carpetes (amb la crida corresponent a console) i  donar-los-hi
permís  d'escriptura  ja  que  al  netejar  queden  bloquejades.  Hi  ha  canvis  que  també
requereixen de neteja de cache i logs per exemple s'hi guarden rutes locals, si canviem el
projecte de carpeta no funcionarà sense la neteja.
A la carpeta config hi ha arxius de configuració. Per exemple s'hi decideix el tipus de
base de dada que s'utilitza, s'hi decideix el tipus de plantilles que es volen fer servir per
generar cada vista... També hi ha l'arxiu de rutes. En aquest arxiu s'hi indica cada url què
implica,  en  aquest  cas  hi  tenim  una  ruta  cap  a  l'arxiu  de  rutes  del
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ConstructoGameBundle (on hi ha les rutes específiques del paquet) i arxius de ruta cap
al FOSUserBundle.
Finalment a la carpeta Resources s'hi poden posar recursos públics com ara javascripts i
arxius  d'estil.  També  hi  trobem les  plantilles.  En  aquest  cas  no  hi  tenim cap  arxiu
important ja que he preferit posar-los dins la carpeta de recursos del bundle ja que són
exclusius de Constructo i no servirien per altres paquets.
5.2 Carpeta Bin
A aquesta carpeta hi trobem executables necessaris perquè funcioni Symfony. En aquest
cas en tenim prou amb Doctrine, que ja ve sèrie amb Symfony2.
5.3 Carpeta Vendor
Aquí  és  on  hi  ha els  Bundles  de  tercers.  L'únic  Bundle  que  hi  hem afegit  és  el  ja
mencionat anteriorment diverses vegades FOSUserBundle. La resta venen per defecte
amb Symfony2. A destacar hi tenim el composer que serveix per afegir nous paquets, el
doctrine  que  s'encarrega  de  les  bases  de  dades  i  el  twig  que  és  l'encarregat  de  les
plantilles.
5.4 Carpeta Web
Aquesta carpeta és la que el servidor apache ha d'apuntar com a arrel de l'aplicació web.
Dins d'aquesta carpeta hi trobem l'arxiu app.php (i app_dev.php que ve a ser el mateix
però per entorns de desenvolupament). Aquest arxiu ve a ser l'arxiu index.php d'una web
comú (així que des del servidor apache s'ha d'indicar que l'arxiu per defecte a mostrar és
aquest i no index.html o index.php). En aquesta carpeta s'hi poden posar els mateixos
arxius complementaris que en una web convencional a la carpeta www. Per exemple
l'icona (usualment favicon.ico), l'arxiu de robots o l'arxiu .htaccess. A més dins aquesta
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carpeta hi trobem l'arxiu config.php que ve per defecte. Accedir a traves del navegador a
/confing.php  ens  du  a  una  pàgina  que  mostra  quines  configuracions  hauríem  de
modificar  per  un  millor  funcionament  de  Symfony2.  Poden  sortir  a  mode  d'error
(imprescindible canviar) o a mode d'avís (o warning) que indica que és recomanable
però no imprescindible. Alguns d'aquests errors els provoca versions no suportades de
php (normalment  massa antigues),  paràmetres  de  fus  horari  o  paquets  absents  entre
d'altres.
5.5 Carpeta Src
Aquí  hi  trobem  el  veritable  codi  font  del  projecte,  és  a  dir  els  bundles  personals
desenvolupats.  El  Bundle  més  important  que  he  desenvolupat  és  el
ConstructoGameBundle. També tinc el ConstructoUserBundle però bàsicament estén el
paquet FOSUser i fa un override de les plantilles per donar-los-hi l'estil de la resta de
l'aplicació web. Per això obviaré el paquet d'usuari que l'explicaré breument al final i
explicaré el ConstructoGameBundle que és el que s'emporta tot el pes del programa.
5.5.1 Carpeta Controller
Aquí dins hi trobem els controladors.
Els controladors són arxius amb funcions. Cada funció es crida a través d'una crida url.
En general  tots  els  controladors que he fet  a excepció de l'apiController,  només fan
renders  de  la  plantilla  necessària  en  cada  cas  i  totes  les  crides  són peticions  GET.
L'apiController és el que s'encarrega de la lògica del joc.
El controlador més simple que hi ha és el DefaultController: quan un usuari accedeix a
la web fent un get de l'arrel (/), el controlador fa un render de la plantilla de la pàgina
principal.
El  GameController  té  una funció  que  es  crida  amb /game/{gid}  fa  un render  de  la
pantalla de joc passant per paràmetre a la plantilla la id de la partida (gid).
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Al LobbyController hi ha dues funcions, la primera (/lobby/) fa un render de la plantilla
del lobby  i la segona (/lobby/newgame/) fa un render dels menús per crear nova partida.
En ambdós casos es passa per paràmetre la id de l'usuari autentificat.
Finalment tenim l'apiController, que és l'arxiu més extens i consta de 4 funcions. La
feina del  controlador és  rebre els  paràmetres que envia l'usuari,  comprovar  que són
correctes i fer la petició al servei (gameManager en el cas de Constructo, explicat més
endavant).
GET /api/game/{gid} Aquesta funció retorna les dades de la partida amb id gid. Per
fer-ho invoca el gameManager passant-li la id de la partida i l'usuari autentificat amb la
crida getData.
POST /api/game/{gid} Aquesta funció es crida quan un usuari fa una acció que afecta a
una  partida.  Es  passen  per  paràmetre  les  opcions:  $move  pot  contenir  moviments
especials o moviment corrents. Per moviments especials entenem “next” que significa
que volem canviar de ronda i “mapr” o “mapc” que vol dir que estem enviant un taulell,
estàndard en el primer cas (la r significa regular) o personalitzat (la c significa custom).
Segons l'opció es crida la funció necessària del gameManager, si el moviment no és
especial, és a dir té el format explicat anteriorment a l'apartat moves del Disseny, es
crida la funció move del game manager.
Un cop aplicats els canvis, es crida la funció getData del gameManager per rebre les
dades de la partida després dels canvis i així poder-los retornar a l'usuari.
GET /api/games/ Invoca el gameManager i retorno la llista de partides on hi participa
l'usuari autentificat, que és passat per paràmetre.
POST /api/game Aquesta funció crea una partida. Per paràmetres de post l'usuari envia
les opcions seleccionades al menú. Segons el tipus de mapa i oponent es crida la funció
newGame del gameManager amb els paràmetres adients. Finalment es retorna la id del
joc creat (o unit depenent del cas) perquè es pugui crear un botó al menú de crear partida
per poder-nos dirigir a la partida.
En realitat  aquestes funcions tenen un nom, però no s'han de cridar des d'enlloc,  en
comptes d'això es criden anant a la url que he explicat anteriorment. Per indicar la url es
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fa amb comentaris de php. Per exemple a l'arxiu apiController, després dels includes
pertinents hi ha un
/** 
 * @Route("/api") 
 */
Això significa que totes les rutes que comencin per /api es poden veure aquí. Després
abans de declarar cada funció s'hi escriu la resta de la ruta:
/** 
  * @Route("/game") 
  * @Method("POST") 




Llavors al cridar per post /api/game es crida la funció createGame.
5.5.2 Carpeta Entity
Aquí dins hi trobem les classes del Bundle. En aquest cas només hi tenim la classe
Game (o partida).
L'arxiu game.php conté els atributs que hem comentat amb anterioritat, és a dir:
id,  p1,  p2,  state,  map1,  moves1,  map2,  moves2,  points1r1,  points2r1,  points1r2,
points2r2.
Un cop feta  la  classe de manera estàndard de php,  s'hi  poden afegir  els  comentaris
necessaris (a l'estil de les rutes dels controladors) perquè Doctrine l'entengui com una
taula de la base de dades.
Primer hem d'indicar quin és el repositori que farem servir per aquesta entitat i la taula
de la  base  de  dades  que  usarem.  Per  raons de pràctica  es  pot  escurçar  la  ruta  a  la
funcionalitat de Doctrine.
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use Doctrine\ORM\Mapping as ORM;
/** 
 * @ORM\Entity(repositoryClass="Constructo\GameBundle\Repository\GameRepository") 
 * @ORM\Table(name="game") 
 */
Un cop indicat l'anterior, per cada variable de la classe cal indicar el tipus que volem
que sigui a la base de dades (ja que php no té tipus, s'indica novament amb comentaris):
/** 
 * @ORM\Id 
 * @ORM\Column(type="integer") 




   * @ORM\Column(type="integer”) 
   */ 
protected $p1;
Aquí tenim dos exemples però la resta de variables es completen de manera similar. Es
poden posar varies opcions com la que veiem de generació autoincremental o altres com
per exemple en cas que sigui un string podem indicar la mida de la següent manera
@ORM\Column(type="string", length=1000).
Un cop tenim la classe completa, el mateix symfony ens pot generar els getters i els
setters. Els genera afegint set i get davant de cada variable amb estil camelcase. Per
exemple  getId()  o setP1($p1).  Tant  els  sets  com els gets  retornen la  instancia  de la
classe.
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Finalment es pot generar o actualitzar la taula de la base de dades.
Tot aquest procés serveix perquè quan volguem accedir a la base de dades de partides
per  llegir  o  escriure segons correspongui  no calgui  barrejar codi  sql.  En canvi  amb
doctrine  s'abstreu  l'entitat,  que  juntament  amb  el  repositori  d'entitats  es  poden  fer
aquests getters i setters que hem generat i reflectir-los a la base de dades real.
5.5.3 Carpeta Repository
Aquesta carpeta conté el repositori de partida GameRepository.php. És una classe que
hereda de la classe EntityRepository que ofereix Symfony per fer que els getters i setters
siguin vinculants a la base de dades quan fem el flush. A més com que doctrine té només
funcions bàsiques per fer cerques i escriptures a bases de dades és on hem de programar
les nostres consultes sql més complicades. 
En aquest cas n'he creat 2:
- La funció findPlayer, donada una id de jugador retorna tots els jocs on aquest usuari
prengui part. Podem deduir doncs, que aquesta consulta s'executa quan estem al lobby
per veure les partides. El problema que tenia aquesta consulta és que hem de buscar les
partides on P1 o P2 siguin l'usuari autentificat. Doctrine no permet fer condicions ors de
manera que no podíem buscar “Where p1 = $pid or p2 = $pid” i és aquí on ho fem.
- La funció findCreatedGame, busca una partida que estigui esperant rival (p2 = 0) i que
no l'haguem creat nosaltres mateixos. Aquesta funció serveix per si un jugador vol crear
varies partides a l'espera de rivals no es trobi la seva pròpia partida, ja que en comptes
de ser una partida contra rivals aleatoris es transformaria en una partida local. Aquesta
funció només retorna partides no pròpies, el gameManager s'encarrega de la resta quan
pertoca.
5.5.4 Carpeta Resources
Aquesta carpeta com he comentat a l'apartat 5.1, és on hi ha els arxius que han de ser
públics i les plantilles. A més els bundles també hi tenen els arxius de configuració.
D'aquesta manera en aquesta carpeta hi trobem 3 altres carpetes:
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Config:
Dins de config hi ha l'arxiu routing. Hi ha diverses maneres de fer-lo funcionar, una és
posar per cada funció dins dels arxius de controller, quina url li pertoca. Una altra que és
la  que  he  utilitzat  és  indicar  quins  arxius  utilitzaré  (tots  els  controllers  que  hem
comentat) i marcar com a tipus “annotation”, és a dir que les rutes es troben dins dels
arxius en forma de comentari (tal i com hem comentat abans).
També hi ha l'arxiu de serveis, indica quins serveis s'utilitzen al bundle. Aquí s'hi indica
que es fa servir el gameManager com a servei i es vincula el repositori de partida amb la
classe de partida (Game) i que farem servir Doctrine per la connexió amb la base de
dades.
Public:
Dins de public hi ha els arxius públics, és a dir javascripts i fulles d'estil. Dins la carpeta
css (fulles d'estil) hi ha els arxius d'estil necessaris perquè bootstrap funcioni. Dins la
carpeta js també hi ha arxius de bootstrap però també hi trobem l'easeljs i el jquery. A
més també hi ha tres arxius que he programat perquè funcioni el joc.
El primer game.js és la classe game de javascript. La classe game crea una instància de
game a partir de l'string que tenim guardat a la base de dades. Llavors en local la podem
transformar per tenir una matriu i veure quins moviments són possibles i quantes fitxes
tenim, etc.
Un altre arxiu és logic.js que conté tota la lògica de la vista de la partida. És l'arxiu que a
partir de les mides de la finestra decideix les mides que ha de tenir el taulell i les fitxes i
la posició d'aquests. També marca de qui és el torn i mostra la puntuació. En resum, et
mostra per pantalla tot el necessari per poder jugar a la partida.
A més aquest arxiu també conté la  lògica del  joc.  Tot  i  que la lògica que realment
importa es troba al gameManager, aquí s'hi troba replicada per evitar que l'usuari faci
crides al servidor innecessàries, és a dir, per exemple, quan un jugador fa un moviment
incorrecte no val la pena enviar el moviment al servidor, comprovar que no és correcte i
tornar-li un avís a l'usuari. En el moment que sabem que és incorrecte no li deixem fer el
moviment i evitem tot el traspàs d'informació.  La lògica que ha d'importar és la del
gameManager perquè l'arxiu javascript s'executa al client, si féssim cas exclusivament a
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la lògica d'aquest arxiu, un usuari malintencionat podria modificar el client (s'executa a
la seva màquina) i fer trampes. D'aquesta manera, els usuaris corrents veuen la lògica en
local  i  només  envien  peticions  correctes  i  els  malintencionat  si  que  poden  enviar
peticions incorrectes però provoquen errors i el servidor no les accepta.
Aquest arxiu fa una crida a l'api per veure la informació del joc, crea una instància de la
classe prèviament esmentada game.js i a partir d'aquesta mostra el taulell. Quan es fa un
moviment correcte fa el POST necessari a la url de la partida per fer el moviment, l'arxiu
actualitza la pantalla al moment però per si de cas un cop ha rebut les dades del servidor
comprova si l'estat de la partida és el mateix que ell ha predit per si cal canviar-lo (per
exemple si hi ha un error al servidor).
Finalment tenim un arxiu anomenat update.js que s'encarrega d'actualitzar el menú de
les partides de l'usuari.
Views:
En aquesta carpeta hi trobem totes les plantilles necessàries de l'aplicació web. Estan
separades per carpetes per comoditat però les obviaré.
La plantilla Base és la que conté el menú i que segons si l'usuari està autentificat mostra
les  opcions  de  crear  partida  i  veure  jocs  o  mostra  les  opcions  de  registrar-se  i
autentificar-se.
La plantilla Default és la que es veu a la pantalla d'inici.
La plantilla game és la que carrega la partida. Aquesta plantilla crea el canvas i invoca
els javascripts necessaris, és a dir la biblioteca d'imatge easeljs, la classe game.js, el
jquery, i el logic.js explicat abans. Per carregar javascripts s'usa l'eina assetic oferta per
symfony. Empaqueta els javascripts i fa la crida per més eficiència a l'hora de carregar la
web. La plantilla, que recordem és crea des del controlador, rep per paràmetre el numero
de partida. El problema és que la plantilla twig es resol al servidor i envia les dades ja
processades al client. El client descarrega i interpreta els javascripts però no pot rebre el
nombre de partida a l'aire. Per això a la plantilla s'hi crea una variable global GID que
s'iguala a la id de la partida i quan s'executa el logic.js es llegeix per saber quina partida
carregar des de la base de dades.
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Altres plantilles que hi ha a aquesta carpeta són les que completen els menús, com la de
crear partida i la de veure partides (aquesta última invoca l'arxiu update.js de la carpeta
públic per crear el menú).
5.5.5 Carpeta Service
Dins d'aquesta carpeta hi trobem l'arxiu GameManager.php. Aquest arxiu conté el pes
pesant de tot el joc. És el que té la lògica de totes les crides que es fan i el que parla
directament amb la base de dades (a traves del gameRepoistory).
Primer de tot s'indica que es farà servir els repositori i entitat de partida.
Les seves funcions són:
- get: Donat una id de partida retorna la partida.
- newGame: Donat un usuari, un tipus d'oponent, un tipus de mapa i opcions si s'escau
crea una partida (afegeix a la base de dades) o s'hi uneix (modifica p2 de la partida
corresponent).  Les  opcions  opcionals  hi  són  quan  volem  crear  una  partida  contra
l'ordinador per escollir la seva estratègia i dificultat o posar la contrassenya necessària
d'unir-se a una partida amb un amic.
- move: Donat un id de partida, un usuari i un moviment, carrega la partida amb la id
d'entrada i es comprova si realment és el torn de l'usuari rebut. Si és el seu torn s'aplica
el moviment (si és correcte).
- setRegularMap: Donat una id de partida,  un usuari  i  un taulell,  es comprova si  la
partida realment està esperant un taulell estàndard de l'usuari autentificat. Si és el cas
s'aplica el canvi pertinent.
- setCustomMap: Mateix cas que l'anterior amb la diferència que en comptes d'esperar
un nombre que indiqui quin dels taulells es tria, es rep un taulell dissenyat. Per tant s'ha
de comprovar que sigui un taulell contigu.
- nextRound: Rep una id de partida i un usuari. Quan la primera ronda s'acaba els dos
usuaris (o l'usuari únic si es tracta d'una partida contra l'ordinador o una partida local)
han d'acceptar seguir amb la partida. En aquest cas aquesta funció controla que els dos
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ho acceptin. A la vista de joc l'usuari veu si ha d'acceptar el canvi, si l'estan esperant pel
canvi o si és ell que s'està esperant pel canvi.
- checkAdjacent (privada): Funció interna per saber que dues caselles del taulell són
contigües i per tant un fitxa pot anar d'una a l'altra passant-li les coordenades.
- checkEnd2 (privada):  Funció interna per saber si la ronda s'ha acabat. Simplement
comprova que no queden moviments possibles donat un taulell, el nombre de fitxes, i el
torn.
- getData: Donat una id de joc retorna la informació completa d'aquest.
- setIaMove: Donat una id de partida, fa el moviment que l'ordinador creu necessari
segons el tipus de ia.
-  undoMove  (privada):  Donat  un  taulell,  les  fitxes  i  un  moviment,  es  desaplica  el
moviment al taulell. Aquesta funció l'utilitza setIaMove per crear l'arbre minimax.
- doMove (privada): Igual que l'anterior però aplicant el moviment.
- listOfMoves (privada): Donat un taulell, fitxes i el jugador que té el torn retorna tots
els  moviments  possibles  que aquest  pot  fer.  Aquesta  funció  l'utilitza  per  una  banda
setIaMove per crear l'arbre minimax i per l'altre la funció checkEnd2 per saber si la
partida ha acabat (si la llista és buida, s'ha acabat).
- startMinimax (privada): Donat un taulell, les fitxes, quin jugador tira, quin jugador és
la IA, la profunditat i l'heurística, comença a crear l'arbre minimax.
- minimax (privada): Continua l'arbre de la funció anterior. Aquesta també passa l'alpha
i la beta per fer la poda i indica si toca maximitzar o minimitzar.
- checkcells (privada): Donat un taulell, les mides d'aquest i un comptador, comprova
que sigui un taulell vàlid. Aquesta funció la crida createCustomBoard. Comprova que
sigui contigu i tingui 9 caselles.
- createGame (privada): Donat les ids dels jugadors que hi participen, un taulell, i l'estat




Aquesta carpeta la crea Symfony al crear un Bundle de manera automàtica. Bàsicament 
té els arxius necessaris per evitar haver de posar alguns includes i fer que totes les 
dependencies intraBundle es resolguin més ràpidament.
5.5.7 Arxiu ConstructoGameBundle.php
Aquest arxiu estén la classe Bundle de Symfony.
5.5.8 UserBundle
UserBundle, l'altre paquet del programa hereta del bundle FOSUserBundle.
Té algunes de les carpetes mencionades anteriorment al GameBundle: Entity i 
Repository per raons d'accés a la base de dades i l'arxiu ConstructoUserBundle.php per 
indicar que és un bundle. L'únic a destacar d'aquest bundle és la carpeta resources que 
serveix per fer un override de les plantilles originals. D'aquesta manera podem 
personalitzar els menús de registrar-se i autentificar-se.
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6. Intel·ligència Artificial
En aquest apartat explicaré el procés de creació de les diferents IAs i conclusions que 
n'he tret d'aquestes.
6.1 Primera IA
En primer lloc vaig implementar l'estructura d'una primera IA. Vaig utilitzar el mètode
de l'arbre minimax ja que el Constructo compleix els requisits necessaris:
- És un joc suma-zero, és a dir cada punt que un jugador fa, posa en desavantatge al rival
en la mateixa quantitat, els dos rivals tenen exactament la mateixa missió: aconseguir el
màxim de punts respecte el rival.
- L'estat de la partida és vist en la seva totalitat pels jugadors, és a dir no hi ha secrets i
en tot moment saps el nombre de fitxes d'ambdós jugadors i la distribució de les fitxes al
taulell.
- No hi ha atzar, cada jugador té uns moviments possibles per fer i els pot escollir en
total llibertat.
Així  doncs  la  primera  heurística  implementada  era  una  heurística  senzilla  que
simplement atorga un punt per cada punt real de la partida i en resta un per cada punt del
rival.  Així  quan  la  IA  crea  l'arbre  de  moviments,  el  contrincant  (min)  intentarà
minimitzar sempre és a dir fer el moviment que denega més punts i la pròpia IA farà
moviments que maximitzin els punts finals.
Per crear l'arbre només calia fer una crida recursiva sobre el generador de moviments,
que  genera  tots  els  moviments  possibles  a  partir  de  la  posició  actual,  i  per  cada
moviment torna a generar tots els moviments possibles de l'altre jugador, etc.
Tot i no haver-hi estratègia més que la de “fer punts” la IA ja suposava un repte jugar-hi
i feia jugades interessants.
La profunditat més alta raonable era de 6, ja que a més profunditat el temps de resposta
era de més d'un minut. Ja amb 6 les primeres tirades poden arribar a durar 30 segons. De
fet, per a alguns mapes he hagut d'augmentar el màxim temps d'execució d'un script php
al servidor (30s) ja que donava l'error. Un cop la partida avança cap al 3r o 4rt moviment
les decisions comencen a ser més ràpides.
51
6.2 Implementació IAs
Un cop havent jugat contra la IA bàsica i fent proves jo mateix, vaig veure que per fer
punts és important mantenir vives les fitxes, per poder fer punts més tard. Si et capturen
les petites, aleshores perds molt de valor ja que amb les petites pots fer moviments que
et donen 2 punts (ja que pots menjar una torre formada per una fitxa gran i mitjana).
D'aquí vaig arribar a la conclusió que les diverses IAs tractarien les fitxes disponibles
com a ventatjoses a més dels punts (que continua essent la missió final).
6.2.1 Estratègies
Així  doncs  vaig  donar  4,  3  i  1  punts  heurístics  a  les  fitxes  petita,  mitjana  i  gran
respectivament. Aquests punts es deuen a que la petita és la més poderosa (fa punts, i
elimina mitjanes que també fan punts), la mitjana no tant (ja que tot i fer de torre pot ser
menjada) i la grossa és la més dolenta ja no pot fer punts i serveix al rival per fer-ne,
però almenys pot capturar petites, cosa molt avantatjosa.
Les  diferents  estratègies  es  van  veure  lligades  segons  com  tractar  aquests  punts
heurístics, així doncs vaig fer 3 estratègies:
- Ofensiva, només valora les fitxes del rival, per tant, al capturar una fitxa augmentava
el valor heurístic.
- Defensiva, només valora les pròpies fitxes, de manera que intenta no ser mai capturada
a menys que sigui per fer punts. També espera a capturar les fitxes petites del rival a que
suposin realment un perill ja que no les valora.
- Balancejada, valora les fitxes del rival i les pròpies, de manera tant intenta capturar
com intentar no ser capturada.
Finalment per oferir diferents nivells de dificultat ho vaig fer canviant la profunditat del
minimax. Per quatre nivells de dificultats vaig decidir que les profunditats serien de 6, 5,
4 i 2 de més difícil a més fàcil
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6.2.2 Estudi
Després de fer algunes proves contra les IAs vaig veure que sempre reaccionaven de la
mateixa  manera  en  cada  cas,  de  manera  que  si  trobava  un  seguit  de  moviments
guanyador sempre podia guanyar.  Això passava perquè quan el  minimax  creava  els
moviments  possibles  sempre  els  creava  en  el  mateix  ordre  i  a  l'hora  de  decidir
heurísticament agafava el primer moviment que li donava el màxim valor.
Per solucionar aquest problema vaig fer que el generador de moviments tornés la llista
de moviments barrejada, d'aquesta manera el minimax retorna el primer moviment de la
llista  barrejada  que  té  el  màxim  valor  heurístic  i  cada  vegada  pot  ser  diferent
(obviament, en casos que no hi hagi empats heurístics, sempre farà la mateixa decisió).
Un cop fet aquest petit canvi, vaig procedir a fer jugar les diferents IAs entre elles per
veure si realment hi havia una millora a l'aplicar o no estratègies i al utilitzar arbres de
profunditat més o menys gran.
6.2.3 Anàlisi
Per  fer  el  primer  anàlisis  he  fet  jugar  les  IAs  totes  contra  totes  i  he  separat  les
informacions per rondes (és a dir segons quina comença).
Per fer l'estudi s'ha fet jugar una partida completa a cada combinació de IA (és a dir, 4
dificultats per 4 estratègies, són 16 IAs diferents doncs 16x16 rondes) a cada un dels
mapes regulars i a un mapa circular (és a dir un mapa personalitzat on totes les peces del
taulell són contigües amb exactament dues altres peces). En total doncs tenim 16*16*4
partides que fan un total de 1024 partides jugades és a dir 2048 rondes.
Els resultats els he agrupat tant per dificultat com per estratègia i finalment també he
agrupat tots els taulells en una última taula.
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El que més crida l'atenció a primera vista és, la diferència entra les partides guanyades
pel que comença i pel segon de tirar. Si ens hi fixem segons el taulell, tant el diamant
com el cercle tenen uns resultats més equilibrats però tant les ales com la casa tenen
aproximadament un 25% més de victòries les rondes on el jugador estudiat és el 2n de
tirar.
Un  fet  molt  curiós  és  la  petita  diferència  que  s'emporta  positivament  la  IA que  té
profunditat 5 per sobre la que té profunditat 6. Podria ser que aquest resultat fos perquè
la nostra mostra és massa petita però una altra explicació que es podria donar és que al
tenir profunditat 6 i que l'últim moviment estudiat sigui el del rival i no el propi i que a
l'intentar minimitzar el rival perjudiqui en alguns casos. Això es pot veure en la quantitat
de punts que fan i reben ambdues dificultats. Mentre que en tot l'estudi la dificultat amb
profunditat 5 ha fet 432 punts, la de profunditat 6 només n'ha fet 320. Això és perquè al
preocupar-se més pel rival els punts rebuts són molts menys: 195 per la de dificultat
major i 318 per l'altre.  La diferència de victòries a favor de la IA amb profunditat 5 es
solventa amb una menor quantitat de derrotes, és a dir la que hauria de ser la màxima
dificultat guanya menys però és la més difícil de guanyar.
Si tenim en compte les estratègies no hi ha un clar guanyador, doncs més o menys tenen
el mateix nombre de victòries  empats i  derrotes.  La que si  que es veu que està per
darrera les altres és l'estratègia ofensiva. Està clar que si només pensar en atacar l'altre i
oblidar de mantenir les peces actives no és una bona opció.
Un altre  fet  curiós  de  l'estratègia  ofensiva  és  quan és  la  primera  a  tirar,  no  fa  uns
resultats tant dolents comparat amb les altres, en canvi es nota la seva davallada en les
partides en que és la 2a en tirar. En canvi amb l'heurística sense estratègia, que només
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Figura 9: D'esquerra a dreta: Diamant, Casa, Ales, Cercle
calcula punts, passa una cosa similar a la inversa, mentre acostuma a ser la que ho fa
pitjor a la primera ronda, a la 2a millora els resultats.
6.2.4 Conclusió
Com a conclusió d'aquest estudi, en traiem que tenint en compte que el primer de tirar a 
la ronda és el que escull el mapa, segurament la millor opció és triar el mapa diamant, ja
que els altres donen avantatge al rival.
També hem après que una tècnica agressiva quan som els segons de tirar és 
contraproduent.
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7. Comparativa i Cost Econòmic
7.1 Comparativa de la planificació
Primerament  aquest  projecte  volia  ser  una  aplicació  web  amb  unes  característiques
similars a les que ofereixen les xarxes socials, és a dir, poder afegir amics, veure quan
estan  connectats,  accedir  al  seu  perfil  per  veure  el  seu  nivell  al  joc,  veure  quines
intel·ligències artificials  s'han pogut guanyar i altres estadístiques.  Els dos principals
problemes per no haver pogut arribar al punt desitjat han estat, per una banda la corba
d'aprenentatge de les tecnologies i per l'altra la planificació del temps requerit per cada
característica.  Llavors,  voler  tenir  una  aplicació  amb  un  munt  de  característiques
diferents encara que es pugui preveure que cada característica es pugui desenvolupar en
un temps reduït provoquen un efecte longtail de múltiples característiques simples que
sumades requereixen de molt més temps del previst.
En general el temps havia estat sobreestimat pel que fa a aprenentatge, sobretot en el
funcionament  de  Symfony  i  la  seva  posta  en  marxa.  També  van  aparèixer  molts
problemes a l'hora d'interaccionar amb els  dibuixos  del  canvas sobretot  poder fer el
drag&drop de les peces i poder detectar els hexàgons del taulell. Fins que no vaig trobar
la biblioteca EaselJs ja explicada vaig haver d'investigar altres motors html5 ja siguin
purament  gràfics  com  especialitzats  en  videojocs.  En  contrapartida  el  primer
desenvolupament  d'una intel·ligència  artificial  ha estat  més ràpid  de l'esperat  ja  que
augmentant la profunditat de l'arbre ja augmentava el seu rendiment sense haver de fer
grans canvis a la heurística.
A la següent pàgina hi ha un diagrama de gantt amb les hores aproximades invertides en
cada  concepte,  agrupades  per  àmbit  (aprenentatge,  disseny,  programació,  testing,
memòria i altres).
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L'inici del projecte es va veure marcat per l'estudi de Symfony2, tenia molt clar que
volia  fer  el  projecte  usant  aquest  framework i  volia  apendre'n  el  seu funcionament.
Llavors vaig investigar sobre el canvas de html5 perquè volia que el joc fos jugable des
de  navegador  sense  necessitat  d'haver  d'instal·lar  cap  plugin  i  no  dependre  d'altre
software com java o flash. A partir  d'aquí vaig arribar a la biblioteca EaselJs i  vaig
començar a dissenyar el que seria el taulell i les fitxes, i la interacció d'aquestes amb el
taulell.  Un cop la vista començava a tenir cara i ulls calia fer-hi la lògica per poder
interaccionar amb les imatges que ja estava creant i poder a la fi jugar al Constructo. Un
cop tenia un prototip jugable al navegador (de moment només en local obviament) va
arribar el moment d'unir Symfony amb el taulell creat. Per això calia fer els controladors
i a poc a poc anar-ho enllaçant tot. Perquè el taulell es carregués integrat a Symfony
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client, i aquest reaccionés com era esperat, i vaig haver d'entendre twig com funcionava
i l'ordre de càrrega i localització d'execució dels fitxers.
A partir d'aquest punt ja es podia jugar però faltaven tots els menús (per poder crear
partida no hi havia una altra manera que crear-la manualment a la base de dades).
El següent punt va ser començar a fer els menús i el controlador per poder crear partides
amb diferents paràmetres (local i per xarxa), afegir-hi una intel·ligència bàsica i acabar
de completar el creador de partides amb unió a amics i busca de partides aleatòries.
Aquí el programa començava a ser complet i moltes vegades hi havia bugs difícils de
trobar. Ho vaig solucionar fent que el servidor en comptes d'ignorar els errors fent que
simplement no tinguessin efecte (per exemple, un usuari intentava fer un moviment que
no li corresponia) llancés una excepció per informar de l'error.
El següent pas era fer la interfície que permetés a l'usuari escollir el taulell o crear-lo
segons correspongui, i això va portar a un nou problema. Segons la forma d'aquest, no
s'ajustava a les mides del canvas i no era agradable a la vista i poc pràctic. Llavors vaig
tenir la idea d'ajustar la mida del taulell no només segons la seva forma sinó també de
les mides de la pantalla, d'aquesta manera s'ajustaria a qualsevol resolució de pantalla
d'ordinador i a qualsevol mida de finestra (ja que anteriorment s'havia de fer scroll en
finestres no maximitzades).
Finalment  només quedava completar  els  menús,  aplicar bootstrap per aconseguir  un
acabat agradable a la vista per acabar la fase del disseny.
Un cop fet tot això vaig afegir el repetidor de partides (Botó de canvi de ronda, botó
d'inici de ronda, botó d'enrere, botó d'endavant i botó de final de ronda) adaptat al curs
normal de partides i afegir una varietat més àmplia d'intel·ligències artificials alhora que
començava a escriure aquesta memòria. Finalment faria les traduccions.
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7.2 Cost econòmic del Projecte




En aquest cas els recursos humans sóc jo mateix així que el cost econòmic serà una
estimació  del  que  hagués  costat  si  el  projecte  l'hagués  desenvolupat  un  equip  de
persones  en  un  entorn  empresarial.  Com  a  diferència  destacable,  en  un  cas  real
probablement hi hauria hagut una persona que hauria fet l'especificació del programa,
que tindria  més  responsabilitats  que  la  resta  de  programadors  i  això  segurament  es
veuria reflectit en el preu; en aquest cas he fet canvis de l'especificació “on the fly” de
manera que és difícil separar els conceptes.
Els recursos materials d'aquest projecte es poden considerar nuls. Només s'ha emprat un
ordinador personal que no s'ha comprat per l'ocasió de manera que no és quantificable.
Si  es tractés  d'un projecte  real  s'hauria de fer un càlcul  sobre els  recursos utilitzats
(maquinari, material d'oficina, etc) i l'impacte econòmic del seu ús.
Finalment s'ha de quantificar el software utilitzat.  En aquest cas s'ha intentat utilitzar
software lliure per minimitzar el cost. Dic “intentat” perquè l'editor de textos que he
emprat  es  pot  utilitzar  gratuïtament  però  té  una  llicència  comercial  que  obliga  a
comprar-lo per “usos continuats”.
Per decidir el preu a l'hora s'ha aproximat segons una jornada de 1700h i 20000€ anuals




Programació: 405h * 12€/h = 4860€
Disseny: 75h * 10€/h = 750€
Testing: 65h * 7€/h = 325€
Total: 4860€ + 750€ + 325€ = 5935€
Cost del Software:
Sistema Operatiu Linux Mint 16 = 0€
Apache2 = 0€
Llenguatges (php, js, html5) = 0€




Sublime Text 2= 0€*
Total = 0€
*Com he explicat abans, no és un software lliure, i s'hauria de comprar per 70$ si se'n fa
un us continuat.
Cost Total:
Total = 5935€ + 0€ = 5935€
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8. Conclusió i Opinió Personal
En aquest apartat  hi constarà una anàlisis del resultat,  tant a nivell  de producte com
personal.
8.1 Anàlisi del Projecte
Un cop acabada l'aplicació hem obtingut el resultat esperable a l'inici de la proposta del
projecte, és a dir, tenim una aplicació que ens permet jugar al Constructo tant en local
contra  un  humà o  màquina  i  per  internet,  amb una  interfície  adequada,  guardat  de
partides i una eina per veure'n el progrés tant de les actuals com de les passades.
Tot  i  que els  objectius  del  projecte  estan assolits,  no té  tots  els  funcionaments  que
s'esperarien d'una aplicació web actual  com per exemple un toc més social  amb els
contrincants. Així doncs el producte final s'acosta més a un treball purament acadèmic
que a un producte comercial.
8.1.1 Futur i Explotació Econòmica
Suposant que si que fos un producte comercial, seria difícil tal com està concebut el
projecte aconseguir-lo monetitzar però es pot pensar en diferents opcions:
Venta del producte:
Es podria vendre mitjançant un sol pagament o per quotes comptes per poder jugar al
Constructo, el problema és que per les característiques del joc els usuaris tenen moltes
més opcions segurament gratuïtes.
Opcions premium:
Es podria deixar el joc amb accés gratuït però amb opcions de pagament, per exemple
per  poder  canviar  el  color  de  les  fitxes  pròpies,  poder  personalitzar  un  avatar  que
aparegui durant les partides i/o a un possible perfil d'usuari, opció de crear tornejos per
més gent en comptes de només partides de 1 contra 1, etc.
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El problema és que seria molt  difícil  mantenir  una bona massa social  d'usuaris  que
juguessin a constructo durant molt de temps, ja que un cop s'ha apres a jugar i s'ha fet
diferents tipus de partida el més probable és que sigui una aplicació passatgera pel fet
que és difícil pensar en possibles actualitzacions per mantenir-la viva.
Publicitat:
Segurament la millor opció és deixar el joc gratuït pels usuaris i explotar-lo de manera
publicitària.  Més  que  afegir  publicitat  durant  la  partida,  del  que  es  tractaria  és  de
convertir-lo en advergame, és a dir fer-ne de l'aplicació publicitat directe de la versió
física  de  Constructo.  Segurament,  si  a  l'aplicació  només  hi  tenim el  Constructo  no
tindria l'efecte desitjat però si es poguessin afegir jocs addicionals es podria convertir
l'aplicació en un portal on els usuaris proven jocs de taula i hi tenen links a botigues per
comprar-los físicament.
8.2 Opinió personal
Com  a  opinió  personal  i  un  cop  vist  el  resultat,  la  veritat  és  que  no  he  acabat
d'aconseguir el que m'hagués agradat. Per una banda les sensacions són satisfactòries
perquè  he  viscut  tot  el  progrés  del  disseny  i  programació  d'un  joc,  he  après  a  fer
funcionar  eines  com  symfony2  i  el  canvas  d'html5  que  tenen  molt  de  potencial  i
probablement siguin raons de pes que m'han portat a fer aquest projecte. Per altra banda
en un inici m'hagués agradat que el projecte hagués tingut més funcionalitats com ara
perfils per poder comparar amistats, rànquings, tornejos... Al moment que vaig veure
que fer implementar totes aquestes coses resultaria impossible per raons de temps ja
estava en fases avançades del projecte i canviar la tecnologia aleshores hagués sigut un
desgavell. Això m'ha portat a acabar el projecte tal i com l'havia començat, és a dir sobre
de  Symfony2.  Symfony2 té  un  gran  potencial  però  per  projectes  petits  com aquest
només complica les coses en el sentit que crear el servidor no és trivial, i que quan una
persona vulgui fer una partida ràpida contra la màquina no tindrà cap altra opció que
crear un servidor html, i desplegar-hi Symfony2.
En resum, al final m'ha quedat una aplicació simple, però feta amb una tecnologia per
aplicacions  més  completes  que  hi  molesta  més  que  no  ajuda,  però  bé  de  totes  les
experiències se n'aprèn.
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Una de les coses que més m'ha agradat fent aquest treball ha estat el contacte amb les
intel·ligències artificials relatives a jocs de taula. Jo m'esperava haver d'aprendre a jugar
bé al Constructo per poder-les implementar i en canvi elles m'han ensenyat a jugar-hi.
8.2.1 El futur de Constructo
Segurament no deixaré el joc de Constructo aquí, sóc un apassionat dels jocs de taula i
m'ha agradat molt fer aquest projecte de manera que no acabo de quedar satisfet amb el
resultat i probablement investigui alguna manera senzilla de separar-lo de Symfony i
poder-lo deixar en un host gratuït perquè tercers puguin gaudir de la meva feina.
Segurament no serà l'últim joc de taula que faci, la experiència ha estat molt bona i
podria reutilitzar part del codi per implementar altres jocs senzills (i no tant senzills) de
l'estil.
Una idea que tinc en ment i que ha anat perfilant durant el transcurs d'aquest projecte es
fer una eina que permeti  als usuaris sense coneixements de programació fer els seus
propis jocs de taula (tant inventats, com clons de jocs reals). I que un cop acabat es
pugui jugar en local o per internet i que s'hi puguin afegir intel·ligències artificials (tant
pel creador com altres usuaris de la comunitat).
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Annex 1: Posta en marxa del Servidor
Aquí explicarem els passos per posar en marxa el servidor en una màquina en linux, en aquest cas
ubuntu:
Pas 1: Si no tenim servidor lamp cal instal·lar-lo:
$sudo apt-get install apache2
$sudo apt-get install php5 libapache2-mod-php5 php5-cli php5-mysql
$sudo apt-get install mysql-server mysql-client libmysqlclient-dev
donem una contrasenya pel mysql.
Reiniciem el servidor amb sudo /etc/init.d/apache2 restart
Pas 2: instal·lar Symfony2
Es pot instal·lar de vàries maneres però aquí explicarem Composer:
$ sudo curl -sS https://getcomposer.org/installer | php
$  sudo  php  composer.phar  create-project  symfony/framework-standard-edition
/directori/on/volem/Symfony
Un  cop  instal·lat,  hem  d'anar  a  Symfony/web/config.php  per  veure  si  ens  donen  errors  i
solucionar-los.
Pas 3: Afegir FOSUserBundle
$ sudo php composer.phar require friendsofsymfony/user-bundle '~2.0@dev'
Pas 4: Posar les carpetes de codi font del projecte Constructo i app
Constructo va dins de Symfony/src
app substitueix  Symfony/app
Pas 5: Crear Bases de dades i taules
$ sudo app/console doctrine:sdatabase:create
$ sudo php app/console doctrine:schema:update –force 
Pas 6: Llançament de l'aplicació
$ sudo php composer.phar install --no-dev –optimize-autoloader
$ sudo php app/console cache:clear --env=prod –no-debug 
$ sudo php app/console assetic:dump --env=prod –no-debug 
$ sudo app/console assets:install
Durant el procés pot ser que hi hagi error d'escriptura a les carpetes app/cache, app/logs, web. Això
és perquè al modificar-les perden el permís d'escriptura, només cal tornar-los hi recursivament.
Per exemple des de /Symfony
$ sudo chmod 777 -R app/cache/
Pas 7: Configurar ruta de l'apache2
Ara apache 2 apunta molt probablement a /var/www o /var/www/html, hem de fer que apunti a la
carpeta web de Symfony
$ sudo gedit /etc/apache2/sites-available/000-default.conf
cal canviar el directori arrel i afegir arxiu per apuntar per defecte:
DocumentRoot /var/www/Symfony/web 
DirectoryIndex app.php 
Afegir l'arxiu .htaccess al directori/web.
Cal activar l'ús de .htaccess




Cal activar el mod_rewrite (l'arxiu .htacces l'utilitza).
$ sudo a2enmod rewrite
A aquest punt l'aplicació hauria de funcionar.
Recordar que si estem darrera un router (en una xarxa privada) haurem de redireccionar els ports
cap al nostre servidor apache perquè ens puguin veure des de l'exterior.
   
 









 En CONSTRUCTO dos jugadores se enfrentan para levantar las 
torres más altas. No importa quién participe en la construcción de las 
torres, lo verdaderamente importante es quién coloque la parte más alta. 
 
 CONSTRUCTO es un juego de tablero abstracto para dos jugadores 




OBJETIVO DEL JUEGO 
 
El objetivo de CONSTRUCTO es colocar la última base en cada torre 
construida mientras se evita que el contrario lo haga. El jugador que corone 





Los componentes del juego son los siguientes:  
 
• Tablero de juego: Formado por 9 casillas hexagonales. 
• Bases de construcción: 18 piezas, 9 de cada color para cada 



















   
 





Se reparten las 9 piezas de cada color a cada jugador. Se prepara el tablero 
por el jugador que comenzará la partida y, por lo tanto, tendrá el primer 











































   
 





En cada turno los jugadores pueden realizar una y solo una de estas 
acciones: 
• Colocar una base 
• Mover una base 
 
Colocar una base 
 
Los jugadores podrán colocar una base de su color en cualquier casilla libre 
del tablero. No podrán colocar bases sobre casillas ocupadas por otras 













Mover una base 
 
Los jugadores podrán mover las bases previamente colocadas sobre el 
tablero para formar torres.  
• Solo pueden moverse aquellas bases que no hayan sido movidas 
previamente. 
• Solo pueden moverse aquellas bases que ocupen una casilla del 









• Las bases solo pueden moverse sobre bases de otro color y deben 
respetar la siguiente regla de movimiento: 
o Una base hueca puede moverse sobre una base pequeña de 
distinto color, pero una base pequeña no puede moverse sobre 
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o Una base mediana puede moverse sobre una base hueca de 
distinto color (incluso si esta base hueca ha sido movida 






o Una base pequeña puede moverse sobre una base mediana de 
distinto color (incluso si esta base mediana ha sido movida 












Es necesario realizar siempre una acción, ya sea colocar una base o mover 
una base. No se permite pasar o no realizar una acción si esta es posible. Si 
no es posible realizar ninguna acción el juego termina.  
 
Tras ejecutar la acción el siguiente turno le corresponderá al jugador 
contrario. 
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FINAL DEL JUEGO 
 
El juego termina cuando en su turno un jugador no puede ni mover 
ni colocar una de sus bases. Entonces se suman los puntos obtenidos. 
Los jugadores suman un punto por cada torre construida cuya base superior 










En esta imagen la base superior corresponde en una ocasión al jugador azul 
y en dos ocasiones al jugador amarillo. 
En la imagen de ejemplo siguiente, la puntuación del jugador azul es 2 y la 
del jugador amarillo también es 2, ya que en las cuatro torres formadas se 
reparten 2 a 2 las bases más altas. 
 
NOTA: La base hueca azul que rodea a la base pequeña amarilla no puntúa 


















Se jugarán dos rondas consecutivas. En cada una de ellas comenzará un 
jugador distinto y elegirá el patrón que desee. Una vez concluidas ambas y 
sumados los puntos obtenidos se determinará el ganador, que será aquel 
que haya obtenido la mayor puntuación. 
 
NOTA: En las primeras partidas se recomienda respetar el mismo patrón 
para ambas rondas. 
 
 
   
 
      
 
 6 
SUGERENCIA DE VARIANTE 
 
Una vez los jugadores conozcan a fondo las posibilidades de juego de estos 
tres patrones se recomienda experimentar con otras topologías. Estos 
patrones están balanceados, cualquier otra disposición puede ofrecer 
resultados inesperados. Por ello se sugiere que el patrón elegido de común 




win1 tie1 pf1 pa1 win2 tie2 pf2 pa2 pa
B1 1 6 8 19 5 11 10 4 6 17 18 23
O1 1 8 4 15 1 9 10 15 2 17 14 30
D1 4 4 8 15 3 7 12 16 7 11 20 31
S1 4 5 11 17 1 6 9 21 5 11 20 38
B2 1 8 8 17 3 3 13 23 4 11 21 40
O2 4 10 13 12 2 10 7 11 6 20 20 23
D2 2 11 2 3 5 8 15 10 7 19 17 13
S2 7 6 12 7 3 12 10 7 10 18 22 14
B3 3 9 12 17 6 10 12 4 9 19 24 21
O3 4 6 18 21 3 9 10 13 7 15 28 34
D3 4 11 12 7 4 5 18 23 8 16 30 30
S3 10 5 24 13 4 12 14 8 14 17 38 21
B4 2 12 7 8 10 5 21 4 12 17 28 12
O4 4 12 17 7 4 9 13 9 8 21 30 16
D4 2 14 5 1 4 11 9 5 6 25 14 6
S4 2 12 16 14 4 12 10 4 6 24 26 18
B 7 35 35 61 24 29 56 35 31 64 91 96
O 13 36 52 55 10 37 40 48 23 73 92 103
D 12 40 27 26 16 31 54 54 28 71 81 80
S 23 28 63 51 12 42 43 40 35 70 106 91
1 10 23 31 66 10 33 41 56 20 56 72 122
2 14 35 35 39 13 33 45 51 27 68 80 90
3 21 31 66 58 17 36 54 48 38 67 120 106
4 10 50 45 30 22 37 53 22 32 87 98 52
Total 55 139 177 193 62 139 193 177 117 278 370 370
B# Bàsica Guanyades
O# Ofensiva Empatades
D# Defensiva Punts a Favor
S# Estratègica pa Punts en Contra
El nombre indica Dificultat on 1 és la més fàcil i 4 la més difícil 1 Primera Ronda, 2 Primera Ronda, Sense xifra Agregats







win1 tie1 pf1 pa1 win2 tie2 pf2 pa2 pa
B1 2 4 7 18 6 10 10 4 8 14 17 22
O1 3 5 12 19 2 6 8 21 5 11 20 40
D1 2 4 8 19 3 2 8 25 5 6 16 44
S1 2 4 5 15 4 5 12 17 6 9 17 32
B2 3 9 10 9 5 1 12 21 8 10 22 30
O2 6 8 13 7 5 8 13 8 11 16 26 15
D2 3 10 5 5 7 5 15 10 10 15 20 15
S2 2 8 5 8 4 11 7 4 6 19 12 12
B3 5 6 16 15 6 10 11 3 11 16 27 18
O3 6 5 14 13 1 10 10 15 7 15 24 28
D3 7 9 13 3 8 7 15 5 15 16 28 8
S3 7 6 22 16 5 7 9 9 12 13 31 25
B4 6 7 12 6 11 3 18 5 17 10 30 11
O4 3 9 15 15 3 8 10 11 6 17 25 26
D4 3 11 7 4 11 3 18 7 14 14 25 11
S4 5 0 5 11 5 9 7 4 10 9 12 15
B 16 26 45 48 28 24 51 33 44 50 96 81
O 18 27 54 54 11 32 41 55 29 59 95 109
D 15 34 33 31 29 17 56 47 44 51 89 78
S 16 18 37 50 18 32 35 34 34 50 72 84
1 9 17 32 71 15 23 38 67 24 40 70 138
2 14 35 33 29 21 25 47 43 35 60 80 72
3 25 26 65 47 20 34 45 32 45 60 110 79
4 17 27 39 36 30 23 53 27 47 50 92 63




win1 tie1 pf1 pa1 win2 tie2 pf2 pa2 pa
B1 0 5 5 21 4 9 6 4 4 14 11 25
O1 3 4 8 15 3 5 8 14 6 9 16 29
D1 3 5 12 20 2 8 12 21 5 13 24 41
S1 1 7 6 18 2 7 7 15 3 14 13 33
B2 2 11 5 6 3 8 11 12 5 19 16 18
O2 4 9 8 7 4 11 11 6 8 20 19 13
D2 2 11 4 6 6 7 12 10 8 18 16 16
S2 4 8 11 9 5 10 11 6 9 18 22 15
B3 1 12 12 14 6 8 12 7 7 20 24 21
O3 1 9 12 18 6 8 12 7 7 17 24 25
D3 6 6 10 5 5 5 16 16 11 11 26 21
S3 4 8 15 12 6 8 13 5 10 16 28 17
B4 6 7 9 5 7 7 17 8 13 14 26 13
O4 2 11 11 13 3 11 8 7 5 22 19 20
D4 6 10 8 1 7 9 12 4 13 19 20 5
S4 6 8 11 8 5 10 10 5 11 18 21 13
B 9 35 31 46 20 32 46 31 29 67 77 77
O 10 33 39 53 16 35 39 34 26 68 78 87
D 17 32 34 32 20 29 52 51 37 61 86 83
S 15 31 43 47 18 35 41 31 33 66 84 78
1 7 21 31 74 11 29 33 54 18 50 64 128
2 12 39 28 28 18 36 45 34 30 75 73 62
3 12 35 49 49 23 29 53 35 35 64 102 84
4 20 36 39 27 22 37 47 24 42 73 86 51




win1 tie1 pf1 pa1 win2 tie2 pf2 pa2 pa
B1 1 10 5 10 3 13 4 0 4 23 9 10
O1 2 8 2 9 2 3 6 23 4 11 8 32
D1 3 5 5 10 1 5 1 19 4 10 6 29
S1 1 8 6 13 2 6 5 17 3 14 11 30
B2 3 10 4 4 1 10 3 11 4 20 7 15
O2 4 8 15 12 2 13 3 2 6 21 18 14
D2 2 10 3 5 4 9 10 9 6 19 13 14
S2 5 9 10 4 4 10 7 7 9 19 17 11
B3 8 5 14 8 9 5 18 6 17 10 32 14
O3 5 9 15 6 4 9 10 7 9 18 25 13
D3 6 9 10 1 7 5 13 11 13 14 23 12
S3 7 8 15 4 3 10 5 6 10 18 20 10
B4 2 11 3 4 5 7 7 8 7 18 10 12
O4 3 11 13 8 2 13 3 1 5 24 16 9
D4 1 14 1 1 4 12 6 2 5 26 7 3
S4 4 10 9 4 1 15 2 1 5 25 11 5
B 14 36 26 26 18 35 32 25 32 71 58 51
O 14 36 45 35 10 38 22 33 24 74 67 68
D 12 38 19 17 16 31 30 41 28 69 49 58
S 17 35 40 25 10 41 19 31 27 76 59 56
1 7 31 18 42 8 27 16 59 15 58 34 101
2 14 37 32 25 11 42 23 29 25 79 55 54
3 26 31 54 19 23 29 46 30 49 60 100 49
4 10 46 26 17 12 47 18 12 22 93 44 29




win1 tie1 pf1 pa1 win2 tie2 pf2 pa2 pa
B1 4 25 25 68 18 43 30 12 22 68 55 80
O1 9 25 26 58 8 23 32 73 17 48 58 131
D1 12 18 33 64 9 22 33 81 21 40 66 145
S1 8 24 28 63 9 24 33 70 17 48 61 133
B2 9 38 27 36 12 22 39 67 21 60 66 103
O2 18 35 49 38 13 42 34 27 31 77 83 65
D2 9 42 14 19 22 29 52 39 31 71 66 58
S2 18 31 38 28 16 43 35 24 34 74 73 52
B3 17 32 54 54 27 33 53 20 44 65 107 74
O3 16 29 59 58 14 36 42 42 30 65 101 100
D3 23 35 45 16 24 22 62 55 47 57 107 71
S3 28 27 76 45 18 37 41 28 46 64 117 73
B4 16 37 31 23 33 22 63 25 49 59 94 48
O4 12 43 56 43 12 41 34 28 24 84 90 71
D4 12 49 21 7 26 35 45 18 38 84 66 25
S4 17 30 41 37 15 46 29 14 32 76 70 51
B 46 132 137 181 90 120 185 124 136 252 322 305
O 55 132 190 197 47 142 142 170 102 274 332 367
D 56 144 113 106 81 108 192 193 137 252 305 299
S 71 112 183 173 58 150 138 136 129 262 321 309
1 33 92 112 253 44 112 128 236 77 204 240 489
2 54 146 128 121 63 136 160 157 117 282 288 278
3 84 123 234 173 83 128 198 145 167 251 432 318
4 57 159 149 110 86 144 171 85 143 303 320 195
Total 228 520 623 657 276 520 657 623 504 1040 1280 1280
Resultats Agregats dels 4 taulells estudiats.
win tie pf
