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Resum
Avui en dia, la gran majoria de jocs digitals necessiten intel.ligència artificial;
la capacitat de la màquina de controlar un enemic en un joc de guerra, de
decidir quina jugada fer en un joc de taula, etc.
Aquest document explica el desenvolupament d’una llibreria genèrica que
proveeix mètodes per obtenir la (presumiblement) millor jugada en un joc
de taula en qualsevol punt de la partida, i el disseny d’un llenguatge de
programació i desenvolupament d’un traductor per aquest. El llenguatge
té com a finalitat facilitar la creació d’heurístics — la part responsable de
jutjar com de bé (o malament) progressa el joc des del punt de vista d’algun
dels jugadors.
Abstract
The vast majority of digital games nowadays are in need of artificial in-
telligence; computer-controlled behaviour of an enemy in a shooter game,
decision-making in a board game, etc.
This document explains the development of a generic library that provides
methods to obtain the (presumably) best movement in a tabletop game
at any given moment; and the design of a programming language and its
associated translator. The purpose of the language is to help with the
creation of heuristics — the part responsible for judging how good (or bad)
the game is progressing for any of the players’ viewpoints.
Resumen
La gran mayoría de juegos digitales de hoy en día necesitan inteligencia
artificial; la capacidad de la máquina de controlar un enemigo en un juego
de guerra, de decidir qué jugada hacer en un juego de mesa, etc.
Este documento explica el desarrollo de una librería genérica que provee
métodos para obtener la (presumiblemente) mejor jugada en un juego
de mesa en cualquier punto de la partida, y el diseño de un lenguaje de
programación y desarrollo de un traductor para éste. El lenguaje se crea
con el fin de facilitar la creación de heurísticos — la parte responsable de
juzgar cómo de bien (o mal) progresa el juego desde el punto de vista de
uno de los jugadores.
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Introducció
1 Introducció
Durant els últims anys, la indústria del videojoc ha crescut a un ritme no menyspreable[1]. Tant
la quantitat de jocs, com la de tipus de jocs diferents, o la de persones que dediquen part del seu
temps a jugar es troben en constant augment.
Una característica que la majoria de jocs ofereixen és l’opció de jugar contra la màquina:
• En un joc de guerra, volem que els enemics es moguin, apuntin, disparin, curin a aliats, etc.,
de forma autònoma.
• En un joc de taula, com podria ser els escacs, volem que la màquina sigui capaç de jugar
contra l’usuari.
• En un joc de rol, ens interessa que la màquina gestioni els seus recursos, s’adapti a l’entorn,
etc.
Figura 1: Borderlands 1. Figura 2: Joc d’escacs online. Figura 3: BattleForge
Figura 4: Exemples de jocs que requereixen simulació d’un comportament intel.ligent per part de la
màquina.
En la majoria de casos, el comportament que volem obtenir és similar al que podria oferir un altre
ésser humà. És per això que ens referim a aquesta funcionalitat d’un joc com a Intel.ligència
Artificial (IA, o AI en anglès).
Una de les avantatges d’una intel.ligència artificial és la seva versatil.litat; podem configurar-la per
ajustar el seu nivell de dificultat, de cara a poder enfrontar-se a usuaris de diferent grau d’habilitat,
o directament per canviar el seu comportament, prioritzant més alguns objectius que d’altres.
Tenint en compte que la quantitat de jocs que necessiten incorporar intel.ligència artificial és tan
elevada, seria convenient disposar d’una eina que en facilités la seva implementació i aplicació a tals
jocs. Aquest projecte intenta oferir una solució aplicable a un conjunt reduït de jocs, els de taula.
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1.1 Objectius
1.1 Objectius
L’objectiu del treball és el desenvolupament d’una eina que faciliti la creació/implementació d’intel-
ligències artificials per jocs de taula ja programats1.
Amb aquesta finalitat, l’eina consta de dues parts:
1. Una llibreria amb mètodes de cerca heurística.
Un joc de taula programat en el mateix llenguatge que la llibreria pot, donat que implementi
una sèrie de funcions necessàries tals com la generació de possibles moviments, utilitzar els
mètodes que ofereix la llibreria. Aquests mètodes obtenen, per un punt donat del joc i des del
punt de vista del jugador al que li toca, quin (dels potencialment molts que opta) moviment
l’encamina cap a la victòria.
2. Un llenguatge i un traductor per aquest llenguatge.
Tal i com veurem més endavant, el resultat obtingut pels algorismes de cerca heurística ve
determinat, tal i com el propi nom indica, per l’anomenat heurístic. La idea del llenguatge
propi és facilitar el procés de definició d’heurístics. El traductor que l’acompanya té com a
finalitat transformar un heurístic escrit en tal llenguatge, cap a codi en el mateix llenguatge
en què està escrita la llibreria.
Segons la importància que donem (indicat al codi de l’heurístic) a un aspecte o un altre del joc,
obtindrem comportaments més agressius o més defensius, que prioritzin uns certs objectius o uns
altres etc. Aquest fet, junt amb la parametrització adequada dels algorismes de cerca (bàsicament,
la profunditat màxima), ens permet obtenir diferents intel.ligències artificials, de diferents estils i
nivells de dificultat.
2 Abast
Tal com hem mencionat anteriorment, la quantitat de tipus diferents de videojocs és immensa. Per
exemple, gràcies a la potència de càlcul del hardware d’avui en dia, trobem molts jocs en 3D, amb
entorns oberts de gran escala, acompanyats de simulació física realista, etc. En aquest tipus de
jocs, el comportament de les persones és un punt on aplicar intel.ligència artificial —per definir com
reaccionen davant d’estímuls externs, com podria ser la interacció amb un personatge controlat per
l’usuari.
Intentar crear una intel.ligència artificial que abasti tota la tipologia dels videojocs, però, és utòpic:
les diferències i necessitats específiques de cada joc en particular poden variar fins al punt de no
tenir res a veure les d’un joc amb les d’un altre.
És per això que, per aquest treball, s’ha decidit fitar els tipus de joc als que podríem classificar com
“de taula” (en anglès, tabletop games o board games).
1A la Subsecció 2.1: Ens cenyim a jocs de taula s’explica quines característiques considerem que un joc ha de tenir
per ser considerat “de taula”.
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2.1 Ens cenyim a jocs de taula
Abans de res, què entenem per joc de taula?
Generalment, entenem per un joc de taula aquell que compleix les següents característiques:
1. Un o més jugadors competeixen entre sí. En el nostre projecte, els jocs només poden ser
de dos jugadors. L’enfocament per tractar situacions amb menys (un de sol) o més de dos
jugadors és similar, però, per tant seria fàcil adaptar la llibreria per acceptar aquests casos.
2. El joc es desenvolupa per torns. No hi ha accions simultànies portades a terme a temps real,
com podria passar en un joc d’estratègia.
3. El conjunt de moviments que un jugador pot realitzar en un torn donat és finit i conegut.
4. L’estat del joc, en qualsevol moment, és finit i representable.
5. El joc acaba quan es compleix certa condició sobre l’estat del joc.
Figura 5: Exemple de joc de taula. Dos jugadors, per torns, realitzen una acció (moure una peça)
d’entre el conjunt finit de les possibles, sobre l’estat del joc, representable amb un taulell 8x8 i la
corresponent disposició de les peces, fins que un d’ells perd el rei, o s’empata.
Aquestes propietats s’ajusten molt bé a la idea de cerca heurística, i en permeten el seu ús.
Tal com passa amb el nombre de jugadors, hi ha algunes característiques que pot presentar un joc
de taula, però que aquest projecte no suporta. Veure Subsecció 9.3: Extensions i Subsecció 9.2:
Limitacions per més informació al respecte.
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2.1 Ens cenyim a jocs de taula
Respecte als algorismes de cerca heurística, no n’inventem cap de nou. És difícil millorar els
comunament usats avui en dia; la majoria de casos on sorgeix un nou algorisme, aquest es basa
en un de ja existent i aprofita algunes característiques concretes de l’àmbit on es vol aplicar. En
el nostre cas, necessitem algorismes prou genèrics com per funcionar amb qualsevol joc, per tant
no podem aprofitar les propietats de cap d’ells en concret amb la intenció d’obtenir-ne un de més
eficient.
El que s’ha fet és implementar alguns dels algorismes més comuns i comparar els seus respectius
temps d’execució, per saber amb quin s’obté un millor rendiment.
Finalment, pel que respecta al llenguatge que volem crear, no construïm des de zero totes les parts
necessàries per definir-lo i processar-lo; moltes d’elles són independents del llenguatge, així que
fem servir una eina externa per portar-les a terme. S’explica en més detall a la Subsecció 3.2:
Processament d’un llenguatge.
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Context
3 Context
Abans d’entrar als detalls de les parts i de la implementació del projecte, cal posar en context els
àmbits sobre els quals treballem i definir alguns conceptes importants.
Tal i com hem vist als apartats anteriors, el projecte abasta principalment dos àmbits: el de la
intel.ligència artificial com a disciplina[2], ja que farem servir algorismes que hi pertanyen, i el del
processament de llenguatges, ja que volem definir un llenguatge propi i programar un traductor per
aquest llenguatge.
3.1 Intel.ligència artificial
Quan parlem de la intel.ligència artificial d’un joc, ens solem referir a l’algorisme o part del codi que
s’encarrega de prendre les decisions pertinents als punts on ens cal un comportament similar al d’un
humà.
En podem trobar a molts jocs, de molts tipus diferents, i de molts nivells de complexitat: una
rutina de “caminar, esperar, donar mitja volta” que repeteix un personatge vigilant indefinidament,
un comportament d’un animal que fuig quan t’hi apropes ràpid, o es queda quiet si t’hi apropes
lentament, s’amaga si està ferit, mou la cua si li dones de menjar... o comportaments molt complexos
que tenen en compte moltes variables, tant del seu estat com de l’entorn i les seves possibles
combinacions.
En el nostre cas, només treballem amb jocs de taula, que hem definit com aquells en què el joc es pot
representar amb un estat finit, i aquest canvia per torns segons les accions que realitzen els jugadors,
on les accions són unes d’un conjunt de moviments finit que alteren l’estat. Aquestes característiques
ens permeten utilitzar un paradigma d’algorisme conegut i emprat sovint, el MiniMax. En poques
paraules, l’algorisme decideix quina és la millor alternativa des del punt de vista del jugador que el
crida, tenint en compte que l’oponent jugarà anàlogament —triant la millor alternativa des del seu
punt de vista— [3].
Partint des del punt (estat) del joc en què s’executa l’algorisme, aquest considera totes les jugades
possibles. Per cadascuna d’elles, repeteix el procés de manera recursiva, creant així un arbre d’estats,
on l’arrel és l’estat del que partim i cada un dels fills d’un node és el resultat de realitzar una jugada
diferent sobre l’estat que aquest representa. Així doncs, com més profunditat, més lluny en el futur
possible del joc estem mirant. Cal tenir en compte, però, que la quantitat d’estats possibles creix
exponencialment; si el joc és mitjanament complex, no podem computar-los tots (és a dir, intentar
arribar fins al final del joc). És per això que cal parar el procés quan no convingui anar més enllà, i
analitzar l’estat del joc. En funció de com de favorable és tal estat per nosaltres (desfavorable per
l’oponent), assignarem una puntuació al node corresponent de l’arbre. Així, podrem determinar que
cada node de l’arbre d’estats del joc avançarà cap al fill amb major puntuació si ens toca moure a
nosaltres, o amb la menor puntuació si toca a l’oponent. Seguint aquest raonament, podem tornar a
arribar fins al node inicial, i tindrem informació sobre quina jugada és la millor de cara a assolir
l’estat més favorable de tots els que hem arribat a considerar.
En apartats anteriors ha aparegut el concepte heurístic, i hem dit que era l’encarregat de decidir
quina tria era la més adequada a cada moment. Més formalment, la funció heurística d’un algorisme
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3.2 Processament d’un llenguatge
de cerca és l’encarregada d’avaluar els estats o nodes que aquest explora. En el nostre cas, la funció
encarregada d’associar una puntuació a un estat del joc que estem explorant.
Normalment s’empra el mot heurístic en situacions on es vol resoldre un problema sense garantia
d’optimalitat, però obtenint un nivell de qualitat acceptable; ja que altres aproximacions no són
viables. Quan apliquem algorismes de cerca heurística ho fem perquè altres solucions, com una
exploració a força bruta amb profunditat màxima, no són computacionalment viables; i la funció
heurística és l’encarregada de “guiar” el procés de cara a obtenir una solució acceptable. En el nostre
cas, l’optimalitat no està assegurada, llevat que la profunditat que utilitzem sigui major al nombre
de moviments vista a què es troba el final del joc (sempre podem assignar un valor molt gran a la
profunditat màxima de cerca, però poc sovint obtindrem un resultat en un temps raonable).
3.2 Processament d’un llenguatge
En moltes ocasions, resulta útil reconèixer text en un cert llenguatge, que compleix unes certes
característiques o segueix uns certs patrons, de cara a extreure’n alguna utilitat. Per exemple:
• el cas més obvi, llenguatge de programació. Mitjançant un codi escrit en aquest llenguatge
podem obtenir un fitxer que s’executi sobre alguna plataforma —generalment, un ordinador.
• un llenguatge que reconegui un cert format d’emmagatzematge de dades per poder guardar,
llegir o transmetre informació en aquest format.
• llenguatges creats específicament per facilitar certa tasca, que s’ha de realitzar potencialment
repetides vegades amb una certa flexibilitat.
Aquest projecte, per exemple, encaixaria amb l’últim cas, on ens interessa poder definir comporta-
ments d’intel.ligències artificials, i disposar d’un llenguatge específic n’agilitza el procés.
Es pot dividir el processament d’un llenguatge en una sèrie de parts o passos diferenciats [4].
Haurem de tenir en compte aquests passos per definir i tractar el nostre llenguatge adequadament.
A continuació, els expliquem un a un, fent servir el català com a exemple de llenguatge que es vol
processar:
Anàlisi lèxica:
El primer pas consisteix a determinar si les paraules que formen el codi o text escrit en un
cert llenguatge estan ben escrites. Per exemple, la paraula “h!la”” no seria acceptada, ja
que, tot i estar formada per caràcters que podríem trobar a un text en català, una exclamació
no pot aparèixer a mitja paraula. A més, altres paraules com “woob” tampoc passarien el
filtre, ja que no formen part del català (no es troben al diccionari). Cal tenir en compte, però,
que aquest pas només realitza una anàlisi lèxica; textos com “grau grau final treball de”
serien acceptats.
Donat que un text se sol proporcionar en forma de cadena de caràcters, aquest pas també
s’aprofita per agrupar els caràcters pertinents per formar paraules del llenguatge, formant el
que anomenarem tokens (veure Figura 6).
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Anàlisi sintàctica:
Un cop sabem que les paraules que formen el text pertanyen al llenguatge, hem de determinar
si es presenten en un ordre lògic des d’un punt de vista sintàctic. Per exemple, tot i que les
frases poden formular-se correctament de mil i una maneres, el típic format Subjecte + Verb +
Predicat és un exemple de regla sintàctica que el text hauria de complir per passar aquesta
etapa.
Així doncs, textos com “tres blau hola mirar van” no serien correctes, mentre que d’altres
com “la formiga va esculpir una poma planetària” sí. S’observa, però, que la frase
formada pot no tenir sentit.
Com en aquest pas es comprova si l’estructura del text és correcta, se sol aprofitar per
organitzar els tokens d’una forma que tal estructura quedi implícita, i ens ajudi al processat en
els següents passos (a la Figura 6, s’organitza en forma d’arbre, obtenint així el que coneixem
com a arbre sintàctic).
Anàlisi semàntica:
Quan s’ha comprovat que el text està escrit correctament i estructurat lògicament, queda per
determinar si té sentit, i què volem fer amb ell. Aquest pas és menys general que els anteriors,
ja que entren en joc els aspectes més específics de cada llenguatge en concret, i no hi ha un
mètode fàcil per decidir si un text té sentit o no.
Aquest pas consisteix, normalment, a visitar l’estructura generada durant l’anàlisi sintàctica, i
realitzar les comprovacions i accions que calguin durant el procés.
n u m b e r = 2 + 3 ;




Figura 6: Etapes del processat d’un llenguatge.
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3.3 Estat de l’art
Fent referència al resultat del procés, ens pot interessar fer moltes coses amb el processat del
llenguatge; les més comunes, però, són:
Compilar Transformar codi en text pla a llenguatge màquina que el dispositiu que pertoqui
pugui reconèixer i executar. És el cas típic de llenguatges com C++.
Interpretar En comptes de traduir a codi màquina per a la seva posterior execució, ens pot
interessar executar-lo directament, generalment sobre la mateixa eina que processa
el llenguatge. És el cas d’alguns llenguatges com python, on el codi l’analitza i
executa directament un intèrpret, sense crear arxius que la màquina entengui de
manera directa.
Traduir Tal com la paraula indica, transformar el text o codi del llenguatge a un altre
llenguatge diferent. És el cas que ens concerneix.
3.3 Estat de l’art
A continuació, parlarem de la història i estat actual dels àmbits que hem diferenciat a l’apartat
anterior, i situarem els aspectes del nostre projecte que hi estan relacionats.
3.3.1 Intel.ligència artificial
L’algorisme que hem mencionat a la contextualització, el minimax, va sorgir molt abans que qualsevol
videojoc; concretament, l’any 1928 [5]. Va aparèixer com a concepte de teoria de jocs —malgrat el
nom, es refereix a la tria de decisions i estratègies en qualsevol àmbit—, i avui en dia n’existeixen
nombroses adaptacions en forma d’algorisme, sobretot usades en jocs de taula.
Tot i ser tan antic, la idea de l’algorisme es manté; per tant, no ha sofert grans canvis. Sí s’han
desenvolupat, però, algorismes basats en el minimax que el milloren; com és el cas de la poda
alfa-beta (α− β pruning).
Un dels problemes de l’algorisme minimax és que pot dedicar molt de temps a explorar una part
de l’arbre de possibles jugades, quan ja sabem que existeix un altre camí (sub-arbre) paral.lel
—ambdós deriven del mateix estat— amb una puntuació superior. Com que sempre es triarà el segon,
no és necessari seguir explorant el primer. L’algorisme de poda alfa-beta soluciona precisament
aquest problema [6]. L’origen de la idea que aquest aplica no és clar: al voltant dels anys 1950-60
diferents grups de persones ja havien tingut idees similars sobre com millorar l’algorisme minimax, i
posteriorment va ser millorat, refinat i demostrat òptim [7].
Com a exemple d’aplicació puntera, Stockfish, un dels algorismes d’escacs més potents d’avui en
dia[8], fa servir poda alfa-beta[9].
No s’ha intentat millorar la idea bàsica de l’algorisme ni intentar desenvolupar una alternativa molt
més eficient, ja que no entra dins de l’abast del projecte. El que sí s’ha fet és programar-lo en C++,
adaptant-lo a les característiques del nostre projecte.
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3.3.2 Processament del llenguatge
La necessitat de reconèixer/interpretar un llenguatge es remunta quasi bé a l’origen dels primers
ordinadors tal i com els coneixem avui en dia, sorgits a principis dels anys seixanta. Representar el
coneixement o informació en forma de text, per poder treballar amb ell i que l’ordinador el pugui
interpretar ha sigut un requeriment constantment present al món de la informàtica.
Seguint un ordre semblant al que hem fet servir a l’apartat de contextualització per explicar el
processament d’un llenguatge:
Anàlisi lèxica:
Aquest pas, també conegut com a Scanning, ha canviat molt poc des de la seva aparició.
Per determinar si una paraula forma part o no del llenguatge, hem de determinar si aquesta
correspon a alguna de les definides pel llenguatge, o si encaixa en alguna de les “plantilles”
del llenguatge. Això es fa mitjançant expressions regulars. Les expressions regulars estan
dissenyades exactament per aquest propòsit, i permeten caracteritzar cadenes de caràcters de
cara al seu reconeixement. Per exemple, amb l’expressió “(’h’|’H’)ol(a+)” podem filtrar la
paraula hola, comenci o no amb majúscules, i admetem un nombre indefinit de as després de
la primera. La sintaxi de les expressions regulars està regulada per un estàndard POSIX [10], i
van originar-se, també, a finals de la dècada del 1950 [11].
Si, mentre llegim caràcters d’un text, les paraules que es van formant corresponen a una
expressió regular, i acabem consumint tots els caràcters (els últims no queden aïllats), llavors
l’anàlisi conclou amb èxit.
Anàlisi sintàctica:
Freqüentment conegut pel seu nom en anglès Parsing, funciona de manera similar; a partir
d’un conjunt de regles similars als d’una expressió regular més complicada, una gramàtica,
podem definir quin aspecte ha de tenir el text o programa que estem processant. La idea
general del que és una gramàtica no ha canviat gaire; el que ha sofert més canvis i innovacions
és el conjunt de tècniques que es fan servir a l’hora de dur a terme l’anàlisi a partir de les
regles que determina la gramàtica.
EXP => EXP + TERM
EXP => EXP - TERM
EXP => TERM
TERM => TERM * FACTOR
TERM => TERM / FACTOR
TERM => FACTOR
FACTOR => ( EXP )
FACTOR => identifier
Figura 7: Gramàtica que reconeix expressions matemàtiques senzilles.
Tot i que la idea de gramàtica no era nova, la notació que observem en aquest exemple,
anomenada BNF (Backus Naur Form), va tenir origen al 1960 [12].
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Tal com hem mencionat, la part que ha canviat és la tècnica amb la qual s’analitza un text
seguint els patrons d’una certa gramàtica. El primer mètode, anomenat LR Parsing, va ser
desenvolupat per Donald Knuth l’any 1965. Les característiques d’un parser LR són anàlisi
“bottom-up”, és a dir, començant pels detalls bàsics, i formant l’estructura a partir d’ells, fins a
tenir el resultat final, i la garantia de cost lineal [13].
La tècnica que implementa l’eina que farem servir és LL(*) parsing. Es tracta d’un parser
“top-down” —es comença per la forma general, i s’acaba amb els detalls més petits—. A més
a més, aquest * indica que, a diferència de moltes altres tècniques, en cas de necessitar una
desambiguació entre diferents camins, podem “mirar més enllà” tan lluny com vulguem; és
a dir, podem decidir quin camí triar segons la paraula o caràcters que venen a continuació,
i si aquests no resolen l’ambigüitat, els següents, etc., mentre que altres tècniques només et
permeten mirar els 1-2 tokens següents.
Pel que respecta a l’anàlisi semàntica, no hi ha uns recursos determinats (com expressions regulars,
gramàtiques) que es puguin fer servir; es tracta, doncs, d’una tasca més específica a cada situació i,
per tant, més dependent del programador.
Aquestes tècniques de processament de llenguatge tenen un gran historial d’evolució, i la intenció
d’aquest projecte no és crear un parser o una eina de processament de llenguatge, per tant se’n farà
servir una ja desenvolupada, actual i de prestigi, explicada a la Subsecció 4.2.2: Llibreries.
3.3.3 Projectes similars
Quan va sorgir la idea de desenvolupar aquest projecte, es desconeixia si existien o no eines
que complissin la mateixa tasca; en tot cas, un primer conjunt de cerques sobre el tema no van
proporcionar resultats que semblessin indicar-ne la existència.
Més endavant, però, es va trobar un projecte prou recent amb un enfocament similar: General
Game Playing [14]. La idea bàsica del projecte és que, malgrat una intel.ligència artificial pot ser
molt bona en un cert joc, no és capaç de jugar a res més; per tant, la seva utilitat es veu reduïda.
Així doncs, es van proposar programar una aplicació que fos capaç d’aprendre a jugar a qualsevol
joc, sempre que se li proporcionin les regles que el determinen (regles escrites amb comandes que
pugui entendre, que defineixen l’estat del joc, com comença, quins moviments són legals, etc). És
un projecte innovador i encara actiu, i es basa en una idea semblant a la d’aquest projecte; crear
una intel.ligència artificial genèrica capaç de jugar a més d’un joc si canviem certs paràmetres o
l’adaptem lleugerament.
Tot i així, no són projectes exactament iguals; General Game Playing procura crear un jugador molt
més abstracte, capaç d’aprendre a jugar si se li proporcionen les regles. Aquesta tasca pot ser difícil
i pesada, sobretot com més complicat es torna un joc i les seves regles. En aquest projecte no s’ha
pretès aprendre a jugar a un joc; és el programador del joc que vol fer servir la funcionalitat de la
llibreria qui ha de proporcionar la funcionalitat de jugar, és a dir, de generar jugades derivades d’un
estat a cada moment, segons a quin jugador toqui.
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4 Metodologia i rigor
4.1 Mètode de treball
Les tasques més importants en què es divideix el projecte són les que n’han pautat el desenvolupament.
Aquestes són, principalment, la programació de la llibreria, del llenguatge i el traductor, tal com
hem anat veient. Hi ha una tasca addicional molt important, però, que és necessària per ser capaços
de progressar amb les dues anteriors: la cerca i adaptació d’un joc de taula. A la Subsecció 8.1:
Planificació inicial se’n detalla la resta.
Sense un joc de taula per ordinador, no podem provar que les altres parts funcionin. Per comprovar
que la llibreria es comporta de manera eficient i que retorna un resultat raonable, cal un joc que
la faci servir. En el cas del llenguatge, podem progressar amb el seu desenvolupament de manera
relativament independent, però arriba un punt on ens interessa saber si el codi de l’heurístic, un cop
traduït, s’integra bé amb la llibreria i és capaç d’obtenir informació del joc.
Per aquest motiu, la primera etapa del projecte ha consistit a:
• Crear una versió inicial de la llibreria, amb un sol mètode i sense donar importància a
l’eficiència.
• Crear una versió inicial del llenguatge, d’ús reduït però suficient com per proporcionar
funcionalitats bàsiques que permetin avaluar un estat d’un joc.
• Cercar i adaptar un joc de taula, amb la finalitat de poder integrar-lo amb les parts anteriors
i poder realitzar proves.
Pel que fa a l’ordre entre les tasques, només cal tenir clara la interfície que haurà de seguir la
llibreria; a partir d’aquí, s’han pogut avançar en paral.lel.
Un cop obtingudes les primeres versions d’aquestes tres parts, combinades i funcionant, s’ha entrat
en un procés iteratiu de millora de les parts que conformen el prototip inicial del projecte; això vol
dir afegir funcionalitats al llenguatge, optimitzar els algorismes de la llibreria (i afegir-ne de nous), i
solucionar els errors i problemes pendents d’arreglar...
S’ha seguit una metodologia de tipus IID (Iterative and Incremental Development) [15]. Aquesta
metodologia consisteix a analitzar els requeriments del projecte, dissenyar una solució i implementar-
la, comprovar que funcioni i avaluar l’estat del projecte un cop s’ha aplicat.
Aquesta metodologia aplica bastant bé al nostre cas, ja que partim d’una solució inicial funcional,
encara que limitada en quant a utilitat. Quan volem afegir una funcionalitat (al llenguatge, per
exemple), cal analitzar les opcions que tenim (quina funcionalitat en concret ens convé afegir?);
després, decidir quina aplicar i fer-ho (modificar la gramàtica del llenguatge, afegir els tokens
corresponents, modificar el codi del traductor...), comprovar que els canvis no afecten al projecte i
les funcionalitats de les que disposava abans d’aquesta (fer tests d’ús de la nova funcionalitat i veure
que no interfereix amb altres parts), i donar la funcionalitat per implementada. Un cop acabada
una iteració, podem tornar a començar-ne una altra.
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Figura 8: Esquema de desenvolupament del projecte.
4.2 Eines de desenvolupament
Durant el desenvolupament del projecte s’han fet servir diverses eines i llenguatges. A continuació
es llisten i se’n justifica el seu ús.
4.2.1 Llenguatges de programació
Hi ha dos punts principals del projecte on ha calgut decidir quin llenguatge es faria servir: per la
llibreria i pel processament de llenguatges.
La part de la llibreria i els seus algorismes de cerca heurística, s’ha implementat en C++. Els motius
pels quals s’ha triat aquest llenguatge són, principalment, dos:
• És un dels llenguatges més usats per programar jocs d’ordinador2. Òbviament, com que
l’objectiu de la llibreria és acompanyar a un d’aquests jocs, ha d’estar en el mateix llenguatge,
i ens interessa que sigui el més usat.
• És un llenguatge potent, i permet el desenvolupament de codi eficient —aspecte important de
cara a programar la classe d’algorismes que pretenem implementar.
Durant aquests últims anys, altres llenguatges com Python o C# han vist incrementat el seu ús
en l’àmbit dels videojocs (per exemple, Python disposa de moltes llibreries relacionades amb els
2Per exemple, un dels motors de jocs més usats, Unreal Engine, té un nucli C++.
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videojocs[16]); a més, algunes de les propietats de C++ que el converteixen en un dels llenguatges més
usats pels videojocs no s’aprofiten en jocs més simples com són els jocs de taula, així que haurien
sigut possibles alternatives. Tot i així, el gran suport de C++ (per exemple, en quant al gran nombre
de llibreries de les quals un joc es pot beneficiar fetes en C++) ha decantat la balança en favor seu.
Per altra banda, considerant els llenguatges relacionats amb la part del processament de llenguatges,
una de les llibreries que s’han fet servir (explicada al següent apartat), ha condicionat la tria d’un
altre llenguatge, ja que està programada en Java; per tant, aquest passa a ser un llenguatge que
s’ha necessitat durant el desenvolupament del projecte. Tal i com funciona, però, es genera codi
font a partir de la gramàtica del llenguatge. Aquest codi font és l’encarregat de rebre un fitxer en
tal llenguatge i preprocessar-lo de cara a la seva anàlisi semàntica (que hem hagut de programar
nosaltres).
Aquest codi font que es genera no té perquè ser Java; l’eina ofereix diferents alternatives (target
languages): per l’última versió, podem triar entre Java, Python i C#.
Inicialment es va considerar C# com a llenguatge destí, ja que tot i estar programada en Java,
l’eina no és necessaria per fer servir el projecte; només per desenvolupar-lo, i C++ i C# poden
compenetrar-se molt bé sobre una plataforma amb Windows. Al final la idea es va descartar en favor
de la portabilitat del projecte, i es va triar Java com a llenguatge destí, tot i que Python hauria
sigut una altra alternativa perfectament viable.
4.2.2 Llibreries
En el cas de la llibreria que s’ha implementat en aquest projecte, no utilitza cap llibreria externa
tret de OpenMP. OpenMP és una API que permet paral.lelitzar aplicacions en C, C++ i Fortran, i
funciona sobre la majoria d’arquitectures comunes avui en dia[17].
Fem servir aquesta llibreria per paral.lelitzar els algorismes de cerca que ho permetin (aquells on
el resultat no depèn de l’ordre d’execució), de cara a explotar la potència de processadors amb
múltiples nuclis i comparar els resultats obtinguts amb els que s’han assolit en proves no seqüencials.
S’ha triat OpenMP ja que és una API reconeguda i molt usada, s’ensenya al grau —concretament
a l’assignatura de Paral.lelització (PAR)—, i és intuïtiva de fer servir, mitjançant una sèrie de
directives col.locades estratègicament al codi.
Existeixen alternatives a OpenMP com gestionar els threads o fils d’execució de manera directa, o fer
servir altres llibreries com Intel’s Threading Building Blocks (TBB). Ambdues alternatives
són de més baix nivell; a més, no s’han vist durant el grau.
Per altra banda trobem la part del llenguatge, que consta de la seva definició i la programació d’un
traductor. Com ja hem comentat, el pas de reconèixer l’estructura d’un llenguatge és comú a la
gran majoria de casos; per tant no té sentit programar una eina que se n’encarregui, sinó fer-ne
servir una d’existent.
Per resoldre aquesta etapa del processat del llenguatge, s’ha triat una eina anomenada ANTLR [18]
(ANother Tool for Language Recognition), pels següents motius:
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• És una eina reconeguda3, fiable i encara mantinguda avui en dia (les dates d’actualització del
repositori oficial així ho confirmen[19]).
• L’hem vist durant la carrera, a l’assignatura de Compiladors —tot i que la versió que s’hi fa
servir, la 3, és bastant diferent respecte la usada en aquest projecte, la 4.5—.
Algunes de les alternatives a ANTLR són bison o yacc, però són una mica antiquades i menys potents
respecte les últimes versions d’ANTLR.
Pel que respecta a la tria de la versió d’ANTLR, l’última (4.5), ofereix un sistema de tree visitors/-
listeners que ens permet visitar nodes de l’arbre sintàctic obtingut a partir del nostre codi de
manera automàtica (en cas del mètode amb listeners; en parlarem amb més detall a la Secció 6: El
llenguatge), tot tenint informació del context corresponent a tal node (tipus, text, posició, nodes
fills, etc.), cosa que facilita la producció de codi.
4.2.3 Eines auxiliars
S’han utilitzat tota una sèrie d’eines addicionals durant el desenvolupament del projecte, però que no
són imprescindibles o no hi estan directament relacionades: és el cas dels IDEs, control de versions,
etc. Les podem veure a continuació:
• Visual Studio 2013. És un dels IDEs per Windows més coneguts i potents per desenvolupar
en C++. Ens ha permès programar la llibreria en C++ 11, suporta per defecte OpenMP, i integra
eines de control de versions. A més, la FIB en proporciona llicències gratuïtes pels estudiants.
• NetBeans. També és un dels IDEs més coneguts per desenvolupar Java, i s’ha fet servir per
programar el traductor del llenguatge. Agilitza moltes etapes del procés, tals com compilació,
execució, contorl d’errors, gestió del codi, etc.
• git. Un sistema de control de versions, també àmpliament usat en el món informàtic, junt
amb la web BitBucket per mantenir el repositori al núvol, i controlar còmodament l’historial
de canvis en el projecte i agilitzar-ne el desenvolupament.
• LATEX i TexStudio. LATEX és un sistema de composició de texts molt potent i usat en
àmbits acadèmics i científics, i TexStudio un entorn d’edició que facilita la creació i edició de
documents en aquest format.
• Altres. S’han fet servir altres llibreries multimèdia per representar visualment l’execució del
joc que farà servir la llibreria del projecte, tals com OpenGL (API per renderitzar gràfics),
glut (per gestionar els events i la finestra on dibuixem amb OpenGL) i corona (per carregar
textures a la nostra aplicació).
4.2.4 Plataforma
El projecte s’ha dut a terme sobre Windows 8.1. S’ha triat Windows perquè la gran majoria de
jocs per ordinador es desenvolupen amb la intenció de córrer sobre aquest sistema operatiu. Tot i
3A la web oficial podem trobar un apartat de Testimonials on informàtics de prestigi opinen sobre l’eina
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així, el projecte pot fer-se servir a altres plataformes com Linux. En quant a les característiques
rellevants de la màquina sobre la qual s’han realitzat les proves per comparar temps d’execució, són
les següents:
• CPU Intel Core i7-3770K, a 3.5GHz. Té quatre nuclis i suporta fins a 8 threads.
• RAM de 16 GB DDR3 a 1330MHz.
4.3 Validació dels resultats
De cara a comprovar si els moviments que tria l’algorisme són bons —és a dir, són vàl.lids i pretenen
encaminar al jugador cap a la victòria— , és suficient amb observar com avança el joc, i fixar-se en
tals moviments.
Ara bé, per jutjar la qualitat de les tries o la dificultat resultant que la màquina adquireix quan
les fa servir és un tema més complicat i subjectiu. Per exemple (tal i com s’explica a la Secció 7:
Estudi d’una aplicació real: el joc dels escacs), per avaluar el funcionament del projecte hem fet
servir el joc dels escacs. Per comprovar la competitivitat de la màquina hauria calgut buscar una
persona experta en aquest joc i disposada a enfrontar-se amb la màquina molts cops, o muntar
una interfície entre aquest projecte i una altra intel.ligència artificial per escacs, cosa complicada.
Igualment, no serien proves rellevants, ja que la qualitat de la tria depèn en última instància de la
qualitat de l’heurístic; és a dir, de la quantitat de factors que aquest tingui en compte i quins són
aquests factors, per la qual cosa caldria ser un expert en escacs i assignar les puntuacions adequades
a cada situació.
Cal a dir que, a més, no esperem obtenir una eficiència major a altres motors d’escacs (tal com
hem mencionat amb anterioritat, fer un algorisme genèric implica perdre l’oportunitat d’aplicar
optimitzacions específiques del joc en qüestió). Així doncs, hem donat més importància a fer
proves per comparar resultats d’execucions amb diferents parametritzacions dels algorismes de la
llibreria que hem implementat, per així veure fins a quin punt una optimització val la pena o no, si
paral.lelitzar surt a compte, etc.
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La llibreria del nostre projecte consisteix en una classe C++, de nom TTAILibrary, que implementa
algorismes de cerca heurística, entre altres funcions auxiliars. El seu mètode principal és el següent4:
1 template <class Game, class Move>
2 Move getBestMovement(Game& gamestate);
Gràcies a que la funció està templated, accepta qualsevol joc sempre que explicitem quin és el nom
de la seva classe i el nom de la classe dels moviments que realitza, i si el joc en qüestió implementa
algunes funcionalitats que la funció requereix.
Per exemple, suposem que tenim un joc anomenat JocCartes, i els moviments es basen en posar
en joc cartes de les que un jugador disposa: són del tipus JugarCarta. Amb una crida a la funció
similar a aquesta:
1 Move millor_moviment;
2 // joc es un objecte de tipus JocCartes
3 millor_moviment = getBestMovement<JocCartes, JugarCarta>(joc);
Aquesta funció s’encarrega d’utilitzar un dels algorismes que implementa internament, avaluant
l’estat del joc quan pertoca mitjançant la funció heurística que haguem definit amb el nostre
llenguatge, i retorna, d’entre tots els possibles moviments que es poden realitzar en aquest moment
—el punt en què es crida el mètode—, la que obté un millor benefici des del punt de vista del jugador
al que toca jugar.
5.1 Estructura
L’estructuració en fitxers de la llibreria té certes peculiaritats.
Com la funció heurística no es programa de manera directa, sinó que es tradueix a partir d’un
fitxer que hem programat apart en el nostre llenguatge propi, convindria que el codi estigués en un
fitxer apart per evitar possibles accidents de sobreescriptura i maldecaps alhora de combinar codi
autogenerat amb codi programat manualment.
A més a més, C++ no permet separar la implementació de funcions templated de la seva definició[20],
tal i com separaríem clàssicament una classe en fitxers .h/.hpp i .c/.cpp.
Per solucionar aquests dos problemes alhora, s’ha creat un fitxer principal amb les capçaleres dels
mètodes de la llibreria, TTAILibrary.h, i s’ha aprofitat la funcionalitat de la directiva include de
C++ per afegir una sèrie de fitxers al final de TTAILibrary.h, simulant així un codi on tot es troba
al mateix fitxer5. Els fitxers que incloem pretenen ser unitats lògiques diferents, i són els següents:
4Estar familiaritzat amb C++ ajuda a entendre aquesta secció, però no és del tot necessari.
5Fent servir Visual Studio, cal pensar a desactivar aquests fitxers addicionals del pas de compilació (Build); si no
ho fem, els intentarà interpretar per separat i fallarà.
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• TTAILibrary.tpp
És el fitxer anàlog al que seria el típic .cpp, i on es troba el codi dels algorismes.
• heuristic.tpp
És el fitxer autogenerat pel traductor; conté el codi de la funció heurística i funcions auxiliars
que haguem definit mitjançant el llenguatge propi.
• heuristic_utils.tpp
Finalment, aquest últim fitxer conté utilitats que fa servir el codi autogenerat, però que no
estan relacionats de manera directa amb la llibreria en sí ni amb els algorismes de cerca, com
per exemple control d’accessos a vectors, etc.
Codi 1: TTAILibrary.h
1 // definicio de la classe TTAILibrary .h
2 ...
3 // finalment, incloure els fitxers:
4 #include "../TTAILibrary .tpp"
5 #include "../heuristic_utils.tpp"
6 #include "../heuristic.tpp"
7 // final del fitxer
5.2 Algorismes
La llibreria disposa d’un seguit d’algorismes que permeten obtenir el resultat que es demana: triar
la millor jugada possible d’entre les que podem aspirar a anticipar. En realitat, són versions amb
petits canvis entre elles, i totes segueixen el paradigma principal de l’algorisme minimax.
Abans de res, considerem el problema que volem resoldre:
Partim d’un joc de taula que es troba en un moment determinat, i volem que la màquina decideixi
què fer; és a dir, que triï un moviment d’entre els possibles. Què cal fer per què triï el millor?
Imaginem el conjunt de camins possibles que pot prendre un joc en forma d’arbre. L’estat del joc
al començar és l’arrel d’aquest arbre, i qualsevol dels estats posteriors correspon a un dels nodes
d’aquest arbre. Passem d’un estat a un dels possibles següents mitjançant jugades; aquest procés
correspon a la relació entre un node de l’arbre i els seus fills, on cada aresta del pare a un fill indica
una jugada diferent que s’ha realitzat. Per tant, el nombre de fills d’un node correspon al de jugades
possibles en l’estat del joc que aquest representa.
Aquesta representació dona forma al que es coneix com un arbre de joc (game tree).
Una manera d’obtenir la millor jugada partint d’un estat és fer una exploració exhaustiva de l’arbre.
Començant pel node on ens trobem, i de manera recursiva, visitem els subarbres generats a partir
de l’aplicació dels moviments possibles. Quan arribem a un estat final, li assignem com a puntuació
un +1 si hem guanyat, -1 si hem perdut i 0 si hem empatat.





Figura 9: Game tree del tres en ratlla.
Per passar d’un nivell a l’anterior —per passar de les puntuacions obtingudes als nodes fulla fins
al node arrel des que s’ha invocat el procés—, cal tenir en compte el següent: quan estem a un
nivell determinat de l’arbre, si és a l’invocador de la cerca a qui toca jugar (és a dir, a qui enteressa
guanyar), un cop disposem de la puntuació associada de tots els fills, triarem, òbviament, el que
tingui puntuació més elevada. Si el torn és de l’oponent, però, cal assumir que ell farà el mateix
que nosaltres, que és jugar en benefici propi. En tal cas, triarà la jugada que el faci guanyar a ell,
corresponent al fill amb puntuació, aquest cop, més baixa.
Un cop acabat el procés, el node arrel tindrà associada una puntuació; si és positiva, podem guanyar,
i hem de triar el moviment corresponent al fill que ens ha proporcionat aquesta puntuació.
Aquest mètode pot funcionar per jocs molt simples, on l’espai de cerca és prou petit com perquè
sigui computacionalment viable explorar-lo per complet; per exemple, el tres en ratlla, que apareix
a les figures d’aquesta secció.
De cara a obtenir un mètode capaç de funcionar amb jocs més complexos, cal tallar la cerca abans
d’arribar al final del joc —normalment, quant més temps es disposi, a més profunditat podrem
tallar el procés. Un cop s’arriba al punt on no es vol avançar més, el joc no ha acabat i, per tant,
no té guanyador. És aquí on cal donar una estimació de com de ben encaminat es troba el joc; ho
podem fer avaluant l’estat en aquest punt i assignant-li una puntuació heurística.
Aquest procés és el conegut algorisme minimax. El nom prové del fet que cada jugador procura
minimitzar la seva màxima pèrdua, o maximitzar el seu mínim benefici.
Les característiques que un joc necessita per tal que aquest esquema sigui vàl.lid estan estrictament
















Figura 10: Últims passos en un subarbre durant l’execució de minimax sobre tres en ratlla.
lligades a la definició que hem donat de joc de taula a la Subsecció 2.1: Ens cenyim a jocs de taula.
En el cas que ens concerneix, hem afegit una limitació més: cal que el joc compleixi la propietat de
suma nul.la (zero-sum):
• s’entén per joc de suma nul.la aquell en què el benefici d’una de les parts o jugadors està
balancejada amb les pèrdues dels altres; és a dir, el guany d’un jugador equival a les pèrdues
dels seus oponents, tal que la suma de tots s’anul.la[21].
És una limitació raonable per la majoria de jocs no cooperatius; intuïtivament, com més aprop està
un jugador de la victòria, més lluny n’està la resta.
Aquesta limitació permet aprofitar la simetria en els passos d’un jugador i els seus oponents, i fer
servir la mateixa funció per ambdós casos: aquesta adaptació de l’algorisme minimax rep el nom de
negamax.
El següent pas a realitzar de cara a optimitzar l’algorisme negamax és la poda alfa-beta (α − β
pruning). Considerem els casos següents:
La Figura 11 ens mostra un cas on fem treball inútil: sabem que un node de tipus MAX es quedarà
amb la millor jugada d’entre els seus fills. Si una d’elles assegura la victòria (representat al dibuix
amb puntuació infinita), no cal continuar explorant la resta de fills, ja que no ho milloraran.










max(inf, _) = inf
no cal continuar explorant.
min
max
Figura 11: Primer cas, poda beta.
Fixem-nos ara en la Figura 12. Es mostra un cas tal que l’algorisme es troba en un punt on s’ha
explorat el primer subarbre de X, que dóna una puntuació de 3, i ara s’explora el segon subarbre, al
que la figura anomena Y. Durant l’exploració de Y, com que és un node de tipus MIN, es quedarà amb
la jugada que proporcioni una puntuació més baixa. Com que X = max(3, Y) i Y = min(4,2,...),
sabem que Y tindrà una puntuació de com a molt 2, i X de com a mínim 3; per tant, sempre es
triarà el primer subarbre (de puntuació 3), i no Y. És a dir, un cop es troba una puntuació més











Figura 12: Segon cas, poda alfa.
De cara a implementar aquestes optimitzacions, s’afegeixen dos paràmetres a l’algorisme: alfa i
beta, que donen nom al mètode de poda alfa-beta. Alfa és una fita inferior del valor que poden
prendre els nodes de tipus MAX, i, anàlogament, beta és una fita superior dels valors que poden
prendre els nodes de tipus MIN.
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El codi s’adapta afegint dos paràmetres a les crides de la següent manera (anàlogament pels nodes
MIN):
Codi 2: Part del codi de la poda alfa-beta
1 // node max
2 for (Joc fill : llista_de_fills) {
3 puntuacio = buscar(fill, ..., alfa, beta);
4 if (puntuacio > alfa) alfa = puntuacio;
5 if (alfa >= beta) {




10 return alfa; // alfa conte la millor puntuacio
Finalment, una última versió que s’ha provat és l’anomenada Principal Variation Search (PVS,
o també coneguda com a NegaScout).
Aquesta versió consisteix a, donat un node determinat durant la cerca, assumir que, d’entre tots els
seus fills, el primer és el que dóna millor puntuació. Després, es realitza una cerca menys exhaustiva
sobre els següents fills i, en cas que aquestes demostrin que l’assumpció era incorrecta, repetir la
cerca. Més concretament:
1. S’explora el primer fill igual que faríem en la cerca alfa-beta,
2. S’explora els altres fills amb una finestra nul.la: en comptes de buscar en l’interval (alfa,
beta) es busca en l’interval (alfa, alfa-1).
3. Si l’exploració amb finestra nul.la indica que el primer fill no és el millor, es repeteix la cerca
amb finestra completa.
Codi 3: Part del codi de PVS
1 puntuacio = buscar(primer_fill, ..., alfa, beta);
2 if (puntuacio > alfa) alfa = puntuacio;
3 if (alfa >= beta) {
4 // s’han creuat, cal podar
5 return beta;
6 }
7 for (Joc fill : resta_de_fills) {
8 puntuacio = buscar(fill, ..., alfa + 1, alfa); // finestra nul.la
9 if (alfa < puntuacio && puntuacio < alfa)
10 puntuacio = buscar(fill, ..., alfa, beta); // cerca normal
11 if (puntuacio > alfa) alfa = puntuacio;
12 if (alfa >= beta) {




17 return alfa; // alfa conte la millor puntuacio
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5.2.1 Altres optimitzacions
La llibreria incorpora altres optimitzacions, però més lligades a l’apartat de programació que no pas
a l’algorísmia.
La primera optimització és paral.lelitzar: avui en dia, la majoria de processadors compten amb
més d’un nucli; així que és interessant intentar explotar-ne el paral.lelisme i aprofitar-los tots. La
llibreria ofereix l’opció de paral.lelitzar el primer nivell de cerca, fent ús de OpenMP.
D’aquesta manera, si es disposa de N threads, es poden llançar N cerques sobre els fills del node
arrel en paral.lel, i després combinar el resultat.
Quant més balancejada estigui la càrrega de feina entre els fills, millor rendiment s’obté. En general,
si el node arrel té molts fills, es pot aplicar un scheduling apropiat per balancejar possibles desnivells
—veure Subsecció 7.5: Resultats).
Pel que respecta a una paral.lelització més profunda, l’estàndard de OpenMP del què s’ha disposat no
ho ha permès, ja que no oferia la directiva #pragma omp task. En cas d’haver-la tingut:
• la versió bàsica del negamax podria paral.lelitzar-se a tots els nivells —explorar tots els fills en
paral.lel, crear tasques per executar l’heurístic, i afegir una barrera al final de cada nivell per
esperar a tots els fills.
• la versió amb poda alfa-beta no seria paral.lelitzable, ja que l’ordre en què es visiten els fills
importa; cada fill fa servir l’alfa que el fill anterior pot haver actualitzat. A més, l’algorisme
es pot aturar abans d’haver explorat tots els fills, cosa que trenca amb el requeriment d’un
bucle paral.lel de seguir el mateix camí d’execució per tots els threads que l’executin.
• la versió PVS podria adaptar-se per executar el primer fill en seqüencial, i la resta en paral.lel.
Cal tenir en compte un efecte d’aplicar paral.lelisme: si l’algorisme és seqüencial es pot passar el
mateix objecte constantment per referència, i fins i tot aplicar/desfer les jugades sobre aquest mateix
objecte; si l’algorisme és paral.lel, cal produir còpies úniques per cada thread.
Finalment, una última optimització intenta aprofitar el concepte de programació dinàmica. És
molt possible que, prenent camins diferents, arribem al mateix estat (per exemple, moure una fitxa
de (0,0) a (1,1), però un cop passant per (0,1) i l’altre per (1,0)—és a dir, fer dreta + amunt o
amunt+ dreta). Això es tradueix a tenir dos nodes diferents a l’arbre, que s’acben explorant per
separat, i avaluant més d’un cop, quan en realitat només cal fer-ho un.
La llibreria disposa, amb la finalitat d’aprofitar aquesta situació, de l’opció de guardar valors
associats a estats. D’aquesta manera, abans d’executar la funció heurística sobre un estat, es
pot mirar si ja existeix un valor calculat per un altre node equivalent, i fer-lo servir, estalviant
així el temps de computació de l’heurístic. Aquesta tècnica se sòl conèixer pel nom de taula de
transposició.
Codi 4: Exemple d’ús de taula de transposició
1 int avaluar(estat) {
2 if (taula[estat.hash()].no_existeix())
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3 taula[estat.hash()] = heuristic(estat);










1 taula(    ,    ,    ) = ?
taula(    ,    ,    )     heuristic(    ,    ,    )
taula(    ,    ,    ) ja té el valor que busquem2
Figura 13: Cas que les taules de transposició optimitza.
Cal anar en compte, però, quan intentem aplicar les dues optimitzacions anteriors alhora: l’accés
concurrent a la taula per part de diferents threads és inestable: si l’accés no es controla, el programa
pot fallar i donar una excepció. Si l’accés es controla (i seqüencialitza), però, s’afegeix un overhead
important al procés. Una solució recomanable és afegir una taula de transposició per thread —tot i
que, quantes més taules separades, menys col.lisions es trobaran a l’hora de buscar una avaluació ja
calculada. En definitiva, són lleugerament incompatibles.
5.2.2 Cost
El cost asimptòtic de l’algorisme minimax correspon a la dimensió del game tree que s’explora.
Considerant el cas que hi ha n moviments possibles a qualsevol punt del joc, i que explorem fins a
una profunditat k, l’exploració suposa un cost de Θ(nk). En cas dels escacs, per exemple, suposant
un factor de ramificació de 35 jugades [22], el cost és Θ(35k).
A l’aplicar la poda alfa-beta, el cost passa a ser O(nk) — s’estalvia l’exploració de moltes branques,
però, en el cas pitjor en què s’exploren les fulles en ordre contrari al seu valor heurístic, el cost acaba
sent el mateix que abans.
Amb les altres optimitzacions el cost no millora més: en el cas pitjor, les taules de transposició no
ajuden, i la paral.lelització redueix el temps per un factor constant (el nombre de threads que es fan
servir).
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Per tal que la llibreria funcioni, hi ha una sèrie de mètodes que cal que l’objecte que representa el
joc que estem explorant defineixi i, en cas que es vulguin aprofitar, implementi. Aquests mètodes
són els següents (seguint l’exemple d’abans, suposem que el joc és de la classe JocCartes i els
moviments són de tipus JugarCarta) :
• bool isEndState()const;
Una funció que retorna cert només si el joc ha acabat; necessària per saber aturar la cerca
quan toqui.
• vector<JugarCarta> generateMoves()const;
Una funció que retorni els moviments possibles en un cert moment, per saber com generar els
fills de l’arbre de cerca durant la seva exploració.
• JocCartes applyMove(const JugarCarta& move)const;
Una funció que retorna una còpia del joc, on s’ha aplicat el moviment que es passa.
• void makeMove(const JugarCarta& move)const;
Una funció semblant a l’anterior, però el moviment s’aplica al joc sobre el qual es crida la
funció, i no a una còpia.
• void undoMove(const JugarCarta& move)const;
Pensada per funcionar de manera aparellada amb makeMove, desfà l’últim moviment aplicat
sobre el joc.
• size_t hash()const;
Finalment, amb la intenció d’aplicar la tècnica de taules de transposició, es demana la
implementació d’una funció que retorni un número que identifiqui unívocament l’estat del
joc. El tipus size_t està pensat per encaixar bé amb un potencial ús de la funció std::hash que
podem trobar a la llibreria estàndard.
En cas de no voler fer servir aquesta tècnica, es pot retornar un nombre arbitrari.
Si, per qualsevol motiu (com dificultat en la implementació) no es vol fer servir el paradigma
d’aplicar-desfer moviments a cada pas, no hi ha problema —podem deixar la implementació buida;
la funció que retorna còpies, però, és obligatòria.
El codi del projecte conté un exemple d’ús i implementació d’aquestes funcions; concretament, als
fitxers MiniGame.h/.cpp.
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Tant el llenguatge que s’ha creat en aquest projecte com el seu traductor són parts clau del procés,
ja que són els encarregats de crear la funció heurística.
Existia l’alternativa de no traduir el llenguatge, sinó interpretar-lo; és a dir, executar-lo a mesura
que es processa. Des del punt de vista de l’eficiència, però, no és una bona manera de procedir: el
resultat és més lent que si es tradueix i compila junt amb la resta de la llibreria. Com l’eficiència és
rellevant en el nostre cas, s’ha triat traduir.
Val a dir que, inicialment, el llenguatge estava pensat per ser usat per usuaris potencialment
inexperts, pel què incorpora algunes comprovacions extres de seguretat —en detriment de l’eficiència.
A la Secció 9: Conclusions se’n parla al respecte.
Tal com s’explica durant les primeres seccions, per tal de ser capaços d’escriure un codi en el nostre
propi llenguatge i obtenir-ne un en C++, calen tres coses:
1. una gramàtica, que defineixi les regles lèxiques i sintàctiques del nostre llenguatge.
2. ANTLR, l’eina que genera, a partir de la gramàtica, la base de l’anàlisi semàntica.
3. adaptar la base generada per ANTLR i transformar-la en un traductor a C++.
La gramàtica d’un llenguatge està formada un conjunt de regles que en defineixen l’estructura i
propietats. És la part implicada a les etapes d’anàlisi lèxica i sintàctica, tal com s’explica a la
Subsecció 3.2: Processament d’un llenguatge.
La part de la gramàtica que determina les regles lèxiques està formada per associacions entre nom
(identificador) de token i expressions regulars. D’aquesta manera, quan una cadena de caràcters
coincideix amb una expressió regular, es transforma en el token corresponent.
Es pot donar el cas en què una mateixa cadena de caràcters encaixi en la definició de més d’un
token; és per això que l’ordre en què es defineixin les regles importa: es transformarà amb el primer
token que correspongui a una expressió regular que accepti la cadena de caràcters.
1 cinc : ’5’;
2 numero : (’0’..’9’);
1 2 5 7 3
2
1 numero cinc numero numero
2
Figura 14: Exemple vàl.lid de regles lèxiques, entrada, i sortida.
Tal com hem dit, un token correspon a una expressió regular, pel què podem fer servir els operadors
*, +, |, entre d’altres, típics de les expressions regulars, i ens dónen més potència de definició.
L’altre conjunt de regles que incorpora una gramàtica són les sintàctiques: aquestes determinen,
un cop l’anàlisi lèxica ha transformat l’entrada en una cadena de tokens, com s’estructuren entre
ells, de cara a formar un arbre lingüístic que representi el fitxer d’entrada que hem processat. La
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1 cinc : ’5’;
2 numero : (’0’..’9’);
1 2 5 7 3 hola
2
1 ∗∗cap regla encaixa
2 amb ’hola’∗∗
Figura 15: Exemple invàl.lid de regles lèxiques, entrada, i sortida.
sintaxi de les regles gramaticals pot variar depenent de l’eina que fem servir, però solen tenir el
mateix aspecte. Per diferenciar una regla sintàctica d’una lèxica, se sol indicar el nom d’un token
en majúscules:
1 suma : suma ’+’ NUMERO
2 | NUMERO
3 ;





1 suma + NUMERO(3)
2 | suma + NUMERO(2)
3 | NUMERO (1)
4
Figura 16: Exemple de regles sintàctiques a ANTLR, entrada, i arbre generat.
Moltes eines restringeixen l’ús de certs patrons de regles sintàctiques a la gramàtica. Per exemple, a
la Figura 16, la regla suma és recursiva per l’esquerra, és a dir, el primer token o regla que intenta
aparellar és ella mateixa. En algunes implementacions, això provocaria un bucle infinit al codi.
La versió de ANTLR que es fa servir al projecte (4.5) suporta aquest patró, entre altres avantatges.
Per més informació sobre la creació de gramàtiques amb aquesta eina, es recomana llegir-ne la
documentació[23].
La gramàtica del nostre llenguatge es mostra a continuació:
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Codi 5: Gramàtica ttai
1 grammar ttai_grammar;
2
3 prog : callback∗ init? block∗
4 ;
5
6 callback : (funtype f_typeless_header NL+)
7 ;
8
9 init : INIT BLOCK_MARK body
10 ;
11
12 body : (INDENT instruction_list DEDENT)





18 required_vars : REQKWD LBRACKET ID (’,’ ID)∗ RBRACKET NL
19 ;




24 condition : CONDITION f_typeless_header ((BLOCK_MARK body) | guard_list) ;
25 guard_list : INDENT guard∗ final_guard? DEDENT;
26 guard : GUARD_ENTRY bool_expr ’:’ body ;
27 final_guard : GUARD_ENTRY ’otherwise’ ’:’ body ;
28
29 function : funtype f_typeless_header ((BLOCK_MARK body) | guard_list) ;
30 eval : EVAL (WHEN condition_list)? BLOCK_MARK body ;
31
32 condition_list : condition_id (’,’ condition_id)∗ ;




37 f_typeless_header : ID LPAREN param_list RPAREN ;
38 param_list : param (’,’ param)∗
39 |
40 ;
41 param : vartype ID ;
42
43 func_call : ID LPAREN var_list RPAREN ;
44 var_list : var (’,’ var)∗
45 |
46 ;











56 | for_expr #For
57 | if_expr #If
58 | vartype ID ’=’ var #DeclAssign
59 | atom ’=’ var #Assign
60 | RETURN var? #Return
61 | score_modifier #ScoreMod
62 | func_call #Funcall_i
63 ;
64
65 score_modifier : bool_expr? MODIFY numeric_expr ;
66
67 instruction_list : (instruction | NL)∗ ;
68
69 while_expr : WHILE bool_expr BLOCK_MARK body ;
70
71 for_expr : FOR ID IN ’(’ range ’)’ BLOCK_MARK body #ClassicFor
72 | FOR vartype ID IN ID BLOCK_MARK body #ColonFor
73 ;
74
75 range : numeric_expr ’:’ numeric_expr ;
76
77 if_expr : IF bool_expr BLOCK_MARK body (ELSE BLOCK_MARK body)? ;
78
79 bool_expr : sign=NOT bool_expr
80 | bool_expr op=OR bool_expr










91 comparison : numeric_expr subnumc+ ;
92 subnumc : comp=(EQ | DIFF | LT | LEQ | BT | BEQ) numeric_expr ;
93
94 numeric_expr : numeric_expr op=(MUL | DIV) numeric_expr
95 | numeric_expr op=(ADD | SUB) numeric_expr




100 | ’(’ numeric_expr ’)’
101 ;
102
103 string_expr : string_expr op=ADD string_expr // concatenation
104 | atom // id
105 | STRING // "stuff"
106 ;
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107
108 array_expr : array_expr op=ADD array_expr // concatenation




113 atom : ID
114 | ID LBRACKET numeric_expr RBRACKET
115 | ID LBRACKET range RBRACKET
116 ;
117





123 vartype : basic_type #BasicT
124 | vartype LBRACKET RBRACKET #ArrayT
125 ;
126





132 // LEXER --------------------------------------------------------------------------
133
134 // keywords
135 FUN : ’fun’;
136 EVAL : ’eval’;
137 CONDITION : ’condition’;
138 WHEN : ’when’;
139 INIT : ’init’;
140 REQKWD : ’uses’;
141
142 IF : ’if’;
143 ELSE : ’else’;
144 WHILE : ’while’;
145 FOR : ’for’;
146 IN : ’in’;
147 RETURN : ’return’;
148
149 IMPORT : ’import’ ;
150
151 // symbols
152 LPAREN : ’(’;
153 RPAREN : ’)’;
154 LBRACKET : ’[’;
155 RBRACKET : ’]’;
156 MODIFY : ’=>’;
157 LSTR : ’"’;
158 //RSTR : ’"’;
159
160 // relationals
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161 EQ : ’==’;
162 DIFF : ’!=’;
163 LT : ’<’;
164 LEQ : ’<=’;
165 BT : ’>’;
166 BEQ : ’>=’;
167
168
169 // boolean ops.
170 AND : ’and’| ’&&’;
171 OR : ’or’ | ’||’;
172 NOT : ’!’;
173 TRUE : ’true’;
174 FALSE : ’false’;
175
176 // numeric ops.
177 MUL : ’*’;
178 DIV : ’/’;
179 ADD : ’+’;
180 SUB : ’-’;
181
182 // scope control
183 GUARD_ENTRY : ’|’;
184 BLOCK_MARK : ’:’;
185
186 // types
187 T_BOOL : ’bool’ ;
188 T_INT : ’num’ ;
189 T_STRING : ’text’ ;
190 T_VOID : ’none’ ;
191
192 // extensions
193 IMPORT_EXT : ’.cb’ ;
194
195
196 ID : (’a’..’z’|’A’..’Z’|’_’) (’a’..’z’|’A’..’Z’|’0’..’9’|’_’)∗ ;
197 INT : ’0’..’9’+;
198
199
200 fragment ESCAPED_QUOTE : ’\\"’;




205 : ( ’--’ ~[\r\n]∗// ’\r’? ’\n’
206 | ’{-’ .∗? ’-}’
207 ) −> skip
208 ;
209
210 // White spaces
211 WS: [ \t]+ −> skip;
212 // New Lines
213 NL: (’\r’? ’\n’ ’ ’∗);
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Noti’s, per exemple, com la cadena de caràcters num podria ser acceptada per la regla lèxica ID,
però acaba sent T_INT ja que també encaixa i és anterior.
Un cop definida la nostra gramàtica, es pot executar ANTLR sobre ella. Quan ho fem, generarà una
sèrie de fitxers de codi font, en el nostre cas en Java. Aquests fitxers realitzen els passos que hem
comentat amb anterioritat, i consisteixen en un conjunt d’objectes apropiats per realitzar l’anàlisi
semàntic; en essència, un arbre on els nodes contenen tota la informació que cal sobre el fitxer
d’entrada, i funcions per recórrer tal arbre.
Suposant que es vol processar una gramàtica que es diu LaMevaGramatica —descrita en un fitxer
anomenat, obligatòriament, LaMevaGramatica.g4. Hi ha un seguit de fitxers que sempre es generen,
i són:
• LaMevaGramatica.tokens, que associa identificadors de tokens a enters.
• LaMevaGramaticaLexer.tokens, com l’anterior però amb tokens extra que s’hagin volgut
incorporar, de cara a controlar elements com la indentació.
• LaMevaGramaticaLexer.java, amb mètodes relacionats amb l’anàlisi lèxica.
• LaMevaGramaticaParser.java, amb mètodes relacionats amb el parsing o anàlisi sintàctica.
També es generen dos fitxers més, però depenen de com es vulgui treballar a l’anàlisi semàntica.
ANTLR ofereix dues alternatives; pot generar classes diferents, que canvien la manera de treballar
amb l’estructura obtinguda mitjançant l’anàlisi sintàctica. Podem triar entre:
• Tree Listeners.
Si es tria aquesta aproximació, l’arbre sintàctic es visita de forma automàtica. Les classes
generades proporcionen una interfície de mètodes que s’activen quan s’interacciona amb un
node, ja sigui al moment d’entrar o al de sortir:
Codi 6: Part de la interfície d’un listener [24]
1 public interface JavaListener extends ParseTreeListener<Token> {
2 void enterClassDeclaration(JavaParser.ClassDeclarationContext ctx);
3 void exitClassDeclaration(JavaParser.ClassDeclarationContext ctx);




Aquest altre mètode consisteix a, tal i com el propi nom indica, visitar explícitament els nodes
de l’arbre. El procés no és automàtic, així que sol ser més flexible quant a controlar quines
parts cal visitar, i quines es volen ignorar; mitjançant l’ús de funcions com visit(ParseTree tree)
o visitChildren(RuleNode node).
Per la realització d’aquest projecte s’ha triat el segon paradigma. És el que s’ajusta millor a les
nostres necessitats, ja que caldrà recórrer l’arbre més d’un cop i en ordres diferents.
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Figura 17: Esquema del processat semàntic usant tree listeners.
Així doncs, es generen dos arxius addicionals: LaMevaGramaticaBaseVisitor.java i
LaMevaGramaticaVisitor.java. Per tal d’acoblar totes les parts i obtenir un traductor funci-
onal, cal:
1. Crear una classe (per exemple, SemanticVisitor.java), que hereti de
LaMevaGramaticaVisitor.java, i implementar totes les operacions que desitgem so-
bre l’arbre sintàctic. A l’hora d’implementar-la, s’ha d’especificar un tipus de dades, ja que la
classe pare està templated. Al fer-ho, tots els mètodes retornen un objecte del tipus que s’hagi
especificat. En el cas que ens concerneix, per exemple, com es vol generar una traducció a
C++, és convenient triar String.
2. Crear una classe principal (per exemple, Main.java) que s’encarregui d’aplicar al fitxer
d’entrada tots els passos en l’ordre pertinent.
Codi 7: Esquema de la classe principal
1 ...
2 LaMevaGramaticaLexer lexer = new LaMevaGramaticaLexer(stream);
3 CommonTokenStream tokens = new CommonTokenStream(lexer);
4 LaMevaGramaticaParser parser = new LaMevaGramaticaParser(tokens);
5 ParseTree tree = parser.regla_inicial();
6 SemanticVisitor visitor = new SemanticVisitor();
7 resultat = visitor.visit(tree);
8 ...
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A l’hora de definir el llenguatge, s’ha pretès que aquest fos relativament simple, per agilitzar-ne
el procés d’aprenentatge, net (sense massa símbols ni paraules clau), i que seguís una estructura
adient tenint en compte l’ús que se’n vol donar, que és crear heurístics. El resultat és un llenguatge
amb les següents característiques:
• Llenguatge tipat: tipus simples i llistes
El tipus de les variable s’ha d’especificar, principalment perquè C++ és un llenguatge tipat —
ens obliga a declarar el tipus de cada element.
Les variables del llenguatge poden ser de tipus (i el seu equivalent en C++): num(int),
text(string), bool(bool), o una llista d’un altre tipus, com num[], text[][], etc.
• Blocs.
Un fitxer escrit en el nostre llenguatge està composat per blocs, que no han d’estar ordenats
de cap manera particular. Aquests poden ser de tres tipus:
1. Funcions.
Tal com les podem trobar a altres llenguatges, reben un nombre arbitrari de paràmetres
i poden retornen un resultat, per exemple:
Codi 8: Exemples de blocs funció
1 num suma_3(num a) : return a + 3
2 text helloWorld() :
3 return "hello, " + "World!"
Els tipus de retorn d’una funció són els mateixos que els tipus possibles per les variables,
més el tipus nul: none.
2. Avaluacions.
Són blocs específicament creats per puntuar l’estat del joc. No tenen nom, i no s’executen
en cap ordre determinat, però permeten indicar condicions d’entrada amb facilitat, amb la
paraula clau when junt amb expressions booleanes. Sol contenir instruccions per modificar
la puntuació, que veurem en un dels següents punts.
Codi 9: Exemples de blocs avaluació
1 -- suma el nombre de peces que tinc, i resta les de l’oponent
2 eval: => peces(true) − peces(oponent)
3
4 -- resta una certa quantitat quan es compleixen certes condicions
5 eval when condicio1(), condicio2() :
6 => − 100
3. Condicions.
Equivalents a funcions booleanes, però fent servir la paraula clau condition. Estan
pensades per ser fetes servir com a condicions d’entrada a blocs d’avaluació.
4. Inicialització.
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Hi ha un bloc especial, anomenat init, que pot aparèixer un cop, com a primer bloc.
En ell es poden declarar variables compartides; variables que ens interessa fer servir
més d’un cop, però a blocs diferents. L’exemple següent en mostra un exemple d’ús:
Codi 10: Exemple de bloc inicial i variables compartides
1 init:
2 num mida_taulell = 8
3 num[] posicions_interessants = calcular_posicions()
4
5 uses [mida_taulell]
6 num[] calcular_posicions() :
7 num[] posicions = []





13 for num p in posicions_interessants :
14 if _esFitxa(p) : => +1
Aquest codi simple mostra una sèrie de propietats interessants: el bloc d’avaluació
fa servir una variable compartida, posicions_interessants, mitjançant la sintaxi uses
[var1, var2...]. Aquesta variable, a la seva vegada, s’inicialitza fent servir una funció
que necessita una altra variable compartida; com apareix abans en el bloc d’inici, però,
no hi ha cap problema. Si intentéssim cridar a calcular_posicions() abans que a
mida_taulell(), obtindríem un error i el traductor es queixaria.
Les variables compartides no es poden modificar fora del bloc inicial, i, en cas que una
funció cridi a una altra que necessita una variable compartida, la primera també ha
d’indicar-la com a dependència o el codi no es traduirà.
• Modificador de puntuació.
Es tracta d’una instrucció especial: amb el símbol =>, sumem a la puntuació que estem
assignant a l’estat la quantitat indicada a la part dreta, si es compleixen les condicions
indicades a la part esquerra (que poden ser buides si volem que s’executi sempre).
Codi 11: Exemple de modificador de la puntuació
1 eval when joc_acabat() :
2 he_guanyat() || he_empatat() => +1000
3 he_perdut() => −1000
• Estructures de flux d’execució clàssiques.
Tal com podem esperar de la majoria de llenguatges imperatius, disposem de condicionals i
bucles:
Codi 12: Exemple de control de flux d’execució
1 none puntua_6() :
2 num[] llista = [1,2,3]
3 for num n in llista :
4 => +n
5
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6 none puntua_6_2() :
7 -- (a:b) indica un interval [a, b). (1:4) correspon a la llista [1,2,3]
8 for n in (1:4) :
9 => +n
10
11 none puntua_4() :
12 num a = 10
13 num i = 0
14 while i < a :




19 i = i + 1
20
• Guardes.
Es poden fer servir guardes com a punts d’entrada a una funció, tal i com funcionen a Haskell:
Codi 13: Exemple de guardes
1 num min(num a, num b)
2 | a < b : return a
3 | otherwise : return b
• Comentaris.
Per introduir comentaris, també segueix la sintaxi de Haskell amb el doble guió.
Codi 14: Exemple de comentari
1 -- aquesta funcio realitza un cert calcul.
2 num calcul():
3 {--








En algun moment o altre, cal accedir a la informació del joc per poder avaluar-lo. Es fa
mitjançant crides a funcions normals i corrents, però afegint un guió baix al nom. Les funcions
que es permeten cridar es defineixen en un fitxer apart, importat al principi del fitxer principal
(obligatòriament).
6.2 Traductor
La gramàtica, ja permet parsejar fitxers escrits en el llenguatge que s’ha explicat a l’apartat anterior.
L’objectiu final, però, és traduir fitxers en aquest format a C++, detectant possibles errors durant el
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Codi 15: Arxiu principal
1 import callbacks.cb
2 -- suma 10 per cada rei en ma
3 eval:
4 for num id_carta in _cartesMa(true) :
5 _esRei(id_carta) => +10
Codi 16: callbacks.cb
1 −− llista de callbacks que es poden cridar
2 num[] cartesMa(bool jugador)
3 bool esRei(num idCarta)
4
5
Figura 18: Exemple d’ús de callbacks.
procés. Així doncs, el traductor en Java consta de les següents parts:
• Un fitxer Translator.java. És el punt d’entrada del programa, i correspon a la classe,
mencionada abans, encarregada d’ordenar les etapes del processat del llenguatge. Té algunes
funcions addicionals, com llegir l’entrada d’un fitxer, imprimir-la en un altre i mostrar els
errors pel canal d’errors estàndard.
• Un fitxer TranslatorVisitor.java. Hereta de la classe ttai_grammarVisitor.java, i s’en-
carrega del procés de traducció; és a dir, de visitar l’arbre sintàctic, detectar errors, i generar
un String corresponent al resultat.
Per tal de realitzar la traducció, es fan servir classes addicionals que s’introduiran junt amb la
funcionalitat corresponent.
Les característiques o funcionalitats que incorpora el traductor són:
• Generació de codi correcte.
El codi C++ que es genera amb el traductor està pensat perquè sigui completament correcte;
és a dir, que quan s’intenti compilar, sempre es pugui. Si durant el procés de traducció es
troben errors, no es podrà proporcionar un codi C++ correcte. Hi ha uns quants aspectes a
considerar de cara a la producció de codi correcte, com per exemple:
– Generació de capçaleres al principi del fitxer. L’ordre dels blocs no és rellevant al nostre
codi inicial, però a C++ caldrà que una funció s’hagi declarat abans de ser cridada; la
manera més còmoda d’assegurar aquest fet és declarar-les totes amb antel.lació.
– Pas automàtic de paràmetres ocults. Hi ha certs paràmetres com la puntuació o l’estat
del joc als que totes les funcions han de ser capaces d’accedir, i que no gestionem al
programar l’heurístic. La traducció, però, sí que els ha de gestionar de forma explícita.
– Modificació d’identificadors. Es controla que no hi hagi identificadors repetits en un
mateix àmbit; apart d’això, però, es prefixa una certa cadena de caràcters a tots els
identificadors per l’improbable però possible cas en què l’usuari defineixi una variable
amb el mateix nom que un dels paràmetres ocults.
• Codi segur.
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El codi generat no pot donar excepcions en temps d’execució: tots els accessos a llistes i
strings són controlats. De la mateixa manera, el codi no pot entrar en un bucle infinit de
recursió. Quant a bucles d’estil while, for infinits, no es fa cap mena de control, però seria
possible adaptant la mateixa mesura que amb les crides recursives (limitant el nombre màxim
de voltes).
• Codi llegible.
Es tracta d’un punt poc rellevant, però no inútil: el codi C++ generat conté els salts de línia
necessaris, està ben indentat, insereix espais entre operadors, etc. Aquest fet ajuda a debugar
el traductor durant el seu desenvolupament; observar quins problemes sorgeixen al codi traduït
és molt més fàcil si està ben formatat.
• Control d’errors, warnings
El traductor controla errors (tipus incompatibles, variables inexistents, instruccions de retorn
fora de lloc, etc) i warnings (avisar si hi ha instruccions a les quals és impossible arribar,
redeclaracions de variables, possibles camins d’una funció sense valor de retorn); i avisa per
sortida d’errors estàndard a quina línia i columna succeeixen, junt amb una petita explicació.
Codi 17: Codi erroni
1 import cbs.cb
2
3 -- requiring g1 before it has a value
4 init: num g1 = requires_g1()
5
6 uses [g1]
7 num requires_g1() : return 0
8
9 -- type mismatch
10 num wrongType() : return "wrong"
11
12 -- wrong function call
13 none wrong_call() : return i_dont_exist()
14
15 -- missing requirement on b()
16 uses [g1]
17 none a() : => +1
18 -- in order to work, we should add "uses [g1]" above b()
19 none b() : a()
20
21 -- potential path with no return
22 text abc(num n)
23 | n > 0 : return "a"
24 | n == 0 : n = 3 --no return
25
26 none no_type() : => 0
27 eval when wrong_call() :
28 => no_type() -- expects a number, finds void function
29 => − g1 -- unknown variable
Codi 18: Errors mostrats
1 One or more warnings found:
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2 Warning (line 22:0): Function/condition abc might have a path without return statement
3 One or more errors found:
4 Error (line 10:18): returning value type <text> doesn’t match expected type <num>
5 Error (line 13:27): trying to call non−existant function i_dont_exist
6 Error (line 19:14): Calling function ’a’, which needs global variable ’g1’, but it doesn’t exist or it has
yet to be assigned a value (did you forget to indicate the dependency on the block from which you
are calling it?)
7 Error (line 28:4): score modifier should be of type <num>, found <none> instead
8 Error (line 29:9): trying to access non−existant variable g1
9 Error (line 4:15): Calling function ’requires_g1’, which needs global variable ’g1’, but it doesn’t exist or
it has yet to be assigned a value (did you forget to indicate the dependency on the block from
which you are calling it?)
10 Translation aborted.
Es fa ús d’una classe auxiliar TTAIErrorStack.java per guardar la informació sobre els errors.
Aquests errors corresponen, però, a l’anàlisi semàntica. Aquells generats a etapes anteriors
depenen d’ANTLR, i solen ser molt menys informatius. Per exemple, si el codi és sintàcticament
incorrecte, l’error probablement es queixarà que no reconeix un dels caràcters posteriors, ja
que ha intentat aparellar l’entrada per un camí de la gramàtica diferent al correcte:
Codi 19: Codi sintàcticament erroni
1 import cbs.cb
2
3 none test(num n) : -- no hem de posar els dos punts ’:’ si usem guardes, donara error
4 | n > 0 : return n + 1
5 | otherwise : return 0
Codi 20: Errors mostrats
1 line 4:4 extraneous input ’|’ expecting {’if’, ’while’, ’for’, ’return’, ’(’, ’=>’, ’!’, ’true’, ’false’, ’+’, ’−’, ’
bool’, ’num’, ’text’, ID, INT, STRING, NL, DEDENT}
2 line 4:12 mismatched input ’:’ expecting {’=>’, ’==’, ’!=’, ’<’, ’<=’, ’>’, ’>=’, AND, OR, ’∗’, ’/’,
’+’, ’−’}
3 line 5:4 extraneous input ’|’ expecting {’if’, ’while’, ’for’, ’return’, ’(’, ’=>’, ’!’, ’true’, ’false’, ’+’, ’−’, ’
bool’, ’num’, ’text’, ID, INT, STRING, NL, DEDENT}
4 One or more parse errors found. Translation aborted.
• Control d’àmbits
Mitjançant la classe ScopeControl.java, es poden gestionar diferents àmbits de visibilitat
(scopes) de tal manera que les variables declarades en un àmbit no sobreviuen quan se’n surt;
de la mateixa manera que funcionaria a C++.
• Relativament escalable
Tot i que no es podria transformar el llenguatge per ser, per exemple, orientat a objectes,
afegir un tipus nou com podria ser float, seria ràpid; només caldria modificar la gramàtica i
afegir entrades a la classe Type.java.
Les classes mencionades no són les úniques en què es divideix el projecte; també hi ha Funcion.java i
Variable.java, per gestionar aparicions i propietats de variables i funcions, i la classe ReturnControl.java
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per facilitar el control de les instruccions de retorn — si es permeten, si són del tipus que pertoca,
etc.
A continuació, podem veure una comparació entre un fitxer d’entrada i la seva traducció:
Codi 21: Arxiu original
1 import callbacks.cb --no se’n fa servir cap
2
3 init:
4 num a = 3
5 bool[] b = trues()
6
7 uses [a]
8 bool[] trues() :
9 bool[] r = []
10 for i in (0:a) :




15 eval when first_true(b):
16 for bool bvalue in b :
17 bvalue => + 2
18
19 bool first_true(bool[] b)
20 | b[0] : return true
21 | otherwise : return false
Codi 22: Arxiu traduït
1 template <class Game>
2 inline vector<bool > _trues(const Game& gamestate, int& TOTAL_SCORE, int& functionCalls, const
int& _a);
3 template <class Game>
4 inline bool _first_true(const Game& gamestate, int& TOTAL_SCORE, int& functionCalls, const
vector<bool >& _b);
5
6 template <class Game>
7 inline vector<bool > _trues(const Game& gamestate, int& TOTAL_SCORE, int& functionCalls, const
int& _a) {
8 if (++functionCalls > Library::infinityFailsafe) return default_value<vector<bool >>();
9 vector<bool > _r = {};
10 for (int _i = 0; _i < _a;_i++) {





16 template <class Game>
17 inline bool _first_true(const Game& gamestate, int& TOTAL_SCORE, int& functionCalls, const
vector<bool >& _b) {
18 if (++functionCalls > Library::infinityFailsafe) return default_value<bool>();
19 if (safe_access(_b, 0)) {
20 return true;








27 template <class Game>
28 int Library::heuristic(const Game& gamestate) const {
29 int TOTAL_SCORE = 0;
30 int functionCalls = 0;
31 int _a = 3;
32 vector<bool > _b = _trues(gamestate, TOTAL_SCORE, functionCalls, _a);
33 if (_first_true(gamestate, TOTAL_SCORE, functionCalls, _b)) {
34 for (bool _bvalue : _b) {





6.2.1 Cost de la traducció
L’eficiència del traductor no és un punt crític del projecte, a diferència dels algorismes de cerca
heurística. A més, els codis que aquest ha de tractar no seran gaire llargs — codis excessivament
extensos empitjorarien el temps de la cerca que els fa servir.
Tot i així, és interessant comentar el cost del procés de traducció. Aquest depèn del cost de les
etapes en què es divideix, que són les explicades a la Subsecció 3.2: Processament d’un llenguatge.
El cost de les dues primeres depèn exclusivament d’ANTLR, ja que és l’eina que s’encarrega de dur-les
a terme. La versió utilitzada (4.5) implementa l’última tècnica desenvolupada per l’autor, a la que
anomena ALL(*), Adaptive LL Parsing. El cost en cas pitjor que aquesta presenta és O(n4), on
n és la mida de l’entrada (nombre de símbols que la formen). En la pràctica, però, aquest límit
superior és infreqüent, i se’n pot esperar un comportament lineal (veure Parr et al. [25, capítol 9]).
Finalment, l’última etapa del processat del llenguatge és l’anàlisi semàntica, on té lloc la traducció
a C++. Tal s’ha programat, s’explora l’arbre sintàctic més d’un cop, però un nombre constant; a
més, sabem que l’arbre estructura els símbols d’entrada però no n’afegeix, per tant la seva mida
—nombre de nodes— està fitada per la mida de l’entrada. D’aquí podem concloure que el pas d’anàlisi
semàntica té cost O(n) i, per tant, el procés complet té cost en cas pitjor O(n4), però esperat O(n).
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7 Estudi d’una aplicació real: el joc dels escacs
Un cop es disposa del traductor i la llibreria, cal posar-los a prova en un projecte complet, i
comprovar que en conjunt tot funciona correctament: la peça que falta és un joc de taula.
Com se suposa que es vol adaptar un joc ja existent (és a dir, al moment de programar no tenim
perquè haver tingut en compte la llibreria), caldrà programar una classe que comuniqui el joc amb







.ttai   .cpp
HEURÍSTIC
Figura 19: Parts generals d’un projecte complet. TTAI és el nom que donem al llenguatge, i els
fitxers d’aquest tenen extensió .ttai.
Amb la finalitat de comprovar el bon funcionament i la d’incloure un exemple d’ús del projecte,
s’ha triat utilitzar el joc dels escacs.
7.1 Perquè el joc dels escacs?
S’ha el jocs dels escacs pels motius següents:
1. És un dels jocs de taula més paradigmàtics. La majoria de gent el coneix i sap com funciona.
2. Compleix els requisits que demanem a un joc per tal de ser apte d’usar la llibreria: dos
jugadors, nombre fitat de jugades possibles, estat representable per un taulell i un conjunt de
fitxes i informació completament coneguda per ambdues parts a cada moment.
3. Obtenir una IA d’escacs ha sigut un problema que ha apassionat a molta gent; existeix molta
investigació i recerca sobre maneres d’obtenir algorismes competents, fins al punt que, ja fa
temps, una màquina va aconseguir guanyar al considerat millor jugador del món[26].
Facultat d’Informàtica de Barcelona, FIB — UPC 46 de 77
7.2 Adaptació de cppchessengine
7.2 Adaptació de cppchessengine
Donada la popularitat dels escacs, va ser relativament senzill trobar diferents opcions de codi
obert que n’implementaven un motor. La majoria de troballes, però, presentaven algun problema:
implementacions en C i no C++, implementacions massa complicades, o bé que ja incorporaven el
seu propi mètode d’intel.ligència artificial, etc.
El codi que es va acabar fent servir oferia una estructura de classes C++, prou intuïtiva i fàcil
d’adaptar. Un dels motius pel qual era fàcil d’adaptar era que no incorporava codi específic per
jugar; només les estructures de dades i funcions relacionades amb obtenir moviments i aplicar-los.
Calia, doncs, implementar mètodes per estructurar la partida; un que permetés moure peça al
jugador, i l’altre que utilitzés la llibreria per decidir quina peça moure; i, també, representar
visualment, d’alguna manera, l’estat de la partida. Això ens va portar al desenvolupament de la
classe explicada al següent apartat.
7.3 Interfície llibreria-joc: MiniGame
Seguint l’esquema presentat amb anterioritat, ens cal una classe que connecti el joc amb la llibreria.
En el nostre cas, també calia implementar els mètodes per jugar —no tot el motor, sinó funcions
que decidissin, ja fos a través de l’usuari o de la llibreria, quin moviment triar d’entre els possibles, i
indicar al joc que el volíem aplicar. La classe MiniGame s’introdueix amb aquest propòsit6.
Les parts més rellevants de la classe són:
• Un objecte de tipus joc d’escacs, i un punter a la llibreria:
1 MiniChess game; // joc d’escacs
2 Library∗ lib; // llibreria
• Un mètode per jugar, ja sigui entre màquina i usuari, màquina i màquina, etc. En el nostre
cas, es retorna un objecte de tipus ChessMove, que no és més que un parell de caselles (origen,
destí) del taulell.
1 // exemple d’usuari (blanques) vs maquina (negres)
2 void Game::play() {
3 // ... comprovar que el joc no hagi acabat
4 userPlay();
5 // ... comprovar que si les blanques han guanyat
6 cpuPlay();
7 // ... comprovar que el les negres han guanyat
8 }
9 void MiniGame::cpuPlay() {
10 // COMPUTER TURN
11 ChessMove bestmove = lib−>getBestMovement<MiniGame, ChessMove>(∗this);
12 game.Move(bestmove.first, bestmove.second);
13 }
6La primera versió de la classe tenia un nom diferent; malgrat el nom actual provingui de MiniChess (introduït a
la següent secció), el desenvolupament de MiniGame va ser anterior.
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• Els mètodes que l’heurístic pugui necessitar. Generalment, la implementació d’aquests consis-
teix a cridar a un mètode anàleg de la variable game.
1 bool isPawn(string) const;
2 bool isKing(string) const;
3 bool myTurn() const;
4 bool isWhite(string) const;
5 int number_of_turns() const;
6 ...
Amb un bucle senzill cridat des del punt d’entrada de la nostra aplicació, ja tenim un joc d’escacs
funcionant:
Codi 23: Usant MiniGame
1 int main() {
2 Library l = Library();
3 MiniGame g = MiniGame(&l);




A la Figura 20 s’observa el resultat obtingut.
7.4 Creació d’un joc d’escacs: MiniChess
El codi d’escacs mencionat fa dos apartats tenia un problema: no implementava constructors de
còpia. Tal com hem vist, però, és necessari poder clonar l’estat del joc per fer-lo servir junt amb la
llibreria.
Així doncs, va caler dedicar temps a entendre el codi per poder implementar els constructors de
còpia. La majoria d’ells consistien a copiar membres de l’objecte a clonar als membres de l’objecte
que estem creant; directament per tipus simples, o cridant als seus respectius constructors de còpia
si són objectes d’altres classes del codi d’escacs. Això implica començar implementant la clonació de
la classe que volem copiar, i si veiem que cal clonar un objecte d’una classe que tampoc implementa
constructor de còpia, implementar el constructor per tal classe.
Els destructors de classe sí estaven implementats; per tant, els recursos que potencialment es creessin,
en teoria, s’alliberaven. En la pràctica, es va observar un fet diferent: al cap d’uns segons d’execució
del joc, el procés corresponent ocupava més d’un GB de memòria RAM, i augmentant. Això era
causa d’una fuita de memòria (memory leak); és a dir, en algun punt es realitza una reserva de
memòria (mitjançant la instrucció new) que no s’allibera un cop deixa de ser útil. Per tal de resoldre
aquesta fuita calia entendre el codi en més profunditat.
Després d’un temps intentant trobar el problema sense èxit, es va arribar a la conclusió que sortiria
més a compte programar el nostre propi joc d’escacs. Malgrat no ser una tasca fàcil i haver suposat
dedicar temps que s’hauria d’haver dedicat a altres parts, aquest temps estaria fitat.
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Figura 20: Captura de pantalla de l’execució de MiniGame junt amb cppchessengine.
Així doncs es va programar un nou codi d’escacs, que va prendre el nom de MiniChess. El resultat
és un codi d’escacs simple (només té 3 classes) sense algunes de les funcionalitats no rellevants de
l’altre codi (com guardar partides en format xml), sense punters innecessaris, i que afegeix suport a
l’enroc (tot i que no a la captura al pas).
Els detalls de la implementació se surten de l’àmbit d’aquest document; el codi, però, no és difícil, i
està inclòs als fitxers que acompanyen al treball — més concretament, en el subdirectori minichess;
veure el fitxer MiniChess.h.
Com a punt interessant, la interfície (MiniGame) entre joc i llibreria no va requerir ser adaptada
(excepte un parell de canvis de nom); ja que, al cap i a la fi, les funcionalitats que ha de proporcionar
el motor d’escacs són les mateixes. Se li va afegir una funcionalitat, però: una representació visual
en OpenGL, per poder veure amb més claredat com avança la partida moviment a moviment.
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Figura 21: Captura de pantalla de l’execució de MiniGame amb MiniChess.
7.4.1 Comprovacions d’escac i mat
Un dels punts importants —i més problemàtics— que es va haver d’implementar va ser la comprovació
de la validesa dels moviments i la part encarregada de determinar si el joc es trobava en una situació
d’escac i mat.
A l’hora de realitzar un moviment, es comprovava que aquest no suposés perdre la partida al jugador
que el feia: és a dir, no permetre moure el rei a posicions amenaçades per peces enemigues, no
permetre moure altres peces si, al fer-ho, es desbloqueja un camí tal que el rei passa a estar amenaçat
per una peça enemiga, etc. Aquestes comprovacions van resultar ser molt costoses, així que es va
optar per relaxar-les: al cap i a la fi, si l’heurístic valora el rei, aquests moviments no s’arribarien a
donar, de manera que el propi algorisme d’intel.ligència artificial evita la situació.
A més, la informació corresponent al fet d’estar en escac o no (per cada jugador) es mantenia a
l’hora d’aplicar un moviment, procurant realitzar només les comprovacions necessàries —com, a
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l’hora de comprovar si la peça moguda desbloquejava un camí, només mirar les peces enemigues
amb rang indefinit, les torres, alfils i la reina. Aquestes comprovacions també van acabar implicant
un cost addicional que no valia la pena respecte l’alternativa de, simplement, fer una cerca completa
per veure si alguna jugada del següent torn solucionava l’estat d’escac.
Es va arribar a aquestes conclusions fent ús de l’anàlisi d’instrumentació que incorpora Visual Studio
(veure el temps dedicat a aplicar un moviment a la Figura 22, comparat amb el de la versió següent,
a la Figura 23).
Figura 22: Temps relatius de la primera versió.
7.5 Resultats
Tal i com es menciona a l’apartat de metodologia, no s’ha triat el joc dels escacs amb la intenció
d’obtenir una intel.ligència artificial competitiva; fer un algorisme genèric implica perdre l’oportunitat
d’aplicar optimitzacions específiques, tals com l’ús de bases de dades d’obertures en el cas dels
escacs[27], necessàries de cara a obtenir molts bons resultats en temps òptims. Per donar una idea
de la diferència que hi ha entre el nostre motor genèric i un algorisme punter específic per escacs,
els experiments presentats fan servir una cerca fins a profunditat 4, i els algorismes específics poden
explorar fàcilment més de deu nivells de jugades futures (per exemple, Deep Blue[28]).
A més a més, el nivell de competitivitat està estrictament relacionat amb l’exhaustivitat de les
regles que programem amb l’heurístic. Com l’objectiu del projecte no és obtenir una intel.ligència
artificial específica pels escacs, no s’ha fet recerca sobre tècniques i conceptes avançats relacionats
per tenir en compte tots els detalls de l’estat del joc i poder avaluar-lo de manera òptima. Al
contrari, l’heurístic que s’ha fet servir és més aviat simple:
Codi 24: Heurístic fet servir
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Figura 23: Temps relatius de la segona versió.
1 import cbs.cb
2 -- list of predefined functions: num abs(num)
3 init:
4 text[] all_positions = compute_all_positions()
5
6 text[] compute_all_positions() :
7 text c = "abcdefgh"
8 text r = "12345678"
9 text[] res = []
10 for ci in (0:8) :
11 for ri in (0:8):
12 text pos = c[ci] + r[ri]




17 condition is_game_phase(num n)
18 | n == 1 : return _number_of_turns() < 12
19 | n == 2 : return 12 <= _number_of_turns() < 24
20 | otherwise {-n==3-} : return _number_of_turns() >= 24
21
22 -- returns the sum of scores of each piece of a certain player
23 uses [all_positions]
24 num pieceScore(bool turn) :
25 num pieces = 0
26 for text tile in all_positions :
27 if _isPiece(tile) && _isWhite(tile) == turn :
28 num sc = score(tile)
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29 if sc > 0 : sc = sc + 3
30 pieces = pieces + sc
31 return pieces
32
33 -- try to move knights/bishops out their initial position
34 -- start moving pawns onward
35 eval when is_game_phase(1) :
36 text[] bStarts = initialPositions("bishop")
37 text[] kStarts = initialPositions("knight")
38 for text b in bStarts :
39 !_isBishop(b) => +3
40 for text k in kStarts :
41 !_isKnight(k) => +3
42
43 -- pawns
44 text destRow = "4"
45 if !_myTurn() : destRow = "5"
46 text colNames = "abcdefgh"
47 for col in (2:6) :
48 num multiplier = 1
49 if 3 < col < 6 : multiplier = 4 -- if col is in [4,5]
50 _isPawn(colNames[col] + destRow) => +2∗multiplier
51 destRow = "3"
52 if !_myTurn() : destRow = "6"
53 num npawns = 0
54 for col in (0:8) :
55 num multiplier = 1
56 if _isWhite(colNames[col] + destRow) && _isPawn(colNames[col] + destRow) :
57 if 3 < col < 6 : multiplier = 2 -- if col is in [4,5]
58 npawns = npawns + 1 ∗ multiplier
59 => npawns
60
61 -- try to castle
62 eval when is_game_phase(2) :
63 castled() => +2
64
65 bool eq(bool b, bool c) :
66 return (b&&c) || (!b&&!c)
67
68 bool castled()
69 | _myTurn() :
70 bool turn = _myTurn()
71 text kpos = "g1"
72 text rpos = "f1"
73 if _isKing(kpos) && eq(_isWhite(kpos), turn) && _isRook(rpos) && eq(_isWhite(rpos),turn) : return
true
74 kpos = "c1"
75 rpos = "d1"
76 return _isKing(kpos) && eq(_isWhite(kpos),turn) && _isRook(rpos) && eq(_isWhite(rpos),turn)
77 | otherwise :
78 bool turn = _myTurn()
79 text kpos = "g8"
80 text rpos = "f8"
81 if _isKing(kpos) && eq(_isWhite(kpos),turn) && _isRook(rpos) && eq(_isWhite(rpos),turn) : return
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true
82 kpos = "c8"
83 rpos = "d8"
84 return _isKing(kpos) && eq(_isWhite(kpos),turn) && _isRook(rpos) && eq(_isWhite(rpos),turn)
85
86
87 -- try to get pawns to the other side
88 eval when is_game_phase(3) :
89 text destRow = "7"
90 if !_myTurn() : destRow = "2"
91 text colNames = "abcdefgh"
92 for col in (0:8) :
93 text tile = colNames[col] + destRow
94 _isPawn(tile) && _isWhite(tile) == _myTurn() => +10
95
96 uses [all_positions]
97 eval : -- always check these
98 _inCheck(_myTurn()) => −20
99 _inCheck(!_myTurn()) => +20
100 _inCheckMate(_myTurn()) => −1000
101 _inCheckMate(!_myTurn()) => +1000
102 => pieceScore(_myTurn()) − pieceScore(!_myTurn())
103
104 -- returns initial positions for given type
105 text[] initialPositions(text type) :
106 if _myTurn() {- if im white -} :
107 if type == "bishop" : return [ "c1", "f1" ]
108 if type == "knight" : return [ "b1", "g1" ]
109 if type == "rook" : return [ "a1", "h1" ]
110 else :
111 if type == "bishop" : return [ "c8", "f8" ]
112 if type == "knight" : return [ "b8", "g8" ]
113 if type == "rook" : return [ "a8", "h8" ]
114 text[] t = []
115 return t
116
117 -- standard piece valuations
118 num score(text pos)
119 | _isPawn(pos) : return 1
120 | _isKnight(pos) : return 3
121 | _isBishop(pos) : return 3
122 | _isRook(pos) : return 5
123 | _isQueen(pos) : return 9
124 | _isKing(pos) : return 100 -- no king means lost game
125 | otherwise : return 0 -- empty position, no score
Els punts que es tenen en compte són:
1. Procurar tenir més peces que l’oponent, ponderant cada peça segons la seva importància.
2. Assignar una puntuació molt gran als estats finals, per evitar a tota costa perdre o procurar
guanyar.
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3. Al principi del joc, procurar moure els peons del centre i els cavalls de les seves respectives
posicions inicials.
4. Cap a mig joc, procurar enrocar-se.
5. Cap al final, avaluar positivament el fet de portar peons a l’última fila (de cara a que es
converteixin en reines).
El que sí interessa observar és que, independentment del nivell de competitivitat, les decisions
procurin dirigir el joc cap a una situació de victòria des del punt de vista de la màquina; i, més
important, comparar el rendiment de diferents configuracions dels algorismes de la llibreria que hem
implementat, per així veure fins a quin punt si les optimitzacions redueixen el temps de cerca.
El fet que l’heurístic pretén guanyar es pot deduir observant directament el progrés de la partida: a
molts punts hi ha jugades clarament favorables (com capturar una peça sense risc) que l’algorisme
tria. D’altra banda, per tal de comparar el rendiment de les diferents configuracions adequadament,
s’han executat totes sobre la mateixa partida. El desenvolupament d’una partida és determinista, i
depèn de dos factors: l’heurístic i la profunditat de cerca. Per tant, tota execució realitzada amb un
mateix heurístic i mateixa profunditat consisteix de la mateixa seqüència de moviments. Això ens
permet comparar els temps d’unes tècniques en relació amb les altres.
L’heurístic que s’ha fet servir ja s’ha introduït. La profunditat que s’ha triat pels experiments és
la màxima que ens podem permetre si volem obtenir temps de resposta per part de la llibreria de
l’ordre de pocs segons, i és 4.
A continuació es mostren els resultats de les execucions, indicant les optimitzacions aplicades.
Cada execució d’una mateixa configuració s’ha repetit cinc cops, per tal de minvar l’impacte de
factors externs tals com la càrrega de l’ordinador al moment d’executar. Aquest fet és especialment
important en els casos paral.lels, ja que es fan servir múltiples nuclis, i alguns d’ells estarà executant
altres processos.
No s’ha realitzat un producte cartesià de totes les optimitzacions entre elles per observar la seva
interacció; per certes optimitzacions, però, sí que s’ha comprovat l’efecte respecte resultats previs.
Les següents proves s’han realitzat en ordre, i mostren els temps que una partida amb 56 torns per
jugador ha trigat a acabar (de manera que el temps trigat per cada crida correspon al temps dividit
pel total de moviments):
1. Negamax simple
La versió inicial i sense cap afegit. El resultat és tan dolent que no s’ha considerat necessari




2. Negamax amb poda alfa-beta
Mateixes condicions que el cas anterior, però afegint l’optimització de poda alfa-beta.
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Resultats Mitjana
131.417352s 130.806705s 131.319348s 144.961023s 132.158292s 134.133s
Tal com s’observa, la millora en eficiència entre aplicar la poda i no fer-ho és molt important. En
experiments posteriors, la versió sense poda no es tornarà a considerar.
3. Negamax alfa-beta amb patró d’aplicar/desfer moviments
La versió amb què s’han realitzat els anteriors experiments fa còpies de l’estat a cada node —
una còpia per cada fill, perquè els moviments que aquest apliqui no afectin a l’estat. Per veure
l’impacte de les còpies en l’eficiència, es va programar un sistema d’aplicar i desfer moviments
sobre el mateix estat per tal d’estalviar-nos les còpies: en comptes de crear-ne una, s’aplica
un moviment sobre l’estat i, després que el càlcul del fill acabi, es desfà tal moviment7.
Resultats Mitjana
137.393766s 138.973890s 138.528599s 150.523585s 137.837095s 140.651s
El resultat és pitjor, curiosament. La còpia surt més a compte que el control i gestió d’un
historial de peces mogudes.
Òbviament, la diferència entre els temps obtinguts aplicant o no aquesta optimització depèn
quasi exclusivament de la implementació del joc: quant més complicat sigui mantenir un
historial de les jugades, i desfer-les posteriorment, pitjor rendiment s’obtindrà amb aquest
patró. En el nostre cas, el control dels moviments de les peces no és especialment costós; tot i
així, els resultats mostren un empitjorament, pel què no s’aplica en futurs experiments.
4. Negamax alfa-beta amb paral.lelització del primer nivell
Aquesta versió correspon a la poda alfa-beta, però executant cada crida recursiva del primer
nivell en un thread diferent.
Resultats Mitjana
103.771894s 103.678469s 103.654415s 107.082720s 108.274801s 105.292s
L’ordinador usat posa a disposició del programa i OpenMP 8 threads. S’observa una millora,
però clarament no arriba a ser 8 cops més ràpid. La causa més probable d’aquest speed-up
pobre és el desbalanceig de càrrega entre els surbarbres sobre els quals treballen els threads.
5. Negamax alfa-beta amb paral.lelització del primer nivell, i ordenació a cada nivell
Un dels punts interessants de la poda alfa-beta és que el seu rendiment depèn de l’ordenació
de l’arbre: si el primer fill en un node determinat ofereix la millor puntuació, els seus germans
no són explorats.
Amb la finalitat d’intentar controlar l’impacte de l’ordenació, s’ha dut a terme aquest experi-
ment, on els nodes fills s’exploren per ordre invers a la seva puntuació. Cal tenir en compte
dos aspectes:
(a) L’ordenació a cada nivell suposa un cost addicional no menyspreable.
7No és trivial; es va haver d’implementar suport per desfer moviments en el nostre joc d’escacs
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(b) Per ordenar els fills, es compara la seva puntuació actual. No sabem quina puntuació ens
acabaran retornant —si ho féssim, no estaríem executant l’algorisme—; per tant es fa
servir la puntuació de l’estat en el moment d’ordenar. Això ens suposa dedicar encara
més temps addicional a calcular els heurístics d’estats pels quals abans no calculàvem
res. A més a més, la diferència de puntuació entre jugades tan properes entre sí és
probablement molt petita, i un mal indicador de la qualitat de futurs estats.
Malgrat aquests inconvenients, la prova es va dur a terme:
Resultats Mitjana
114.701914s 114.966791s 117.365370s 116.607860s 117.218279s 116.172s
Tal com esperàvem, els resultats són pitjors — però no per molt, només en un 10.33%.
6. Negamax alfa-beta amb paral.lelització del primer nivell i balanceig dinàmic
Un dels punts dèbils de la paral.lelització és la seva dependència del bon balanceig del còmput
de cada thread. Amb la intenció d’alleugerir aquest efecte, s’introdueix un canvi en el codi
OpenMP.
El codi dels experiments anteriors utilitza la directiva #pragma omp for sobre un bucle for per
invocar els diferents threads, on cada iteració del bucle correspon a un fill de l’estat inicial.
Per defecte, aquesta directiva assigna el còmput del cos del bucle a cada thread per ordre:
la primera iteració al primer thread, la segona al segon, etcètera. Si l’arbre està ordenat de
manera desafortunada, és possible que els subarbres més costosos d’explorar corresponguin a
iteracions d’un mateix thread: per exemple, si n’hi ha 8, que les iteracions més difícils siguin
les 0, 8, 16...
Per tal d’evitar aquests casos límits, s’ha parametritzat la directiva per tal que assigni
dinàmicament les tasques — en aquest cas, les crides als subarbres—, de manera que els 8
threads començaran executant 8 tasques diferents, i a mesura que acabin, n’agafaran d’altres,
independentment de la iteració del bucle a què corresponguin. D’aquesta manera, les tasques
s’assignen a threads en funció de la seva disponibilitat, i el cas extrem anterior queda solucionat.
Els resultats observats són els següents:
Resultats Mitjana
108.429926s 104.821668s 105.139537s 105.487057s 108.211696s 106.418s
Encara que no substancial, la millora és evident. El problema amb què ens trobem és que, per
molt que procurem balancejar la càrrega, és molt probable que la diferència de complexitat entre
les tasques sigui tan gran que el pes de l’algorisme caigui sobre ell, i l’executarà exclusivament
un thread.
Per solucionar aquest fet, caldria implementar un sistema de paral.lelització mitjançant tasques
(#pragma omp task), que no s’ha dut a terme ja que l’estàndard OpenMP que suporta Visual
Studio 2013 és anterior al que va introduir el sistema de tasques[29][30].
En els següents experiments, sempre que mencionem la paral.lelització, aquesta serà amb
balanceig dinàmic, i només del primer nivell.
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Els experiments van sofrir un canvi a partir d’aquest punt: es va afegir la funcionalitat de compartir
variables entre blocs al llenguatge, cosa que va permetre actualitzar la funció heurística per estalviar
calcular més d’un cop el vector de posicions corresponents al taulell d’escacs.
Així doncs, els següents experiments fan servir un heurístic diferent (en quant a velocitat, no a
comportament):
7. Negamax alfa-beta amb paral.lelització
Per observar el canvi que implica l’heurístic actualitzat, hem executat una prova amb la
mateixa configuració que a l’última prova:
Resultats Mitjana
90.301552s 89.229566s 88.195371s 88.359475s 90.729426s 89.3631s
El canvi és relativament senzill (només dues funcions passen a compartir una dada), però la
diferència és substancial.
8. Negamax alfa-beta amb paral.lelització i taula de transposició
La següent optimització que s’introdueix i que cal avaluar és la de les taules de transposició,
tal i com s’explica a la Subsecció 5.2.1: Altres optimitzacions. Els temps que s’observen un
cop aplicada són els següents:
Resultats Mitjana
75.723778s 74.111565s 73.138523s 71.976656s 74.920629s 73.9742s
Gràcies a les taules, observem un altre gran salt en el temps que triga la partida a acabar.
9. Negamax alfa-beta sense paral.lelització i amb taula de transposició
Tal s’ha vist, diferents threads no poden accedir concurrentment i de manera estable a la taula
de transposició. La solució aplicada és fer que cada thread disposi de la seva pròpia taula. El
problema que presenta, però, és que separar les taules és contradictori a la idea de compartir
informació entre nodes de l’arbre: és possible que un node de l’arbre busqui la puntuació d’un
estat a la seva taula i no el trobi, quan en realitat una taula d’un altre thread sí que conté
aquesta entrada.
Amb la finalitat de valorar què val més la pena, si paral.lelitzar o tenir una taula única, s’ha
realitzat un experiment seqüencial; és a dir, amb un sol thread:
Resultats Mitjana
77.810345s 76.029541s 75.686810s 75.555232s 76.121097s 76.2406s
Els resultats són molt similars.
Val a dir que la utilitat de les taules de transposició està estrictament relacionada amb la
naturalesa del joc amb el qual es treballa: si el disseny del joc és tal que no es pot arribar a un
mateix estat des dos o més camins diferents, una taula de transposició no oferiria absolutament
res. En el cas que ens concerneix, els escacs, la quantitat de camins diferents que porten al
mateix estat és molt elevada, així que la taula de transposició funciona prou bé.
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10. PVS amb paral.lelització i taula de transposició
L’última optimització correspon a l’últim algorisme, i obté aquests resultats:
Resultats Mitjana
68.921677s 67.272628s 67.383400s 66.847522s 68.513111s 67.7877s
S’obté una millora, però no molt impactant — d’un 8.37%.
Per donar una idea de la severitat que implica un cost exponencial, s’ha executat una última prova
sota les mateixes condicions que l’últim cas, però a profunditat 5 (un nivell més). El temps que ha
consumit la partida és de 1807.986459s.
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8 Gestió del projecte (GEP)
En aquesta secció s’inclouen apartats corresponents a l’etapa inicial del projecte i l’assignatura de
GEP (Gestió de projectes). Com es va realitzar abans del projecte, hi ha una certa discrepància entre
les tasques explicades i les realment implementades (veure Subsecció 8.3: Canvis en la planificació
inicial).
8.1 Planificació inicial
En aquest apartat es detalla quines són les tasques en què s’ha planificat dividir el projecte,
quin membre de l’equip se n’encarrega, les propietats d’aquestes i les corresponents relacions de
precedència.
En primer lloc s’explicaran les tasques una a una i es determinaran les dependències temporals entre
elles. S’inclourà un diagrama de Gantt que servirà com a representació visual i esquemàtica del
conjunt total de tasques. Després parlarem del pla d’acció, possibles desviacions d’aquest i solucions
(modificacions de tasques o realització de tasques alternatives) a tals desviacions.
8.1.1 Llista de tasques
A continuació es llisten les tasques principals; les tasques secundàries (o subtasques) s’especificaran
junt amb la tasca principal que les engloba.
1. Cerca i tria d’eines de desenvolupament
2. Configuració de l’entorn
3. Planificació del projecte
4. Desenvolupament del prototip inicial
(a) Desenvolupament del llenguatge
(b) Programació del nucli de la llibreria
(c) Cerca i adaptació d’un joc de taula
5. Millora iterativa del prototip inicial
6. Valoració del resultat
7. Posada a punt
8. Redacció de la memòria
8.1.2 Descripció de les tasques
Els recursos materials consten d’un ordinador, per totes les tasques. Els recursos humans s’especifi-
caran a cada apartat, ja que aquests sí canvien entre diferents tasques.
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8.1.2.1 Cerca i tria d’eines de desenvolupament
Com que aquest projecte no es construirà basat en (ni està pensat per usar-se en conjunció amb)
alguna eina ja implementada, no existeixen requisits en quant a les eines de desenvolupament
—llenguatges, llibreries, etc. a fer servir— excepte els inherents a la naturalesa del projecte i els
objectius que es volen assolir.
Triar tals eines, doncs, és decisió de l’autor; i, tot i que a primera vista pot semblar una tasca ràpida,
en realitat influeix bastant en el projecte, sobretot quan no es té experiència en l’àmbit sobre el que
es treballa.
La presa de decisions es realitzarà de forma conjunta entre el cap del projecte i l’enginyer de software
que s’encarregui de programar-lo.
8.1.2.2 Configuració de l’entorn
De manera similar, configurar l’entorn de treball per poder avançar amb el desenvolupament
del treball és una tasca no tan trivial com aparenta; tot i així, la configuració necessària per
aquest projecte no és especialment laboriosa. Concretament, cal instal.lar Java Development Kit
a l’ordinador, baixar-se la llibreria ANTLR 4.5 i configurar les variables d’entorn com correspongui
per tal que funcioni correctament8.
A mesura que les diferents parts del prototip inicial estiguin completades, també caldrà configurar
el projecte en general per poder-lo executar tot de cop i de manera coherent.
Aquesta tasca l’ha de realitzar l’enginyer de software, vist que és ell qui desenvoluparà i qui farà
servir les eines.
8.1.2.3 Planificació del projecte
Aquesta és la tasca relacionada amb l’assignatura de GEP; en aproximadament un mes s’acaben de
decidir, perfilar i documentar les característiques del projecte. L’estructura i els detalls, doncs, són
els que indica la normativa de l’assignatura, i el resultat és aquesta pròpia secció. És feina del cap
del projecte.
8.1.2.4 Desenvolupament del prototip inicial
a) Desenvolupament del llenguatge
Aquesta tasca engloba tota la part relativa al llenguatge, tenint en compte que voldrem traduir
els fitxers programats per l’usuari a un heurístic que la llibreria principal pugui entendre i
usar.
Això implica que: (1) s’ha de dissenyar una gramàtica que reconegui el llenguatge (tal i com
l’haguem volgut definir), i (2) un programa que interpreti el codi que s’ha escrit amb tal
8Addicionalment, també cal configurar el sistema de control de versions i un editor LATEX.
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llenguatge, i el tradueixi a C++.
b) Programació del nucli de la llibreria
Aquesta tasca es refereix al desenvolupament del codi principal del projecte: consisteix en
programar una interfície de cara a que qualsevol joc de taula pugui usar la llibreria, adaptar
un algorisme d’intel.ligència artificial per obtenir la part de la cerca en arbre, usant com a
heurístic el fitxer escrit en el nostre llenguatge (un cop traduït a C++).
c) Cerca i adaptació d’un joc de taula
Tal com el nom indica, aquesta tasca consisteix únicament a trobar un joc que serveixi per
poder posar a prova la llibreria. La durada és difícil de determinar, ja que depèn de la quantitat
de jocs de taula senzills, existents i accessibles (codi inclòs) i de la dificultat d’adaptar-lo a la
llibreria. De tota manera, s’estima que la durada d’aquesta tasca no serà tan gran com la de
les anteriorment mencionades.
D’aquesta tasca se n’encarrega exclusivament l’enginyer de software.
8.1.2.5 Millora iterativa del prototip inicial
Un cop disposem d’un prototip funcional, cal millorar-lo fins a obtenir el prototip definitiu. Els
punts a millorar estan estrictament relacionats amb les subtasques explicades anteriorment: el nucli
de la llibreria ha de quedar net i usable, de manera que pugui un programador aliè pugui fer-la
servir còmodament sense que hagi d’endinsar-se en el codi font; i, més important, pel que fa al
llenguatge, afegir funcionalitats que augmentin la potència d’expressió d’aquest, i que permetin
crear comportaments més complexos.
Idealment, provar els resultats amb més d’un joc seria desitjable, però hauríem de repetir la tasca
de cerca i adaptació d’un joc de taula, i les limitacions temporals poden ser tals que no es pugui
arribar a fer.
L’enginyer de software és l’encarregat de realitzar les millores, mentre que un tester ha de comprovar
que el llenguatge funciona com és d’esperar, que les regles que permet definir són consistents i
produeixen resultats correctes, determinar i classificar errors que puguin aparèixer durant l’execució,
etc.
8.1.2.6 Posada a punt
Un cop acabat el codi, tocarà una tasca relativament simple: preparar els fitxers de manera adient
per a que puguin ser usats tal i com s’espera, junt amb qualsevol videojoc de taula. També caldrà
enllestir els últims detalls de la memòria, i preparar la presentació del projecte. De nou, és feina de
l’enginyer de software.
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8.1.2.7 Redacció de la memòria
Finalment, cal recordar que la memòria, tot i que una bona part es redactarà durant el GEP, i potser
cap al final del projecte, s’anirà omplint i detallant corresponentment a mesura que el projecte
avanci, sigui quina sigui la tasca activa a cada moment.
D’aquesta part se n’encarrega el cap de projecte.
8.1.2.8 Ordre i precedències
Pel que respecta a l’ordre de les tasques, s’han llistat seguint un ordre coherent cronològicament:
la cerca i tria d’eines de desenvolupament és prèvia a la configuració de l’entorn, i aquesta última
al desenvolupament del prototip inicial. Òbviament, la millora del prototip inicial és posterior
a l’obtenció d’aquest, i les últimes tasques mencionades són les situades a les darreres setmanes
del projecte. Pel què respecta a la planificació, encavalcarà amb les tasques realitzades durant les
primeres setmanes del projecte, i la redacció de la memòria, tal com s’ha comentat, també serà més
o menys paral.lela a la resta de tasques.
8.1.2.9 Diagrama de Gantt
A la Figura 24 trobem el diagrama de Gantt, on es representen les precedències de manera visual.
8.1.2.10 Recursos
Pel que fa als recursos del projecte, en resumides comptes només s’utilitzarà un ordinador.
Més concretament, un ordinador amb Windows 8; un IDE (entorn de desenvolupament) per pro-
gramar; ANTLR 4.5 en les tasques relacionades amb el llenguatge, git pel control de versions i
LATEX per les tasques relacionades amb la memòria/documentació.
8.1.3 Pla d’acció i desviacions
Finalment, pel que respecta a l’execució de la planificació, simplement completarem les tasques
seguint l’ordre lògic determinat a l’apartat anterior. És possible que ens trobem amb algun problema
durant la realització d’alguna de les tasques, o que simplement ens porti més temps de l’estimat.
En alguns casos, la solució a imprevistos està implícita a la pròpia tasca. Si durant la cerca i
adaptació d’un joc de taula ens trobem amb un problema —per exemple, ens adonem que l’adaptació
és massa complicada, o que, directament, les característiques del joc no permeten l’adaptació—,
simplement reprendrem la cerca fins a trobar un altre candidat. Eventualment, si no es troba cap
joc apte per les nostres necessitats, es programarà un joc de taula senzill i conegut (per exemple,
escacs), només amb les funcionalitats necessàries per simular una partida entre dos jugadors.
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Figura 24: Cal tenir en compte que les subtasques del prototip inicial estan ordenades seqüencialment per
deixar clara la duració total, però no tenen perquè realitzar-se en aquest ordre i, fins i tot, es poden avançar
intercaladament.
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Pel que respecta a les altres tasques, no tenim molta llibertat per triar camins de desenvolupament
alternatius. En cas que el prototip inicial porti més temps del que s’ha estimat, el prototip final
tindrà menys funcionalitats de les desitjables, o no estarà preparat per ser usat fàcilment (sense
necessitat d’adaptar-s’hi excessivament).
Finalment, si el prototip inicial resulta no funcionar adequadament, no quedarà més remei que
limitar els jocs amb els quals funcionaria la llibreria a un de concret (el que s’ha triat de cara al
prototip inicial), per poder adaptar el treball i resoldre problemes derivats de l’abstracció que es
pretenia obtenir inicialment.
Com que podem controlar la quantitat i qualitat de funcionalitats de les que disposarà el llenguatge,
és fàcil adaptar-se al temps disponible per tal d’enllestir el projecte; encara que pugui quedar menys
potent del que es pretenia.
8.2 Gestió econòmica
Tot projecte necessita uns certs recursos i un pressupost per poder ser desenvolupat. A continuació,
analitzarem i estimarem els costos inherents al projecte, tenint en compte les tasques en les que es
divideix, el material que requereix i les persones que s’encarreguen de dur-lo a terme.
8.2.1 Costos del projecte
La naturalesa del projecte, similar a la de la majoria de projectes relacionats amb el desenvolupament
de software, fa que el conjunt d’eines a tenir en compte sigui més reduït, i l’anàlisi de costos se
centri bàsicament en els ordinadors i les persones desenvolupadores del projecte.
Mentre que molts projectes necessiten de suport addicional per ser desenvolupat (escàners, sensors...),
en el nostre cas només cal un ordinador, així que ens centrarem en analitzar el cost que implica
fer-lo servir, junt amb el cost dels recursos humans.
Els recursos materials es consumeixen de manera homogènia durant tot el projecte; per tant, no cal
fer un anàlisi a nivell de tasca, sinó un de general; per saber el cost corresponent a cada tasca només
cal multiplicar el cost total pel factor durada_tasca/durada_total. Pel que respecta als recursos
humans, però, cal fer una anàlisi a nivell de les tasques tal i com apareixen al diagrama de Gantt;
veure l’apartat 8.2.1.5 i la corresponent taula de la Figura 25.
8.2.1.1 Recursos materials
Un ordinador, per totes les tasques del projecte. Hem de tenir en compte que la durada esperada
del projecte és d’unes 500 hores9; i, donat que el període durant el qual es desenvoluparà comprèn
120 dies, el nombre d’hores diàries esperat és d’unes 4.17 h.
9Donat que ocupa 18 crèdits, i cada crèdit comporta entre 25 i 30 hores de treball
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8.2.1.2 Hardware
Donat que el hardware disposa d’una vida útil de 4 anys abans que consti com a obsolet, i que el
farem servir durant tot el projecte:
Producte Preu Vida útil Preu amortitzat
Ordinador 800 ¤ 4 anys 34.24 ¤
8.2.1.3 Software
Donat que el projecte es desenvoluparà sobre Windows 8, cal tenir en compte el seu cost. Totes les
altres eines que es faran servir són gratuïtes.
Així doncs, tenint en compte que la vida útil del software és més reduïda (aproximadament 2-3
anys):
Producte Preu Vida útil Preu amortitzat
Windows 8 119 ¤ 3 anys 6.8 ¤
Netbeans 0 ¤ 3 anys 0 ¤
ANTLR4.5 0 ¤ 3 anys 0 ¤
TeXstudio 0 ¤ 3 anys 0 ¤
Total: 119 ¤ 6.8 ¤
8.2.1.4 Costos indirectes
L’ús dels materials involucrats implica un cost que no apareix a simple vista; en el nostre cas,
l’ordinador consumirà electricitat durant el seu període d’ús, i també caldrà connexió a internet.
Donat que l’ordinador que s’utilitzarà és portàtil, s’espera un consum (en Watts) menor al d’un
ordinador convencional; d’aproximadament 100W per hora. Donat que el preu del kWh (kilowatt
per hora) ronda els 0.12¤, el cost total derivat de l’electricitat consumida durant un any d’ús és de
365 ∗ 8 ∗ 100 ∗ 0.12/1000 = 35.04¤.
Donat que treballem unes 500 hores, el cost amortitzat acaba sent de
35.04 ∗ 500/(8 ∗ 365) = 6¤.
Pel que respecta a la tarifa d’internet, un preu raonable és de 35¤ al mes; seguint el mateix
raonament que a l’apartat anterior, el cost corresponent al nostre projecte és de
12 ∗ 30 ∗ 500/(8 ∗ 365) = 71.9¤.
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Tasca Cap de projecte Enginyer de software Tester Cost
Planificació del projecte 90 h 0 h 0 h 3600 ¤
Desenvolupament del llenguatge 0 h 140 h 0 h 3500 ¤
Programació de la llibreria 0 h 90 h 0 h 2250 ¤
Cerca i adaptació d’un joc 0 h 15 h 5 h 575 ¤
Millora iterativa del prototip inicial 0 h 120 h 20 h 3400 ¤
Posada a punt 10 h 10 h 0 h 650 ¤
Total: 100 h 375 h 25 h 13975 ¤
Figura 25: Taula amb els costos de recursos humans.
8.2.1.5 Recursos humans
Una de les parts més importants a tenir en compte és el sou de les persones implicades en el
desenvolupament del projecte: qui hi participa, quin cost implica cada hora que hi dedica i quina
és la distribució d’hores per poder calcular el preu total. Tot i que aquest projecte el fa només un
estudiant, l’analitzarem suposant que hi ha participat un grup de professionals, seguint un esquema
similar al d’altres projectes de desenvolupament de software: amb un cap de projecte, un enginyer
de software i un software tester encarregat de provar el programa; cobrant, respectivament, 40¤,
25¤ i 20¤ l’hora.
Tenint en compte les tasques en les que es desglossa el projecte:
8.2.1.6 Taula de cost total




Recursos humans 13975 ¤
Electricitat 6 ¤
Internet 71.9 ¤
Altres (imprimir i preparar documentació) 20 ¤
Total: 14113.94 ¤
8.2.1.7 Possibles desviacions
Tal com s’explica a la planificació de les tasques, no podem desviar-nos en excés de la idea inicial, i
els imprevistos que puguin aparèixer seran de tasques que es completaran abans o més tard del que
s’esperava inicialment. En ambdós casos, el temps total del projecte es mantindrà o variarà molt
lleugerament; com a molt, certa tasca consumirà temps que s’hauria d’haver dedicat a una altra,
potencialment desenvolupada per una altra persona amb un sou diferent.
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És per això que el cost total no pot variar en excés respecte l’estimació que s’ha realitzat inicialment.
8.2.2 Sostenibilitat
Tot projecte està pensat per complir un cert objectiu; per ser d’una certa utilitat en algun àmbit de
la nostra societat, per poc que sigui. És per això que és adient preveure l’impacte d’aquests tant en
la dimensió social com des d’un punt de vista econòmic o ambiental.
8.2.2.1 Dimensió econòmica
Els detalls sobre els costos ja han estat discutits als apartats anteriors. Si s’acaba obtenint el
resultat esperat, el projecte no requeriria treball addicional de manteniment o actualització; com
a molt, la reparació d’algun error que s’hagués escapat amb la versió final, o la inclusió de noves
funcionalitats si es desitgés. En tot cas, la naturalesa del projecte no ens obliga canviar-lo cada cert
temps ni mantenir-lo de cap manera, ja que un codi funcional no pot deixar de ser-ho a no ser que
fos incorrecte des d’un principi.
Pel que respecta a la viabilitat del projecte donat un mercat competitiu, probablement no seria
profitós. Encara que no es coneguin alternatives que facin el mateix que el que pretén resoldre
aquest projecte, segurament es distribuiria de manera gratuïta, i caldria obtenir beneficis a partir
de publicitat o donacions. En cas contrari, el públic que estaria interessat en fer servir la llibreria
consta de petits desenvolupadors independents, vist que les grans companyies preferirien programar
les seves pròpies eines; cosa que no ens permetria vendre el producte a un preu gaire elevat.
El projecte es realitzarà de manera independent —sense col.laborar amb altres projectes o entitats
externes—, però s’ha intentat balancejar el pes de cada tasca i no dedicar massa temps a resoldre
problemes que ja tenen solució al mercat actual. A més, difícilment podríem reduir el cost del
projecte; no es fa servir un equip de gamma alta, ni software de pagament tret del sistema operatiu
sobre el que es pretén fer funcionar el projecte, de manera que es tracta d’una despesa indispensable;
l’únic punt on es pot retallar és reduint la durada del desenvolupament, cosa que de moment no
sabem si és possible, i que en tot cas es podria aconseguir treballant sobre un àmbit en el qual es té
experiència per tal de programar més ràpid i errar menys.
8.2.2.2 Dimensió social
Pel que respecta a l’impacte social del projecte, cal esmentar que la utilitat dels videojocs —no
seriosos, si més no— és discutible/subjectiva. Això sí, la indústria del videojoc és immensa, i dins
d’aquesta, un producte pot tenir molta repercussió.
Mentre que el projecte es desenvolupa a Catalunya, el fet que sigui de caire digital facilita la seva
distribució i utilització arreu del món, mitjançant internet. És per això que no té sentit centrar-se
en un lloc concret, sinó analitzar les conseqüències a nivell general.
Tal com s’ha mencionat abans, el projecte serà d’interès principal per petits desenvolupadors (jocs
indie). Com que no existeix un producte que ofereixi una solució similar, el projecte facilitarà
Facultat d’Informàtica de Barcelona, FIB — UPC 68 de 77
8.3 Canvis en la planificació inicial
la feina d’aquells que vulguin implementar una intel.ligència artificial en un joc de taula, o fins i
tot permetrà fer-ho a aquells que no dominin prou el tema. Encara que no hi ha una necessitat
real, milloraria la qualitat de vida d’aquests desenvolupadors. Per altra banda, el projecte només
cobreix el conjunt de jocs “de taula”; altres jocs més complexos —que, a la seva vegada, requereixen
intel.ligències artificials més complexes— no es veurien afectats, per tant difícilment perjudicaria a
ningú.
8.2.2.3 Dimensió ambiental
Finalment, l’impacte mediambiental del projecte és reduït: tal com hem vist, només farem servir un
ordinador en totes les fases del projecte. No farem servir cap recurs addicional, i el seu ús un cop
desenvolupat no implicarà canvis ambientals; excepte, potser, un petit estalvi energètic per part de
l’usuari que la fa servir, ja que haurà de dedicar menys temps en la part d’intel.ligència artificial.
A dia d’avui, el kWh produeix una mitja de 0.527 kg de CO2; per tant, la quantitat de CO2 emesa
pel nostre projecte, tenint en compte que la seva durada és aproximadament de 500 hores, és de
26.35 kg.
8.2.2.4 Matriu de sostenibilitat
Sostenibilitat Econòmica Social Ambiental
Planificació Viabilitat econòmica Millora en qualitat de vida Anàlisi de recursos
Valoració 8 5 8
Per la part econòmica, li donem un 8 ja que, tot i no garantir molts beneficis, el projecte no requereix
de molts recursos i, per tant, no té un cost excessiu i és viable dur-lo a terme.
Per la part social, li donarem un 5, ja que pot ser útil per algunes persones, però no estem
desenvolupant una solució a un problema crític ni molt important que millori el dia a dia d’un
ciutadà qualsevol.
Finalment, per la part ambiental, ja hem vist que el seu impacte al medi és menyspreable, per tant
li posarem bona nota; però no la màxima, ja que tampoc contribueix a millorar de manera directa
el medi un cop enllestit.
8.3 Canvis en la planificació inicial
Les tasques s’han dut a terme en l’ordre i de la manera que s’havia previst. Una d’elles, però, no en
el temps que s’havia previst: la tasca 4c, Cerca i adaptació d’un joc de taula.
Trobar un joc d’escacs de codi obert, amb permís per modificar-lo i distribuir-lo, i prou abstracte
com per afegir-hi una part pròpia d’intel.ligència artificial va ser menys fàcil del que anticipava.
Un cop trobat, entendre’l, modificar-lo i conseguir que funcionés va ser encara més difícil — veure
Subsecció 7.4: Creació d’un joc d’escacs: MiniChess.
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Les tasques que en depenien, a la seva vegada, també s’han vist afectades, ja que al haver hagut
de dedicar més temps a la cerca i adaptació del joc, s’ha endarrerit la data d’acabament, i amb
ella la data d’inici de les tasques següents. En el nostre cas, la tasca que s’ha vist afectada per
aquest canvi és la 5: Millora iterativa del prototip inicial. Com que la data final és inamovible, això
implica, desafortunadament, que tindrem menys temps per polir i afegir funcionalitats al projecte.
Pel que respecta al pressupost, si ens fixem en els actors que participen en la tasca que ha pres més
temps i la tasca que ha perdut temps, són els mateixos i pràcticament en la mateixa proporció, per
tant el pressupost final no canvia.
8.4 Relació amb el grau
8.4.1 Assignatures relacionades
Pel que respecta a la part de la llibreria en sí i els algorismes que implementa, l’assignatura d’Intel-
ligència artificial (IA) és, sens dubte, la més important. En l’assignatura s’expliquen molts
algorismes propis de la disciplina de la intel.ligència artificial; des de A* fins altres més complexos
com Simulated annealing, algorismes genètics...
També s’expliquen l’algorisme de minimax i maneres d’optimitzar-lo, com la poda α-β. Gràcies a
aquest fet, ja sabia com funcionava i que era una bona tria de cara a aquest projecte, i no m’ha
costat implementar-lo.
Pel que respecta a la part del llenguatge i el seu traductor, l’assignatura de Llenguatges de
Programació (LP) explica conceptes i paradigmes interessants dels llenguatges de programació;
més important, però, és l’assignatura de Compiladors (CL). A CL s’expliquen detalladament
els passos en què es divideix el processament d’un codi per tal de compilar-lo, traduir-lo o bé
interpretar-lo; s’explica com es defineix la sintaxi d’un llenguatge, s’ensenyen eines que faciliten
aquestes tasques, etc.
8.4.2 Adequació a l’especialitat de computació
Les dues parts principals del projecte encaixen amb els conceptes ensenyats a l’especialitat.
L’especialitat de computació té un fort component algorísmic, i es centra en el disseny de sistemes
informàtics complexos, tenint en compte criteris d’eficiència, fiabilitat i seguretat. L’algorisme que
hem implementat s’ensenya a una de les assignatures obligatòries de l’especialitat, i criteris com
l’eficiència juguen un paper important en ell: no volem obtenir jugadors virtuals que triguin molt
de temps a realitzar tries senzilles, ja que a l’altre costat hi ha un jugador real esperant a que triï, i
grans temps d’espera afectarien greument a l’experiència d’aquest.
Computació és, també, l’especialitat on els llenguatges de programació i les seves característiques
s’estudien en més profunditat (d’aquí que LP en sigui obligatòria d’especialitat, i CL complementària
d’especialitat). Desenvolupar un llenguatge i eines que el processin, doncs, entra en el context de
computació i en fa servir els conceptes que s’hi expliquen.
En general, si el coneixement necessari per dur a terme el projecte s’ensenya a l’especialitat, i les
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competències triades —pròpies de l’especialitat— s’ajusten al projecte, podem dir que el projecte
en sí s’adequa a l’especialitat.
8.4.3 Competències tècniques
• CCO1.1: Avaluar la complexitat computacional d’un problema, conèixer estratègies algorís-
miques que puguin dur a la seva resolució, i recomanar, desenvolupar i implementar la que
garanteixi el millor rendiment d’acord amb els requisits establerts. (Bastant)
Aquesta competència està relacionada amb l’algorisme d’intel.ligència artificial, on partim d’un
problema de tria de decisions —quina jugada fer a cada moment—, coneixem estratègies i
algorismes per resoldre’l i n’escollim i implementem un a la nostra llibreria.
Tot i que l’algorisme és un punt clau al nostre projecte, s’ha marcat com a “bastant”, ja que
la seva implementació no és l’única tasca, ni la que més temps ha portat.
• CCO1.2: Demostrar coneixement dels fonaments teòrics dels llenguatges de programació i
les tècniques de processament lèxic, sintàctic i semàntic associades, i saber aplicar-les per a la
creació, el disseny i el processament de llenguatges. [En profunditat]
La part del llenguatge del projecte encaixa completament amb la descripció d’aquesta compe-
tència —d’aquí que s’hagi marcat “en profunditat”—; hem necessitat conèixer les tècniques de
processament de llenguatges i les hem aplicat per crear-ne un, junt amb l’eina que el tradueix.
• CCO2.2: Capacitat per a adquirir, obtenir, formalitzar i representar el coneixement humà
d’una forma computable per a la resolució de problemes mitjançant un sistema informàtic
en qualsevol àmbit d’aplicació, particularment en els que estan relacionats amb aspectes de
computació, percepció i actuació en ambients o entorns intel·ligents. [Una mica]
Aquesta competència no està gaire relacionada; per això vaig marcar “una mica”. Bàsicament,
és un ésser humà qui escriu les regles per avaluar l’estat del joc, i aquest coneixement s’acaba
traduint i incorporant a l’algorisme de cerca heurística. S’ha de tenir en compte a l’hora de
dissenyar el llenguatge, per facilitar la definició de comportaments i millorar-ne l’expressivitat.
8.4.4 Regulacions legals
Pel que respecta a normatives, el projecte no està lligat ni restringit de manera significativa. La
llibreria ha estat programada des de zero, per tant no cal donar crèdit a ningú. El codi d’escacs que
es va fer servir inicialment sí que era propietat d’un altre individu, però sota llicència GPLv2[31];
així que, malgrat el codi actual també s’ha programat des de zero i, per tant, no està subjecte a cap
copyright, podríem haver fet servir l’altre sense problema.
Finalment, l’eina de processament de llenguatges, ANTLR, és la que pot estar subjecte a regulacions
legals; si anem a la web oficial, però, veiem que podem distribuir el binari si mantenim la pròpia
nota de copyright. Una alternativa seria indicar que el projecte necessita la llibreria i forçar a
l’usuari a baixar-la, cosa menys còmoda.
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9.1 Conclusions del treball
Els objectius principals del projecte s’han assolit satisfactòriament. Disposem d’una llibreria amb
algorismes de cerca heurística i un llenguatge amb el què programar la funció heurística; a més, s’ha
programat un joc d’escacs i comprovat que totes les parts en conjunció funcionen adequadament.
Gràcies a la realització d’aquest projecte, s’han adquirit i consolidat coneixements de molts àmbits:
relacionats amb el processament de llenguatges, amb algorismes d’intel.ligència artificial, amb la
programació en C++— sobretot, ús de templates i funcions i estructures de dades de la llibreria
estàndard—, amb l’ús d’eines d’anàlisi de rendiment de software (profiling) com la que ofereix
Visual Studio, i fins i tot amb LATEX i les seves funcionalitats.
9.2 Limitacions
El projecte no està exempte de punts dèbils. Per exemple, a la Subsecció 6.2: Traductor es comenta
que el codi C++ que traduïm és correcte, en el sentit que no hauria de donar excepcions en temps
d’execució. La utilitat d’oferir codi segur, però, en el nostre context, és dubtosa. En cas que s’entri
en un bucle de recursió infinit, es detectarà i pararà, però després d’un determinat nombre de voltes;
a més, el resultat que s’obtingui serà indeterminat. Per altra banda, el control d’accessos a llistes i
strings —per evitar excepcions de tipus fora de rang— és costós. Desgraciadament, l’eficiència és
un punt clau de cara a obtenir millors temps d’execució quan busquem el millor moviment amb
els algorismes de la llibreria; potser sortiria més a compte no fer cap comprovació, a costa de la
possibilitat de tenir un algorisme inestable.
A més, el llenguatge es va fer segur d’acord amb la intenció inicial d’oferir als usuaris (no programa-
dors) la possibilitat de programar heurístics. El projecte, però, no suporta compilació a temps real,
i l’heurístic és codi font; per tant, cal compilar-lo junt amb la llibreria per fer-lo servir, cosa que
probablement no pugui fer aquest tipus d’usuari.
Per altra banda, no existeix ni una sola característica comuna a tots els jocs de taula; per tant, el
llenguatge no pot oferir una gran quantitat de funcionalitats o funcions predefinides, com podria ser
tractar amb el nombre de cartes en mà, el de vides d’un jugador, etcètera.
9.3 Extensions
Podem trobar funcionalitats que el projecte (o el joc sobre el qual l’hem fet funcionar) no incorpora,
però que es podrien afegir.
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9.3.1 Aleatorietat
Una característica típica de molts dels jocs de taula que ens pot interessar modelar és l’aleatorietat:
per exemple, el concepte de llençar daus.
Una manera d’incorporar aleatorietat al projecte consisteix a aplicar els passos següents:
1. Associar una probabilitat a cada estat del joc. En el moment de cridar a la llibreria, aquesta
probabilitat és 1.
2. Associar una probabilitat a cada moviment: per exemple, si al llançar un dau decidim quantes
caselles avancem, tindrem sis moviments cada un amb probabilitat 1/6.
3. A l’hora d’aplicar un moviment a un estat, multiplicar la probabilitat de l’estat per la del
moviment.
4. Ponderar l’heurístic per la probabilitat de l’estat.
Els algorismes de la llibreria estan preparats per suportar aquesta idea.
9.3.2 Pre-compilació
Tal i com està dissenyat el projecte, la funció heurística s’obté a partir de codi font C++ generat per
el nostre traductor, una eina externa; i cal compilar tot el projecte cada cop que aquesta canvia. A
més, idealment, voldríem disposar d’un nombre arbitrari d’heurístics al mateix temps, per tal de
poder canviar el comportament a temps real, oferir suport per més de dos jugadors, etc. Aquests
problemes se solucionarien si fóssim capaços de pre-compilar la llibreria i, en temps d’execució,
compilar i enllaçar el fitxer que conté el codi de l’heurístic.
Desafortunadament, implementar aquesta funcionalitat és complicat i dependent de la plataforma.
Tot i que se n’ha buscat informació al respecte i s’ha intentat dur a terme10, no hi ha hagut èxit.
10Una de les proves va consistir en usar una implementació de dlfcn per Windows, però va fallar al punt d’incorporar
templates.
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A Codi i configuració del projecte
El codi que acompanya a aquest document consta d’un fitxer comprimit que conté dues carpetes,
un fitxer README i un altre fitxer comprimit:
Translator/ és la carpeta que conté el llenguatge i el traductor. Incorpora un fitxer README.txt
que detalla l’ús de cada arxiu. Les llibreries necessàries (ANTLR) ja hi estan presents, així que
només cal una instal.lació de java per poder executar el traductor:
https://java.com/es/download/
TTAILib/ és la carpeta que conté la llibreria, junt amb un exemple d’ús. Dins es troba una solució
(.sln) de Visual Studio 2013. Aquesta solució està formada per un sol projecte, de mateix
nom, que trobem a una subcarpeta. Dins d’aquesta, es troben els arxius de codi i un fitxer
README.txt que explica com estan organitzats.
https://www.visualstudio.com/en-us/downloads/download-visual-studio-vs.aspx
README.txt és un fitxer amb informació sobre quines llibreries cal afegir per executar la solució
a TTAILib, i com incorporar-les a l’ordinador.
utils.zip és un comprimit que conté les llibreries mencionades al punt anterior; concretament, glut
i corona.
La solució està configurada per executar el projecte en mode Release per defecte; vigilar de no
executar en Debug si no és necessari ja que el temps que triga en executar-se es multiplica.
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