Abstract-In computer architecture, speculative execution is the process of executing instructions ahead of their normal scheduler!]. Grama et al. [2] introduce the concept of speculative decomposition as a possibility to execute one or more of possible branches in parallel with computation which are expected to determine the branch choice. The following paper introduces the method of speculative query execution in relational databases. Query queue can be seen as a line of sequential instructions and thus changing their order can result in some errors. Author introduce a middleware called the Speculative Layer which, based on a specific graph representation, executes some additional Speculative Queries. Results of those Speculative Queries can be used while executing queries from the queue providing a befit which is a shorter response time. The paper describes the process of graph modelling for groups of queries in order to initiate speculative computations, metrics used to evaluate Speculative Queries and experimental results for a test database and a group of input queries.
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I. INTRODUCTION
O RIGINS of the speculative execution are the early works of branch prediction [3] [4] . The sequential semantics imposes a certain order in which instructions should be loaded, decoded, executed and ended [S] . Code branches, usually de pendent on some logical conditions, disturb the fluency of loading and executing, causing delays. As an attempt to prevent delays there were experiments to predict a branch di rection and to execute an instruction or a group of instructions in advance.
In general, there are three types of Thread Level Specula tions (TLS) [6] :
• Control Speculation -origins from branch prediction strategy. The assumptions could be made based on some static (e.g. op codes) or dynamic values [7] [8].
• Data Dependence Speculation -If two instructions are fully independent, only then the parallel execution is possible. Before memory access instructions are executed, the addresses they refer to are often undetermined. To prevent data load from an address where store should be executed earlier, a certain secure mechanism should be introduced [8] .
• Data Value Speculationis -is expected to prevent data dependency with the value prediction mechanisms which allow to propagate data values to succeeding instructions in advance.
II. RELATED WORK
There is already much research done around the world in adopting speculative execution in database computations.
Polyzotis N. and Ioannidis Y[1 0]. introduce speculation as a parallel, intelligent technique of query processing assistance. Exploiting idle time [ 11] of the system the application pro cesses some asynchronous database manipulations which in case of success would be beneficial for the final query.
Barish G. and Knoblock C.A.
[l2] [13] in order to overcome the limits imposed by binding patterns between data sources propose mechanisms of applying speculative execution for In formation Gathering Plans. The general process of speculative execution involves issuing operations ahead of their normal schedule based on data (hints) received earlier in the plan.
Hristidis V. and Papakonstantinou Y [14] analyse speculative computations for ranked queries. Authors create a speculative version of a ranking algorithm which in case of a slower data source assumes speculatively that there are no tuples satisfying the preference function and thus can return top-N results faster but with some inaccuracies.
Reddy P., Kitsuregawa M.
[IS], Ragunathan T., Krishna R.P. [16] [17] deal with speculative execution for transaction protocols in database systems. They introduce the speculative protocol (SL). With SL the waiting transaction is able to access locked data as soon as blocking transaction produces its images.
III. THE SPECULATIVE LAY ER
An inspiration for this experiment is an idea of speculative execution briefly described in the previous section. Authors proposes a speculative execution mechanism for relational databases executing SQL queries of accepted structure which are CQAC queries with additional IN [20] .
A model described above is implemented as an additional middleware between users and DBMS called the Speculative Layer, which dynamically supports execution of input queries. The Speculative Layer, based on precise Speculative Analysis, creates a subset of data in RAM called further a Speculative DB. The data from the Speculative DB used while executing an input query improves system throughput and shortens users waiting time.
All actions of the Speculative Layer are controlled by the main worker thread called the Manager. In each step N input queries are analysed. This group of input queries is called the Window of Speculations. Based on those analysis, supported by a specific graph representation described in Sections IV and V, Manager assigns tasks to K Worker Threads.
In particular Manager implements the following functions of the Speculative Layer:
I) System Start. This way multiple edges of the same type are allowed. It is important for the Speculative Analysis process raising the importance of some edge connections. Fig.1 
VI. TYPES OF SPECULATIVE QUERIES
The process of Speculative Analysis is expected to de termine a set of Speculative Edges. Those edges represent ditlerent strategies of creating Speculative Queries. Based on the results usage, there are three types of Speculative Edges which represent three types of Speculative Queries:
• Speculative Parameter -those edges/queries relate to the presence of embedded queries. Due to separating an embedded query as a Speculative Query, it is possible to use its results as a parameter in a parent query. The Speculative Parameter Speculation is identified the moment the query with an embedded select enters the Window of Speculation. An embedded query as a whole is added to the head of the Awaiting Speculative Queries List (Qps). As a consequence those queries are always first to be executed by the Worker Thread.
• Speculative Data -the aim of those speculative queries is to obtain and save in the Speculative DB a specific subset of records or/and attributes of a relation. The main goal is to create this subset so as it could be used while executing as many input queries as possible. 
A. Test Database and Test Input Queries
The Database used for experiments was generated with the TPC[21] data and structure generator. It consists of 8 relations storing 1GB data. It represents 150 000 orders from 150 000 customers which include chosen from 200 000 products delivered by 10 000 suppliers. Such database is a fine example of a medium sized Internet store. Eight SQL Query Templates were prepared and used to generate a set of Input Queries executed with the Speculative Layer.
B. Window of Speculation Size and the Number of Speculative Threads
At the beginning the series of experiments were conducted to determine the size of Window of Speculation and the number of Speculative Threads for which the experiments would continue. The size of the Window of Speculation stands for the number of input queries represented by the Query Multigraph and thus it determines the number of generated Awaiting Speculative Queries. � 1500
NUMBER OF ACTIVE SPECULATIVE THREADS Fig, 4 . The number of executed and used Speculative Queries.
red dots, presents the number of Used Speculative Queries for the number of active Speculative Thread. The experiment was carried for the Window of Speculation Size = 5. Fig. 3 shows almost linear dependency between the Size of the Window of Speculation and the number of generated Awaiting Speculative Queries. Fig. 4 also presents almost linear dependency between the number of executed Specu lative Queries and the number of active Speculative Threads. On the other hand the number of Used Speculative Queries hardly changes for the number of threads 3 and more and thus the percent of Used Speculative Queries is decreasing. Based on those observations it was decided that the further experiments would be carried for the Window of Speculation Size=5. The experimental results are presented for the set of 1000 input queries generated from Templates TI-T8. The size of Speculative DB is 700MB RAM. to Speculation and thus the average execution time reduction of those templates (Fig.5) was also the lowest. The reason is that those queries has low occurrence density (l 0%) in the Input Query Set. As a consequence its multigraph vertices has low Selection Degrees and thus they are rarely chosen to be executed by Speculative Threads. What's more, in both those Templates, T3 and T4, IN and LIKE operators are dominating. Those operators refer to the narrow subgroups of attribute values, making it especially difficult to generate Speculative Queries useful for more than one query from the Window of Speculation.
C. Query Execution Times

VIII. CONCLUSION
The following paper presents a model of Speculative Execu tion to support SQL query execution in relative databases. The Speculative Layer executing Speculative Queries is carefully described. In particular the details of an adopted query graph representation are presented. Experimental results obtained for the test database and a group of 1000 input queries are very promising. In case of Template 5, 100% of input queries were execute using the results of executed Speculative Query. Templates: I, 2, 6 and 7 show around 75% and above execution with Speculative Query. All groups of queries show its execution time reduction: from lO%(Template 3) to 70% (Template 6). Further work should concentrate on the improvement of the number of input queries executed with the Speculative Query results (especially for Template 3 and 4). Worth consideration is also allowing more flexible structure of accepted queries and intensifying the number of modifying queries which would require more sophisticated speculation validation methods.
