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図 1.1 Human-powered Joinのタスク：顔写真の被写体の同一性判定（画像は JAFFE Database[9]を利用）








































力を D，出力を Rとする処理が関数 R = f(D)として与えられたときに，f と同等の結果を出す複合関
数 R = T (D)に変換することである．ここで，T (D)を構成する関数群は，計算機が処理を行うだけでな
く，人が処理を行う (人手による処理を依頼する)関数群を含む．後者の関数群を，生成されたタスク集合
と呼ぶ．本論文では，文脈から明らかな場合，複合関数 T と同じ記号 T を用いて，そこに含まれるタス
ク集合 T = ft1; : : : ; tngを表す．各タスク ti の入出力を Ri = ti(Di)と表記する．
タスク生成の最も単純な例としては，与えられた関数 f の入力 D が N 枚の画像集合であり，出力 R
がそれらの全てにキーワードをつけた結果である時，各画像 Di にキーワードを与えるという N 個のタ
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3.2.1 総タスク数
タスク生成を行った結果であるタスク集合 T の要素数の合計である．jT jと表記する．
3.2.2 タスクの依存度分布
あるタスク ti の処理結果を必要とするタスク集合を dependents(ti)とおく．この時，タスクの依存度
分布を，nをパラメータとして，jdependents(ti)j = nであるようなタスクの数を表す関数 DepT で与え
る．これは，0以上 jT j以下の値を取り，jT jで正規化することができる．
0  DepT (n) =
nti 2 T jdependents(ti)j = no  jT j
DepT (0) = jT jのとき，タスクは完全に並列処理可能である．
3.2.3 総タスク処理時間







時間 lをパラメータとして，その処理時間が必要なタスクの数を表す関数 FT である．time(ti)から導
出することができる．これは，0以上 jT j以下の値を取る．また，jT jで正規化することができる．








作業者に求められる能力の集合を Abilities = fa1; a2; : : :gとする．能力の例としては，英語を理解で
きる，阪神タイガースに関する知識がある，ある地域を訪ねることができる，などである．このとき，タ
スク ti の処理に必要な能力を関数 ra : T ! 2Abilities で表す．また，あるタスク集合 T において，能力
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e 2 2Abilities を必要とするタスクの数を関数 AT で表す．これは 0以上 jT j以下の値を取り，jT jで正規
化することができる．
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SELECT R.img, S.img
FROM R JOIN S
ON samePerson(R.img, S.img)
図 4.1 Human-powered Joinを含む問合せ
SELECT R.img, S.img
FROM R JOIN S
ON samePerson(R.img, S.img)
AND POSSIBLY gender(R.img) = gender(S.img)
図 4.2 Join Pre-filterを利用した図 4.1の問合せの処理効率化
論文 [3]では，この Join Pre-filterを利用した問合せは図 4.2のように記述する．図 4.1との違いは，4
行目に Possibly 句を追加することで，Join Pre-filter の生成に性別の情報が必要であり，性別の情報




Step 1. まず，プログラマが Join Pre-filterを生成するための属性（例：属性 gender）を考えて，図 4.2
のような問合せをクエリプロセッサに入力する．クエリプロセッサは，演算対象のリレーション R
と Sに属性 gender追加したリレーション R’(img, gender)と S’(img, gender)を生成
する．
Step 2. クエリプロセッサは，リレーション R’と S’の全ての顔写真に対して，属性 genderの属性値
を入力するタスクを生成する．このタスクは，Join Pre-filterを利用する効率化のために，ワーカが
追加で行うタスクである．
Step 3. ワーカが全ての顔写真に属性値を入力すると，クエリプロセッサは R’ 1JP S’を計算する．こ
こで，JP は，Join Pre-filterを利用した効率化を行うための結合条件 R’.gender=S’.gender
である．




Join Pre-filterは，Human-powered Joinのための結合条件判定タスクを数削する．仮に，Rと Sの顔写
真の男女比が 1 : 1である場合，結合条件判定タスク数は jRj  jSjから jRjjSj2 + jRj + jSjに削減される．
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Join Pre-filterを利用した効率化の本質は，演算対象を同値類（例：[male], [female]）に分割すること
である．
4.3 Perfect Join Pre-filterモデル
Join Pre-filterは次のようにモデル化することができる [3]．N を問合せに追加される Possibly句の
数とする．F = fF1; F2; : : : FNgを Join Pre-filterを生成するために追加する属性の集合とする．ここで，
Fi は i番目の Possibly句で指定されている属性の属性値を含む集合である．例えば，i番目で指定さ
れている属性が gender であるとすると，Fi = fmale;femaleg である．L を演算対象の各タプルに
付与される付与されるラベルの集合 F1  : : :  FN とする．つまり，ラベル l 2 Lは F の各属性の属性






















レーションを R（スキーマは R(部屋番号))とし，当該研究科のゼミ名の一覧を表すリレーションを S (ス
キーマは S(ゼミ名)）とする．Rと Sのタプル間を明示的に対応づける属性は存在しないため，これらの
対応付けには人手による判断が必要である．このとき，部屋番号とゼミ名を結びつける Human-powered






からないことである．そこで，提案手法では，R(: : :) および S(: : :) に個別の属性を追加せず，prop と
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図 5.1 リレーション Name table
no prop という属性を追加して，R’(: : : ;prop;no prop) および S’(: : : ;prop;no prop) を作成す
る．属性 propは，各タプルに付与される属性値の和集合を表す属性である．一方，属性 no propは，
各タプルに付与される非属性値の和集合を表す属性である．例えば，prop 属性の値として male を持
ち，no prop属性の値として femaleを持つタプルは，maleと femaleが同時には成立しないという
非両立性から得られる．
タプルに付与する属性値とそれらの非両立性を記録するために，Name table(name,
incompatible names)（図 5.1）を利用する．各タプル (n; in) において，n は属性値（例：
male）であり，in は，非両立な属性値の集合（例：ffemaleg）である．また，Name table リレー
ションに含まれる全ての属性値を記録するために Namesリレーションを利用する．
5.1.1 具体的な設計
CSJPでは，Join Pre-filterを利用した問合せの処理（4.2節）の Step 1を除去する．その代わりに，ワー
カは次の Type 1, Type 2のタスクを行う．さらに，Step 2のタスクを修正し，ワーカは propと no prop
属性の値を入力する Type 3のタスクを行う．
1. Type 1: タプルに付与する属性値の入力
2. Type 2: 属性値間の非両立性の入力
3. Type 3: propと no prop属性の値の入力
以下では，CSJP のための各タスクについて順に説明する．以下では，処理を行うワーカの集合をリ
レーション Crowdと表す．





入力された属性値はリレーション Name tableの name属性に追加される（図 5.1）タスク数は，
jCrowdj  k+M である．ここで，kは，各 c 2 Crowdの平均の入力回数，M は終了宣言のため
の特別なタスクの入力回数である．
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図 5.2 Type 1のタスク
図 5.3 Type 2のタスク
Type 2. 非両立性入力タスク Type 2では各 n 2 Namesに対してタスクが作成される（したがって，タ
スク数は jNamesjである）．各タスクは，図 5.3のようなフォームを通じて nと両立しない全ての
n0 2 Names  fngにチェックを入力するものである．チェックされた全ての n0 を Namesリレー
ションの incompatible names属性の値として追加する．例えば，図 5.1では「A棟」と両立
しない属性値の集合として「B棟」「C棟」「D棟」が入力されている．
Type 3. 属性値付与タスク R’と S’の各タプルに対して Type 3のタスクが作成される．このタスクで
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図 5.4 Type 3のタスク
図 5.5 CSJPで生成されるリレーションの例
は，ワーカが各タプルに適切な属性値を付与する．タスク数は jRj + jSjである．図 5.4 のような
フォームを通じて propの属性値および no propの属性値を入力する．例えば，図 5.5では R’




1. R(...)および S(...)に，propと no prop属性を追加して，R’(..., prop, no prop)，
S’(..., prop, no prop)を作成する．
2. Type 1 のタスクをワーカに割り当て，ワーカが入力した属性値を Name table リレーションの
name属性に追加する．他に属性値がないことを宣言するためのボタンM 回押されると，Type 2
のタスクをワーカに割り当て，ワーカが incompatible namesの値を入力する．全ての Type 2
のタスクが完了すると，Type 3のタスクがワーカに割り当てられ，ワーカが R’と S’リレーショ
ンに propと no propの値を入力する．Type 3のタスクの処理が行われる間，Type 2のタスク
の結果は no propの値のいくつかを自動的に計算するのに使われる．
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3. R’ 1JP S’を次の Join Pre-filterで計算する．JP は次の通りである．
:(R’:prop \ S’:no prop 6=  _ R’:no prop \ S’:prop 6= )
すなわち，R’の属性 propの値が，S’の属性 no propに含まれる場合，タプルの結合を行わな
い．S’に対しても同様である．例えば，図 5.5では R’の部屋番号が「7D130」である属性 prop






定理は，Type 1と Type 2のタスクのみに関係する．なぜなら，Type 3のタスクは通常の結合条件判定タ
スクと本質的に同じだからである．
Theorem 1 CSJPの手続きは perfect join pre-filterをシミュレート可能である． 2
証明．CSJPの手続きによって生成される Join Pre-filterは，次の場合に perfect join pre-filterの手続きに
よって生成される Join Pre-filterと等価である．
 Type 1のタスクによって入力された属性値の集合が F1 [ : : : [ FN であり,かつ
 Type 2のタスクによって，各 Fi に属する fj , fk 2 Fi に関する全ての非両立性が入力されている.
2
次の定理は，各タプルに付与されるラベル l 2 L（4.3 節参照）によって表されるいかなる同値類も
CSJPによってそれ以上に分割されないということをいう．すなわち，perfect join pre-filterで削減されな
いタプルは，CSJPでも削減されないということを保証する定理である．
Theorem 2 Gを CSJPの手続きによって生成される同値類の集合とする．このとき，l 2 Lによって表
されるいかなる同値類も Gの部分集合である． 2
証明．Join Pre-filterを生成するために追加する属性を F1 のみであると仮定しても一般性を失わない．な
ぜなら，perfect join pre-filterでは，各 Fi が互いに独立していることを仮定しているからである（すなわ
ち，L = F1 : : :FN である）．次に，F1 = fA;B;Cgとする．同様に，この仮定も一般性を失わない．
この時，perfect join pre-filterは，3つの異なる同値類 [A]; [B]; [C]を生成する．この時，CSJPの手続き
で perfect join pre-filterと同じ同値類が生成できない次の 2つのケースが存在する．
Case A: CSJPの手続きが Type 2のタスクより前で終了した場合．このケースでは，CSJPが F1 を分
割することはない．全ての [A], [B], [C]が F1 の部分集合であることは自明である．
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Case B: CSJP の手続きが F1 に関する全ての非両立性が入力されるより前で終了した場合．C とそれ
以外の属性値の間の非両立性が入力されなかった（すなわち ‘A 6= B’だけが入力された）と仮定す
る．この時，CSJPの手続きは，[A] [ [C]と [B] [ [C]という 2つの同値類を生成する．具体的に





Type 1の総タスク数は，jCrowdj  k +M である．ここで，k は，各 c 2 Crowdの平均の入力回数，
M は終了宣言のための特別なタスクの入力回数である．また，Type 2のタスク数は jNamesj，Type 3の
タスクにおいて jRj+ jSjである．したがって，総タスク数は次のようになる．













新たな属性 Fj の属性値 増えない Case 1 Case 2





以外は現れない．したがって，追加で Type 1と Type 2のタスクを行う必要はない．
一方，Case 2, Case 3, Case 4は，新しく追加されたタプルが既存のタプルと異なる性質の場合である．
Case 2: 既存のタプルに付与されている属性値以外に，既存の属性の属性値が新たに現れる．同じ問合せ
の例では，新たに路線の鉄道車両の写真とその路線名が追加される場合である．この場合，新しい色の鉄
道車両が追加されているとすると，追加で Type 1と Type 2のタスクを行う必要がある．例えば，既存の
属性 colorの属性値として，orangeが必要になるとすると，追加で Type 1と Type 2のタスクを行う
必要がある．
Case 3: 新たな属性の属性値が現れる．同じ問合せの例では，新たに路線バスの写真とその路線名が追加
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される場合である．この場合，例えば，新たな属性 vehicleの属性値として，busと trainが必要に
なるので，追加で Type 1と Type 2のタスクを行う必要がある．
Case 4: 既存の属性の属性値が新たに現れ，かつ，新たな属性の属性値が現れる．この場合も，追加で





Theorem 3 Gを CSJPの手続きによって生成される同値類の集合とする．その後，タプルが新たに追
加された後に，CSJPの手続きによって生成される同値類の集合を G0 とする．このとき，l 2 Lによって
表されるいかなる同値類も G0 の部分集合である． 2．
証明．F1 = fA;B;Cgとする．また，G = f[A]; [B]; [C]gとする．この時，動的なデータベースには，次
の 4つのケースが存在する（6.1参照）．
Case 1: 既存の属性 F1 の属性値以外が現れない場合．このケースでは，新たに追加されたタプルに対し
て，prop と no prop 属性の値を入力する Type 3 のタスクのみを行うので，F1 は変化しない．
この時，G0 = f[A]; [B]; [C]gである．したがって，Theorem 2より，l 2 Lによって表されるいか
なる同値類も G0 の部分集合である．
Case 2: 既存の属性 F1 の新たな属性値が現れる場合．新しい属性値 D が現れて，F1 = fA;B;C;Dg
となったとする．perfect join pre-filter は，[A]; [B]; [C]; [D]g という同値類を生成する．この時，
Theorem 2より，l 2 Lによって表されるいかなる同値類も G0 の部分集合である．
Case 3: 新たな属性 F2 の属性値が現れる場合．新たな属性の属性値 ;  が現れて，F1 =
fA;B;Cg; F2 = f; g となったとする．この時，perfect join pre-filter においては，F1 と F2 は
互いに独立していることを仮定しているので，このケースは Case 1 と同様である．したがって，
Theorem 2より，l 2 Lによって表されるいかなる同値類も G0 の部分集合である．
Case 4: 既存の属性 F1 の新たな属性値と，新たな属性 F2 の属性値が現れる場合．F1 =
fA;B;C;Dg; F2 = f; g となったとする．この時，perfect join pre-filter においては，F1
と F2 は互いに独立していることを仮定しているので，このケースは Case 2 と同様である．した
がって，Theorem 2より，l 2 Lによって表されるいかなる同値類も G0 の部分集合である． 2
6.3 総タスク数
本節では，動的なデータベースにおける総タスク数について議論する．リレーション Rと Sが存在し，
R に x タプルが追加されたとする．CSJP を適用しない場合には，結合条件判定タスクが x  jSj 増加
する．
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t1; t2; t3 がそれぞれ，Type 1, Type 2, Type 3で増加するタスク数とすると，CSJPを適用する場合の総
タスク数は，t1+ t2+ t3 増加する．t1; t2; t3 については 6.1節で述べた Case 1の場合と，それ以外のケー
スの場合の 2通りで次のようにまとめることができる．
Case 1: この場合，既存のタプルに付与されている属性値以外は現れないので，追加で Type 1と Type 2
のタスクを行う必要はない．したがって，t1 = 0; t2 = 0; t3 = xである．
Case 2, Case 3, Case 4: この場合，追加で Type 1と Type 2と Type 3のタスクを行う必要がある．Type 1




本章では，CSJP を評価する実験とその結果について述べる．本実験の目的は，CSJP が perfect join
pre-filterと比較してどの程度の効率化を実現できるか調査することである．また，動的なデータベースに









られる問合せ Q1を Crowd4U上で実行する．筑波大学に詳しくないプログラマが事前に Join Pre-filterの
ためのヒントを与えることは困難であると考えられる．







言するためのボタンを Type 1のタスクで押した回数である（参照 5.1節）．本実験では，M = 5として
いる．すなわち，全てのワーカがボタンを押す必要がある．
比較対象．CSJPの比較対象として，一定のドメイン知識を持つプログラマによる perfect join pre-filterを
適用した場合を設定した．具体的には，次の 2つの異なるレベルのドメイン知識を用いて行われる理想的
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な効率化を想定し，どれだけのタスクの削減効果があるか計算した．（Perfect 1） building name属
性を Rと Sに追加する．これは，プログラマが建物名に関するドメイン知識を持っているということを
想定している．（Perfect 2）building name属性と floor number属性を Rと Sに追加する．これ
は，プログラマが建物名と階数に関するドメイン知識を持っていることを想定している．
CSJPによって入力される属性値は必ずしも全て正しい値とは限らない．タスク数の削減効果を計算す





図 7.1 は，Join Pre-filter を適用しない場合の総タスク数（JP なし），一定のドメイン知識を持つプロ
グラマによる perfect join pre-filter である Perfect 1 と Perfect 2 を利用した場合の総タスク数，CSJP で
ある CSJP 1 と CSJP 2 を利用した場合の総タスク数を比較したグラフである．CSJP 1 では総タスク数
が 1617であり，十分に効率的な Perfect 1と Perfect 2の中間のタスク数である．また，CSJP 2では総タ
スク数が 734であり，Perfect 2より多くのタスクが削減されている．これは，building name属性と
floor number属性以外にも，Join Pre-filterに利用可能な属性値が数多く入力されたからである．これ





して，全てタプルに対して属性 propの値が付与され，51のタプルに対して属性 no propの値が付与

















状況を仮定する．具体的には，部屋番号リレーション R が 52 のうち，はじめから存在するタプル数が
40（約 77%），新たに追加されるタプル数が 12（約 33%）であることを仮定する．ゼミ名リレーショ
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図 7.3 動的なデータベースにおける CSJPによるタスク数の削減効果
ン Sにはタプルは追加されない．ユニオン棟が建造されるまでは，Join Pre-filterを生成するために追加
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