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Openmoko je revoluční mobilní linuxová platforma s rozšiřující se vývojářskou komunitou. Cílem 
práce je vytvořit uživatelsky přívětivého poštovního klienta v jazyce Java a analyzovat problematiku 
vývoje aplikací na této platformě. V práci jsou popsány možnosti vývoje takovýchto aplikací, a to 
především prostřednictvím grafického toolkitu SWT. Popsána je také knihovna JavaMail pro práci s 
elektronickou poštou. V závěru jsou demonstrovány výhody a nevýhody vytvořené aplikace. 
Výsledkem praktické části práce je poštovní klient, určený pro mobilní linuxová zařízení s 
dotykovým ovládáním a úvod do problematiky vývoje softwaru pro platformu Openmoko.
Abstract
Openmoko is a revolutionary Linux platform with an expanding community of developers. The goal 
of the project is to create a user-friendly email client programmed in Java and analyze the difficulties 
of application development on this platform. The thesis discusses possibilities of development of this 
kind of applications, especially those using SWT widget toolkit. JavaMail library which handles the 
electronic mail is described as well. In conclusion we demonstrate advantages and disadvantages of 
the created program. The outcome of this thesis is an email client designed for mobile Linux devices 
with touch control and an introduction to software development on the Openmoko platform.
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Linux,  Open source,  svobodný software a další  pojmy z této oblasti  se v dnešní  době stále více 
dostávají  do  povědomí  a  nejsou  spojovány  pouze  s  desktopy  či  notebooky.  Spolu  s  masivním 
rozšiřováním zařízení jako jsou smartphony, PDA, UMPC a další mobilní komunikátory, rozšiřuje i 
linuxová komunita svoje působení do této oblasti.
Tato zařízení mohou složit k mnoha účelům, avšak tím hlavním je, jak už z názvu vyplývá, 
mobilita a schopnost propojení s okolním světem pomocí elektronických komunikačních prostředků 
kdekoliv a kdykoliv. Jedním z hlavních a nejrozšířenějších prostředků je elektronická pošta a v této 
práci se elektronickou poštou a implementací nástroje pro její zpracovávání budeme zabývat.
Cílem této práce je vytvořit uživatelsky přívětivého poštovního klienta pro mobilní linuxovou 
platformu Openmoko, prozkoumat problematiku vývoje aplikací pro tuto platformu a demonstrovat 
výhody a  nevýhody vytvořené aplikace.  Tato práce by měla  sloužit  také jako informační  základ 
dalším,  navazujícím  projektům,  které  se  budou  zabývat  vývojem  Java  aplikací  na  platformě 
Openmoko.
Hlavní  motivací  mé práce  je  přispět  zkušenostmi  a  výslednou aplikací  do  komunity  Open 
source. Podpořit také vývoj platformy Openmoko a poskytnout informace o vývoji Java aplikací na 
této  platformě.  Tento  projekt  je  díky  použití  standardní  edice  programovacího  jazyka  Java  na 
Openmoku, jedním z prvních svého druhu.
V úvodních kapitolách se seznámíme s platformou Openmoko a světem mobilního Linuxu. Ve 
čtvrté kapitole analyzujeme možnosti vytváření aplikací pro toto prostředí a nástroje k tomu potřebné. 
Seznámíme se s grafickým toolkitem SWT, popíšeme stručně principy elektronické pošty a následně 
API JavaMail, které je pro tuto aplikaci klíčovým nástrojem. Tuto kapitolu bude uzavírat analýza 
současných  řešení.  Pátá  kapitola  se  zabývá  návrhem  cílové  aplikace.  Šestá  kapitola  nastíní  její 
implementaci a řešené problémy. V závěrečných kapitolách zhodnotíme výslednou aplikaci a pomocí 
testů  demonstrujeme výhody  a  nevýhody  této  aplikace.  V  závěru  zhodnotíme výsledek  a  přínos 
projektu a navrhneme jeho možná rozšíření.
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2 Úvod do světa mobilního Linuxu
Přestože do globálního povědomí se pojem mobilní Linux dostal až v roce 2008, během příchodu 
operačního systému Android od společnosti Google, první formy mobilního Linuxu se objevovali už 
v roce 2003 v mobilních telefonech společnosti Motorola, kterou následovali NEC a Panasonic [1][2].
Od  té  doby  vzniklo  několik  společností  a  organizací,  zabývajících  se  standardizací  těchto 
platforem.  Jmenovitě  Linux  Phone  Standards  Forum,  Open  Mobile  Alliance,  CE  Linux  Forum, 
Gnome Mobile and Embedded,  Mobile and Internet  Linux Project,  a  další.  Jednalo se o jedny z 
prvních a zakládajících. Přesto je v současné době zastínily skupiny společností, které byly vytvořeny 
teprve v roce 2008 a jsou momentálně rozhodujícími hráči na trhu mobilních zařízení, využívající 
Linux. Jsou to Open Handset Alliance, dále jen OHA, a LiMo Foundation, dále jen LiMo.Více v [2] a 
[3]. A nakonec organizace Openmoko Inc. a její projekt Openmoko, jehož cílem je vytvořit kompletní 
Open source platformu jak po stránce hardwarové, tak i po stránce softwarové [4]. S Openmokem, 
jako cílovou platformou v této práci, se seznámíme blíže v následující kapitole.
OHA je sdružení výrobců mobilních telefonů, operátorů a výrobců komponent a technologií. 
Vzniklo především kvůli potřebě rozšířit a standardizovat operační systém Google Android, založený 
na linuxovém jádře provázaném s Javou. Cílem je umožnit rychlý a levný vývoj nových aplikací a 
také prezentovat jednoduché a příjemné rozhraní. Viz [5].
LiMo  je  společenství  založené  společnostmi  Motorola,  NEC,  NTT  DoCoMo,  Panasonic, 
Samsung  a  Vodafone.  Účelem  je  vytvoření  tzv.  LiMo  platformy,  která  má  sloužit  jako  základ 
operačního  systému  pro  mobilní  telefony  a  zařízení,  založené  na  linuxovém  jádru  a  grafickém 
toolkitu GTK+. Od doby jejího vzniku se již přidalo několik desítek dalších významných společností. 
Doposud nejznámější  produkt,  který vzešel  z této aliance,  je  smartphone Samsung Omnia,  jehož 
operační systém je založen na LiMo Platform. Viz [6].
Dnešními největšími hráči jsou tedy OHA a její Google Android, a na druhé straně LiMo s 
platformou LiMo. Openmoko zde sehrává spíše doplňující roli, jelikož její filozofie je založena na 
kompletně otevřené platformě ve všech aspektech a komerční úspěch není jejím primárním cílem. 
OHA a LiMo sice  mají  ve  svých názvech a  prohlášeních často pojem „Open source“,  ale  jejich 




Openmoko je projekt společnosti Openmoko Inc. započatý v září roku 2006, jehož účelem je vytvářet 
mobilní telefony se svobodným operačním systémem a softwarem, který umožní uživatelům vytvářet 
vlastní  software,  přidávat  nové  hardwarové  komponenty  a  zajistit  plný  přístup  ke  všem  částem 
telefonu.
Openmoko vyvíjí také software a operační systém pro tyto telefony. V současnosti poslední 
vydání  operačního  systému se  standardním softwarem má kódové  označení  Om 2008.12.  Druhý 
telefon uvolněný na trh touto společností, Neo Freerunner, má však z výroby nainstalován starší verzi 
Om 2007.2.
Openmoko jako produkt zatím není určen pro bežné uživatele a cílovou skupinou jsou vývojáři 
a zkušenější uživatelé, kteří postupně pomáhají implementovat různé aplikace a ladit či vytvářet nové 
operační systémy. Více v [4].
V České republice byla tato platforma představena poprvé v roce 2008 na konferenci LinuxAlt. 
Telefon Neo Freerunner je v současné době v tuzemsku dostupný u nezávislého distributora.
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3.2 Neo 1973 
Neo 1973 (kódové  označení  GTA01)  je  první  z  telefonů a  první  hardwarová  platforma,  která  v 
projektu Openmoko v červenci roku 2007 vznikla.[4] Toto zařízení lze stejně jako Neo Freerunner 
považovat také za PDA či Pocket PC. K dispozici jsou kompletní schémata základní desky, zdrojový 
kód operačního systému  i CAD zdrojové soubory šasi telefonu.
Tento  model  se  po  vydání  Neo  Freerunneru  (kódové  označení  GTA02)  přestal  prodávat. 
GTA01  byl  velmi  poruchový  jak  po  stránce  hardwarové  tak  i  softwarové  (operační  systém Om 
2007.2). Přesto znamenal velmi důležitý krok v projektu Openmoko a vývojaři se poučili a odstranili 
do verze GTA02 obrovské množství chyb a nedostatků. Tato verze byla určena pro programátory se 
znalostí linuxového kernelu a nízkoúrovňového programování. [4]
Rozměry a váha 120.7 x 62 x 18.5 mm, 184 g
Obrazovka 2.8“ 480x640 při 285 ppi, dotykový (single-touch)
Úložiště 64 MB integrovaná flash paměť, MicroSD, MicroSDHC
Procesor Samsung S3C2410 SoC @ 266 Mhz, ARMv4
RAM 128 MB
Konektivita GSM 900/1800/1900, GPRS 12 2.5G, Bluetooth 2.0 EDR
Další parametry GPS, 2 reproduktory, USB 1.1, baterie 1200mAh
Tabulka 3.1: HW parametry GTA01
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Obrázek 3.1: Neo 1973
3.3 Neo Freerunner
Neo Freerunner (kódové označení GTA02) je nástupce modelu Neo 1973 (GTA01) a byl to logický 
krok v projektu Openmoko.[8]  GTA02 je v mnoha ohledech stabilnější než předchozí verze a to díky 
odladěnějším komponentám a také novému operačnímu systému Om 2008.8 (kódové označení ASU). 
Znamená velký krok směrem k širšímu spektru cílových uživatelů – programátorů ze všech oblastí. 
Díky tomuto modelu se  pojem Openmoko začal  bleskově šířit  a  komunita  se  rozrostla  o  stovky 
vývojářů.  Od tohoto  momentu  v  červenci  roku 2008,  neustále  přibývají  nové  aplikace,  operační 
systémy a projekt získal stabilní podporu testerů.
Stejně jako u GTA01 jsou k dispozici pro GTA02 dokumentace hardwaru, obvodová schémata, 
CAD výkresy  a  samozřejmě zdrojový kód.  Prográmatoři  kernelu  mají  také  k  dispozici  speciální 
debug board určený k flashování NOR paměti, použití JTAGu, či k přistupu ke kernelové konzoli.
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Obrázek 3.2: Neo Freerunner
Obrázek 3.4: CAD nákresyObrázek 3.3: Debug board
V nové verzi přibylo několik důležitých vylepšení týkajících se funkční hardwarové stránky a 
konektivity. Jmenovitě především Wi-fi modul, A-GPS, dva 3D akcelerometry, 2D/3D akcelerátor, 
rychlejší  procesor,  větší  RAM paměť a  podpora USB Host  módu.  Viz  [8].  K vývoji  a  testování 
aplikace, která je předmětem této práce, byl použit tento model.
Rozměry a váha 120.7 x 62 x 18.5 mm , 184 g
Obrazovka 2.8" 480x640 při 285 ppi, dotykový (single-touch)
Úložiště 256 MB flash paměť, microSD, microSDHC
Procesor Samsung 2442 SoC @ 400 Mhz, ARMv4
Grafický akcelerátor SMedia 3362 2D/3D Graphics Accelerator
RAM 128 MB
Konektivita GSM 900/1800/1900, GPRS 12, Bluetooth 2.0 EDR, WiFi AR6K
Další parametry dva 3D akcelerometry, A-GPS, USB Host mód
Tabulka 3.2: HW parametry GTA02
Díky  detailní  dokumentaci  tohoto  modelu  a  jeho  hardwarovým  možnostem  je  ideálním 
prostředkem k vytváření specializovaných zařízení. Vhodný také jako učební pomůcka pro technické 
školy (podobně jako FitKit  na  FIT VUT v Brně).  Nabízí  nespočet  dalších možností,  omezených 
pouze kreativitou vývojářů.
Také na Neo Freerunneru lze využívat již existující linuxové aplikace. Neo Freerunner však 
používá procesor s architekturou ARM. Z tohoto důvodu je existující linuxový software, pokud není 
standardně dodávaný i pro tuto architekturu, potřeba portovat. ARM architektura, výkon procesoru a 
velikost paměti jsou jedny z omezení Neo Freerunneru.
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Obrázek 3.5: Om 2007.2 Obrázek 3.6: Om 2008.12
V současné době existuje několik speciálních edicí tohoto zařízení. Např. NeoPwn, na testování 
bezpečnosti sítí a penetrační testy, Poky – platforma na návrh, implementaci a testování linuxových 
zařízení, nebo Openmokast, zařízení pro příjem broadcastového vysílání. Další v [9].
Je třeba poznamenat,  že GTA02 je stále vývojová verze,  která není učena pro masový trh. 
Objevilo  se  několik  nedostatků  jako  například  interference  mezi  SD slotem a  GPS,  kdy získání 
polohy trvalo i několik desítek minut. Toto bylo vyřešeno pomocí různých úprav, jak hardwarových, 
tak  softwarových.  Dále  se  objevují  komplikace  s  nekompatibilními  SIM  kartami,  napájením  či 
špatnou  zvukovou  kvalitou  hovoru.  Vyskytují  se  i  omezení  zasahující  do  filozofie  společnosti 
Openmoko. Například neexistující open source ovladač pro grafický akcelerátor, striktní licencování 
firmwaru GSM modulu a některé další. Více v [10].
Tyto  problémy  se  však  průběžně  řeší  a  Openmoko  se  čím  dál  tím  více  blíží  produktu, 
vhodnému i pro masový trh.
3.4 Distribuce
Distribucemi  na  platformě  Openmoko  jsou  myšleny  kompletní  programové  balíky  včetně  jádra 
operačního systému. Většina distribucí použivá stejné linuxové jádro. Náhrávání distribuce na Neo 
Freerunner probíhá metodou flashování do NAND paměti. Distribuce se v této fázi skládá ze dvou 
souborů,  a  to  obrazu  kernelu  (přípona  „uimage“)  a  obrazu  kořenového  souborového  systému 
(přípona  „jffs2“).  Obraz  kernelu  tedy  mnoho  distribucí  používá  stejný  a  je  aktualizovaný  a 
opravovaný oficiálním týmem vývojářů Openmoko. Informace o distribucích v této kapitole čerpány 
z [9].
Na Neo Freerunneru lze provozovat několik různých distribucí, které se neustále rozšiřují. Lze 
je rozdělit na tři základní skupiny:
• oficiálně vyvíjené společností Openmoko Inc,
• vyvíjené komunitou Openmoko,
• nevyvíjené přimo pro Openmoko, portované komunitou.
3.4.1 Oficiální distribuce
První z oficiálních distribucí byla Om 2007.2, postavená na GNOME Mobile. Byla používána na Neo 
1973 a nastavena z tovární výroby u Neo Freerunneru. Následovala Om 2008.8 (ASU), která měla 
kompletně odlišné grafické rozhraní, které bylo založené na systému Qtopia (nyní Qt Extended). V 
současnosti je poslední oficiální verze Om 2008.12. Následníkem řady Om 2008 má být Om 2009, a 
má být založena na architektuře FSO. Tu si  přiblížíme v kapitole  3.5 o architektuře na platformě 
Openmoko.
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Oficiální distribuce se vyznačují větší stabilitou a rychlejším vývojem než ostatní skupiny.
3.4.2 Distribuce vytvořené komunitou
Jednou z prvních distribucí tohoto druhu je FDOM (Fat and Dirty Openmoko) a lze ji považovat za 
jednu  z  nejrozšířenějších  díky  mnoha  vylepšením  a  opravám  původní  2008.8,  Obsahuje  také 
kompletní sadu aplikací, které v oficiálních distribucích nejsou, počínaje těmi, které aktivně využívají 
akcelerometrů, přes použitelné přehrávače videa, až po GPS navigaci.
Z těch významnějších už jmenujeme jen SHR (Stable  Hybrid Release),  využívající  FSO a 
oficiální vydání Om 2009 se této distribuci bude podobat nejvíce.
3.4.3 Distribuce z jiných platforem
V této skupině jsou jedny z nejstabilnějších distribucí pro Neo Freerunner. Jednou z prvních, která 
byla na Openmoko portována, je Qt Extended (původně Qtopia). Vytvořila ji společnost Trolltech, 
odkoupená v roce 2008 společností Nokia. V současnosti je jednou z nejnadějnějších distribucí a také 
konkurentů pro Google Android.
Distribuce,  dobře  známé  ve  světě  stolních  počítačů  a  Linuxu,  zastupují  Debian  a  Gentoo. 
Nadšenci  z  komunity  je  úspěšně  portovali  pro  Neo  Freerunner  a  slouží  často  jako  základ 
specializovaným distribucím.
Nakonec je důležité zmínit  i Google Android, který byl úspěšně naportován na Openmoko. 
Zasloužila se o to společnost Koolu, která využila nízkou cenu a potenciál Neo Freerunneru a začala 
jej  s  Androidem prodávat  i  pro masový trh.  V současnosti  je  stejně jako Qt  Extended stabilní  a 
vhodná pro použití Neo Freerunneru jako běžného telefonu.
Google  Android  a  Qt  Extended z  této  skupiny  jsou  jedny z  těch  zajímavějších  pro  běžné 




Společnost Openmoko vytvořila standardizovaný framework (middleware), jehož název je FSO [11]. 
Byl vytvořen s cílem zajistit a definovat základní podobu architektury služeb pro linuxově založené 
mobilní telefony a PDA. Tímto zajistila potřebný základ k vytváření aplikací, a tím i distribucí pro 
platformu  Openmoko.  V  současné  verzi  distribuce  Om  2008  není  tento  framework  ještě  plně 
implementovaný, ale v druhé polovině roku 2009  je naplánované vydání verze Om 2009, která už 
bude plně využívat architekturu FSO. Informace a obrázky v této kapitole čerpány z [11],[12] a [13].
Architekturu lze rozdělit na čtyři základní vrstvy:
1. Aplikační vrstva – Komunikuje s druhou vrstvou pomocí flexibilního D-Bus systému.
2. Middleware vrstva – Obsahuje konkrétní FSO služby (přístupné přes D-Bus).
3. Low-level služby – Zajišťuje například síť, bluetooth, audio a další.
4. Vrstva kernelu – Obsahuje hardwarové ovladače (přístupné přes sysfs, ioctls a další).
Prvky architektury, které bude využívat naše cílová aplikace, zůstanou v distribuci Om 2009 stejné. 
Její funkčnost by tedy neměla být nijak novou architekturou ovlivněna. 
Díky použití programovacího jazyka Java a nástrojů z projektu Jalimo, který si přiblížíme v 
kapitole  4.2,  nebylo  potřeba  při  vývoji  poštovního  klienta  využívat  služeb  D-Busu a  veškerou 
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Obrázek 3.7: architektura FSO
komunikaci zajišťoval přímo virtuální stroj, na kterém aplikace beží. Práce se systémovými službami 
se  ničím  neliší  od  klasického  přístupu  v  Javě.  Pouze  v  případě  specifických  komponent  (např. 
akcelerometry,  gps) je k přístupu potřeba D-Bus využít.  Díky projektu Jalimo podporuje Java na 
Openmoku zasílání a přijímání systémových zpráv přes tento systém.
Jak je znázorněno na obrázku 3.8, tak se Jalimo s Java virtuálním strojem nachází na abstraktní 
vrstvě  mimo  klasickou  architekturu.  JVM  má  komplexní  přístup  k  potřebným  částem  systému. 
Portování Java aplikací je tedy díky virtuálnímu stroji na Openmoku velmi jednoduché a nabízí široké 
možnosti rozšíření, omezené pouze použitými knihovnami.
Openmoko framework a FSO tedy vytváří pevný základ pro budování rozličných aplikací v 
nejvyšší vsrtvě, za použití širokého spektra programovacích jazyků a grafických frontendů. FSO je 
momentálně k dispozici jako samostatná distribuce k testování.
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Obrázek 3.8: Software v architektuře Openmoko
4 Analýza
Openmoko  jako  linuxová  platforma  podporuje  šírokou  škálu  programovacích  jazyků.  Velká 
nevýhoda spočívá v teprve vyvíjejícím se projektu Openmoko. Zatím není dostupné oficiální SDK a 
vývojové postupy a doporučení  tvoří  pouze několik  článků na oficiálních stránkách.  Obzvláště  v 
případě programovacího jazyka Java je dokumentace nejslabší, viz  [14]. Analýza v této práci tedy 
byla  jednou  z  náročnějších  fází  a  rozsah  této  kapitoly  s  tímto  faktem  koresponduje.  Kapitola 
poskytuje ucelené informace o vývoji v jazyce Java na Openmoku.
Hlavní podporované jazyky jsou nyní C, C++, Python a Java [14]. Méně rozšířené jsou Erlang, 
Objective  C,  PHP,  Perl,  Ruby,  Scheme,  Tcl  a  další.[15] Pro  tuto práci  jsme vybrali  jazyk  Java. 
Jedním z hlavních důvodů je univerzální použitelnost a přenositelnost aplikací programovaných v 
Javě a tedy možné další rozšíření naší aplikace na jiné platformy. Na Openmoku je díky projektu 
Jalimo [16] podporována i edice Java Standard Edition (Java SE). 
Jedním z  hlavních  cílů  této  práce  je  podílet  se  na  rozvoji  komunity  Openmoko.  Hlavním 
přínosem by tedy mělo být zdokumentování procesu vývoje Javy na Openmoku a vytvoření aplikace 
demonstrující  její možnosti. Jediné Java aplikace vytvořené pro tuto platformu jsou v současnosti 
ZOMG! (správa softwaru) a Opreco (ovládání prezentací). Stávájící implementace poštovních klientů 
v Javě jsou postaveny na edici Micro Edition a jsou určeny spíše pro klasické mobilní telefony a 
kurzorové  ovládání  (klasická  číselná  klávesnice,  pohyb  v  menu  pomocí  šipek,  atd.).  Výsledná 
aplikace by tedy měla být jednou z prvních svého druhu, určená primárně pro dotykové ovládání na 
moderních mobilních zařízeních.
4.1 Java na Openmoku
Na Openmoku lze provozovat tři základní typy platformy Java:
• Java Standard Edition (Java SE),
• Java Micro Edition (Java ME, J2ME),
• Hybridní řešení – Využití  Java SE virtuálního stroje pro běh Java ME (např. Microemu), 
nebo  kompilování  pomocí  gcj a  následného  běhu  bez  použití  JVM.  Tyto  metody  jsou 
experimentální.
Jako doplnění je potřeba zmínit novou platformu JavaFX Mobile[17], která vznikla na začátku 
roku 2009 spojením možností  jazyku JavaFX Script  a projektu SavaJe (operační  systém v Javě). 
Představuje  speciální  mobilní  platformu.  Její  funkčnost  byla  na  Openmoku  společností  Sun 
Microsystems  demonstrována.  Není  však  ještě  pro  tuto  platformu  uvolněna.  Pokud  se  JavaFX 
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úspěšně rozšíří, měla by v budoucnu nahradit  Java ME či Java SE pro vývoj aplikací na mobilní 
zařízení. Informace v této kapitole čerpány z [16] a [18].
4.1.1 Java Standard Edition
Java SE na Openmoku je port originální desktopové verze Javy firmy Sun Microsystems. Většina 
kódu byla uvolněna jako open source pod GPL licencí (s určitými vyjímkami). Uzavřené části jsou 
neustále nahrazovány svobodnými alternativami.[18]
Implementace Javy SE pro ARM architekturu v open source podobách:
• OpenJDK - svobodná implementace platformy Java Standard Edition.
• Icedtea - OpenJDK s několika vylepšeními pro začleňování do svobodného softwaru.
• CacaoVM – GPL virtuální Java stroj, který funguje na principu Just-In-Time (JIT) kompilace 
a využívá GNU Classpath nebo Icedtea/OpenJDK jako standardní knihovnu tříd.
• JamVM – další GPL virtuální stroj s malými nároky na systém, využívá GNU Classpath.
• Apache Harmony – Java SE projekt společnosti Apache Software Foundation.
Z  těchto  jmenovaných  jsou  na  Openmoku  v  současnosti  funkční  CacaoVM  a  JamVM  v 
kombinaci s GNU Classpath.
4.1.2 Java Micro Edition
Platforma Java Micro Edition (Java ME, dříve J2ME) je edice Javy určená pro zařízení s omezeným 
výkonem (např. mobilní telefony, PDA, apod.). Obsahuje omezenější API než Java SE.[18]
Projekt  PhoneME je  open source implementace Javy ME. Je licencován pod GPL2.  Tento 
projekt není pro Openmoko ještě plně implementován. V současnosti existují dvě verze PhoneME:
• PhoneME Feature – implementace CLDC a MIDP2 (frameworky pro Java ME), určena pro 
běžné mobilní telefony s velmi omezeným výkonem.
• PhoneME  Advanced –  implementace  komplexnějšího  frameworku  CDC  určeného  pro 
pokročilejší zařízení jako jsou smartphony, PDA, apod.
Dalšími  projekty  jsou  MIDPath  a  Microemu,  které  jsou  v  současnosti  na  Openmoku 
podporovány.
• MIDPath – Java knihovna poskytující  implementaci  MIDP2 a může být použita s CLDC 
verzí virtuálního stroje CacaoVM.




Jalimo je projekt, jehož cílem je integrace svobodných verzí Javy na open source platformy jako je 
Openmoko a další (např. Maemo). Cílem je portovat a přizpůsobit existující JVM projekty a vytvořit 
API pro jednoduchou integraci a vývoj pro cílové platformy [16].
Projekt Jalimo obsahuje několik částí a pro další postup je podstatné pochopit, analyzovat a 
vybrat nástroje potřebné a vhodné pro vývoj cílové aplikace.
4.2.1 Virtuální stroje
Jalimo používá CacaoVM jako virtuální stroj a GNU Classpath jako standardní knihovnu tříd. Dalším 
JVM je  JamVM a oproti  CacaoVM klade menší  nároky na systém. Pro porovnání  jsou uvedeny 
výsledky testu srovnání virtuálních strojů PhoneMe, CacaoVM a JamVM. Autor k testování využíval 
nástroj Linpack, založený na testování výkonu pomocí lineární algebry a výpočtů v plovoucí řádové 
čárce. Převzato z [19].
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Obrázek 4.2: Výkon v Mflops/sec
Obrázek 4.3: Rychlost dokončení operace
Obrázek 4.1: Rychlost startu
JamVM tedy byla prvotní volba virtuálního stroje pro naši aplikaci na Openmoko. V průběhu 
této  práce  však  CacaoVM  vyšlo  v  nové  verzi,  kterou  upravil  tým  projektu  Jalimo  přímo  pro 
Openmoko a díky efektivnějšímu použití  cache paměti zvýšila svůj výkon o 30% a vyrovnala se 
JamVM  [19].  CacaoVM využívá plně Just-In-Time kompilaci,  jejíž  princip spočívá v překladu a 
optimalizaci  před  spuštěním  programu,  kdy  výsledek  je  srovnatelný  s  konvenčním  překladem. 
Vzhledem k větší stabilitě a probíhající implementaci OpenJDK pro CacaoVM, byl tento virtuální 
stroj zvolen jako nejvhodnější.
4.2.2 Standardní knihovna tříd
Standardní  knihovna  tříd  reprezentuje  v  Javě  sadu  základních  knihoven  potřebných  pro  běh 
programu, základní operace, práci se sítí, I/O, matematické operace, základní grafický toolkit (AWT) 
a další.[20]
V současnosti existují dvě hlavní svobodné implementace této knihovny:
• GNU Classpath – součást projektu GNU společnosti Free Software Foundation, jehož cílem 
je  implementovat  standardní  knihovnu  Javy  jako  open  source.  Hlavní  část  nyní  tvoří 
implementace JDK verze 1.5. Kompletnost implementace byla k 20.4.2009 95% a pravidelně 
se zvyšuje. Projekt GNU Classpath převzal část knihoven z projektu OpenJDK. Více v  [21].
• OpenJDK – projekt společnosti Sun Microsystems k uvolnění svobodné implementace JDK. 
Tato implementace je kompletní  a verze se odráží  od aktuální  proprietární  edice JDK. V 
současné  době  je  zdrojový  kód  uvolněný  k  majoritní  části  knihovny,  ale  stále  chybí  k 
některým knihovnám (k březnu 2009 méně než 1%). Více v [22].
Na  Openmoku  je  nyní  k  dispozici  kombinace  virtuálních  strojů  pouze  s  knihovnou  GNU 
Classpath, jejíž omezení je v nekompletnosti a toto ovlivní i podporu některých funkcí ve výsledné 
aplikaci.  Stav implementace OpenJDK pro Openmoko v kombinaci s CacaoVM je momentálně v 
poslední fázi  [23] a je velmi očekáváná komunitou z oblasti mobilního Linuxu a Javy. Zároveň je 
velmi důležitá  pro našeho poštovního klienta a podporu funkčnosti  některých částí,  o kterých se 
zmíníme v kapitole 6 o implementaci.
4.2.3 Grafické toolkity
Pro  Openmoko  bylo  zpřístupněno  několik  grafických  toolkitů  na  vývoj  aplikací  s  grafickým 
rozhraním. Viz [16].
• AWT – základní grafický toolkit, který je součástí Java platformy. Poskytuje standardní API 
pro vývoj GUI. Je platformně nezávislý a k zobrazení využívá nativní grafické knihovny 
systému. Poskytuje pouze základní grafické komponenty. [20]
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• Swing – widget toolkit, který je také jednou z komponent Java platformy společnosti Sun 
Microsystems.  Rozšiřuje  a  nahrazuje  předchozí  AWT  a  obsahuje  pokročilejší  grafické 
komponenty.  Standardně  používá  vlastní  vzhled,  který  je  na  všech  platformách  stejný 
(takzvaný Look and Feel).[20] 
• Java-gnome – sada knihoven pro vytváření uživatelských rozhraní v GNOME prostředí a 
využívá GTK+.Viz [16].
• Eclipse  SWT –  neboli  Standard  Widget  Toolkit,  je  grafický  toolkit  pro  Java  platformu, 
vyvinutý původně společností IBM a později přešel pod společnost Eclipse Foundation. Ta 
jej  nyní podporuje a rozšiřuje.  Využívá nativního zobrazení  na dané platformě (například 
GTK+, Motif a další). U SWT byl kladen důraz na výkon, rychlejší odezvu a menší nároky 
na systém.Viz [24].
Přestože je rozšířenější toolkit Swing, tak projekt Jalimo doporučuje používat pro Openmoko a 
další  platformy SWT. Tento toolkit  byl  pro cílovou aplikaci  také použit  a  to z několika důvodů. 
Jedním z hlavních je  menší  náročnost  na systém oproti  Swingu.  Dále  kompletní  dostupnost  API 
(kromě  widgetu  HTML  Browser),  kde  například  java-gnome,  která  by  byla  jedinou  vhodnou 
alternativou v porovnání se Swingem, nemá zatím API plně implementováno. AWT bylo z výběru 
vyloučeno kvůli  omezenému počtu grafických komponent.  Posledním důvodem je  nativní  vzhled 
rozhraní, a tím i  jednotnost vzhledu s ostatními aplikacemi. Většina těchto aplikací, stejně jako SWT 
na této platformě, využívá jako zobrazovač GTK+.
Eclipse SWT si přiblížíme v kapitole 4.4, jelikož to je jeden z hlavních nástrojů při vývoji naší 
aplikace.
4.3 Vývojové prostředí a nástroje
Pro  Openmoko  zatím  neexistuje  SDK,  který  by  zajistil  vývojáři  maximální  pohodlí,  integraci  a 
možnosti ladit aplikaci v cílovém prostředí. Pro jazyky C/C++ již existuje několik postupů a sada 
nástrojů, avšak není vydáno jako kompletní SDK. Viz [14].
Použití  Javy  v  našem  případě  usnadní  několik  aspektů  vývoje,  díky  její  přenositelnosti, 
závislosti  na  virtuálním  stroji  a  použité  standardní  knihovně  tříd.  Vývoj  aplikace  probíhal  na 
operačním  systému  Ubuntu  8.10  Intrepid  Ibex,  pro  který  jsou  k  dispozici  balíčky  CacaoVM  a 
standardní  Java  knihovny GNU Classpath.  Toto  umožnilo  vytvořit  prostředí  pro ladění  aplikace, 
srovnatelné s prostředím cílového zařízení (Neo Freerunner).
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4.3.1 Vývojové prostředí
Vzhledem k použití  SWT a Javy byl  výběr vývojového prostředí  jednoduchý.  Zvoleno bylo IDE 
Eclipse. Jedná se původně o komerční projekt společnosti IBM, který byl ve verzi 1.0 uvolněn pod 
EPL licencí (hodnota tohoto příspěvku open source komunitě se odhaduje na 40 miliónů dolarů [25]). 
Nyní tento projekt udržuje společnost Eclipse Foundation, stejně jako projekt SWT. Standard Widget 
Toolkit je s IDE Eclipse úzce spojen a oba projekty vznikaly současně. Samotné grafické rozhraní 
IDE  Eclipse  je  naprogramované  v  SWT.  V  současnosti  se  jedná  o  jedno  z  nejpopulárnějších 
vývojových prostředí pro jazyk Java. Více v [25].
4.3.2 Testování aplikace
Pro testování aplikace lze využít různé metody. Aplikační logiku postačuje pro naše potřeby testovat 
na desktopu. Na druhé straně je velmi důležité testovat uživatelské rozhraní a vzhled aplikace. Kvůli 
použití  SWT,  které  využívá  nativního  zobrazení  systému,  aplikace  vypadá  rozdílně  na  různých 
systémech. První metoda zahrnuje použití emulátoru (QEMU nebo Xephyr), ale pro nedostatečnou 
integraci a některé nefunkční systémové součásti, není tato metoda vhodná. 
Nejvěrnější testování uživatelského rozhraní je testování vyvíjené aplikace přímo na zařízení. 
Tuto  variantu  lze  aplikovat  třemi  způsoby.  První  je  připojení  pomocí  VNC,  kdy  na  zařízení  je 
spuštěný VNC server a k němu se z desktopu připojujeme pomocí VNC klienta. Druhá metoda je 
spuštění přímo na zařízení přes vzdálenou relaci (ssh s přepínačem „-X“). Poslední způsob je spuštění 
aplikace přímo v zařízení na obrazovce telefonu. K otestování uživatelského rozhraní a ovladatelnosti 
je to nejvhodnější metoda, kvůli dotykovému ovládání. Emulátor nebo vzdálené připojení lze použít k 
zobrazení  vzhledu.  Testování  vstupu a ovládání  kurzorem myši  ale není  dostatečně srovnatelné s 
ovládáním, které bude v praxi využito, a tím je ovládání prsty nebo dotykovým perem. 
Vzhledem k času potřebnému od kompilace aplikace až po spuštění na zařízení,  se metoda 
vzdáleného připojení ani přímého spuštění příliš neliší. Tudíž spouštění přímo na zařízení není nijak 
komplikovanější v porovnání s ostatními metodami.
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4.4 Standard Widget Toolkit
Standard Widget Toolkit, zkráceně SWT, je jedním z klíčových prostředků při tvorbě našeho 
poštovního klienta. Jelikož SWT není tak rozšířené jako např. Swing a před vývojem aplikace bylo 
potřeba se s ním seznámit, vysvětlíme v této kapitole jeho principy.
SWT je multiplatformní widget toolkit, vyvinutý společností IBM. Hlavní z důvodů proč tento 
projekt vytvořila, byli nevyhovující vlastnosti AWT a Swingu, originálních grafických knihoven od 
společnosti  Sun  Microsystems.  AWT,  využívající  nativní  zobrazení  systému,  nemělo  dostatek 
komponent, a naproti tomu Swing nativní zobrazení dostatečně nepodporoval a jako výchozí používal 
vlastní vzhled na všech systémech. Díky těmto nedostatkům vzniklo SWT, kombinující vlastnosti 
AWT a Swingu. Využívá nativní zobrazení widgetů systému pomocí JNI (Java Native Interface) a 
pokud widget na daném systému není dostupný, SWT ho emuluje. Zároveň má dostatek vyhovujících 
komponent, ale s méně vlastnostmi než komponenty Swingu. Více v [26].
Na obrázku 4.4 je příklad demo aplikace, demonstrující nativní zobrazení SWT na různých 
desktopových operačních systémech.[24] Naší aplikace se týká především prostřední příklad, kde je 
znázorněno zobrazení na operačním systému Linux s GTK+, které SWT na Openmoku používá.
GTK+, neboli GIMP Tookit je multiplatformní toolkit pro vytváření grafických uživatelských 
rozhraní.  GTK+ je napsané v jazyce C,  ale má vazby i  na ostatní  populární  jazyky.  Jako základ 
používá  X  Window  systém  (na  Openmoku  X.Org  Server).  Jedno  z  nejpopulárnějších  prostředí, 
využívajících  GTK+  je  GNOME  a  ze  zástupců  mobilních  linuxových  zařízení  to  je  především 
operační systém Nokia Maemo. Více v [27].
Na  obrázku  4.5 je  zobrazena  demonstrační  SWT aplikace  přímo na  mobilních  linuxových 
platformách Nokia Maemo a Openmoko. (aplikace je jednoduchý prohlížeč souborů [23]) 
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Obrázek 4.4: Porovnání SWT - zleva Windows Vista, Linux (GTK+), Mac OS X.
4.4.1 Architektura SWT aplikace
Stavební  prvky  SWT  aplikace  jsou  Display,  Shell a  Widgets.  Display  sleduje  události  a  řídí 
komunikaci mezi vláknem uživatelského rozhraní a ostatnímy vlákny.  Shell je okno aplikace řízené 
zobrazovacím systémem daného operačního systému (např. X Window). Každá SWT aplikace musí 
obsahovat nejméně jeden Display a jeden nebo více Shellů. Text a ilustrace kapitoly převzaty z [28].
Obrázek  4.6  představuje  architekturu  SWT  aplikace  z  různých  perspektiv.  První  část  je 
zjednodušený  diagram  objektů  uživatelského  rozhraní  (UI).  Druhá  část  znázorňuje  obsahovou 
strukturu  objektů UI. Poslední diagram představuje vytvořené uživatelské rozhraní.
Pokud aplikace používá několik  vláken,  každé vlákno má vlastní  instanci  objektu  Display. 
Objekt Shell reprezentuje okno v kontextu operačního systému. První je Shell nejvyšší úrovně, který 
je  vytvořen  jako  potomek hlavního  objektu  Display.  Další  objekty  Shell  se  váží  pouze  k  jiným 
objektům typu  Shell.  Typ tohoto  objektu  závisí  na  stylu  zadaném v  jeho  konstruktoru.  Výchozí 
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Obrázek 4.5: SWT - Srovnání zobrazení, vlevo Nokia Maemo, vpravo Openmoko 2007.2.
Obrázek 4.6: SWT aplikace z různých perspektiv
hodnota při nezadaném parametru je DialogShell. Pokud je konstruktoru předán aktuální Display, je 
tento shell na nejvyšší úrovni.
Nastavení  některých  widgetů  musí  být  zadána  již  v  jejich  konstruktoru.  Tato  nastavení  se 
nazývají  style  bits a  můžeme je  nazývat  styly.  Styly jsou  definovány konstantami  v třídě  SWT. 
Například konstruktor tlačítka - Button tlacitko = new Button (shell, -Styl-). Je možné definovat více 
stylů  pomocí  operátoru  OR  „|“.  Pokud  chceme  například  vytvořit  tlačítko  s  okrajem,  jako  styl 
použijeme SWT.PUSH | SWT.BORDER.
4.4.2 Postup při vytváření SWT aplikace
Při tvorbě SWT aplikace je potřeba dodržet následující postup:
1. Vytvořit objekt Display.
2. Vytvořit jeden nebo více objektů Shell (okna aplikace).
3. Nastavit objektům Shell takzvaný Layout manager (pravidla rozmístění komponent).
4. Vytvořit komponenty – widgety uvnitř objektů Shell (oken).
5. Vytvořit smyčku zajišťující sledování událostí.
6. Ukončit objekt Display.
Pro přiklad si uvedeme zdrojový kód jednoduché aplikace demonstrující tento postup.
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public class example {
public static void main(final String args[]) {
Display display = new Display(); // ad.1
Shell shell = new Shell(display); // ad.2
shell.setLayout( new GridLayout()); // ad.3
// Zde by se umístil další kód aplikace // ad.4
shell.pack();
shell.open();







Výše popsaný postup je nezbytný k vytvoření SWT aplikace a pochopení základního principu 
její architektury. Tyto a další praktické informace o SWT lze nalézt v [28].
Jelikož SWT není příliš rozšířené, tak je obtížné získat podrobnější podklady k tomuto toolkitu. 
Jediná kniha v České republice, která se SWT věnuje, SWT: The Standard Widget Toolkit od Steva 
Northovera a Mika Wilsona, se již neprodává a ani v knihovnách VUT nebyla dostupná. Také z 
online  databáze  knih,  dostupných  z  VUT  sítě,  konkrétně  Safari,  kde  kniha  je  v  katalogu,  byla 
odstraněna. Výchozím rozcestníkem SWT dokumentace jsou oficiální stránky Eclipse SWT  [24] s 
odkazy na články o SWT a několik tutoriálů. Základní pomůckou byla také programová dokumentace 
API SWT.
Pro tento grafický toolkit  neexistuje standardní GUI editor,  jako například pro Swing. Jsou 
dostupné pluginy třetích stran pro IDE Eclipse, jejich funkční  úroveň je bohužel nízká.  Z tohoto 
důvodu a  potřeby  plně  kontrolovat  grafické  rozvržení  naší  aplikace,  nejsou  tyto  editory  vhodné. 
Rozhodli jsme se tedy programovat uživatelské rozhraní bez použití GUI editoru.
4.5 Elektronická pošta - JavaMail
V této části nebudeme popisovat základy elektronické pošty, ani její historii a všeobecné informace. 
Zaměříme se především na analýzu a popis knihovny JavaMail,  která je klíčovým nástrojem naší 
aplikace  a  na  úvod  uvedeme  stručný  přehled  protokolů  elektronické  pošty,  které  bude  aplikace 
využívat a které JavaMail API podporuje.
Původní záměr byl použít svobodnou implementaci GNU JavaMail ve verzi korespondující s 
JavaMail API 1.3. V březnu roku 2009 však společnost Sun Microsystems uvolnila JavaMail API 
jako open source (v rámci projektu Kenai) [29], a díky tomu bylo vhodnější použít přímo originální 
edici  JavaMail  ve  verzi  1.4.2,  která  oproti  GNU  JavaMail  obsahuje  mnoho  vylepšení  a  oprav. 
Usnadnil se tak vývoj naší aplikace. Informace v této kapitole byly čerpány z [30], [31] a [32].
4.5.1 Architektura JavaMail
JavaMail API je volitelné rozšíření JDK a slouží ke čtení, vytváření a posílání elektronických 
zpráv. Jedná se o platfomně a protokolově nezávislý framework. Kromě edice Java EE (Enterprise 
Edition), není v ostatních edicích Javy standardně zahrnutý a dodává se jako volitelný balíček. Pro 
jeho plnou funkčnost je potřeba také stáhnout rozšíření JAF (JavaBeans Actiovation Framework - od 
edice Java SE verze 6 je ve standardní knihovně). Framework JavaMail je určený pro použití v MUA 
(Mail User Agent). Nikoliv pro MTA (Mail Transfer Agent), které zajišťují transport, doručování a 
přeposílání zpráv a obvykle se jedná o serverové programy.
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JavaMail API poskytuje protokolově nezávislý přístup ke čtení a přijímání zpráv a dělí API na 
dvě části:
• První část API se zaměřuje na posílání a příjímání zpráv nezávisle na protokolu.
• Druhá část obsahuje specifické rozhraní pro protokoly jako jsou SMTP, POP, IMAP a NNTP.
Obrázek  4.7  znázorňuje  zjednodušeně  architekturu  frameworku  JavaMail.  Identifikace 
protokolu u abstraktní vrstvy zajišťuje objekt Properties klíčem určujícím providera (nazývá se také 
poskytovatel). Knihovna obsahuje poskytovatele pro SMTP, IMAP a POP3.
4.5.2 Použité protokoly
4.5.2.1 SMTP
Simple  Mail  Transfer  Protocol,  zkráceně  SMTP,  je  mechanismus  pro  doručování  elektroníckých 
zpráv. Jako u ostatních protokolů není potřeba při  použití  JavaMailu používat příkazy definované 
RFC, pro komunikaci se serverem. Tuto komunikaci plně zajišťuje JavaMail pomocí jednoduchého 
abstraktního rozhraní.
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Obrázek 4.7: Architektura JavaMail
Na obrázku 4.8  je uveden zjednodušený princip přenosu elektronické zprávy v kontextu JavaMailu.
4.5.2.2 POP
Post Office Protocol, zkráceně POP je v současné době ve verzi 3, známý jako POP3, a definuje jej 
RFC 1939.  Definuje  mechanismus  k  ukládání  a  stahování  elektronické  pošty.  Tento  protokol  je 
značně omezený a například identifikace zda je daná zpráva nová, musí zajistit přímo poštovní klient. 
Tuto vlastnost bude potřeba v návrhu aplikace zohlednit a zajistit identifikaci nových zpráv.
4.5.2.3 IMAP
Internet Message Access Protocol, zkráceně IMAP je v současnosti ve verzi 4, známý jako IMAP4, a 
definuje jej RFC 2060. Stejně jako POP definuje mechanismus k ukládání a stahování pošty, má však 
mnohem  více  možností.  Lze  například  vytvářet  adresářovou  strukturu  či  povolit  přístup  více 
uživatelům k jedné schránce. Znamená ale větší zátěž na serveru a není tak rozšířený jako POP3. [31]
4.5.2.4 MIME
Multipurpose Internet Mail Extension neboli MIME, není přenosový protokol, nýbrž definuje formát 
obsahu elektronických zpráv, příloh zpráv, atd. Definuje jej několik dokumentů – RFC 822, RFC 
2045, RFC 2046 a RFC 2047. Knihovna JavaMail podporuje i tento standard a naše aplikace bude 
práci s tímto standardem podporovat.
4.5.3 Klíčové třídy
Před  programováním  a  návrhem  aplikace  je  potřeba  analyzovat  třídy  nezbytné  pro  práci  s 
elektronickou  poštou.  Těmito  třídami  jsou  Session,  Message,  Address,  Authenticator,  Transport,  
Store a Folder. Obsahuje je balíček javax.mail.
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Obrázek 4.8: JavaMail - Diagram přenosu zprávy
4.5.3.1 Session
Session  reprezentuje relaci  mezi  klientem a serverem.  Session  je  objektem na nejvyšší  úrovní.  K 
nastavení  vlastností  připojení  využívá  objekt  java.util.Properties. Pro  ladění  aplikace  využijeme 
nastavení  příznaku  pomocí  session.setDebug(true).  Aplikace  pak  na  standardní  výstup  vypisuje 
veškerou terminálovou komunikaci se serverem.
4.5.3.2 Message
Objekt  Message  je abstraktní třída a při vytváření zprávy je vhodné použít její podtřídu, kterou je 
javax.mail.internet.MimeMessage.  MimeMessage je  objekt,  pomocí  kterého  lze  vytvořit  zprávu v 
MIME formátu. Naše aplikace tento formát bude využívat u posílání zpráv s přílohami.
4.5.3.3 Address
Stejně jako  Message je  Address  abstraktní třída a využívá se k vytvoření adresy použité ve zprávě 
(příjemce,  odesílatel,  kopie,  atd.).  K  vytvoření  konečného  formátu  adresy  se  používá  třída 
javax.mail.internet.InternetAddress.  JavaMail však nekontroluje validitu formátu e-mailové adresy, 
aplikace tak toto musí ošetřovat sama (formát definuje RFC 822).
4.5.3.4 Authenticator
Třída  Authenticator  slouží  k  vytvoření  autentizačního  objektu,  obsahujícího  uživatelské  jméno  a 
heslo. Pro tuto autentizaci je nutné použít  extends, odvodit vlastní podtřídu z třídy  Authenticator  a 
vracet typ PasswordAuthenticator. Tento objekt se předá v konstruktoru objektu Session k autentizaci 
relace.
4.5.3.5 Transport
Závěrečný  krok  při  posílání  zprávy  spočívá  v  použití  třídy  Transport.  Pomocí  metody 
Transport.send(zpráva) se odešle zpráva předaná v parametru v aktuální relaci.
4.5.3.6 Store a Folder
Tyto třídy slouží k příjmu zpráv. Jakmile je vytvořen objekt Session, lze připojit i Store. Po připojení 
objektu Store získáme také Folder reprezentující adresář na serveru. U POP3 je pouze jeden adresář s 
názvem  INBOX,  IMAP jich může mít několik.  Většina poskytovatelů poštovních IMAP schránek 
usnadňuje  práci  poštovním klientům tím, že  ve své adresářové struktuře mají  adresář se  stejným 
názvem pro příchozí  poštu jako POP3 -  INBOX.  Z objektu  Folder získáme poslední  elementární 
objekt, a tím je pole zpráv Message.
Pole zpráv však neobsahuje úplný obsah celé zprávy, ale vytvoří odkazy, a pouze v okamžiku, 
kdy potřebujeme získat určitou část zprávy, probíhá přenos dané části.
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4.6 Stávající řešení
Počet mobilních e-mailových klientů, přizpůsobených pro dotykové ovládání, není tak rozsáhlý jako 
u  klientů  pro  klasické  mobilní  telefony  či  desktopové  operační  systémy.  Přesto  existuje  několik 
vyznamných zástupců. Z operačního systému Windows Mobile to je Microsoft Office Outlook Mobile. 
Dále  iPhone  OS,  z populární  platformy  iPhone,  se  svým  iPhone  Mail.  A  nakonec  pro  nás 
nejvýznamnější  klient  a  přímý  konkurent,  Qtopia  Messages používaný na  platformě  Openmoko. 
První  dva  zástupce  analyzujeme  z  pohledu  uživatelského  rozhraní,  u  Qtopia  Messages  se  pak 
zaměříme na ovládání a funkčnost.
 
Obrázek 4.9: Outlook Mobile
               
Obrázek 4.10: Qtopia Messages
Obrázek 4.11: iPhone Mail
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4.6.1 Microsoft Office Outlook Mobile
Rozhraní Outlooku Mobile je přizpůsobené především pro ovládání dotykovým perem. Uživatel musí 
často otevírat různá menu pro přístup ke konkrétní funkci. V přehledu zpráv je také příliš mnoho 
informací, které nejsou pro uživatele důležité (například velikost e-mailu). Celkově by se dal tento 
klient popsat jako sada různých menu a tabulek. Pro ovládání prsty není příliš pohodlný a často se 
může stát, že uživatel vybere špatnou volbu v menu. Grafická stránka klienta je omezena použitím 
menu. Rozhraní aplikace na nás nepůsobilo přívětivě.
4.6.2 iPhone Mail
Jeden z nejnovějších poštovních klientů určený primárně pro ovládání prsty. Jedná se v současnosti o 
pomyslný vrchol  v  oblasti  poštovních klientů pro dotyková zařízení  a  je  to  opravdu vzor  hodný 
následování, co se týče uživatelského rozhraní a ovládání. V cílové aplikaci se pokusíme některým 
silným  stránkách  iPhone  Mail  přiblížit,  jsme  však  limitováni  omezenými  možnostmi  grafického 
toolkitu SWT. Aplikace pro iPhone mají vlastní speciální SDK a tzv.  Interface Builder, nástroj pro 
vytváření  grafického  rozhraní  na  velmi  vysoké  grafické  úrovni  a  zároveň  s  velmi  jednoduchým 
ovládáním.  Za  uživatelským rozhraním aplikací  pro  iPhone  především  stojí  tento  nástroj  a  také 
grafická knihovna Cocoa Touch. Viz [33]. Pro vývojáře a designery je tedy připraveno profesionální 
zázemí pro vytváření graficky líbivých a dobře ovladatelných aplikací.
4.6.3 Qtopia Messages
Tento klient je v současnosti hlavní poštovní klient pro Openmoko. V ráné fázi projektu Openmoko 
sice existovala aplikace Openmoko Mail (v edici 2007.2), která byla velmi nadějná, avšak její vývoj 
autor  opustil  po  dvou měsících  v  alfa  verzi  [15].  Qtopia  Messages  je  nyní  tedy  jediná  oficiální 
aplikace pro práci s elektronickou poštou. Je součástí výchozí sady aplikací v distribuci QtExtended a 
primárně je určená pro práci s SMS a MMS.[34] Na distribucích Openmoko je dostupná k instalaci z 
oficiálních repozitářů. 
Rozhraní  je  zaměřeno na maximální  jednoduchost.  Každou funkci  a  úkon provází  několik 
obrazovek s jednoduchým rozhraním. Klient je stejně dobře ovladatelný pomocí dotykového pera, tak 
prsty. Jednoduchost je však také slabinou této aplikace. Uživatel např. při vytváření e-mailu musí 
projít několika obrazovkami, než e-mail odešle. Zároveň v měnících se obrazovkách ztrácí přehled o 
tom, v jakém kroku se nachází. Například pro napsání a odeslání e-mailu, projde uživatel z úvodní 
obrazovky aplikace celkem šesti obrazovkami.
Klient  nepodporuje  standardně  SSL/TLS,  přestože  je  tato  možnost  v  nabídce.  Viz  [34]. 
Nepodporuje také čtení HTML mailů. Tyto funkční nedostatky jsou značně omezující.
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5 Návrh
Při návrhu aplikace jsme vycházeli z analýzy stávájících řešení. Především po stránce uživatelského 
rozhraní bylo cílem pokusit se eliminovat nedostatky klientů popsaných v kapitole 4.6. Dalším cílem 
bylo navrhnout aplikaci, která bude funkčně minimálně srovnatelná s Qtopia Messages. A nakonec 
implementovat  i  funkce,  které  této  aplikaci  chybí  (SSL,  čtení  HTML e-mailů).  Bylo ale  potřeba 
počítat  s  nedostatky  SWT a  Javy  na  Openmoku,  které  funkční  možnosti  a  vzhled  naší  aplikace 
limitují.
Cílovou  skupinou  uživatelů  jsou  IT  vývojáři  a  pokročilejší  uživatelé  v  oblasti  výpočetní 
techniky. Tudíž není nutné aplikaci příliš zjednodušovat. Přesto byl v návrhu rozhraní aplikace brán 
ohled  i na běžné uživatele.
5.1 Specifikace vlastností
Pro výslednou aplikaci si stanovíme několik vlastností a funkcí, které by měla podporovat.
• Protokoly pro příjem pošty – POP3 a IMAP4, pro odesílání SMTP.
• Podpora MIME a multipart e-mailů.
• Přílohy e-mailů, jejich příjímání i odesílání.
• Zabezpečení komunikace pomocí SSL.
• Čtení HTML e-mailů – jelikož ale na Openmoku není dostupná komponenta SWT Browser, 
vytvořit určitou alternativu.
• Uživatelské profily – více poštovních účtů a nastavení.
• Ponechávání  e-mailů  na  POP serveru,  indikace  nových e-mailů,  indikace  zda  e-mail  byl 
uživatelem již přečten.
• Schopnost  lokálně ukládat e-maily.
• Odeslaná pošta, Koncepty – ukládání rozepsaných e-mailů.
• Práce s e-maily – vytvořit nový, odpovědět na e-mail, přeposlat e-mail, smazat e-mail.
5.2 Uživatelské rozhraní
V návrhu uživatelského rozhraní bylo potřeba se vyhnout složitým menu, velkému počtu kroků k 
akci, kterou chce uživatel vykonat, a také přizpůsobit rozhraní k ovládání prsty.
K návrhu rozhraní byl použit nástroj Garpacho, primárně určený pro design GTK+ aplikací pro 
jazyk C/C++.  Posloužil  však dobře  i  k  bližší  představě a  rozvržení  komponent  tak,  jak  by  měli 
vypadat v naší aplikaci na cílovém zařízení.
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Na úvodní obrazovce má uživatel ve spodní části  přehled stažených e-mailů. Pomocí horní 
sady tlačítek,  která  jsou dostatečně velká  k  ovládání  prstem,  lze  přistoupit  jednoduše  k  funkcím 
programu. Seznam e-mailů ve spodní části bude obsahovat informace o odesílateli, předmětu a datu 
přijetí e-mailu. K otevření e-mailu ze spodního seznamu bude sloužit jednoduché pop-up menu se 
třemi možnostmi – otevřít, smazat a zrušit výběr. Toto menu bude mít dostatečně velké položky pro 
intuitivní a přesný výběr požadované volby.
Je potřeba také poznamenat, že klasickou horní lištu aplikace na distribucích pro Openmoko 
není potřeba vytvářet. Grafické prostředí má vlastní mechanismus práce s okny aplikací.
Na obrázku 5.2 je uveden návrh obrazovky pro vytváření e-mailu a obrázek 5.3 znázorňuje 
obrazovku s nastavením a výběrem profilu. Na obrazovce vytváření e-mailu má uživatel okamžitý 
přístup k nastavení všech parametrů odesílaného e-mailu, při zachování dostatečného prostoru pro 
vlastní text. V poli odesílatele jednoduše vybere profil, ze kterého chce e-mail odeslat a ve kterém má 
nastaveny přihlašovací údaje k SMTP serveru. Pole přijemce ve formě editovatelného combo boxu 
šetří  místo na obrazovce a v implementaci bude potřeba zahrnout  odebírání  a přidávání  příjemců 
pomocí  tohoto combo boxu.  Obrazovka nastavení  pomocí  otevíracích nabídek poskytuje uživateli 
přístup k nastavení  příslušných parametrů profilu.  Horní  lišta  tlačítek slouží  k  vytvoření  nového 
profilu, přijmutí nastavení, či odebrání profilu. Pomocí combo boxu bude možné přepínat se mezi 
profily.
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Obrazovka  se  čtením  e-mailu  bude  mít  podobné  rozvržení  jako  dialog  vytváření  nového 
e-mailu,  lišit  se  bude  pouze  v  informačním  panelu,  kde  budou  údaje  jako  je  předmět,  datum, 
odesílatel,  apod.  Horní  lišta  tlačítek  bude  odpovídat  akcím  dostupným  u  příchozího  e-mailu  – 
odpovědět, přeposlat, uložit přílohu, smazat a zavřít dialog. Další dialogy pro koncepty a odeslané 
postačí jako seznamy, podobně jako seznam stažených e-mailů na úvodní obrazovce aplikace.
5.3 Návrh tříd
Podle zvolené specifikace je potřeba navrhnout strukturu tříd a zahrnout v návrhu grafické dialogy a 
jejich propojení s aplikační logikou. 
Na obrázku 5.4 je zobrazen návrh tříd pro naší aplikaci. Třídy s poznámkou „GUI“ reprezentují 
navržené grafické dialogy. Hlavní třída  Init  bude výchozím bodem aplikace a vytváří také hlavní 
okno. Třídy propojené s třídou Init nepřerušovanou čarou jsou další grafické dialogy a tato třída je 
obsluhuje. Třídy spojené přerušovanou čarou reprezentují aplikační logiku.
Elementární  metody budou GUI  třídy  obsluhovat  samostatně.  Pouze  v  případě  složitějších 
funkcí jako je lokální ukládání e-mailů (StoreMailLogic), práce s profily nastavení  (LoadSettings), 
detekce nových e-mailů (UIDMailLogic), logika odesílání e-mailů (SendMailLogic) a příjmu e-mailů 
(ReceiveMailLogic), jsou třídy reprezentující tuto aplikační logiku implementovány samostatně.
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Obrázek 5.2: Návrh - Nový e-mail Obrázek 5.3: Návrh - Nastavení
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Obrázek 5.4: Návrh tříd. Třídy s poznámkou GUI reprezentují grafický dialog. Propojení mezi 
třídami představuje použití. V případě přerušované čáry se jedná o použití aplikační logiky. U 
nepřerušované  šipky jde o podřízený grafický dialog.
6 Implementace
Při implementaci jsme vycházeli primárně z předchozího návrhu rozhraní a tříd. Všechny navržené 
třídy byli implementovány. Během implementace aplikace proběhly úpravy návrhu a přibylo několik 
tříd. Detaily a popisy tříd jsou uvedeny v příloze 3 (DVD), v sekci s programovou dokumentací. V 
této kapitole popíšeme několik specifičtějších úprav a funkcí, které oproti návrhu přibyli. Aplikace 
dostala pracovní název Mojo a zdrojový kód se nachází v balíčku org.mojo.client.
6.1 Hlavní okno
Výchozí bod po spuštění programu a hlavní okno reprezentuje třída Init a je v ní také hlavní třída. Pro 
zvýšení uživatelské přívětivosti byly u hlavního panelu s tlačítky použity barevné tématické ikony 
(sada  Free  DryIcons  Aesthetica)  místo  textových  popisků.  Dále  zde  přibyl  ovládácí  prvek  pro 
zvětšení tabulky e-mailů, pro pohodlnější procházení, který se dynamicky mění podle stavu tabulky. 
Na obrázku 6.2 se nachází mezi hlavním panelem tlačítek a seznamem e-mailů.
Na následujících ilustracích je zobrazeno hlavní okno výsledné aplikace. Na obrázku 6.1 přímo 
na Openmoku a na obrázku 6.2, pro porovnání nativního zobrazení SWT, na desktopovém operačním 
systému Ubuntu (GNOME). Obrázky dalších dialogů se nachází v příloze 3 (DVD).
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Obrázek 6.1: Vzhled na Om 2008.12 (ASU) Obrázek 6.2: Vzhled v GNOME
K uspořádání komponent bylo využito SWT rozvržení  GridLayout  a GridLayoutData. Stejné 
rozvržení využívají  všechny ostatní dialogy, kvůli  jeho rozsáhlejším možnostem nastavení.  Každý 
dialog je sestavován pomocí několika metod, které postupně sestaví celý dialog. U obrazovky Init to 
jsou metody createActionBar, createMailListUp a createMailList. U ostatních tříd je postup obdobný 
a dialogy se vždy skládájí z několika samostatných komponent.
Třída  Init  z pohledu aplikační  logiky především ovládá zobrazení  e-mailů do seznamu a k 
příjmu  e-mailů  využívá  třídu  ReceiveMailLogic.  Také  obsluhuje  listenery  na  funkční  tlačítka  a 
zajišťuje sestavení potřebných dialogů. Pro zrychlení startu aplikace nevytváří všechny dialogy už při 
startu, ale až v momentu kdy k nim uživatel chce přistoupit. Poté se vytvoří instance tohoto dialogu a 
po zavření se dialog pouze schová a při dalším otevření už se pouze obnoví. Touto metodou se značně 
zvýšila odezva rozhraní během používání aplikace.
6.2 Detekce nepřečtených e-mailů
Pro identifikaci zda byl e-mail už stažen a nebyl ještě přečten, bylo za potřebí implementovat vlastní 
mechanismus.  Zajišťuje  jej  třída  UIDMailLogic.  Pro  identifikaci  byla  zvolena  metoda  vytvoření 
databáze  atributů  Message-ID,  které  elektronické  zprávy  v  hlavičce  obsahují  a  reprezentují 
jednoznačné klíče. K uložení těchto klíčů v databázi posloužil formát XML Properties integrovaný v 
Javě. Skládá se z dvojice klíč a hodnota:
<entry key="&lt;49F2346C.9040206@gmail.com&gt;">SEEN</entry>.
Klíčem je Message-ID a hodnotou je indikace zda byl e-mail přečten (SEEN/NEW). Při stahování 
e-mailů pomocí metod třídy  UIDMailLogic třída  Init za prvé kontroluje zda byl e-mail už stažen, 
podle toho jestli už existuje jeho Message-ID v databázi a zda ho má tedy stáhnout jako nový. A za 
druhé - zda byl e-mail přečten, kvůli nastavení zvýraznění v seznamu e-mailů.
6.3 Lokální ukládání e-mailů
Třída StoreMailLogic zajišťuje veškerou práci s ukládáním e-mailů a načítáním z lokálního umístění. 
Jelikož JavaMail nemá vlastního poskytovatele pro práci s lokální poštou, ani tak jednoduchého jako 
je mbox, bylo potřeba využít API třetí strany. Toto API se jmenuje  Mstor (modularity.net.au) a v 
současnosti je to jedna z mála open source knihoven pro práci s lokální poštou v Javě.[29] Velká 
slabina  je  v  nekompletní  dokumentaci  a  strohém  popisu  zdrojových  souborů.  Mstor využívá  k 
ukládání zpráv kombinaci formátu mbox a XML metadata.
XML metadata aplikace ukládá v souboru s koncovkou  „emf“. Soubor s obsahem zpráv ve 
formátu mbox je pro příchozí zprávy bez přípony (název podle názvu profilu). Koncepty mají příponu 
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„draft“ a odeslané zprávy „sent“. V souboru s příponou emf jsou uloženy hlavičky zpráv, převedené 
do XML struktury.
Třída  StoreMailLogic je  implementována tak,  aby byla univerzální  a znovupoužitelná pro 
ukládání,  načítání  a další  práci  s  lokální  poštou.  Obsahuje  metody  addToMstor,  loadFromMstor,  
addDraftToMstor a addSentToMstor.
6.4 Uživatelské profily
Ukládání uživatelských profilů a nastavení zajišťuje třída LoadSettings, ke které přistupuje především 
třída Settings, která implemetuje grafické rozhraní k tvorbě a editaci těchto profilů.
Profily jsou ukládány ve formátu XML Properties, podobně jako databáze Message-ID u třídy 
UIDMailLogic. Profily jsou uloženy v souborech s příponou „profile“.  Formát je jednoduchý, a to 
klíč a hodnota: <entry key="dataEmail">xkratk00@stud.fit.vutbr.cz</entry>.
Java Properties poskytuje jednoduché rozhraní pro přístup k tomuto formátu. Získání hodnoty 
pomocí  kliče  se  používá  tímto  způsobem  – properties.getProperty("dataEmail").  Instance  třídy 
LoadSettings se  aktualizuje  podle  vybraného profilu  a  ostatní  třídy  přes  ní  získávájí  požadovaná 
nastavení, například pro parametry připojení k poštovnímu serveru.
6.5 Zabezpečení komunikace
V třídách ReceiveMailLogic a SendMailLogic je implementována komunikace s poštovními servery. 
Jedním z požadavků bylo zajistit podporu bezpečné komunikace pomocí SSL.
Implementace takového zabezpečení nebyla snadná. První krok před započetím komunikace se 
serverem je vytvoření objektu  Properties  a jeho nastavení. Ten se předává v konstruktoru objektu 
Session. 
Problém nastává v okamžiku, kdy daný server disponuje certifikátem podepsaným sám sebou a 
certifikátem, který vypršel. Bylo zjištěno, že většina dnešních poštovních serverů má tyto nedostatky, 
ale  zároveň  bez  zabezpečení  komunikace  pomocí  SSL  tyto  servery  nepovolí  spojení.  V  případě 
serverů pro příjem pošty protokoly POP a IMAP je dnes zabezpečení  komunikace vyžadováno u 
většiny poskytovatelů těchto služeb (převážně u IMAP protokolu). U SMTP poštovních serverů je 
vyžadováno SSL témeř vždy. Fakultní server  eva.fit.vutbr.cz  vyžaduje SSL zabezpečení u SMTP i 
IMAP. Servery, které zabezpečení nevyžadují jsou převážně servery typu POP, které se vyskytují u 
většiny  veřejných  e-mailových  služeb.  V  případě  SMTP  serverů  není  zabezpečení  vyžadováno 
například u těch, které jsou dostupné jen z vnitřní sítě (například KolejNet smtp.kn.vutbr.cz).
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V  předchozích  verzích  JavaMail  neexistoval  žádný  standardní  způsob,  jak  otevřít  SSL 
komunikaci  i  s  nedůvěrohodnými  certifikáty.  Jediná  standardní  metoda  bylo  importovat  ručně  v 
daném operačním systému tyto certifikáty, programově to však přes Javu nebylo možné. Bylo potřeba 
implementovat  vlastní  třídy  SSLSocketFactory a  X509TrustManager,  které  nekontrolují  validitu 
certifikátu.  Tyto  třídy  byly  implementovány  jako  MojoSSLSocketFactory  a  MojoTrustManager. 
Tímto byl problém vyřešený a připojení lze provést i se servery, které mají neplatný certifikát.
Několik  dní  po  vyřešení  tohoto  problému  shodou  okolností  vydala  společnost  Sun 
Microsystems po roční pauze novou verzi JavaMail API. Viz [29]. V té již existuje standardní metoda 
přijímání  nevalidních  certifikátů.  Stačí  k  tomu  jeden  řádek  v  kódu  – 
„MailSSLSocketFactory.setTrustAllHosts(true)“.
6.6 Čtení HTML e-mailů
Komponenta  SWT Browser,  která  v  SWT aplikacích slouží  k  zobrazení  HTML obsahu,  není  na 
Openmoku dostupná [16] (chybí  XULRunner a renderovací jádro vhodného prohlížeče). Bylo tedy 
potřeba zajistit čtení HTML e-mailů jinou formou. Jako řešení byl zvolen  převod HTML dokumentu 
na text.
Za tímto účelem byla vytvořena třída  MailUtils,  která zároveň řeší také MIME, multipart 
e-maily a přílohy e-mailů. Analyzuje obsah e-mailu podle MIME typů a u typu „text/html“ nabídne 
uživateli konverzi na text. Převod je zajišťován regulárním výrazem, který postupně odstraní z textu 
HTML značky. Přes jednoduchost tohoto řešení je výsledek převodu přijatelný.
V kódu je připravena implementace pro komponentu SWT Browser k renderování HTML a 
jakmile  se  v  budoucnu  na  Openmoku  zajistí  dostupnost  této  komponenty,  nebude  zpřístupnění 
podpory čtení HTML problém.
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7 Testování
V závěrečné fázi testování a zhodnocení aplikace bylo k problému přistupováno z dvou perspektiv. 
Tou  první  byla  uživatelská  přívětivost  a  ovladatelnost,  tedy  testování  uživatelského  rozhraní, 
zastupující testování metodou černé skřínky (black box). Druhou byly výkonové testy reprezentující 
testování metodou bílé skřínky (white box). Testování se zúčastnilo 12 osob, z toho 6 pokročilejších 
IT  uživatelů,  4  běžní  uživatelé  bez  větší  znalosti  IT  a  2  uživatelé  bez  znalostí  a  zkušeností  s 
počítačovým softwarem.
7.1 Uživatelské rozhraní
Při testování uživatelského rozhraní byly zadány čtyři úkoly, které reprezentovaly základní úkony při 
práci  s  poštovním  klientem.  Časový  limit  na  úkol  byl  4  minuty.  Osoby  jsme  seznámili  s 
problematikou a základním principem ovládání programu. Test obsahoval čtyři úkoly:
1. Otevřít nejnovější e-mail. (Graf 7.1)
2. Odpovědět na e-mail. (Graf 7.2)
3. Otevřít nejstarší e-mail (bez použití řazení v seznamu). (Graf 7.3)
4. Napsat a odeslat nový e-mail. (Graf 7.4)
Grafy reprezentují splnění úkolu v daném časovém limitu. Hodnocení bylo do značné míry 
subjektivní. U prvního úkolu někteří testeři k otevření e-mailu zkoušeli dvojité poklepání, což vedlo k 
obtížím, jelikož akce u zprávy v seznamu se zobrazí po jednom stisku v jednoduchém menu. Většina 
ale tuto metodu shledávala vhodnou, protože dvojitým poklepáním by se snadno otevřel v seznamu 
jiný e-mail.
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Druhý úkol,  otevření  nejstaršího e-mailu bez použití  zařízení,  byl  pro testery nejobtížnější, 
jelikož v seznamu e-mailů se pohybuje vertikálním posuvníkem. Někteří s většími prsty se nemohli 
do tohoto posuvníku trefit, a posunout se tak v seznamu. Úkoly č.4 a č.2, odpovědět na e-mail a 
napsat a odeslat nový e-mail, zvládali testeři bez větších obtíží.
Za problém lze považovat pohyb v seznamu e-mailů a také pro někoho nejednoznačný význam 
ikon. Ne všichni testeři si všimli tlačitka na zvětšení seznamu e-mailů. Testeři hodnotili pozitivně 
design aplikace a také způsob vytváření nového e-mailu v jednom kroku. Také se zalíbila možnost 
zvětšení seznamu e-mailů na celou obrazovku pro pohodlnější přístup, což částečně kompenzovalo 
problém s pohybem v seznamu e-mailů.
Řešením daných problému by bylo použít k pohybu v tabulce širší posuvník, pak by ale zbylo 
málo  místa  na  popis  e-mailu.  Nejlépe  implementovat  pohyb  pomocí  gest,  ale  jelikož  pro  SWT 
neexistuje  knihovna  pro  podporu  gest,  bylo  by  potřeba  jí  implementovat.  Případně  naportovat 
existující  knihovnu  pro  Swing  (com.smardec.mousegestures).  Na  implementaci  takové  knihovny, 
vzhledem ke svému rozsahu, by ale bylo potřeba spíše další bakalářskou práci.
Vyskytl  se také problém s klávesnicí  na obrazovce zařízení.  Ta se při  přesunu kurzoru do 
editovatelného pole chová  nepředvídatelně, někdy se okamžitě schová a jindy se ve smyčce otevírá a 
opět zavírá. Tento problém byl u SWT na Openmoku reportován jako chyba.
7.2 Výkon
Výkonové  testy  výsledné aplikace na zařízení  Neo Freerunner  ukázali,  že  aplikace je  v  určitých 
případech velmi výkonově a časově náročná. Problémem je nedostatečná optimalizace virtuálních 
strojů portovaných pro Openmoko a také optimalizace samotného operačního systému. Rozdíly mezi 
JVM CacaoVM a JamVM byli v řádech milisekund. Pro názornější příklad tedy uvedeme srovnání s 
výkonem na desktopovém operačním systému. 
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Testování  v  desktopovém  prostředí  proběhlo  na  notebooku  s  procesorem  AMD  Sempron 
1,8 Ghz (jedno jádro) a pamětí 512 MB RAM. Parametry Neo Freerunneru byly popsány v kapitole 
3.3. Čas byl měřen přímo v aplikaci a vypisován na standardní výstup.
K měření výkonu bylo vytvořeno šest základních testů:
1. Stažení padesáti nových e-mailů bez lokálního ukládání.
2. Stažení padesáti nových e-mailů s lokálním ukládáním.
3. Start  aplikace  od  spuštění  až  po  moment,  kdy  lze  aplikaci  začít  ovládát.  Bez  lokálního 
ukládání.
4. Start aplikace od spuštění až po moment, kdy lze otevřít e-mail. Lokálně uloženo 50 e-mailů, 
které se při startu načítají.
5. Čas potřebný k otevření textového e-mailu ze serveru.
6. Otevření a převod HTML e-mailu na text (500 řádků HTML kódu).
Testy ukázaly,  že  aplikace na Neo Freerunneru potřebuje  velké časové úseky k dokončení 
základních  úkonů.  Oproti  desktopovému  systému  je  délka  takových  úkonů  až  desetinásobná. 
Způsobuje  to  především  použitý  virtuální  stroj  a  také  výkonové  parametry  daného  zařízení.  Na 
desktopu byla  kombinace CacaoVM a GNU Classpath oproti  standardnímu JRE společnosti  Sun 
Microsystems o 20-30% pomalejší. 
Nízký výkon  portu  virtuálního  stroje  CacaoVM na  ARM architekturu  spočívá  v  chybějící 
podpoře  VFP  koprocesoru  [19].  Sebastian  Mancke,  člen  týmu  Jalimo,  který  se  zabývá  portem 
virtuálních strojů na ARM architekturu, nás informoval, že toto je jeden z hlavních problémů a v 
současné době na něm pracuje. Výkon by se měl podle Sebastiana po zprovoznění podpory VFP 
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Graf 7.5: Výsledky testů






















zvýšit až o 50%. Do té doby bohužel vytvořená aplikace nebude dostatečně rychlá pro pohodlnou 
práci s e-maily. 
Další  výkonové snížení způsobuje knihovna  Mstor  použitá pro ukládání pošty lokálně. Přes 
použití  XML metadat,  je práce s lokální  poštou v mnoha případech dokonce pomalejší  než čtení 
přímo ze  serveru.  Kromě samotné  knihovny to  může  způsobovat  i  vysoký počet   I/O operací  v 
operačním systému, které způsobují některé moduly (např. qpe) v systémech Openmoko.
7.3 Výhody
Jako výhody vytvořené aplikace lze jmenovat několik vlastností:
• Malý počet kroků potřebný k dosažení požadovaného úkolu, jako je například vytvoření a 
odeslání nového e-mailu.
• Ovladatelnost velké části rozhraní pomocí prsty – finger friendly.
• Přizpůsobivý  vzhled  uživatelského  rozhraní  díky  nativnímu  vzhledu  aplikace  na  daných 
systémech.  Příjemný vzhled díky použití ikon.
• Přenositelnost na jiné platformy vyžadující pouze minimální úsilí a úpravy v kódu.
• Podpora čtení HTML e-mailů formou převodu na text.
• Implementováno zabezpečení komunikace pomocí SSL.
• Okamžitý přehled a přístup k posledním e-mailům z úvodní obrazovky.
• Uživatelské profily, možnost mít několik poštovních účtů.
• Lokální ukládání pošty, koncepty a odeslané.
• Podpora IMAP4 protokolu.
• Mechanismus ponechávání zpráv na POP3 serverech, indikace nových a nepřečtených zpráv.
• Práce s MIME a multipart e-maily.
• Odesílání a přijímání příloh.
• Kompletní  práce  s  e-maily  –  čtení,  odesílání,  mazání,  odpovídání,  přeposílání,  ukládání 
rozepsaných.
7.4 Nevýhody
Hlavní  nevýhodou  výsledné  aplikace  je  její  závislost  na  projektu  Jalimo  a  jeho  nekompletní 
implementaci, a tím i funkční a výkonové omezení. Většinu nevýhod tedy nelze přímo napravit ve 
vlastní implementaci. Jedním z hlavních funkčních omezení je chybějící implementace potřebných 
knihoven pro SSL komunikaci v GNU Classpath viz  [21], a tím i prozatimní nefunkčnost SSL na 
platformě  Openmoko.  Pro  Openmoko  už  je  však  vytvořen  port  virtuálního  stroje  CacaoVM  v 
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kombinaci se standardní knihovnou tříd OpenJDK [23], která obsahuje plnou implementaci, a pouze 
se čeká na jeho uvolnění týmem Jalimo. Je otázkou času, kdy bude SSL v aplikaci díky OpenJDK 
dostupné.
U vytvořené aplikace byli zjištěny tyto nevýhody:
• Velmi pomalý běh aplikace ve virtuálním stroji na Openmoku.
• Kvůli chybějícím knihovnám v GNU Classpath zatím nedostupné SSL zabezpečení.
• Výkonově náročné ukládání pošty lokálně.
• Obtížný pohyb v seznamu e-mailů.
• Práce pouze s poštou aktuálního profilu.
• Nepodporuje plné čtení HTML e-mailů.
• Neumí vytvářet HTML e-maily.
Některá řešení těchto nevýhod zmíním v závěru jako návrhy na možné další bakalářské práce.
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8 Závěr
V této práci jsem analyzoval možnosti platformy Openmoko v oblasti vývoje softwaru, především za 
použití programovacího jazyka Java. Podařilo se splnit cíle této práce a implementovat přívětivého 
poštovního  klienta  v  Javě,  přizpůsobeného  pro  zařízení  s  dotykovou  obrazovkou.  Přestože  je 
implemetace  plnohodnotná,  není  zatím  kvůli  nekompletnosti  a  nedostatečné  optimalizaci  částí 
projektu Jalimo, aplikace plně použitelná jako standardní poštovní  klient  v distribucích platformy 
Openmoko.  Jalimo poskytuje  základ  pro  běh  Java  aplikací  na  cílovém zařízení.  Přesto  je  zde  v 
budoucnu velká šance, že součásti tohoto projektu dospějí do stabilní fáze, a v tom případě by měl 
klient plně nahradit stávající implementaci poštovního klienta na této platformě.
Obsah  práce  poskytuje  také  užitečné  informace  pro  možné  další  projekty  zabývající  se 
platformou Openmoko. Pevně věřím, že se Openmoko díky své atraktivnosti a otevřeným možnostem 
bude objevovat i  v dalších závěrečných pracích.  Ve spolupráci s týmem projektu Jalimo jsem se 
během práce podílel na ladění nástrojů a pomáhal dalším vývojářům začínajícím ve vývoji v Javě na 
Openmoku.
Vlastní  přínos  spočíval  v  získání  komplexní  zkušenosti  s  vývojem  aplikace  pro  mobilní 
zařízení, od analýzy a návrhu až po samotnou implementaci. Především zkušenost s programováním 
uživatelského rozhraní pomocí grafického toolkitu SWT a návrhem rozhraní, ovladatelného pomocí 
dotyky prsty. Přínosem jsou i získané programové dovednosti se specializovanými knihovnami, jako 
jsou JavaMail, Mstor a další použité v tomto projektu. Také spolupráce navázaná s týmem Jalimo je 
pro  mě  velkým  přínosem a  v  této  spolupráci  budu  pokračovat  i  po  skončení  bakalářské  práce. 
Zajímavou zkušeností bylo i testování aplikace uživateli a analýza výsledků těchto testů.
Budoucím rozšířením aplikace by mohlo být  ovládání pomocí  sady gest  a za tímto účelem 
vytvoření  knihovny  pro  SWT.  K  ovládání  by  se  v  budoucnu  dalo  využít  i  zabudovaných 
akcelerometrů. Vzhled aplikace lze vylepšit grafickými efekty, podobně jako například u iPhone Mail 
(za pomoci speciálních knihoven pro SWT, např.  SAT). Po funkční stránce jsou možná rozšíření v 
dalším vývoji v práci s HTML e-maily. Umožnit jejich vytváření přímo v aplikaci pomocí wysiwyg 
editoru. Nebo také plnohodnotné čtení HTML e-mailů, které, pokud by se na Openmoku nepodařila 
zpřístupnit komponenta SWT Browser, by mohla řešit implementace HTML renderu pro SWT.
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Seznam příloh
Příloha 1. Obsah DVD.
Příloha 2. Náhled plakátu. - Náhled plakátu prezentujícího výsledek práce.
Příloha 3. Datový nosič DVD. Obsah a struktura nosiče jsou popsány v příloze 1.
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Příloha 1: Obsah DVD
  Obsah DVD:
• \zdrojovy_kod ­ Zdrojový kód aplikace (Maven2 struktura, pom.xml).
• \programova_dokumentace – Obsahuje programovou dokumentaci.
• \binarni_soubory – Zkompilované zdrojové soubory.
• \uzivatelska_prirucka – Obsahuje uživatelský manuál k aplikaci.
• \plakat_a_snimky ­ Plakát prezentující výsledek práce, snímky aplikace.
• \text_prace ­ Text práce v PDF a zdrojovém souboru ODT.
• \instalace – Instalační archivy (tarbally) pro Openmoko a desktopové distribuce 
Linuxu.
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Příloha 2: Náhled plakátu
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