The subject of this paper is the description of a process-centered software development environment called MERLIN which monitors and guides teams of software developers and managers in producing software objects. Software objects (or objects for short) include all sorts of documents like the requirements analysis, design, code, user manuals, contracts etc. For each user, MERLIN automatically displays a specific working context which contains information like objects, their relations, their current development state, and corresponding tools. This information is filtered according to the (access) rights and duties a particular user has in a particular project, i.e. the working context depends on the user's role (e.g. programmer, designer, manager). Internally, the computation of the information to be contained in a working context, is based on a rule-like definition of a software process and a flexible interpretation mechanism to enact such a process definition.The main feature of the interpreter is an alternating use of backward and forward chaining for the interpretation of rules. In addition, our implementation enables a persistent storage and incremental update during runtime of all process information expressed in facts within the MERLIN knowledge base.
Introduction
The idea of a Software Development Environment (SDE) as a comprehensive, integrated set of tools supporting the complete software development process has been evolved over more than 15 years now ( [SDE84] , [SDE86] , [SDE88] , [SDE90] ). Supporting the development process means to support the development and maintenance of all kinds of documents like requirements specifications, software architecture descriptions, code listings, but also manuals, technical documents, etc. The ultimate goal of such a tool set is to improve the quality of the final product, to support re-use in and across software projects and last but not least to free developers from routine work.
An environment includes editors supporting all sorts of graphical and textual input, analysers, incremental compilers, browsers, debuggers, etc. Even more, tools informing about document interdependencies and controlling corresponding consistency constraints whenever one of the documents is modified are an intrinsic part of an integrated environment. Integrated environments enable the incremental intertwined documents' development and maintenance. They support an evolutionary ap-proach of software development. By using their tools, developers can trace back errors through different documents for error correction. An error, for example, may have been detected in the implementation but it is due to a wrongly defined condition in the requirements specification. The change of the specification could effect not only requirements specification and implementation, but also design, manual, and technical documentation.
The methods how to construct those tools and environments have matured a lot. Nowadays a large number of sophisticated tools (based on modern workstation technology) and even tool generators are available and in use. There are still some problems with the integration of independently developed tools, because standardized integration platforms like a modern object management storage system or a dedicated operating system functionality are not yet defined. This is the subject of a number of major undertakings like ECMA-PCTE work [ECMA90] the EUREKA initiative ESF (EUREKA Software Factory [SW89] , [Fern91] ), the HP Softbench [Carg90] or the STARS program [STARS83] . The technology of how to integrate tools based on such integration platforms has been developed to quite an extent in a number of research projects and it is about to be applied (e.g. [ELNS92] , [BCDI88] ).
A major challenge for future environments which has only recently been tackled by some research projects is the support of (possibly large) teams of software developers who may even be geographically dispersed. Already today, a lot of software is developed in a distributed fashion. The available machine support is usually restricted to local or wide area networks and corresponding low-level protocols just enabling simple file transfer, rudimentary configuration management support for those files like the SUN NSE [NSE89] , and a mail system. What is missing is the support for coordinating access to shared information on different levels of granularities (e.g. from more or less complete systems of modules or documents down to a procedure definition in the export list of a single module), dedicated message servers for broadcasting information about project states, (urgent) tasks to do, and getting feedback of completed work packages, etc. Concepts must also be defined to display the usually large amount of information in an orderly way to a particular developer.
Research projects which tackled the problem of team support are e.g. MARVEL [KF87] , ARCADIA [TBCO88] , ALF [BBCD89] , and MERLIN which is the topic of this paper. The main idea is that an SDE incorporates an explicit, precise and machine executable definition and corresponding representation of the software development process itself in addition to a number of tools supporting the development of the different documents. Such a precise definition is the basis for access control to shared information, for broadcasting messages about project states, etc., because it includes the information about which activities on which objects are (or have to be) carried out by whom, when and under which constraints, which are the effects on other activities, etc. In most currently running projects, the information about the underlying development process is only partly explicit. Most information is available in the heads of managers or developers who in turn may use some loosely or not at all integrated tools to capture parts of that information (e.g. project management tools like Open Plan [Open91] ).
The heart of a process-centered SDE is thus an interpreter which executes an explicit definition of a software process and thereby provides automatic guidance and monitoring of an ongoing software project based on controlling access to documents by controlling invocation of the corresponding tools of an SDE.
Besides the mentioned advantages of such an environment concerning team support, a further achievement of such an environment is the computer supported integration of development and management activities. Project managers are, for example, able to retrieve on-line information about the current project state at any time, developers are immediately informed about any necessary actions to be taken or any constraints applying to executing actions.
In the context of the MERLIN project, carried out at the University of Dortmund in cooperation with STZ, a Dortmund based software house, a prototype of a process-centered environment has been completed this year. This prototype, for simplicity also called MERLIN, uses a rule based technique to describe software processes. The emphasis of this prototype is on enacting software processes which enables to experiment with it and to get detailed knowledge about what kind of and how much user assistance can be achieved by a process-centered environment.
A user in the sense of MERLIN is either a manager or a software developer (sometimes also called engineer). Both are supported by MERLIN in doing their activities. A third kind of person or group of persons resp. called the process engineer(s) are responsible for defining a particular process in terms of MERLIN rules, i.e. they customize a MERLIN SDE to a particular project. It is worthwhile to note here that for the sake of simplicity and clarity, process engineers are not considered users of a MERLIN SDE. The way how process engineers are supported by MERLIN tools will be sketched briefly in section 6 but is mostly beyond the scope of this paper. Depending on a user's role and identification (e.g. project manager, technical leader, programmers) MERLIN checks and provides the read/write access to the software objects (e.g. modules, documentation, test plans). Any software object is associated with a set of activities being performed on this object and a set of tools supporting these activities.
The major novelties (and distinguishing features of MERLIN) presented in this paper are:
(1) the introduction of a user specific working context as the major part of the MERLIN user interface. This working context is based on combining a hypertext-like possibility of browsing and retrieving information about software objects with a careful selection of the displayed information based on the user's role in a project. This enables a comprehensible representation of a usually large amount of information to the user.
(2) a particular way for executing rule based programs by combining the backward chaining and backtracking of PROLOG with a forward chaining mechanism of production rule descriptions similar to e.g. OPS5. It is illustrated how this approach is well suited to define an explicit definition of a software process, and in particular, enables to build and refresh the above mentioned working contexts. A preliminary version of this techniques was presented in [HJPS89] but was restricted to build up a single user working context, i.e. MERLIN was still a single user environment. In this paper it is especially described how the technique is applied to coordinate the work of multiple developers, i.e. how the working context of one user is automatically updated because of other users' actions having been performed.
(3) the construction of the MERLIN knowledge base which provides persistence of all the information about an ongoing software project. This only enables to keep track of the detailed history of an ongoing project in order to build and refresh the working contexts. It is also the basis for providing fault tolerance and a long duration cooperative transaction concept which are the major prerequisites for a sophisticated team support. Section 6 will explain this in detail. Finally, the knowledge base is constructed in such a way that the software process interpreter does not suffer from a very slow execution speed which is very likely to happen when all underlying data has to be made persistent during execution, i.e. the most often used simple "load and store" technique can not be applied.
The next section of this paper gives an overview about and comparison with the other projects tackling the same problems and, in particular, those which also focus on a rule-based notion. Section 3 gives an example of the MERLIN user interface and how the coordination of work between two developers is supported. Section 4 describes the heart of the MERLIN environment which is the rulebased description and execution of a software process and thereby the construction of working contexts and the recording of process history. Section 5 explains how the knowledge base is constructed. As this aspect is extensively covered in another paper [PS92] , we only sketch the main ideas here.
Section 6 explains how MERLIN, i.e. the concepts and the prototype, are currently being scaled up to provide more sophisticated team support than the one described in section 3. Section 7 concludes our work and briefly describes some implementation details.
Related Work
As already mentioned, a number of other projects have also combined the ideas of an integrated environment and the explicit representation of a software process. Many have experimented with other formalisms than a rule based one. ARCADIA employs a (procedural) programming approach based on an extension of ADA called APPL/A [SH90] . The EPOS approach is based on extending a model for software configuration management to cover the whole software process (which is in fact to a large extent the evolution of software objects). The formalism is an extended E/R model [CDGK89] . Within our own group we have experimented also with a Petri Net based approach [DG90] like others [BFG91] . Other authors propose a special purpose language for defining software processes like MVP [MR89] . We cannot mention all approaches here and we also do not want to discuss all the advantages and disadvantages of the different formalisms in this paper. For a detailed discussion of that problem we refer to [DSV88] . The general trend is to combine language features from different approaches which lead to so-called multi paradigm languages and execution mechanisms [DGS89a] .
In this paper we focus on a rule based description of the software process. We, therefore, compare our approach with other approaches which also use a rule based formalism.
First of all, the feature of different syntactical definitions for rules which are differently interpreted, distinguishes our approach from other rule based approaches in process modelling like the MARVEL system [KBFS88] or OIKOS [ACM90] . MARVEL also employs an alternating use of forward and backward chaining which is called opportunistic processing. However, the process engineer has not always explicit control about the switching points. Only in some cases he/she can define rules called hints which can only be interpreted by forward chaining. But the problem with those hints is that they are not really rules on their own but rather additions to other rules which are defined independently. This makes it difficult to overview large rule sets with a lot of hints. It becomes, therefore, in general rather difficult for the knowledge engineer to manage large rule sets, i.e. to develop and test them.
In addition, MARVEL applies a pure production rule description, i.e. all rules consist of a number of preconditions and the activity(ies) to be carried out, if the preconditions hold (plus a number of postconditions which are of no concern for this comparison). There is no exploitation of the PROLOGlike backtracking to verify all preconditions, if they form a nested hierarchy (what they usually do). In production rule systems, any precondition has to be given explicitly for each rule. There is no concept of extracting hierarchies of preconditions and to evaluate them based on a a PROLOG-like backtracking. The production rule approach therefore often results in redundant descriptions and thus unnecessarily large descriptions. In contrast, MERLIN allows to define a hierarchy of preconditions which are described and executed in a declarative style thus reducing the size of the whole rule-based description, because the preconditions can be formulated without directly connecting them to rules as in production rule systems (see section 4).
Similarly to MERLIN, OIKOS exploits the PROLOG backtracking mechanism and even allows parallel execution of rule chains thus modelling concurrent work of developers. Cooperation is achieved via a blackboard-like communication mechanism between rule chains. OIKOS however does not employ forward chaining and production rule description. This makes it very tedious to express necessary sequencing of activities and explicit coordination of concurrency which is usually not available in basic blackboard systems.
Concerning the efficiency of rule execution, the MARVEL support consists of a Concerning persistence (and its combination with efficiency) the MERLIN approach is unique and it has no comparable other one.
A Role and Working Context Based User Interface
As already sketched in the introduction, a user's working context in MERLIN consists of all objects which carry access rights having been granted to the user upfront or during execution of the software process, i.e. all objects which he/she can read, write, or execute (e.g. the source code, documentation of a module or an e-mail message). In addition, for each object the particular activities on that object are given as well. Finally, a working context displays the dependencies between the different objects.
A working context in MERLIN is displayed on the screen in a hypertext-like manner as follows: objects are represented as boxes, the boxes have menus attached at the upper right corner which contain the activities which could be and/or have to be performed on the objects. Labeled arrows between the boxes describe the relations between objects. The user has the possibility to select one of the menu items in one of the menus which triggers the execution of the activities, i.e. invocation of corresponding tools (cf. the lower left window in Fig. 3 .1 which has been opened to edit the source code of module test). He/she can also browse through his/her network of objects by selecting an arrow which causes the target object of that arrow to be displayed in the center of the screen. In the top line(s) of the screen the user name and his/her currently performed role is displayed. See The second line on top allows to customize the way of displaying the working context and to ask general questions about the project state by providing pop-up menus. Customizing the working context means, for instance, to select a favourite tool to carry out a particular activity like one's favourite editor. General questions concern information about the project state which is not automatically displayed within a user's working context. That enables any user to get a complete overview even if that is not directly relevant for doing his/her activities.
If an activity has been performed which influences another or the same working context (e.g. object states have changed or new objects have been created), this update happens immediately, e.g. a new object (or maybe a number of new objects resp.) is (are) added or a menu is extended by a further item (i.e. new activities can be performed on objects).
In the following we illustrate the MERLIN user interface by describing a detailed example. The software process underlying this example has been defined as the ISPW6/7 Software Process Example (cf. [KFFK91) . For our purposes we take an excerpt from this example. We assume two roles, namely a Quality Assurance Engineer and a Programmer who are responsible for testing modules and for coding/reviewing modules resp. The process is defined as follows: The quality assurance engineer performs extensive testing of a module based on a predefined quality plan, after a module has been coded, reviewed and briefly tested before by the responsible programmer. When a module has been coded, a code review request is sent to another programmer who did not code or test the module but who uses resources of that module in his/her own implementations of other modules. A module is finally released when the code review accepts the code and the quality assurance engineering approves that testing has been successfully completed.
In our concrete example, we assume that two programmers called Miller and Smith continue working on coding modules m1 and m2. The corresponding working contexts for these two people are given in Fig. 3 .2:
For reasons of saving space, we do not give complete screen dumps anymore, but just the excerpts from a screen which are of concern for the topic of this section.
The working context for Miller is built up based on the fact that Miller is responsible for coding module m1 and has therefore to edit m1. M1 is specified in its related specification document which has been defined by somebody else. Miller can only read and print the contents of that document. Similarly, a working context for programmer Smith has been built up. Selecting one of the menu items by either one of the programmers causes the invocation of a corresponding editor, printer or browser etc. Note, that implicitly this also grants the access rights of the objects to the two users, i.e. being able to invoke an editor means of course a write access whereas being able to select only a browser (list) or printer determines a read-only access.
Whenever one of the activities is finished by one of the programmers, i.e. the invoked tool is quit, MERLIN asks automatically (through a pop-up window) for state information about the manipulated object. This state could, for instance, either be complete, i.e. the programmer confirms that he/she has completed the whole activity (e.g. coding) or incomplete, i.e. he/she just stopped it between to do something else and to restart the activity later on.
Let us now assume that Miller has completed coding of m1 which automatically results in invocation of a compiler and the display of an error report (if applicable). Concurrently Smith has completed coding of m2 and the compiler did not detect any errors. Smith has therefore asked for a code review for his/her module which we assume has to be done by Miller. The new working contexts for Miller and Smith resulting from these activities are given in the next figure.
The major points in the updated working contexts are that (1) Smith can perform (brief) testing of m2, but can no longer change the source code of m2 as it is just being reviewed by Miller, and (2) Miller can work on fixing the bugs in m1 and on reviewing the code of m2.
After having finally completed coding m1 successfully (no compile errors anymore), Miller delivers a request for code review of m1. Smith has meanwhile completed testing of m2. The resulting working contexts are given in the The next activities which happen in our simple scenario are that Smith rejects the code of m1which means some parts of m1 have to be recoded by Miller according to the details given in the review report. Miller finishes reviewing m2 and also rejects it, thus Smith has to recode m2. Consequently, the working contexts of Miller and Smith have been updated as shown in Fig. 3 .5.
After having finished coding and testing m1 Miller delivers a review request for m1 which we assume has to be taken by Smith. Smith has recoded and tested m2 according to Miller's review report. He/ she therefore asks for a further review of m2 now which is taken by Miller. The corresponding working contexts now look like in Fig. 3 .6. If we now assume that both reviews have accepted the code of m1 and m2 resp., the programming work for Miller and Smith in this simple scenario is finished. Their working contexts become empty.
If we however assume that Smith also performs the role of a Quality Assurance Engineer and furthermore assume that he/she has to define and check the detailed quality test plans for m1 and m2, Smith gets a further working context by clicking on his/her role selection button in the top line of his/ her screen and selecting the new role in the popup menu. The resulting working context is given in Fig. 3 .7.
Based on the above given scenarios we have sketched how MERLIN supports cooperation of software developers. We have especially described how two programmers work in a cooperative manner. We have indicated how people performing different roles are supported as well, namely we have sketched the connection between programming on one side and design and quality assurance on the other. Due to space limits we cannot describe all these interdependencies between different roles in detail. It is however worthwhile to note that the MERLIN rule-based description mechanism (as described in the next section) allows ample flexibility to customize an environment towards particular company's or even project's needs. Customization means to define the specific roles, the specific ways of coordination and cooperation, i.e. the corresponding access rights to objects and, overall, the specific software process.
Rule-Based Definition and Execution of Software Processes
As mentioned in the introduction, the working context construction and update is based on a precise definition of the underlying software process. This process describes which roles and users participate in a project and what are their responsibilities, i.e. which objects (or parts thereof) have to be produced by whom, when, and by which tools, etc. In this section we explain how such processes are defined in terms of a special rule-like language, and how the execution of a "program" given in this rule-like language achieves the functionality as sketched in the last section.
The presented approach exploits two features of rule-based programming for what is often called process-programming (c.f. [Oste87] ), namely flexibility and declarative programming. Software process definitions have to be changed frequently overtime and they even have to be changed when they are already partly executed. A rule-based description and, in particular, its underlying execution paradigm which separates between a rule (and fact) base and an independently defined inference engine gives that flexibility by allowing to just change the rule base without affecting the inference engine. For the reader not experienced in rule-based programming the examples in this section should illustrate this point. Furthermore, the declarative way of programming in PROLOG-like languages which we use in MERLIN as well, avoids to specify a lot of execution control constraints. The PRO-LOG backward chaining combined with backtracking which is built into the inference engine, allows to describe the information retrieval algorithm (necessary to construct a working context) in a highly condensed way. Information retrieval means to check a usually large number of highly nested preconditions which depend on each other and basically define certain object states as the preconditions to carry out certain activities. Again the examples in this section should illustrate this point.
The special and novel feature of the MERLIN approach in process programming is the way how the MERLIN inference engine combines backward and forward chaining execution of rules. This is a dedicated development for supporting the working context construction and update. In more detail, the backward chaining mechanism is used to select all objects and activities, a user may access and perform resp. depending on his/her role. Backward chaining is also exploited to gather all information necessary to answer user queries about the status of a project. The forward chaining mechanism is only applied in a few special cases. It is used if a particular order of performing certain machine executed without human intervention is required. (Basically, this could, of course, also be expressed in PROLOG-like rules, but the rules become more difficult to read and the whole set of rules becomes less structured. Distinguishing forward and backward chaining rules is, in our view, a first step towards modularizing (large) rule sets.)
We now give detailed examples how the MERLIN rule and fact base and its corresponding inference engine are constructed and run respectively in order to achieve the functionality explained in section 3.
The definition of roles is given by a number of facts called work_on which define all types of documents to be manipulated by a particular role together with their corresponding access rights. The general pattern of a work_on fact is given by work_on(Document_Type,Manipulation_Status,Read_Access_List,Write_Access_List,Execute_Access_List).
As an example, the role programmer described in section 3 is defined by the facts given in Fig. 4 .1.
The first work_on fact in Fig. 4 .1 describes that a programmer may edit any object of type module if the module has the status to_be_edited. Furthermore, the programmer has read access to the document types specification, error report and review, write access to the document type module itself and no execute access rights. Thus, a role definition is like a type definition specifying all possible types of objects and their corresponding access rights.
Usually, several users may play one role and one user may play several roles. The connection between roles and users is given by the fact has_roles which has the following pattern:
has_roles(Name,List_of_Roles).
As an example consider the following definitions for Miller and Smith (cf. section 3) in Fig. 4.2. A has_roles fact exist for each user participating in a particular project. The first parameter defines the login name of the user and the second parameter the list of roles this user may play.
As a next step, the objects, their types and their development states are defined by a fact which has the following pattern: document(Document_Type,Name,Status).
As an example the objects displayed in the working contexts of Fig. 3 .3 are defined in Fig. 4 These group of facts describes that a user with login-id Ident is responsible for manipulating the objects Doc 1 ,...Doc i of document type Doc_Type a up to the objects Doc j ,...,Doc z of document type Doc_Type z .
As an example consider the following definitions for Miller and Smith (cf. section 3) in Fig. 4 .4.
The user with login-id Miller is responsible for coding module m1, for reviewing module m2 and for testing module m1.
PROLOG-like backward chaining (and backtracking) is now applied to construct a particular user's working context based on the above given facts. Speaking in PROLOG terms, the goal create_working_context for the user with login-id Ident has to be satisfied. The pattern of the corresponding rule is given by The first parameter of rule create_working_context contains the role specification which describes the document types and their corresponding access rights. This parameter is defined as follows: The parameters of the work_on facts of the role specification (cf. Fig. 4.1 . This information is needed to select the objects to be manipulated by the user with login-id Ident depending on his/her role, his/ her responsibilities and the current project state.
The parameters Read_Access, Write_Access and Execute_Access are return parameters whose values are defined by execution of rule create_working_context. After execution, they contain the objects of "user Ident's working context" w.r.t. a particular project state.
As mentioned, parameter Ident is unified with the login-id of a user before rule create_working_context is executed.
The body of the rule contains the fact responsibilities explained above and a further rule explained in the following. Rule select_documents_to_work_on has the following pattern: The first rule in the body of rule select_documents_to_work_on, namely rule member selects the possible document types which can be accessed depending on the user's role and the user's responsibilities. Member is a standard PROLOG rule defined e.g. in [CM84] . It is therefore not explained in any more detail. In our application, member matches the more general definition of access rights of a role vs. the particular rights (or responsibilities) of a user. Based on the set of facts responsibilities, rule create_list identifies all objects whose current status (e.g. to_be_edited, to_be_reviewed) and responsibility definition determines them to be included in user Ident's working context. The states defining which objects can be included are given by the work_on facts of the role specification (cf. Fig. 4 .1, states to_be_edited, to_be_reviewed, to_be_executed). For instance, a programmer is responsible for the modules m1 with development status to_be_edited and m2 with development status edited: Only module m1 will be selected for displaying it in a working context. Rule select_relations gives the connection between the results of member and create_list. It returns all document types and corresponding objects which become part of the user Ident's working context. As an example the return parameters of rule create_working_context for the working context of Miller (cf. Fig. 3.3) are given in Fig. 4 .5.
create_list([],[],_,_). create_list([H|Lout
]
select_relations([],[],[],[],_,_,_). select_relations([HR|Rout
After execution of rule create_working_context all information is available to display the working context on the screen. Using the forward chaining rule do_working_context which is explained below, the working context is displayed on the screen as described in section 3. The read, write and execute access lists described in Fig. 4 .5. are sample input lists for parameters R,W,X for rule do_working_context.
As mentioned, forward chaining is used to ensure a particular order of executing activities. A forward chaining rule consists of the rule name, a set of preconditions, a one or more activities and a set of postconditions.
An activity is executed by invoking a corresponding tool via an encapsulator or envelope mechanism similar to the HP Softbench encapsulator [Carg90] or MARVEL envelope [GK91] . This is defined by the built-in CALL. The postconditions define updates of facts in the knowledge base resulting from the execution of activities by using the built-ins INSERT and REMOVE.
The first rule in the following example specifies that a working context is displayed (using some window management tool which constructs the screen layout as given in Fig. 3.1) . After each change of a document status by a user intervention, the document status in the fact base is updated accordingly (which then enables to refresh other peoples' working context).
The second rule specifies the automatic invocation of a compiler whenever an object of type module is ready for compilation. CALL invokes the corresponding compiler and the REMOVE and IN-SERT built-ins trigger an according update of the fact base.
It is worthwhile to note that the "compiler-rule" could be involved many times even concurrently based on the defined semantics of a forward chaining rule (which is the intended effect). In order to avoid this situation for the working context display, the first rule has a technical precondition, namely start_working_context, which ensures that a particular working context is only displayed once. The reader should note that the language explained in this section can be used to define an arbitrary software process by e.g. changing or extending the role definition, the document types, etc. This is the job of a process engineer who so far needs to think in terms of a rule-like language. We are working on concepts to improve the support for process engineers which are sketched in section 6.3 of this paper.
The facts defining a particular project like the responsibilities of a certain user are defined usually by a project manager. This user does not see the rule based language. As other users he/she gets his/her specific working context which includes an editor to e.g. input the change of staff, and to assign responsibilities which was explained in this section. The result of his/her work is automatically translated into the facts.
Persistence
As illustrated by the example in the previous two sections, any change in the knowledge base, i.e. any change of a rule or fact has to be made persistent immediately. This only enables to deal with multiple concurrent user accesses to the knowledge base. For instance, a new user should get his/her working context based on any change to any object which has happened before by any other user. All current document states and current responsibilities must therefore be visible. They must also be persistent, because otherwise fault tolerance is not ensured and appropriate locks cannot be defined to install sophisticated transaction management mechanisms. Fault tolerance means, for instance, that an object may be changed by a user and there is a breakdown of the user's workstation during that change. If the checkout of that document has not been reported in the knowledge base before, the whole project gets into an inconsistent state. An object has been lost without any trace of where it went. If that happens more than once, soon working contexts are not displaying the "up-to-date" information anymore they should. Transaction management mechanisms are described in section 6.1.
Traditional rule-based systems, in particular PROLOG-like systems, do not support the persistence of any change automatically. A PROLOG programmer or rule programmer or in our case the process engineer is forced to explicitly express any persistent change to the knowledge base by a particular command in the (rule-based) program and usually run a particular update at the end of any session. This procedure is of course unacceptable for process programs, because, as mentioned, the update has to be taken as a default and it is not just happening in some occasions (as in other applications) and at certain points in time (like e.g. the end of a session).
In order to achieve persistence, we employ a fine-grained internal representation of rules and facts, namely particular extensions of abstract syntax graphs. The extensions are dedicated to later efficient execution of the stored rules, as we will explain below.
The underlying storage mechanism used is a special non standard data base system called GRAS (Graph Storage) [LS88] formerly developed in the IPSEN project [ENS86] . It provides efficient access to arbitrary large attributed directed graphs based on a dedicated paging algorithm. It allows to store and retrieve any graph structure incrementally by providing operations like insert-node, insertedge, delete-node, and associative queries like all nodes with a certain label, all nodes having the same outgoing edge(s) etc.
However, note that the application of our approach is not restricted to GRAS. Any modern object management system offering similar functionality or enabling the possibility to build such a layer on top of it like GemStone [BMOP89] , O 2 [BDK91] etc. could be used as well.
Derived from the contextfree definition of the MERLIN rule language, each rule is stored in an abstract syntax tree-like way.
The notable MERLIN extensions to the abstract syntax tree notation include firstly to organise rules in clusters. Each cluster contains a list of rules who have identical names, i.e. the same head. These clusters enable to store the list of parameters only once for the whole cluster instead of storing a list of parameters for any rule. This is based on the observation that parameter lists of all rules within one cluster differ only marginally. Furthermore, this kind of storing the parameters is one basic mechanism in MERLIN to speed up the matching between parameters during rule execution. The connection between a particular rule and its corresponding parameter list is identified by additional edges labelled ECorrParam (cf . Fig 5.1) . Further edges are introduced to describe the static calling order between rules explicitly which is exploited for speeding up execution of backward chaining. An ECorrRule edge is drawn between a rule call in a rule body and its corresponding head in another rule cluster. Fig. 5 .1 gives the complete representation of a backward chaining rule cluster with a sample for the ECorrRule edge.
The introduced edges support efficient backward chaining in the following way. To select the rule to be executed next, the interpreter has just to follow the ENext edge, if it is a rule in the same rule cluster, or the ECorrRule, EBCRules and EElem edges (cf. the bold edges in Fig. 5.1) , if it is a rule in another cluster. As the static calling order is predefined through these edges, the MERLIN interpreter performs at most 3 accesses to the data base to determine the next rule to be executed. In traditional rule implementations the database has to be scanned for every rule until a rule is found whose head matches the corresponding call in the body.
Unification of the rules' parameters, i.e. assignment of values to the formal parameters, is based on browsing along EParam, EElem, and ECorrParam edges (cf. Fig. 5.1 ). This means that a current parameter value (e.g. values of attributes name and value in Fig. 5 .1) within a rule body is determined by accessing the corresponding parameter definition in the parameter list of the whole rule cluster either via the above given edges or by further browsing through the list of parameters of a rule cluster along the ENext edges. The point is that during execution of a rule body, i.e. invocation of all its rules, the matching of a formal parameter value with its actual value has to happen only once for the first rule of the body (by browsing through the knowledge base in order to define the values of the attributes of the global parameter list). Then, when executing any further rule, the values are determined via the mentioned edges. This is in contrast to traditional rule-based systems where the matching process happens for any rule in the body, i.e. the time consuming browsing through the knowledge base is repeated several times.
Forward chaining rules are interpreted based on a revised version of the RETE algorithm [Brow85] . The major aspect of the MERLIN version is that an extension of the abstract syntax tree notation by additional edges allows to quickly compute the new conflict set. In the RETE-algorithm this is done by always updating a network of rule conditions whenever one particular rule is executed. In our approach (as opposite to the RETE-algorithm) the construction of that (possibly complex) network only happens once during storing a forward chaining rule in the knowledge base. Furthermore, the update of the ConflictSet is done by exploiting the associative query facility provided by GRAS.
A more detailed description of the construction of the MERLIN knowledge base is given in [PS92] .
In summary, the execution of a rule-based (persistent!) description in MERLIN is speed up by avoiding as many time-consuming accesses to the (external) knowledge base as possible. This is based on (1) storing as much information as possible persistently if it is being reused in the execution process again (e.g. the actual values of parameters), which avoids time-consuming recomputation and a corresponding large number of accesses, and on (2) the knowledge-base operations providing the most efficient access to the stored data base (like e.g. the associative query facilities).
Current and Future Work
The described MERLIN prototype still does not offer the functionality one would expect from an SDE truly supporting distributed software development. This section identifies the weaknesses of the current prototype and it reports about work in progress how to remedy them.
Advanced Transaction Management
The process model example of section 3 describes how MERLIN supports the cooperation of two programmers by using a simple checkin/checkout model. For instance, if a review document is developed or revised by the reviewer, it is not available for anybody else, i.e. it carries an exclusive lock.
This checkin/checkout mechanism is realized by using the objects state as the lock describing who has checked out the object. For example, the state to_be_reviewed within the fact document(review,...) (c.f. Fig. 4. 3) locks the review document exclusively for the reviewer whereas reviewed represents an exclusive lock for the programmer.
Such a simple checkin/checkout mechanism, which locks objects exclusively in the case of write accesses for maybe long periods of time, is not appropriate to support cooperative work of a large number of developers.
The basic idea of a more advanced transaction model than simple checkin/checkout is first of all optimistic control. Known disadvantages of optimistic approaches are (1) the problem to merge modifications done on an object by different developers in parallel and (2) the rollback of transactions which have been almost finished. But in the case of applying optimistic control for coordinating small teams of developers these problems could be solved by using the short ways of communication, i.e. the developers can "talk to each other" about such a failure "by going next door".
If the use of locks is still necessary, an advanced transaction model exploits the fine grained structure of objects (as e.g. described in [SW91] ). This means to allow parallel accesses by defining locks for different parts of an object and thereby separating the parts which are manipulated by different transactions. In that case write access to an object can be restricted to short time periods, as the complex manipulation of an object can be divided into manipulations of the object's parts. Then only the part currently under work has to be locked for a short time, the other parts can be read by concurrent transactions. Moreover, changes on an object quickly become available for the other members of the team. Additionally the idea of using the object structure could help to make merging of objects (or parts thereof) much easier after a conflict, because it is easier to identify the concerned parts of objects which have to be merged.
The above sketched transaction model enables to coordinate the team member working contexts in a more flexible way than described in section 3. There the objects contained in a working context are simply checked out of the fact base as mentioned at the beginning of this section.The idea here is to define such a working context based on a simple checkin/checkout model only for a team, but not for all individual team members. A team working context includes all information which is needed by all members of a team to do their job. A team member working contexts now can be built by accessing information of the team working context using the above sketched optimistic transactions. This especially enables to access more objects in different team member working contexts in parallel and to make changes on objects made in one team member working context visible in the other team member working contexts very fast. The resulting structure of working contexts is shown in the shadowed part of Fig. 6 Usually large software projects consists of more than one project team, i.e. different companies participate in such projects which themselves often assign more than one department to the project. Moreover, these teams are often geographically dispersed, might have different skills and prefer different ways of cooperation. In fact the team-member transactions described above do not fulfil all requirements for cooperation in large, distributed software projects.
In contrary to team-member transactions the team transactions preserving consistency of objects manipulated by different companies have to use locks for long time periods, because a company often requires to reject accesses to an object under development until the object has reached a consistent or even final state.
Furthermore these locks are not restricted only to parts of an object, but they might lock a complete object or even a set of objects. Thus an optimistic control as described before is not suitable, because at the end of possibly long transactions complex modifications would have to be merged.
Applying a pessimistic transaction control results in rejecting transactions which require already locked objects or forces them to wait until these locks are released. This might delay complex development tasks requiring several objects for days or weeks, although maybe only one of the needed objects is locked by another team. To overcome this problem, on the level of team cooperation a versioning concept is needed to allow a team to release old, but consistent versions of objects to other teams while locking the new versions of the objects which are under development.
Our general strategy to overcome the binary decision between either an optimistic protocol or a pessimistic protocol locking large grained objects (which may be enhanced by a versioning concept) is to use different transaction mechanism on different levels in a project hierarchy. Transactions controlling teams of different companies or even teams within a company are "less optimistic" than the team-member transactions. The different levels of transaction management will be defined based on different lock-types which can be distinguished w.r.t. their strictness and their compatibility. Fig. 6 .1 shows the resulting hierarchy of working contexts controlled by different types transactions.
The model sketched above is based on proposed group transaction models as [KSUW85] , [KP87] , [NSE89] , [Kelt89] or [FZ89] , but it differs from them by combining the support of more than one group level (as described in [PSW91] ) with different transaction control mechanisms and with the exploitation of an object's fine-grained representation in terms of its syntactic units. Furthermore, those models usually assume transactions over a long period of time without intermediate updates like for example proposed in [Kais89] , [Kais90] . The latter one could be fitted in the definition of our team-member transaction model. Further deficiencies of existing transaction models and even group models are identified in [BK91] . We intend to overcome these deficiencies with the approach described above which will be described in more detail in a forthcoming paper.
Integration of Fully Object Oriented Database Systems
As GRAS does offer very sophisticated facilities for storing and retrieving fine-grained information items, we choose it as the basis for our first implementation. As it does not offer support for various locking modes on these items as well as it does not support distribution and multi-user access very well, we are currently porting the system to a fully object-oriented system. In general, one of our major work areas in the MERLIN project is to investigate the power and suitability of fully object oriented database systems as the underlying storage mechanism for SDEs.
Sophisticated User Support
The current prototype's functionality is just being extended by developing and integrating a reasoning component. This component should visualize and explain a user the current project state and the reasons why that state has been reached, e.g. the history of object changes and when and by whom they have been carried out.
The process engineer will be supported by an environment supporting the development and instantiation of software process models. Such an environment includes editors, browsers, and tools for editing, analyzing, testing, simulating and measuring process definitions before they are incorporated into a process-centered environment. It also supports the change of existing software processes and provides means to guarantee consistency of process data if a process is changed during its execution.
Our experience (c.f. [DGS89b] , [DG90] ) suggests that a more user-friendly graphical notation is needed than the explained rule-based language to define processes. The approach is to introduce certain language constructs dedicated to software process modelling into our rule-based language and to find a suitable graphical notation for them. A good candidate for such special constructs are the rule patterns given in section 4. Execution will still be based on the rule-like language as described in this paper. So far a simple syntax-directed editor based on the internal graph representation of rules as sketched in section 5 is used to develop and change a process.
Concluding Remarks
The main reason for using a rule-based approach is its flexibility, i.e. it is easy to cope with frequently changing process definitions and allows efficient execution. Even more, knowledge about already enacted software processes, general knowledge about software development as well as about profiles of collaborators in a project could be incorporated. The whole system could thereby reflect the evolution of knowledge in software development based on several enacted software processes. The ultimate goal of our approach is thus an expert system for software development customizable to a particular company's or project's needs. The MERLIN prototype is implemented in Modula-2 on SUN 4 workstations. The development process supported by the environment is based on the one defined in [KFFK91] , but can, of course, easily be changed by adding or deleting facts and rules. The system includes a number of UNIX tools like editors, browsers and debuggers which are invoked to develop the different objects.
The key architectural components of the system are X-windows as the basis for the implementation of the user interface and the non standard database system GRAS mentioned in section 5.
A major part of the development effort was spent on the implementation of the inference engine. We could not use an existing one, because (1) we wanted to built in the specific way of combining forward and backward chaining, (2) we solved the persistence problem in a new way as sketched in section 5, and (3) we want to be able to extend our rule language which might require to change the inference machine as well. Such extensions include the notion of different kinds of transactions and special language constructs dedicated to the definition of software processes.
