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Tämän opinnäytetyön kohde on tuottaa testinhallintaohjelmiston analyysi ja parantaa testinhallin-
taohjelmiston käyttöä ohjelmistonsuunnitteluprojekteissa. Testihallintaohjelmistona käsitellään 
SpiraTest-testinhallintaohjelmistoa. Opinnäytetyö käsittelee myös yleisesti ohjelmistotestausta ja 
sen järjestämistä ohjelmistoprojektissa. Työn tilaaja on Oululainen ohjelmistoalan yritys Bittium 
Oyj, jonka ohjelmistotestausympäristö otetaan opinnäytetyön lähtökohdaksi. 
 
Työssä käydään läpi kuinka testinhallintaohjelmisto SpiraTest toimii ohjelmistoprojektissa. Löy-
dettyjä piirteitä arvioitiin suhteessa ohjelmiston testauksessa tarvittaviin työkaluihin ja metodeihin. 
Työssä havaittuja ohjelmistotestausta hyödyttävät piirteet ovat yleisesti tarpeellisia testinhallinta 
ominaisuuksia ja ovat sellaisenaan siirrettävissä muihin ohjelmistoprojekteihin.  
 
Työssä kehitettiin vaihtoehtoisia toteuttamismalleja testauksenhallinnan toteutukselle ilman tes-
tinhallintaohjelmistoa. Toteuttamismallit huomattiin toteuttamiskelpoisiksi. Kuitenkin toteutues-
saan muutosehdotukset tulisivat vaatimaan aikaisempaa suurempaa kurinalaisuutta ohjelmisto-
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The objective of this Bachelor’s thesis was to produce an analysis of test management software 
and improve the usage of test management software in software programming projects. Spi-
raTest shall serve as the test management software for this thesis. This thesis also covers basics 
of software testing and managing of software testing. This thesis was made to Bittium Oyj and 
the software testing methods of Bittium serve as the basis of this thesis. 
 
In this thesis, the working of test management software SpiraTest in software projects shall be 
analyzed. The findings of this analyze will be reviewed in accordance of needs and requirements 
of software projects. The findings of this thesis are applicable to other similar software testing 
solutions and are possible to be used in variety of software projects 
 
The final outcome of this thesis is alternative testing management models for test management 
without test management software. The alternatives for test management were found plausible to 
be used in software management. However, the changes to software test management proposed 
by this thesis require more rigorous work ethics from test planners and test makers. 
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Automoitu testaus Ohjelmistotestaus, joka on suoritettu automaattisesti, esi-
merkiksi tietokoneen ajamana. [Engl. Test Automation] 
 
 
Avainsana Engl. Keyword, Avainsana on avainsanapohjaisessa tes-
tauksessa käytetty käsky, jolla ilmaistaan yhtä toimintoa. 
 
 
Avainsanapohjainen testaus Engl. Keyword-Driven Testing, Avainsanapohjainen tes-
taus on Testiautomaatiokäytänne, jossa testidata ja avain-
sanat luetaan ulkoisesta datalähteestä. [M. Fewster and D. 




Integraatio Yhdistäminen. Integraatiolla ohjelmistosuunnittelussa tar-
koitetaan uusien ohjelmistolisäysten yhdistämistä jo val-
miiseen ohjelmistoon.  
 
 
Jatkuva integraatio Engl. Continuous Integration eli jatkuva integraatio on pe-
riaate, jossa integraatiota suoritetaan jatkuvasti automati-
soitua testausta vasten, jotta integraatio ongelmat havait-
taisiin aikaisessa vaiheessa ja olisi mahdollista säilyttää 
ohjelmiston toimintakyky ja toimitettavuus aina. 
     
 
Manuaalitestaus  Manuaalisesti ihmisen työllä suoritettu ohjelmistotestaus. 
 
 
Oraakkeli Engl. Oracle eli oraakkeli on ohjelmistotestauksen automa-
tisoinnissa käytetty apuväline, jolla voivat testi-insinöörit tai 
automatisoidut testit määrittää, onko testi hyväksytysti suo-




End to End -testaus Eli päästä päähän -testauksella tarkoitetaan metodologiaa, 
jossa sovelluksen testaus suoritetaan alusta loppuun. Sen 
tavoitteena on löytää systeeminkeskinäiset riippuvaisuudet 
ja varmistaa oikean informaation kulkeminen eri kompo-
nenttien ja systeemien välillä. 
 
 
Testiaskel Engl. Test Step, Testitapauksen alakohtia, joissa määritel-




Testitapaus  Engl. Test case, Testitapaukset ovat yksittäisiä testejä, 
joille on määritetty suoritustapa, annettavat syötteet ja ha-
lutut vastaukset testattavasta ohjelmistosta. Jos nämä 
suoritteet epäonnistuvat tai halutut vastaukset eivät ole oi-




Tietokäyttöinen testaus Engl. Data-Driven Testing eli tietokäyttöinen testaus on 
testausskriptaustekniikka, jossa testisyötteitä ja ennakoitu-
ja vastauksia säilytetään tiedostossa, jonka avulla tes-
tausskriptillä ajetaan kaikki määrätyt testitapaukset. 




Vaatimus Engl. Requirement, Vaatimus on ohjelmistolta vaadittu 
ominaisuus tai toiminto. Tämä vaatimus pohjaa joko sopi-




1 Johdanto  
Nykyaikaiset ohjelmistot ovat monimutkaisempia kuin koskaan ja tulevat jatka-
maan kehitystä vielä hankalammiksi kokonaisuuksiksi kehittää ja ylläpitää. Tämä 
kehitys asettaa haasteita ohjelmistojen laadulle, joka varmistaa ohjelmistojen 
toiminnan kaikissa tilanteissa ja estää vioista johtuvat kulut. Ohjelmistojen toi-
minnassa on kyseessä hyvin usein jopa miljoonien eurojen kokoiset summat 
[1]. Ohjelmiston kaikki toiminnot ja ominaisuuksien toimiminen tulee tarkistaa 
monissa eri tilanteissa, jolloin voidaan olla varmoja ohjelman toimimisesta. Mo-
derneilta ohjelmistoilta vaadittu laatu on siis varmistettava kattavalla ja monipuo-
lisella testauksella. 
Moderni ohjelmistotestaus on monitahoista, ja testauksen painopisteet 
voivat vaihdella eri alueiden välillä ohjelmointiprojektien eri vaiheissa. Testauk-
sen tulee olla kattavaa niin pienimpiä ohjelmisto komponentteja kuin koko ohjel-
man suoritusta testattaessa. Testausta joudutaan toistamaan ohjelmointiprojektin 
edetessä määräajoin, jotta voidaan olla varmoja kaikkien ominaisuuksien toimin-
nasta. Täten pienessäkin ohjelmistossa testattavien asioiden määrä käy nopeasti 
hyvin suureksi, tarvitaan testauksen nopeuttamiseksi automatisaatiota. Automa-
tisaatiolla voidaan testata hyvin nopeasti valtavia määriä testejä, mikä ihmistyö-
voimalla suoritettuna olisi kestänyt jopa kymmeniä kertoja pidempään 
[2]. Automaatiolla saavutetaan myös hyötyjä toistettavuudessa, laadun hallin-
nassa ja pienentyneessä työvoiman tarpeessa [3]. 
Ohjelmistotestaus on laaja ja vaikeasti hallittava kokonaisuus, jolle tarvitaan oma 
testistrategia. Testistrategiassa kuvataan kuinka testaus ja laadun valvonta pro-
jektissa suoritetaan. Testistrategiassa kuvattujen laadunvarmistusmenetelmien 
varmistamiseksi tarvitaan erilaisia testaustyökaluja. Yksi näistä työkaluista on 




Tämä opinnäytetyö tulee käsittelemään testinhallintaa ja sen järjestämistä ohjel-
mistoprojekteissa. Kuitenkin ennen kuin opinnäytetyön pääaihetta eli testinhallin-
taohjelmistoa aletaan käsitellä, on syytä perehtyä ohjelmistotestaukseen. Seu-
raava luvussa käsitellään taustatietoa ohjelmistotestauksesta. 
1.1 Opinnäytetyön tavoitteet 
Opinnäytetyön tavoitteena on analysoida testinhallintaohjelmiston hyödyt ja kehi-
tyskohteet. Kerätä mitä testinhallintaohjelmistolla voi tehdä ja onko se mahdollis-
ta tehdä muin keinoin. Onnistuakseen tulee opinnäytetyössä suorittaa seuraavat 
kolme vaihetta: 
1. Analysoida nykyisen testauksenhallintaohjelman käyttöä 
2. Tutkia tämän analyysin perusteella mahdollisia erilaisia suoritustapoja tes-
tinhallinnalle 
3. Tutkia voiko näitä suoritustapoja käyttää ohjelmistoprojektin testinhallin-
nassa 
1.2 Opinnäytetyön rakenne 
Tämä luku sisälsi johdannon, opinnäytetyön tavoitteet ja rakenteen. 
Luvussa 2 käydään läpi ohjelmistotestausta ja siihen liittyvän testauksenhallinta-
ohjelmiston hyötyjä 
Luku 3 tulee käsittelemään opinnäytetyössä mainittuja ja käytettyjä työkaluja ja 
esittelee ne ja niiden toiminnan. 
Luku 4 antaa yleiskuvan opinnäytetyön lähtökohdista. 
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Luku 5 keskittyy SpiraTest -testauksenhallintaohjelmiston analysointiin ja eritte-
lyyn. 
Luvussa 6 annetaan vaihtoehtoisia toteuttamismuotoja luvun 5 erittelemille tes-
tauksenhallintaohjelmiston ominaisuuksille. 
Opinnäytetyön tuloksia käsitellään luvussa 7, jossa pohditaan luvun 6 käsittele-
miä vaihtoehtoja ja niiden toteuttamiskelpoisuutta arvioidaan.  










2 Ohjelmistotestaus  
Ohjelmistotestaus on prosessi, jossa ohjelmisto ajetaan koesyötteellä ja analy-
soidaan lopputulos [4]. Tiivistettynä ohjelmistotestaus kuulostaa yksinkertaiselta. 
Kuitenkin suurin ongelma testaamisessa on testit itsessään. Testauksen on tar-
koitus tarjota asiakkaalle varmuus siitä, että ohjelmisto täyttää kaikki sen vaati-
mukset [5]. Miten siis muotoilla testejä, jotka varmistavat ohjelmiston täyttävän 
vaatimukset ja huomaavat vaatimusten vastaisen suorituksen? 
Vaatimus (Requirement) on lähtökohta testaamiselle. Vaatimus määritellään joko 
asiakkaan toimesta tai johonkin standardiin perustuen, ja se voi käsittää esimer-
kiksi käyttötapauksia tai toimintoja, joita ohjelmiston tulee kyetä suorittamaan. 
Vaatimukset ovat tärkeitä testaamiselle ja vaativat selkeyttä, jos vaatimukset ei-
vät ole tarpeeksi hyvin määriteltyjä on ohjelmistoa ja sen testausta vaikea ryhtyä 
tekemään.  
Testitapaus (Test case) on vaatimuksen pohjalta suunniteltu ohjelmistopolun 
suoritus, jonka toiminta hyväksytetään vaatimusta vasten. Testitapaukset koos-
tuvat syötteistä, määritellyistä suorituksen lähtökohdista ja ennalta odotetuista 
lopputuloksista [6]. Testitapauksen laadinta ja suunnittelu ovat haastavia proses-
seja ja niiden vaiheiden selostaminen ei ole tämän opinnäytetyön laajuudessa 
mukana. 
Testauksen suorituksessa testitapaus ajetaan läpi. Testitapauksessa määritellyt 
syötteet syötetään testitapauksen määrittelemässä järjestyksessä ohjelmistoon, 
jonka lähtötilaksi on laitettu testitapauksen kuvaama lähtökohta testaamiselle. 
Suorituksen edetessä syötteiden laittamista ja ohjelmiston toimintaa seurataan ja 
verrataan odotettuja lopputuloksia vasten. Jos toiminta on testitapauksessa mää-
ritellyn kaltaista, tuottaa oikeita tuloksia ja tapahtuu määritellyn ajan kuluessa, on 
testi suoritettu onnistuneesti ja onnistuminen raportoidaan. 
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Huomattaessa testitapausta suoritettaessa ohjelmiston toiminnassa ja odotetuis-
sa lopputuloksissa eroavaisuuksia, testaus keskeytetään. Tällaisessa tilanteessa 
on havaittu mahdollinen virhe ohjelman toiminnassa ja se tulee raportoida vir-
heellisenä suorituksena. 
Testauksen raportointi tapahtuu testitapauksen suorituksen päätyttyä, jolloin tes-
tistä syntynyt aineisto kerätään ja tulokset arkistoidaan ja liitetään testitapauk-
seen. Raportointitulos näyttää testin lopputuloksen. Testiraportti yksinkertaisim-
millaan sisältää vain onnistumisen tai epäonnistumisen, mutta voi myös sisältää 
enemmän tietoja testitapauksesta. Näissä tiedoissa voidaan käydä kaikki testin 
vaiheet niistä saadut tuotokset ja testauksessa kulunut aika. Testiraporttista voi 
käydä myös ilmi testatun laitteen tila tai testauksessa käytetyt resurssit. Jos testi-
tapaus on epäonnistunut, epäonnistumisen kohta testauksessa sisältyy testira-
porttiin. 
Testauksen edetessä ja testitapauksia uudelleen testatessa raporteista kertyy 
testitapaushistoria, josta voi todeta kuinka kauan testitapaus on ollut onnistu-
neesti testattu, milloin testin havaitsema virhe on korjattu ja uuden virheen sattu-
essa, missä välissä virhe on alkanut esiintyä testauksessa. 
2.1 Ohjelmistotestauksen eri muotoja 
Ohjelmistotestausta on mahdollista järjestää monin eri tavoin, jotka testaavat oh-
jelmistoa eri näkökannoista. Pelkillä yhden kaltaisilla testeillä ei ole mahdollista 
kattaa koko ohjelmiston toimintaa, eikä verrattain raskailla testeillä kannata tar-
kistaa koko ohjelmiston toimintaa. Jos ohjelmiston testaamisen osa-alueelle löy-





Yksikkötestaus (Unit Testing) on testausta, jossa testataan ohjelmiston pienimpiä 
testattavia osia. Tämä voi olla esimerkiksi luokka tai metodi, joille on kirjoitettu 
omat testinsä, jotka varmistavat toimivuuden kaikissa niin oikeissa kuin virheelli-
sissä tilanteissa [8]. Yksikkötestit ovat nopeita suorittaa ja antavat näin nopeasti 
ja tarkasti tiedon siitä missä ohjelmistossa virhe on tapahtunut [9]. Kuitenkin yk-
sikkötesti eivät testaa yksikkönsä ulkopuolista toimintaa, joten niillä ei voi kattaa 
koko ohjelmiston testausta. Eri ohjelmiston osasten keskinäistä toimintaa tulee 
testata muilla tavoilla. 
Integraatiotestaus 
Integraatiotestauksessa (Integration Testing) varmistetaan, että uudet lisätyt asi-
at ohjelmistoon ovat yhteen sopivia muiden niitä ennen tehtyjen ominaisuuksien 
kanssa, eivätkä aiheuta ongelmia. Integraatiotestaus perustuu usein ohjelmiston 
systeemiarkkitehtuuriin. Usein tällaista testausta käytetään CI-prosessissa (Con-
tinuous Integration / Jatkuva Integraatio), jossa haetaan jatkuvaa ohjelmisto-





End-to-End -testauksessa ohjelmiston ominaisuudet testataan ohjelmistolta esi-
tettyjä vaatimuksia vasten. Testauksessa ohjelmiston suoritus tarkistetaan alusta 
loppuun seuraten ohjelmiston komponenttien ja systeemien toimintaa. Kompo-
nenttien ja systeemien välittämien tietojen virheettömyys testataan. [11]  
 
Kuva 1 Esimerkki testien suhteellisesta määrästä projektissa 
2.2 Ohjelmistotestauksen automaatio 
Testaus vaatii hyvin suuren työpanoksen. Noin 50 prosenttia nykyisestä ohjel-
mistokehitykseen käytetystä työstä on ohjelmiston testaamista [12]. Kuitenkin 
suurin osa tästä työstä on arvojen tarkistusta ennalta määriteltyjä oikeita arvoja 
vastaan. Tämänkaltaisten yksinkertaisten tehtävien antaminen tietokoneen hoi-
dettavaksi on helppoa ja kustannustehokasta. Lisäksi tietokone pystyy suoriutu-
maan paljon ihmistä nopeammin testauksesta, jolloin testausaika pienenee. 
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Testausautomaatiossa testitapauksesta kirjoitetaan testiskripti, joka annetaan 
tietokoneelle suoritettavaksi. Testiskriptissä on määritelty, miten tietokone ohjel-
mistoa testaa. Kun tietokone on ajanut testin läpi, antaa tietokone raportin testin 
tuloksista, joista näkyy, onnistuiko testi, ja jos testi epäonnistui, niin missä testi 
on epäonnistunut. Näistä tuloksista ohjelmistosuunnittelija voi päätellä, onko oh-
jelmistossa virheitä ja mitä pitää korjata. 
Huolimatta kaikista testausautomaation hyödyistä kaikkea ei kannata testata tie-
tokoneella. Jotkut testitapaukset voivat vaatia ihmismäistä intuitiota testauksessa 
syntyvien arvojen tulkinnassa, jota ei voi tietokoneella mallintaa [13]. Myös testi-
tapaukset, jotka ovat luonteeltaan tutkivia ja joiden tuloksien avulla suunnitellaan 
varsinaisia automatisoitavia testitapauksia, on parasta suorittaa manuaalisesti. 
Tällaiset testitapaukset suoritetaan usein vain kerran ja kertasuoritusten automa-
tisoinnille ei ole mitään syytä.  
Automatisaatiota suunniteltaessa kannattaa ottaa huomioon, onko testitapausten 
automatisointiin käytettävällä työmäärällä saavutettavissa tarpeeksi suuri hyöty. 
Testitapauksia, jotka testaavat vähämerkityksistä harvoin tapahtuvaa tapausta, 
jonka automatisoiminen olisi kallista, ei kannata automatisoida. Suunnittelussa 
kannattaa ottaa myös huomioon se, että automatisoituja testejä tulee ylläpitää ja 
jos ylläpidon kustannukset ylittävät automatisaatiosta saadut hyödyt, ei niitä kan-
nata automatisoida. 
Automatisoidussa testauksessa on myös mahdollista tehdä oraakkeleita (Ora-
cle), jotka pystyvät katsomaan testitapauksen lopputuloksesta, oliko se onnistu-
nut vai ei. Kuitenkin tällaisten oraakkeleiden työstäminen ja ylläpito voi tulla hyvin 
kalliiksi ohjelmistoprojektin edetessä. Siksi suurin osa testauksesta kannattaa 
jättää tietokäyttöiseksi testaukseksi (Data-Driven testing). Tietokäyttöisen tes-
tauksen hyöty on siinä, ettei oraakkeleita tarvita, vaan testaus suoritetaan enna-
kolta koottuja arvoja vastaan.  
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2.3 Testauksenhallintaohjelmiston hyödyt 
Testauksenhallintaohjelmisto helpottaa ohjelmistoprojektin testauksen suunnitte-
lua, testien ajamista, testien automatisointia, testien ja virheiden raportointia ja 
työmäärien ja aikataulujen seurantaa. Näitä ohjelmiston tarjoamat hyödyt eivät 
ainoastaan auta testauksen suunnitellussa, mutta myös testauksen hallinnoin-
nissa ja työmäärien mittaamisessa. Testauksenhallintaohjelmisto antaa käyttäjäl-
leen työkalut, joilla seurata ohjelmistoprojektin työn edistystä. 
Testauksenhallintaohjelmisto antaa mahdollisuuden kaikkien testauksen suunnit-
telijoiden käyttää samaa ohjelmistoa hyväkseen suunnittelussa ja tallettaa suun-
nitelmat kootusti. Testinhallintaohjelmisto voi tarjota myös testien ajamiseen työ-
kaluja, joilla aloittaa, ajastaa tai poistaa automatisoidusta testauksesta testejä. 
Testien raportoinnin keruu ja säilytys ovat myös testinhallintaohjelmistoille taval-
lisia ominaisuuksia. 
Nämä kaikki ominaisuudet yhdessä varmistavat, että kaikki ohjelmistotestauksen 
alueet ovat yhden työkalun hallinnassa ja helposti löydettävissä. Varastoitu tieto 
voidaan myös koota helppolukuisiksi kaavioiksi ja tietopaketeiksi, joista testauk-
sen tilaa on helppo seurata ja näin arvioida tehdyn työn määrää ja vielä jäljellä 
olevan työn suuruutta. 
Testauksenhallintaohjelmisto myös tallettaa tietojen ja tiedostojen muokkaushis-
torian ja liittää muokkaushistoriaan syyn muokkaukselle. Jos testitapauksen vaa-
timus on muuttunut tai testianalyysissä on paljastunut jonkun muun testin jo kat-
tavan vaatimuksen, on testitapauksia muutettava tai poistettava turhana toistona. 
Muokkaushistoriasta voidaan näin seurata muuttuvien vaatimusten ja virhekor-
jausten vaikutusta testaukseen. Tällä mahdollistetaan testimateriaalin muuttumi-
nen ja näiden muutosten seuraaminen ja liittäminen vaatimuksiin. 
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3 Käytetyt työkalut 
Seuraavat alakohdat tulevat käsittelemään yleisesti testauksessa käytössä ole-
via työkaluja, joita tulen opinnäytetyössäni käsittelemään. Työkalut esitellään ja 
niiden käyttötapaa ohjelmistotestauksessa avataan. Opinnäytetyössä ei tulla kä-
sittelemään näiden työkalujen käyttöönottoa. 
3.1 SpiraTest 
SpiraTest on kaupallinen Inflectra Corporationin kehittämä testinhallintaohjelmis-
to. SpiraTestiä käytetään ohjelmistotestauksessa tarvittavien tietojen säilömi-
seen, testauksen suunniteluun, testauksen automatisoimiseen ja testitulosten 






3.2 Robot Framework 
Robot Framework on avoimen lähdekoodin testausautomaation viitekehys, jonka 
avulla on mahdollista suorittaa hyväksyntätestausta [14]. Robot Framework käyt-
tää testien laatimiseen Avainsanapohjaista (Keyword Based) skriptausjärjestel-
mää. Avainsanapohjaisessa testauksessa käyttäjä hyödyntää Frameworkin tar-
joamia valmiita tai itse tekemiään avainsanoja testaustapauksen kirjoittamiseen. 
Avainsanojen käyttö testauksen kirjoittamisessa helpottaa testitapausten laadin-
taa ja avainsanoja on mahdollista käyttää muiden testitapausten laadintaan. 
Kuva 2 Robot Framework skriptiesimerkki [17] 
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Robot Framework pohjautuu tietokäyttöiseen testaukseen (Data-Driven testing) 
ja tarvitsee siis tiedoston, johon syötteet ja ennakoidut arvot on liitetty Robot 
Framework avainsanasyntaksin mukaan. Avainsanat Robot Frameworkissa oh-
jelmoidaan Pythonilla, mutta voidaan myös liitännäisen avulla ohjelmoida Javal-
la. 
Robot Frameworkin testaamat testitapaukset on mahdollista raportoida, jolloin ne 
näkyvät helposti tutkittavassa muodossa, josta näkee onnistuneet ja epäonnistu-
neet avainsanat ja kaikki testissä käytetyt syötteet ja testatut arvot. Raportista 
näkyy selvästi, missä kohtaa testi on epäonnistunut.  
 





Jenkins on avoimen lähdekoodin automaatioserveri. Automaatioserverillä on 
mahdollista suorittaa testitapauksia automaattisesti, joko käyttäjän käynnistämä-
nä tai testaus voi myös käynnistyä määritellystä käynnistyskriteeristä. Kriteeri voi 
olla kellon aika, toinen testitapaus tai jokin muu heräte.  
Jenkins toimii osana CI-järjestelmää. Jenkinsiin luodaan tehtäviä (job). Jenkins 
tehtävät ovat testaustietoja säilyttäviä testaussuorittajia, joille annetaan resurssit 
ja ohjelmoidaan suoritusskripti. Suoritusskripti voi olla esimerkiksi ohjelmistotesti, 
joka suoritetaan tehtävälle annetulla tietokoneella. Tämä tehtävä voidaan käyn-
nistää halutuilla kriteereillä, jolloin suoritusskripti ajetaan ja sen lopputulos rapor-
toidaan tehtävän suoritushistoriaan. 
 
Kuva 4 Jenkins-tehtävänäkymä 
 
Jenkinsiä käytettään yleisesti Robot Framework -testiskriptien ajamiseen ja näi-
den testiskriptien tulosten raportointiin. Jenkinsin tehtäviä käynnistetään sekä 
ajoitettuina, joka päivä tehtävinä testeinä että ohjelmoijien niin halutessa. [15] 
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3.4 JIRA 
JIRA on Atlasianin kehittämä, laajasti käytössä oleva maksullinen ketterän oh-
jelmistosuunnittelun työkalu, jolla voidaan hallinnoida työtehtäviä ohjelmistopro-
jekteissa [16]. Jira hallinnoi työntekijöitä ja työtehtäviä ja mahdollistaa ketterän 
ohjelmistokehityksen yhdistämällä työntekijät työtehtäviin. Työntekijöiden on 
mahdollista ottaa itsenäisesti Jiraan listattuja työtehtäviä itselleen työn alle ja Jira 
pitää kirjaa näistä työtehtävistä. Työtehtäviä on monia erilaisia: tehtäviä, tarinoita 
(story), pää- ja sivuvaatimuksia (main requirement / requirement) ja monia muita. 
 
Kuva 5 Jiran Scrumtaulu 
Jiran työtehtäviä on mahdollista kommentoida ja niiden tila päivittyy työn edetes-
sä. Työtehtäviin on mahdollista liittää tiedostoja. Työtehtävien toisiinsa yhdistä-
minen on helppoa käyttämällä työtehtäville annettavaa yksilökohtaista ID:tä. Työ-




Git on ilmainen ja avoimen lähdekoodin versionhallintaohjelma [17]. Versionhal-
lintajärjestelmä säilyttää tiedot edellisistä versioista historiassaan ja mahdollistaa 
vanhempaan versioon siirtymisen. Git käyttää tiedostojensa kontrollointiin ha-
jautettua mallia. Git mallissa ohjelmoijalla on kokonainen klooni (clone) kaikista 
tiedostoista repositoriosta tietokoneellaan, mikä mahdollistaa työskentelyn ilman 
yhteyttä jaettuun repositorioon. Git mahdollistaa nopean haaroittumisen (bran-
ching) ja muut versionhallintakomennot, sillä ne suoritetaan paikallisella tietoko-
neella eikä yhteisessä repositoriossa. 
Git kehitettiin alun perin Linux alustalle, mutta se on saatavilla myös muille alus-
toille. Gittiä käytetään yleensä komentoriviltä käsin, mutta on myös mahdollista 








Lähtötilanne opinnäytetyölle on tapa, jolla SpiraTest testinhallintaohjelmistoa 
käytetään. Jos ohjelmistotestauksen järjestäisi jollain muulla tavalla, voitaisiinko 
tällä uudelleen järjestelyllä saada parempia testausprosesseja. Parhaassa ta-
pauksessa testausprosessit voisi saada nopeammiksi toteuttaa ja laadun takaa-
miselle jäisi enemmän aikaa. Näistä hyödyistä syntyisi laadukkaampia ohjelmis-
totuotteita pienemmillä kustannuksilla. 
Testauksessa käytetyt toimintamallit tulee tutkia kriittisesti ja arvioida niiden vai-
kutusta testauksessa. Toimintamalleista saadut hyödyt tulee tunnistaa ja näille 
toimintamalleille vaihtoehtoismalleja suunniteltaessa nämä hyödyt tulee löytyä 
myös esitetyistä ratkaisuista.  
Opinnäytetyöltä vaaditaan ratkaisuehdotuksia, jotka takaavat ohjelmiston laadun 
ja tuottavat selviä hyötyjä ohjelmistotestauksessa ja sen suunnittelussa. Ratkai-







Lähtiessämme tarkastelemaan testinhallintaa otamme lähtökohdaksi SpiraTest-
testinhallintaohjelmiston. Testinhallintaohjelmiston tämän hetkistä tapaa käyttää 
selvitetään ja eritellään. Lopuksi SpiraTestin käyttöä analysoidaan työskentelyn 
parantamisen ja helpottamisen näkökulmasta.  
5.1 Testinhallintaohjelmistoanalyysi 
SpiraTest testinhallintaohjelmalla on monia ominaisuuksia, jotka helpottavat tes-
tauksen hallinnoimista alkaen testin vaatimuksista testin kirjoittamiseen, testin 
hyväksymisprosessiin, testien suorittamiseen ja testien tulosten raportoimiseen. 
Seuraavat kappaleet tulevat käymään läpi nämä ominaisuudet ja kuinka ne on 
toteutettu SpiraTestissä.  
5.1.1 Vaatimukset 
Testitapauksen luonti lähtee vaatimuksista (requirement). Vaatimuksella tarkoite-
taan tässä opinnäytetyössä ohjelmistosysteemiltä vaadittujen ominaisuuksien ja 
funktioiden kuvausta. Vaatimuksessa tulee olla ohjelmistolta vaadittu ominaisuus 
tai toiminto tarpeellisen hyvin kuvattuna. SpiraTest mahdollistaa vaatimusten säi-
lyttämisen ja tarkkailun vaatimusnäkymästä SpiraTest ohjelmistossa. Vaatimus-
näkymästä näkyy selvästi, kuinka monta testiä on vaatimusta kohden ja kuinka 
moni niistä on onnistunut, epäonnistunut, estetty tilassa tai suorittamatta. Vaati-
muksille on myös mahdollista määrittää tärkeystaso. 
SpiraTest myös yhdistää vaatimukset testitapauksiin. Testitapausten yhdistämi-
nen on kaksipuolista: vaatimuksesta on mahdollista nähdä testitapaukset, jotka 
testaavat vaatimusta ja testitapauksista on mahdollista nähdä mitä vaatimusta 
testitapaus varmistaa. Näin on nopeasti havaittavissa mitkä testit eivät onnistu 
vaatimuksesta ja kuinka lähellä täysimääräistä toimintakuntoa vaatimus on. 
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Jiran ja SpiraTestin vaatimusten yhdistäminen on tuettu SpiraTestin Jira liitän-
näisellä. Tämä tarkoittaa Jiraan luotujen vaatimusten automaattista kopioimista 
SpiraTestiin, jolloin vaatimukset ovat yhtenevät ja löydettävissä molemmista työ-
kaluista. Jirasta on kopioinnin jälkeen mahdollista siirtyä Jira vaatimuksen kautta 
SpiraTest vaatimukseen ja nähdä miten vaatimus on katettu testeillä ja kuinka 
lähellä vaatimuksen täysi kattaminen on testeillä. Kun testeillä saavutetaan vaa-
timuksen täysi kattavuus, voidaan vaatimus sulkea ja suoritusta voidaan alkaa 
seurata automatisoiduilla testeillä. 
  
Kuva 6 Testivaatimusnäkymä SpiraTest  
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5.1.2 Testitapaus 
SpiraTestin päätehtävä on hallinnoida testitapauksia (Test Case). Testitapaukset 
sisältävät testivaiheet ja testin ajamiseen liittyvän informaation. Testitapaukset 
suunnitellaan vaatimusten ja testaussuunnittelutekniikoiden avulla. 
Testitapausta kirjoittaessa SpiraTest antaa testitapausaihion, johon testin kirjoit-
tajan on mahdollista lisätä testi-informaatio. Testi-informaatiolle on monia esiteh-
tyjä kenttiä joihin voi laittaa testissä käytettävän ohjelmistoversion, laitteiston, 
testin omistajan, testin kirjoittajan ja muita testin kannalta hyödyllisiä tietoja. 
Testitapauksen tärkein informaatiokenttä on testin vaiheet, jonka SpiraTest jakaa 
testiaskeliin (Test Step). Testiaskelissa kuvataan testin suoritus vaihe vaiheelta: 
miten vaihe suoritetaan, mikä tulisi olla suorituksen lopputulos ja mahdollinen 
syötettävä arvo suoritukselle. Testitapauksesta näkyy myös, onko se suoritettu 
vai ei ja onko suoritus mahdollisesti estetty. Jos suoritus on estetty, este on 
mahdollista linkata esteen aiheuttamaan vika raporttiin SpiraTestissä. 
 
 
Suorittaessa testitapauksen testausta on mahdollista käyttää SpiraTestiä niin 
manuaalisessa kuin automatisoidussa testauksessa. Manuaalisesti testatessa 
SpiraTest antaa käyttäjän käydä läpi testiaskeleet yksi kerrallaan ja merkitä tes-
tiaskeleen suorituksen tuloksen. Automatisoituun testaukseen SpiraTest antaa 
Kuva 7 Testivaiheet SpiraTest  
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mahdollisuuden ulkoisten testauskirjastojen käyttöön, jotka voivat raportoida Spi-
raTestiin suorituksensa. Näin testauksen tulokset jäävät näkymään testitapauk-
sessa ja ne on helppo tarkistaa. 
Testitapaukset myös ryhmitellään testiseteiksi (Test Set). Tämä helpottaa testien 
hallinnointia. Testisetistä on mahdollista katsoa kaikkien sen sisältämien testien 
tulokset. Tulokset ilmoitetaan värillisenä palkkina, jossa on vihreä onnistunut, 
punainen epäonnistunut, oranssi osittain epäonnistunut, keltainen estetty, ja 
harmaa ajamaton testi. 
 
5.1.3 Testien hyväksymisprosessi 
Kun testitapaus on kirjoitettu valmiiksi, tulee sen käydä läpi katselmointiprosessi. 
Prosessissa arvioidaan, onko testi vaatimuksen mukainen, onko testin testaama 
asia jo muun testin kattama ja onko se laadultaan tarpeeksi hyvä testaukseen 
lisäykseen. 
SpiraTest antaa apuja testien katselmointiin. Testitapauksissa on katselmoinnin 
tila, josta käy ilmi, onko testi katselmoimaton, katselmoinnissa vai hyväksytty tes-
taukseen. SpiraTestin testisettinäkymässä on mahdollista nähdä yhdellä vilkai-
Kuva 8 Testisettinäkymä SpiraTest 
21 
sulla kaikkien testisetissä olevien testien katselmoinnin tilan. Tämä auttaa seu-
raamaan testien tekoprosessin edistymistä.  
5.1.4 Testien raportointi 
SpiraTest mahdollistaa testitulosten seurannan monin eri tavoin. SpiraTestin pro-
jektinäkymä antaa yleiskuvan ohjelmistoprojektin tilasta. Projektinäkymästä voi 
nopeasti havaita projektin testauksen etenemän ja jäljellä olevan työn määrän..  
 
SpiraTest tarjoaa käyttäjälleen myös mahdollisuuden saada yksityiskohtaisen 
raportin testauksesta Excel-taulukkona, johon on listattu kaikki eri testausalueet 
ja niiden testitapausten määrä ja niiden suoritustilanne. 
  
Kuva 9 Projectinäkymä SpiraTest 
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5.1.5 Muita SpiraTestin ominaisuuksia 
SpiraTest tarjoaa myös monia muita ominaisuuksia, jotka helpottavat testauksen 
suunnittelua ja toteutusta, mutta jotka eivät jakaannu edellisiin isompiin kokonai-
suuksiin. Osa ominaisuuksista on myös sellaisia, jotka ovat käytettävissä useas-
sa SpiraTestin osassa. 
Yksi ominaisuuksista on mahdollisuus liittää tiedostoja eri SpiraTest-osasiin ku-
ten testitapauksiin, vaatimuksiin ja virheraportteihin. Tiedostot voivat sisältää li-
sätietoja helposti luettavassa muodossa, kuvia näyttämään visuaalisia tilanteita 
testauksesta tai syöte-esimerkkejä, joilla testiä on ajettu. 
Testauksen tulokset ovat raportteja, joista näkyy, mitkä asiat toimivat ohjelmis-
tossa ja missä kohtaa ohjelmistossa on virheitä. SpiraTest mahdollistaa näiden 
virheiden kirjaamisen. Näitä virheitä on mahdollista seurata ja niiden tilaa voi 
muuttaa, jolloin testauksessa tiedetään, mitkä virheet ovat testien löytämiä ja 
ovatko ne korjattu. 
5.2 Huomioita SpiraTestin käytöstä 
SpiraTestin suurimmat hyödyt ovat informaation säilyttäminen ja helppolukui-
suus. SpiraTest tarjoaa keinon tiedon helppoon löydettävyyteen hakukenttien ja 
yksilöllisesti identifioitujen testitapausten, testisettien ja vaatimusten avulla. Li-
säksi SpiraTestin sisäisen testitapausten ja vaatimusten yhdistäminen mahdollis-
taa oikein käytettynä yhtenäisen testaussuunnitelman ja testauksen järjestämi-
sen. 
SpiraTest mahdollistaa myös monien muiden työkalujen käyttämisen SpiraTestin 
kanssa. Näillä työkaluilla voi hoitaa esimerkiksi testien ajamisen, jolloin Spira-
Testiin kirjatut testikoodit suoritetaan muilla työkaluilla ja tulokset kirjataan Spira-
Testiin. 
SpiraTestiä käytettäessä johtuvat sen eriytymisestä muista työkaluista. SpiraTest 
haluaa käyttäjänsä käyttävän kaikkia ominaisuuksiaan eikä helposti toimi yhdes-
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sä muiden testaustyökalujen kanssa. Tämä johtaa siihen, että testauksessa mui-
hin testaustyökaluihin joudutaan uudelleen kirjaamaan samat asiat, jotka ovat jo 
SpiraTestissä sillä erotuksella, että SpiraTestissä ei ole mitään toiminnollisuutta, 
vaan se toimii pelkästään tiedon säilyttäjänä. Kun vaatimukset on suljettu ja ka-
tettu testitapauksilla ja automatisoidut testitapaukset varmistavat vaatimusten 
täyttymisen, tällä tiedolla ei ole enää paljon merkitystä. 
Myös se, että SpiraTest toimii yhteisessä repositoriossa, johon kaikki joutuvat 
ottamaan yhteyden työskennelläkseen. Jos tässä repositoriossa on ongelmia, 
työskentely on kaikilla mahdotonta. SpiraTest ei tarjoa myöskään testauksen hal-





6 Korvaavan vaihtoehdon implementaatio 
SpiraTest on hyvin laaja ja käytännöllinen työkalu. Jos kuitenkin halutaan luopua 
sen käyttämisestä ohjelmistoprojektissa, on korvaavan ehdotuksen täytettävä 
hyvin suuret laatu- ja toiminnallisuusvaatimukset. Tässä korvaustilanteessa on 
kaikki SpiraTestin käytetyt ominaisuudet myös löydyttävä korvaavasta ehdotuk-
sesta. 
Tämä luku tulee käymään läpi edellisessä luvussa analysoidun SpiraTest-
testinhallintaohjelmiston kaikki ominaisuudet ja antamaan niille mahdollisen kor-
vausehdotuksen. Korvausehdotuksessa ei tulla käsittelemään muita testinhallin-
tatyökaluja, joiden käyttö johtaisi vain samaan lähtötilanteeseen kuin SpiraTestin 
nykyinen käyttö.  
Vaatimuksena korvausehdotuksille on säilyttää testinhallintatoiminnot samalla 
virtaviivaistaen testien hallintaa ja vähentäen päällekkäisyyttä ja turhaa toistoa. 
6.1 Vaatimukset 
Vaatimusten laatimiseen voidaan käyttää Jira vaatimusta (requirement), joka 
voidaan jakaa osavaatimuksiin, jotka taas ovat linkattu SpiraTestin kanssa yh-
teen. Vaatimusten siirtäminen SpiraTestiin luo turhaa kopiointityötä. Kopiointityöl-
tä voidaan välttyä luopumalla kokonaan SpiraTestin vaatimusten tekemisestä ja 
antamalla vaatimusten olla kokonaan Jirassa, jolloin kaikki tieto löytyy yhdestä ja 
samasta paikasta. 
Tällöin vaatimukset säilötään Jirassa ja linkkaaminen Jiran vaatimuksesta testi-
tapauksiin tapahtuu Jira-tehtävässä, jossa määritellään tehtävät testitapaukset ja 
johon niiden tila raportoidaan ja tehtyjen testitapausten polut kirjataan. Tämä 
mahdollistaa vaatimuksen testitapausten suoran seurannan Jira-vaatimuksen 
kautta. Käyttäjän ei tarvitse enää tarkistaa montaa työkalua saadakseen infor-
maatiota, vaan voi pelkän Jiran kautta nähdä vaatimuksen tilan.  
25 
Jira-vaatimuksessa on hyvin tärkeää säilyttää tietoa siitä, missä vaatimuksen tes-
titapaukset ovat ja kuinka paljon niistä on saatu tehtyä. Jos kaikkia testitapauksia 
ei ole tehty, on työn tilan näyttävä selkeästi ja jäljellä olevan työmäärän olla hel-
posti selvitettävissä. Tilanteessa, jossa vaatimus on katettu jonkin muun vaati-
muksen testauksella, on nämä testitapaukset merkittävä vaatimukseen ja testi-
analyysistä saatu syy kattavuudelle on kirjattava vaatimukseen mukaan. Näin 
toimimalla varmistetaan työmäärän seurattavuus ja ennakoitavuus. 
Vaatimusten muuttuessa on myös testitapausten muututtava tai syy muuttumat-
tomuuteen on käytävä ilmi testianalyysistä. Muutokset ja niiden vaikutukset testi-
tapauksiin on siis kirjattava vaatimuksiin. Jos muutoksien seurauksia ei raportoi-
da tunnollisesti vaatimukseen, ei ole mahdollista olla varma testauksen katta-
vuudesta ja työmäärien arviointi vaikeutuu. 
Jotta ohjelmistoprojektissa olisi mahdollista saada kuvaus, josta käy ilmi projektin 
tila, tarvitaan erillinen projektitestaustilaraportti. Tällainen yleiskuva testauksesta 
on mahdollista saada Jenkinsin tekemästä yhteisestä testiraporttien yhteenve-
dosta, jossa eri vaatimusten tai testausalueiden mukaan testien suoritus- ja on-
nistumisasteet on lueteltu. Jira-tehtävään voidaankin liittää linkki tähän raporttiin, 
jolloin vaatimuksen testauksen tila olisi aina ajantasainen. 
6.2 Testitapaus 
Luovuttaessa SpiraTestistä kaikki informaatio testitapauksesta täytyy säilyttää 
jossain muussa muodossa kuin SpiraTestin testitapauksessa. Mahdollisuus tälle 
säilytykselle on Robot Framework -testiskripteissä, joihin liitettynä testitapauksen 
dokumentointi on suoraan testissä itsessään. Testiaskeleet kirjataan niin laajasti 
kuin on tarpeellista askeleen suorittamiseksi, mutta testiaskeleen informaa-
tiokenttään voi lisätä tarvittaessa lisätietoja. 
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Kuva 10 Testiaskeleen informaatiokenttä 
Testitapauksen kaiken informaation ollessa suoraan testitapauksessa on mah-
dollista käyttää testiskriptiä kehikkona, johon testiautomaatio on helppo sijoittaa. 
Lisäksi jos testitapausta ei ajatella koskaan laitettavaksi manuaalitestattavaksi tai 
jos testauksessa järjestetään pelkkä automaatiotestaus, tämä käytäntö mahdol-
listaa testitapauksen automatisoinnin laatimisen välittömän aloittamisen. Välittö-
myydellä saadaan lisää tehokkuutta testaukseen, josta jää pois turha välivaihe, 
jossa testin vaiheet kirjattiin ilman minkäänlaista toiminnollisuutta. 
Lisäksi testitapauksen tiedot voidaan sovittaa Robot Framework -skriptin tyy-
liseksi, jolloin raportoiminen onnistuu siinäkin tapauksessa, jos testitapaus on 
manuaalitesti. Näin manuaalitestienkin raportoituminen Jenkinsin kautta on 
mahdollista. Samalla mahdollistetaan testien helpompi seuranta, kun automati-
soidusta raportista voi suoraan lukea mitä on testattu ja millä tavalla ja raportti 
päivittyy automaattisesti. 
Testitapauksen muokkaushistoria päivittyy automaattisesti, kun testitapaukset 
säilytetään Git versionhallinnassa, joka kirjaa muutokset ja johon on mahdollista 
liittää kommentteja muutoksen mukaan.  
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Kuva 11 Robot Framework -testitapaus, jossa on vain manuaalitesti ja raportointi 
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Kuva 12 Robot Framework –testitapaus johon on liitetty automaatio 
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6.3 Testien hyväksymisprosessi 
Kun testitapauksiin on yllä olevalla tavalla lisätty testausinformaatiota, on mah-
dollista ajaa kaikki testit päivittäin läpi Jenkinsin kautta, joka suoraan raportoi tes-
tit kootusti verkkosivulle. Jenkinsin raportista komponenteittain tai muulla halutul-
la tavalla testitapaukset voidaan listata ja jaotella. 
Testitapauksen Robot skriptiin lisätään tunnisteita (Tag), joilla ilmoitetaan testien 
valmisteluprosessin vaiheet ja muuta tietoa testistä. Esim. Not Reviewed, Re-
viewed, Under Review tilat. Näiden tunnisteiden avulla voidaan suoraan rapor-
toida, missä vaiheessa testien katselmointi on ja mitä komponenttia tai vaatimus-
ta testi kattaa. 
 
Hyväksymisprosessin tilan päivittymiseen Jiraan voi automatisoida Jenkins lii-
tännäisellä joka automaattisesti päivittää testitapauksen tilan Jira tehtävään tes-
tin päätyttyä. Näin Jiran tehtävästä voidaan suoraan katsoa onko testitapaukset 
katselmoitu.  
Testitapauksien muutoshistoria säilyy versionhallinnassa, johon tässä tapauk-
sessa käytetään Git versionhallintatyökalua. Kun käyttäjä muokkaa testi tapauk-
sia ja tallentaa (commit) muutokset projektin Git repositorioon, muutoksesta säi-
lyy kaikki tiedot. Näitä tietoja hyväksi käyttäen on myös mahdollista palata tar-
peen vaatiessa vanhempaan tiedostoversioon. Gitin tallennuksien yhteydessä 
käyttäjältä vaaditaan viestiä, johon käyttäjä kirjoittaa muutoksen syyn. Näin Git 
pitää kirjaa testitapauksiin tehtävistä muutoksista ja mahdollistaa testitapauksen 
kehittymisen seuraamisen. 
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6.4 Testien raportointi 
Muissa kohdissa mainittu Jenkins raportointi korvaa SpiraTestin raportoinnin. 
Testitapausten raportointi pystytään järjestämään paljon yksityiskohtaisemmin, 
kun käytetään kattavaa tunnistesysteemiä, joilla testitapaukset merkitään.  
Jenkins-raportointi suoritetaan reaaliaikaisesti, jolloin virheiden määrää ja testi-
kattavuutta on mahdollista seurata päivittäin yhdeltä ja samalta Jenkinsin raportti 
sivulta. Myös manuaalitestit on mahdollista liittää näihin testeihin. Jokainen Jen-
kins tehtävä, joka on raportoituna, on linkki tehtävään, josta on mahdollista kat-




6.5 Muita SpiraTestin ominaisuuksia 
SpiraTestin tarjoamat ominaisuudet liittää tiedostoja ja virheiden kirjaaminen löy-
tyvät jo Jirasta, ja tästä syystä niistä luopuminen on helppoa. Tiedostojen liittä-
minen tullaan hoitamaan liittämällä ne Jiran tehtäviin. Virheiden korjaamisesta 
voi Jirassa tehdä oman tehtävänsä, jonka voi liittää Jiran sisäisesti sekä vaati-




SpiraTest testinhallintaohjelmisto on pitkään kansainvälisen yrityksen kehittämä 
ohjelmisto ja täten laadukas ja monipuolinen. Monet ohjelmiston ominaisuuksista 
eivät ole selviä nopeasti katsottuna, mutta kuitenkin nämä ylikatsotut ominaisuu-
det helpottavat ja tukevat testinhallintaa. Ilman niitä testauksen suunnittelu ja hal-
linta olisi paljon vaikeampaa toteuttaa.  
On mahdollista siirtää kaikki SpiraTestin ominaisuudet muihin työkaluihin tai säi-
lytysratkaisuihin. Kuitenkin tämä vaatii aikaisempaa enemmän huolellisuutta tes-
tauksen dokumentaatiossa ja laajempaa omatoimista testausmateriaalin tuottoa. 
Jos SpiraTest-ohjelmistosta luovutaan, monet itsestään selvät asiat, jotka ovat 
tällä hetkellä ohjelmiston tarjoamia, joudutaan tekemään manuaalisesti. 
Siirrolla on myös hyviä puolia. Monet asiat, jotka SpiraTestin ollessa vaativat yli-
määräistä kopiointia, olisi mahdollista järjestää paljon nopeammin. Esimerkiksi 
testaustapausten valmistaminen voitaisiin aloittaa suoraan ja siirtyä suoraan tes-
tiautomaatioon. Tämä voisi ehkäistä testaamisen ohjelmistokehityksestä jälkeen 
jäämisessä. Monet SpiraTestin ominaisuuksista jäävät tällä hetkellä käyttämättä 
ja ovat hyödyttömiä ja ominaisuuksilla on selvää päällekkäisyyttä muiden käytet-
tyjen työkalujen kanssa. Myös suuren testimäärän ja testihistorian selaaminen on 
SpiraTestillä hankalaa. SpiraTestistä luopumiselle on monia hyviä syitä. 
Luovutaan SpiraTestistä tai ei, joka tapauksessa testinhallinnassa on paljon ke-
hitettävää. Päällekkäisyyden poisto ja turhan työn minimoiminen on hyvin tärke-
ää. Osa tässä opinnäytetyössä selvitetyistä asioista voisi ottaa harkintaan ohjel-




Ohjelmisto suunnittelun kehittyessä ohjelmistojen rakenteet ovat monimutkaistu-
neet jatkuvasti. Näiden ohjelmistojen toimintavarmuuden selvittämiseksi tarvitaan 
jatkuvasti suurempia resursseja. Näiden resurssien hallintaan käytetyt testauk-
senhallintaohjelmistot ovat ohjelmistokehitysalalla yleisiä. 
Näiden ohjelmistojen käytön optimointi säästää työtunneissa merkittäviä määriä 
ja samalla parantaa tuotteiden laatua. Ohjelmistojen käytössä ei kannata ainoas-
taan keskittyä ajan säästämiseen vaan ohjelmistotestauksen suunnittelua kan-
nattaa kehittää myös selkeyden, informatiivisuuden ja toistettavuuden näkökoh-
dista. 
Opinnäytetyö kuvaa ohjelmistotestausta ja sen merkitystä ohjelmistoprojektissa. 
Ohjelmisto testauksenhallinnoinnin vaatimat työkalut ovat kuvattu ja niiden hyö-
dyt eritelty. Työn pääpaino oli testauksenhallinnan vaihtoehtoisten suorittamista-
pojen esille tuonti ja testinhallinnan parantaminen. Työn lopputuloksena esitetyt 
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