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Abstract 
One of the greatest challenges in computational geometry today is to build the bridge 
between theory and practice which requires tools for the robust implementation of the 
algorithms that populate the líterature. VVe attempt here to contribute a step in this 
direction. 
In the first part of this thesis, we present an extension to the technique of symbolic 
perturbation for oriented projective geometry. VVe describe the implementation of a 
library based on this technique which consists of geometric primitives sufficient for 
programming a large class of robust geometric algorithms, using exact arithmetic. 
In the second part, we describe the design of GeoPrO: a distributed programming 
environment for geometric visualization. We present an overview of its classes that allow 
for easy extensibility and portability. Due to a client-server architecture, comprised of a 
kernel, with multiple contexts, applications and visualizers, GeoPrO supports distributed 
execution over a heterogeneous network. Visualizers are currently available for the planar 
and the spheric models of the oriented projective geometry, running on Silicon Graphics 
workstations, while another is being implemented in Java for multi-platform support. 
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Um grupo de pesquisadores ativos ( CG lmpact Task Force) [7] iniciou recentemente um 
debate sobre o futuro da geometria computacional (GC), focado principalmente nane-
cessidade de que GC se torne uma ferramenta prática para aplicações que requerem com-
putação geométrica. 
Existe um longo caminho a percorrer para que os sólidos resultados teóricos e a matu-
ridade dos fundamentos algorítmicos alcançados na área se traduzam em implementações 
de soluções robustas e eficientes para problemas reais. O desafio é fazer a conexão en-
tre teoria e prática, priorizando o desenvolvimento de aplicações que resolvem problemas 
através de computação geométrica e não apenas algoritmos para problemas teóricos com 
ênfase em eficiência assintótica. 
Dentro desta ótica, parte do esforço deve ser direcionado à produção de ferramentas 
voltadas para o desenvolvimento de aplicações práticas que envolvem computação geomé-
trica. É neste contexto que se insere a presente tese. 
A primeira parte do presente trabalho (capítulos 3 e 4) apresenta uma extensão da 
técnica de perturbação simbólica para geometria projetiva orientada. Como forma deva-
lidação, descrevemos a implementação de uma biblioteca baseada nesta técnica que con-
siste de primitivas geométricas suficientes para programação de algoritmos geométricos 
robustos, usando aritmética exata. 
A segunda parte deste trabalho (capítulos 5 e 6) descreve um ambiente de software 
para implementação de algoritmos geométricos. O ambiente GeoPrO foi projetado como 
uma ferramenta de auxílio ao estudo, desenvolvimento e depuração de aplicações na área 
de geometria computacional. Além disso, o ambiente foi estruturado de modo a permi-
tir a sua utilização em projetos de outras áreas que realizam algum tipo de computação 
geométrica e onde podem ser ele grande valia recursos de visualização geométrica (p.ex., 
programação linear, robótica, GIS, etc.). 
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O capítulo 2 apresenta uma série de programas/bibliotecas destinados à implementação 
e visualização de algoritmos geométricos. No capítulo 3, apresentamos conceitos prelimi-
nares sobre robustez, incluindo; (1) perturbação simbólica para tratamento geral de dege-
nerações, (2) geometria projetiva orientada e (3) computação exata. No capítulo 4, des-
crevemos a biblioteca GeoPrOLib para implementação de algoritmos geométricos robus-
tos. O capítulo 5 descreve o projeto do ambiente GeoPrO, incluindo os seus objetivos, 
suas características computacionais e a metodologia de utilização dos recursos providos 
pelo ambiente. O capítulo 6 apresenta uma breve descrição de possíveis extensões do pre-
sente trabalho. Finalmente, as conclusões são apresentadas no capítulo 7. 
Capítulo 2 
Trabalhos relacionados 
GeoLab [11, 1]. Foi desenvolvido como um ambiente de programação para imple-
mentação, teste e animação de algoritmos geométricos. GeoLab utiliza bibliotecas com-
partilhadas de algoritmos e uma abordagem incrementai para a composição de novos ti-
pos de objetos geométricos e módulos funcionais externos acessíveis via ligação dinâmica. 
Foi escrito em C++ e roda sobre a plataforma SunOS/XView. 
LEDA [16]. É uma biblioteca de tipos de dados e algoritmos implementada segundo 
uma abordagem orientada a objetos através de um conjunto de classes C++. Uma pe-
quena parte da biblioteca é dedicada à geometria computacional, com algoritmos para 
resolução de problemas geométricos no plano euclidiano. LEDA está disponível para as 
mais diversas plataformas sendo considerada um modelo para o desenvolvimento de bi-
bliotecas de software. 
GeoSheet [13]. É uma ferramenta para visualização de algoritmos geométricos em am-
bientes distribuídos. GeoSheet provê visualização interativa de programas para depuração 
através de uma interface para entrada e saída de objetos geométricos baseada no programa 
Xfig. Uma aplicação pode utilizar diversas ''planilhas" para realizar a visualização remota 
de objetos geométricos. A implementação foi realizada em C++. 
XYZ GeoBench [19, 20]. Foi projetado como um ambiente de programação geomé-
trica, provendo ferramentas para criação, edição, e manipulação de objetos geométricos. 
A ênfase é na robustez de implementação de algoritmos fundamentais. Ele é composto 
de uma interface gráfica e uma biblioteca de algoritmos, sendo implementado em Object 
Pascal para Macintosh. 
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GeomView [1.5]. É uma interface para visualização e manipulação de objetos geomé~ 
tricos, podendo ser utilizada como um visualizador para objetos estáticos ou para objetos 
dinamicamente produzidos por outros programas. Geom View roda sobre estações IRIS 
Silicon Graphics e estações NeXT. 
Capítulo 3 
Preliminares 
A implementação de algoritmos geométricos sobre o espaço euclidiano feita da maneira 
clássica mostra-se, em geral, bem mais complexa do que o projeto teórico destes algorit-
mos deixa transparecer. 
Para garantir a corretude de um algoritmo, o implementador precisa tratar de ma-
neira consistente os casos degenerados intrínsecos ao problema geométrico e ao algoritmo 
em questão. Além disso, o programador deve contornar uma série de singularidades cau-
sadas pelas limitações do modelo geométrico utilizado. Finalmente, a robustez do algo-
ritmo estará ameaçada por problemas de precisão numérica, cuja análise é bastante com-
plexa e particular para cada algoritmo. 
O projeto teórico de algoritmos em geometria computacional tipicamente assume cer-
tas hipóteses sobre a entrada, como, por exemplo, que ela está em posição geral. O tra-
tamento dos casos que violam estas hipóteses é tedioso e intrincado. Mesmo quando es-
tes casos são abordados durante a discussão teórica do algoritmo, resta ainda uma tarefa 
não trivial ao implementador. 
Métodos baseados na simulação de uma perturbação conceitual dos dados de entrada 
têm sido tema de trabalhos recentes na área de geometria computacional [4, 6]. Essa per-
turbação infinitesimal tem por função eliminar os casos degenerados, fazendo com que 
qualquer algoritmo projetado sob a hipótese de uma entrada não degenerada funcione 
para instâncias arbitrárias. Desse modo, essas técnicas eliminam a necessidade de lidar 
com casos degenerados de maneira particular. 
Efetuado o tratamento consistente das degenerações, o projeto de um algoritmo que 
resolve um determinado problema ainda. deverá superar eventuais restrições impostas pelo 
modelo geométrico utilizado. 
A utilização de coordenadas homogêneas, que implicitamente define a geometria proje-
tiva clássica, é uma tentativa ele extensão do espaço euclidiano para tratamento geral das 
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limitações implícitas a este modelo geométrico, permitindo a simplificação de fórmulas, 
redução do número de casos particulares, unificação e extensão de conceitos e a utilização 
do conceito de dualização como ferramenta poderosa para teorização e projeto de algorit-
mos na área de geometria computacional. 
A geometria projetiva orientada é um modelo geométrico alternativo proposto por 
Stolfi [22] com tratamento consistente de linhas e planos orientados, ângulos com sinal, 
segmentos, direções, conjuntos convexos e muitos outros conceitos que a geometria proje-
tiva clássica não suporta em toda generalidade. 
A utilização da geometria projetiva orientada e de técnicas de perturbação simbólica 
para eliminação de casos degenerados asseguram uma considerável simplificação na im-
plementação dos algoritmos geométricos, mas não garantem a robustez necessária para 
aplicações que realmente urgem de respostas exatas. 
De maneira geral, os modelos teóricos utilizados para formulação de algoritmos geomé-
tricos são o real RAi.VJ e os modelos de árvores de decisão [18], que pressupõem aritmética 
real exata. Na prática, a implementação destes algoritmos é realizada em algum modelo 
de precisão fixa, como as aritméticas de inteiros e ponto flutuante, padrões nos sistemas 
computacionais disponíveis atualmente. 
Para conciliar teoria e prática, alguns autores propõem a utilização de computação 
exata [23, 24, 8] para a implementação das primitivas necessárias aos algoritmos geomé-
tricos, em detrimento das técnicas ad hoc de contorno de problemas de precisão numérica, 
como a utilização de limiares "epsilon" (geralmente uma constante utilizada nas com-
parações) que, na melhor da hipóteses, diminuem a probabilidade de falha. 
O objetivo desta parte introdutória do trabalho é mostrar a viabilidade da integração 
consistente e harmoniosa entre geometria projetiva orientada, perturbação simbólica para 
tratamento de casos degenerados e computação exata, dentro de uma perspectiva voltada 
para o projeto e implementação de algoritmos em geometria computacional. 
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3.1 Perturbação simbólica 
A implementação de algoritmos em geometria computacional normalmente reserva ao pro-
gramador a árdua tarefa de prover um tratamento consistente aos vários casos particula-
res que podem ocorrer. 
Como ilustração, tomemos o algoritmo que determina se um ponto pé interior a um 
polígono simples P através do cálculo do número de interseções entre uma linha horizon-
tal e as arestas do polígono. Este algoritmo pode ser descrito da seguinte forma: seja 
r a semi-reta horizontal com limite esquerdo p. Calcule n como sendo o número de in-
terseções entre r e as arestas do polígono P. Se n é impar, p está no interior de P. Caso 
contrário, p está no exterior de P. 
O lado esquerdo da figura 3.1 mostra a ocorrência dos casos que precisam ser trata-
dos consistentemente pelo algoritmo . 
................ 
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Figura 3.1: Os diferentes casos num algoritmo de localização de pontos (lado esquerdo) e 
a remoção dos casos degenerados via perturbação simbólica (lado direito). 
Edelsbrunner e Mücke [4] propuseram um técnica geral para tratamento de dados de 
entrada degenerados para algoritmos geométricos, denominada Simulation of Simplicity 
(SoS). 
Intuitivamente, SoS simula uma perturbação dos dados de entrada que elimina todos 
os casos degenerados. É importante frisar que a perturbação nunca é realmente calcu-
lada - ela é assumida ser arbitrariamente pequena, mas suficiente para simular a topolo-
gia não degenerada. Uma outra interpretação para a técnica é uma maneira geral de efe-
tuar o tratamento dos casos degenerados no nível mais baixo de um algoritmo, ou seja, 
nos procedimentos que implementam as operações primitivas necessárias. 
SoS considera somente primitivas topológicas, ou seja, operações que testam uma dada 
entrada e classificam-na dentro de um número constante de possíveis casos. Sem perda 
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de generalidade, a discussão pode ser restrita a primitivas com três possÍveis saídas: +1, 
O, -1, onde O indica um caso degenerado. 
Se pensarmos em uma operação primitiva como uma função f que mapeia um ponto 
hiper-dimensional (cujas coordenadas descrevem os objetos de entrada) em + 1, O ou -1, 
então f- 1 (0) representa o conjunto das entradas degeneradas. Um requerimento para este 
conjunto é que a sua medida neste espaço hiper-dimensional seja zero- caso contrário, não 
seria razoável chamar seus pontos de degenerados. Partindo desta idéia, Edelsbrunner e 
Mücke fazem uma análise topológica do mapeamento de j-1 (0) no espaço nd-dimensional, 
procurando compreender melhor a natureza dos casos degenerados e, ao mesmo tempo, 
mostrando porque sempre existe uma perturbação suficientemente pequena que remove 
todos os casos degenerados. 
Uma entrada é simples se ela não possui degenerações. A simplicidade é simulada pela 
aplicação de uma particular perturbação a um conjunto P = {po,p1, ... ,Pn-d de n ob-
jetos geométricos 
O :S i :S n- 1, 
cada qual especificado por d parâmetros. É importante que cada objeto tenha um índice 
único entre O e n - 1. Os objetos estão em posição arbitrária, ou seja, não necessaria-
mente em posição geral. A perturbação de P é realizada substituindo cada parâmetro 
por um polinômio em ê. Assim, define-se: 
P(s) = {p;(o:) = (7C;,,(s), ,.,,,(t:),,,, ,1';,,(s)) I OS:: i S:: n- 1}, 
onde 
";,;(s) = ";,; + e(i,j), O s; i s; n- 1, 1 s; j s; d, 
e e(i,j) é um polinômio em ê que tende a zero quando ê tende a zero. A escolha dopo-
linômio e(i,j) deve ser baseada em três requisitos: 
1. A entrada perturbada P(e) deve ser simples se é> O é suficientemente pequeno. 
2. P(e) deve manter todas as propriedades não-degeneradas do conjunto original P. 
3. O overhead de computação causado pela simulação P(s) deve ser desprezível. 
O lado direito da figura 3.1 esboça o resultado hipotético da utilização de uma per-
turbação conceitual dos dados para o algoritmo de localização de pontos descrito anteri-
ormente. 
O trabalho de Edelsbrunner e Mücke concentra-se principalmente na primitiva para 
determinação de qual dos semi-espaços definidos por um hiperplano em Rd (determinado 
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pelos pontos x;
1
, Xi2 , ... , x;J contém um ponto x;d+ 1 • O caso degenerado ocorre exata-
mente quando Xid+l pertence ao hiperplano. 
A existência de um apropriado conjunto perturbado de pontos é assegurada através 
da utilização do polinômio em E: 
que, pode-se verificar em [4], satisfaz às condições 1., 2. e 3. acima. 
Emiris e Canny [5, 6] estenderam estas idéias e apresentaram um método simples e efi-
ciente para a implementação de quatro primitivas básicas e fundamentais na construção 
de algoritmos geométricos: (1) ordem de coordenadas, (2) orientação de pontos com res-
peito a hiperplanos, (3) transversalidade e ( 4) teste de ponto em esfera. O método é ba-
seado na utilização de uma perturbação linear dada por: 
1r ·(E) = 1r + E.ij 1,) I,J 
A ênfase deste trabalho está na eficiência da computação destas primitivas através da ava-
liação dos sinais de determinantes perturbados da forma det( A+ E.B). Esse polinômio é 
essencialmente o polinômio característico de A.B-1, que pode ser computado de maneira 
bastante eficiente. 
Por fim, vale notar que o método de perturbação SoS baseado em curvas polinomiais 
de grau elevado pode, potencialmente, ser aplicado a um maior mímero de primitivas e, 
sob este aspecto, pode ser considerado mais geral que o método de Emiris e Canny [14]. 
As pesquisas nesta área estão direcionadas para o desenvolvimento de técnicas aplicá-
veis a um maior número de primitivas geométricas, à redução da complexidade computa-
cional envolvida. e a.o estudo dos limites de aplicabilidade dessa abordagem. 
3.2. Modelo geométrico lO 
3.2 Modelo geométrico 
3.2.1 Geometria projetiva orientada 
O uso de coordenadas homogêneas com sinal implicitamente define uma geometria, deno-
minada geometria projetiva orientada, para a qual há (pelo menos) dois modelos geomé-
tricos convenientes: o modelo esférico e o modelo do espaço projetivo orientado Td para 
dimensão d [22, 2]. 
O modelo esférico 
O modelo esférico de 1 2 consiste de uma esfera unitária S2 de R3 , que é o conjunto de 





',, : ·.· •• < 
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Figura 3.2: Modelo esférico para T 2 
Corno mostrado na figura 3.2, no modelo esférico, o ponto de T 2 com coordenadas ho-
mogêneas com sinal [x, y, w] é representado pela projeção do ponto (x, y, w) de R3 sobre 
a esfera § 2 , na direção do centro da mesma, ou seja, 
(x,y,w) 
Por convenção, os pontos com w > O estão no aquém, ou seja, no hemisfério norte 
da esfera (assumindo-se norte na direção w > 0). Simetricamente, os pontos com w <O 
estão no além, ou seja, no hemisfério sul da esfera. 
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Os pontos no infinito de 1"2 estão no círculo onde a esfera é cortada pelo plano w :::: O, 
ou seja, sobre a linha no infinito n, tornando o aquém e o além duas regiões disjuntas se-
paradas por n. 
Dois pontos p e 'P são denominados antípodas se estão diametralmente opostos na es-
fera. 
Uma linha reta no plano 1" 2 é definida por três coeficientes homogêneos (X,Y, W), 
sendo que um ponto genérico [x, y, w] está nesta linha se, e somente se, Xx+Yy+ Ww = O. 
Esta equação define um plano de R3 que passa pela origem e, portanto, corta a esfera num 
círculo de raio máximo. Desse modo, uma reta de T 2 corresponde a um círculo máximo 
de S2 • 
O modelo plano 
O modelo do plano projetivo orientado T 2 consiste de duas copias de IR 2 (o aquém e o 
além) e de um ponto no infinito dco para toda direção d em R2 • 
A figura 3.3 apresenta uma reta na direção d no modelo T 2 , ou seJa, duas cópias de 





Figura 3.3: Uma linha reta em T 2 
A geometria projetiva clássica, como extensão da geometria euclidiana, introduz urna 
série de benefícios, como a simplificação de fórmulas, a redução do número de casos parti-
culares, a unificação e extensão de conceitos e a utilização do conceito de dualização como 
ferramenta poderosa para teorização e projeto de algoritmos na área de geometria com-
putacional. 
A geometria projetiva orientada ratifica e amplia estas vantagens através do trata-
mento consistente de linhas e planos orientados, ângulos com sinal, segmentos, direções, 
conjuntos convexos e muitos outros conceitos que a geometria projetiva clássica não su-
porta em toda generalidade (veja [22]). 
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3.3 Geometria projetiva orientada com perturbação 
simbólica 
3.3.1 Orientação de pontos em coordenadas homogêneas 
No artigo de introdução da técnica Simulation of Simplicity (SoS) [4], H. Edelsbrunner e 
E. P. Mlicke escolheram pontos no espaço euclidiano d-dimensional para um estudo mais 
detalhado da aplicação de SoS. Além disso, a discussão sobre a utilização de perturbação 
simbólica com coordenadas homogêneas é restrita às primitivas baseadas no conceito de 
orientação de pontos finitos. 
Conforme apresentado em [4], suponha que desejamos determinar a orientação de uma 
seqüência de d pontos finitos e um ponto p no infinito. Um ponto genérico d-dimensional 
em coordenadas homogêneas pode ser representado por d + 1 coordenadas, ou seja, 
pé considerado um ponto no infinito se, e somente se, 7rd+r =O e 7r; i- O para algum i:::; 
d. Desse modo, podemos ver p como o limite de 
quando 5 tente a zero. 
Se usarmos p( ó) no lugar de p, teremos orientações distintas para ó > O ou ó < O, mos-
trando a impossibilidade de generalizar-se a noção de orientação a pontos no infinito. 
Em termos mais gerais, a mudança de coordenadas cartesianas para coordenadas ho-
mogêneas, significa abandonar o espaço euclidiano e utilizar um espaço geométrico estri-
tamente maior, representado pela geometria projetiva clássica. 
Apesar de todos os benefícios introduzidos pela geometria projetiva clássica, uma des-
vantagem é a inexistência de uma definição consistente para o conceito de orientação, 
largamente utilizado em geometria computacional. Isto decorre do fato do plano proje-
tivo clássico não ser orientável, ou seja, não há nenhuma maneira de se definir sentido 
"horário" e sentido "anti-horário" consistentemente para todo o plano P2 • Dada uma 
seqüência de três pontos quaisquer em posição geral sobre o plano P2 , a ((quina" deter-
minada por esta seqüência pode ser continuamente transportada sobre o plano projetivo 
de tal modo que ela retorne à sua posição original, porém com o seu sentido invertido. 
Finalmente, utilizar a geometria projetiva clássica (por meio de coordenadas ho-
mogêneas inteiras) sem um tratamento geral para pontos no infinito implica na mera 
utilização da geometria euclidiana com coordenadas racionais, onde todo o tratamento de 
pontos no infinito tem que ser feito de maneira particular, ou seja, caso a caso. Veremos 
a seguir que em 1" 2 essa limitação não ocorre. 
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3.3.2 Orientação de pontos em geometria projetiva orientada 
A geometria projetiva orientada permite a definição do conceito de orientação em toda a 
sua generalidade, sem a necessidade de qualquer tratamento especial para pontos no infi-
nito e, conseqüentemente, permite a utilização de perturbação simbólica para tratamento 
de degeneração para todos os pontos do espaço orientado "fd. 
Para decidir a orientação de uma seqüência de d + 1 pontos em coordenadas ho-
mogêneas, define-se: 
e a matriz perturbada: 
L'.(e) = 
1!";0 ,1 + s(io, 1) 1!";0 ,2 + c(io, 2) 
7!";1,1 + c(i1, 1) 7r;1,2 + c(i1, 2) 
Espaço projetivo clássico 
1l"io,d+l 
1l"il,d+1 
íTi0 ,d+t +e(io,d+ 1) 
~i,,d+t +<(i,, d + 1) 
Para o espaço projetivo clássico, a orientação de uma seqüência (p;0 , p;11 ••• , PiJ de pon-
tos com Piv = (7ri
0
,1 1 1t"í 0 ,2, ... , 1t"iv,d+t) é positiva se: 
d 
sign(det(L'.(E))) =TI sign(1r,,,d+1(e)) 
v=O 
O lado direito da fórmula acima, é o ajuste para que a noção de orientação "euclidiana" 
seja estendida para os pontos finitos do espaço projetivo clássico. Porém, como já foi dito, 
esta definição não pode ser utilizada para pontos no infinito. 
Espaço projetivo orientado 
No espaço projetivo orientado Td, a orientação de uma seqüência (p;0, p;1 , ••• , p;d) de pon-
tos com Piv = ( íTiv,ll íliv,2, ... ,1r;",d+I) é posit-iva se: 
detL'.(s) >O 
e negativa caso contrário (já que det 6.(.s) nunca é zero). Esta definição não é restrita a 
pontos finitos, podendo também ser utilizada com pontos no infinito. 
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Portanto, a utilização de geometria projetiva orientada com perturbação simbólica re~ 
solve o problema ela generalização da noção de orientação para pontos no infinito, apre-
sentado em [4]. 
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3.4 Computação exata 
Algoritmos geométricos são normalmente descritos sob aritmética exata com números re-
ais (modelo real RAAI). Como os sistemas computacionais não provêem aritmética exata 
para reais, a implementação desses algoritmos é feita utilizando-se algum método alter-
nativo. A aritmética de ponto flutuante é uma substituição bastante comum e conveni-
ente, não havendo, porém, nenhuma técnica simples que garanta a confiabilidade dos pro-
gramas resultantes. 
L. Guibas, D. Salesin e J. Stolfi propuseram uma técnica, denominada Epsilon Geome-
try, para tratamento de erros computacionais em algoritmos geométricos oriundos do uso 
de aritmética de precisão finita [10]. O método proposto combina técnicas de aritmética 
intervalar e análise de erro regressiva para calcular a solução exata de uma versão da en-
trada perturbada de maneira não infinitesimal. 
A utilização de comp"Utação exata [2;3] é uma alternativa para a implementação de al-
goritmos geométricos provadamente robustos. A aritmética de inteiros é suficiente para 
muitos algoritmos geométricos. Além disso, a utilização de coordenadas homogêneas in-
teiras implicitamente estende o domínio dos dados para os números racionais, e raramente 
números fora deste domínio são de fato necessários. 
O paradigma da computação exata garante que: 
1. todos os objetos (matematicamente descritos) são representados de maneira exata; 
2. todas as decisões condicionais que definem o fluxo de execução do programa são li-
vres de erro. 
Assim, temos que Mitmética de prec·isão múltipla1 claramente satisfaz 1., mas não ga-
rante 2., ou seja, ela é uma condição necessária mas não suficiente para garantir que um 
método computacional é exato. 
O preço a ser pago pela utilização de computação exata é perda de desempenho, mas 
isto é inevitável para aplicações onde somente respostas (realmente) exatas fazem sen-
tido. Além disso, este também é um dos motivos pelos quais a utilização de computação 
exata sempre foi descartada como alternativa para a solução de problemas de robustez 
em aplicações onde o tempo de execução é considerado crítico. Diversos trabalhos têm 
sido apresentados objetivando melhorar a eficiência dos métodos de computação exata, 
alguns com resultados certamente expressivos [8, 24]. 
1 Do Inglês: m"Ultiprecision arithmetic. 
Capítulo 4 
A biblioteca GeoPrOLib 
GeoPrOLib é uma biblioteca de primitivas geométricas para produção de aplicações so-
bre o plano projetivo orientado, utilizando perturbação simbólica para tratamento geral 
dos casos degenerados e aritmética exata para garantir robutez às operações efetuadas. 
As principais características da biblioteca são: 
• GeoPrOLib é implementada por uma família de classes C++, podendo ser utilizada 
praticamente com qualquer compilador C++ (p. ex., Sun, Gnu, AIX e HPUX). 
• Os objetos básicos possuem uma especificação consistente e suficientemente abs-
trata para permitir que a utilização funcional de um objeto independa dos detalhes 
internos de sua implementação. 
• Os objetos são hierarquizados de forma a permitir que derivações e te.mplates esten-
dam e especializem a biblioteca de acordo com as necessidades do usuário. 
• O conjunto de primitivas implementadas é o descrito em [4]. 
• O escopo é restrito aos números inteiros e racionais, através da utilização de coor-
denadas homogêneas inteiras com sinal. 
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4.1 Primitivas 
Para detalhes sobre estas primitivas, o leitor pode consultar [4]. 
Ordenação. Decide a ordem entre duas quantidades expressas por coordenadas dos 
pontos de entrada. O caso degenerado ocorre quando estas quantidades coincidem. Para 
o plano projetivo orientado temos: 
P.redX(PiiPJ) =verdadeiro se, e somente se, 
I 
IT;,1 +s(i,1) IT;,3 +E(i,3) I<O 
KJ,l + s(j, 1) ITJ,3 + s(j, 3) 
PredY(p,.; p1) =verdadeiro se, e somente se, 
ITi,2 +E( i, 2) 
IT;,z + s(j, 2) 
ITi,3 +e( i, 3) 
ITj,3 + E(j, 3) 
<0 
Orientação e Transversalidade. Determina a orientação de 3 pontos em T 2 , ou seja, 
decide qual dos semi-planos definidos por uma reta em T 2 (dada pelos pontos p;,pj) 
contém um ponto Pk· O caso degenerado ocorre exatamente quando Pk pertence à reta. 
No contexto dual, a mesma primitiva decide em qual dos semi-planos definidos pela reta 
pf está a interseção entre as retas pf 1 pf. O caso degenerado ocorre exatamente quando 
esta interseção pertence à reta p/·. Para o plano projetivo orientado, temos: 
Positive(p;; Pii Pk) = verdadeiro se, e somente se, 
7íi,l + e:(i, 1) 
ITj,l + E(j, 1) 
ITk,l + e(k, 1) 
"'·'+e( i, 2) 
ITj,2 + ê(j, 2) 
ITk,2 + E(k, 2) 
1l"i,3 + ê(i, 3) 
ITj,3 + E(j, 3) 
ITk,3 + s(k,3) 
>0 
Teste de interior de esfera. Decide, dados 4 pontos (p;,pj,pk,Pt), se o ponto p1 é in-
terior à esfera definida por Pi,PJ,Pk em T 2 • 
InSphere(p;; pJ; Pk; Pt) =verdadeiro se, e somente se, 
onde: 
det 6,( E) ~ 
det 6 2 (s) · det 6 3 (c) >O 
IT;,, + s(i, 1) 
"lrJ,l + s(j, 1) 
"lrk,l + é(k, 1) 
1!";,2 + E(i, 2) 
"lrj.z + s(j, 2) 
7ík,2 + e:(k, 2) 
1r;,,+e(i,3) 
1rp + s(j, 3) 
ITk,3 +s(k,3) 
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' + ' 
Ki,l + é(Í, 1) Ki,2 + e:(i, 2) rr;,3 +e( i, 3) "il"",?+e(i4) 
;r i .3 ' 
Kj,l + ê(J, 1) Kj,2 + e:(j, 2) Kj,3 + c(j, 3) JT21+,..2.2 +t::(j 4) 
det Ll.3 (e:) = 1TJ,3 ' ' + ' 
Kk,l + e:(k, 1) "'·' + e(k, 2) "'·' + e(k, 3) ""kl "k.2 +e(k 4) 1rf< 3 ' 
' ' ' 
1r[,l +e:(/, 1) "'·' + e:(l, 2) rr,,, +e( I, 3) 1rlt+rr12 +t::(l 4) 1rJ,J ' 
Capítulo 5 
O ambiente GeoPrO 
Este capítulo descreve o projeto do ambiente GeoPrO, incluindo os objetivos do projeto, 
suas características computacionais e a metodologia de utilização dos recursos providos 
pelo ambiente. 
GeoPrO é um ambiente de software para implementação de algoritmos geométricos. 
O ambiente GeoPrO foi projetado como uma ferramenta de auxílio ao estudo, desenvol-
vimento e depuração de aplicações na área de geometria computacionaL Além disso, o 
ambiente foi estruturado de modo a permitir a sua utilização em projetos de outras áreas 
que realizam algum tipo de computação geométrica e onde podem ser de grande valia re-
cursos de visualização geométrica (p.ex., programação linear, robótica, GIS, etc.). 
A arquitetura aberta1 do ambiente é o primeiro passo no sentido de permitir a sua 
evolução através de contribuições dos próprios usuários do sistema. Além disso, serão cri-
ados canais de comunicação via Internet de modo a permitir uma maior interação entre os 
usuários, incluindo um repositório (acessível via WWVV) para contribuições dos usuários 
e distribuição de novas versões do GeoPrO. 
1 Ko sentido de arquitetura concebida para ser extensível 
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5.1 Por que um ambiente de visualização geométri-
ca? 
Tradicionalmente, algoritmos geométricos manipulam objetos dotados de descrições e fun-
cionalidades geométricas. Por exemplo, um objeto que representa uma subdivisão pla-
nar pode ter associado a ele, além de sua descrição geométrica (vértices, faces e arestas), 
métodos que implementam funcionalidades como a localização de pontos, percursos, etc. 
Por outro lado, é raro encontrarmos métodos para visualização ou entrada destes ob-
jetos através de uma interface gráfica. A implementação ad-hoc dessas funcionalidades é 
normalmente tediosa e específica para cada plataforma, o que obriga o implementador a 
desviar sua atenção para detalhes relacionados ao dispositivo gráfico, à definição de uma 
interface com o usuário, etc. 
A utilização de programas dedicados à visualização geométrica [1, 20, 15] também 
apresenta uma série de limitações, como a dificuldade de integração entre a aplicação do 
usuário e o programa ele visualização. Além disso, estes programas normalmente estão 
disponíveis para apenas uma plataforma e/ou linguagem de programação e os recursos de 
visualização e entrada de objetos não são facilmente estendíveis para incorporar carac-
terísticas que atendam às necessidades específicas das aplicações. 
O ambiente GeoPrO foi desenvolvido como um ambiente aberto tendo como meta os 
seguintes requisitos: 
• Facilidade de integração entre as aplicações e o ambiente. A utilização de uma abor-
dagem cliente-servidor, possibilita que, em um ambiente de rede2 , qualquer aplicação 
possa facilmente utilizar os recursos de visualização do GeoPrO. 
• Reaproveitamento de código. Isto é conseguido através de uma metodologia, base-
ada no paradigma da programação orientada a objetos, de integração entre classes 
geométricas existentes e o ambiente GeoPrO, descrita na seção 5.4.1. 
• Abstração de dados. A interação entre os objetos da aplicação e o ambiente é 
feita através da utilização de um protocolo de descrição geométrica (descrito na 
seção 5.2.1) que deixa transparente ao programador detalhes não relacionados ao 
algoritmo em questão. 
• Extensibilidade. O ambiente foi concebido para ser estendido de acordo com as ne-
cessidades do usuário. A idéia é prover um conjunto mínimo de ferramentas para 
que o usuário-programador derive soluções de visualização e entrada de dados cada 
vez mais sofisticadas. 
2 A versão atual do ambiente é baseada no protocolo TCP /IP. 
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5.2 A estrutura básica do ambiente GeoPrO 
Em um alto nível de abstração, o ambiente consiste de três partes básicas: o núcleo do 
GeoPrO, os visuahzadores geométricos e as aplicações do usuário. Uma aplicação pode 
ser a implementação de um algoritmo geométrico ou um módulo de um sistema maior 
para o qual se deseje algum tipo de visualização geométrica (veja figura 5.1). 




Figura 5.1: Componentes do ambiente GeoPrO 
Quando uma aplicação deseja usar as facilidades do ambiente, ela conecta-se ao mícleo 
do GeoPrO, tornando-se um novo cliente. Então, esta aplicação passa a ter à disposição 
uma série de recursos para realizar a visualização de objetos geométricos ou para obter 
entradas de dados específicas do usuário. Através desses recursos, o algoritmo pode en-
viar requisições para um conjunto de visualizadores que são responsáveis pelo desenho 
dos objetos e por oferecer uma interface gráfica amigável para que o usuário possa mani-
pulá-los ou atender a um pedido de entrada de dados. O usuário pode optar por usa.r um 
visualizador já incluído no ambiente GeoPrO ou por implementar um novo visualizador 
especialmente projetado para a sua aplicação. Detalhes sobre o funcionamento das diver-
sas partes do ambiente e a integração entre elas serão vistos em seções adiante. 
Operação em rede GeoPrO foi projetado para trabalhar eficientemente em um am-
biente de rede. O formato de transmissão dos comandos das aplicações para o núcleo e 
deste para os visualizadores é definido de modo a ser independente da plataforma de hard-
ware. Assim, o núcleo, as aplicações e os visualizadores podem estar rodando distribuídos 
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em máquinas de uma rede heterogênea. Por exemplo, o usuário pode rodar os seus algo-
ritmos em uma máquina paralela e ver o resultado geométrico ser mostrado em um vi-
sualizador rodando em uma estação Silicon Graphics, com o núcleo sendo executado em 
uma terceira plataforma. 
As seções seguintes detalham a estrutura básica do ambiente GeoPrO. 
5.2.1 Objetos geométricos primitivos 
Existe uma grande gama de algoritmos geométricos para o plano que lidam com objetos 
razoavelmente complexos como triangularizações, diagramas de Voronoi, árvores espalha-
das, etc. Contudo, em geral estes objetos podem ser construídos a partir de um pequeno 
número de objetos geométricos primitivos. 
GeoPrO provê um conjunto básico de objetos geométricos, e todas as operações de 
desenho e de entrada de dados são feitas através desse conjunto de objetos. Desse modo, 
qualquer objeto descrito em termos desses objetos primitivos pode interagir com o am-
biente. Assim, o usuário é encorajado a escrever as suas próprias bibliotecas de objetos 
mais complexos, descrevendo-os a partir dos objetos básicos do GeoPrO. 
Os objetos primitivos são: 
• pontos- uma lista de um ou mais pontos, 
• linhas - uma lista de uma ou mais retas, 
• segmentos - uma lista de um ou mais pares de vértices interpretados como segmen-
tos de retas, 
• círculos - uma lista de um ou mais pares de vértices interpretados como centro e 
ponto na borda do círculo, 
• linha poligonal- uma seqüência de vértices descrevendo uma linha poligonal (possi-
velmente aberta), 
• polígono - uma seqüência de vértices descrevendo um polígono. 
Esses objetos básicos são hierarquizados da forma descrita na figura 5.2. 
A partir da superclasse NetObj, são derivadas três subclasses: 
• NetSingle: classe abstrata que representa os objetos descritos por uma sequencia 
de vértices, ou seja, NetPoints, .iVetLines, NetPolygonalLine e NetPolygon. Cada 
vértice é representado por uma instância da classe Coord, ou seja, uma coordenada 
homogênea com sinal. 
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Q da.sse concreta 
Q classe abstrata 
método ordináno 
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Figura 5.2: Hierarquia dos objetos geométricos primitivos 
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• NetDouble: classe abstrata que representa os objetos descritos por uma seqüência 
de pares de vértices, ou seja, NetSegments e NetCircles. Cada par de vértices é re-
presentado por uma instância da classe CoupleOfCoords, ou seja, um par de coor-
denadas homogêneas com sinal. 
• NetGroup: representa a entidade de agrupamento de objetos. Uma instância dessa 
classe descreve uma seqüência de instâncias da superclasse NetObj ou de suas clas-
ses derivadas. 
Esse conjunto de objetos básicos define o que chamaremos de protocolo de descrição 
geométrica (PDG) e toda descrição geométrica dentro do ambiente GeoPrO é feita através 
deste protocolo. 
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5.3 O Núcleo do GeoPrO 
Uma aplicação do usuário pode enviar comandos para os visualizadores, que podem ser 
ações ou requiSlçoes. As primeiras determinam mudanças nos objetos mostrados e as 
últimas representam pedidos de novos objetos. 
O núcleo do GeoPrO pode ser visto como uma interface entre a aplicação do usuário e 
os visualizadores. O principal objetivo do núcleo é rotear os comandos da aplicação para 
os visualizadores. Além disso, ele também é responsável por manter toda informação so-
bre o conjunto de objetos geométricos já criados (e não removidos) pelas aplicações. Es-
ses objetos são agrupados de maneira disjunta em contextos. Cada aplicação está associ-
ada a um único contexto do núcleo, que compreende o escopo dos objetos "visíveis" para 
aquela aplicação. Um visualizador também tem o seu escopo restrito a um único con-
texto. 
A idéia de múltiplos contextos é permitir que diversos grupos de aplicações e visuali-
zadores compartilhem os recursos de um único núcleo sem que haja nenhum tipo de in-
terferência entre eles. Para isso, basta que estes grupos se associem a diferentes contex-
tos. O suporte a múltiplos contextos é discutido na seção 5.6.1. 
5.3.1 O funcionamento do núcleo 
Esta seção apresenta uma visão geral do modo de funcionamento do núcleo. Detalhes so-
bre a implementação das classes que compõem o núcleo podem ser obtidos no apêndice B. 
Internamente, o núcleo do GeoPrO pode ser visto como uma máquina de estados que 
responde a eventos de oito tipos distintos. 
Os eventos gerados pelas aplicações são: 
• Cadastramento de aplicações 
• Inserção de objetos geométricos 
• Remoção de objetos geométricos 
• Requisição de objetos geométricos 
• Descadastramento de aplicações 
Os eventos gerados pelos vi:malizadores são: 
• Cadastramento de visualizadores 
• Resposta à requisição de objetos geométricos 
• Descadastramento de visttalizadores 
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Figura 5.3: A operação de cadastramento de uma aplicação 
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Este evento representa a operação de cadastramento de uma aplicação a um determinado 
contexto do núcleo. 
Os índices da figura 5.3 representam as seguintes ações: 
1. A aplicação envia uma mensagem de cadastramento para o núcleo, especificando o 
seu nome e o contexto a que deseja conectar-se. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. O núcleo cadastra esta aplicação, que passa a dispor dos recursos do ambiente 
GeoPrO. Se o contexto ao qual esta aplicação está associada ainda não existe, ele é 
criado. 
Inserção de objetos geométricos 
Este evento permite a inserção de objetos em um contexto do núcleo. Quando um ob-
jeto é inserido no núcleo ele se torna persistente3 1 passando a ter um identificador único. 
A partir de então ele será mostrado por todos os visualizadores cadastrados àquele con-
texto. A persistência dos objetos de visualização é discutida na seção 5.6.1. 
Os índices da figura 5.4 representam as seguintes ações: 
30 termo persistente não está sendo usado com a conotação normalmente assumida em tópicos rela-
cionados à área de banco de dados, mas sim com o significado que o texto sugere. 




Figura 5.4: A operação de inserção de objetos geométricos 
1. A aplicação envia uma mensagem ao núcleo contendo a descrição do objeto a ser 
inserido no contexto associado a ela. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. Através de uma consulta ao catálogo de aplicações, é identificado o contexto ao qual 
a aplicação está associada, que passa a ser o contexto corrente. 
4. O objeto recebe um identificador único e é inserido no catálogo de objetos geomé-
tricos do núcleo, sendo associado ao contexto corrente. 
5. O núcleo prepara uma mensagem de resposta à aplicação contendo o identificador 
único atribuído ao objeto. 
6. A aplicação recebe esse identificador e associa-o ao objeto em questão. Maiores de-
talhes sobre o funcionamento das aplicações serão vistos na seção 5.4. 
7. O catálogo de visualizadores é consultado para obtenção do conjunto de visualiza-
dores associados ao contexto corrente. 
8. O núcleo prepara uma mensagem para divulgar o novo objeto a todos os visualiza-
dores associados ao contexto corrente. 
9. Essa mensagem é enviada aos visualizadores, que passam a mostrar o novo objeto. 
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Núcleo 
Visualizador 
Figura 5.5: A operação de remoção de objetos geométricos 
Remoção de objetos geométricos 
O evento de remoção de objetos permite que uma aplicação remova um objeto do con-
texto associado a ela no núcleo. Quando um objeto é removido do núcleo, ele deixa de 
ser mostrado nos visualizadores cadastrados àquele contexto. 
Os índices da figura 5.5 representam as seguintes ações: 
1. A aplicação envia uma mensagem ao núcleo contendo a identificação do objeto a ser 
removido do contexto associado a ela no núcleo. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. Através de uma consulta ao catálogo de aplicações, é identificado o contexto ao qual 
a aplicação eBtá associada, q1te passa a ser o contexto corrente. 
4. O objeto é removido do catálogo de objetos geométricos do núcleo. 
5. O catálogo de visualizadores é consultado para obtenção do conjunto de visualiza-
dores associados ao contexto corrente. 
6. O núcleo prepara uma mensagem para divulgar a remoção do objeto do núcleo a 
todos os visualizadores associados ao contexto corrente. 
7. Essa mensagem é enviada aos visualizadores, que deixam de mostrar o objeto em 
questão. 






I '""""'""a., I 
Figura 5.6: A operação de requisição de objetos geométricos 
Requisição de objetos geométricos 
Este evento permite que uma aplicação faça a requisição de algum objeto de entrada. Essa 
requisição será enviada aos visualizadores, o que permitirá que o usuário forneça uma en-
trada específica para a aplicação utilizando o visualizador que achar mais conveniente. 
Os índices da figura 5.6 representam as seguintes ações: 
1. A aplicação envia uma mensagem ao núcleo contendo a descrição do objeto dese-
jado e a descrição do pedido. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. Através de uma consulta ao catálogo de aplicações, é identificado o contexto ao qual 
a aplicação está associada, que passa a ser o contexto corrente. 
4. A requisição recebe um identificador único e é inserida no catálogo de requisições 
do núcleo associada ao contexto corrente. 
5. O núcleo prepara uma mensagem de resposta à. aplicação contendo o identificador 
único atribuído à requisição. 
6. A aplicação recebe esse identificador e associa-o à. requisição. 
7. O catálogo de visualizadores é consultado para obtenção do conjunto de visualiza-
dores associados ao contexto corrente. 
8. O núcleo prepara uma mensagem para divulgar a nova requisição a todos os visua-
lizadores associados ao contexto corrente. 
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9. Essa mensagem é enviada aos visualizadores que encarregar-se-ão de divulgar are-
quisição ao( s) usuário(s ). Maiores detalhes sobre o funcionamento dos visualizado-
res serão vistos na seção 5.5. 
Descadastramento de aplicações 
Figura 5.7: A operação de descadastramento de uma aplicação 
Este evento representa a operação de descadastramento de uma aplicação associada a um 
determinado contexto do núcleo. 
Os índices da figura 5. 7 representam as seguintes ações: 
1. A aplicação envia uma mensagem de descadastramento para o núcleo. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. O núcleo descadastra esta aplicação, que deixa de dispor dos recursos do ambiente 
GeoPrO. Além disso, o contexto ao qual esta aplicação estava associada passa a ser 
o contexto corrente. 
4. O conjunto de requisições associadas à aplicação é removido do catálogo de re-
quisições. 
5. O catálogo de visualizadores é consultado para obtenção do conjunto de visualiza-
dores associados ao contexto corrente. 
6. O núcleo prepara uma mensagem para divulgar a remoção deste conjunto de re-
quisições aos visualizadores. 
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7. Essa mensagem é enviada aos visualizadores 1 que deixam de apresentar esse con-
junto de requisições como pendentes. 
Cadastramento de visualizadores 
Núcleo 
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Figura 5.8: A operação de cadastramento de um visualizador 
Este evento representa a operação de cadastramento de um visualizador a um determi-
nado contexto do núcleo. No momento em que um novo visualizador cadastra-se ao núcleo 
ocorre uma fase de sincronismo fazendo com que o visualizador receba todos os objetos e 
as requisições pendentes do contexto associado a ele. 
Os índices da figura 5.8 representam as seguintes ações: 
1. O visualizador envia uma mensagem de cadastramento para o núcleo 1 especificando 
o seu nome e o contexto a que deseja conectar-se. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. O núcleo cadastra este visualizador no catálogo de visualizadores. Se o contexto ao 
qual este visualizador está associado ainda não existe, ele é criado. Este contexto 
passa a ser o contexto corrente. 
4. O núcleo obtém todos os objetos do contexto corrente consultando o catálogo de 
objetos geométricos . 
.S. O núcleo obtém todas as requisições pendentes para o contexto corrente. 
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6. O núcleo prepara uma mensagem contendo as requisições e os objetos elo contexto. 
7. O visualizador recebe essa mensagem, estando, então, pronto para entrar em 
operação. 






Figura 5.9: A operação de resposta à requisição de objetos geométricos 
Este evento representa a resposta de algum visualizador a uma requisição de objeto feita 
por alguma aplicação. 
Os índices da figura 5.9 representam as seguintes ações: 
1. O visualizador envia uma mensagem ao núcleo contendo o objeto a ser enviado como 
resposta a uma determinada requisição. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. Através de uma consulta ao catálogo de visualizadores, é identificado o contexto 
ao qual este visualizador está associado, que passa a ser o contexto corrente. Além 
disso, é obtido o conjunto de visualizadores associados a este contexto. 
4. A requisição é removida do catálogo de requisições. 
5. O objeto recebe um identificador lÍnico e é inserido no catálogo de objetos geomé-
tricos do núcleo associado ao contexto corrente. 
6. O núcleo prepara uma mensagem para divulgar o novo objeto a todos os visualiza-
dores associados ao contexto corrente, inclusive o fornecedor do objeto. 
$ . .']. O Núcleo do G'eoPrO 
7. Essa mensagem é enviada aos visualizadores que passam a mostrar o novo objeto. 
8. É feita uma consulta ao catálogo de aplicações para identificar a aplicação que fez 
a requisição do objeto. 
9. O núcleo prepara uma mensagem contendo o objeto a ser enviado a esta aplicação. 
10. A aplicação recebe esse objeto. 
Descadastramento de visualizadores 
Núcleo 
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Figura 5.10: A operação de descadastramento de um visualizador 
Este evento representa a operação de descadastramento de um visualizador de um deter-
minado contexto do núcleo. 
Os índices da figura 5.10 representam as seguintes ações: 
1. O visualizador envia uma mensagem de descadastramento para o núcleo. 
2. O tratador de eventos do núcleo reconhece esta mensagem como um evento válido. 
3. O núcleo descadastra este visualizador, atualizando o cadastro de visualizadores. 
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5.4 Aplicações do usuário 
Uma vez conectadas ao núcleo do GeoPrO, as aplicações do usuário estão habilitadas a 
inserir objetos geométricos nos contextos do núcleo para que sejam mostrados pelos vi-
sualizadores ativos ou remover objetos destes contextos para que sejam apagados dos vi-
sualizadores. Finalmente, as aplicações podem requisitar alguma entrada específica do 
usuário, que pode escolher o visualizador mais conveniente para prover os objetos requi-
sitados. A seção 5.4.4 apresenta exemplos de aplicações que foram integradas ao ambi-
ente GeoPrO. 
A classe Application 
VisualObj 
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Figura 5.11: As interfaces públicas das classes Application e VisualObj 
Nesta seção, apresentamos a interface entre a aplicação e o núcleo no nível da linguagem 
de programação. Essa interface está disponível para a linguagem C++ e, em breve, es-
tará disponível para as linguagens Modula-3 e Java. 
O objetivo desta seção é apresentar a interface pública da classe Application (veja fi-
gura 5.11). Detalhes sobre a implementação dessa classe podem ser obtidos no apêndice B. 
A interface entre uma aplicação e o ambiente GeoPrO é feita através da classe Appli-
cation. Uma instância dessa classe representa uma aplicação e está sempre relacionada a 
um determinado contexto de um núcleo. 
A classe genérica VisualObj representa a entidade de integração entre os objetos geo-
métricos da aplicação e o ambiente GeoPrO. Qualquer instância de uma sub classe da 
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classe VisualObj poderá, por alornorfismo, representar um objeto no ambiente GeoPrO. 
A classe VisualObj e a metodologia de integração entre os objetos ela aplicação e o ambi-
ente são descritas na seção 5.4.1. 
Ao criar uma instância ela classe Application, o usuário define o núcleo e o contexto 
ao qual ele deseja conectar-se. A definição do núcleo é feita através do nome elo endereço 
Internet da máquina onde o núcleo do GeoPrO está rodando. Se este parâmetro for omi-
tido, é assumido que o núcleo é local. O contexto também pode ser omitido e neste caso é 
assumido um contexto especial denominado "default". Usando a interface C++, a criação 
de uma instância é feita através da utilização do seguinte construtor: 
GPO_Application( const string& name, 
const string& context = DEFAULLCONTEXT, 
const string& address = DEFAULT..KERNELADDRESS) 
Uma vez criada a instância da classe, a aplicação deve conectar-se ao núcleo através 
do método init. Quando este método é evocado, a aplicação registra-se como um novo 
cliente junto ao núcleo do GeoPrO, podendo então usar os recursos do ambiente. Através 
da interface C++, essa iniciação é feita utilizando-se o seguinte método da classe Appli-
cation: 
GPO_RC init() 
Para finalizar as suas operações com o núcleo do GeoPrO, a aplicação utiliza o método 
dane, disponível na classe Application. Na interface C++ temos: 
GPO_RC done() 
Para inserir um objeto no contexto corrente do núcleo, a aplicação deve utilizar o 
método insert. Quando um objeto é adicionado a um contexto do núcleo, todos os vi-
sualizadores registrados àquele contexto receberão o novo objeto. Esse novo objeto, que 
agora faz parte de um contexto do núcleo, passa a ser persistente, recebendo um identi-
ficador (%"d) que servirá para identificá-lo univocamente perante o núcleo, as aplicações e 
os visualizadores. Em C++ temos: 
GPO_Objld insert(GPO_VisualObj& obj) 
Para remover um objeto do núcleo, e conseqüentemente de todos os visualizadores, 
basta utilizar o método remove, passando como argumento o id do objeto a ser removido 
do contexto corrente do núcleo. Na interface C++ temos: 
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GPO_RO remove(GPO_Qbjld id) 
Quando uma aplicação deseja receber um objeto como entrada, ela pode enviar dois 
tipos de requisição para o núcleo: síncrona ou assíncrona. Na primeira, a aplicação ficará 
bloqueada até que a entrada desejada seja provida por algum visualizador conectado ao 
núcleo. Na segunda, a aplicação não ficará bloqueada e receberá o objeto requisitado de 
forma assíncrona através da evocação de uma callback. Na interface C++, estes serviços 
estão disponíveis através dos seguintes métodos: 
GPO_Objld get(GPO_VisualObj& obj, 
const string req1lfsg) 
GPO-RO request(GPQ_Visua!Obj& obj, 
const string reqMsg, 
GPO_RequestOallback callback) 
Onde o tipo GPQ_RequestCallback é definido como: 
typedefvoid (GPO_RequestOallback)(GPO_VisualObj& obj) 
A verificação de erro é feita através dos métodos getError e getErrorj\tJsg. O primeiro 
contém sempre um código de erro referente à última chamada à interface da classe Applí-
cation. O segundo retorna uma mensagem descritiva para um determinado erro. Na in-
terface C++, estes serviços estão disponíveis através dos seguintes métodos: 
GPO_EnumError getError() 
string getErrorMsg(GPO_EnumError errno) 
5.4.1 Visualização de algoritmos usando GeoPrO 
Esta seção tem por objetivo descrever a metodologia de utilização do ambiente GeoPrO 
para visualização e requisição de objetos geométricos. 
Uma classe geométrica representa um específico objeto geométrico dotado de um con-
junto de estruturas de dados e funcionalidades que são utilizadas na construção de algo-
ritmos geométricos. Uma classe geométrica visual é uma extensão de uma classe geomé-
trica que contém uma componente funcional responsável pela integração entre esta classe 
geométrica e o ambiente GeoPrO. 
Uma classe geométrica visual é construída por derivação múltipla a partir de uma 
classe geométrica e da classe genérica VisualObj, conforme ilustra a figura 5.12. A classe 
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resultante herda todas as características geométricas da classe original, além da especi-
ficação funcional dos dois métodos de visualização oriundos da superclasse Visua10bj: 
read e write. Em tíltima análise, a implementação destes métodos segundo o protocolo de 
descrição geométrica (PDG) (descrito na seção 5.2.1) constitui o trabalho ele integração 
entre uma classe geométrica qualquer e o ambiente GeoPrO. 
5.4.2 
O classe concreta 
O çlasse abstrata 
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Figura 5.12: Construção de uma classe geométrica visual 
Implementação dos métodos de visualização 
O método read é utilizado pelo ambiente GeoPrO para informar ao objeto a descrição 
geométrica da entidade que ele deve representar, segundo o PDG. Assim, esse método 
será evocado quando uma requisição de entrada de dados para este objeto for atendida. 
O método write é utilizado pelo ambiente para obter uma descrição geométrica do ob-
jeto de acordo com o PDG. Esse método é utilizado pelo ambiente GeoPrO quando um 
objeto é inserido em um contexto do núcleo ou quando é feita uma requisição de entrada 
de dados. 
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5.4.3 Um exemplo 
Como exemplo de utilização dessa metodologia de integração, é mostrada abaixo a imple-
mentação da classe VisualPolygon, resultado da extensão da classe polygon, disponível 
na biblioteca LEDA, para incorporar os métodos de visualização, responsáveis pela inte-
gração com o ambiente GeoPrO. 
No exemplo abaixo\ a classe VisualPolygon é construída utilizando-se o mecanismo 
de herança múltipla da linguagem C++. 




: polygon(), GPO_VisualObj(), pPolygon(O) {) 
VisualPolygon( const list<point>& pl) 
: polygon(pl), GPQ_VisualObj(), pPolygon(O) {} 




virtual GPO_NetObj& write() { 
pPolygon = new GPO_NetPolygon; 
if (!empty()) { 
} 
} 
const list<point>& points = vertices(); 
point Pi 
fora.ll(p,points) 
pPolygon _,add( G PO _Coord(p.xcoord() ,p.ycoord() ,1)); 
return *pPolygon; 
4 A utilização de métodos in-fine no exemplo constitui-se apenas num recurso para compactar a des-
crição, sendo, evidentemente, não recomendada para este caso. 
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}; 
virtual void read(const GPO.NetObj& netübj) { 





pl. append(point (v .xcoord(), v .ycoord()) ); 




São implementados dois construtores que evocam os construtores das superclasses 
polygon e VisualObj. Além disso, o membro pPolgyon é iniciado com valor zero. 
Um destrutor também é implementado unicamente para garantir a liberação da 
memória eventualmente alocada em pPolygon. 
O método write retorna a descrição do polígono através de uma instância da classe 
NetPolygon. Essa instância é construída através de alocação dinâmica (via operador 
new) para que o seu escopo não fique restrito ao escopo do método. Uma referência a 
esta instância é armazenada em pPolygon. 
No método read, o polígono é construído a partir de uma instância da classe NetPoly-
gon, o que basicamente implica na conversão dos vértices, representados por pontos car-
tesianos da biblioteca LEDA (classe point), para pontos em coordenadas homogêneas com 
sinal (classe Coord), utilizados no GeoPrO. 
Note que a iteração nos objetos compostos do GeoPrO (p.ex., NetPolygon), é feita de 
maneira análoga aos objetos compostos da biblioteca LEDA (p.ex., polygon), utilizando-
se a macro de iteração fora.ll, o que homogeniza a notação e aumenta a legibilidade do 
código resultante. 
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5.4.4 Aplicações usando o ambiente GeoPrO 
Envelope de um conjunto de retas 
Dado um conjunto de n retas no plano, o envelope do conjunto é definido pelo polígono 
cuja fronteira consiste das arestas limitadas de todas as regiões ilimitadas na subdivisão 
induzida pelo conjunto de retas (veja figura 5.13). 
Como exemplo de utilização do ambiente GeoPrO e da biblioteca GeoPrOLib, foi im-
plementado o algoritmo para determinação do envelope de um conjunto de retas apresen-
tado em [12]. 
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Figura 5.13: O envelope de um conjunto de retas 
Nesta implementação, retas verticais e retas paralelas não precisaram ser consídade-
ras como casos especiais, graças à nossa extensão de SoS para geometria projetiva orien-
tada. 
Detalhes sobre esta implementação podem ser encontrados em [9]. 
A biblioteca Visual-LEDA 
A biblioteca Visual-LEDA é o resultado da extensão da coleção de tipos de dados e al-
goritmos geométricos disponíveis na biblioteca LEDA para que possam ser visualizados 
através do ambiente GeoPrO. 
.'5.4. Aplicações do usuário 41 
Essa extensão foi realizada segundo a metodologia de integração descrita na seçao 
5.4.1. A biblioteca Visual-LEDA possui os tipos apresentados na tabela abaixo. 
Tipos básicos estendidos Tipos básicos Descrição 
Visual-LEDA. LEDA 
VisualPoínt point um ponto no plano euclidiano 
VisualRa.tPoint raLpoint um ponto no plano em 
coordenadas racionais 
VisualSegment segment um segmento de reta no 
plano euclidiano 
Visua.lRa.tSegment rat...segment um segmento de reta no 
plano em coordenadas racionais 
VísualLine line uma reta no plano euclidiano 
V'isua.lPolygon polygon um polígono simples 
no plano euclidiano 
VisualC'ircle circle um círculo no plano euclidiano 
VisualPoints list<point> uma lista de pontos no 
plano euclidiano 
Visua.lRa.tPoints Jist<rat_point> uma lista de pontos no 
plano em coordenadas racionais 
VisualSegments list<segments> uma lista de segmentos 
no plano euclidiano 
VisualRatSegments list<ra t...segm ents> uma lista de segmentos no 
plano em coordenadas racionais 
Visua.lGra.ph<etype> GRAPH<point,etype> um grafo planar 
parametrizaclo nas arestas 
Utilizando estes tipos estendidos, os seguintes algoritmos geométricos, disponíveis na 
biblioteca LEDA, foram facilmente integrados ao ambiente GeoPrO: 
• Triangulate Points. Cálculo de uma triangularização de um conjunto de pontos no 
plano. 
• Delaunay Triangulation. Cálculo da Triangularização de Delaunay de um conjunto 
de pontos no plano. 
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• Sweep Segments. Cálculo do grafo induzido por um conjunto de segmentos no plano. 
Os nós do grafo são todas as extremidades dos segmentos e todas as interseções 
próprias entre os segmentos. As arestas do grafo são representadas pelo conjunto 
maximal de subsegmentos abertos dos segmentos que não contêm nenhum nó do 
grafo. 
• Segment Intersection. Cálculo de todas as interseções entre um conjunto de segmen-
tos no plano. 
• Convex Hull. Dado um conjunto de pontos no plano, calcula a envoltória convexa 
desse conjunto. 
• Closest Pair. Dado um conjunto de pontos no plano, calcula o par de pontos com 
menor distância euclidiana entre eles. 
• Voronoi Diagram. Cálculo do Diagrama de Voronoi de um conjunto de pontos no 
plano. 
Finalmente, cabe ressaltar que a facilidade com que esta extensão foi realizada eviden-
cia a eficiência da utilização da metodologia proposta para integração entre algoritmos e 
objetos geométricos existentes e o ambiente GeoPrO. 
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5.5 Visualizadores geométricos 
Os visualizadores geométricos provêem um modo fácil de permitir a interação entre os 
usuários e as aplicações. Um visualizador é um processo que, uma vez conectado ao 
núcleo, é capaz de desenhar os objetos geométricos primitivos de acordo com um es-
pecífico modelo geométrico. Ele também provê uma interface gráfica para entrada de ob-
jetos como resposta a requisições dos algoritmos (ou seja, das aplicações clientes conecta-
das ao núcleo). De maneira análoga às aplicações, um visualizador está sempre associado 
a um único contexto do núcleo. 
Em adição a alguns visualizadores que o usuário tem à disposição (já implementados 
no ambiente GeoPrO), ele pode implementar um novo especialmente projetado para a sua 
aplicação. Tal implementação é facilitada se for feita através da derivação de um novo vi-
sualizador a partir de um pré-existente, segundo urna abordagem de programação orien-
tada a objetos. A seção 5.5.1 apresenta a descrição dos visualizadores já implementados 
para o ambiente. 
A classe Vis<Lalizer 
o '''""'""""'"' o ''"""''"""'"~ 
Figura 5.14: A classe Visualizer 
Nesta seção, apresentamos a interface entre os visualizadores e o núcleo no nível da lin-
guagem de programação. Essa interface está disponível para a linguagem C++ e, em 
breve, estará disponível para as linguagens Modula-3 e Java. 
O objetivo desta seção é apresentar a interface pública da classe Visualizer, o que deve 
interessar aos usuários-programadores que desejem construir novos visualizadores para o 
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ambiente. Detalhes sobre a implementação dessa classe podem ser obtidos no apêndice 
B. 
A interface entre um visualizador e o núcleo é feita através da classe Visua.lizer. To-
dos os visualizadores do ambiente GeoPrO são instâncias de subclasses da classe Visua.li-
zer (veja figura 5.14). 
A criação de urna instância da classe Visua.lizer define o núcleo e o contexto associados 
ao visualizador. De modo análogo ao que ocorre com as aplicações, a definição do núcleo 
é feita através do endereço Internet da máquina onde ele está rodando. Se este parâmetro 
for omitido, é assumido que o núcleo é local. A omissão do contexto implica na utilização 
do contexto "defaulf'. O contexto ao qual um visualizador está associado será referenci-
ado como contexto corrente. Usando a interface C++, a criação de uma instância é feita 
através da utilização do seguinte construtor: 
GPQ_Visualizer( const string& name, 
const string& context ~ DEFAULLCONTEXT, 
const string& address ~ DEFAULLKERNEL.ADDRESS) 
Uma vez criada a instância da classe, o visualizador conecta-se ao núcleo através do 
método init, que, quando evocado, registra o visualizador como um novo cliente junto ao 
núcleo. Além disso, é neste instante que o visualizador entra em "sincronismo" com o 
núcleo, recebendo deste o conjunto de objetos e requisições do contexto corrente. Essa 
sincronização entre o núcleo e os visualizadores é necessária para permitir que um visuali-
zador possa conectar-se ao núcleo a qualquer instante e não apenas no início das operações 
do núcleo. 
Através da interface C++, esta iniciação é feita utilizando-se o seguinte método da 
classe Visua.lizer: 
GPO_RC init() 
Para finalizar as suas operações com o núcleo, o visualizador utiliza o método dane 
disponível na classe Visualizer. Na interface C++ temos: 
GPO_RC done() 
A superclasse Visualizer oferece o método getObjSet para obtenção do conjunto de 
objetos do contexto corrente. Na interface C++ temos: 
GPO_NetObjSet& getObjSet() 
.5.·5. \/iswdizadores geométricos 
A superclasse Visualizer também oferece o método getReqSet para obtenção do con-
junto das requisições do contexto corrente. Na interface C++ temos: 
GPO_NetReqSet& getReqSet() 
Quando a ação de um usuário sobre um visualizador implica na resposta à requisição 
de um objeto, o método respondRequest deve ser evocado para informar ao núcleo e, con-
seqüentemente, à aplicação que fez a requisição. Na interface C++ temos: 
GPO_RC respondRequest(GPO_Reqld reqld, GPO_NetObj& netObj) 
Quando um novo objeto é inserido em um contexto do núcleo, os visualizadores asso-
ciados a este contexto são informados através da evocação do método insertObject. Um 
tratamento normal para esse método nas subclasses da classe Visualizer (ou seja, nos vi-
sualizadores derivados) é o desenho do novo objeto. Na interface C++ temos: 
virtual void imertObject(GPO_Objld id, GPOJ'ietObj& netObj) 
Se um objeto é removido de um contexto do núcleo, os visualizadores associados a este 
contexto são informados através da evocação do método removeObject. Um tratamento 
normal para esse método nas subclasses da classe Visualizer é a omissão visual deste ob-
jeto. Na interface C++ temos: 
virtual void removeObject(GPO_übjld id, GPO_NetObj& netObj) 
Assim que uma nova requisição de objeto é inserida em um contexto do núcleo, os vi-
sualizadores associados a este contexto são informados através da evocação do método in-
sertRequest. Um tratamento normal para esse método nas sub classes da classe Visualizer 
é avisar ao usuário sobre a nova requisição e disponibilizar uma forma de atendimento a 
esta requisição. Na interface C++ temos: 
virtual void insertRequest(GPO..Reqid reqid, 
const string& applN ame, 
const string& reqMsg) 
Se uma requisição de objeto é respondida por algum visualizador ou quando ela deixa 
de ser válida devido ao descadastramento da aplicação que fez o pedido, os visualizado-
res associados ao contexto em questão precisam ser informados. Isto é feito através da 
evocação do método removeRequest. Um tratamento normal para esse método nas sub-
classes da classe ilisualizer é a retirada dessa requisição do conjunto de requisições que o 
usuário pode atender. Na interface C++ temos: 
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virtual void removeRequest(GPO.Reqld reqld) 
A verificação de erro é feita através dos métodos getError e getError.i\isg. O primeiro 
contém sempre um código de erro referente à última chamada à interface da classe Visu-
a.lizer. O segundo retorna uma mensagem descritiva para um determinado erro. Na in-
terface C++, estes serviços estão disponíveis através dos seguintes métodos: 
GPO_Enum VisError getError() 
string getErrorMsg(GPQ_EnumVisError errno) 
5.5.1 Visualizadores implementados 
O modelo esférico do plano projetivo orientado 1 2 , apresentado na seção 3.2, facilita a vi-
sualização da sua topologia e de suas propriedades geométricas, principalmente em relação 
aos pontos no infinito. Além disso, é uma ferramenta visual para auxiliar na interpretação 
de problemas e na derivação de algoritmos. 
Figura 5.15: Visualizadores para o ambiente GeoPrO 
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Gm visualizador para este modelo foi implementado (veja figura 5.15, lado esquerdo), 
possuindo uma interface gráfica que permite a visualização dos objetos básicos tratados 
pelos algoritmos geométricos conectados ao núcleo do ambiente GeoPrO. A implemen-
tação foi realizada sobre a plataforma IRIS Silicon Graphics, podendo ser portada para 
qualquer plataforma que suporte OpenGL e X VVindow. 
Além do visualizador esférico, dois visualizadores planares foram implementados, um 
sobre X Window e outro sobre lVfotif+OpenGL (veja figura 5.15, lado direito). 
Finalmente, está em andamento o desenvolvimento de um visualizador planar em Java 
que permitirá a visualização de algoritmos via VVeb, o que deverá ser de grande valia para 
a comunidade científica na divulgação de trabalhos relacionados ao desenvolvimento de 
algoritmos geométricos. 
5.6. O projeto GeoPrO 48 
5.6 O projeto GeoPrO 
5.6.1 Características do GeoPrO 
Suporte a execução distribuída 
O ambiente GeoPrO suporta múltiplas aplicações e múltiplos visualizadores executando 
simultaneamente em máquinas homogêneas ou heterogêneas distribuídas. Esse tipo de 
operação será referenciado como execução distribuída. 
O suporte a execução distribuída tem como requisito básico a solução do seguinte 
problema: como as aplicações e os visualizadores identificam o núcleo ao qual desejam 
conectar-se? 
Como a comunicação entre os processos é baseada no protocolo TCP /IP, a solução 
adotada foi a padronização de duas portas TCP JIP Internet, uma para requisição de co-
nexão de aplicações e outra de visualizadores. Deste modo, um cliente (aplicação ou vi-
sualizador) identifica o núcleo ao qual irá se conectar apenas especificando o endereço da 
máquina onde este está sendo executado. Este esquema limita a execução de no máximo 
um núcleo por máquina, o que não é restritivo devido ao suporte a múltiplos contextos, 
descrito nesta seção. 
As classes que implementam o suporte de comunicação à execução distribuída estão 
implementadas na biblioteca GeoPrO IPC, descrita no apêndice B.l. 
Persistência dos objetos de visualização 
Quando um objeto é inserido em um contexto do núcleo ele se torna persistente, rece-
bendo um identificador único em relação a todos os objetos de todos os contextos do 
núcleo. 
A criação de um objeto persistente pode ocorrer por meio de dois eventos distintos: 
• a inserção de um objeto em um contexto do núcleo feita por uma aplicação, ou, 
• a resposta de um visualizador a uma requisição de entrada de objeto feita por al-
guma aplicação. 
Um objeto persistente está somente associado ao contexto ao qual ele foi adicionado 
e não à aplicação que realizou a inserção ou ao visualizador que respondeu a uma re-
quisiçao. 
Mesmo que o programa (aplicação ou visualizador) que gerou o evento que inseriu o 
objeto no núcleo termine, este permanecerá no ambiente, sendo apresentado nos visuali-
zadores e disponível para servir de matriz para objetos enviados em resposta a pedidos 
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de entrada feitos pelas aplicações. Este objeto existirá até que alguma aplicação remova-
o do contexto do núcleo ou até um eventual encerramento das operações do núcleo. 
Uma extensão natural das funcionalidades do núcleo GeoPrO será a capacidade de ar-
mazenamento e recuperação elos contextos em uma base de dados. Isso expandirá a capa-
cidade de armazenamento de informação do núcleo e permitirá que a existência dos con-
textos não fique restrita ao período de execução do núcleo. 
Persistência de objetos é um requerimento indispensável para que, em um ambiente 
de programação distribuída, as diversas aplicações possam compartilhar resultados. 
Suporte a múltiplos contextos 
Um contexto no núcleo tem associado a ele um grupo de aplicações, um grupo de visua-
lizadores, um conjunto de objetos geométricos e um conjunto de requisições de objetos. 
Cada aplicação, visualizador, objeto ou requisição está associada a um único contexto. A 
utilização de múltiplos contextos permite que diversos grupos de aplicações e visualizado-
res estejam associados a contextos distintos, manipulando somente conjuntos de objetos 
e requisições disponíveis no contexto a que estão associados. 
O suporte a múltiplos contextos é uma característica fundamental no GeoPrO para 
permitir que diversos usuários compartilhem os recursos do ambiente de maneira inde-
pendente. 
Extensibilidade e escalabilidade 
A abordagem orientada a objetos utilizada no projeto dos componentes do GeoPrO, a ar-
quitetura multi-plataforma e o suporte a execução distribuída permitem que o ambiente 
seja estendido de acordo com as necessidades do usuário. Objetos cada vez mais comple-
xos e visualizadores dotados de novos e sofisticados recursos de visualização e entrada de 
dados podem ser facilmente integrados ao ambiente. 
Além disso, a flexibilidade de utilização de visualizadores para diferentes plataformas, 
independentemente das plataformas que hospedam as aplicações, permite que o usuário 
dimensione a utilização dos recursos computacionais disponíveis de acordo com as carac-
terísticas de suas aplicações. Assim, se um terminal X deixa de ser suficiente para a de-
manda de visualização de uma determinada aplicação, o usuário poderá optar por utilizar 
um visualizador em uma plataforma com recursos gráficos mais sofisticados (p.ex. 1 uma 
estação Silicon Graphics) que lhe esteja disponível. 
5. 7. Implementação 50 
5.7 Implementação 
O pacote básico do ambiente GeoPrO compreende: 
1. O nücleo do GeoPrO, apresentado na seção 5.3. 
2. A interface Application para integração de aplicações ao ambiente, apresentada na 
seção 5.4. 
3. A interface Visualizer para construção de novos visualizadores, apresentada na 
seção 5.5. 
O pacote básico do ambiente GeoPrO é implementado por uma família de classes 
C++, podendo ser utilizada praticamente com qualquer compilador C++ (p.ex., GNU 
G++, Sun C++, AIX CSET ++ e HP C++). 
Na versão atual, toda a comunicação entre processos é feita através do protocolo 
TCP /IP, o que estabelece uma dependência seguramente não restritiva devido a elevada 
disponibilidade deste protocolo nas diferentes plataformas de hardware/ software. 
A compilação do ambiente depende ainda da disponibilidade da biblioteca LEDA [16], 
também altamente disponível para as mais diversas plataformas. 
O núcleo do GeoPrO e as interfaces Applica.tion e Visua.lizer estão disponíveis para as 
seguintes plataformas: 
• !RIS Silicon Graphic 




em breve, também estarão disponíveis para: 
• Unix AIX - Ris c IBM 6000 - IBM 
• HP-UX- Risc HP 9000- HP 
• Windows NT /YVindows 95 - Microsoft 
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5.8 Documentação 
Dois manuais estão disponíveis para o ambiente GeoPrO: 
• i\Ianual do Usuário, com informações sobre instalação e utilização do ambiente 
GeoPrO. 
• A--f anual do Programador, contendo a documentação necessária à implementação/in-
tegração de aplicações e novos visualizadores para o ambiente. 
Capítulo 6 
Extensões e trabalhos futuros 
Esta seção apresenta uma breve descrição de desenvolvimentos em andamento e de 
possíveis extensões do presente trabalho. 
Gerenciador para o ambiente GeoPrO Uma extensão imediata para o ambiente 
GeoPrO é o desenvolvimento de um módulo gerenciador responsável por atividades tais 
corno: (1) configuração de parâmetros do ambiente; (2) fornecimento de informações so-
bre as aplicações e visualizadores conectados ao núcleo; (3) permitir a ação de um usuário-
administrador sobre os contextos do núcleo, manipulando objetos e requisições; (4) ca-
dastro de aplicações e visualizadores disponíveis e suporte a execução local ou remota dos 
mesmos; e (·5) apresentação de dados estatísticos sobre a utilização do ambiente. A ação 
do usuário sobre o gerenciador se daria por meio de uma interface gráfica, o que estabe-
lece uma dependência de plataforma para a implementação. Já está em estudo a imple-
mentação de dois gerenciadores, um para a plataforma SGI e outro em linguagem Java, 
o que permitirá que a administração do ambiente seja realizada via VVeb. 
Interfaces para Modula-3 e Java Já estão em desenvolvimento as interfaces para que 
aplicações escritas nas linguagens Modula-3 e Java possam utilizar o ambiente GeoPrO. 
Visualizadores Web Está em andamento o desenvolvimento de um visualizador planar 
em Java que permitirá a visualização de algoritmos via VVeb, o que deverá ser de grande 
valia para a comunidade científica na divulgação de trabalhos relacionados ao desenvolvi-
mento de algoritmos geométricos. 
Contextos perenes Uma extensão natural das funcionalidades do núcleo GeoPrO se-
ria a capacidade de armazenamento e recuperação dos contextos em uma base de dados. 
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Isso expandiria a capacidade de armazenamento de informação do núcleo e permitiria que 
a existência dos contextos não ficasse restrita ao período de execução do núcleo. 
Otimização do ambiente GeoPrO A identificação de pontos de congestionamento 
e o desenvolvimento de mecanismos para melhoria de desempenho do ambiente GeoPrO 
constituem atividades de extensão do presente trabalho. 
Mecanismos de segurança O projeto atual do ambiente GeoPrO não incorpora me-
canismos de segurança que podem ser necessários dependendo do tipo de utilização dese-
jada. A criação de tais mecanismos constitui uma importante extensão do presente tra-
balho. 
Sincronização entre vários núcleos Mecanismos de sincronização entre diferentes 
núcleos no ambiente GeoPrO poderiam permitir operações como replicação de contextos, 
migração de objetos e requisições, etc. 
Extensão do protocolo de descrição geométrica Dependendo do tipo de utilização 
do ambiente GeoPrO, pode ser necessário estender o protocolo de descrição geométrica 
(descrito na seção 5.2.1) para suportar uma gama maior de objetos. 
Extensão para tratamento de objetos 3D A extensão do ambiente GeoPrO para 
tratamento de objetos 3D constitui uma importante e desafiadora tarefa. 
Porte do núcleo para Java Uma forma de aumentar a portabilidade do ambiente se-
ria o porte do núcleo GeoPrO para a linguagem Java. 
Extensão da biblioteca GeoPrOLib A implementação atual da biblioteca GeoPrOLib 
é limitada ao plano projetivo orientado e a um conjunto reduzido de primitivas geomé-
tricas. Esta biblioteca poderia ser estendida para dimensões arbitrárias e para um maior 
número de primitivas geométricas. 
Capítulo 7 
Conclusões 
As principais contribuições deste trabalho são: 
1. A extensão de perturbação simbólica para tratamento de degenerações em geome-
tria projetiva orientada. 
2. Uma biblioteca de primitivas geométricas para produção de aplicações sobre o plano 
projetivo orientado utilizando perturbação simbólica. 
3. Um ambiente distribuído para visualização de algoritmos geométricos. 
A geometria projetiva clássica, como extensão da geometria euclidiana, introduz uma 
série de benefícios, como a simplificação de fórmulas, a redução do número de casos parti-
culares, a unificação e extensão de conceitos e a utilização de dualização como ferramenta 
poderosa para projeto de algoritmos na área de geometria computacional. 
A geometria projetiva orientada ratifica e amplia estas vantagens através do trata-
mento consistente de linhas e planos orientados, ângulos com sinal, segmentos, direções, 
conjuntos convexos e muitos outros conceitos que a geometria projetiva clássica não su-
porta em toda generalidade. 
A geometria projetiva orientada permite a definição do conceito de orientação em toda 
a sua generalidade, sem a necessidade de qualquer tratamento especial para pontos no in-
finito e conseqüentemente, permite a utilização de perturbação simbólica para tratamento 
de degeneração para todos os pontos do espaço projetivo orientado Td. 
GeoPrOLib é uma biblioteca de primitivas geométricas para produção de aplicações 
sobre o plano projetivo orientado, utilizando perturbação simbólica para tratamento ge-
ral dos casos degenerados e aritmética exata para garantir robutez às operações efetua-
das. 
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GeoPrO é um ambiente distribuído para visualização de algoritmos geométricos que 
suporta múltiplas aplicações e múltiplos visualizadores executando simultaneamente em 
máquinas heterogêneas distribuídas. 
A utilização de uma abordagem cliente-servidor facilita a utilização do ambiente pe-
las aplicações, independentemente da linguagem de programação ou da plataforma de ori-
gem das mesmas. 
A metodologia de integração entre classes geométricas existentes e o ambiente GeoPrO 
permite um alto nível de abstração e facilita a reutilização de código, um requisito fun-
damental para um ambiente de visualização geométrica. 
Persistência de objetos é um requerimento indispensável para que, em um ambiente 
de programação distribuída, as diversas aplicações possam compartilhar resultados. 
O suporte a múltiplos contextos permite que diversos usuários compartilhem os recur-
sos do ambiente de maneira independente. 
A flexibilidade de utilização de visualizadores para diferentes plataformas, indepen-
dentemente das plataformas que hospedam as aplicações, permite que o usuário dimensi-
one a utilização dos recursos computacionais disponíveis de acordo com as características 
de suas aplicações. 
Finalmente, a abordagem orientada a objetos utilizada no projeto dos componentes 
do GeoPrO, a arquitetura multi-plataforma e o suporte a execução distribuída permitem 
que o ambiente seja estendido de acordo com as necessidades do usuário. Objetos cada 
vez mais complexos e visualizadores dotados de novos e sofisticados recursos de visua-
lização e entrada de dados podem ser facilmente integrados ao ambiente. 
Apêndice A 
Convenções 
A.l Definições de Classe, Objeto, Superclasse e Sub-
classe 
Aparecem na literatura diversas interpretações para os termos classe, objeto, superclasse, 
subclasse, etc. No presente texto, adotamos as convenções abaixo. 
Uma declaração de classe introduz um novo tipo de dado. Se uma classe é derivada 
de uma outra classe, esta última é denominada superclasse imediata daquela. Diz-se que 
uma classe estende sua superclasse imediata porque ela pode prover detalhes adicionais 
em sua implementação. 
Todo objeto é uma instância de alguma classe. 
Uma classe A é uma superclasse da classe C se, e somente se, uma das seguintes sen-
tenças é verdadeira: 
• A é a mesma classe que C, 
• A é uma superclasse imediata de C, 
• existe alguma classe B tal que A é uma superclasse de B e B é uma superclasse de 
c. 
Uma classe A é uma superclasse própria de uma classe B se, e somente se, A é uma 
superclasse de B mas não é B. 
Uma classe B é uma subclasse imediata de A se, e somente se, a classe A é uma su-
perclasse imediata de B. Uma classe B é uma subclasse de A se, e somente se, A é uma 
superclasse da classe B. Uma classe B é uma subclasse própria da classe A se, e somente 
se, A é uma superclasse própria da classe B. 
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Uma classe é abstrata quando ela possui uma especificação completa de sua interface, 
mas não possui a implementação de todos os métodos presentes em sua especificação. 
Uma classe é concreta quando ela não é abstrata. 
A.2 Fontes dos símbolos 
• Nomes de classes e métodos são sempre apresentados utilizando-se a fonte slanted 
e sem o prefixo GPQ_, que é utilizado em todos os símbolos públicos da imple-
mentação para evitar conflito de nomes. Por exemplo: NetObj, request. 
• Nomes de entidades aparecem em itálico, normalmente seguidos pelos nomes das 
classes que as implementam. Por exemplo: Dominio Internet (InternetDoma.in). 
• Palavras reservadas de linguagens de programação aparecem em negrito. Por exem-
plo: const. 
• Palavras estrangeiras aparecem em itálico. Por exemplo; m·ultip·recision arithmetic. 
Apêndice B 
Detalhes de implementação 
B.l GeoPrO IPC 
A biblioteca GeoPrO !PC contém as classes que implementam o suporte de comunicação 
à execução distribuída no ambiente GeoPrO. GeoPrO IPC é baseada nos serviços de co-
mlmicação entre processos providos por implementações do protocolo TCP /IP para ofe-
recer uma interface de comunicação e sincronização entre os componentes do ambiente 
GeoPrO: núcleo, aplicações e visualizadores. 









O classe concreta 
O classe abstrata 
.....-- derivação 
Figura B.l: Hierarquia das classes de comunicação 
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B.l.l Eventos, sessões e conexoes 
A superclasse abstrata Eventos (EventSource) representa a especificação do modelo de 
comunicação orientado a eventos. 
A classe abstrata Sessão ( CommSession) é uma sub classe da classe Eventos, que re-
presenta a especialização do modelo de comunicação orientado a eventos implementando-
o através do estabelecimento de sessões de comunicação entre os processos envolvidos. É 
nesse nível que é estabelecido que a comunicação entre os processos será feita através da 
utilização de conexões TCP /IP. 
A subclasse Domínio Internet (Internet Domain) é uma especialização da classe Sessão 
que define o domínio da conexão TCP /IP com sendo Internet. 
A partir da classe Domínio Internet, são derivadas duas subclasses (ainda abstratas): 
• Servidor Orientado a Conexão ( ConnOrientedServer), responsável pelo gerencia-
mento de conexões com um ou mais clientes. O servidor atende pedidos de cone-
xão em uma porta TCP /IP Internet e estabele uma nova conexão para cada novo 
cliente. 
• Cliente Orientado a Conexão ( ConnOrientedClient), responsável pelo pedido de co-
nexão com um servidor, identificado pelo host e por uma porta de serviço. 
As classes concretas Se·rvidor ( Server) e Cliente ( Client) são derivações das classes 
Se·rvidor Orientado a Cone;;ão e Cliente Orientado a Conexão, respectivamente. As 
instâncias destas classes permitem a troca de mensagens entre processos segundo o mo-
delo cliente-servidor. 
B.1.2 Mensagens 
Uma mensagem é representada na biblioteca como sendo uma instância de uma classe de-
rivada da superclasse abstrata Dados (Data) e é, alomorficamente, utilizada por instâncias 
das classes Servidor e Cliente. 
A classe Dados representa uma especificação consistente para o formato das mensagens 
que são trocadas entre os processos. Além disso, ela encapsula a codificação/ decodificação 
dos dados através de operações XDR1 [17], garantindo a consistência das mensagens tro-
cadas entre processos executados em máquinas com representações de dados distintas. A 
descrição das mensagens trocadas no ambiente GeoPrO são apresentadas na seção B.l.4. 
1 Externa[ Data Representation Serialization Routines. 
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B.1.3 Canais de comunicação e socket 
A classe abstrata Canal de Comunicação ( CommChannel) é a especificação de uma classe 
responsável pela manipulação de diversas instâncias de Eventos. A figura B.2 ilustra o 




O classe abstrata 
~ relacionamento 1 p/ n 
Eventos 
Figura B.2: Relacionamento entre a classe Canal de Comunicação e a classe Eventos 
A classe concreta Canal de Socket (SocketChannel) é uma derivação que especializa a 
classe Canal de Comunicação para manipular diversas sessões TCP /IP, representadas por 
instâncias de subclasses da classe Sessãoj ou seja, servidores e clientes. 
B.1.4 O uso da biblioteca GeoPrO IPC no ambiente GeoPrO 
Toda a comunicação entre as aplicações e o núcleo e entre este e os visualizadores é feita 
através da biblioteca GeoPrO IPC. 
Cada núcleo do GeoPrO possui um Canal de Socket com dois Servidores, um res-
ponsável pela comunicação com as aplicações e outro responsável pela comunicação com 
os visualizadores. 
Cada instância da classe Application, representando a interface entre urna aplicação e 
o núcleo, possui um Canal de Socket contendo um Chente conectado ao núcleo. Detalhes 
sobre a classe Application são apresentados na seção B.3. 
Simetricamente, uma instância da classe Visualizer, representando a interface entre 
um visualizador e o núcleo, possui um Canal de Socket contendo um Cliente conectado 
ao núcleo. Detalhes sobre a classe Visualizer são apresentados na seção B.4. 
Finalmente, a figura B.3 mostra a hierarquia de classes de todas as mensagens utili-
zadas no ambiente GeoPrO. 
B.l. GeoPrO IPC 
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Figura B.3: Hierarquia das mensagem no ambiente GeoPrO 
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B.2 O núcleo 
As figuras B.4 e B.5 ilustram o relacionamento entre as diferentes classes que compõem a 
implementação do núcleo do GeoPrO. 
Núcleo 
Legenda: 
Q classe concreta 
• relacionamento 1 p/1 
Figura B.4: O relacionamento entre as classes no núcleo - I 
O núcleo é o resultado da interação entre instâncias das seguintes classes: 
• Tratador de Eventos (KernelHandler), responsável pelo tratamentos de todos os 
eventos que chegam ao núcleo gerados pelas aplicações e pelos visualizadores. Es-
ses eventos são apresentados na seção 5.3. 
• Comunicação (Server). Duas instâncias da classe Server são responsáve1s pela co-
municação entre o núcleo e as aplicações e entre o núcleo e os visualizadores. As 
classes de comunicação são desçritas na seção B.l. 




Figura B.5: O relacionamento entre as classes no núcleo - li 
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0 classe concreta 
O classe ab~nata 
• relacionamento I pll 
~ relacionamento 1 p/ n 
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• Catálogo de Aplicações (ApplCatalog), responsável pelo controle das informações 
relacionadas às aplicações cadastradas no núcleo. Uma instância da classe Appl-
Catalog contém um conjunto de instâncias da subclasse ApplCatalog::Info repre-
sentando cada uma das aplicações. Esses objetos são armazenados em uma estru-
tura de hashing, com um mapeamento injetivo do tipo Applid para um conjunto de 
instâncias da classe ApplCatalog::Info. 
• Catálogo de Visualizadores (VisCatalog), responsável pelo controle das informações 
relacionadas aos visualizadores cadastrados no núcleo. Uma instância desta classe 
contém um conjunto de instâncias da subclasse VisCatalog::Info representando cada 
urnas das aplicações. Esses objetos são armazenados em uma estrutura de hashing1 
com um mapeamento injetivo do tipo Visid para um conjunto de instâncias da classe 
VisCatalog::Info. 
• Catálogo de Objeto~ geométricos ( ObjCatalog) 1 responsável pelo controle dos ob-
jetos geométricos no núcleo 1 representados por instâncias da subclasse ObjCata-
log::Info e armazenados em uma estrutura de hashing1 com um mapeamento inje-
tivo do tipo Objid para um conjunto de instâncias da classe ObjCatalog::Info. 
• Catálogo de Requisições (ReqCatalog), responsável pelo armazenamento das re-
quisições de objetos feitas pelas aplicações 1 representadas por instâncias da sub-
classe ReqCatalog::Info e armazenados em uma estrutura de hashing, com um ma-
peamento injetivo do tipo Reqfd para um conjunto de instâncias da classe ReqCa-
talog::Info. 
• Catálogo de Contextos ( ContextC'atalog), responsável pelo controle dos diversos con-
textos que podem existir no núcleo, representados por instâncias da subclasse Con-
textCatalog::Info. Os diversos contextos são armazenados através de uma estrutura 
de hashing
1 
com um mapeamento injetivo da classe string (o nome do contexto) 
para um conjunto de instâncias da classe ContextCatalog::Info. 
• Contexto ( ContextCatalog::Info), classe que representa um contexto do núcleo, ao 
qual estão associados um nome ( string, um conjunto de referências para aplicações 
(ApplC'atalog::Info), um conjuntos de referências para visualizadores (VisCata-
log::Info), um conjunto de referências para requisições (ReqCatalog::Info) e um con-
junto de referências para objetos geométricos (ObjCatalog::Info). Esses conjuntos 
são armazenados em estruturas de listas não ordenadas. 
• Aplicação (AppCatalog::Info), classe que representa uma aplicação cadastrada no 
núcleo. Uma aplicação contém uma identificação (Applld), um nome (string), uma 
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referência para o contexto da aplicação ( ContextCata.log::Info) e um conjunto de re-
ferências para requisições (ReqCatalog::Info) feitas pela aplicação. Estas requisições 
são armazenadas através de uma estrutura de hashing, com um mapeamento inje-
tivo do tipo Req!d para um conjunto de instâncias da classe ReqCa.ta.log::Info. 
• Visualizador (VisCatalog::Info), classe que representa um visualizador cadastrado 
no núcleo. Um visualizador contém uma identificação (Vísid), um nome (string) e 
uma referência para o contexto do visualizador (ContextCa.talog::Info). 
• Objeto geométrico ( ObjCatalog::Info), classe que representa um objeto geométrico 
inserido no núcleo, contendo uma identificaç.ão ( Objfd), uma referência para o con-
texto ao qual pertence ( ContextC'a.talog::Info) e uma instância de uma sub classe da 
classe NetObj, contendo a descrição geométrica do objeto. 
• Requisição (ReqC'atalog::Info), classe que representa uma requisição de objeto geo-
métrico feita por alguma aplicação, contendo uma identificação (Reqid), uma refe-
rência para o contexto ao qual pertence (ContextCatalog::Info) e uma instância de 
uma subclasse da classe NetObj, contendo a descrição geométrica do objeto requi-
sitado. 
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B.3 A interface Application 
A figura B.6 ilustra o relacionamento entre as classes que compõem a implementação da 
interface Application, responsável pela integração entre as aplicações e o núcleo. 




@ classes concreta 
Q classes abstrata 
• relacionamento 1 p/ I 
.... relacionamento I p/ n 
- atributo 
Figura B.6: O relacionamento entre as classes da interface das aplicações com o núcleo 
Esta interface é o resultado da interação entre instâncias das seguintes classes: 
• Interface da Aphcação ( Application), responsável pelo interfaceamento entre a 
aplicação e o núcleo. A classe Application é apresentada na seção 5.4. 
• Comunicação ( Client). Uma instância da classe Client é responsável pela comu-
nicação entre a aplicação e o núcleo. As classes de comunicação são descritas na 
seção B.l. 
• Catálogo de Requisições (ApplReqCa.ta.log), responsável pelo armazenamento das 
requisições de objetos feitas pelas aplicações, representadas por instâncias da sub-
classe ApplReqCa.ta.log::Info e armazenados em uma estrutura de hashing, com um 
mapeamento injetivo do tipo Reqid para um conjunto de instâncias da classe Ap-
plReqCa.ta.Iog::Info. 
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• Req~tisição (ApplReqCatalog::Info), classe que representa uma requisição de objeto 
geométrico feita pela aplicação, contendo uma identificação ( Reqid) e uma instância 
de uma subclasse da classe VisualObj, representando o objeto requisitado. 
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B.4 A interface Vísualizer 
A figura B. 7 ilustra o relacionamento entre as classes que compõem a implementação da 
interface Visualizer, responsável pela integração entre os visualizadores e o núcleo. 
Legenda: 
Q classes concreta 
0 classes absmua 
+ relacionamento I p/ I 




Figura B.7: O relacionamento entre as classes da interface dos visualizadores com o núcleo 
Esta interface é o resultado da interação entre instâncias das seguintes classes: 
• Interface do Visualizador (Visualizer) responsável pelo interfaceamento entre o vi-
sualizador e o núcleo. A classe Visualizer é apresentada na seção 5.5. 
• Comunícação (Client). Uma instância da classe Client é responsável pela comu-
nicação entre o visualizador e o núcleo. As classes de comunicação são descritas na 
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seção B.l. 
• Catálogo de Requisições (VisReqCatalog), responsável pelo armazenamento das re-
quisições de objetos feitas pelas aplicações, representadas por instâncias da sub-
classe VisReqCatalog::Info e armazenados em uma estrutura de hashing, com um 
mapeamento injetivo do tipo Reqid para um conjunto de instâncias da classe Vis-
ReqCatalog::Info. 
• Requisição (VisReqCatalog::Info), classe que representa uma requisição de objeto 
geométrico feita por alguma aplicação, contendo uma identificação (Reqld) e uma 
instância de uma subclasse da classe NetObj, contendo a descrição geométrica do 
objeto requisitado. 
• Catálogo de Objetos (1/isObjCatalog), responsável pelo controle dos objetos geomé-
tricos visíveis no visualizador, representados por instâncias da subclasse VisObJCa-
talog::Info e armazenados em uma estrutura de hashing, com um mapeamento inje-
tivo do tipo Objid para um conjunto de instâncias da classe VisObjC'atalog::Info. 
• Objeto Geométn·ca (VisObjCatalog::Info), classe que representa um objeto geomé-
trico visível no visualizador, contendo uma identificação ( Objid) e uma instância de 
uma subclasse da classe NetObj, contendo a descrição geométrica do objeto. 
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