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1. Introducción 
En los sistemas actuales es cada vez más común que los recursos estén disponibles online y puedan ser 
accedidos desde cualquier lugar y en cualquier momento. Habitualmente el usuario no es consciente del 
lugar o la organización del repositorio dónde se encuentran éstos y accede a ellos siempre del mismo modo 
independientemente del tipo de recurso o nivel de protección del mismo. El grado de distribución, 
transparencia, flexibilidad y seguridad que requieren este tipo de repositorios sólo se puede conseguir 
mediante el uso de lenguajes de políticas. 
En este contexto, se entiende por política a un conjunto de reglas que definen el gobierno de un proceso 
o sistema, en este caso las políticas gobiernan el control de acceso a los recursos. 
Si se observa de forma global las organizaciones y sus necesidades se puede deducir que cuanto mayor 
es la organización y más informatizada se encuentra también es mayor la cantidad y complejidad de las 
reglas de control de acceso que ésta debe utilizar. Si a este hecho le añadimos la tendencia actual de que 
los recursos no sólo son documentos o imágenes sino que un recurso es cualquier elemento o entidad de la 
empresa se complica en extremo la definición de reglas y políticas. 
Si a esta visión se le añade el hecho de que para aplicar las reglas y las políticas es necesario que el 
propio sistema que las evaluará conozca todos los elementos que intervienen: tipos y familias de recursos, 
confianza en el mecanismo de autenticación,etc. Se deduce que son sistemas poco escalables y no pueden 
crecer al mismo ritmo al que crece la seguridad, los mecanismos de autenticación y la informatización en 
general. 
Un sistema de control de acceso (un conjunto de reglas y políticas) no sólo es complejo en el momento 
de la definición de las reglas y las políticas para una determinada organización, sino también en el momento 
de ampliación de estas reglas y políticas. Cuanto mayor es la cantidad de reglas y políticas, mayores son 
las interacciones entre las mismas (redundancias, contradicciones, etc.) y mayores las consecuencias de 
cada modificación o nueva regla que se define en el sistema. Por todo esto es necesario proveer al 
administrador con herramientas potentes que ayuden a analizar las reglas y políticas definidas en un 
sistema para garantizar principalmente que el sistema se comporta como el adminsitrador esperaría que se 
compotase (casos de test) y que no existen posibles ataques que permitan aprovechar ambigüedades en 
las reglas para burlar el control de acceso. 
Por otro lado, hoy en día las tecnologías de la web semántica están en auge y está habiendo una 
significativa evolución de las mismas. Estas tecnologías facilitan la interoperabilidad, la integración y 
especialmente el razonamiento o inferencia. 
En este proyecto se pretende investigar el estado del arte acerca de la utilización de las tecnologías 
semánticas en beneficio de los lenguajes y arquitecturas de control de acceso a los recursos, así como 
proveer de los primeros pasos para un prototipo de razonador de control de acceso semántico. 
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1.1. Contexto del proyecto 
Este trabajo de investigación ha sido subvencionado por Safelayer Secure Communications y el Centro 
para el Desarrollo Tecnológico Industrial (CDTI) de España, en el entorno del proyecto Segur@, de 
referencia CENIT-2007 2004 del Programa CENIT (como parte de la iniciativa INENGIO 2010). 
El proyecto Segur@ - Seguridad y Confianza en la Sociedad de la Información, tiene como objetivo 
generar un marco de confianza y seguridad para el uso de las TIC en la e-Sociedad en España. SEGUR@ 
tiene una duración de 3 años y medio, y en él participan 11 empresas y 15 universidades y centros de 
investigación, repartidos por 6 comunidades del Estado Español. El grupo Distributed Multimedia 
Applications Group (DMAG) de la UPC participa en el proyecto como OPI de Safelayer. 
En este contexto, y fruto de la colaboración entre el DMAG y Safelayer se ha desarrollado esta tesina, 
sobre la explotación de las tecnologías semánticas en el ámbito de la seguridad, y más concretamente en el 
ámbito del control de acceso. 
1.2. Organización del documento 
En el capítulo 2 se describen brevemente las tecnologías y nomenclaturas de la web semántica que se 
utilizarán en los siguientes capítulos. 
En el capítulo 0 se hace un breve recorrido por los métodos más utilizados para el control de acceso en 
los distintos sistemas de información existentes, hasta llegar a la arquitectura y lenguaje eXtensible Access 
Control Markup Language (XACML), que, hoy en día, es el estándar por excelencia, así como un caso de 
uso representativo de ésta arquitectura aplicada a un caso práctico. A continuación se detallan los estudios 
más significativos por proveer de semántica a las políticas de control de acceso, focalizando principalmente 
el framework XACML-DL de Clark & Parsia, y finalmente se hace una breve comparación entre las 
posibilidades de uso de los lenguajes SPARQL y SWRL para describir reglas y políticas de control de 
acceso. 
En el capítulo 0 se describe un prototipo de PDP que utiliza un razonador en lugar de una 
implementación estándar para tomar decisiones de control de acceso. 
Finalmente, en el capítulo 5 se detalla el trabajo futuro así como las conclusiones obtenidas hasta el 
momento. 
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2. Tecnologías semánticas 
Las tecnologías semánticas son aquellas que tratan de manejar las relaciones entre datos para 
proporcionar un acceso inteligente a los recursos que sirva para mediar entre las intenciones de los 
usuarios y la información disponible. El objetivo es crear, codificar y extraer significados y ofrecer una 
organización estructurada de conocimiento para manipular, reutilizar y direccionar la información. 
Estas tecnologías son cada vez más populares debido a la también creciente popularidad de la futura 
web semántica o web 3.0, la cual parece cada vez más próxima y cuyos trabajos relacionados están 
directamente ligados al uso de lenguajes semánticos y razonadores. 
 
 
Figura 1 - Gráfico de la evolución de la web 
Además cada vez más el futuro de la web y las tecnologías involucradas está sincronizado con el avance 
de las aplicaciones y las tecnologías en general por ello parece interesante adentrarse en este campo de 
investigación. 
Las tecnologías de la web semántica se basan principalmente en la siguiente pila. 
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Figura 2- Pila de conceptos de la web semántica 
Esta pila representa la jerarquía de lenguajes semánticos, donde cada una de las distintas capas explota 
las capacidades de las inferiores. En la actualidad se ha trabajado más en las inferiores, estando estas 
tecnologías ya estandarizadas y aceptadas por la comunidad, pero aun no está claro cuál será la 
implementación de las capas superiores. Hasta que todas las capas no queden definidas, no se tendrá una 
visión global y final de la web semántica.  
Como se observa en la figura, los lenguajes semánticos como RDF, RDFS, OWL o SPARQL 
estandarizados por el W3C, están basados en las tecnologías de la web tradicional: 
• IRI (Internationalized Resource Identifier), generalización de URI, provee una definición para 
identificar recursos. La web semántica necesita la identificación de recursos únicos para que las 
capas superiores puedan manipularlos. 
• Unicode sirve para representar y manipular texto en distintos lenguajes. 
• XML y XML Namespaces, permiten que los datos estén representados de forma estructurada y 
fácil de conectar.  
Estos nuevos lenguajes permiten añadir más riqueza en el lenguaje y en la expresión, favoreciendo entre 
otros las capacidades de razonamiento a partir de los datos. 
Las capas superiores contienen tecnologías que aun no han sido estandarizadas, algunas relacionadas 
propiamente con las tecnologías semánticas como RIF o SWRL que permitirán la descripción de reglas 
sobre los datos definidos con lenguajes como OWL. 
 
Un objeto a destacar de esta pila es la capa de Trust. Siendo la confianza uno de los objetivos del 
proyecto Segur@, parece correcta la aplicación de estas herramientas. Esta capa permite poder verificar 
que las afirmaciones o la información provienen de fuentes fiables y a partir de reglas de lógica descriptiva 
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también pueden derivar en el conocimiento de nueva información. Estos objetivos están ligados a la capa de 
Criptografía que investiga la inclusión de la firma digital en las sentencias RDF para añadir parte de esta 
confianza. 
Finalmente, la capa final describe las interfaces gráficas con las que los usuarios de la futura web 
semántica deberán interactuar. 
En este capítulo se describen cuales son los beneficios que interesa obtener del uso de estas 
tecnologías y una revisión de los lenguajes y razonadores existentes. 
2.1. Beneficios 
Dado que en la actualidad parece bastante claro que el futuro de la web así como el de las aplicaciones 
o sistemas de información actuales está en uso de tecnologías semánticas, es necesario denotar qué 
ventajas y beneficios aportará el uso de las mismas y entender porqué muchos consideran que ha de 
representar éste futuro. 
En el ámbito del SEGUR@ se considera que los sistemas de información actuales se pueden ver 
beneficiados por estas tecnologías en los siguientes ámbitos: 
• Integración 
• Inferencia o razonamiento automático 
• Interoperabilidad 
2.1.1. Integración 
Tradicionalmente, la integración de información se realiza mediante la conversión de esquemas fijos en 
el que los mapeos se deben realizar prácticamente de forma manual mediante un proceso costoso de 
desambiguación de la información.  
Sin ir más lejos, en el terreno de la identidad existen infinidad de fuentes de información, algunas 
estandarizadas, otras de facto y muchísimas propietarias. Un procesado automático de dicha información es 
imposible sin más, ya que cada fuente de información de identidad puede estar codificada bajo un esquema 
que sólo tiene significado en el ámbito local de una aplicación. Por ejemplo, dos fuentes diferentes podrían 
codificar el mismo concepto “Apellido” con las etiquetas <Familyname/> y <Surname/>, respectivamente, y 
por lo tanto la aplicación preparada para procesar la primera etiqueta sería incapaz de procesar la segunda. 
La forma clásica de resolver este problema es mediante mapeos directos o transformaciones en las que 
se realiza una conversión sistemática o sintáctica, esto es, se convierten etiquetas de un formato a otro sin 
más y se adjudica el valor de las etiquetas equivalentes. Siguiendo la misma técnica, deberían generarse 
tantos conversores como diferentes codificaciones existieran, es decir, tantas como aplicaciones pudieran 
existir. 
La forma semántica de solucionar el problema es creando un vocabulario que defina los conceptos que 
se comparten, en el ejemplo, el concepto “Apellido”. Este vocabulario común, llamado también taxonomía u 
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ontología, es conocido y compartido por la comunidad de forma que se puede utilizar como punto de 
encuentro para las distintas representaciones propietarias. En el ámbito de la web semántica, las 
especificaciones RDF y OWL, ambas basadas en XML, permiten la declaración de ontologías y facilitan su 
manipulación mediante patrones semánticos. Además, existen ya bastantes herramientas maduras tanto de 
libre distribución como comerciales que permiten su uso y despliegue a nivel corporativo. 
Como ejemplo final, sirva FOAF (Friend Of A Friend) como ejemplo de vocabulario u ontología relativa a 
la identidad que en la actualidad está extendiéndose rápidamente entre las redes sociales pero también en 
otros ámbitos. 
2.1.2. Interoperabilidad 
De la misma forma que se soluciona la integración se puede solucionar la interoperabilidad a nivel de 
esquemas de protocolos de servicio, es decir, se puede hablar de servicios web semánticos en los que las 
funcionalidades demandadas son exactas a nivel conceptual y se aplican técnicas semánticas para su 
localización y posterior acceso. En este contexto, la información de las capacidades funcionales de los 
servicios se anuncia con tecnologías semánticas siguiendo alguna ontología conocida. 
Por ejemplo, una vez localizado un servicio que cumple con la funcionalidad solicitada es necesario 
establecer las capacidades y requisitos de seguridad que demanda dicho servicio y que debe ser capaz de 
soportar el consumidor. Si el servicio establece unos requisitos determinados de seguridad para su acceso 
pero el consumidor no puede satisfacerlos, la funcionalidad será inaccesible para el consumidor. En este 
caso, el resultado sería que el servicio es inaccesible, exactamente igual que ocurriría si el servicio no fuera 
funcionalmente capaz. 
Las tecnologías semánticas amplían las capacidades de los sistemas basados en políticas permitiendo 
establecer una negociación entre consumidores y servicios, que por medio del uso de razonadores, 
consiguen inferir un contexto de seguridad que satisfaga las condiciones requeridas por ambos. Así pues, el 
uso de ontologías y de razonadores no sólo ayuda a localizar servicios que son funcionalmente capaces, 
sino que también lo son desde el punto de vista de la seguridad y la confianza, ayudando a encontrar el 
contexto de seguridad mínimo admisible por ambas partes, y de esta forma interoperar. 
2.1.3. Inferencia 
A menudo, la información está ordenada y etiquetada pero no está estructurada ni relacionada de forma 
que puedan extraerse conclusiones más allá de las “esperadas”, ni mediante la simple inspección de un 
humano ni por aplicaciones que siguen secuencias estáticas de procedimientos. Las ontologías, en cambio, 
definen conceptos y cómo se relacionan entre ellos dentro de un ámbito concreto. Cuando la información se 
encuentra bien estructurada, ésta puede analizarse de forma automática por medio de razonadores que, 
siguiendo una serie de reglas lógicas, permiten inferir nueva información a partir de la ya disponible. De esta 
forma, sí pueden obtenerse conclusiones que a priori no son evidentes o serían muy costosas de conseguir 
mediante métodos clásicos de procesado de la información. 
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Safelayer está trabajando en el uso concreto de estas tecnologías para construir sistemas expertos: 
• basados en políticas que puedan inferir conclusiones de seguridad a partir de la base de 
información de que se dispone y de información contextual y atributos dinámicos dependientes 
de la situación y/o el entorno, y 
• que sean capaces de inferir conclusiones de confianza a partir de información directa de 
certificaciones (a través de terceras partes de confianza) e indirecta de recomendaciones y 
reputación. 
A partir de dos ontologías y mediante un razonador o consultas SPARQL es posible extraer nueva 
información fácilmente, esto se debe a una definición formal y estructurada de los datos y a las técnicas de 
lógica formal que pueden aplicarse a éstas. 
El objetivo básico es inferir información en materia de seguridad y confianza y poder integrar estas 
nuevas posibilidades a las aplicaciones actuales. 
Por último mencionar que un ejemplo práctico de ello sería conseguir sistemas de control de acceso que 
tomen decisiones de autorización basadas en atributos (por ejemplo, de Identidad) en lugar de basada en 
roles (RBAC clásico). 
2.2. Lenguajes de la web semántica 
Desde los años 90, ha habido varios esfuerzos para aplicar los mecanismos del área de investigación de 
la Representación del Conocimiento (KR) (dentro de la disciplina de la Inteligencia Artificial) a la World Wide 
Web. En 1997, paralelamente al desarrollo de XML (Extensible Markup Language) [1], apareció RDF 
(Resource Description Framework) [2] como una capa por encima de XML, proporcionando una base común 
para expresar la semántica, inspirado en PICS [3], Dublin Core [4], XML y MCF [5]. 
El modelo de datos que presenta RDF no es diferente al las aproximaciones de los modelos 
conceptuales clásicos, como el de entidades relacionales o los diagramas de clases UML. Este modelo 
también está basado en la idea de poder expresar cosas sobre objetos o recursos. Estas expresiones en 
RDF se conocen como tripletas, y están compuestas por los siguientes tres elementos: 
• el sujeto, que identifica a un recurso 
• el objeto, que identifica algún rasgo del recurso 
• y el predicado, que relaciona el sujeto y el objeto a través de una propiedad 
En 1998, apareció RDFS, el Resource Description Framework Schema. Un esquema RDF es una 
colección de información sobre clases de nodos RDF, incluyendo propiedades y relaciones. RDFS amplia la 
especificación RDF, proporcionando un sistema de tipificación. RDFS incluye un mecanismo para indicar 
que ciertas clases son subclases de otras, y proporciona un pequeño número de clases básicas. El lenguaje 
RDFS es menos expresivo, pero más sencillo que los lenguajes basados en cálculo de predicados como 
CycL y KIF. RDFS se inspiró en los sistemas orientados a objetos y los lenguajes de programación tales 
como Java. RDFS difiere de esos sistemas en que, en lugar de definir una clase en base a las propiedades 
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que sus instancias pueden tener, RDFS describe las propiedades en términos de las clases de recursos a 
los que se aplican.  
Un año después de la primera especificación de RDFS (1999) apareció OIL (Ontology Inference Layer). 
OIL es básicamente una ampliación de la definición de RDFS y su evolución DAML+OIL, fue el punto de 
partida para Grupo de Trabajo Web-Ontology (WebOnt) del W3C, creado para diseñar una ontología para la 
Web que permitiera la especificación de clases y subclases, propiedades y subpropiedades (como RDFS), 
pero extendiendo esos constructores para permitir relaciones más complejas.  
El grupo WebOnt generó un nuevo lenguaje bajo el nombre de "OWL", que alcanzó la categoría de W3C 
Recommendation en febrero de 2004. Detrás de este lenguaje está el trabajo de más de 10 años de 
investigación en el área de Description Logics, y por el momento es el lenguaje más utilizado e importante 
para la descripción de ontologías. 
Existen 3 variedades reconocidas de este lenguaje clasificadas según su complejidad: 
• Lite, el más sencillo 
• DL, una evolución del anterior, que ofrece una mayor expresividad y es decidible, lo que lo 
convierte en perfecto para el uso de razonadores 
• Full, potencialmente indecidible por su complejidad 
Además de los lenguajes típicos de especificación destaca SPARQL, un lenguaje de consultas, similar al 
SQL clásico del ámbito de las Bases de datos. 
SPARQL (Simple Protocol And RDF Query Language [10])  es un lenguaje de recuperación de la 
información para la Web Semántica, propuesto por el consorcio W3C. Es un lenguaje de consultas 
declarativo para RDF. Trabaja con el RDF en forma de tripleta Recurso (o Sujeto), Propiedad (o Predicado), 
Literal/Recurso (u Objeto). Como todo lenguaje de consultas se especifica un patrón que luego es 
mapeados contra los modelos para devolver un resultado especificando el conjunto de tripletas que se 
desea ver. 
Este lenguaje es bastante joven y combina las mejores características de sus predecesores: RDQL, 
RQL, SeRQL. La idea es disponer de una sintaxis muy semejante a la de SQL para realizar consultas sobre 
bases de conocimiento construidas en RDF. Compararlo con SQL es una buena forma de entender 
SPARQL: SQL es un lenguaje de consultas para bases de datos como SPARQL es un lenguaje de consulta 
estándar dentro de la Web Semántica para RDF. SQL devuelve resultados hechos sobre tablas 
relacionales, mientras que SPARQL devuelve resultados basándose en la estructura de tripletas (Recurso, 
Propiedad, Literal/Recurso) que forman los ficheros RDF. Finalmente, como un OWL es RDF, también se 
pueden hacer consultas en OWL. 
2.3. Razonadores 
La potencia de la web semántica radica en la capacidad para inferir o razonar nuevo conocimiento a 
partir de las bases ya existentes. Esta es la finalidad de los razonadores. 
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Los razonadores son aplicaciones que dado un modelo ontológico (base de conocimiento) y un conjunto 
de reglas son capaces de inferir nuevo conocimiento. Existen dos formas de obtener información de la base 
de conocimiento: 
• Una consulta directa hacia el modelo, en cuyo caso el razonador devolverá aquella información 
que haya podido obtener de las instancias existentes. 
• bien, mediante la adición de reglas, el razonador además de devolver las instancias que haya 
consultado del modelo, será capaz de devolver nuevas instancias que se inferirán de las 
existentes y las reglas definidas. Esto es la denominada inferencia o razonamiento. 
La arquitectura básica de un razonador es la siguiente: 
 
Figura 3 - Esquema básico de un razonador 
El conocimiento (KB) se representa por medio del modelo de términos o conceptos (Tbox) y el conjunto 
de hechos o aserciones (Abox). El objetivo es poder razonar sobre dicho modelo añadiendo determinadas 
reglas e interactuando con aplicaciones. 
Existen diversos razonadores que han sido estudiados en otras areas del proyecto Segur@ (FaCT++, 
KAON2, Pellet, RacerPro, etc.), concluyendo que Pellet, de Clark & Parsia, es el razonador más adecuado 
para el tipo de investigación que se realizará. Ya sea por su condición de open source (facilita la integración 
y libre modificación del código fuente) así como por la calidad de su documentación, el sopote y las 
constantes actualizaciones que mantienen vivo el proyecto y en continuo crecimiento. 
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3. Estado del arte 
En este capítulo se describen los métodos de control de acceso desde dos puntos de vista. En primer 
lugar se realiza un recorrido por los más comunes en los sistemas actuales y su evolución hasta llegar al 
XACML de Sun Microsystems. En segundo lugar se realiza un recorrido por los papers más destacados en 
la investigación sobre la provisión de semántica a los métodos de control de acceso actuales. 
3.1. Control de acceso mediante políticas 
3.1.1. Métodos clásicos 
3.1.1.1. Access Control Lists 
La forma más básica de controlar el acceso a los recursos en los sistemas informáticos es mediante las 
políticas MAC (Mandatory Access Control) y DAC (Discretionary Access Control). Las primeras restringen el 
acceso de las entidades a los recursos, mientras que las segundas permiten a las entidades acceder y 
modificar los valores de seguridad de éstos recursos. En una organización clásica, ambas políticas de 
control de acceso serían aplicables, las primeras las configuraría el administrador de modo que todas las 
entidades de la organización las cumplieran, mientras que las segundas las podrían configurar las propias 
entidades siempre y cuando no alteraran las especificadas por el administrador. Estos modelos se basan en 
el uso de ACL (Access Control Lists) asociadas a los recursos. En los sistemas tipo DAC la entidad puede 
modificar las ACLs asociadas a los recursos de los cuales es propietaria, en cambio, en los entornos MAC 
las ACL definidas por el administrador restringen las definidas por las entidades. 
 
Figura 4 - Principio básico del control de acceso mediante ACL 
3.1.1.2. Role Based Access Control 
Como alternativa a las políticas DAC y MAC surge RBAC (Role Based Access Control). La innovación 
que presenta el modelo RBAC es que basa sus políticas en los roles que desempeñan las entidades dentro 
de la organización, así pues se permite el acceso a los recursos basándose en el grupo al que el usuario 
pertenece, a diferencia de DAC y MAC que basan los permisos directamente en el usuario. Este cambio 
Admin
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mejora sustancialmente la administración de las políticas de las organizaciones, permitiendo de forma fácil 
modificar o añadir entidades sin necesidad de establecer todos sus permisos y además definiendo un nivel 
de granularidad superior que las ACL, dado que con RBAC no se restringe el acceso a un recurso físico 
concreto (como por ejemplo un archivo), sino que el control de acceso se realiza sobre operaciones o 
acciones que podrían tener sentido sin encontrarse dentro del sistema. Hoy en día RBAC es un estándar 
ANSI y el método de control de acceso más extendido e implementado: Microsoft Active Directory, SELinux, 
FreeBSD, Solaris, Oracle DBMS, SAP R/3, Tivoli, etc. 
 
Figura 5 - Principio básico del control de acceso mediante RBAC 
 
3.1.1.3. Context Based Access Control 
Dada la complejidad de los servicios, RBAC no parece suficiente para modelar todas las restricciones 
que éstos necesitan. Por ejemplo, un sistema puede requerir que las entidades que vayan a utilizarlo se 
conecten desde una IP concreta además de pertenecer a un determinado rol. Con la finalidad de poder 
modelar políticas en función del contexto surge CBAC (Context Based Access Control) que se puede 
entender como un firewall que filtra las tramas TCP y UDP en función de unas reglas que determinan qué 
características deben cumplir estas tramas, por ejemplo, el origen. 
Aunque CBAC está muy próximo a las necesidades de las aplicaciones en cuanto a basar sus políticas 
no sólo en el rol de la entidad sino también en qué circunstancias se debe producir el acceso, no es 
suficientemente expresivo ni permite ningún grado de libertad más allá de la trama TCP y UDP.  
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Developers group
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Figura 6 - Principio básico del control de acceso mediante CBAC 
 
3.1.1.4. Attribute Based Access Control 
El modelo ABAC (Attribute Based Access Control) permite la definición de cualquier atributo de control 
de acceso, es decir, no sólo soporta los derivados de la trama TCP/UDP, sino que es capaz de cubrir 
cualquier necesidad de contexto de las organizaciones. De este modo se cubren las deficiencias 
mencionadas en los modelos anteriores, proporcionando un nuevo modelo que puede cubrir la mayoría de 
las necesidades de las organizaciones actuales. 
ABAC resuelve los problemas de crecimiento exponencial de roles presentados por RBAC cuando los 
servicios requieren tener en cuenta muchos factores para tomar la decisión de control de acceso, además 
ABAC permite una definición de reglas mucho más precisa. 
3.1.1.5. eXtensible Access Control Markup Language 
El eXtensible Access Control Markup Language (XACML) es un estándar de OASIS que proporciona la 
arquitectura, el protocolo y un completo lenguaje necesario para el intercambio de información en el proceso 
del control de acceso, convirtiendo a los modelos descritos anteriormente en perfiles dentro de esta misma 
arquitectura.  
A grandes rasgos, la arquitectura XACML consta de: 
• Policy Enforcement Point (PEP): entidad dónde se detiene al consumidor que solicita acceder 
al recurso. Esta redirige la petición al PDP. 
• Policy Decisión Point (PDP): entidad que consulta y evalúa las políticas que aplican al servicio 
al cual se quiere acceder y toma la decisión (permit, deny, indeterminate o not aplicable). Para 
context
context
context
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evaluar las políticas puede ser necesario que el PDP consulte al PIP los atributos (entorno, 
recurso o consumidor) que no conoce. 
• Policy Information Point (PIP): es la entidad encargada de consultar y devolver los atributos 
solicitados por el PDP para que éste pueda tomar la decisión apropiada. 
• Policy Administration Point (PAP): es la entidad  que crea y mantiene las políticas que se 
almacenan en el Policy Repository. 
En esta arquitectura se solucionan varios de los inconvenientes de los modelos anteriores: 
• Las políticas pueden basarse en un conjunto arbitrario de atributos (de contexto, de la entidad, 
del recurso, etc.). 
• La decisión puede ir acompañada de un conjunto de obligaciones que el servicio deberá cumplir 
(por ejemplo, eliminar el documento después del acceso).  
• XACML define el formato de todos los mensajes que se deben intercambiar entre todas las 
partes. 
• El lenguaje de políticas está basado en lógica descriptiva.  
Figura 7 - Arquitectura XACML 
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• Es un sistema interoperable, permitiendo el intercambio de políticas entre distintos entornos y 
que sus componentes estén distribuidos (por ejemplo el PDP no tiene porqué encontrarse en el 
mismo sistema que el PEP). 
• El intercambio de mensajes entre PEP/PDP puede realizarse utilizando SAML 2.0. 
XACML define el contenido de algunos de los mensajes necesarios para implementar este modelo, pero 
no especifica protocolos ni mecanismos de transporte del mismo modo que tampoco define como se debe 
implementar el PEP, etc. Por lo tanto, XACML se debe combinar con otros estándares para conseguir 
intercambiar información. SAML 2.0 [11] cubre estas necesidades proveyendo, entre otros, esquemas para 
realizar el proceso de petición, respuesta y validación. 
Como se ha mencionado, XACML define también el formato XML que deben tener las políticas de control 
de acceso que residen en el PAP y emplea el PDP. A continuación, se ofrece una visión general de los 
elementos más destacados: 
• Policy / PolicySet: Las políticas o los conjuntos de políticas que se manejan. Constan de reglas 
y otras políticas, respectivamente, que se combinan según un algoritmo Policy / Rule Combining 
Algorithm cuando son evaluadas. Además, las políticas también disponen de: 
o Obligation: son acciones que se deben llevar a cabo tras ejecutarse una política. El 
PDP las retorna al PEP para que las ejecute. 
o Target: permite distinguir cuando se aplica la política: son condiciones sobre el 
consumidor, el recurso, la acción y el entorno. 
o Rule: Las reglas de las que constan las políticas. A su vez contienen: 
 Target: realiza la misma función que en las políticas. 
 Condition: condición más refinada para saber si se debe ejecutar la regla. 
 Effect: acción que se debe aplicar: Permit o Deny. 
Los Policy / Rule Combining Algorithm básicos definidos por XACML son: 
• First-Applicable: indica al PDP que debe detener el procesado de las demás políticas/reglas si 
encuentra una que aplica a la petición de acceso que está evaluando. 
• Permit/Deny-Overrides: indica al PDP, que en caso de que existan dos posibles decisiones 
para una misma petición, prevalece la decisión Permit o Deny respectivamente. 
• Only-One-Applicable: indica al PDP que en caso de que para una petición de acceso concreta, 
sólo una política/regla debe ser aplicable. 
Debido a la expresividad y complejidad de la arquitectura XACML, muchas organizaciones disponen de 
su arquitectura propietaria ABAC, que suele abarcar un subconjunto de la potencia de XACML. Si como 
lenguaje propietario de reglas han utilizado XML, de forma no demasiado costosa se podrían exportar a 
XACML para poder ser intercambiadas o añadidas a otros sistemas que también soporten XACML. 
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Existen diversas implementaciones open-source de XACML y además una gran cantidad de 
organizaciones basan algunos de sus productos e incluso su seguridad interna en XACML [12]. 
El lenguaje de políticas definido por XACML es muy completo y permite una gran libertad. Esta libertad 
juega en contra del PDP que debe tratar con una gran cantidad de factores para poder implementar y tomar 
decisiones sobre una base de reglas que puede variar con mucha frecuencia. Como se verá en 3.1.3 
Aproximaciones semánticas, mediante las actuales técnicas de lógica descriptiva, este razonamiento podría 
simplificarse y dinamizarse. 
Dentro del mismo modelo existe otra propuesta similar a XACML que no ha prosperado: EPAL [13]. Éste 
soporta subconjuntos de algunas de las funcionalidades de XACML, pero no todas, y añade dos principales 
mejoras que la versión 2.0 del estándar XACML no define aunque podría soportar con facilidad: el concepto 
de vocabulario (conjuntos de atributos usados por una política) y la definición de categorías jerárquicas, 
que, aunque podrían ser soportadas por XACML, pueden introducir conflictos semánticos [14]. 
3.1.1.6. Control de acceso para webservices 
En el ámbito de los lenguajes de especificación de políticas relativas a webservices se analizarán dos 
propuestas: WS-Policy y WSPL. 
Tal y como se describe en [15], WS-Policy es un lenguaje para representar las capacidades y requisitos 
de un Web Service, es decir, sus políticas. Para ello extiende los metadatos representados en el WSDL 
permitiendo definir políticas y conjuntos de aserciones. Estas aserciones referencian a qué elemento afecta 
la política. De este modo un cliente que quiere acceder al servicio reconocerá la política, comprobará a qué 
dominio pertenece la aserción y la interpretará para ver si cumple o no los requisitos. Dado que el ámbito de 
los Web service es tan extenso como la cantidad de servicios que se pueden ofrecer, las aserciones 
también deben serlo, y por tanto están abiertas a ser definidas tanto por el propio protocolo como por los 
implementadores y usuarios de Web services. Estos grados de libertad juegan un importante papel en la 
implementación de clientes que deben acceder a servicios cuyas políticas han sido definidas para el servicio 
concreto, dado que estos clientes deben llevar la lógica apropiada para comprender las aserciones de los 
servicios que consumirán. Como se verá en 3.1.3 Aproximaciones semánticas mediante la definición de 
ontologías asociadas a éstas políticas se podría reducir el coste de implementar aserciones y conseguir una 
mayor interoperabilidad entre servicios. 
Por otro lado se encuentra WSPL [16] que es un perfil de XACML. WSPL escoge un subconjunto de la 
sintaxis de XACML y modifica el PDP para que pueda tomar las decisiones apropiadas al entorno de los 
web services: 
• XACML: dado un conjunto de atributos, son aceptables? 
• WSPL: dadas dos políticas, que conjunto de atributos son aceptables para satisfacer ambas? 
Al estar basado en XACML permite reaprovechar las implementaciones existentes de éste (sólo se 
debería modificar el PDP), y proporciona una gran expresividad. 
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En [17] se destacan las siguientes ventajas respecto a WS-Policy: 
• Soporta negociación: no es necesario que se produzca una concordancia plena, sino que 
pueden acordarse intervalos de aceptación. 
• Dispone de una gran cantidad de operadores de comparación. 
• Royalty Free. 
• No necesita implementar un motor de evaluación personalizado: dispone de motores 
estándares. 
• Se pueden reaprovechar implementaciones XACML. 
• Al estar basado en XACML no puede producir inconsistencias. 
La nueva versión de WSPL, llamada WS-XACML [18] pretende complementar a WS-Policy añadiendo la 
potencia de XACML en las áreas de autorización, control de acceso y aserciones de privacidad [19] [20]. 
Parece ser que el hecho de que WS-XACML sea una propuesta bastante reciente y que requiera de la 
implementación o adaptación de arquitecturas XACML, ha hecho que WS-Policy se mantenga como el 
mecanismo de descripción de políticas para servicios web más extendido. 
3.1.1.7. Platform for Privacy Preferences Project 
Finalmente, en la línea de la privacidad existe P3P (Platform for Privacy Preferences Project) [21] que 
pretende establecer un protocolo mediante el cual las entidades (concretamente las webs) puedan expresar 
las políticas de privacidad de forma estándar y así permitir que los usuarios, mediante sus agentes, puedan 
interpretarlas y tomar decisiones acerca de si les parecen apropiadas o no (no deben leer las políticas de 
privacidad cada vez que visitan un sitio web nuevo). Aunque P3P ha sentado las bases para algunos 
estudios, no ha sido suficientemente soportado por los navegadores y por tanto no ha tenido mucha 
aceptación. Cabe mencionar que la propuesta WS-XACML si provee de políticas de privacidad P3P para 
especificar los requisitos tanto del cliente como del servicio para encontrar la forma de satisfacer las 
necesidades del usuario. 
3.1.2. Caso de uso 
En el punto 3.1.1.5 se ha descrito la arquitectura XACML de forma genérica. A continuación se muestra 
como aplicar esta arquitectura a un caso de uso concreto mediante el perfil RBAC. 
El caso de uso ha sido desarrollado por el DMAG del Departamento de Arquitectura de Computadores 
de la UPC, y a grandes rasgos describe la aplicación de tecnologías DRM (Digital Rights Management) para 
el acceso, desde un dispositivo móvil, a contenidos digitales protegidos. Para ello el usuario, que debe 
disponer de un certificado, utiliza una aplicación cliente de confianza (DRM Agent), que también dispone de 
su propio certificado, para conectarse a un portal y descargar el contenido protegido del distribuidor 
(Content Issuer). Una vez el contenido está descargado, la aplicación local solicita una licencia al Rights 
Issuer (entidad encargada de tomar la decisión acerca de si un usuario puede o no acceder a un contenido 
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concreto con la aplicación que está utilizando) y éste, si comprueba que cumple los requisitos apropiados, 
emite la licencia (Rights Object) que contiene los datos necesarios para descifrar y reproducir dicho 
contenido. 
Figura 8 - Esquema básico del caso de uso DRM 
En una arquitectura XACML las entidades que intervienen se encontrarían repartidas del siguiente modo: 
El servicio que se quiere consumir sería la reproducción del contenido DCF que ha proveído el Content 
Issuer. 
El Policy Enforcement Point (PEP) se encontraría en el cliente de confianza (DRM Agent) que pretende 
acceder al contenido. De este modo, cuando el usuario solicita el acceso, el PEP lo detiene para hacer las 
consultas apropiadas al PDP. 
El Policy Decisión Point (PDP) se encontraría en el Rights Issuer que es quien tomaría la decisión de 
emitir o no un Rights Object con los datos necesarios para reproducir el contenido cifrado. Las reglas que 
usaría el PDP para tomar las decisiones estarían alimentadas por el Policy Administration Point (PAP) que, 
en la arquitectura original, sería el administrador del Rights Issuer. 
En la respuesta del Rights Issuer, además del permiso para reproducir el contenido (Rights Object) 
también se encontrarían las obligaciones respecto a ese contenido (como por ejemplo reproducirlo como 
máximo 5 veces). Estas obligaciones deberían ser cumplidas por el cliente de confianza. 
Los atributos de contexto se corresponderían con el entorno del usuario y el cliente de confianza, los 
atributos de sujeto se corresponderían con todo lo que concierne al usuario propiamente (edad, población, 
etc.) y los atributos del recurso corresponderían al objeto que se quiere reproducir. 
El Policy Information Point (PIP) se podría encontrar cercano al Rights Issuer. Este dispondría con 
anterioridad de los datos que el PDP pudiera necesitar para tomar la decisión. En un modelo user-centric, el 
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PIP se encontraría distribuido en una tercera entidad que sería la encargada de facilitar los datos, sobre el 
usuario o su contexto siempre bajo la supervisión del propio usuario. Los datos que el PDP necesitara 
acerca del recurso serían servidos por el Content Issuer o incluso por el propio cliente que ya dispone de 
ese recurso aunque no pueda acceder a él. 
Figura 9 - Esquema básico del caso de uso DRM con la arquitectura XACML 
Finalmente, la situación del Context Handler se podría alinear con el PEP y el DRM Agent, dado que la 
función de esta entidad es conectar al resto y orquestar el proceso, En una primera aproximación, la propia 
aplicación cliente puede ser la encargada de ir solicitando, recopilando y transmitiendo los datos que 
intervienen en el control de acceso. 
Para este caso de uso se plantearán los roles del perfil RBAC basados en una clasificación por 
privilegios, es decir, por ciertos datos de los usuarios que permitan discernir a qué contenidos puede tener 
acceso y a cuales no. Desde este punto de vista existen múltiples agrupaciones que se podrían realizar, por 
ejemplo, edad: ser mayor de edad o ser menor de 12 años puede permitir acceder a unos u otros 
contenidos; otro perfil sería la cuota mensual: dependiendo del tipo de contrato el usuario puede tener 
ciertos derechos como por ejemplo un número ilimitado de reproducciones, etc. 
Como se puede ver, este caso de uso enfocado a RBAC presenta un crecimiento exponencial de roles, 
cuanto más complejo y completo sea el sistema que se intenta modelar mayor será la variedad de estos. La 
gran cantidad de roles afecta tanto desde el punto de vista de la administración, como especialmente desde 
el punto de vista de la definición de las reglas. 
Este problema introducido por los roles podría ser solventado parcialmente mediante la implementación 
de un modelo ABAC en lugar de RBAC, de modo que los distintos roles quedarían eliminados y la decisión 
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se tomaría en base a los atributos que el PDP pudiera recuperar del PIP sin agruparlos en distintas 
categorías. Esta solución, que aprovecha de forma positiva la potencia de las reglas XACML, queda 
incompleta dado que aún fuerza a un modelo preestablecido de reglas, es decir, en tiempo de diseño de las 
políticas es necesario conocer todas las posibles combinaciones y atributos que deberán intervenir en la 
decisión y cualquier pequeña variación de estos atributos podría implicar un cambio sustancial en las reglas 
ya definidas. 
Para resolver este último problema sería idóneo usar un PDP que pudiera razonar acerca de éstas e 
inferir conclusiones de forma descriptiva y no sistemática, por ejemplo, existe una regla que define que un 
usuario debe utilizar un sistema de autenticación determinado. En un PDP clásico, si un usuario accede con 
un sistema de autenticación distinto esta regla fallaría y se denegaría el acceso, en cambio, con un PDP 
semántico, éste debería ser capaz de descubrir (mediante las ontologías existentes) las propiedades del 
sistema de autenticación utilizado por el usuario e inferir si ése proporciona una mayor o una menor 
seguridad para así tomar la decisión de control de acceso aunque la regla no especifique concretamente el 
mecanismo de autenticación utilizado. Como se verá en 3.1.3 Aproximaciones semánticas existe una 
tendencia bastante generalizada a desarrollar arquitecturas XACML o similares usando tecnologías 
semánticas y así aprovechar la potencia de la inferencia y de la lógica descriptiva.  
3.1.3. Aproximaciones semánticas 
Como se ha visto anteriormente, las políticas están tomando un papel cada vez más importante en el 
desarrollo y control del comportamiento de las aplicaciones. Aportan grandes ventajas como reusabilidad, 
eficiencia, extensibilidad, comportamiento dependiente al contexto, orquestación, confianza, etc. Hasta 
ahora se han mostrado algunas de las aproximaciones para formalizar lenguajes de descripción de políticas, 
arquitecturas y protocolos que están estandarizados o en proceso de estandarización, pero con el 
crecimiento de éstos y la tendencia de las aplicaciones a ser orientadas a servicios también se está 
haciendo patente la dificultad que conlleva implementar, mantener y gestionar la toma de decisiones 
mediante estructuras sistemáticas (if-then-else). Este apartado se centra en el estudio de cómo la web 
semántica y las tecnologías que la rodean pueden contribuir en la gestión de políticas en general.  
Desde el punto de vista semántico existen muchos esfuerzos para conseguir enriquecer las políticas, 
especialmente las referentes a servicios web. Gracias al progreso de las tecnologías semánticas aplicadas 
a la Web 3.0 están surgiendo diversas iniciativas que aprovechan estas tecnologías para dotar de 
semántica a las descripciones de las políticas y habilitar razonadores capaces de inferir sobre éstas 
descripciones [22]. 
A grandes rasgos una herramienta semántica que permita integrar y construir sistemas basados en 
políticas debería poder interaccionar como mínimo con los siguientes elementos: 
• Lenguaje semántico de descripción de políticas: este debe permitir describir las políticas que 
aplican a un determinado servicio y debe ser comprensible por las distintas entidades que 
intervienen en el acceso al servicio (consumidores, razonador, etc.). 
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• Reglas: para definir la interacción entre el lenguaje y el razonador. 
• Razonador: sistema capaz de interpretar las reglas, junto con el lenguaje y una serie de datos 
de entrada para inferir (razonar) una consecuencia. 
Estos son los elementos mínimos que deben ser combinados para dotar a un servicio de políticas 
descritas y usadas semánticamente, además también sería deseable disponer de: 
• Interfaz de gestión de políticas: mediante la cual se deben poder mantener (crear, eliminar, 
modificar y consultar) las políticas de forma amigable.  
• Sistema de simulación de modificaciones de las políticas. 
• Sistema de detección y posible resolución de conflictos entre reglas. 
Hoy en día existen lenguajes semánticos para describir políticas, completos frameworks con su propia 
arquitectura e incluso propuestas para adaptar a las tecnologías semánticas los lenguajes y arquitecturas de 
descripción de políticas actuales [23]. 
En el grupo de los lenguajes semánticos para describir políticas se encuentra Rei [24].  Está basado en 
OWL-Lite y permite definir restricciones sobre los recursos de un entorno. Resuelve temas como el conflicto 
entre políticas o la gestión dinámica de éstas. El motor de Rei está desarrollado sobre XSB (eXtended SB 
es un lenguaje de programación basado en lógica para Prolog) y razona sobre políticas definidas en Prolog 
(o RDFS) y conocimiento del entorno en RDF y OWL.  
A continuación se muestran ejemplos de políticas que es capaz de definir [25]: 
• Seguridad: no puedes usar la cámara en este dominio. 
• Privacidad: no quiero acceder a ningún servicio que requiera mi número de la seguridad social 
sin encriptación. 
• Conversación: estás obligado a responder a todas las peticiones enviadas por cualquier 
miembro de tu grupo. 
• Equipo: los miembros de la CIA y el FBI no pueden intercambiar información acerca de X a no 
ser que pertenezcan a un grupo prioritario. 
Incluye herramientas para simular y analizar las consecuencias de la modificación de políticas o el 
cambio de elementos en el dominio. Actualmente se considera un proyecto pasado y no registra actividad 
desde 2005. 
Por otro lado se encuentra KAoS [26], cuyos servicios y herramientas permiten la especificación, gestión, 
resolución de conflictos y aplicación de políticas. La representación se realiza mediante OWL y reconoce 
cuatro tipos de políticas básicas: autorizaciones positivas y negativas, y obligaciones positivas y negativas. 
Dispone de herramientas gráficas (KPAT: KAoS Policy Administration Tool) para definir y gestionar las 
políticas y al estar especificadas íntegramente en OWL permite que cualquier otra aplicación capaz de tratar 
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con este lenguaje pueda interpretar y analizar las políticas definidas mediante KAoS. Además también es 
capaz de razonar acerca de los dominios describiendo organizaciones, agentes y otras entidades [27]. 
En tercer lugar tenemos la aproximación de Ponder [28] como lenguaje orientado a objetos para la 
representación de políticas para sistemas distribuidos y redes. Ponder ha sido pionero en muchos aspectos 
de su lenguaje que tanto KAoS como Rei lo han adoptado, pero en cambio difiere en gran medida en la 
implementación. Su lenguaje de representación de políticas se compila y se transforma a una clase Java 
que es interpretada en tiempo de ejecución y por tanto nada tiene que ver con ontologías ni razonadores. 
En el momento de la especificación requiere conocer el nombre de las entidades que deberán ser 
controladas por la política así como sus interfaces. Dispone de una herramienta GUI para especificar las 
políticas [29]. 
En [30] se comparan ampliamente KAoS, Rei y Ponder. Los tres ámbitos abordados son: representación, 
despliegue y razonamiento. 
En cuanto a la representación, KAoS usa un modelo ontológico que permite desgranar la política hasta 
el nivel de abstracción que se desee. Además permite razonar sobre conflictos. Predefine un amplio 
conjunto de ontologías que se pueden extender para alcanzar los requerimientos de la aplicación. Además, 
el GUI KPAT permite ocultar al usuario toda la complejidad del lenguaje de representación de ontologías.  
Por el contrario Rei ofrece una descripción textual de las políticas basadas en RDF-S y Prolog, lo que 
permite compactar la especificación a la vez que permite una gran libertad gracias a que usa un lenguaje 
basado en lógica. Esto tiene un gran inconveniente, la sintaxis Prolog no es conocida, y existen pocos 
expertos en ella.  
Finalmente Ponder tiene el inconveniente de que para especificar una política, es necesario identificar 
previamente el recurso físico que necesita la protección, es decir, conocer el nombre de la entidad y su 
interfaz. Esto hace que las descripciones en Ponder sean de demasiado bajo nivel para los sistemas 
actuales. 
En cuanto al razonamiento KAoS, al describir sus políticas mediante ontologías permite realizar de 
forma sencilla análisis y verificaciones, por ejemplo comprobaciones de conflictos entre políticas o testeos 
del comportamiento de éstas. 
Rei presenta la posibilidad de razonar mediante el motor de Prolog y no oculta las transformaciones de 
RDF a tripletas, por lo tanto el usuario puede modificar dicha transformación a su antojo. 
Ponder, en cambio transforma sus políticas a descripciones del comportamiento que debe tener una 
aplicación concreta al producirse un determinado evento. Esto provoca que el razonamiento y la gestión en 
Ponder sea más compleja y poco dinámica. 
En cuanto al despliegue, la abstracción de KAoS permite adaptar las políticas a cualquier plataforma, 
pero también implica que al desplegar las políticas en una nueva plataforma se deba implementar la clase 
que las gestiona. 
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El despliegue, en Rei, es uno de los principales inconvenientes, dado que no proporciona ningún soporte 
adicional y la plataforma debe gestionar la política en la forma especificada por Rei. 
En Ponder, al representar las políticas a tan bajo nivel beneficia la implementación, dado que estas se 
traducen directamente, o con muy poco esfuerzo, a clases Java que se llaman automáticamente al acceder 
al método que protegen. 
Como se puede ver, cada una de estas propuestas tiene sus pros y sus contras, pero lo que parece 
evidente es que el uso de tecnologías semánticas facilita enormemente el trabajo de razonamiento, 
interoperabilidad y adaptabilidad de las políticas a los entornos de servicios dinámicos. 
Rein [31] es un framework para representar y razonar sobre políticas distribuidas en la Web Semántica. 
Toma los conceptos de alto nivel definidos por Rei y usa reglas N3 para conectar estas políticas entre ellas 
y con la web. Usa los datos de que dispone y las inferencias hechas por las otras políticas y recursos web, 
de esta forma es capaz de formar una red de políticas interconectadas y definidas sobre distintas 
ontologías. El razonamiento se hace mediante Cwm [32], que es un procesador de propósito general para la 
web semántica (permite razonar, hacer consultas, transformaciones, filtrados, checkeos, etc.). 
Como iniciativa cercana a Segur@, el proyecto europeo PRIME ha desarrollado un lenguaje para la 
definición de políticas de control de acceso enfocado a la privacidad (recursos, propósitos permitidos, 
potenciales destinatarios, condiciones adicionales y obligaciones) que además también soporta las políticas 
tradicionales (recurso, sujeto y condiciones) [33]. 
Otro esfuerzo destacable en la especificación de políticas mediante lenguajes semánticos es AIR 
(Accountability In RDF) [34]. Este representa las políticas en Turtle y permite controlar el proceso de 
razonamiento invocando reglas en concordancia con plantillas basadas en AMORD (AMORD es un sistema 
de producción de reglas que proporciona coincidencia de patrones, seguimiento de dependencias, anidado 
de reglas y alineamiento con el objetivo). Además define una ontología y un razonador que mediante las 
políticas y los datos especificados en Turtle infiere si esos datos encajan con las políticas definidas. AIR 
está siendo usado en el proyecto TAMI [35] (EEUU). 
Algunos estudios, siguiendo la línea de REI, apuntan hacia la PAW (Policy Aware Web) [36], 
describiendo un sistema de reglas que permita restringir el acceso a los recursos de forma granular, es 
decir, las políticas deberían poder ser aplicadas a los elementos, por ejemplo, de las webs. Mediante el 
sistema descrito (basado en N3 y Cwm) se podría llegar a definir quien es el propietario de una porción de 
información de una web, o que reglas se deben aplicar para poder copiar o consultar ese determinado 
fragmento [37]. 
Existen diversos estudios teóricos acerca de cómo proveer de semántica a los métodos tradicionales de 
definición de políticas, es decir mapear en ontologías los lenguajes y proveer de razonadores a algunas de 
las arquitecturas definidas en 3.1.1 Métodos clásicos.  
En [38] se propone aprovechar la tecnología semántica para inferir los atributos que en XACML el PIP es 
incapaz de proporcionar. Para ello se implementa un prototipo de arquitectura XACML incluyendo un 
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razonador y una ontología de atributos entre la comunicación del PDP y el Context-Handler. De este modo 
se conserva el mismo PDP y se realizan deducciones a partir de los atributos informados por el PIP. 
En [39] se da un paso más y se pretende proveer de semántica a todo el proceso, convirtiendo al propio 
PDP en un razonador, con su propia ontología (formalización de XACML en OWL). De este modo se 
pretende mejorar tanto el proceso de razonamiento como la expresividad, el mantenimiento de las políticas 
y la interoperabilidad con nuevos elementos. En el apartado 3.1.4 XACML-DL se describe ampliamente un 
prototipo basado en éste estudio que ha sido utilizado en el proyecto para crear un prototipo de PDP que 
usa tecnologías semánticas. 
Otro ejemplo de provisión de semántica a métodos de control de acceso tradicionales es ROWLBAC [40] 
[41] que pretende especificar mediante OWL la arquitectura RBAC. Además, se alinea con ampliar la 
arquitectura RBAC añadiéndole atributos para así poder conseguir un modelo ABAC con tecnología 
semántica. 
Otra iniciativa destacable, sobretodo en el ámbito de los servicios web, es mapear de WS-Policy a OWL-
DL [42] [43], de modo que las aserciones de las políticas del servicio son equiparadas a clases y las 
peticiones se mapean a instancias. De este modo, comprobar si un consumidor puede acceder a un 
determinado servicio se reduce a comprobar si pertenece a la clase de la política correspondiente. 
En la línea de los servicios web semánticos, OWL-S [44] es una propuesta de ontología para representar 
las propiedades y capacidades de los servicios web semánticos. Como se ha comentado en otros puntos, la 
aplicación de semántica a los servicios web ayuda al descubrimiento, ejecución, composición e 
interoperabilidad de estos. OWL-S Editor [45] es un plugin para Protègè que permite editar gráficamente 
esta ontología.  
Como se puede ver, la investigación en el campo del control de acceso basado en políticas en general, y 
específicamente en atributos apunta hacia un futuro en el que las descripciones de las políticas se realizará 
mediante tecnologías semánticas y la decisión de conceder el acceso a un recurso determinado será 
tomada mediante razonadores capaces de comprender la información que presenta el usuario, recuperar (o 
inferir) los atributos adicionales necesarios y finalmente tomar la decisión. Esta tendencia se ve plasmada 
tanto en el ámbito de los servicios en general, como concretamente en el ámbito de los servicios web y 
aporta grandes ventajas respecto a los métodos sintácticos de decisión tanto desde el punto de vista del 
administrador: gestionar las políticas especificadas semánticamente resultará un trabajo mucho menos 
costoso; como desde el punto de vista del consumidor: la entidad que consume un servicio puede 
determinar si realmente le interesa consumir ese servicio en función de las políticas de acceso, y además 
realizar las acciones oportunas para conseguir cumplir con dichas políticas; e incluso desde el punto de 
vista del programador: obviando las dificultades inherentes a aprender a usar una nueva tecnología, como 
es la web semántica, y los lenguajes y aplicaciones que la rodean, resulta mucho más complicado 
programar y sobretodo mantener un motor basado en reglas capaz de razonar sobre conceptos muy 
dispares mediante estructuras if-then-else, en cambio mediante los razonadores semánticos esta tarea 
resulta en la mayor parte de los casos mucho más simple e incluso podría llegar a realizarse de forma 
automática. 
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El mensaje de todos estos estudios parece claro, definir las políticas desde el ámbito semántico permite 
reusabilidad (que podría no estar prevista en el momento de la definición e implementación), flexibilidad e 
interoperabilidad con la gran variedad de escenarios actuales. 
3.1.4. XACML-DL 
Tal y como se ha comentado en el apartado anterior, en la tesis doctoral de Vladimir Kolovsky [46] se 
propone un mapeo a lógica descriptiva de las políticas XACML. En base a este completo mapeo, y en 
colaboración con Clark & Parsia, se desarrolla el framework XACML-DL.  
Clark & Parsia ha accedido a compartir este framewokr con el grupo de investigación DMAG-UPC para el 
proyecto Segur@, ya que éste todavía se encuentra en una fase muy temprana del desarrollo y sus 
compilaciones todavía no están disponibles de forma abierta. 
El framework está implementado en Java sobre el razonador Pellet [47] y pretende proveer a los 
administradores de políticas XACML (y potencialmente otros lenguajes) con un mecanismo automático que 
evalúe todos los entornos posibles derivándolos de un conjunto inicial de pruebas. Para ello no sólo tiene en 
cuenta la petición (caso de test), sino que también evalúa si es posible conseguir una variación de ésta que 
no tome la decisión esperada en el test, mostrando así el contraejemplo que podría producir un posible 
agujero de seguridad en la política. 
3.1.4.1. El framework 
Como se ha comentado anteriormente, los lenguajes de políticas, y especialmente XACML, permiten 
describir fielmente entornos muy complejos, con reglas jerarquizadas y capaces de realizar comprobaciones 
y operaciones con los valores que reciben de las peticiones. 
Cuando un administrador define un conjunto de políticas y reglas también suele definir una colección de 
casos de prueba que evalúan las políticas para verificar que se comportan del modo esperado. 
Evidentemente, por muy amplio que sea este conjunto de pruebas el administrador no puede abarcar todos 
los posibles entornos que se pueden producir cuando estas políticas estén en un sistema en producción. 
Esta complejidad aumenta cuando es necesario realizar modificaciones sobre políticas que se 
encuentran en un sistema en producción, ya que cualquier modificación puede producir un nuevo entorno 
que el administrador no tuvo en cuenta en las pruebas iniciales, e incluso modificar el comportamiento de 
políticas que el administrador dio por correctas.  
Este framework pretende servir de analizador de políticas basado casos de prueba. Las políticas se 
expresan en XACML, en cambio las peticiones de acceso se expresan dentro de nodos <Test> en los que 
se incluye, además de la petición XACML, un nodo <Response> con la respuesta esperada. 
El framework ofrece tres tipos de análisis: verificación, subsunción (una política está contenida en otra) y 
redundancia (una política o regla nunca podrá ser ejecutada). Como se verá en 0   
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Prototipo de PDP semántico durante esta fase de la investigación sólo se ha usado el de verificación. 
3.1.4.2. El servicio de verificación 
A nivel global, el framework puede trabajar en dos modos: shallow y deep. En el servicio de verificación 
estos dos modos realizan análisis distintos de las políticas y las peticiones: 
• shallow: se debe utilizar cuando se desea que se comporte como un PDP estándar evaluando 
una política con un conjunto de casos de prueba y retornando si la decisión tomada por el PDP 
coincide con la esperada en el caso de prueba. 
• deep: se debe utilizar cuando se desea que el framework utilice el analizador semántico para 
encontrar, si es posible, un contraejemplo que incumpla el resultado esperado de cada una de 
las peticiones de los casos de prueba. 
Cuando el framework trabaja en modo deep, éste genera un mapeo de la política y la petición XACML a 
la lógica descriptiva del razonador [46], consiguiendo así la base de conocimiento (KB) que usará para la 
verificación. 
Una vez la base de conocimiento está constituida, el sistema intenta encontrar un estado de la KB que 
satisfaga la negación de la decisión esperada, es decir, si el test pretendía conseguir un permit, el 
razonador evaluará si es satisfactible la KB con un deny, y viceversa. En caso de que encuentre que es 
satisfactible mostrará el contraejemplo que viola la política para que el administrador la corrija. 
Como ejemplo de este comportamiento podemos tomar la política de la Figura 10. 
 
Figura 10 - Política XACML de ejemplo 
En esta política está formada por un Policy Set a primer nivel (PS1) que define como algoritmo de 
combinación de políticas First Applicable, este algoritmo indica al PDP que debe detener el procesamiento 
de las políticas restantes si ya ha encontrado una que aplique. El segundo nivel de jerarquía está formado 
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por dos políticas (P1 y P2), ambas con Rule Combining Algorithm: Permit-Override, esto indica al PDP que 
después de evaluar todas las posibles reglas, si es necesario resolver un conflicto entre un Permit y un 
Deny, siempre prevalece el Permit. La política P1, a su vez, está formada por tres reglas R1, R2 y R3. R1 
indica que una petición con sujeto Manager que quiera realizar una acción de write o read sobre el recurso 
Report debe concluir con un Permit. La segunda regla R2, indica que toda petición de acceso cuyo subject 
sea un Developer que quiera ejecutar la acción de lectura sobre el recurso Report también se le permitirá. 
Finalmente la tercera regla R3 indica que en cualquier otro caso se deniega la petición. La política P2, está 
formada por una única regla R4 que indica que un desarrollador que quiere efectuar la operación de 
escritura sobre el recurso Report se le debe permitir. 
De los casos de test que ha definido el administrador tomaremos escogeremos el siguiente: “Un 
Developer solicita la acción write sobre un recurso de tipo Report. El sistema debe responder con Deny”.  
Como se puede ver en la Figura 11, una ejecución shallow de este test (es decir, con un PDP clásico) 
responderá efectivamente con Deny (R3) dado que ninguna de las reglas anteriores aplica y el policy set 
define un First-Applicable como algoritmo de combinación.  
 
Figura 11 - Camino de resolución esperado con la petición del caso de test 
En cambio, una ejecución deep no tiene porque responder con un Deny, ya que tratará de modificar la 
petición para obtener un Permit. 
En la Figura 12 se observa que es posible encontrar una variación de la petición en la que el usuario 
dispone de dos roles (Developer y Manager) y por este motivo se consigue hacer aplicar la regla R1 de 
modo que se obtendría un Permit como decisión de control de acceso. 
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Figura 12 - Contraejemplo 1 
El administrador resuelve esta situación modificando las políticas de forma que no apliquen en caso de 
que una misma petición indique dos roles. Al resolver esta situación y volver a ejecutar el test se obtiene 
nuevamente un contraejemplo que concluye un permit (Figura 13). Ésta vez es debido a que el usuario ha 
solicitado dos acciones simultáneamente, write y read, de este aplica la R2 y nuevamente se encuentra un 
posible agujero de seguridad en la política. 
 
Figura 13 - Contraejemplo 2 
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Una vez más, el administrador corrige esta situación añadiendo una aserción que indica que una misma 
petición no puede solicitar dos acciones al mismo tiempo. Esta vez, al ejecutar el caso de prueba el sistema 
no es capaz de encontrar un contraejemplo y finaliza satisfactoriamente el test. 
En este ejemplo se observa que de un único caso de test el sistema a inferido varias variaciones que 
pueden hacer notar al administrador posibles carencias en la política que ha definido. 
3.1.4.3. Limitaciones 
Como se ha comentado el framework se encuentra todavía en desarrollo y tiene algunas carencias o 
bugs. Éstos se están reportando a Clark&Parsia para que lo tengan en cuenta en futuras versiones. 
A continuación se detallan algunas de las limitaciones o bugs más significativos que se han detectado 
durante la evaluación e integración del framework: 
• No se soportan nodos <Decision> en las reglas XACML cuando se está trabajando en modo deep. 
Éstos son ignorados por el razonador. 
• Sólo se soportan elementos <*Match> que usen funciones 
urn:oasis:names:tc:xacml:1.0:function:string-equal. 
• No funciona correctamente el mapeo de varios nodos <SubjectMatch> dentro del mismo nodo 
<Subject>, y éstos se tratan como listados conjuntivos en lugar de listados disyuntivos. Esto 
provoca que, por ejemplo, durante la evaluación de una política que fue diseñada para aceptar el 
acceso de profesores y alumnos en la misma petición, también permita el acceso de profesores o 
de alumnos sin tener en cuenta que ambos estén presentes en la misma petición, y por lo tanto está 
permitiendo un acceso que debería ser denegado. 
3.1.5. SPARQL vs SWRL 
La web semántica dispone de su propio lenguaje de reglas Semantic Web Rule Language (SWRL) que 
permite definir implicaciones mediante entre un antecedente y un consecuente, es decir, siempre que se 
cumple el antecedente (conjunto de condiciones que disparan la regla) se debe cumplir también el 
consecuente. Para el caso que nos ocupa el consecuente crea una nueva instancia con la decisión tomada 
por la regla. 
Por otro lado, como se ha comentado en el capítulo 0 A menudo, la información está ordenada y 
etiquetada pero no está estructurada ni relacionada de forma que puedan extraerse conclusiones más allá 
de las “esperadas”, ni mediante la simple inspección de un humano ni por aplicaciones que siguen 
secuencias estáticas de procedimientos. Las ontologías, en cambio, definen conceptos y cómo se 
relacionan entre ellos dentro de un ámbito concreto. Cuando la información se encuentra bien estructurada, 
ésta puede analizarse de forma automática por medio de razonadores que, siguiendo una serie de reglas 
lógicas, permiten inferir nueva información a partir de la ya disponible. De esta forma, sí pueden obtenerse 
conclusiones que a priori no son evidentes o serían muy costosas de conseguir mediante métodos clásicos 
de procesado de la información. 
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Safelayer está trabajando en el uso concreto de estas tecnologías para construir sistemas expertos: 
• basados en políticas que puedan inferir conclusiones de seguridad a partir de la base de 
información de que se dispone y de información contextual y atributos dinámicos dependientes 
de la situación y/o el entorno, y 
• que sean capaces de inferir conclusiones de confianza a partir de información directa de 
certificaciones (a través de terceras partes de confianza) e indirecta de recomendaciones y 
reputación. 
A partir de dos ontologías y mediante un razonador o consultas SPARQL es posible extraer nueva 
información fácilmente, esto se debe a una definición formal y estructurada de los datos y a las técnicas de 
lógica formal que pueden aplicarse a éstas. 
El objetivo básico es inferir información en materia de seguridad y confianza y poder integrar estas 
nuevas posibilidades a las aplicaciones actuales. 
Por último mencionar que un ejemplo práctico de ello sería conseguir sistemas de control de acceso que 
tomen decisiones de autorización basadas en atributos (por ejemplo, de Identidad) en lugar de basada en 
roles (RBAC clásico). 
Lenguajes de la web semántica las ontologías pueden ser consultadas con su propio lenguaje SPARQL, 
mediante este también se pueden hacer consultas que creen objetos si se cumplen un conjunto 
determinado de condiciones. 
Entre ambos lenguajes una de las principales diferencias es que SWRL se especifica en XML y SPARQL 
no. Esto hace de SWRL un lenguaje más fácil de comprender si no se conoce el formato SPARQL.  
En cuanto al rendimiento, en algunas pruebas básicas con el razonador Pellet se encontró SPARQL más 
efeiciente que SWRL, pero con las últimas versiones beta del razonador SWRL ha alcanzado un 
rendimiento muy similar a SPARQL. 
Aunque una regla es expresable en ambos lenguajes, a continuación se describen algunas de las 
cuestiones pendientes en cuanto a la expresión de reglas en SWRL o en SPARQL. 
Uno de los mecanismos básicos para la resolución de conflictos en XACML son los algoritmos de 
combinación. Éstos no pueden ser aplicados ni en SWRL ni en SPARQL a no ser que se haga un pre-
procesado o un postprocesado que ordene la ejecución de las reglas o consultas: 
En SWRL todas las reglas son ejecutadas sin impotar el orden, y por lo tanto pueden producir conflictos. 
Esto se resolvería ejecutando las reglas una a una y en una fase de preprocesado o postprocesado se 
evaluaría si la ejecución debe continuar o detenerse. 
En SPARQL, si se pretende unificar todas las reglas en una única consulta también resulta difícil aplicar 
el concepto de orden o combinación, en cambio si se escriben las reglas de forma separada si que es 
posible efectuar los procesados comentados anteriormente para ejecutar las reglas una a una en un orden 
determinado. 
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Una de las mayores potencias de XACML es la jerarquización, y también es una de las mayores 
dificultades que nos encontramos al trasladar XACML a SPARQL o SWRL, especialmente se pierde la 
expresividad de Policy Set y Policy, quedándonos forzosamente en Rule y delegando los otros niveles a 
etapas anteriores o posteriores de procesado. 
En cuanto a la obtención de obligaciones tanto en SWRL como SPARQL parece sencillo. En el primer 
caso dado que se pueden crear nuevos elementos en el consecuente de la regla, en el segundo mediante el 
operador CONSTRUCT. 
Éste sigue siendo uno de los temas de debate abiertos en la investigación que se está desarrollando 
dentro de este proyecto. 
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4. Prototipo de PDP semántico 
Con el fin de evaluar el comportamiento de las tecnologías semánticas en el campo de las políticas de 
control de acceso, se ha desarrollado un prototipo de Policy Decision Point (PDP) basado en Pellet y 
XACML-DL que aprovecha además la expresividad del lenguaje XACML. Además también se han añadido 
servicios típicos del Policy Administration Point (PAP) para facilitar la administración de las políticas. 
A continuación se describen los principales componentes y arquitecturas utilizados para el desarrollo del 
prototipo, así como la integración de estos en la arquitectura resultante. 
4.1. Arquitectura 
La arquitectura del prototipo está fundamentada en la descrita por el estándar XACML (ver 3.1.1.4 
Attribute Based Access Control), instanciando sus elementos mediante repositorios, razonadores y en 
general elementos semánticos. 
 
Figura 14 - Arquitectura XACML 
 
Como context handler o distribuidor de información se ha usado el Enterprise Service Bus (ESB) Mule. 
Un ESB dispone de un conjunto de características básicas que lo hacen idóneo para la tarea de distribuidor: 
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• Plataforma de integración basada en estándares abiertos. 
• Combina los paradigmas SOA (service-oriented architecture) y EDA (event-driven architecture). 
• Centrado en la naturaleza síncrona de los servicios y asíncrona de los eventos, proveyendo una 
capa de abstracción de bajo nivel que facilita, entre otras cosas, la asincronía de la que carecen 
las aplicaciones o servicios. 
• Implementa interfaces estandarizadas para proveer comunicación, conectividad, transformación, 
portabilidad y seguridad.  
En conclusión, con un ESB es posible construir un flujo de datos a través de una integración de servicios 
sencilla y de una conectividad por eventos. 
El cliente, ya sea con el rol administrator o como access requester (Policy Enforcement Point, PEP), 
puede acceder a los servicios que ofrece el sistema mediante URLs que procesa el ESB. 
El servidor dispone de tres módulos además del ESB: 
• PAP: es el módulo encargado de la administración de las políticas, ofrece servicios para añadir 
nuevas políticas, modificar o eliminar políticas existentes, listar las políticas del sistema o bien 
mostrar una política determinada. Internamente el repositorio de políticas es un sistema de 
ficheros.  
• PDP: este componente es el encargado de tomar las decisiones de control de acceso. Está 
dividido en dos módulos que permiten tomar la decisión de forma clásica (imperativa) o de forma 
semántica, dependiendo del servicio que se ha solicitado. 
o PDP Clásico: este PDP es una modificación del PDP que ofrece Sun [48] y realiza una 
evaluación clásica (imperativa) de las reglas y la petición, devolviendo Permit, Deny, 
Not-applicable o Indeterminate. 
o PDP Semántico: este PDP utiliza Pellet para inferir si dada una política y una petición, 
ambas mapeadas internamente a lógica descriptiva, se debe permitir o no el acceso. 
En función del servicio solicitado, el ESB envía la petición al PDP clásico, al PDP semántico, o al PAP, y 
con la respuesta del servicio construye y devuelve la estructura que, el PEP o el administrador, espera. En 
el caso de las comunicaciones con el PEP (ya sean desde el PDP clásico o el PDP semántico), siempre se 
utiliza el formato de mensaje descrito en el estándar XACML, tanto para las peticiones como para las 
respuestas, haciéndolas, de este modo, compatibles con cualquier sistema XACML ya existente. El mapeo 
a lógica descriptiva se realiza internamente de forma transparente al usuario. 
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Figura 15 - Arquitectura y servicios básicos del sistema 
Como se observa en la Figura 15, tanto el PDP semántico como el PDP clásico recuperan las políticas 
del repositorio administrado por el PAP, con lo que cualquier cambio en el PAP tiene efecto inmediato en la 
evaluación y análisis de las políticas. 
El desarrollo de la arquitectura se ha realizado íntegramente en Java, y, como se ha comentado, se usa 
Pellet y el XACML-DL de Clark&Parsia para el PDP semántico y la verificación de la política. Como ESB se 
ha utilizado Mule. 
Como base de la arquitectura web se ha usado Representational State Transfer (REST). Esta tecnología 
permite representar cualquier tipo de objeto usando una URL y los métodos del protocolo HTTP (GET, 
POST, PUT o DELETE), de modo que cualquier objeto es accesible y modificable. Además, REST frente a 
SOAP ofrece una mayor sencillez tanto en el desarrollo como en el consumo de los servicios. 
Para evaluar el correcto funcionamiento y el rendimiento del sistema se han desarrollado tests 
funcionales y de carga con la herramienta soapUI [49]. 
4.2. Jerarquía de políticas 
Para permitir que el PDP pueda utilizar cualquier política sin necesidad de que el PEP informe del 
identificador de esa política, se proporciona la posibilidad de configurar una política base, llamada root.xml, 
que debe hacer referencia al resto de políticas que se quieren usar del mismo modo que si todas formaran 
parte de una única política XACML. 
PAP
Classic
PDP
Semantic
PDP
PEP
Admin
add / delete 
view / retrieve 
list
verify [semantic | classic]
add / delete 
view / retrieve 
list
request
verify
request
verify
access request 
[semantic | classic]
retrieve_policy
response
ESB
decision
retrieve_policy
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Así, si el PEP no especifica en la petición la política que se debe usar, el PDP usará la root por defecto 
con el comportamiento que el administrador haya especificado en ella. 
 
Figura 16 - Jerarquía de políticas y métodos de selección 
En cambio, si el PEP conoce la política que el PDP debe usar, éste puede especificarla en la petición al 
PDP y éste analizará únicamente esa política y a las que haga referencia, ignorando la política root y el 
resto de políticas no referenciadas. En la Figura 16 se pueden observar estos dos métodos de selección de 
la política que el PDP tomará como base para la evaluación. Como se verá en 4.3.2 PDP este mecanismo 
es válido tanto para los servicios de verificación (verify) como para los servicios de decisión (request). 
4.3. Servicios 
Como ya se ha comentado, los servicios del prototipo se han dividido en dos grupos, uno para los 
servicios habituales del PAP y otro para los servicios relacionados con el PDP. Ambos son accesibles desde 
la misma URL, a excepción del puerto y los parámetros del servicio: http://.../XACMLService. 
4.3.1. PAP 
Estos servicios son accesibles desde la URL http://.../XACMLService/PAP y ofrecen las operaciones 
habituales de administración de archivos: listar, añadir, borrar, ver y recuperar.  
Todos los servicios son accesibles mediante POST, además los servicios que no requieren contenido en 
el body de la petición también son accesibles mediante GET. 
Los servicios disponibles en el PAP son: 
root
PolicySet
PolicySet1 PolicySet2 PolicySetN
. . .
PolicySetN,1 PolicySetN,2 PolicySetN,K
. . .
Default policy
The PDP selects the 
aproppiate branch
Policy selected 
by the PEP
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• List policies: proporciona un listado en formato XML de las políticas cargadas en el sistema. 
• Add policy: permite subir una nueva política al sistema o bien sobrescribir una política existente. 
• Delete policy: permite eliminar una política del sistema. 
• View policy: permite mostrar cualquier política del sistema. 
• Retrieve policy: permite descargar en local cualquier política del sistema. Es especialmente útil 
para modificar políticas existentes. 
4.3.2. PDP 
Estos servicios son accesibles desde la URL http://.../XACMLService/PDP y ofrece dos tipos de 
servicios: 
• Evaluación: dada una petición XACML y cualquier política del sistema evalúa la decisión de 
acceso que el PEP debe tomar.   
• Verificación: dada una política XACML y un test (que contiene una petición XACML) evalúa si 
ésta tiene algún fallo de seguridad. 
Ambos servicios pueden ser ejecutados contra el PDP clásico (la implementación de Sun Microsystems) 
o bien contra el PDP semántico que usa el mapeo XACML-DL. 
Los servicios del PDP son accesibles solamente mediante POST, ya que todos requieren de una petición 
XACML o bien un test en el cuerpo del mensaje. 
Los servicios disponibles en el PDP son: 
• Access request: permite evaluar una petición XACML sobre cualquier política del sistema y 
responde de acuerdo al estándar XACML con la decisión tomada por el PDP. Es posible realizar 
esta evaluación contra el PDP clásico o contra el PDP semántico. 
• Verify policy: permite verificar el comportamiento de una política XACML dada una petición de 
acceso XACML y el resultado esperado. Es posible realizar esta evaluación contra el PDP 
clásico o contra un razonador que evaluará si es posible encontrar una variación de la petición 
XACML que no obtenga el resultado esperado. 
4.4. Propuesta de arquitectura puramente semántica 
La arquitectura anterior ha servido para analizar el rendimiento y las posibilidades de los razonadores así 
como para explotar el framework XACML-DL. Partiendo de la arquitectura básica XACML, se puede pensar 
en un prototipo que se beneficie de los lenguajes y herramientas de la web semántica. 
Este prototipo, aunque está inspirado en la arquitectura XACML, en una primera fase no tendría porque 
compartir el lenguaje de descripción de políticas definido por Sun, sinó que, a bajo nivel, debería usar algún 
lenguaje propio de la web semántica para ser independiente del razonador. En una fase posterior se podría 
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traducir de forma automática peticiones y políticas XACML a las reglas semánticas usadas a bajo nivel por 
este prototipo. 
Sustituir la arquitectura XACML por elementos semánticos permite explotar las posibilidades de la web 
semántica, como por ejemplo la inferencia de nuevo conocimiento en base al conocimiento existente, de 
modo que el sistema puede ser capaz de deducir datos necesarios para la toma de decisión que éste no 
conocía explícitamente. Por ejemplo, un usuario quiere sacar dinero en un cajero, la política de control de 
acceso para esta acción indica que el usuario debe estar solo y no debe estar nervioso. Nervioso es un 
concepto booleano que el cajero no es capaz de razonar por si mismo, pero si que dispone de un conjunto 
de sensores que son capaces de enviar una serie de datos biométricos. Por otro lado, existe una ontología 
sobre el estado de ánimo, en ésta se indica que un persona nerviosa debe cumplir con un conjunto de 
umbrales de algunos datos biométricos. A partir de ambas informaciones el razonador puede inferir si está o 
no está nervioso y permitir o no la acción. 
En este ejemplo se ha aprovechado del concepto de contexto para el control de acceso. Esto implica 
también convertir el PIP (Policy Information Point) en un recuperador de contexto semántico. El PIP debería 
ser capaz de recuperar toda la información de contexto relacionada con la acción que se está solicitando, y 
si esta información no estuviera disponible el PIP debería solicitar la recopilación para continuar con la toma 
de decisión de control de acceso. 
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5. Conclusiones y trabajo futuro 
Este primer trabajo se ha centrado en el escenario de procesos y sistemas de autorización y control de 
acceso basados en políticas. En concreto tras una breve introducción se ha utilizado XACML como base del 
análisis de los sistemas basado en roles (RBAC) que suponen la base tecnológica actual. 
Mediante el análisis y desarrollo del caso de uso basado en DRM se demuestra que los sistemas 
basados en RBAC son bastante limitados en cuanto a las necesidades y requerimientos de los sistemas 
actuales. Por ejemplo, las arquitecturas de gestión de la identidad basadas en atributos proponen un 
escenario idóneo para el uso de sistemas de autorización y control de acceso basado en atributos ABAC. 
Por otra parte, las infraestructuras modernas también están imponiendo requerimientos en los que los 
sistemas basados en el contexto CBAC son más idóneos. 
Finalmente mencionar que el gobierno de sistemas basados en políticas sobre atributos ABAC, sobre el 
contexto CBAC, o en una combinación de ambos, resulta bastante complejo. Dicha complejidad es tal que 
se hace necesario una nueva forma de afrontar el problema, en concreto, se hace necesario aplicar una 
perspectiva de tecnología semántica. 
Por otro lado, partiendo de este nuevo enfoque semántico se confirman los esfuerzos por parte de 
muchos investigadores por conseguir proveer de semántica al control de acceso, destacando especialmente 
la tesis doctoral de Vladimir Kolovsky junto con el framework XACML de Clark & Parsia. 
El prototipo de razonador XACML semántico ha cumplido con el objetivo de disponer de un PDP 
semántico que analice y tome la decisión de control de acceso sobre políticas XACML, además permite 
comparar las decisiones tomadas mediante el PDP semántico con las resultantes de la evaluación clásica 
con el PDP de referencia de Sun.  
Aunque no ha sido el objetivo de análisis, sí que se han realizado pruebas básicas de rendimiento contra 
ambos PDP obteniendo resultados parecidos. Para los tests se han utilizado políticas de ejemplo de casos 
de uso reales como el HIPAA [50]. 
Como trabajo futuro se pretende continuar con la misma línea de investigación que inició este apartado 
del proyecto, concretamente con el desarrollo del prototipo de control de acceso puramente semántico 
(RDF, OWL, SPARQL O SWRL, etc.). Una primera propuesta de arquitectura sería la que se ha comentado 
en 4.4 Propuesta de arquitectura , dónde los elementos de la arquitectura XACML se han sustituido por 
razonadores y bases de conocimiento semánticas. Mediante este nuevo prototipo se podría aprovechar la 
potencia de los razonadores no sólo desde el punto de vista de evaluación sino también desde el punto de 
vista de explotación de las relaciones semánticas entre los recursos, acciones, sujetos y contexto. 
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