In this paper, we describe an improvement of the Berlekamp algorithm for binomials x n −a over prime fields F p . We implement the proposed method for various cases and compare the results with the original Berlekamp method. The proposed method can be extended easily to the case where the base field is not a prime field.
Introduction
The factorization of polynomials over finite fields is one of the important topics in computational number theory, for example, it is used in the construction of (non-prime) finite fields and the prime ideal decomposition in number fields and so on.
Applying the formal derivation, we can reduce the factorization of polynomials over finite fields to that of square-free polynomials (i.e., polynomials having no multiple factors) [5, 6] . For the factorization of squarefree polynomials over finite fields, the Berlekamp algorithm is well known [2, 6] .
In this paper, we propose an improvement of the Berlekamp algorithm for binomials x n − a over prime fields F p . More precisely, we give the solution of the equation h (x) p ≡ h(x) (mod x n − a) directly without applying the sweeping-out method to the corresponding coefficient matrix. We further implement the proposed method for various cases and compare the results with the original Berlekamp method. The proposed method can be extended easily to the case where the base field is not a prime field.
Note that there exist some efficient methods for computing the solution of x n = a over finite fields (e.g., [1, 7] ).
The remainder of this paper is organized as follows: In Section 2, we describe the Berlekamp algorithm. In Section 3, we propose an improvement of the Berlekamp algorithm for binomials x n − a. In Section 4, we implement the original Berlekamp algorithm and the proposed algorithm for binomials, and compare the results. In Section 5, we give the conclusion and future works.
Berlekamp algorithm
The Berlekamp algorithm [2, 6] is a well-known algorithm for factoring square-free polynomials over finite fields, which we describe in Table 1 . 
Step 2: F ← {f (x)}.
if k = 1, go to Step 4.
Step 3: for
Step 4. end if end for
Step 4: Return F (the product of the elements in F equals f (x)).
In the next section, we focus on Step 1 in Table 1 . More precisely, we consider the equation
for a square-free polynomial f (x) over a prime field
Then we see that the vector space
) and that the solution space of the equation (1) is isomorphic to the subspace of 1≤i≤k
with each a i in F p , which implies that the number of irreducible factors of f (x) is equal to the dimension of V over F p . We remark that the most time-consuming step of the Berlekamp algorithm is Step 3 in Table 1 , which takes exponential time of log p. So both the original method and the proposed method work well only for small fields.
Proposed algorithm
In this section, we describe an improved method for solving the equation
of Step 1 in Table 1 . Without loss of generality, we may assume p |n because we have
Instead of dealing with the coefficient matrix corresponding to the equation above, we consider the orbits of Z/nZ with respect to p , the subgroup of (Z/nZ) * generated by p. Letᾱ denote the orbit containing α ∈ Z/nZ, that is,ᾱ = {αp j mod n | j = 0, 1, 2, . . .}, especially0 = {0}. Then Z/nZ is the disjoint union ofᾱ's.
For each orbitᾱ, letᾱ = {α 0 , . . . , α −1 }, where α j := αp j mod n (0 ≤ j ≤ − 1) and αp mod n = α(= α 0 ). We consider a polynomial
where γ i is the quotient of pα i by n (i.e., pα i = γ i n + α i+1 mod ). In other words, considering Tᾱ = {β 0
, we see that Tᾱ is a π p -invariant subspace, that is, π p (Tᾱ) ⊆ Tᾱ (in fact, we see π p (Tᾱ) = Tᾱ), and we have
So, letting k be the number of orbits of Z/nZ with respect to p , we see that the equation (2) can be devided into k equations in the form
with h(x) = ᾱ hᾱ(x). Namely, we have V = ᾱ Vᾱ, where Vᾱ := V ∩Tᾱ. For the orbitᾱ =0, the solution space
of the equation (4) becomes F p , which implies that the dimension of the solution space of the equation (2) over F p is at least one. We consider the case whereᾱ =0. Comparing the coefficients in both sides of the equation (4), we have
which leads to the relation
Therefore, we obtain the solution(s) of (4) as follows:
where β runs over all elements of F p . The solution space Vᾱ of the equation (4) is {0} if a γ 0 +γ 1 +···+γ −1 = 1 and, otherwise, forms onedimensional subspace of Tᾱ generated by
We describe the proposed algorithm in Table 2 .
Experimental results
In this section, we implement the proposed method for various cases, which is listed in the following tables (Tables 3 -6 ). We note some remarks: (1) We compute 100 times for each case and list the average time. (2) The numbers in the parentheses imply the number of irreducible factors of the polynomials to be factored.
All computations are performed on a 3 GHz Pentium IV with 0.99 Gb RAM. The language is C with Borland C++ compiler 5.5.1 and with no mathematical library.
We see, from these tables, that the proposed method is faster than the original one for all cases. Especially, the difference between the running time of these two methods becomes very large in the case where Table 2 .
Step 1:
Step 4: Compute the integers k, r such that jp = kn + r with 0 ≤ r < n.
Step 5:
Compute the integers k, r such that jp = kn + r with 0 ≤ r < n.
goto
Step 2.
the number of irreducible factors of x n − a is two. We further observe that the running time of both the original method and the proposed one becomes shorter when we rearrange the basis {h 1 Table 1 ).
Conclusion and future works
In this paper, we described an improvement of the Berlekamp algorithm for binomials x n − a over prime fields F p . More precisely, we proposed a method for solving the equation h(x) p ≡ h(x) (mod x n − a) directly. We leave the comparison of our method with other factorization methods, for example the Cantor and Zassenhaus method [3, 4] , and further improvements, for example applications to larger base fields and to more general cases (e.g., trinomials). These are our future works. 
