Detecting faults in specications can help reduce the cost and risk of software development because incorrect implementation can be prevented early. This goal can be achieved by verifying the consistency and validity of specications. In this paper we put forward specication testing as a practical technique for verication and validation of formal specications. Our approach is to derive proof obligations from a specication and then test them, in order to detect faults leading to the violation of consistency or validity of the specication. We describe proof obligations for various consistency properties of a specication, and suggest the use of ve strategies for testing them. We provide a method for testing implicit specications by evaluation rather than by prototyping, and criteria for interpreting the meaning of test results.
Introduction
It is desirable and important to detect faults in a specication (for requirements or design) before it is implemented, in order to reduce the cost and risk of software development [1, 2] . Faults may arise if the consistency of the specication is violated or the user requirements are misrepresented by the specication. A specication is consistent if there exists a computational model for its implementation. A specication is valid if it expresses the user requirements satisfactorily.
To support verication and validation of formal specications, we suggest specication testing as a practical technique. Our target is to deal with implicit or nonprocedural specications, possibly involving pre and postconditions like those in VDM [3] or Z [4] . Such a specication is often not executable, but can often be evaluated for a given input and output. In addition, we also expect to deal with the complex constructs composed of implicit formal specications for components. Our approach is to combine the ideas of formal proof and program testing. The principle of this combination is that formal proof obligations indicate what to verify for what purpose, whereas testing oers the idea of using test cases to check proof obligations.
Specication Testing
By specication testing, we mean presentation of inputs and outputs to a specication, and evaluation to obtain a result|usually a truth value. As the postcondition of an implicit operation usually describes the relation between its inputs and outputs, an evaluation of the postcondition needs both inputs and outputs. This is slightly dierent from program testing, as discussed in detail later in this section. Our concrete approach to testing is to derive a proof obligation expressing the consistency property of the testing target (e.g., invariant, operation, composition of operations), and then test the proof obligation with test cases|selected inputs and outputs. The proof obligation is a necessary prerequisite for the testing target to be consistent in terms of the semantics of the formal specication language in which the target is written. For this reason, the proof obligation is usually derived based on the semantics of the testing target.
Similar to conventional program testing [5] , testing a specication also consists of three steps: (1) test case generation; (2) evaluation of proof obligations that are logical expressions derived from the specication; and (3) analysis of test results, as illustrated in Figure 1 . Two methods for generating test cases can be used. One is to produce test cases based on the proof obligations derived from the specication. This is similar to structural testing for programs where test cases are based on examination of program structure. In this method, there is no need to provide expected test results, because the meaning of the testing is interpreted based on the established criteria (which is mainly for checking consistency). Another method is based on informal user requirements. This is similar to functional testing for programs, where test cases are based on a functional description of the program. In this method, expected test results are required, in order to check whether or not the specication expresses satisfactorily the user requirements. An evaluation of a logical expression is a process of computing the expression with a test case to yield true or false. Analysis of test results determines the nature of the test, and possibly indicates the existence of faults in the specication.
To test an entire specication, unit testing and integration testing can be conducted for dierent objectives. Unit testing aims to detect faults in each component which can be an invariant, operation or object; whereas integration testing compositions by control constructs or message communications), and to check whether the required services are specied satisfactorily.
When testing an operation (which can be a method for object-oriented specication language like Object-Z [6] ), it is necessary to treat the state variables before and after the operation, for example, 0
x and x in VDM [3] ; x and x 0 in Z [4] , as inputs and outputs of the operation, respectively. This will allow an evaluation of the postcondition of the operation and a verication of whether the change of the state by this operation is satisfactory in both its consistency and validity.
Specication testing has two ma jor dierences from program testing. To test the specication of an operation, for example, we need test cases for both input and output variables, whereas we need only for input variables to run the program in program testing (although we need to supply the expected results for test results analysis). Another dierence is that testing a specication involves evaluation of logical expressions but does not involve running any program, which a l l o w s t h e system to be tested before its implementation, whereas testing a program entails running the program.
Related work
Specication testing is much less researched than program testing, and only a few reports are in the literature. Testing implicit formal specications is especially not well studied. In contrast to this situation, specication-based testing for programs has attracted much more attention from the research community.
An early and important work on testing formal specications was done by Kemmerer [2] . He argued that testing specications early in the software life cycle to discover whether a formal specication has a satisable implementation and whether the specication satises its critical and desired functional requirements can help ensure the reliability of systems and reduce cost. Kemmerer proposed two approaches to testing nonprocedural formal specications, and applied them to specications written in the Ina Jo language. One is by prototyping, that is, transforming a nonprocedural specication into a procedural form and then using the latter as a rapid prototype for testing. The other approach is by symbolic execution, that is, performing a symbolic execution of the sequence of operations and checking the resultant symbolic values to see if they dene the desired set of resultant states.
Recent work on testing object-oriented formal specications was undertaken by Chen and Liu [7] . We suggested using specication testing as an alternative t o theorem proving in order to verify whether the required properties are satised by the specication for nite test cases. However, the proposed technique was applied only to specication components (e.g., invariants, methods), not to their integration. No well-dened criteria for test case generation were given either.
Specication-based testing is another area of research related to specication testing [8, 9, 10] . Although related to each other, specication testing and specication-based testing are dierent in a number of ways. First, their targets are dierent. The former aims to test the specication itself, whereas the latter aims to test the program that implements the specication. Second, the former tries to detect faults in requirements and design, whereas the latter attempts to nd faults in the program which may lead to violation of the specication.
Third, test cases are not necessarily generated based on the structure of the specication for the former, whereas for the latter test cases are generated based on the structure of the specication. Finally, testing specications involves evaluation of logical expressions, whereas specication-based testing entails running the program.
Contributions
We make three ma jor contributions in this paper. Firstly, we suggest a new approach to testing implicit formal specication by evaluation of proof obligations derived from the specication. Secondly, we suggest the use of ve strategies for testing logical expressions, which can be applied to test proof obligations for consistency and specications themselves for validity. Finally, we provide criteria for interpreting the meaning of a test result to determine whether or not a fault is found by the test.
We apply the proposed approach to SOFL (Structured Object-based Formal Language), and describe proof obligations for verifying consistency properties of the SOFL constructs: invariants, condition processes (similar to VDM operations), condition data ow diagrams which integrate condition processes, and decompositions of condition processes.
We choose SOFL to apply the proposed technique, because SOFL integrates the advantages of classical data ow diagrams, Petri nets, and VDM-SL, and has begun to be applied to real pro jects [11, 12, 13] . Due to this feature, the technique applied to SOFL specications in this paper can also be applied to commonly used data ow diagrams, Petri nets and model-oriented formal specications, such as VDM, Z, and B-method [14] . For the sake of space, no introduction to SOFL is given in this paper. The reader who is interested in the details of SOFL can refer to the author's previous publications [11, 15, 12] .
The remainder of this paper is organized as follows. Section 2 describes strategies for testing logical expressions in general which can be applied to test proof obligations. Section 3 discusses unit testing, including testing of specication invariants and condition processes. Section 4 focuses on integration testing to show how to test condition data ow diagrams. Section 5 addresses the issue of verifying decomposition of condition processes. Finally, in section 6 we give conclusions and outline future research.
Testing Logical Expressions
As described previously, the fundamental step in testing a specication is to test the logical expressions that represent the proof obligations derived from the specication. In this section we discuss strategies for testing logical expressions. For example, suppose P x > 0^x < 10=y, where means \is dened syntactically as"; x and y denote a real number and an integer, respectively, t h e n (1) (x = 2 :0; y= 5) is a test case for P . 
x y E r P - This strategy is for testing a disjunct of P which is a conjunction of sub-expressions. By convention in program testing, a successful test means that a fault is detected by the test, whereas a failed t e s t means that no fault is detected by the test. We also follow this convention in this paper. The invariant describes a property of all the elements of the type D which is expected to be sustained throughout the entire system. To enable the invariant to serve this purpose, it is necessary to ensure that the invariant is dened consistently and as desired. This can be tested by applying any o f t h e Strategy 1 to 3.
Consistency Testing
Consistency testing aims to check whether an invariant satises the required proof obligation or not. To this end, we need to give a precise meaning of the proof obligation for an invariant. In other words, as long as we nd a value of the type R that satises the property P , w e w i l l h a ve demonstrated that the invariant inv is consistent. However, if none of the test cases in a test set of such kind satises the property P , w e cannot assert that the invariant is inconsistent because of the limitation of test set, although it may weaken the belief that the invariant is consistent. 
Testing Condition Processes
A condition process in SOFL is like an operation in VDM [3] . To test a condition process, we need to generate test cases for the input parameters, output parameters, and external variables before and after a ring (execution) of the condition process. Similar to testing an invariant, two aspects of a condition process can be tested, consistency and validity.
Consistency
The goal of consistency testing is to check whether a condition process satises its proof obligation using test cases. For brevity, our discussion is limited to the condition processes that involve only one external variable. It is worth noting that in evaluating the pre and postconditions it must take into account that the values of all the variables satisfy the invariants of their associated types. In other words, by saying that the values of all the variables satisfy the pre or postcondition we mean that they satisfy both the pre or postcondition and the invariants of their associated types.
If the proof obligation is discharged by the test, namely the proof obligation evaluates to the expected truth values on the test set used for the test, the test will be a failed test because no fault is detected by this test. A non-condent test indicates a doubt whether the testing target (e.g., condition process) satises the required proof obligation. However, this does not necessarily imply that a fault exists in the target, as the test set, in particular the values bound to output variables, may not be selected appropriately.
For example, a condition process Search is given below. It takes an integer greater than or equal to ve and checks whether it occurs in a given sequence. If the integer is found, its position in the sequence, a natural number, is supplied as the result; otherwise, zero is provided as the result. To test this condition process, we need to produce a set of test cases for the input parameter x, the external variable list, and the output parameter index. By taking Strategy 1, we produce a test report given in table 8. It is evident that the more quality tests are conducted, the more evidence they provide as to the satisability of the condition process.
Validity
Validity testing for a condition process aims at verifying the consistency between the specied functionality of the condition process and the desired functionality required by either the user or designer.
When carrying out a validity testing, we need to produce both test cases and the expected results. If the actual test results are the same as the expected results, the test is a failed test, namely no fault is detected by the test. Otherwise, it is a successful test. Table 9 shows a failed test for condition process Search. E r represents the expected results. where a path is a sequence of data ows from a starting condition process to a terminating condition process. A starting condition process is a condition process whose input data ows are not outputs of any other condition process in the same CDFD. It can also be a source (i.e., a condition process without any input data ow). A terminating condition process is a condition process whose output data ows are not inputs to any other condition process in the same CDFD. It can also be a sink (i.e., a condition process without any output data ow).
Our approach to testing a construct is to derive its proof obligation for ensuring the consistency and then test the proof obligation.
Testing Sequential Constructs
Figure 2(a) shows a sequential construct in a CDFD. We call this a sequential construct in the sense that only after rings of condition processes A 1 ; A 2 ; : : : ; A n , is a ring of condition process B possible. If condition processes A 1 ; A 2 ; : : : ; A n , and B are specied consistently, they must guarantee that when x i satisfy the postcondition of A i (i = 1 :::n) under the constraint of its precondition, they will satisfy the precondition of B.
Formally, this proof obligation is expressed as:
(pre A1^p ost A1 (x 1 ))^(pre A2^p ost A2 (x 2 ))1 1 1 (pre An^p ost An (x n )) ) pre B This denition provides a precise rule for determining whether or not a fault is detected by a test. For the sake of space, we do not give further illustration of this kind of testing by examples.
Testing Conditional Constructs
There are three kinds of conditional constructs in SOFL: IF-THEN, IF-THEN-ELSE and CASE, as given in Figure 2 (b) and (c). As testing of these constructs share the same nature as for sequential constructs, we try to keep the discussion as brief as necessary.
IF-THEN
The construct of this kind is illustrated by the graphical representation on the left hand side in Figure 2(b) . Its proof obligation is:
pre^post(x)^C(x) ) pre B (3) where pre is the precondition of the preceding condition process; post(x) i s t h e sub-logical expression of its postcondition which contains variable x; and pre B is the precondition of the condition process B.
The rule for determining a successful test or failed test for sequential constructs given in Denition 4.1 can be applied to testing expression 3 if substituting pre^post(x)^C(x) for (pre A 1^p ost A 1 (x 1 ))^(pre A 2^p ost A 2 (x 2 ))111(pre A np ost An (x n )).
IF-THEN-ELSE
This construct is illustrated by the graphical representation on the right hand side in Figure 2 (b). Its proof obligation is pre^post(x)^C(x) ) pre B1 (4) pre^post(x): C(x) ) pre B2 (5) Testing this proof obligation can be performed by testing expressions 4 and 5 respectively with the same method used for IF-THEN constructs.
CASE
A CASE construct represents a multiple selection which is depicted by Figure 2 (c).
Its proof obligation is pre^post(x)^C i (x) ) pre Bi (6) pre^post(x): (C 1 (x) _111_C n (x)) ) pre B n+1 (7) where i = 1 :::n. If x satises condition C i (x), the precondition of the associated condition process B i needs to be assured by the conjunction pre^post(x)^C i (x) so that the condition process B i can be red correctly. If x does not satisfy any of C 1 (x); : : : ; C n (x), the precondition of condition process B n+1 must be assured for ring B n+1 correctly.
Again, testing this proof obligation can be performed by testing expressions 6 and 7 respectively with the same method used for IF-THEN constructs.
Testing Decompositions
A complete SOFL specication is a structured hierarchy of CDFDs, in which a condition process at one level may be decomposed into a CDFD at a lower level.
The decomposition of a condition process denes how its inputs are transformed to its outputs in detail. While it needs to implement the specied functions of the high level condition process, the decomposition may also provide some additional functions under the constraint of the high level condition process specication in a strict renement manner. That is, the decomposition must be a renement of the high level condition process.
The rules for operational renement have b e e n w ell studied by researchers in the eld [16, 3] . Those rules can also be applied to the decomposition of condition processes in SOFL.
Suppose a condition process OP is decomposed into a CDFD G. Let pre OP ) pre G (8) pre OP^p ost G ) post OP (9) must be satised by OP and G.
A method for testing this proof obligation is that the same inputs generated for testing condition process A are used to test G. T o keep the description concise, we only use a simple example to illustrate this method. Let condition process A in Figure 3 (a) is decomposed into the CDFD, named G, in Figure 3(b) . As G is a diagram, not a single condition process, when testing it we must rst carry out unit testing for each condition process occurring in G, starting with the condition process A 1 and ending up with both A 3 and A 4 , and then carry out integration testing to ensure the consistency between the condition processes. An essential idea we need to bear in mind in such a test is that A must share the same inputs in the test cases with A 1 and share the same outputs with A 3 and A 4 . In analysis of the test results, certain conditions must be checked to decide whether a fault exists or not. Let T d be a test set for A. Then these conditions are generation. We h a v e also described how this testing method can be applied to SOFL to verify the consistency of specication components (e.g., invariants, condition processes), condition data ow diagrams (CDFDs), and decompositions of condition processes. Furthermore, validation of formal specications by testing is also discussed.
Several important issues remain for our ongoing and future research. We a r e interested in investigating concrete and eective techniques for test case generation. To this end, we plan to conduct a relatively large scale case study of testing the specication for a \University Information System" which was developed using SOFL at Hiroshima City University. Another area of investigation is automatic test case generation. F urthermore, it is our belief that an eective tool support is crucial to the application of the technique for testing specication put forward in this paper. The author has been working with a research student on the construction of such a tool, and will continue to improve the tool in the near future.
