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Het testen van een softwaresysteem als geheel is een noodzakelijke activiteit die de risico’s 
op het vlak van kwaliteit voor eindgebruikers blootlegt. Het probleem echter is dat pas als een 
eerste werkende versie van een systeem beschikbaar is hiermee kan gestart worden. 
Bovendien staan deze systeemtestactiviteiten vaak onder druk omdat zij naar het einde van 
een project tegen de oplevertijd moeten gebeuren.  
Het vroeger invoeren van kwaliteitscontrole op deelproducten van het geheel kan hier een 
oplossing bieden. Risico’s worden vlugger blootgelegd en fouten kunnen sneller worden 
opgelost. Objectgeoriënteerde software wordt gerealiseerd door een complex samenspel van  
klassen, methoden, componenten en subsystemen. Het zijn verschillende testbare eenheden 
met een eigen niveau van abstractie die elk een stukje functionaliteit van een OO-systeem 
realiseren.  
In de praktijk blijkt dat het efficiënt en effectief uitvoeren van unit-, component- en 
integratietesten bij OO-systemen niet zo eenvoudig is. De moeilijkheid bestaat hierbij niet  
alleen uit het definiëren en het uitvoeren van testen. Het ontwikkelen van nodige testsoftware 
trekt het grootste gedeelte van de inspanning naar zich toe. Maatregelen zijn dan ook nodig 
om dit deelproces van softwareontwikkeling minder complex te maken.  
In dit werk wordt verslag uitgebracht over het onderzoek naar een set van maatregelen 
waarvan verwacht werd dat zij de complexiteit van unit-, component- en integratietesten 
zouden  verlagen. Meer specifiek is hierbij gekeken naar een omgeving waar vooral Java en 
C# als programmeertalen worden gebruikt. 
Uit het gevoerde onderzoek blijkt dat een eerste belangrijke maatregel erin bestaat unit-, 
component- en integratietesten als structureel onderdeel van het ontwikkelproces in te 
richten. Automatische ondersteuning van dit deelproces is hierbij cruciaal. Parallel 
ontwikkelen van testsoftware en productiecode lijkt hier de meeste vruchten af te werpen. Het 
voortdurende voldoende afdekken van productiecode door testcode laat een continue 
kwaliteitscontrole tijdens het ontwikkelproces toe. De ondersteuning door een goed 
testraamwerk zoals JUnit en NUnit is hier zeer effectief gebleken.   
Omdat de inspanning geleverd bij unit-, component- en integratietesten voor het grootste 
gedeelte bestaat uit de testsoftwareontwikkeling zijn ook maatregelen nodig die het 
ontwerpen en implementeren van testsoftware minder complex maken. Uit de experimenten 
blijkt dat generische testtype-implementaties een complexiteit reducerend vermogen hebben. 
Niet alleen zorgen ze voor een globale reductie van het aantal regels code in een testsuite, 
ook de reductie van de cyclometrische complexiteit van testcase-implementaties is een 
gevolg. Uit proeven blijkt bovendien dat softwarepatronen een algemene belangrijke bijdrage 
kunnen leveren bij het reduceren van de complexiteit van testsoftwareontwikkeling. Zowel 
bij de specificatie, het ontwerp als de implementatie van testcases reiken ze algemene 
oplossingen aan. Naast de ontwerppatronen van de Gang Of Four , zijn de C# en Java idioms 
ToString en Equals en de testpatronen van Robert V.Binder belangrijke hulpmiddelen. 
Daarnaast tonen metingen aan dat het toepassen van recursieve groeperingconcepten die 
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Dit laatste blijkt niet alleen belangrijk te zijn bij het ontwerp van testsoftware. Meer nog 
tijdens de analyse van testresultaten blijken groeperingconcepten een fundamentele rol te 
spelen. Samen met het gebruik van assert-methoden, die doelgericht in testsoftware 
verwachte met actuele resultaten vergelijken, leveren zij de sleutels tot een overzichtelijke 
rapportering van testresultaten. Enkel de relevante gegevens worden zowel op het niveau van 
de globale allesomvattende testsuite als het niveau van individuele testcases in deze 
rapportering weergegeven. 
Tenslotte blijkt uit dit onderzoek dat  heel wat gereedschap in de open-source gemeenschap 
kan worden gehaald die de samenstelling van een praktisch inzetbaar raamwerk voor unit-, 
component- en integratietesten mogelijk maakt. Een integratie met commerciële tools is 








Testing an entire software system is a necessary activity that shows quality risks for the end 
user. One of the problems is that a complete working system is needed before you can start 
with system testing. Often a lot of (time) pressure is put on this kind of software quality 
assurance activities at the end of a software project. 
Starting earlier with testing parts of the software product can help to solve these problems. 
Risks will be seen sooner and there will be more time to solve bugs. Object oriented software 
is build as a complex composite of classes, methods, components and subsystems.  They are 
all testable units of different level of abstraction realizing parts of the functionality of an OO 
system. 
In practice it seems not to be so easy to do efficient and effective unit, component and 
integration testing of an OO system. Not only executing of test cases and analyzing test 
results seems to be difficult. Development of the necessary test software is the biggest part of 
these test efforts. Therefore a set of measures is needed to simplify this subprocess of 
software development.  
This work is a report about research on different measures with complexity reducing potential 
for unit, component and integration testing. More specific is an investigation done in an 
environment where Java and C# as programming languages are used. 
This research shows that organizing unit, component and integration testing as a structural 
part of the development process is a first measure to be taken. Automated support is crucial 
here. Parallel development of test and production code seems here to be the most efficient 
way of working. Continuous coverage of production code by test software during the 
software development process allows continuous control of quality. The usage of testing 
frameworks like JUnit and NUnit seems to be very effective here.  
For testing classes, methods, components and subsystems a lot of test software is needed. 
Therefore, also measures to simplify test software development are needed. Experiments 
show that generic test type implementations can reduce the complexity of test software 
development. Not only the reduction of lines of code in a test suite can be achieved. Also a 
lower cyclometric complexity of test case implementations can be observed. Software 
patterns are playing an important role here. They deliver general solutions that can simplify 
the specification, design and implementation of test software. Beside the more general design 
patterns of the Gang of Four and the C# en Java language idioms ToString and Equals, more 
specific test software patterns of Robert V.Binder are part of the useful collection of patterns. 
The investigation shows also that recursive grouping of test cases and test suites is a measure 
that can help to make test software development less complex. 
The concept of recursive grouping of test cases and test suites is not only helpful during test 
software development. It is even more a powerful mechanism that can simplify the analysis 
of test results gathered by automated test cases. Another fundamental concept is the 
evaluation by assertion. By comparing expected with actual results during the automated 
execution of test cases they deliver a very effective way to report test results. Together with 
the recursive-grouping concept they allow to produce global test suite reports as well as 
detailed test case reports showing only the relevant information at each level of abstraction.   
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Finally, this research shows that a lot of tools of the open-source community can be used to 
compose a second-generation unit, component and integration-testing framework for OO 
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 1 Inleiding 
 




1.1 Unit-, component- en integratietesten in perspectief 
Reeds sinds lang(Meyers, 1979) heeft testen binnen software engineering een belangrijke   
plaats ingenomen als middel om de kwaliteit van softwaresystemen te verifiëren. Zij behoort 
als detectietechniek tot de familie van reviewing, simulatie, inspectie en anderen. Door de 
verwachte status met de actuele status van (een onderdeel van) een softwaresysteem te 
vergelijken wordt informatie geleverd over de kwaliteit. Belangrijk hierbij is dat testen alleen 
kunnen aantonen dat een programma fouten heeft, maar niet dat het zonder fouten is 
(Dijkstra). Testen is in de eerste plaats een techniek voor risicobeheersing(Pol e.a., 2000). Zij 
levert immers informatie op over de risico’s die gepaard gaan met het aanvaarden van 
mindere kwaliteit.   
In klassieke ontwikkelmodellen zoals het V-model maakt men een onderscheid tussen 
programma-en integratietest enerzijds en systeem- en acceptatietest anderzijds. De laatste 
twee “Black-box” testsoorten nemen als uitgangspunt het functioneel ontwerp waarin 
vastgelegd is wat voor functionele eisen moeten vervuld worden door een systeem. 
Programma-en integratietesten zijn zogenaamde “White-box” testsoorten die zich baseren op 
het technisch ontwerp waarin vastgelegd wordt hoe een systeem moet worden gemaakt.  
 
Figuur 1-1: het klassieke V-model (Pol e.a., 2000) 
De unit-, component- en integratietesten besproken in dit werk moeten gezien worden als de 
“white-box” testsoorten voor objectgeoriënteerde systemen.  Zij spitsen zich toe op het testen 
van methoden, klassen, componenten en subsystemen die allen onderdelen vormen van  
objectgeoriënteerde systemen. Vermits het onderwerp van deze testen, zoals methoden, 
klassen, componenten en subsystemen, meestal enkel programmatorisch kunnen worden 
benaderd treden activiteiten zoals ontwikkeling van testsoftware en de automatische 
uitvoering van testcases hier op de voorgrond.  
Verschillende types testen kunnen worden onderscheiden naargelang het type eisen die 
worden geverifieerd. Naast het vervullen van functionele eisen worden ook o.a. performantie-
, robuustheid- en stresseisen door deze testsoorten afgedekt.   
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1.2 Achtergrond van het onderzoek 
Zoals in vele bedrijven heeft de component gebaseerde benadering ook binnen  AGFA 
Healthcare een vaste plaats verworven bij het ontwikkelen van  softwareproducten. De 
afdeling Research & Development Equipement binnen AGFA Healthcare Imaging(AGFA) 
staat vandaag in voor het ontwikkelen van software (ook embedded) en hardware toegespitst 
op medische beeldvorming. Producten die zij afleveren zijn filmprinters, digitizers, 
beeldacquisitieapparatuur en systemen voor gedistribueerd beeldbeheer en beeldverwerking. 
Naast een AGFA-eigen Java gebaseerde component technologie zijn COM(+) en .Net de 
belangrijkste technologieën die vandaag worden gebruikt.  
Van een systematische kwaliteitscontrole op het componentniveau was recent echter geen 
sprake. Software Quality Assurance activiteiten spitsen zich vandaag vooral toe op  de 
verificatie en validatie van globale systemen.  Literatuur(Dustin, 1999)  toont echter aan dat 
de kost van het herstellen van fouten ontdekt tijdens een systeemtest vele malen hoger ligt 
dan die van fouten ontdekt tijdens unit- en integratietesten. 
Enkele jaren geleden is in één van de AGFA projecten, dat als doel had een applicatie voor 
medisch beeldbeheer en verwerking te realiseren, een experiment gestart waarbij de server 
gebouwd met COM-technologie systematisch werd getest door middel van testsoftware.  
Hieruit is een 1ste generatie raamwerk (het Software Test Automation Framework versie I 
(STAF I))  voor het automatiseren van componenttesten ontstaan. Dit raamwerk was in de 
eerste plaats bruikbaar voor de automatisering van zogenaamde “black”-box testen van 
COM-componenten. Ook dit experiment toont aan dat de ontdekte fouten sneller te herstellen 
zijn.  Echter blijkt ook dat in de praktijk  de complexiteit van het uitvoeren van unit-, 
component- en integratietesten behoorlijk hoog is. Zowel de ontwikkeling en het beheer van 
dergelijke testen als de  analyse en de interpretatie van testresultaten kan behoorlijk moeilijk 
en tijdrovend zijn.  
Dit is de reden waarom binnen de afdeling een project is gedefinieerd  om een 
gemeenschappelijk 2de generatie raamwerk (STAF II) te ontwikkelen voor het automatiseren 
van unit-, component- en integratietesten (“black”-box en “white”-box). Doelstelling is om 
niet alleen software maar ook een methodologie af te leveren die ontwikkelteams moet 
toelaten om een snelle en efficiënte manier testsoftware te ontwikkelen en te gebruiken in 
Java en .Net. 
1.3 Probleemstelling: reductie van de complexiteit 
De kernvraag waarop het onderzoek beschreven in dit werk een antwoord probeert te bieden 
is wat voor maatregelen en concepten ervoor kunnen zorgen dat de complexiteit van unit-, 
component- en integratietesten verlaagd wordt. Meer concreet wordt nagegaan in hoeverre de 
volgende set van maatregelen hier een bijdrage kan leveren: 
 Methodologische en procesmatige maatregelen:  Door een duidelijke beschrijving van het 
unit-, component- en integratietestproces en een set van concrete richtlijnen krijgen 
ontwikkelteams een duidelijk zicht wanneer activiteiten in dit kader moeten worden 
uitgevoerd binnen een project.  
 Maatregelen betreffende testsoftware-ontwikkeling:  
 Het gebruik van ontwerppatronen en generische basisimplementaties voor 
verschillende testtypes maakt afzondering van de meer generieke testtypelogica van  
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domeinspecifieke testlogica mogelijk. Een daling van de complexiteit van het ontwerp 
en implementatie van concrete testcases wordt hierdoor verwacht. 
 De invoering van een recursief groeperingconcept bij deze testen kan de complexiteit 
van zowel het beheer van testsuites als de analyse van testresultaten behoorlijk 
verlagen. Bovendien kan het een belangrijk hulpmiddel zijn om globaal de resultaten 
van verschillende opeenvolgende versies van methoden, klassen en componenten te 
vergelijken.  
 Het gebruik van algemene softwareontwerppatronen en specifieke patronen voor 
testsoftware  kan wellicht eveneens een bijdrage bij het vereenvoudigen van het 
ontwerp en de implementatie van concrete automatische testcases leveren. 
 Maatregelen betreffende de testrapportering: De (gedeeltelijke) automatische vertaling 
van testdata naar globale testresultaten leidt vermoedelijk tot een duidelijke reductie van  de 
complexiteit bij evaluatie van resultaten. Ook dit kan een belangrijk hulpmiddel zijn om 
globaal de resultaten van verschillende opeenvolgende versies te vergelijken.  
1.4 Algemene benadering en overzicht 
In de hoofdstukken 2 tot en met 6 van dit werk wordt het onderzoek uitgevoerd naar de 
bijdrage van de elk van de opgesomde maatregelen één voor één beschreven. Hoofdstuk 2 
gaat hierbij in op de procesmatige en methodologische maatregelen. In hoofdstuk 3 gaan we 
in op het nut van generische testtype-ontwerpen en implementaties. Recursieve 
groeperingconcepten komen in hoofdstuk 4 aan bod. In hoofdstukken 5 en 6 wordt 
respectievelijk de problematiek van testrapportering en testsoftwarepatronen behandeld.    
Hierbij wordt steeds hetzelfde stramien gevolgd. Na een inleidende paragraaf die het 
specifieke deelprobleem beschrijft waar de maatregel een oplossing moet bieden wordt in een 
tweede paragraaf de resultaten van literatuuronderzoek gepresenteerd. Er is steeds op zoek 
gegaan naar beschikbare concepten, softwaregereedschappen en methodologieën die een 
potentiële bijdrage kunnen leveren bij de invoering van de specifieke maatregel. Vervolgens 
wordt in een derde paragraaf het eigen experimenteel onderzoek met de bijhorende geboekte 
resultaten weergegeven. Hierbij wordt maximaal voortgebouwd op de resultaten en de 
bouwstenen gevonden in de literatuur. Aan het einde van elk van deze hoofdstukken wordt 
een conclusie geformuleerd in verband met de effectieve bijdrage van de bestudeerde 
maatregel.  
Gebaseerd op de vergaarde resultaten en de verworven inzichten tijdens het onderzoek is in 
hoofdstuk 7 een set van functionele specificaties en een architectuur beschreven voor een 2de 
generatie testraamwerk. Tenslotte wordt in hoofdstuk 8 een algemene conclusie en een set 
van aanbevelingen voor verder onderzoek geformuleerd. 
 2 De nood aan een duidelijke definitie van het proces 
en de methodologie 
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2 De nood aan een duidelijke definitie van het proces en de methodologie 
2.1 Inleiding 
In dit hoofdstuk wordt nagegaan in welke mate een duidelijke beschrijving van het unit-,  
component- en integratietestproces en een set van concrete richtlijnen bijdragen tot de 
reductie van de complexiteit. De vaststelling is dat vandaag heel wat organisaties aandacht 
besteden aan het systematisch testen van gehele systemen. Echter doordat systeemtesten pas 
kunnen starten in een latere fase in een ontwikkelproject komen zij vaak onder (tijds)druk te 
staan. Een belangrijke oorzaak is een gebrek aan systematische benadering voor unit-,  
component- en integratietesten waardoor heel wat fouten veel te laat worden ontdekt en 
doorglippen in het systeemtesttraject. In dit hoofdstuk gaan we na hoe we een consistent 
proces kunnen definiëren. Als uitgangspunt hanteren we bestaande literatuur over het 
algemene software-ontwikkelproces, het systeemtestproces, de systeemtestautomatisering en 
de recente ontwikkelingen i.v.m. unittesten. 
2.2 Overzicht van beschikbare methodologie 
2.2.1 Unit-, component- en integratietesten binnen algemene objectgeoriënteerde 
softwaremethodologie 
2.2.1.1 Het Unified Software Development Process 
Het Unified Software Development Proces(Kruchten, 1998;Jacobson e.a., 1999) (ook wel 
aangeduid met RUP: Rational Unified Process) is een toonaangevende objectgeoriënteerde 
ontwikkelingsmethodiek ontworpen door Ivar Jacobson, Grady Booch and James Rumbaugh. 
Deze drie auteurs die eerst onafhankelijk van elkaar respectievelijk aan de wieg stonden van 
eigen methodologieën zoals objectgeoriënteerde software engineering(OOSE), de 
Boochmethodologie en de Object Modeling Technique(OMT) hebben hun krachten niet 
alleen gebundeld om de gemeenschappelijke modelleertaal UML (Unified Modeling 
Language) (Booch e.a., 1999) te definiëren maar ook om een gemeenschappelijk proces te 
ontwerpen voor software ontwikkeling gebaseerd op objectgeoriënteerde principes. 
Zij beschrijven een iteratief en incrementeel softwareontwikkelingsproces gedreven door use-
cases waarbij aandacht voor architectuur van sofware als fundamenteel wordt beschouwd. 
Het Unified Software Development Proces beschrijft het software ontwikkelingsproces als 
een set van vijf kernworkflows Business Modelling, Requirements Management, Analyse en 
Design, Implementatie en Test en drie ondersteunende workflows Configuration & Change 
Management, Projectmanagement en Environment. Hierbij wordt beschreven wat voor rollen 
er dienen vervuld te worden en wat voor documenten, modellen en andere tussenproducten 
dienen te worden opgeleverd. 
In de tijd wordt een softwareproject opgedeeld in vier fasen die zelf weer in één of meer 
iteraties kunnen worden opgedeeld waarbij de reductie van risico’s een belangrijke drijfveer 
is voor de activiteiten die in elke fase worden ondernomen. De eerste fase inception dient om 
het project te definiëren. De daaropvolgende fase elaboration dient om een architecturale 
baseline vast te leggen. De derde fase construction dient om operationeel product af te 
leveren terwijl de laatste fase transition als doel heeft een definitieve release af te leveren en 
de overdracht aan de klant te regelen. 
Unittesten wordt beschreven als het white-en black box testen van individuele componenten. 
Deze activiteit is binnen RUP onderdeel van de implementation-workflow en wordt 
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uitgevoerd  door de Component Engineer die ook instaat voor het uitvoeren van het ontwerp 
en implementatie van componenten.  
Integratietesten, het testen van het samenspel van componenten, maakt deel uit van de 
testworkflow en wordt uitgevoerd door de Integration Tester met behulp van 
testcomponenten ontwikkeld door de Component Engineer. De laatste gebruikt bij 
implementatie en ontwerp van testcomponenten hierbij als basis het testontwerp opgesteld 
door de Test Engineer.  De Test Engineer op zijn beurt baseert zijn ontwerp van 
integratietesten zich voornamelijk op de zogenaamde use-case-realisaties die het specifieke 









* "The Unified Developement Process",Ivar Jacobson,Grady Booch &James rumbaugh, ISBN  
0-201-57189-2,Adisson-Wesley (1999), Chapter 11 "Test"
Perform 
Integration Test
STAF II Domain model - RUP Integration 
Testing
Author : Jan Simons
Created : 2002/10/26
Updated : 2002/10/26
 : Integration Tester : Component Engineer : Test Engineer 
 
Figuur 2-1: (R)UP integration testworkflow 
2.2.1.2 Extreme Programming 
Extreme Programming(Beck, 1999) is een lichtgewicht methodologie ontwikkeld door Kent 
Beck waarbij het produceren van programmeercode centraal staat. In plaats van verandering 
in de omgeving en specificaties tegen te gaan of te bevriezen wil men in deze methodologie  
rekening houden met de verandering als essentieel gegeven. Beck stelt vier fundamentele 
grondwaarden van XP voorop met name communicatie, eenvoud, terugkoppeling en moed. 
Technieken zoals pair programming (programmeren per twee), een duidelijke taak- en 
iteratieplanning moeten zorgen voor een open communicatie tussen de leden van een 
ontwikkelteam onderling. Beck pleit voor streven naar maximale eenvoud waarbij een team 
zich vooral moet focusseren op de toegevoegde waarde voor de klant en zich moet onthouden 
van het realiseren van technische hoogstandjes zonder doel. Voortdurende feedback wordt 
ondersteund door zeer frequent te testen, gebruik te maken van de zogenaamde user-stories 
als specificatietechniek en het toepassen van de “pair programming"-techniek. Het moet 
garanderen dat je als team op het juiste spoor blijft. Kortlopende iteraties waarbij voortdurend 
wordt getest, de klant steeds nauw wordt betrokken zijn technieken die hier moeten worden 
gehanteerd. Problemen moeten zo snel mogelijk herkend en opgelost worden. Moed is de 
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vierde fundamentele waarde die ondersteund moet worden door technieken als voortdurend 
integratietesten. Refactoring en het verfijnen van de architectuur kunnen alleen zonder veel 
risico gebeuren als je door middel van voortdurende testen nagaat of de compatibiliteit niet 
wordt doorbroken.   
Een centrale rol wordt toegekend aan het testgebeuren binnen Extreme Pogramming. Ronald 
E.Jeffries beschrijft in zijn artikel “Extreme Testing”(Jeffries, 1999) hoe de testcomponent 
van Extreme Programming ingedeeld kan worden in unittesten enerzijds en functionele testen 
anderzijds. Het doel van unittesten is ontwikkelaars de mogelijkheid te bieden de interne 
kwaliteit van een systeem voortdurend te bewaken en bij te stellen. Het idee is dat je voor elk 
stukje functionaliteit van een klasse of component een unittest schrijft. Het principe is dat 
broncode niet wordt vrijgegeven als er geen bijkomende unittesten bestaan. Feitelijk is het 
zelfs beter (Martin, 2001)  eerst de unittesten te schrijven en dan pas de code zelf. Het 
principe van “refactoring” waarbij code gewijzigd en toevoegingen worden gedaan gaat hand 
in hand met unittesten. Het garandeert dat refactoring op een gecontroleerde wijze gebeurt. 
Ook het XP-principe van continue integratie waarbij op een zeer regelmatige basis een 
globale build van het systeem wordt uitgevoerd dient steeds gecombineerd te worden met de 
uitvoering van alle beschikbare unittesten. XP hecht daarom ook veel belang aan het zo vroeg 
mogelijk opzetten tijdens het project van een automatische build- en testomgeving. Een 
belangrijk principe is dat een versie van een geheel systeem niet wordt vrijgegeven vooraleer 
alle unittesten voor 100% slagen. Dit moet aantonen dat niet alleen de nieuwe toegevoegde 
functionaliteit werkt maar ook dat de functionaliteit van eerdere versies niet gebroken is.  
 
Define unit 
Design Unit  
Interface 
Write Unit Tests 
Refine Unit Interface 
Design [ interface to be refined ] 
Implement Unit 
[ Stable interface ]
Execute Unit  
Tests 
[ no bugs detected ]
[ implementation incomplete ] [ defects found ]
Release Unit 
[ Implementation complete ]
Refactor Unit
XP Unit test workflow 
Author : Jan Simons 
Created : 2002/03/25 
Updated : 2002/03/25 
Write Extra Unit  
Test
[ bugs found not covered by unit tests ]
References :
* "Extreme Programming Examined", Chapter 15 "Unit Testing in a Java Project", Peter  
Grossman, ISBN 0-201-71040-4,Adisson-Wesley (2001)
 : Developer
 
Figuur 2-2: beschrijving van het XP unittestproces volgens “test-first” principe 
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Teneinde het XP-testproces te ondersteunen ontwikkelden Gamma en Beck het bekende 
JUnit-raamwerk(Gamma e.a.) dat ondertussen uitgegroeid is tot een defacto-standaard in de 
Java wereld. Voor .Net werd een gelijkaardig raamwerk NUnit(Newkirk e.a., 2002) 
ontwikkeld.   
Het functioneel testen moet ontwikkelaars en gebruikers het gevoel geven dat een systeem in 
de goede richting evolueert. Functionele testen dienen niet alleen begrijpbaar te zijn voor de 
klant maar ook ingegeven vanuit zijn reële situatie waarin hij verkeert. De tijdige 
beschikbaarheid halverwege een iteratie is cruciaal zodat nog tijdig feedback kan gegeven 
worden.  
2.2.1.3 Agile Methodologies 
Martin Fowler beschrijft de nood aan meer mensgerichte methodologie(Fowler, 2002)  met 
minder bureaucratie. De steeds wijzigende specificaties van software en de menselijke natuur 
van ontwikkelaars zijn fundamentele gegevens waarmee ontwikkelorganisaties rekening 
moeten houden. Het betekent niet dat er geen nood zou zij aan een welomschreven proces. 
Het ontwikkelproces dient echter rekening te houden met een steeds veranderende omgeving 
en dient het volgen van het initieel vooropgestelde projectplan hieraan ondergeschikt te 
maken. Fowler stelt voorop dat het proces zelf steeds onderwerp moet en kan zijn van 
verandering. De context van ieder ontwikkelteam heeft immers steeds unieke en specifieke 
karakteristieken. In de voorbije jaren zijn verschillende “agile” methodologieën ontstaan die 
aansluiten bij deze filosofie. Naast Extreme Programming zijn Feature Driven Development 
(Coad e.a, 1999), SCRUM (Schwaber e.a., 2001), Crystal(Cockburn, 1998-2001)  allen 
voorbeelden van dergelijke methodologieën.  
Martin Fowler merkt bovendien op dat RUP perfect “agile” geïmplementeerd kan worden. 
Enerzijds weerlegt hij de kritiek op het RUP dat het te zwaar en bureaucratisch zou zijn en 
sluit hij aan bij het fundamentele uitgangspunt van Booch, Jacobson en Rumbaugh dat het 
Unified Development Process moet gezien worden als raamwerk voor een ontwikkelproces 
en niet als een ontwikkelproces op zich.  
Voorbeelden van "agile" implementaties van RUP zijn het zogenaamde dX-proces (Martin, 
2001) en het ontwikkelproces beschreven door Craig Larman in de tweede editie van zijn 
boek “Applying UML en Patterns”(Larman, 2002).  In dX wordt beschreven dat op het einde 
van de elaboration fase die een architecturaal prototype oplevert eveneens bijbehorende 
testsuites  opgeleverd moeten worden. Elke daaropvolgende iteratie in de constructie fase 
levert een release met bijhorende testsuites op.  In dX wordt het “test-first” en “continious 
integration” principe gehanteerd. Uitgangspunt zijn de use-cases die worden opgedeeld in 
testbare eenheden. Ontwikkelaars schrijven vervolgens alternerend test- en productiecode. 
Ook Craig Larman moedigt ontwikkelaars aan om het "test-first" principe te hanteren. Niet 
alleen de zekerheid dat unittesten zullen geschreven wordt verhoogd, ook de voldoening voor 
de ontwikkelaar zelf zal groter zijn. Immers, het op voorhand beschikbaar zijn van unittesten 
maakt dat hij zelf een verificatiemiddel in handen heeft dat hij voortdurend kan gebruiken 
tijdens niet alleen de initiële ontwikkeling maar ook het onderhoud van zijn productiecode. 
Het is bovendien een hulpmiddel om tot een goed en eenduidig ontwerp van praktisch 
bruikbare interfaces te komen.     
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2.2.2 Test- en testautomatiserings-methodologie 
2.2.2.1 TMAP 
TMap(Pol e.a., 2000) is een toonaangevende testmethodologie ontworpen door het 
Nederlandse IQUIP. Naast een fasering, beschrijft de methodologie technieken, een 
organisatie en een infrastructuur die noodzakelijk zijn opdat white-en black box testen van 
software op zo efficiënt en effectief mogelijke manier kunnen gebeuren. Een belangrijk 
element hierbij is het mastertestplan die voor een project het relatieve belang van 
verschillende testsoorten vastlegt.  
Unit-, component- en integratietesten worden in T-Map binnen de categorie van white-box 
testen geplaatst. Hierbij wordt onderscheid gemaakt tussen programmatesten enerzijds en een 
integratietesten anderzijds. Als fundamenteel verschil met black-box testen wordt in T-Map 
aangegeven dat white-box testen met de kennis van de interne werking van een systeem 
gebeurt en dat de activiteit in tegenstelling met black-box testen intens verweven en 
geïntegreerd moet zijn met het softwareontwikkelingtraject.  
Een programmatest is een door de ontwikkelaar in de laboratoriumomgeving uitgevoerde test 
die moet aantonen dat een programma, een module of individuele unit aan de in technische 
specificaties gestelde eisen voldoet.  Wanneer men moet aantonen dat een logische serie van 
programma’s, modules en/of units samen aan technische specificaties moeten voldoen wordt 











STAF II Domain model :
TMap white-box testing phases




* "Testen volgens TMap", Martin Pol,Ruud Theunissen,Erik Veenendaak, ISBN 90-72194-58-
6,Adisson-Wesley (1999), Hoofdstuk 8 "Fasering black-box testen" & Hoofdstuk 9 "Fasering 
White-box testen"
1. formulate tes t assignm ent
2. determ ine test base
3. determ ine test strategy
4. determ ine test products & reports
5. determ ine test organisation
6. define test infrastructure
7. organize test management
8. determ ine planning
9. freeze test plan
1.Specification of tests
2.Programm ing test software
1. Intake test base
1. (re)test
2. check test results
1. Conservatiuon testware
2. Evaluate test process




Figuur 2-3: T-Map fasering white-box testen 
T-Map deelt het white-box testtraject op in vijf verschillende fasen of hoofdactiviteiten. Er 
wordt gestart met planning en beheer die opgevolgd wordt door de fasen voorbereiding, 
specificatie, uitvoering en afronding.  Voordat met de voorbereiding van white-box testen 
wordt gestart wordt als onderdeel van planning en beheer de testopdracht vast omlijnd, 
vastgesteld wat er nodig is om goed te kunnen testen en de teststrategie bepaald voor 
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programma-en integratietesten. Daarnaast worden ook de nodige testproducten en 
testrapporten gedefinieerd en een organisatie, infrastructuur en beheer ervan vastgelegd. Als 
ook de planning bepaald is, wordt uiteindelijk het testplan bevroren. Planning en 
beheersactiviteiten blijven doorlopen tot op het einde van het hele testtraject. Na start van de  
fase voorbereiding zijn onderhoud van het testplan, het beheer van de testproducten, het 
testproces en de infrastructuur samen met rapporteren van de voortgang van het testproces en 
de kwaliteitsstatus van het testobject onderdelen van planning- en beheeractiviteiten. De 
voorbereidingsfase dient om na te gaan aan de hand van het beschikbare ontwerp in welke 
mate de test-en ontwikkelbasis bruikbaar is om white-box testcases te definiëren.  Vervolgens 
worden tijdens de  specificatiefase testspecificaties opgesteld en hulpprogrammatuur onder de 
vorm van drivers en stubs ontwikkeld om het testen te ondersteunen. Tijdens de 
uitvoeringsfase wordt effectief getest en bevindingen gecontroleerd en beoordeeld. Tenslotte 
wordt het testtraject afgesloten met het conserveren van de testware en een evaluatie van het 
doorlopen traject.  
2.2.2.2 TAKT 
TAKT(Broekman, 1999) staat voor Testen, Automatiseren, Kennis en Tools en is een 
testautomatiseringmethodologie die aansluit bij de testmethodologie T-Map ontwikkeld door 
IQUIP. Enerzijds wordt een algemene  generieke architectuur van een geautomatiseerde 
testsuite beschreven en anderzijds wordt ook de organisatorische kant van het automatiseren 
van testen behandeld. Alhoewel de nadruk hier op systeem- en acceptatietesten ligt zijn heel 
wat concepten bruikbaar binnen unit-, component – en integratietesten.  
STAF II - Domain Model
TAKT Phase Model 









Automatisering van de testuitvoering,Bart Broekman,Christiaan 
Hoos,Mark Paap, ISBN 90-440-0103-5,tenHagenStam Uitgevers(2001)
[ Test Automation is FEASIBLE and ROI > 0 ]
Activity Diagram: TAKT Test 
Automation Concepts / TAKT 
Realisation Phase Model
Figuur 2-4: TAKT-faseringsmodel 
STAF II - Domain Model
TAKT Phase Model 




Automatisering van de testuitvoering,Bart Broekman,Christiaan 




Build test suite Fullfill environment conditions
Activity Diagram: TAKT 
Test Autom ation 
Concepts / TAKT Build 
Test Sui te
Figuur 2-5: TAKT realisatiefase 
Een belangrijk uitgangspunt is dat TAKT het automatiseren van testen beschouwt als een 
volwaardig softwareontwikkelingsproces waarbij het testteam als klant wordt beschouwd. 
Het TAKT-faseringsmodel bevat drie fasen. Tijdens de initiatiefase wordt nagegaan of het 
automatiseren van testen voor het specifieke geval een haalbare kaart is. Afhankelijk van de 
uitkomst wordt er gestart met de realisatiefase. Na het opstellen van een plan van aanpak 
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wordt enerzijds de testsuite gebouwd en anderzijds gewerkt aan het invullen van belangrijke 
randvoorwaarden zoals het selecteren van ondersteunende testgereedschap het opleiden van 
medewerkers en het inrichten van het beheer.   Tijdens de exploitatiefase wordt de testsuite 
effectief gebruikt door het testteam en moet onderhoud worden verzekerd.  
Binnen TAKT worden twee specifieke rollen onderscheiden. De TAKT-architect is de 
leidinggevende figuur in een testautomatiseringstraject en staat in voor de specificaties en de 
architectuur van de testsuite,  het begeleiden en uitvoeren van de selectie van externe testtools 
en de opleiding van de eindgebruikers (het testteam) in het gebruik van een automatische 
testsuite.  The TAKT Engineer is verantwoordelijk voor de implementatie en het testen van 
de testsuite.  
De nieuwbouw van een specifieke testsuite vormt het hart van het hele TAKT-proces. 
Vertrekbasis is het plan van aanpak.  De TAKT-Architect definieert hier de doelstellingen 
van de testautomatisering, analyseert het te testen object en de teststrategie gehanteerd door 
het testteam. Op basis daarvan ontwerp hij de testsuite waarbij hij zich laat inspireren door 
generieke architectuur door TAKT voorgesteld voor testsuites. Tenslotte implementeert en 
test de TAKT Engineer de testsuite.  
Start








STAF II - Domain Model
TAKT Bui ld Test Suite 
Author : Jan Simons
Created : 28/05/2002
Updated :  28/05/2002
Reference :
Automatisering van de testuitvoering,Bart Broekman,Christiaan 
Hoos,Mark Paap, ISBN 90-440-0103-5,tenHagenStam Uitgevers(2001)




End of Build Test Suite
Remark :
This activities is the business (= 
testing of the test object) 
modeling activity of the test 
automation proces.
Remark :
This activity is the requirements 
gathering activity of the test 
automation proces.
 : TAKT E ngineer : TAKT Architec t
 
Figuur 2-6: TAKT nieuwbouw testsuite 
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TestFrame(CMG, 1999;Jacobs e.a., 2001), ontwikkeld door CMG, is een testmethodologie 
met bijzondere aandacht voor het automatiseren van testen. Als uitgangspunt wordt uitgegaan 
van het feit dat de middelen en de structuur die men hanteert bij testen aangepast is aan de 
kenmerken van een specifieke ontwikkelorganisatie. Speciale aandacht wordt besteed aan het 
hergebruik en onderhoud van herbruikbare testproducten. In tegenstelling tot eerdere 
modellen dwingt TestFrame niet tot het sequentieel volgen van opeenvolgende fasen. Wel 
wordt onderscheid gemaakt tussen voorbereiding, analyse, navigatie en uitvoering. De 
voorbereidende activiteiten spitsen zich op het opzetten van een testorganisatie, testplan en 
een infrastructuur.  Ook het opleiden van medewerkers, het vastleggen van prioriteiten en 
keuzes omtrent technieken en middelen horen binnen deze fase. TestFrame maakt 
onderscheid tussen de meer businessgerichte rol van testanalist die instaat voor de 
testspecificaties en testdata  tijdens de analysefase en de meer technische rol van 
testnavigator die tijdens de navigatiefase verantwoordelijk is voor het schrijven van 
navigatiescripts. 
2.2.2.4 Objectgeoriënteerd testen volgens R.Binder 
Robert V.Binder, pionier op het vlak van het testen van objectgeoriënteerde systemen 
presenteert in zijn werk “Testing Object Oriented Systems, Models, Patterns en 
tools”(Binder, 1999) eveneens een workflow voor het testen van objectgeoriënteerde 
systemen. Hij maakt een onderscheid tussen  opeenvolgende fasen testmodellering, 







Activity Diagram: R.Binder 
Concepts / Binders Test 
Execution Steps
Activity Diagram: R.Binder 






application specific test model 
: Test Model
general test models : Test 
Model
test suite : Test 
Suite
expected results : 
Expected Result
test results : Actual 
Result
STAF II Domain model -  R.Binder views of 
testing
Author : Jan Simons
Creation date : 2002/04/22
Last Modification : 2001/04/22
References :
* "Testing Object-Oriented Systems", Chapter 3 "Testing : Testing : A Brief Introduction ", Robert 
V.Binder, ISBN 0-201-80938-9",Adisson-Wesley (1999)
 
 Figuur 2-7: testfasen volgen Roger V.Binder 
Tijdens de testmodellering wordt uitgaande van specificaties, het ontwerp en de 
implementatie van een systeem specifieke testmodellen ontwikkeld. Een testmodel is een 
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specifiek UML model van een objectgeoriënteerde systeem dat de onderlinge relaties tussen 
de onderdelen op een dergelijke wijze presenteert zodat testcases en testsuites eenduidig 






Add Test Cases Based on Code 
Analysis, suspicions and heuristics
Develop expected 
results
End of test design
STAF II Domain model -  R.Binder 
Concepts : Test Design
Author : Jan Simons
Creation date : 2002/04/22
Last Modi fication : 2001/04/22
References :
* "Testing Object-Oriented Systems", Chapter 3 "Tes ting : Testing : A Brie f In troduction ", Robert 
V.Binder, ISBN 0-201-80938-9",Adisson-Wesley (1999)
 
Figuur 2-8: test design Robert V.Binder 
start
End of test execution
Establish minim al 
operational IUT







* "Tes ting Object-Oriented System s", Chapter 3 "Testing : Testing : A Brief Introduction ", Robert 
V.Binder, ISBN 0-201-80938-9",Adisson-Wesley (1999)
STAF II Domain model -  Binders Test 
Execution Steps
Author : Jan Simons
Creation date : 2002/04/22
Last Modification : 2001/04/22
[ all tests pas s ]
[ coverage goal met ]
 
Figuur 2-9: test execution Robert V.Binder 
Samen met generieke testmodellen die algemene patronen beschrijven voor verschillende 
objectgeoriënteerde concepten en relaties vormt dit de basis voor het testontwerp dat als doel 
heeft concrete testsuites en een set van verwachte resultaten op te leveren.  
De effectieve uitvoering van de testen met behulp van testsuites levert dan de actuele 
resultaten op die vergeleken kunnen worden met de verwachte resultaten. Zowel de gemeten 
testcoverage als het slagingspercentage van testsuites zijn criteria om al dan niet met testen 
door te gaan.Standaarden 
2.2.3.1 UML Testing Profile 
Het UML Testing profile(Schieferdecker, 2002) is een UML Profile specifiek toegespitst op 
testen. De huidige beschikbare versie is een eerste kladversie ingediend bij de OMG door 
Ericson, IBM, FOKUS, Motorola, Rational, Softteam en Telelogic en wordt o.a. ondersteund 
vanuit de Universiteit van Lubeck(Duitsland). Testbegrippen en de wijze waarop deze 
concepten in UML tot uitdrukking worden gebracht worden in dit profiel gedefinieerd.  
Het UML Testing profile is gebaseerd op het UML metamodel en bestaat uit drie 
subpackages.  
In het testarchitectuur-package wordt alle modelelementen vastgelegd die nodig zijn om 
testen te kunnen uitvoeren. De essentiële onderdelen zijn de testcases die vervat zitten in een 
zogenaamde testcontext. Een testcontext wordt gedefinieerd als een UML collaboratie  
specifiek voor testen, en moet gezien worden als een samenwerkingsverband tussen  
testcomponenten en het systeem onder test (SUT=System under test).   
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STAF II Domain model
UML Testing Profile : Test Architecture Concepts 




UML Testing Profile (revised intial submission), OMG (april  2002), Ina 
Schieferdecker, see http://cgi.omg.org/docs /ad/02-04-03.pdf
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(f rom  UML Metamo...)
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(f rom  UML Metamo...)
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Test Case
(f rom Test Behav...)
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Figuur 2-10: UML testing profile : testarchitectuur concepten 
Het “test behaviour”-package beschrijft concepten die te maken hebben met observaties en 
activiteiten gedurende een testuitvoering. In dit UML-profile definieert men testgedrag (test 
behaviour) als een interactie tussen testcomponenten en het systeem onder test. Klassieke 
UML-technieken voor het modelleren van gedrag zoals sequence-, activity- en 
statusdiagrammen kunnen hier worden gebruikt.  
 
STAF II Domain model - UML Testing Profile : Test Behaviour
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Figuur 2-11: UML Test Profile: het “test beaviour” package 
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In het “test data”-package worden de structuren en de betekenis van waarden die door een 
test worden verwerkt gedefinieerd. 
2.2.3.2 ISO9126: kwaliteitsattributen van software 
ISO9126(Heemstra e.a., 2001) beschrijft softwarekwaliteit d.m.v. vijf hoofdaspecten 
namelijk functionaliteit, betrouwbaarheid, bruikbaarheid, efficiëntie, onderhoudbaarheid en 
portabiliteit. Elk van deze aspecten is onderverdeeld in deelaspecten. Functionaliteit omvat 
geschiktheid, juistheid, volledigheid, koppelbaarheid en beveiligbaarheid. Onder 
betrouwbaarheid  wordt bedrijfszekerheid, foutbestendigheid en herstelbaarheid gerekend. 
Duidelijkheid, leerbaarheid, bedieningsgemak en aantrekkelijkheid zijn allen aspecten van 
bruikbaarheid. Transactiesnelheid en middelenbeslag zijn deelaspecten van efficiëntie. Zowel 
analyseerbaarheid, wijzigbaarheid, stabiliteit als testbaarheid zijn allen deel van 
onderhoudbaarheid. Portabiliteit bestaat uit aanpasbaarheid, installeerbaarheid, 
samenwerkbaarheid en vervangbaarheid.   
TMap gebruikt een gelijkaardige set van kwaliteitsattributen als uitgangspunt voor het 
bepalen van de teststrategie. Zowel de risicobepaling, het toewijzen aan de verschillende 
testsoorten als het relatieve belang van de testsoorten wordt op basis van deze attributen 
bepaald.  
2.2.4 Kritische beschouwingen ten aanzien van bestaande methodologie 
Het (Rational)Unified Process is vandaag wellicht één van de belangrijkste referenties wat 
betreft het globale proces voor softwareontwikkeling. Op basis van de verschillende bronnen  
die zijn  geraadpleegd blijkt echter dat de ontwikkeling van het testgedeelte hier nog steeds in 
volle beweging is. Er zijn heel wat concepten en veel (sub)workflows beschreven, maar 
bepaalde begrippen  die initieel in de werken van Booch, Rumbaugh, Jacobson en Kruchten 
beschreven zijn zoals het testmodel zijn in recentere versies verdwenen. De kritiek dat het 
RUP te bureaucratisch is onterecht. Zoals de auteurs ook aangeven moet RUP gezien worden 
als een raamwerk waar elke organisatie zijn elementen moet uit putten aangepast aan de 
specifieke situatie. Een sterk punt van RUP is de systematische aandacht voor 
softwarearchitectuur wat een belangrijk uitgangspunt moet zijn bij unit-, component- en 
integratietesten. In tegenstelling tot bijvoorbeeld de activiteiten specificatiebeheer, analyse en 
design, waarvan de workflows en technieken zeer gedetailleerd beschreven zijn, blijft RUP 
echter vrij vaag als het gaat om dit soort testen.   
Extreme Programming is op zich als methodologie wellicht niet steeds bruikbaar. 
Fundamenteel ontbreekt de expliciete aandacht voor softwarearchitectuur. “Extreme” 
programmeurs beargumenteren dat het opstellen van een softwarearchitectuur te vaak de 
ambitie weerspiegelt om rekening te houden met mogelijke toekomstige functionaliteit 
waarnaar de klant uiteindelijk niet naar vraagt. Geheel onterecht is deze kritiek niet, maar 
opstellen van een architectuur in een vroeg stadium dwingt om expliciet na te denken over 
verschillende belangrijke technische aspecten en voorkomt verassingen. Het is een 
belangrijke basis voor het opstellen van strategie en planning omtrent unit-, component- en 
integratietesten.   Architecturale modellen moeten echter gezien worden als levende items die 
gedurende een project voortdurend moeten worden onderhouden.  
De XP-concepten en technieken zoals “nightly builds”, heel vroeg en vaak testen op unit-
niveau  zijn perfect inzetbaar in een meer conservatief kader zoals een RUP-gebaseerd 
proces. Recent verschenen literatuur(Beck, 2002) trekt het idee van Test-driven development 
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trouwens los uit de context van Extreme Programming als een afzonderlijk techniek. 
Opvallend is dat XP veel aandacht besteed aan het testen van individuele klassen. Nochtans 
verdient het testen van interfaces van componenten (Java packages, DCOM(+) componenten, 
.Net assemblies) minstens evenveel aandacht. Dit zijn immers elementen van hergebruik 
waarvan de kwaliteit vaak onberispelijk moet zijn.  
Uit de literatuurstudie blijkt dat er kloof bestaat tussen enerzijds de methodologie van testen 
en testautomatisering enerzijds en unit-en component- en integratietesten anderzijds. Dit 
bleek ook  op de studiedag “Test Automatisering” die op 23 mei 2002  door de Koninklijke 
Vlaamse Ingenieursvereniging in Brussel werd georganiseerd. In de testwereld is er heel veel 
aandacht voor het automatiseren van systeem- en acceptatietesten. Een goede evolutie is hier 
dat men in de testwereld zich stilaan bewust wordt dat testautomatisering een 
automatiseringsproces als een ander is. Een belangrijke drijfveer voor automatisering blijkt 
de verkorting van de testcyclus te zijn. Deze doelstelling op zich dient echter in vraag gesteld 
te worden omdat ze voorbijgaat aan de tendensen van component gebaseerde en iteratieve 
ontwikkeling. Een gestructureerde aanpak van unit-, component- en integratietesten kan 
ervoor zorgen dat men veel vroeger op het traject van ontwikkeling aanhaakt. Op deze wijze 
ontlast men voor een deel inspanningen op het vlak van systeemtesten die meestal op het 
einde van de rit moeten worden geleverd.  Globaal is wellicht meer testinspanning geleverd 
maar kan een verkorting van het globale ontwikkelingsproces worden bewerkstelligd doordat  
minder tijd verloren gaat aan het corrigeren van fouten. 
De kwaliteitsattributen gedefinieerd in ISO9126 geven een goed overzicht van de 
verschillende types eisen die door een softwaresysteem moeten worden voldaan. Het geeft 
dan ook aan dat niet alleen functionele eisen maar ook eisen betreffende betrouwbaarheid, 
efficientie, onderhoudbaarheid en portabiliteit onderwerp moeten zijn van verificaties 
uitgevoerd door unit-,component- en integratietesten.  
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2.3 Experimenteel onderzoek  
2.3.1 Inleiding 
De voorgaande paragrafen leren dat heel wat los materiaal beschikbaar is dat inspiratie kan 
geven bij de definitie van een efficiënt proces voor unit-,component- en integratietesten. In de 
nu volgende subparagrafen wordt eerst een eigen proces beschreven dat is ontwikkeld. 
Hierbij zijn de sterk  geachte elementen uit de bestudeerde literatuur gecombineerd. 
Daaropvolgend wordt verslag uitgebracht van de ervaringen met dit proces bij recente 
projecten binnen AGFA HealthCare. Ze worden gepositioneerd ten opzichte van eerdere 
projecten waarin componenttesten zonder  duidelijk proces is toegepast. 
2.3.2 Definitie 
2.3.2.1 Uitgangspunten en rationale 
We beschrijven nu een werkwijze voor unit-, component- en integratietesten met bijhorende 
technieken en te vervullen rollen. Het is een beschrijving waarbij de sterk geachte elementen 
uit de besproken methodologiën zijn gecombineerd. Uitgangspunt is een organisatie die 
globaal volgens een RUP-gebaseerd proces software ontwikkelt. De beschreven workflow en 
technieken zijn gebaseerd op volgende inschattingen: 
 Het grootste gedeelte van de inspanning bij unit-, component- en integratietesten zijn 
testautomatiseringsactiviteiten. Zowel de bestaande methodologie zoals TAKT, Extreme 
Programmming en  Test Driven development als de  ervaring met componenttesten 
binnen AGFA HealthCare tonen aan dat testsoftware-ontwikkeling het grootste gedeelte 
van de inspanning uitmaakt.  
 Testautomatisering moet beschouwd worden als reguliere softwareontwikkeling (TAKT) 
waarbij een gefaseerd proces met expliciete aandacht voor specificaties, architectuur en 
ontwerp cruciaal is. Wil men onderhoudbare en betrouwbare testsoftware ontwikkelen 
dient men hier dan ook dezelfde regels te volgen.  
 Zowel software als testsoftware worden ontwikkeld in iteratieve en incrementele stappen. 
(RUP, Extreme Programming). Daarbij is de activiteit van unit-, component- en 
integratietesten  nauw verweven met de ontwikkelactiviteiten ontwerp en implementatie. 
Voornamelijk het beheersbaar houden van het proces ligt hier aan de grondslag van het 
hanteren van dit principe. Dit uitgangspunt dat sterk benadrukt wordt in Test Driven 
Development zorgt er niet alleen voor dat de voldoende afdekking van productiecode 
door testcode gegarandeerd kan worden. Bovendien laat het toe testen voortdurend tijdens 
ontwikkeling te gebruiken en snel in te spelen op pas gecreëerde fouten in de 
productiecode. We spelen hiermee in op het feit dat de kost van een vroeg ontdekte fout 
lager is dan die van een later ontdekte fout. 
 Modelleren van testen en testsoftware gebeurt door middel van UML.(UML Testing 
Profile). Testsoftware is gewone software. Het lijkt dan ook logisch dan we dezelfde 
notatie gebruiken om testsoftware te modelleren.  
 De workflow kan zowel door een individuele ontwikkelaar bij het uitvoeren van white-
box testen als door een team met onafhankelijke testarchitecten en testontwikkelaars 
worden uitgevoerd. Een belangrijke reden is dat niet alle teams voldoende groot zijn om 
de onafhankelijke functies te kunnen invullen. Bovendien wordt een maximaal rendement 
van whiteboxtesten verwacht als het gebeurt door de ontwikkelaar zelf. Hij kent immers 
de structuur van zijn productiecode beter dan wie ook. 
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2.3.2.2 Het UML test model template 
Om het geheel te ondersteunen  werd een template voor een UML testmodel ontwikkeld in de 
vorm een Rational Rose(Rational) submodel dat toelaat om de specificatie en het ontwerp 





The purpose of this template is to provide 
a) A base for specfying and designing unit
-and integration tests using the Software 
Test Automation Framework  and the UML 
notation.
b) A good structure for an unit-and 
integration test model.
c) A style guide with test naming 
conventions and suggestions.
d) An infrastructure for tracebility.
e) A base for generating reports.
This template is a deliverable of the 
Software Test Automation Framework II
Author : Jan Simons
Date of creation : 25/04/2002
Date of latest update : 13/05/2002
REMARK : 
* All guidelines of this model are 
documented using this green/white notes. 
These notes may be deleted once you use 
this sub model for real test design artifacts.
* All < .. > items in the model should be 
replaced by real project specific names 
when you gonna use this template.
Contains the 





Welcome to the STAF II  Test 
Model template 1.0
 
Figuur 2-12: het UML Test Model template 
Het template bevat een voorgedefinieerde indeling in een aantal packages zodat zowel 
traceerbaarheid naar ontwerpelementen, de specificatie van testcases, de testarchitectuur, de 
gebruikte testontwerppatronen en de realisatie van testcases kan worden vastgelegd door 
middel van UML. Het testmodel bestaat in principe uit twee hoofdpackages. Het “Test Case 
Model”-package heeft als doel om de specificaties van de testcases met bijhorende testcase-
scenariobeschrijvingen te bevatten. Het “Test Design Model” heeft als doel het volledige 
ontwerp van de testsoftware te omvatten.  
2.3.2.3 Rollen 
Vijf verschillende rollen worden onderscheiden in het unit-, component- en 
integratietestproces. Afhankelijk van de grootte van een project kunnen deze rollen  door 
dezelfde persoon of door verschillende personen worden waargenomen. De bedoeling van 
deze roldefinities is om de verantwoordelijkheden expliciet te maken. 
 De “developer” ontwerpt en implementeert packages, componenten en aanverwante  
documenten, rapporten en modellen. 
 The “quality control board” controleert de kwaliteit van componenten en staat in voor 
de goedkeuring van elke verandering of vraag voor verandering in componenten. 
Daarnaast staat zij in voor de goedkering van release kandidaten waarbij zij zich niet 
alleen baseert de bijgevoegde testresultaten en testcoverage-rapporten maar ook uitgaat 
van de resultaten van  risico analyse die nagaat welke impact een verandering in de 
huidige release kandidaat kan hebben. 
 2 De nood aan een duidelijke definitie van het proces 
en de methodologie 
 
   
 
26
 De “test architect” is verantwoordelijk voor het verzamelen van specificaties voor de 
testsoftware, de analyse van het systeem dat het onderwerp is van het testen en  het 
globaal architecturaal ontwerp van de projectspecifieke testsoftware.  
 De “test developer” is verantwoordelijk voor het gedetailleerde ontwerp, de  
implementatie en het testen van de testsoftware specifiek voor het project. Hij ontwikkelt 
de concrete testsuite en gebruikt de specificaties en globaal ontwerp van de testarchitect 
als uitgangspunt. 
 De “unit and integration tester”  is verantwoordelijk voor de operationele activiteiten 
horende bij unit-, integratie- and componenttesten. Dit betekent dat hij instaat voor het 
voorbereiden en uitvoeren van de testen en het bijhouden van de opgeleverde resultaten. 
2.3.2.4 Fasen in het unit-, component- en integratietestproces 
Het beschreven proces bestaat uit globaal uit drie fasen. Typisch worden deze opeenvolgende 
fasen doorlopen parallel aan de opeenvolgende activiteiten specificatie, ontwerp en 
implementatie binnen een enkele iteratie van het RUP-proces. 
Tijdens de eerste fase "Testharness Definition" wordt de unit-, component- en 
integratieteststrategie bepaald en vastgelegd hoe dit zich vertaalt naar de specificaties en 
architectuur van de nodige testsoftware. Tijdens de daaropvolgende fase “Test Harness 
Development” wordt de tijd besteed aan het ontwikkelen en het testen van de testsoftware. 
De laatste fase “Test Harness Exploitation” worden enerzijds het testen met behulp van de 
testsoftware uitgevoerd en geëvalueerd en anderzijds uitbreidingen en bijstellingen voorzien 









STAF II - Unit,Component and 
Integration Test Workflow - 
Global 
Author : Jan Simons
Created : 2002/04/18







Test software development Software Development
[ Extension of Test Harness is  Needed ]
 
Figuur 2-13: het unit-, component- en integratietestprocesDe “Test Harness Definition” fase 
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Tijdens de eerste fase “Test Harness Definition” stelt de testarchitect op basis van  de 
softwarearchitectuur en de use-case realisaties een testcasemodel en een globale architectuur 
van de nodige testsoftware op.  
Design the interface(s) & Specify 
behaviour
STAF II - Unit,Component and Integration 
Test Workflow - Test Harness Definition 
Phase
Author : Jan Simons
Created : 2002/04/18
Updated : 2002/11/01








End of Test Harness Definition 
Phase
software architecture : 
Softwar e Archi tecture
Test Case Model : 
Test-Case Model
use case realization x : 
Use Case Realization
Result of the RDE 








 : Test Architect : Developer
 
Figuur 2-14: “Test Harness Definition”-fase 
De softwarearchitectuur geeft de testarchitect inzicht in de structuur van de applicatie onder 
evaluatie. Zij toont een opdeling in packages en subsystemen die via interfaces met mekaar 
communiceren. De use-case-realisaties geven aan hoe use-cases van de applicatie worden 
geïmplementeerd door middel van de elementen uit de architectuur. Het geeft aan hoe de 
verschillende componenten worden gebruikt. Naast de softwarearchitectuur en de use-case 
realisaties moeten de interfacebeschrijvingen van componenten de testarchitect de nodige 
informatie leveren om testcases met bijbehorende scenariobeschrijvingen in het 
testcasemodel vast te leggen. De beschrijving van het scenario horende bij een testcase wordt 
vastgelegd door middel van activity-diagrammen in het testcasemodel. Een testcase wordt 
hierbij gedefinieerd als een set van invoerdata, uitvoeringscondities en verwachte resultaten 
met als doel een specifiek aspect van een te  testen item te evalueren. De relatie tussen 
testcases en de subsystemen onder evaluatie worden eveneens vastgelegd in het 
testcasemodel. 
<NewUnitTestCaseName> <Interface of component 3 under test>
(from <Software Under Test>)
<<test>>
This diagram shows the Unit Test 
Case and the class, component or 
interface under test and the test 
dependency between them.
In a real model this 
interface is located in the 
design model of the 
software under test.
A unit test case is a form 
of a collaboration 
specifying how a set of 
cooperating test 
components interacting 
with a single unit (class, 
component) under test to 
realize a test objective.
 
Figuur 2-15: relatie tussen een unit-testcase en een interface onder test 
Nemen we als voorbeeld een softwaresysteem dat de volgende drie use-cases moet realiseren:  
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 De registratie van voertuigen 
 De registratie van bezoeken aan een tankststation voor een specifiek voertuig 
 De creatie van een rapport die de actuele stand van de gereden  kilometers, het  
brandstofverbruik en de bijhorende kosten weergeeft.  
In de volgende twee UML diagramma’s zijn een use-case model en een eenvoudige 
architectuur beschreven. 
Use Cases - Staf2 Samples
Auto Mileage Log System




(f rom Simple Auto Mileage Lo...)
Register Fueling Station Visit 
(from Register Fueli ng Station Vi sit )
Register Vehicle
(from Register Vehicle)
Get Mileage Statistics Report
(from Get Mi leage Statistics Report)
Auto Mileage Log 
Administrator
(f rom Simple Auto Mileage Lo.. .)
 
Figuur 2-16: globaal use-case model van de voorbeeldapplicatie 





(from  Auto Mileage Log UI)





(from  Auto Mileage Log Businiss  Log ic)
Auto Mileage Data Store
<<layer>>
IMileageReport
(f rom St af 2. Samples. Aut oMileageLog.Bus ines sLogic)
IAutoMileageLogManager
(f rom Staf 2.Samples.AutoMileageLog.BusinessLogic)
Use Cases - Staf2 Samples
Simple Auto Mileage Log System
Architecture




Figuur 2-17: architectuur van de voorbeeldapplicatie 
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Het is na het vastleggen van de specificaties en de eerste versie van de architectuur dat we 
kunnen starten met na te denken over unit-, component- en integratietesten. Zoals eerder 
aangegeven zullen de  processen van gedetailleerd ontwerp, implementatie en 
testontwikkeling en –uitvoering nu parallel aan elkaar verlopen. De architectuur geeft aan dat 
de businesslogica component een essentieel onderdeel is en een belangrijk onderwerp van 
unit-, component en integratietesten is. Vooraleer dat we testen voor de component kunnen 


















Figuur 2-18: beschrijving van de interface van de te testen component 
Twee interfaces worden beschreven:  
 De IAutoMileageLogManager interface die toelaat voertuigen en bezoeken aan 
benzinestation te registreren en rapporten op te  vragen 
 De IMileageReport interface te gebruiken om alle detail van een rapport op te 
vragen.  
Het biedt reeds voldoende informatie om reeks testcases te definieren zoals in onderstaande 
figuur.     
STAF II Samples : Simple Auto Mileage Log
Functional Tes t Cases
Author : Jan Simons
Created : 2002/10/28
Updated : 2002/10/30
This diagram shows the relationship between part of package under test and the defined functional test cases
Test Vehicle Registration
<<test-case>>
(from Test Vehicle Registration)
Test Add Fueling Station Visit
<<test-case>>
(from Test Register Fueling Station Visit)
Test No Visit Mileage Report
<<test-case>>
(from Test No Visit Mileage Report)Test Single Visit Mileage Report
<<test-case>>
(from Test Single Visit Mileage Report)
Test Multiple Visit Mileage Report
<<test-case>>
(from Test Multiple Visit Mileage Report)
IAutoMileageLogManager
(f rom Staf 2.Samples.AutoMileageLog.BusinessLogic)
<<Interface>>
IMileageReport










Figuur 2-19: overzicht van de functionele testcases en het verband met de interfaces onder evaluatie  
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De concrete specificatie van een testcase leggen we hierbij vast d.m.v. UML activity-
diagramma’s. Onderstaande figuur toont een voorbeeld van een dergelijke  specificatie. 
 
Start
Create a new vehicle
<<test action>>
Succes Failed





STAF II Samples : SimpleAutoMileageLog
Author : Jan Simons
Created : 2002/10/28
Updated : 2002/11/04




Figuur 2-20: voorbeeld van een testcase-specificatie d.m.v. een UML activity diagram 
In het testontwerpmodel legt de testarchitect tenslotte ook de architectuur vast specifiek voor 
testsoftware.  
<Project> Test Automation Framework
<<layer>>
(from Test Architecture)






This diagram is just produced for 




(from Test Archi tecture)
The diagram is an example of a 
software test automation architecture. 
For small  projects the <Project> Test 
Automation Framew ork can be 
optional . For projects tha t are part of a 
family of products ,  i t may be advisable 
to consider an extra layer "<Product 
Family>Test Automation Framework 
between the <Project> Test Automation 
Framew ork and STAF.
The software to be tested. This 
package can be deleted from the 
template when you use this sub 
model in a real project. The 
reference to this package should be 
replaced by references to packages 
of the design-model.
 
Figuur 2-21: template voor een "test harness"-architectuur 
Op basis van een eerste set van testcases van het voorbeeld kunnen we vastleggen  hoe we de 
testsoftware zullen organiseren en beschrijven dit door middel van de testsoftware-
architectuur. In het voorbeeld onderscheiden we een package 
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SimpleAutoMileageLog.BusinessLogic.Tests die de testen bevat voor de component en een 
package SimpleAutoMileageLog.TestFramework waar we herbruikbare testservices voor 
de hele applicatie groeperen. Hierbij kan bijvoorbeeld van NUnit 2.0 als 
testraamwerk(Newkirk e.a.,2002) gebruik worden gemaakt.   
Software Test Automation Framework
<<layer>>
Simple Auto Mileage Log Test Harness
<<layer>>
Simple Auto Mileage Log Application
(from Samples)
STAF II Samples : Simple Auto Mi leage Log






(from Software Test Automation Framework)
SimpleAutoMileageLog.BusinessLogic.Tests
<<subsystem>>




(from Simple Auto Mileage Log Test Harness)
+  SimpleAutoMileageLogAssertion
 
Figuur 2-22: voorbeeld van een concrete testsoftware architectuur 
2.3.2.6 De “Test Harness Design” fase 
Tijdens de  “Test Harness design” fase werken de ontwikkelaar en de testontwikkelaar 
parallel aan hun software. De testontwikkelaar werkt een gedetailleerd ontwerp uit 
vertrekkende van de testsoftware op basis van de testsoftware-architectuur en het 
testcasemodel. Daarna gaat hij over tot een implementatie waarbij hij initieel gebruik maakt 
van “stub”-implementaties van de te testen klassen en componenten. Dit laat de 
testontwikkelaar toe zijn testsoftware los van een  concrete productieimplementatie te 
testen(!). Immers ook testsoftware op zich moet geverifieerd worden. 
STAF II - Unit,Component and 
Integration Test Workflow - Tes 
Harness development Phase 

















project specific test 
software : Test Harness
internal release : 
Software Component
verified test software : 
Test Harness
project test harness design : 
Test Harness Design




test harness architecture : 
Software Architecture
 test case model : 
Test Case Model
 : Test Developer : Developer
 
Figuur 2-23: “Test Harness Design” fase 
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Net zoals bij gewone software maken we gebruik van UML om de realisatie van een testcase 
te ontwerpen. Onderstaande figuren tonen respectievelijk het ontwerp van de opeenvolging 
van boodschappen en de deelnemende klassen nodig om de testcase “Test Register new 
















STAF II Samples : Simple Auto Mileage Log
Test-case realization - Test Vehicle Registration
Author : Jan Simons
Created : 2002/11/05
Updated : 2002/11/05





































7: collection of numberplates
3: logmanager
8: AssertExistenceVehicle(expectedNumberPlate, actualNumberPlates)
9: [Assertion Failed] NUnit.Framework.AssertionException
STAF II Samples : Simple Auto Mileage Log
Test-case realization - Test Vehicle Registration




Figuur 2-25: flow of events van een concrete testcase-realisatie 
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2.3.2.7 De “Test Harness Exploitation” fase 
Na een integratie van de testsoftware met een reële release van de te testen klassen, 
componenten en subsystemen door de testontwikkelaar kan overgegaan worden tot het 
effectief testen door de unit-en/of integratietester. De vergaarde testresultaten worden hierbij 
gebruikt om rapporten op te stellen. Zowel de gevonden defecten (bug report) en het 
overzicht van resultaten als de afdekkinggraad van de testen vinden hierin hun neerslag. Op 
basis van deze rapporten zal initieel de ontwikkelaar zelf bepalen of kwaliteit en de 
afdekkinggraad van de testen voldoende is of dat er nog aanpassingen dienen te gebeuren. 
Een te lage afdekkinggraad zal aanleiding geven tot een uitbreiding van de testsoftware. Een 
onvoldoende kwaliteit zal de ontwikkelaar dwingen zijn component, subsysteem of klassen 
aan te passen en verbeteringen aan te brengen. Indien ontwikkelaar oordeelt dat zowel de 
afdekkinggraad als de kwaliteit voldoende is zal hij zijn component als kandidaat voor 
release voorleggen aan de Quality Control Board. Zij staat in voor de goedkering van release 
kandidaten waarbij zij zich niet alleen baseert de bijgevoegde testresultaten en testcoverage-
rapporten maar ook uitgaat van de resultaten van  risico analyse die nagaat welke impact een 
verandering in the huidige release kandidaat kan hebben. In de praktijk kan een Quality 
Control Board bijvoorbeeld bestaan uit de projectleider en de softwarearchitect. 
 
STAF II - Unit,Component and 
Integration Test Workflow 











































Coverage Release  ?[ YES ]
[ NO ]
internal release : Software 
Component
raw test data : 
Test Result
test report : Test 
Result Report
bug report : Bug Report
release candidate : Software 
Component
coverage report : Test 
Coverage Report
release : Software 
Component
release quality report : Quality 
Report
verified test software 
: Test Harness
 : Quality Control Board : Unit & Integration Tester : Test Developer : Developer
 
Figuur 2-26: “Test Harness Exploitation” - fase 
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2.3.3 Uitgevoerde metingen 
In deze paragraaf zijn een aantal projecten uit het Research en Development Equipement 
departement van AGFA HealthCare Imaging onder loep genomen vanuit het standpunt van 
unit-, component- en integratietesten. We vergelijken hierbij de productiviteit van 
(test)softwareontwikkelaars bij oudere projecten waarbij gebruik is gemaakt van AGFA’s 1ste 
generatie raamwerk STAF I met de productiviteit gemeten tijdens recente projecten waarbij 
de benadering voorgesteld in vorige paragrafen werd toegepast. We hanteren hier het 
uitgangspunt dat productiviteit in hoge mate wordt bepaald door de complexiteit van 
ontwikkeling van testsoftware. We gebruiken het aantal dagen nodig om een testcase te 
ontwikkelen door een enkele ontwikkelaar als maat voor productiviteit.  
2.3.3.1 Zonder workflow en  testraamwerk – het COMPAS project 
In dit project werd serversoftware  voor het beheer, acquisitie en bewerking van radiologische 
beelden ontwikkeld op Windows NT 4.0 warbij gebruik gemaakt werd van Visual C++ 6.0 
als ontwikkelomgeving  en COM als componenttechnologie. Onderstaande metrieken 
betreffen de periode tussen juli 1998 en mei 2002.  Gedurende  deze periode werkten 
ongeveer een vijftal ontwikkelaars fulltime aan dit project. Twee onafhankelijke 
testontwikkelaars starten in het najaar van 1998 na de release van een eerste alfa-versie met 
ontwikkeling van automatische testomgeving met behulp van Visual Basic 6 (Microsoft) en 
Visual C++ 6(Microsoft) voor het black-box testen van de COM-interfaces van de server. 
Geen formeel unit-, component- en integratietestprocess met ondersteunend raamwerk was 
bij de aanvang beschikbaar. AGFA’s eerste generatie testautomatiseringsraamwerk is parallel 
gegroeid tijdens dit project. 
Datum Testcases dagen per testcase per ontwikkelaar 
1/01/1999 start testsofwareontwikkeling 
2/02/2001 125 9.2 
8/06/2001 153 8.7 
16/05/2002 401 4.6 
Tabel 2-1: metrieken project zonder workflow en initieel raamwerk  
2.3.3.2 Zonder expliciete workflow maar met testraamwerk – het CRIPTE project 
In dit tweede project werd testsoftware voor het black-box testen van COM-componenten 
voor beeldverwerking geschreven met behulp Visual J++ 6.0(Microsoft) door een enkele 
onafhankelijke testontwikkelaar. Focus lag hierbij op het testen van stress- en 
multithreadingaspecten. Ook hier was geen formeel unit-, component- en integratietestproces 
beschikbaar maar werd wel het Rational Unified Process als leidraad gebruikt bij 
ontwikkeling van testsoftware. Er waren 103 mandagen nodig om de 36 klassen en 12 
interfaces van de testsoftware te ontwikkelen. Het gehele testsoftwareproject omvatte 5192 
lijnen code. Het aantal lijnen productiecode is onbekend.  
Datum Testcases dagen per testcase per ontwikkelaar 
18/11/1999 start testsoftwareontwikkeling 
4/08/2000 18 5.7 
Tabel 2-2: metrieken project zonder workflow maar met een raamwerk  
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2.3.3.3 Vier verschillende projecten met expliciete test workflow en ondersteunend raamwerk  
2.3.3.3.1 Ontwikkeling van een prototype van het tweede generatieraamwerk – het STAF II prototype 
Bij de ontwikkeling van een .Net prototype van het tweede generatieraamwerk werd 
testsoftware en de testen software zelf door dezelfde persoon in C# parallel ontwikkeld in 27 
mandagen. Als workflow werd gebruik gemaakt van een (minder extreme vorm van) van de 
extreme programming benadering. De interfaces van de componenten werden op voorhand 
ontworpen met behulp van UML. Bijstaande figuur toont hoe in vier korte iteraties een 
prototype met logging en configuratiefaciliteiten als uitbreiding van het testraamwerk NUnit 
1.11(NUnit) werd gebouwd. Dit testraamwerk werd ook gebruikt om testcases voor de 
uitbreidingen te ontwikkelen. 































Figuur 2-27: iteraties tijdens prototype-ontwikkeling 
Omvang van de uitbreiding omvatte 13 klassen en 3 interfaces samen goed voor 70 methoden 
verdeeld over 3.Net assemblies. De  testsoftware zelf hierbij omvatte 6 testklassen.  Er werd 
gebruik gemaakt van een geïntegreerde build-en testomgeving op basis van NAnt 
0.7.749(SourceForge) als buildtool.  Het geheel omvat omvat 1711 lijnen testcode en 1659 
lijnen productiecode. 
Datum Testcases dagen per testcase per ontwikkelaar 
04/05/2002 start test&productiesoftwareontwikkeling  
27/06/2002 21 0.6 
Tabel 2-3: met workflow en raamwerk 
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2.3.3.3.2 Ontwikkeling van een component voor het downloaden van software op microcontrollers – het 
IDDL project 
In het IDDL project werd een herbruikbare component ontwikkeld die software installeert op 
microcontrollers van apparatuur voor medische toepassingen zoals filmprinters, gateways en 
digitizers. 3 manmaanden werden besteed waarbij 2 ontwikkelaars en 1 projectleider actief 
waren. Omvang van de component omvatte 47 Java klassen en 408 methoden verdeeld over 7 
packages.  
Ontwikkelaars stonden zowel in voor het ontwikkelen van software zelfs als de testsoftware 
die zowel black-als white box testen omvatte. Als workflow werd de eerder beschreven unit-, 
component- en integratietestworkflow gehanteerd.  Bij het specificeren en ontwerpen is 
gebruik gemaakt van de besproken UML Test Model template. Bij het ontwikkelen van de 
testsoftware werd gebruik gemaakt van JUnit(JUnit) als testraamwerk. De uitvoering werd 
uitgevoerd met behulp van een geïntegreerde build-en testomgeving op basis van Ant 
1.5(Apache) als buildtool en Clover 0.6b(Cortex) als testcoveragetool.  Het geheel omvat 
1438 regels productiecode en 1524 regels testcode. 
Datum Testcases Black box White box dagen per testcase per ontwikkelaar 
01/07/2002 start test&productiesoftwareontwikkeling 
31/08/2002 44 19 25 0,6 
Tabel 2-4: met worklow en ondersteunend raamwerk 
  Conditional Statement Methods
Coverage 49,4 % 67,2 % 69,4 % 
Tabel 2-5: test coverage   
2.3.3.3.3 Ontwikkeling van een data device management component – het DDM project 
In een derde project werd een herbruikbare component ontwikkeld die de algemene data van 
medische randapparatuur zoals printers, digitizer en gateways beheert op een uniforme wijze. 
Het gaat hier om gegevens over de geïnstalleerde hardware, software, configuratie, 
statistieken i.v.m. met opgetreden fouten enz. 5 manmaanden werden besteed waarbij 1 
ontwikkelaar, 1 softwarearchitect en 1 projectleider actief waren. Als workflow werd de 
eerder beschreven workflow gehanteerd.  Bij het specificeren en ontwerpen is gebruik 
gemaakt van de besproken UML Test Model template. 
Omvang van de component omvatte 46 Java klassen en 596 methoden verdeeld over 5 
packages. In totaal werden 6351 regels testcode en 6851 regels productiecode geschreven. De 
softwarearchitect definieerde het high-level ontwerp van de component en vervulde eveneens 
de rol van testarchitect. De specificaties van de black-box testen van de component en de 
architectuur van de testsoftware werden door hem vastgelegd. De ontwikkelaar stond zowel 
in voor het ontwikkelen van software zelf als de testsoftware die zowel black-als white box 
testen omvatte. Bij het ontwikkelen van de testsoftware werd ook hier gebruik gemaakt van 
JUnit(JUnit) als testraamwerk. De uitvoering werd uitgevoerd met behulp van een 
geïntegreerde build-en testomgeving op basis van Ant 1.5(Apache) als buildtool en Clover 
0.6b(Cortex) als testcoveragetool.   
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Datum Testcases Black box White box dagen per testcase per ontwikkelaar 
01/06/2002 start test&productiesoftwareontwikkeling 
31/10/2002 135 20 115 0,5 
Tabel 2-6: met worklow en ondersteunend raamwerk 
  Conditional Statement Methods
Coverage 70,6 % 78,6 % 89,1 % 
Tabel 2-7: test coverage   
2.3.3.3.4 Ontwikkeling van software voor het beheer van radiologische beelden – het NGA project 
Tenslotte wordt in een vierde project software gerealiseerd voor het algemeen beheer van 
radiologische beelden met behulp van C#. Voor het ontwikkelen van testsoftware wordt 
gebruik gemaakt van NUnit 2.0(NUnit). Metingen dateren ongeveer 6 (werk)weken na 
invoering van het testraamwerk. Aan dit project werkten gedurende deze periode +/- 6 
ontwikkelaars (inclusief de software architect) en een projectleider. 
   Datum Testcases Black box White box dagen per testcase per ontwikkelaar 
18/11/2002 start testsoftwareontwikkeling 
05/01/2003 225 0 225 0,8 
Tabel 2-8: met workflow en ondersteunend raamwerk 
Op het moment van de meting waren 78 336 regels productiecode en 13 317 regels testcode 
in C# geschreven. Hierbij dient vermeld te worden dat een groot gedeelte van de  
productiecode gegenereerde code is. 
2.3.4 Algemene waarnemingen en bevindingen  
Tijdens recente projecten met expliciete workflow en ondersteunend raamwerk werden de 
volgende vaststellingen gedaan:  
 Een belangrijke in het oog springende vaststelling is dat bij de testsoftware 
ontwikkeld met workflow en ondersteunend raamwerk de hoeveelheid tijd nodig 
om een testcase te implementeren behoorlijk lager is. 
 I.v.m. granulariteit van de testcases bestaat er de indruk dat men in deze projecten 
kleinere testcases heeft gemaakt dan in de oudere projecten. Exacte cijfergegevens 
zijn echter niet beschikbaar. 
 Beschikbaarheid van testafdekkinggraad als gegeven werd als cruciaal ervaren bij 
het bijstellen en uitbreiden van de testsoftware met nieuwe testcases. 
 De integratie van het testen met de build-omgeving maakt dat fouten vaak binnen 
enkele uren of zelfs minuten worden opgelost. De “zero-tolerance”-politiek ten 
aanzien van fouten blijkt dan ook goed te werken. In de praktijk vindt men het niet 
de moeite om deze bugs te rapporteren in het bugopvolgingssysteem vanwege de 
administratieve  overlast.  
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 Ontwikkelaars getuigen dat ze expliciet streven naar een hogere testbaarheid van 
componenten omdat ze zelf expliciet verantwoordelijk zijn. 
 Als voordeel van ontwikkeling van software en testsoftware door hetzelfde team 
en/of persoon wordt de kennis van interne werking van de software ervaren. 
 Het gebruik van UML bij het modelleren van testen werd niet altijd en door 
iedereen als even gemakkelijk ervaren. Een belangrijk gegeven is echter dat voor 
de meeste ontwikkelaars binnen de gegeven organisatie het (verplicht!)gebruik 
van UML nog nieuw is.   
 De ondersteuning door tools en een testraamwerk wordt als essentieel ervaren. De 
combinatie *Unit + *Ant is hier zeer effectief gebleken. 
 Voor heel wat projecten die het nieuwe proces hanteerden blijkt een min of meer 
1:1 verhouding tussen de hoeveelheid testcode en productiecode te bestaan. Ook 
in de literatuur kunnen cijfers worden teruggevonden over de verhouding tussen 
testcode en productiecode. Peter Gassmann(Gassmann, 2001) beschrijft voor een 
Extreme Programming project van 44 929 (waarvan 13 440 gegenereerde code) 
regels productiecode in Java een testsuite van 15 254 lijnen testcode. In het werk 
van R.Binder(Binder, 1999) wordt vermeld dat voor het OS/400 project bij IBM 
van 2 000 000 lijnen C++ code 50% voor testdoeleinden waren bestemd.     
2.4 Conclusie 
Unit-, component- en integratietesten zijn cruciale activiteiten die een geplande en een 
methodologische aanpak vragen. Een overdreven bureaucratie dient echter vermeden te 
worden. De automatische ondersteuning van het proces is cruciaal. Een essentiële rol wordt 
gespeeld door het automatisch bewaken van de afdekkinggraad van de testcases. Alhoewel 
het gebruik van UML bij het modelleren in de praktijk niet steeds als even gemakkelijk 
ervaren wordt heeft ze wel degelijk een toegevoegde waarde. Zoals al eerder is gesteld moet 
testsofwareontwikkeling aanzien worden als reguliere ontwikkeling. Net zoals bij reguliere 
ontwikkeling is expliciete aandacht voor architectuur en ontwerp een belangrijke garantie 
voor de interne kwaliteit van software. UML als industriestandaard is hier dan ook niet weg 
te denken. Bovendien kan men op deze manier verbanden leggen in het ontwerp tussen 
software en de bijbehorende testsoftware.   
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3 Ontwerppatronen en generische basisimplementaties voor verschillende 
testtypes  
3.1 Inleiding 
In hoofdstuk 2 gaven we reeds aan dat naast functionele eisen ook eisen betreffende de 
betrouwbaarheid, bruikbaarheid, efficiëntie, onderhoudbaarheid en portabiliteit aanleiding  
zullen geven tot testen die deze aspecten verifiëren. Per type eis kan men in principe een type 
test onderscheiden. We verwachten dat het gebruik van testontwerppatronen en generische 
basisimplementaties voor verschillende testtypes de complexiteit van het ontwerp en de 
implementatie van concrete testcases verlaagt. Het idee is dat er onderscheid kan gemaakt 
worden tussen testcode specifiek gerelateerd aan het domein van het item onder evaluatie en 
de meer generieke testcode die afhankelijk is van het type test dat wordt uitgevoerd. In dit 
hoofdstuk zullen we nagaan in welke mate deze meer generieke code kan afgesplitst worden 
in herbruikbare stukken implementatie. Verwacht wordt dat ontwerppatronen hier een 
belangrijke rol spelen. Hierbij gaan we uit van bestaande generieke implementaties voor 
*Unit raamwerken en gaan na in welke mate zij de complexiteit van testsoftware reduceren. 
3.2 Beschikbare concepten: complexiteitsmetrieken, testtypes, *Unit en patronen  
3.2.1 Het meten van complexiteit van testsoftware 
In dit hoofdstuk hanteren we het fundamentele standpunt dat testsoftware beschouwd dient te 
worden als reguliere software. We gaan er dan ook van uit dat metrieken die de complexiteit 
weergeven van software in het algemeen ook toepasbaar zijn op testsoftware. In de 
literatuur(Fenton, 1997)worden diverse metrieken aanbevolen om de complexiteit van 
software kwantitatief vast te leggen. In de verdere bespreking van complexiteitreducerende 
maatregelen zullen we volgende metrieken hanteren: 
 Aantal lijnen testcode per test methode. 
 Cyclometrische complexiteit is in de literatuur een veel voorkomende metriek. 
McCabe definieerde in 1976 de complexiteit van een programma als volgende: C =  e 
– n + 2 waarbij e en n respectievelijk staan voor het aantal verbindingen en 
knooppunten in de controlegraaf van een programma. Een controlegraaf wordt 
vastgelegd door per conditionele uitdrukking een knooppunt vast te leggen en tussen 
twee knoopunten een verbinding te leggen wanneer een rechtstreeks pad in het 
programma tussen de twee knooppunten bestaat. Op een vereenvoudigde manier kan 
de berekening van deze metriek als volgende gebeuren: C = c + 1 met c het aantal 
condities in een programma. De metriek kan ook toegepast worden op individuele 
(test)methodes. Algemeen wordt aangenomen dat een cyclometrische complexiteit 
hoger dan 10(Binder, 1999) voor een individuele methode wijst op een slecht ontwerp 
van de methode. Wanneer je het gemiddelde neemt  van de cyclometrische 
complexiteit op methodeniveau voor een  programma en deze hoger bedraagt dan 10 
wordt ook aangenomen dat dit duidt op een algemeen te complex ontwerp. 
3.2.2 Generische teststype-implementaties in de *Unit raamwerken en uitbreidingen 
3.2.2.1 Het basispatroon voor functionele testen in de *Unit raamwerken. 
JUnit(Gamma en Beck ) en NUnit(Newkirk e.a., 2002) , respectievelijk de Java en .Net versie 
van *Unit raamwerken werden in eerste instantie ontworpen met oog op het toetsen van 
functionele deelaspecten bruikbaarheid en nauwkeurigheid van items onder evaluatie. Deze 
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raamwerken bieden een basisimplementatie voor het doorlopen van een functionele test. 
Wanneer een concrete testcase-implementatie dient te gebeuren moet de ontwikkelaar naast 
het aanbrengen  van een verwijzing naar deze basistestcase-implementatie drie methoden  
implementeren: 
 De setUp-methode dient om eventuele voorbereidende stappen nodig voor een 
testcase uit te voeren. Typische stappen zijn hier openen van nodige database-en/of 
netwerkconnecties, het starten van processen, het instantiëren van nodige objecten 
enz.  
 De runTest –methode dient om de effectieve implementatie van een individuele 
testcase vast te leggen.  
 De tearDown-methode dient om eventueel een aantal afsluitende stappen uit te 
voeren. Typisch worden hier open database-en netwerkconnecties gesloten,  
processen beeindigd, object vernietigd e.d. 
De basistestcase-implementaties in de *Unit-raamwerken bevatten een basisalgoritme dat 
wordt uitgevoerd bij elk testcase. Het is een typisch voorbeeld van een toepassing van het 
“template-method” ontwerppatroon(Gamma en Beck,Gamma e.a., 1998). 
 : TestCase  : TestResult : Project Test 










Figuur 3-1: volgordediagram van de Run-template method in *Unit 
In het bovenstaande volgordediagram is dit basisalgoritme weergegeven. Na het opzetten van 
een verbinding met een TestResult object die als collector optreedt van waargenomen 
testresultaten wordt de volgorde setUp – runTest – tearDown doorlopen. Bij het waarnemen 
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van fouten worden berichten verstuurd met foutinformatie. De volledige afloop van het 
algoritme wordt hierbij steeds gegarandeerd. 
Concreet dient een gebruiker van JUnit een testcase te implementeren  door af te leiden van 
de klasse junit.framework.TestCase. In de oudere versies van NUnit (1.X) werd op 
identieke wijze geërfd van NUnit.Framework.TestCase. Het zijn deze klassen die het 
beschreven basisalgoritme implementeren. Onderstaande listing toont een JUnit-gebaseerde 
testklasse met de methoden setUp en tearDown. In de praktijk is in het in JUnit  voldoende 
een runTest-methode te laten beginnen met het prefix test.  
















Listing 3-1: een JUnit gebaseerde testklasse(Java)  
In de .Net versie dient een gebruiker sinds NUnit 2.0 gebruik te maken van .Net attributen om 
zijn testklasse en testmethoden te karakteriseren. .Net attributen zijn klassen die toelaten om 
aan methoden en klassen metadata toe te kennen. De testklasse zelf wordt gemarkeerd met 
het attribuut [TestFixture]. De setUp, runTest en tearDown-methoden mogen een 






















Listing 3-2: een NUnit 2.0 gebaseerde testklasse(C#) 
3.2.2.2 Standaard JUnit  uitbreidingen voor niet functionele testen 
In de huidige beschikbare versie, JUnit 3.8.1. zijn een aantal uitbreidingen voorzien die ook 
toelaten om andere dan functionele aspecten te testen: 
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 junit.extensions.ActiveTestSuite : Deze klasse is afgeleid van de 
junit.framework.TestSuite  en vervangt de standaard sequentiële wijze uitvoering 
van een groep van testcases door een  parallelle uitvoering ervan. Een object van het 
type ActiveTestSuite  voert de testcases in parallel uit waarbij voor elke testcase een 
aparte thread wordt gebruikt.  
 junit.extensions.ExceptionTestCase : Deze klasse is afgeleid van 
junit.framework.Testcase en heeft als doel een basisimplementatie te bieden waarbij 
men kan nagaan of in een welbepaalde situatie een verwachte exceptie van het juiste 
type wordt gelanceerd. De standaard template methode run die een algemene 
basisimplementatie voorziet voor testen is overschreven door een meer specifieke 
template method run die het optreden van de verwachte exceptie niet als fout aanziet. 
Bij het ontbreken van het optreden van de verwachte exceptie zal de test wel falen.  
 junit.extensions.RepeatedTestCase: Deze klasse afgeleid van  
junit.Framework.TestDecorator en laat toe op een eenvoudige manier functionele 
testcases te hergebruiken voor stresstesten. Op eenvoudige manier kan worden 
aangegeven hoeveel maal na elkaar de testcase moeten worden uitgevoerd. 
TestSuite
(f rom f ramework)
TestCase








(f rom extens ions)
Test
(f rom f ramework)
<<Interface>> #fTest
 
Figuur 3-2: standaard JUnit extensies 
3.2.2.3 JUnitPerf 
JUnitPerf(Clark, 2001-2002) is een uitbreiding van het JUnit framework die de mogelijkheid 
biedt om bijkomende aspecten van kwaliteit van een item onder evaluatie na te gaan : 
 com.clarkware.junitperf.LoadTest: deze klasse is geïmplementeerd als Decorator 
en laat toe een functionele testimplementatie te hergebruiken voor loadtesten. De 
bedoeling is om de mogelijkheid te bieden het multi-user gebruik van een object 
onder evaluatie te simuleren. Met behulp van deze klasse kan men het aantal 
gebruikers, het aantal iteraties en eventueel ook een tijdslimiet vastleggen.  
 com.clarkware.junitperf.TimedTest: deze klasse is eveneens afgeleid van 
junit.framework.TestDecorator en is bedoeld om op eenvoudige manier functionele 
testcases te hergebruiken voor performantietesten. Met behulp van deze klasse wordt 
voor  een functionele testcase vastlegd welke de bijbehorende tijdslimiet is 
waarbinnen de test moet zijn afgelopen. 
 com.clarkware.junitperf.ThreadTest: deze klasse laat toe om een functionele 
testcase in een aparte thread te laten lopen. 
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Figuur 3-3: JUnitPerf extensies 
3.2.2.4 Uitbreidingen voor NUnit 
De huidige versie 2.0 van het  NUnit framework, de .Net versie van *Unit raamwerk werd 
eveneens in eerste instantie ontworpen met oog op het toetsen van functionele deelaspecten 
bruikbaarheid en nauwkeurigheid van items onder test.  Vandaag is in deze versie enkel een 
generische implementatie voor het testen van excepties aanwezig. 
3.2.3 De JUnit extensies en ontwerppatronen 
3.2.3.1 Test Decorator: een toepassing van het “Decorator” Patroon  
Het decorator patroon(Gamma e.a., 1998) is bedoeld om bijkomende verantwoordelijkheden 
aan een object dynamisch toe te voegen. Decorators zijn een flexibel alternatief voor 
overerving om functionaliteit uit te breiden.  
 
 
Figuur 3-4: Decorator Patroon (Gamma e.a, 1998) 
De Test Decorators  breiden de functionaliteit van de junit.framework.Test afgeleide 
klassen uit met test functionaliteit specifiek voor een bepaald kwaliteitsaspect. In dit geheel 
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speelt junit.framework.Test de rol van component. De rol van concrete componenten wordt 
o.a. door junit.framework.TestCase en junit.framework.TestSuite ingevuld. De rol van 
Decorator wordt gespeeld door junit.extensions.TestDecorator die ondere andere 
geconcretiseerd worden door junit.extensions.RepeatedTest en 
com.clarkware.junitperf.TimedTest. De rol van de operatie wordt waargenomen door de 
run(junit.framework.TestResult) methode die in elk van deze klassen en interfaces is terug 
te vinden. De decorators breiden de standaard implementatie van junit.framework.TestCase 
en junit.framework.TestSuite met extras nodig om een  specifiek kwaliteitsaspect te testen. 
3.2.3.2 Toepassingen het “Template method” Patroon  
Dit Template method patroon(Gamma e.a.,1998) is bedoeld  om het skelet van een algoritme 
van een bepaalde operatie vast te leggen waarbij de implementatie van bepaalde stappen 
wordt uitgesteld tot bij de concrete subklassen.  
 
 
Figuur 3-5: “template method” patroon (Gamma e.a, 1998) 
In het JUnit raamwerk spelen de klassen junit.framework.TestCase en 
junit.extensions.ExceptionTestCase de rol van een basisklasse waarbij ze een 
standaardalgoritme voor functionele testuitvoering en testuitvoering van verwachte excepties 
vast leggen. De concrete klassen zijn de concrete testfixture klassen uit een specifieke test 
suite. De primitieve operaties zijn de methoden die de concrete testcases uitvoeren.   
3.3 Experimenteel onderzoek 
In de nu volgende paragrafen worden een aantal experimenten beschreven die werden 
uitgevoerd met de *Unit-raamwerken om na te gaan  in welke mate generische 
implementaties bijdragen tot de reductie van de complexiteit.  
In een eerste reeks experimenten is nagegaan in welke mate de huidige verschillende 
beschikbare generische implementaties in Java de complexiteit verlagen. Vervolgens is in een 
tweede reeks experimenten met NUnit een aantal eigen ontwikkelde generische 
implementaties in C# gebruikt. Bij het ontwerp en implementatie ervan is het C# delegate-
mechanisme en het  “template method” ontwerppatroon systematisch toegepast. Tenslotte 
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wordt een voorstel geformuleerd om NUnit 2.0 uit te breiden met een aantal extra .Net 
attributen.  
We gebruiken hierbij de cyclometrische complexiteit en het aantal lijnen code als maat voor 
de complexiteit van een testcase-implementatie. Tijdens het experimenteel onderzoek met 
JUnit werd gebruik gemaakt van het programma JavaNCSS (Lemmens, 1997-2002) voor het 
vaststellen  van deze metrieken in Java en van C# Refactory(Xtreme Simplicity, 2002-2003) 
en DotEasy(Berton, 2002) voor de C# voorbeelden. We bouwen hierbij verder op het 
voorbeeld dat we gehanteerd hebben in hoofdstuk 2. 
3.3.1 Reductie van complexiteit door generische testtype-implementaties in JUnit en JUnitPerf  
3.3.1.1 Het testen van verwachte excepties 
Wanneer we gebruik maken van de standaard testcase-implementatie in JUnit bij het nagaan 
of de registratie van een benzinestationbezoek voor een niet geregistreerd voertuig al dan niet 
aanleiding geeft tot de verwachte exceptie  UnRegisteredVehicleException hebben we een 
volgende implementatie nodig: 
















double fuel = 2.0;
double cost = 1.87 * 2.0;













Listing 3-3: testcode voor de “Test add fueling station visit for unregistered vehicle” testcase 
Deze testcase-implementatie testAddFuelingStationVisitForUnregisteredVehicle telt 10 
lijnen code en heeft een cyclometrische complexiteit gelijk aan 3. 
Maken we gebruik van junit.extensions.ExceptionTestCase als basisklasse dan kunnen we 
de implementatie van testAddFuelingStationVisitForUnregisteredVehicle als volgende 
vereenvoudigen : 
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double fuel = 2.0;
double cost = 1.87 * 2.0;





Listing 3-4: vereenvoudigde testcode voor de “Test add fueling station visit for unregistered vehicle” 
testcase 
Het aantal lijnen code en de cyclometrische complexiteit zijn hierbij gedaald  tot 
respectievelijk 6 en 1. 
3.3.1.2 Strestesten 
Wanneer we gebruik maken van de standaard faciliteiten in JUnit om een testcase te 
implementeren die nagaat of de registratie van een groot aantal voertuigen al dan niet 
aanleiding geeft tot de problemen kunnen we dit doen door middel van een volgende 
implementatie: 
 
public class TestAutoMileageLog extends TestCase
{
...






for (int i= 0; i < 1000;i++)
{
String numberplate = "LYX-" + i;
_managerUnderTest.registerVehicle(numberplate);
List vehicles = _managerUnderTest.getRegisteredVehicles();
this.assertNotNull("There is no list of vehicles returned",vehicles);
boolean vehicleExists = vehicles.contains(numberplate);







Listing 3-5: testcode voor 1000 registraties van voertuigen 
Door gebruik te maken van de RepeatedTest testdecorator kunnen we in de implementatie  
van testRepeteadVehicleRegistration de for lus verwijderen en de cyclometrische 
complexiteit van 2 verlagen  tot 1. Ook het aantal lijnen code kan van 8 tot 7 worden 
teruggebracht. 
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public class TestAutoMileageLogNonFunctionalAspects extends TestCase
{
private IAutoMileageLogManager _managerUnderTest;
private static int _counter;
…
public static Test suite()
{







String numberplate = "LYX-" + (_counter++);
_managerUnderTest.registerVehicle(numberplate);
List vehicles = _managerUnderTest.getRegisteredVehicles();
this.assertNotNull("There is no list of vehicles returned",vehicles);
boolean vehicleExists = vehicles.contains(numberplate);




Listing 3-6: vereenvoduigde testcode voor 1000 registraties van voertuigen 
Een neveneffect is wel dat we meer lijnen code moeten besteden om de suite methode die de 
testcases publiek stelt te implementeren vermits we nu expliciet  moeten aangeven dat we 
deze test meerdere malen willen herhalen. 
3.3.1.3 Testen van het multithreadingsaspect 
Wanneer we meerdere gebruikers tegelijkertijd willen simuleren die elk in een eigen thread 
een voertuig willen laten registreren kunnen we dit met de standaard faciliteiten van JUnit op 
een volgende wijze oplossen: 
public void testMultiUserVehicleRegistration()
{ ThreadGroup users;
users = new ThreadGroup(Thread.currentThread().getThreadGroup(),"users");
for (int i= 0; i < 10;i++)
{ Thread singleUser = new Thread(users,"user" + i)
{ public void run()
{ System.out.println("user starts registration :" + this.getName());
String numberplate = "LYX-" + (TestAutoMileageLog.users++);
_managerUnderTest = new AutoMileageLogManager();
_managerUnderTest.registerVehicle(numberplate);
List vehicles = _managerUnderTest.getRegisteredVehicles();
TestCase.assertNotNull("There is no list of vehicles”,vehicles);
boolean vehicleExists = vehicles.contains(numberplate);
TestCase.assertTrue("Vehicle with number plate " + numberplate + "
doesn't exists.",vehicleExists);















Listing 3-7: testcode voor de gelijktijdige registratie van 10 voertuigen  
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Deze implementatie in een enkele testmethode heeft cyclometrische complexiteit gelijk aan 4 
en telt 20 lijnen code. Maken we gebruik van de ActiveTestSuite klasse dan kunnen we deze 
verlagen. We hergebruiken  de basisimplementatie van een enkele voertuigregistratie die we 
reeds eerdere bij de RepeatedTest hebben gehanteerd. De cyclometrische complexiteit van 
deze implementatie is 1 en het aantal lijnen code is gedaald naar 8. De suite methode echter 
is in complexiteit verhoogd. Zowel het aantal lijnen code is met 3 toegenomen en ook 
cyclometrische complexiteit is van 1 naar 2 gestegen. Gemiddeld hebben we echter een 
minder aantal lijnen code en een lagere cyclometrische complexiteit.  
public class TestAutoMileageLogNonFunctionalAspects extends TestCase
{
private IAutoMileageLogManager _managerUnderTest;
private static int _counter;
…
public static Test suite()
{
TestSuite suite = new TestSuite(TestAutoMileageLog.class.getName());
suite.addTest(new RepeatedTest(
new TestAutoMileageLogNonFunctionalAspects("testSingleVehicleRegistration"), 1000));
ActiveTestSuite multiUserVehicleRegistrationTestSuite = new
ActiveTestSuite("testMultiUserVehicleRegistration");










String numberplate = "LYX-" + (_counter++);
_managerUnderTest.registerVehicle(numberplate);
List vehicles = _managerUnderTest.getRegisteredVehicles();
this.assertNotNull("There is no list of vehicles returned",vehicles);
boolean vehicleExists = vehicles.contains(numberplate);




Listing 3-8: vereenvoudigde testcode voor de gelijktijdige registratie van 10 voertuigen  
3.3.2 Invloed op de complexiteit van testcode door gebruik van JUnitPerf extensies 
Stel dat voor een enkelvoudige registratie van een voertuig is bepaald dat deze operatie niet 
langer dan 10 seconden mag gebeuren. Gebruiken we standaard faciliteiten vervat in JUnit 
dan kunnen we een testcase op volgende wijze implementeren: 




long maxElapsedTime = 10;
long beginTime = System.currentTimeMillis();
String numberplate = "LYX-307";
_managerUnderTest.registerVehicle(numberplate);
List vehicles = _managerUnderTest.getRegisteredVehicles();
this.assertNotNull("There is no list of vehicles returned",vehicles);//NEW
boolean vehicleExists = vehicles.contains(numberplate);
this.assertTrue("Vehicle with number plate " + numberplate + " doesn't
exists.",vehicleExists);
long endTime = System.currentTimeMillis();
if (endTime - beginTime > maxElapsedTime)
{
this.fail("Time constraint of " + maxElapsedTime + " ms exceeded." );
}
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public static Test suite()
{






Listing 3-9: testcode voor het testen van de snelheid van registratie 
De implementatie van de testcasemethode heeft een cyclometrische complexiteit van 2 en 
bedraagt nu 12 lijnen code. Maken we gebruik van de TimedTest testdecorator van de 
JUnitPerf extensie dan kunnen we de implementatie op volgende wijze vereenvoudigen:   




String numberplate = "LYX-307";
_managerUnderTest.registerVehicle(numberplate);
List vehicles = _managerUnderTest.getRegisteredVehicles();
this.assertNotNull("There is no list of vehicles returned",vehicles);
boolean vehicleExists = vehicles.contains(numberplate);
this.assertTrue("Vehicle with number plate " + numberplate + " doesn't
exists.",vehicleExists);
}
public static Test suite()
{






Listing 3-10: vereenvoudigde testcode voor het testen van de snelheid van registratie 
Merk op dat de implementatie van testTimingVehicleRegistration is vervangen door 
testSingeleVehicleRegistration. Het feit dat het gaat om een tijdigheidstest wordt vastgelegd in de 
suite methode die de test publiceert. De cyclometrische complexiteit is nu gedaald tot 1 en het 
aantal lijnen code is gedaald van 12 naar 8. 
Door het principe van testdecorator toe te passen wordt het basis testscenario losgekoppeld 
van de generische testtype-implementatie. De implementatie van dit basisscenario kan nu 
hergebruikt worden om andere aspecten te testen. We definiëren nu een bijkomende loadtest 
die voor 10 gebruikers gelijktijdig 1000 opeenvolgende registraties per gebruiker  simuleert. 
Slechts 1 lijn code volstaat om dit aan de suite methode te voegen.  
public static Test suite()
{







Listing 3-11: testsuite aangevuld met een loadtest 
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3.3.3 Complexiteitreducerende maatregelen met NUnit 
3.3.3.1 Het gecombineerd gebruik van delegates en het “template method” patroon in  C#. 
De volgende abstracte klasse Agfa.HealthCare.Staf2.BasePerformanceTest bevat drie 
generische implementaties voor performantie, multi-user en strestesten gebruik makend van 








public delegate void TestScenarioMethod();
abstract public class BasePerformanceTest
{
private TestScenarioMethod _actualTestScenario;
private Hashtable _failures ;
public void AssertTiming(int maxElapsedTime,TestScenarioMethod
executeTestScenario)
{
DateTime startTime = DateTime.Now;
executeTestScenario();
DateTime stopTime = DateTime.Now;
TimeSpan elapsedTime = stopTime - startTime;
if (elapsedTime.Milliseconds > maxElapsedTime)
{
StringBuilder errorInfoBuilder = new StringBuilder("Time limit
exceeded :");
errorInfoBuilder.Append(elapsedTime.Milliseconds);






public void AssertRepeat(int repeat,TestScenarioMethod executeTestScenario)
{
int numberOfFailedExecutions = 0;
StringBuilder detailedErrorInfoBuilder = new StringBuilder();
StringBuilder errorInfoBuilder = new StringBuilder();















if (numberOfFailedExecutions != 0)
{
errorInfoBuilder.Append(numberOfFailedExecutions);








public void AssertLoad(int users,TestScenarioMethod executeTestScenario)
{
_failures = new Hashtable();
int failedThreadsCount = 0;
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Hashtable userThreads = new Hashtable(users);
for (int i = 0; i < users;i++)
{
_actualTestScenario = executeTestScenario;
ThreadStart testStart = new ThreadStart(executeTestThread);
Thread userThread = new Thread(testStart);


















private string GetMuliUserTestErrorInfo(Hashtable users)
{
StringBuilder errorInfoBuilder = new StringBuilder();
StringBuilder detailedErrorInfoBuilder = new StringBuilder();
errorInfoBuilder.Append(_failures.Count);




























private int activeUsersCount(Hashtable userThreads)
{











Listing 3-12: generische testtype-implemtentatie in C# 
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Onderstaande concrete klasse TestAutoMileageLogPerformance die de verschillende 
aspecten implementeert met behulp van C# en NUnit 2.0 kunnen we als volgende 
implementeren. Merk op dat geen enkele testcase-implementatie een cyclometrische 
complexiteit heeft hoger dan 1. Door voor de verschillende aspecten hetzelfde testscenario te 







public class TestAutoMileageLogPerformance : BasePerformanceTest











































Listing 3-13: C# testcode gebruik makend van de generische testtype-implementaties 
3.3.3.2 Het complexiteit reducerend potentieel van het attribuut concept in C#. 
Een belangrijk nieuw concept in .Net in het algemeen is het concept van attributen. Attributen 
op zichzelf zijn eveneens klassen en laten toe aan klassen en individuele methoden metadata 
informatie toe te kennen. In de onderstaande C# implementatie van de functionele test 
TestVehicleRegistration duidt het attribuut [Test] aan dat het hier gaat om een testcase die 
door de NUnit runtime-omgeving kan opgestart worden. Voorwaarde is wel dat de klasse 
waartoe deze methode behoort aangeduid is met het [TestFixture] attribuut.  
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IList actualVehicles = _managerUnderTest.GetRegisteredVehicles();
SimpleAutoMileageLogAssertion.AssertExistenceVehicle(_validNumberPlate,actualVehicles);
} 
Listing 3-14: het gebruik van NUnit-attributen 
In de huidige implementatie van NUnit (versie 2.0) zijn geen extra faciliteiten specifiek voor 
het testen van performantie-eisen voorzien. Stel nu dat de registratie van 1000 voertuigen  
door een cliënt binnen de seconde moet kunnen gebeuren. Met de huidige beschikbare 





int timeLimit = 100;
int numberOfRegistrations = 10000;
DateTime startTime = DateTime.Now;




DateTime stopTime = DateTime.Now;
TimeSpan elapsedTime = stopTime - startTime;
if (elapsedTime.Milliseconds > timeLimit)
{







Listing 3-15:  een NUnit gebaseerde loadtestimplementatie 
Deze implementatie telt nu 10 lijnen code. De cyclometrische  complexiteit bedraagt 3. Stel 
dat het NUnit raamwerk een attribuut MaxElapsedTime zou aanbieden die vastlegt aan de 
hand van de meegeleverde parameter hoe lang een bepaalde methode mag duren. Een 





int numberOfRegistrations = 1000;





Listing 3-16: een NUnit gebaseerde loadtestimplementatie met extra attribuut voor performantietesten 
Het aantal lijnen code is gereduceerd tot 3 en de cyclometrische complexiteit is gereduceerd 
tot 2. Hiervoor is echter als uitbreiding van het NUnit raamwerk een generische 
basisimplementatie voor een test met tijdslimiet nodig. 
Stel dat door middel van een bijkomend attribuut Repeat het mogelijk is het aantal iteraties 
op te geven dan kan de cyclometrische complexiteit en het aantal lijnen code worden 
gereduceerd tot 1. 
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Listing 3-17: een NUnit gebaseerde loadtestimplementatie met extra attribuut voor herhalingen 
3.3.4 Vastgestelde beperkingen bij het hergebruik van functionele testcase implementaties   
Het in hoofdstuk 2 beschreven experiment met het STAF II Prototype leert dat er toch 
randbemerkingen dienen gemaakt te worden ten aanzien van het gebruik van generische 
testtype-implementaties. De logcomponent gebouwd in het STAF II prototype is bijvoorbeeld 
een component met state die een bepaalde opeenvolging van operaties verwacht. Zo moet een 
logsessie expliciet geopend en gesloten worden. Er kan enkel naar een bepaalde sessie 
geschreven worden na het openen en voor het sluiten van een logsessie. Eenmaal afgesloten 
kan hij niet meer geopend worden. Bepaalde excepties ontstaan door een verkeerde 
opeenvolging van methodeaanroepen.  De generische testimplementatie gebaseerd op het 
decoratorpatroon of het gebruik van delegates die veronderstelt dat je het scenario van een 
functionele test kan hergebruiken is hier dan niet van toepassing. 
3.4 Conclusies 
Uit de experimenten blijkt dat de generische testtype-implementaties een complexiteit 
reducerend vermogen hebben. Niet alleen zorgen ze voor een globale reductie van het aantal 
regels code in een testsuite, ook de reductie van cyclometrische complexiteit van individuele 
testcase-implementaties en  de reductie van gemiddelde cyclometrische complexiteit is een 
gevolg.  
Een faciliterende rol wordt hierbij gespeeld door ontwerppatronen. Zowel voor NUnit als 
JUnit speelt het “template method” patroon een centrale rol bij generische testtype- 
implementaties. Een basisalgoritme voor een bepaalde type test kan op deze wijze netjes 
gescheiden worden van de implementatie van een specifieke testcase. Omdat JUnit een anker 
heeft voorzien door middel van de junit.extensions.Decorator-klasse is in Java het “Test 
Decorator” patroon goed toepasbaar. JUnit kan dit in tegenstelling tot NUnit omdat het 
hierbij voortbouwt op het feit dat een klasse met testcases afleidt van 
junit.framework.TestCase. 
De karakterisering van methoden en  klassen in .Net met attributen [TestFixture],  [Test] en 
andere  is een iets andere werkwijze dan bij JUnit waarbij een testcase-implementatie bij 
conventie met  het woordje test moet beginnen en moet behoren tot een klasse die afleidt   
van junit.framework.TestCase. Het zijn twee verschillende methoden om een 
testimplementatie te verbinden met de template-methoden die vervat zitten in de *Unit 
raamwerken. De taalconcepten zoals delegates en attributes zoals aanwezig in C# maken het 
echter mogelijk om dit in NUnit op een zeer compacte manier te doen. Terwijl een 
implementatie met behulp van JUnit steeds extra broncode vergt om een implementatie te 
verbinden met bepaalde generische testtypeimplementatie bezit NUnit het potentieel met 
attributen dit op een declaratieve wijze vast te leggen zonder een extra lijn code te vergen.   
 3 Ontwerppatronen en generische basisimplementaties 
voor verschillende testtypes 
 
   
 
55
De voorbeelden tonen aan dat het toepassen van expliciet ontwerp en ontwerppatronen  
cruciale activiteiten zijn bij de ontwikkeling van testsoftware. Het onderbouwt de stelling dat 
testsoftwareontwikkeling een zelfde benadering verdient als reguliere  software ontwikkeling. 
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4 Recursieve groeperingconcepten  
4.1 Inleiding  
In AGFA’s eerste generatie raamwerk worden testcases geïmplementeerd door af te leiden 
van een interface(Visual Basic versie) ITestDriver of een basisklasse(Java) TestDriver die 
net als de *Unit TestCase basisklasse  een basisimplementatie voor het verloop van een test 
voorzien. In de eerste implementaties van dit raamwerk was het enkel mogelijk om testen 
individueel op te starten en te evalueren. De metingen in hoofdstuk 2 tonen dat bij het eerste 
project waarbij componentgebaseerde testen werd toegepast na twee jaar ontwikkeling meer 
dan 100 testcases beschikbaar waren. Een fundamenteel probleem werd hierbij de individuele 
uitvoering en interpretatie van al deze testcases. Dit werd een bijzonder tijdrovende zaak. Een 
beperkt groeperingconcept is ingevoerd door testklassen configureerbaar te maken. In de 
praktijk blijkt een dergelijke geparameteriseerde testcaseimplementatie gemiddeld twee 
effectieve testcases te kunnen implementeren.  Ook is een beperkt niet-recursief mechanisme 
in STAF I voorzien dat de mogelijkheid voorziet om verschillende testcases na mekaar in 
batch uit te voeren. Om na te gaan of een batch volledig is geslaagd moeten  de testresultaten 
echter één voor één worden geanalyseerd. 
De metingen uit hoofdstuk 2 voor recentere projecten waarbij de *Unit raamwerken werden 
gebruikt tonen een veel snellere groei aan van het aantal testcases. Kleine projecten van 
enkele manmaanden kunnen algauw 100 testcases bevatten. Het gebruik van NUnit 2.0 
leverde bij de ontwikkeling van een nieuw medisch werkstation door een team van -/+ 6 
ontwikkelaars na 6 weken reeds 225 testcases op. Indien we dit lineair extrapoleren(wellicht 
is dit niet geheel correct) is een testsuite van 1000 en meer geautomatiseerde testcases na een 
jaar ontwikkeling niet denkbeeldig.  
Uit dit alles  blijkt dat er nood is aan een mechanisme om deze grote hoeveelheid testcases te 
kunnen beheren. De overtuiging is dat de invoering van een recursief groeperingconcept bij 
unit-,component- en integratietesten de complexiteit van zowel van het beheer van de testen 
als de analyse van testresultaten behoorlijk kan verlagen. Bovendien kan het een belangrijk 
hulpmiddel zijn om globaal de resultaten van verschillende opeenvolgende versies van units 
(klassen en componenten) te vergelijken. We zullen in dit hoofdstuk nagaan in welke mate de 
groeperingconcepten aanwezig in de *Unit raamwerken hier een bijdrage leveren.   
4.2 Beschikbare groeperingconcepten in de *Unit raamwerken 
De *Unit-raamwerken(Gamma en Beck; NewKirk e.a., 2002) hebben twee 
groeperingconcepten aan boord. Het meest zichtbare en duidelijkste concept is het “suite” 
concept dat toelaat willekeurige testsuites en testcases  recursief te groeperen. Echter in 
tegenstelling tot AGFA’s eerste generatieraamwerk wordt op het niveau van de klasse die 
testcases implementeert ook een groeperingmechanisme toegepast. 
4.2.1 Definitie: testfixture 
De verschillende raamwerken NUnit, JUnit en ook het eerste generatie testraamwerk van 
AGFA, STAF I hebben elke een andere naamgeving voor de basisklasse die  testcase-
implementaties bevat. We zullen in het vervolg van dit hoofdstuk een klasse die testcases 
implementeert aanduiden met de naam testfixture. In STAF I maakt men testfixtures door in 
Visual Basic af te leiden van de interface ITestDriver. In JUnit en NUnit 1.x doet men dit 
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door respecitevelijk over te erven van de klassen junit.framework.TestCase en 
NUnit.Framework.TestCase. In NUnit 2.0  moet aan een klasse een attribuut [TestFixture] 
toegekend worden. 
4.2.2 Testsuite 
Om testen te kunnen groeperen is er in het JUnit raamwerk een klasse junit.framework. 
TestSuite ingebouwd waarbij gebruik gemaakt is van het “composite” 
ontwerppatroon(Gamma e.a., 1998). Zowel een individuele testfixture klasse afgeleid van 
junit.framework.TestCase die in dit geheel de rol speelt van enkelvoudig onderdeel als de 
TestSuite klasse zelf leiden af van een gemeenschappelijke interface. Het concept laat toe om 
een willekeurige set van testfixture klassen en testsuites toe te voegen met 
TestSuite.addTest(Test) en sequentieel uit te voeren 
 
Figuur 4-1: het composite patroon toegapast in JUnit (Gamma en Beck) 
De  verschillende raamwerken *Unit implementeren  het suiteconcept op verschillende 
wijzen.  In hoofdstuk 3 gaven we reeds aan dat JUnit en NUnit 1.x conceptueel identiek zijn. 
Dit geldt ook voor de groeperingmechanismen. Zij vereisen een expliciete definiëring van 
testsuites in de testcode. Een expliciete publicatie via een static publieke Suite methode van 
een testfixture is nodig indien men testcases uitvoerbaar wil maken. Een eerste methode is 
hierbij testcases één voor één toe te voegen in de code. De inhoud van een testsuite wordt hier 
bepaald tijdens het compileren. Volgende listing toont een C# voorbeeld met behulp van 
NUnit 1.X. 
public static ITest Suite
{ get














Listing 4-1: voorbeeld van statische testsuite in NUnit 1.X 
 4 Recursieve groeperingconcepten 
 
   
 
58
Volgende listing is een meer dynamische implementatie in C# met behulp van NUnit 1.X. , 
waarbij men een type doorgeeft bij constructie van een testsuite. Tijdens de uitvoering van 
een suite zal de runtime-omgeving kijken naar alle aanwezige testcases in de testfixture en 
uitvoeren. 







Listing 4-2: voorbeeld een dynamische testsuite in NUnit 1.X 
Het voordeel is dat wanneer deze publicatiemethode op zijn plaats is, men bij het toevoegen 
van testcases zich geen zorgen hoeft meer te maken dat ze wel degelijk uitgevoerd worden. 
NUnit 2.0 onderscheidt zich van JUnit en NUnit 1.X door het feit dat een expliciete 
publicatie van suites niet meer hoeft te gebeuren. De runtime omgeving van NUnit 2.0  
groepeert testcase-implementaties dynamisch in testsuites per namespace en per klasse. Dit 
automatisch publicatiemechanisme is een fundamenteel verschil met JUnit en NUnit 1.X. Een 





Volgende testsuites kunnen worden uitgevoerd: 
 Testsuite Company voert alle test cases van alle testfixtures uit. 
 Testsuite Company.Product1 voert alle testcases van de testfixtures 
Company.Product1.TestFixture1 en Company.Product1.TestFixture2 uit. 
 Testsuite Company.Product2 voert alle testcases van de testfixtures 
Company.Product2.TestFixture1 en Company.Product2.TestFixture2 uit. 
 Testsuite Company.Product1.TestFixture1 voert alle testcases van de testfixture 
Company.Product1.TestFixture1 uit 
 Testsuite Company.Product1.TestFixture2 voert alle testcases van de testfixture 
Company.Product1.TestFixture2 uit 
 Testsuite Company.Product2.TestFixture1 voert alle testcases van de testfixture 
Company.Product2.TestFixture1 uit 
 Testsuite Company.Product2.TestFixture2 voert alle testcases van de testfixture 
Company.Product2.TestFixture2 uit 
4.2.3 Testcase 
Het elementaire basisonderdeel in de voorgaande paragraaf, de testfixture-klasse, is op zich 
zelf ook een groeperingconcept voor testcases. Gamma en Beck maakten  gebruik van de 
ontwerppatronen "Pluggable Selector" en "AdapterClass"(Gamma en Beck) om meerdere 
testcases die dezelfde voorbereidende en afsluitende stappen hebben te kunnen groeperen 
binnen een enkele klasse. Op deze wijze wordt vermeden dat voor iedere testcase een nieuwe 
klasse moet worden gemaakt. 
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Figuur 4-2: de “pluggable slector” en “adapter” patronen in JUnit (Gamma en  Beck) 
Wanneer een testfixture klasse wordt geinstantieerd wordt in de constructor van de TestCase 
klasse aangegeven met een extra parameter welke testcase het object effectief moet 
representeren.   
TestCalculator testcase = new TestCalculator("TestPlusOperation")); 
Listing 4-3: instantiering van de een TestPlusOperation-testcase in NUnit 1.X 
De testcase-implementatie is vervat in een enkele methode met vastgelegde signatuur (void 
TestMethod()). De runtime omgeving herkent aan de naam van een instantie welke testcase-
methode hij effectief moet uitvoeren. 







Listing 4-4:  TestCalculator-testfixture met de testcaseimplementatie TestPlusOperation 
4.3 Experimenteel onderzoek  
In deze paragraaf zijn een aanttal experimenten beschreven die werden uitgevoerd om na te 
gaan na wat het effect is van de recursieve groeperingconcepten  op concrete testsoftware-
implementaties.  
4.3.1 Het effect van groeperingconcepten op het aantal testcases per testfixture klasse  
Onderstaande cijfers geven de resultaten weer van metingen van het aantal testfixtures en 
testcases beschikbaar op een bepaalde tijdstip  in  testsoftware geïmplementeerd met behulp 
van AGFA’s eerste generatie testraamwerk STAF I. 
Datum Project # Test Fixtures # Test Cases # Test Case per Test Fixture 
2/02/2001 Compas 67 125 1,9 
8/06/2001 Compas 78 153 2,0 
16/05/2002 Compas 90 401 4,5 
04/08/2000 Cripte 18 13 1,4 
Tabel 4-1: metingen op STAF I gebaseerde testsoftware 
De resultaten  van metingen op testsoftware gebaseerd op de *Unit raamwerken is 
gepresenteerd in onderstaande tabel.  
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# Test Case per 
Test Fixture 
31/08/2002 STAF II Prototype NUnit 1.11 6 21 3,5 
15/11/2002 DDM JUnit 3.8 13 44 3,4 
15/11/2002 IDDL JUnit 3.8 40 135 3,4 
15/01/2003 NGA NUnit 2.0 53 225 4,2 
Tabel 4-2: testsoftware gebaseerd op *Unit raamwerken 
Opvallend is dat op een enkele uitzondering na de hoeveelheid testcases per testfixture 
systematisch hoger ligt dan bij het eerste generatie raamwerk. 
Reeds eerder is aangegeven dat het STAF I raamwerk een beperkte capaciteit heeft om 
testcase-implementaties te hergebruiken voor meerdere testcases. Uit de praktijk blijkt 
configureerbaarheid van testinvoerwaarden slechts een beperkt hergebruik op te leveren. 
Enkel bij langdurige projecten(zie de derde COMPAS meting) lijkt dit mechanisme op te 
brengen.   
Het experiment met het STAF II prototype heeft geleerd dat het mechanisme van groeperen 
in een enkele klasse goed werkt voor gerelateerde testcases die dezelfde voorbereidende en 
afsluitende stappen vragen en dezelfde interface van een component bestrijken. Zo kon 
bijvoorbeeld bij de bouw van een experimentele logextensie voor NUnit 1.X die drie 
methoden aan interface zijde bevat zes gedefinieerde testcases, waaronder 1 functionele, 1 
i.v.m parallellisme, 4 i.v.m. excepties, geïmplementeerd worden met een enkele klasse.  Met 
behulp van  STAF I zouden hier  6 verschillende testfixtures nodig zijn geweest. 
4.3.2 Het effect van groeperingconcepten op de complexiteit van analyse van testresultaten  
In deze paragraaf beschrijven we een experiment dat werd uitgevoerd om  aan te tonen dat 
het groeperingmechanisme een fundamentele voorwaarde is om de complexiteit van de 
analyseerbaarheid van testresultaten te verlagen.   
We implementeren een .Net assembly die een verkeerslicht simuleert. In zijn essentie 
implementeert de component een statusmachine die vier toestanden toelaat (Red, 
Green,Orange,Orange Blinking) waarbij vier mogelijke statusovergangen gelden 
(SetRed,SetOrange,SetGreen,SetOrangeBlinking). De statusmachine laat hierbij  bepaalde 
overgangen niet toe. Met behulp van NUnit 2.0 werden 18 testcases geïmplementeerd: 
 4 functionele testen voor elk van de 4 theoretisch mogelijke statusovergangen per 
status. Hiertoe definiëren we vier testfixtures TestTrafficLightRedState, 
TestTrafficLightGreenState, TestTrafficOrangeState en 
TestTrafficOrangeBlinkingState met elk vier testcases TestSetRed, 
TestSetGreen,TestSetOrange.TestSetOrangeBlinking. We groeperen deze 4 test 
fixtures in een eerste namespace.  
 2 testen die de tijdigheid van de component testen. Hiertoe definieren we een enkele 
testfixtures  TestTrafficLightTiming met twee testcases TestSetLegalStateTiming 
en TestIllegalStateTiming.  De testfixture wordt in een tweede namespace geplaatst. 
Merk op dat NUnit 2.0 testcases automatisch in suites per testfixture en per namespace 
groepeert.   
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De groeperingen laten nu toe globale testresultaten te rapporteren zoals in onderstaande 
figuren. Op het hoogste niveau van de volledig verzameling van testcases kunnen we snel 
achterhalen wat de omvang en het succespercentage is.  Een snelle blik leert ons dat 83.33 % 
van de 18 testen is geslaagd. Hierbij is een enkele test gefaald en zijn er twee niet uitgevoerd. 
Op het niveau van de suites zien we dat functionele testen problemen signaleren en dat de 
timingtesten om een of andere reden niet zijn uitgevoerd. In STAF I was een dergelijke snelle 
uitspraak over een aantal aspecten niet mogelijk vanwege het ontbreken van de mogelijkheid 
van groepering. Men zou verplicht zijn alle 18 testcaseresultaten te analyseren en daarna pas 
globale conclusies hebben kunnen trekken.  
 
Figuur 4-3: globaal testresultaat van een top-level suites 
Op een niveau lager binnen  de functionele testsuite kunnen we voor de gegeven situatie 
alweer belangrijke uitspraken doen. De component onder evaluatie lijkt goed te reageren op 
de testen die vertrekken van de statussen GREEN, ORANGE en ORANGEBLINKING.  Bij 
de status RED wordt er bij een enkele testcase een probleem gesignaleerd.  
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Figuur 4-4: resultaten van een functionele testsuite 
Verdere inzoomen op de detailrapportage  leert ons dat de reactie van de component bij de 
actie SetRed bij de RED status van het verkeerslicht niet het verwachte resultaat oplevert. 
 
Figuur 4-5: resultaten van de testsuite statusovergangen vertrekkende van de status RED 
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In dit hoofdstuk hebben we aan de hand van een aantal voorbeelden en metingen niet alleen 
aangetoond dat het complexiteitreducerend potentieel van recursieve groeperingconcepten 
zich uit bij het ontwerp van testsoftware maar meer nog tijdens de analyse van testresultaten.   
Als  het aantal klassen als maat voor complexiteit beschouwd wordt dan lijkt dat het gebruik 
van de *Unit “testfixture”-groeperingconcept hier dus een bijdrage levert bij de vermindering 
van de complexiteit van het ontwerp. Maar deze redenering dient ook kritisch te worden 
bekeken. Een belangrijke vraag die hierbij rijst is of het aantal klassen wel een goede maat is 
voor complexiteit. Immers klassen op zich weer verschillen in complexiteit: de gemiddelde 
cyclometrische complexiteit, het aantal methoden, het aantal afhankelijkheden van andere 
klassen, de complexiteit van de implementatie van de methoden zelf hebben hier een 
belangrijke  invloed. Men zou kunnen stellen dat het aantal klassen kan beschouwd worden 
als een grovere maat voor complexiteit.  
Een opvallende waarneming is dat ook bij het groeperen van testcases en testuites 
ontwerppatronen een essentiële rol spelen. De patronen “composite”, “adapter” en het 
“plugglable selector” blijken hier toepasselijk te zijn. 
Alhoewel JUnit en de meeste recente versie van NUnit 2.0 beiden gebruik maken van 
hetzelfde recursief groeperingconcept is er een duidelijk verschil in gebruiksgemak.  Het is 
zonder meer gebruiksvriendelijk dat  deze laatste volledig automatisch op basis van 
namespace- en klassenindeling suites opbouwt en uitvoert. Op deze manier wordt de 
natuurlijke structuur in de testsoftware, opgebouwd met namespaces en klassen, netjes 
vertaalt in een hiërarchie van testsuites. Een minimale inspanning vanwege de ontwikkelaar 
is vereist om suites te onderhouden  Het ontslaat immers een testsofwareontwikkelaar van de 
expliciete definiëring van groepen testcases. Het nadeel is echter dat  in tegenstelling tot bij 
het gebruik van  JUnit en NUnit 1.X. geen orthogonale testsuites kunnen worden 
gedefinieerd.   Testcases uit verschillende namespaces groeperen in testsuites voor speciale 
doeleinden kan dus niet.  
Algemeen kunnen we concluderen dat recursieve groeperingconcepten: 
 Een efficiënte en globale beoordeling van kwaliteit  bevorderen. Een belangrijke 
voorwaarde is dat de testinfrastructuur rapporteringmechanismen voorziet die het 
testsuiteconcept gebruikt om resultaten te groeperen. In het volgende hoofdstuk zullen 
we laten zien dat voor JUnit tools beschikbaar zijn in de open-source community die 
dit kunnen ondersteunen. Voor NUnit hebben we zelf wat aanvullend gereedschap 
moeten bouwen om dit rond te krijgen. 
 Het hergebruik van gemeenschappelijke set-up en afsluiting implementaties van 
testcases faciliteren. 
 Het aantal klassen nodig om testen te implementeren helpen beperken. 
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5 Het rapporteren  van testresultaten 
5.1 Inleiding 
Een belangrijk probleem met het beschouwde eerste generatie testraamwerk STAF I is dat de 
interpretatie van testresultaten verzameld door een verzameling van testcases behoorlijk wat 
tijd in beslag kan nemen. Een (gedeeltelijke) automatische vertaling van testdata naar high-
level testresultaten kan hier wellicht een uitweg bieden. Een duidelijke reductie van  de 
complexiteit bij evaluatie van testen wordt hier verwacht. Dit kan een belangrijk hulpmiddel 
zijn om globaal de resultaten van verschillende opeenvolgende versies van units (klassen en 
componenten) te vergelijken.  
In dit hoofstuk kijken we naar de rapporteringfacileiten van de *Unit raamwerken en 
beschikbaar aanvullend gereedschap. We vergelijken deze met de rapporteringsfunctionaliteit 
van STAF I. 
5.2 Problemen met het rapporteringmechanisme in STAF I 
Een essentieel onderdeel van het eerste generatie raamwerk STAF I wordt gevormd door de 
testlogcomponent. In STAF I wordt voor het begin van elke testuitvoering  een logobject 
aangemaakt die een  logsessie opent met een unieke identificatie. Tijdens het uitvoeren van  
een testcase worden alle logboodschappen weggeschreven naar een databank.  Bij het 
afsluiten van de uitvoering wordt ook de logsessie definitief gesloten en het bijhorende 
logobject vernietigd. Op deze wijze wordt elke testcase-uitvoering gekenmerkt door een 
unieke logset.   
Bij het gebruik van dit raamwerk wordt aanbevolen om bij het ontwikkelen van testfixtures 



































(f rom My  Test Package)
-m_testwrapper -m_objectUnderTest
 
Figuur 5-1: STAF I testwrapper patroon 
Het idee bestaat eruit om elke interface en klasse onder evaluatie niet rechtstreeks aan te 
roepen maar via een zogenaamde testwrapperobject dat een referentie meekrijgt naar de 
logobject van de lopende test. Een testwrappermethode wordt hierbij volgens volgend 
patroon geïmplementeerd: 
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 Samenstelling van het eerste deel van de logdata i.v.m. de aanroep van de methode 
van het te testen object waaronder de naam van de methode, de waarde en naam van 
de parameters. 
 Aanroep van de methode onder evaluatie. 
 Wanneer de methode geen exceptie opgooit wordt de returnwaarde toegevoegd aan de 
logboodschap en wordt deze verzonden naar de databank. 
 Wanneer een exceptie wordt opgegooid wordt de volledige beschrijving van de 
exceptie en de bijhorende stacktrace aan de loginformatie toegevoegd en eveneens 
verzonden naar de databank. 
  







5: LogObjectCall( )[Method Call was  a success]
6: logErrorObjectCall( )[Method 1 throwed an exception]
2: // Build Basic LogInfo
4: // Complete LogInfo
 
Figuur 5-2: testwrappermethode 
Onderstaand fragment toont een testwrapperklasse JCalcTestWrapper voor  een 
IBasicCalculator interface van de java Calculator package. De methode testSetNumber 
implementeert hierbij de testwrappermethode voor ICalculator.setNumber methode. 
public class JCalcTestWrapper
{ private JLogger m_logger = null;






public void testSetNumber(int number) throws JStafException













Listing 5-1: testwrapperklasse implementatie in Java 
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Belangrijk hierbij is dat excepties komende van een component onder evaluatie worden 
opgevangen en gerapporteerd. De voortgang van een test wordt hierdoor niet belemmerd door 
waargenomen fouten.  
Alhoewel op deze wijze gedetailleerde informatie kan worden vergaard over het verloop van 
een test is  gebleken dat deze methode behoorlijk wat nadelen heeft: 
 Uit de praktijk blijkt dat bij de uitvoering van grote hoeveelheden testcases  de 
hoeveelheid logdata die moet geanalyseerd worden bijzonder groot wordt. Op zich 
verzamelen elk van de testcases veel gedetailleerde data. Voor algemene en globale 
uitspraken over de kwaliteit van componenten onder test is echter een manuele 
tijdrovende analyse nodig.  Een uitvoering van een batch  van  STAF I testcases blijkt 
een hoge analysekost te hebben die een team zich niet steeds kan veroorloven. 
Fundamenteel legt dit een hypotheek op de bruikbaarheid van automatische 
testsuites. 
 Een tweede probleem is dat implementeren van testwrappers eveneens een 
tijdrovende zaak is.  De ontwikkeltijd van testsoftware wordt er behoorlijk door 
verlengd. Analyse van een testsoftwareproject  voor beeldverwerkingscomponenten 
met behulp van STAF I leert dat door systematische toepassing van het 
testwrapperpatroon ongeveer 45 % van de lijnen testcode aan 22 testwrapperklassen 
op een totaal van 73 testklassen werden gespendeerd. Dit is een behoorlijk kostelijke 
zaak als men bedenkt dat slechts 18 testcases werden geïmplementeerd.    
 In de praktijk blijkt dat zelden aanvullende domeinspecifieke evaluatiecode wordt 
geschreven. Enkel in eenvoudige gevallen werden actuele resultaten met verwachte 
resultaten expliciet vergeleken.  Het basisalgoritme van STAF I voorziet dat een test 
als gefaald wordt gemarkeerd wanneer er excepties worden waargenomen. 
Een tweede belangrijk bijkomend  probleem is dat bij gebruik van testdata verzameld door 
middel van STAF I geen enkele aanduiding beschikbaar is over de afdekkinggraad van 
uitgevoerde testen. In de praktijk werd bij het definiëren van testen als regel de maximale 
afdekking beoogd van publieke methoden van publieke interfaces van componenten. In de 
STAF I rapportering echter is geen enkele informatie aanwezig die enig idee geeft over welk 
percentage en hoe doortastend productiecode in werkelijkheid is getest.  Nochtans lijkt dit 
gegeven niet onbelangrijk wil men het gewicht en de waarde van testresultaten in een juist 
perspectief plaatsen. 
5.3  Bestaande *Unit rapporteringmechanismen  
5.3.1 Standaard *Unit rapportering 
In tegenstelling tot STAF I bezitten de *Unit(Gamma en Beck; Newkirk e.a.) raamwerken 
geen expliciete faciliteiten voor gedetailleerde logging. Deze raamwerken in zijn essentie 
rapporteren enkel testresultaten. JUnit op zich heeft enkel de mogelijkheid om testresulaten 
naar de standaard output(console) te rapporteren. NUnit laat toe om testresultaten persistent 
te maken in een xml-bestand. De *Unit raamwerken hanteren bij het rapporteren de volgende 
principes: 
 Wanneer een testcase goed afloopt  wordt enkel het succes gerapporteerd. In 
tegenstelling tot bij STAF I wordt geen  detailinformatie bijgehouden of 
gerapporteerd over gelukte testcases. 
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 Wanneer een testcase faalt om een of andere redenen wordt ook de reden van de 
mislukking gerapporteerd. Een testcase wordt afgebroken van zodra een probleem 
wordt vastgesteld. Omdat het vaststellen van een probleem meestal het gevolg is van 
het optreden van een exceptie bestaat de beschrijving van de reden van de mislukking 
dan ook uit de beschrijving en stacktrace  van de waargenomen exceptie.  
De rapportering van een  faling gebeurt verschillend bij de laatste versies van  NUnit en 
JUnit: 
 JUnit maakt een onderscheid tussen errors en failures. Een testcase rapporteert een 
faling als mislukking als het gaat om een onverwacht probleem. Een failure wordt 
gerapporteerd wanneer bij een expliciete vergelijking van een actueel testresultaat 
met een verwacht resultaat een verschil wordt waargenomen 
...E.F.
Time: 0,016










There was 1 failure:
1) testSingleVisitMileageReport(com.agfa.med.staf2.samples.simpleautomileagelog.
businesslogic.tests.TestAutoMileageLog)junit.framework.AssertionFailedError: The









Tests run: 5, Failures: 1, Errors: 1
 
Figuur 5-3: voorbeeld  van  JUnit -rapportering 
 NUnit 2.0 maakt het voorgaande onderscheid niet. Wel wordt gerapporteerd wanneer 
een bepaalde test om een of andere reden niet is uitgevoerd. 
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.
Copyright (C) 2000-2002 Philip Craig.
All Rights Reserved.
..F....N.....
Tests run: 10, Failures: 1, Not run: 1, Time: 1,109375 seconds
Failures:
1) Agfa.HealthCare.Staf2.Samples.SimpleAutoMileageLog.BusinessLogic.Tests.TestAu
toMileageLog.TestVehicleRegistrationPerformance : Item has already been added.
Key in dictionary: "LYX-307" Key being added: "LYX-307"
at System.Collections.Hashtable.Insert(Object key, Object nvalue, Boolean add
)
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ileageReport3 : Not yet
implemented 
Figuur 5-4: voorbeeld van NUnit 2.0 rapportering 
Opmerkelijk in de *Unit rapportage is de betekenis van de op het eerste gezicht cryptische 
lijnen ...E.F. (JUnit) ...F...N.... (NUnit). Voor elke test wordt een enkel punt afgedrukt. 
Bijkomend wordt  voor een gefaalde test een letter F afgedrukt. Voor een test met een 
onverwachte fout in JUnit wordt een E afgedrukt  terwijl een letter N voor een niet 
uitgevoerde test in NUnit 2.0 wordt getoond.  Deze lijnen geven op een heel eenvoudige 
manier de dichtheid van het aantal waargenomen fouten door een testsuite weer. 
5.3.2 Bestaande *Ant faciliteiten voor *Unit testrapportering 
Alhoewel de *Unit raamwerken op zich geen (JUnit) of slechts een beperkte 
mogelijkheid(NUnit 2.0) hebben om testresulaten persistent te maken kan men met behulp 
van aanvullend gereedschap een infrastructuur opzetten die niet alleen testresultaten 
persistent kan maken maar ook overzichtelijke rapporten kan opleveren. 
Het aanvullend gereedschap dat hiervoor kan gebruikt worden is Ant(Tilly, 2002; Apache), 
een programma dat toelaat het buildproces voor java-applicaties te automatiseren. De 
sequentie van  de uit te voeren stappen wordt vastgelegd met behulp van een xml-gebaseerde 
script. Naast taken zoals het compileren, het verpakken en het documenteren kan ook het 
uitvoeren van testen en testrapportering mee worden geïntegreerd. Ant bevat twee specifieke 
taken die te maken hebben met testen: 
 <junit>: laat toe om testsuites gebaseerd op het JUnit-raamwerk uit te voeren. Per 
uitgevoerde testsuite worden testresulaten weggeschreven in een xml-bestand. 
 <junitreport>: laat toe om op basis de ruwe xml-bestanden een rapport in html 
formaat te produceren. 
Ondertstaand voorbeeld toont een buildscript die na initialisatie van een reeks variabelen voor 
het buildprocess twee junit testsuites lanceert en afsluit met het creeren van een html rapport. 
 
<?xml version="1.0" encoding="utf-8" ?>
<project name="Staf II Java sample application Auto Mileage Log Manager" default="testreport"
basedir=".">
<!-- properties -->
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<!-- executing tests -->
















<!-- creates test reports -->
<target name="testreport" description="Test Result Report Creation" depends="testdoc">












Listing 5-2: voorbeeld Ant script voor testuitvoering en rapportering 
NAnt(Shaw e.a., 2002,NAnt), de .Net equivalent voor Ant bezit deze specifieke 
ondersteuning voor NUnit 2.0 (nog) niet. We zullen echter in een verdere paragraaf aantonen 
dat met een kleine inspanning we ook tot eenzelfde infrastructuur kunnen komen in .Net.   
5.3.3 *Unit assertions als facilator van efficiënte rapportering 
Zoals eerder aangegeven bezitten de *Unit raamwerken geen expliciete ondersteuning voor 
het loggen van data. Toch kan de runtime omgeving van het raamwerk besluiten trekken 
omtrent de goede of slechte afloop van testen. De in de *Unit ingebouwde assert-faciliteiten 
spelen hierbij een belangrijke rol. Zowel het NUnit als JUnit raamwerk bevatten beide een 
klasse Assert(ion) die een heel reeks publieke methoden aanbiedt die toelaat om verwachte 
waarden en objecten met actuele waarden en objecten te vergelijken. Met deze methode kan 
men voor eenvoudige en complexe types verwachte en actuele waarden van variabelen met 
mekaar vergelijken. Wanneer een verschil tussen beide waarden wordt waargenomen tijdens 
het uitvoeren van een test wordt dit als een fout gerapporteerd samen met de volledige inhoud 
van deze variabelen.  
Een belangrijk verschil met klassieke assert-faciliteiten die vervat zitten in programmeertalen 
zoals C++, C# en sinds JDK 1.4 ook in Java is dat deze asserts niet bedoeld zijn om in te 
voegen in de (productie) code onder evaluatie maar wel te gebruiken zijn in in de testcode. 
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+ Assert(message : string, condition : bool) : void
+ Assert(condition : bool) : void
+ AssertEquals(expected : double, actual : double, delta : double) : void
+ AssertEquals(expected : float, actual : float, delta : float) : void
+ AssertEquals(expected : Object, actual : Object) : void
+ AssertEquals(expected : int, actual : int) : void
+ AssertEquals(message : string, expected : int, actual : int) : void
+ AssertEquals(message : string, expected : double, actual : double, delta : double) : void
+ AssertEquals(message : string, expected : float, actual : float, delta : float) : void
- IsNumericType(obj : Object) : bool
- ObjectsEqual(expected : Object, actual : Object) : bool
+ AssertEquals(message : string, expected : Object, actual : Object) : void
+ AssertNotNull(anObject : Object) : void
+ AssertNotNull(message : string, anObject : Object) : void
+ AssertNull(anObject : Object) : void
+ AssertNull(message : string, anObject : Object) : void
+ AssertSame(expected : Object, actual : Object) : void
+ AssertSame(message : string, expected : Object, actual : Object) : void
+ Fail() : void
+ Fail(message : string) : void
- FailNotEquals(message : string, expected : Object, actual : Object) : void
- FailNotSame(message : string, expected : Object, actual : Object) : void
(from NUnit.Framework)
 
Figuur 5-5: de NUnit Assertion klasse 
5.3.4 Afdekkinggraad van testen 
5.3.4.1 Metrieken aangeleverd door de literatuur  
Reeds eerder is aangegeven dat R.Binder(Binder, 1999) veel belang hecht aan testcoverage. 
Het is een essentieel onderdeel die testrapportetering dient te bevatten om volledig te zijn. In 
zijn werk geeft hij een overzicht van verschillende manieren om de afdekkinggraad van 
testen te beschouwen: 
 Statement coverage (C1) betekent dat elk statement  in een methode minstens éénmaal 
is uitgevoerd. Een variant is segment coverage die streeft naar 100 % afdekking van 
sets van methodeaanroepen afgebakend door predikaten. Dit wordt als een minimum 
beschouwd door de IEEE 1008 standaard die  sinds 30 jaar gebruikt wordt bij IBM. 
 Branch coverage (C2) houdt in dat elke pad vertrekkende van een beslissingsnode in 
de code  minstens éénmaal wordt uitgevoerd. Een node bestaande uit een 
samengesteld predikaat wordt hierbij beschouwd als een enkelvoudige node. Het 
gevolg is dat men blijft met blinde vlekken zitten. Er zijn immers voor een volledige 
afdekking van een samengesteld predikaat slechts twee waarden nodig. Niet alle 
mogelijke waarden  van de individuele deelpredikaten worden dus getest. Ook niet 
alle combinaties van paden door de code worden afgelopen. Als C de cyclometrische 
complexiteit voorstelt dan kan je met C of minder entry-exit paden branch coverage 
bereiken. 
 Wanneer elke enkelvoudige conditie de waarde true of false hebben gehad kan men 
spreken van condition coverage. Dit betekent  echter nog niet dat alle branches zijn 
afgelopen.  
 Object Code Coverage betekent dat de afdekkinggraad wordt gemeten op het niveau 
van object code (bijvooerbeeld IL code in.Net) i.p.v. broncode.  
 Basic-Path coverage baseert zich op C entry-exit paden waarbij C de cyclometrische 
complexiteit voorstelt. Standaard wordt ook het langste pad meegenomen. Als 
testcoveragestrategie is het niet zo betrouwbaar omdat het mogelijk is een dergelijk 
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aantal paden af te lopen zonder branch en statement coverage te bereiken. Het gebruik 
ervan wordt door Binder daarom ook afgeraden. 
 Data Flow Coverage gebruikt als uitgangspunt dat een implementatie een 
opeenvolging van akties op membervariabelen is. Akties worden hierbij getypeerd als 
zijnde Delete, User en Kill-operaties. Bij het dataflow-testmodel onderzoekt men deze 
sequenties en gaat op zoek naar typische fouten zoals het gebruik van niet-
geinitialiseerde variabelen, het toekennen van een waarde aan een variabele zonder 
tussentijdse referentie, de opeenvolging van modifier calls op objecten zonder een 
accessor, de herallocatie of herinitialisatie voor constructie of initialisatie, de 
vernietiging van containers voor de vernietiging van de inhoud en typische foutieve 
opeenvolgingen. 
 The Class Flow Graph model spitst zich toe op intraklassecommunicatie en maakt 
gebruik van method-flow graphs en statustransitiediagramma’s om een uitgebreide 
verifiëerbare versie van het statusmodel op te stellen. Deze techniek is vooral geschikt 
voor manuele inspectie.  
5.3.4.2 Metrieken ondersteund door beschikbaar gereedschap 
Diverse leveranciers bieden gereedschap voor testcoveragemetingen aan. Voor Java en .Net 
zijn er onder  andere de softwarepakketten Compuware DevPartner(Compuware) en Rational 
PureCoverage(Rational) beschikbaar. Momenteel zijn het de enige tools die 
testcoveragemetingen ondersteunen voor .Net. Voor Java zijn er nog verschillende andere 
tools beschikbaar waaronder Clover(Cortex).  
5.4  Experimenteel onderzoek 
Wanneer we de problemen vastgesteld met STAF I naast de beschikbare gereedschappen en 
concepten leggen dan rijzen een aantal vragen die de oorspronkelijke vooropgestelde stelling 
in een ander daglicht stellen:  
 Kunnen de aangeboden rapporteringmechanismen door *Ant en *Unit helpen bij de 
reductie van  de complexiteit van evaluatie van testen ten opzichte van STAF I?  
 Is het loggen van gedetailleerde testtraces wel een goed idee?  
 Is het doorgedreven gebruik van assertions niet efficiënter? 
 Kan het assertionmechanisme ook doeltreffend worden toegepast bij complexere 
evaluaties? 
 Wat is de waarde van testcoveragemetrieken en welke testcoverage modellen van 
R.Binder zijn in de praktijk inzetbaar? 
 Kunnen we voor NUnit een gelijkaardige rapporteringinfrastructuur opzetten als voor 
JUnit? Kunnen we dit integreren met testcoverage-metingen? 
In de volgende paragrafen brengen we  verslag uit van een aantal uitgevoerde experimenten 
die een antwoord proberen te leveren op deze vragen. 
5.4.1 Gedetailleerde logdata versus assertions 
We gaan uit van een elementaire C# implementatie van een klasse Calculator die werkt 
volgens het Reverse Polish Notation principe. Dit  wil zeggen dat eerst de waarden worden 
ingegeven en daarna pas de bewerking wordt ingevoerd.  
 5 Het rapporteren  van testresultaten 
 
   
 
72
We vergelijken twee verschillende testcase-implementaties die zijn ontwikkeld met behulp 
van NUnit 2.0. De testcases testen de Plus operatie van de klasse RPNCalculator. 
5.4.1.1 Implementatie met gedetailleerde logdata 
Een eerste testcase-implementatie past het STAF I testwrapperpatroon toe en maakt hierbij 
gebruik van de tracingfaciliteiten van .Net om gedetailleerde logdata te realiseren. De assert-
faciliteiten van NUnit worden hierbij niet gebruikt. NUnit wordt hier op een STAF I-achtige 
wijze gehanteerd. 
RPNCalculator
- _result : double
























Figuur 5-6: testcase-ontwerp met gedetailleerde logging 
De testwrapper RPNCalculatorTestWrapper treedt op als proxy en schermt de 












_calculator = new RPNCalculator();
}
public void TestSetNumber(double entry)
{
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Listing 5-3: testwrapper voor RPNCalculator 


















_calcUnderTest = new RPNCalculatorTestWrapper();














double actualValue = _calcUnderTest.TestPlus();





Listing 5-4: testfixture STAF I stijl 
Uit een meting met behulp van  dotEasy(dotEsay) blijkt dat deze testimplementatie  82 lijnen 
testcode bevat waarvan 47 behoren aan de testwrapper- en 35 aan de testfixture-klasse. 
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5.4.1.2 Implementatie met assertions 
In een tweede implementatie gebruiken we assertions voor de evaluatie maar maken we geen 








- _result : double




(f rom Agf a.HealthCare.Staf 2.Samples.DemoCalculator)
-_calcUnderTest
Assertion
(f rom NU nit.Framework )
 
Figuur 5-7: testcase ontwerp met assertions 
In het begin van deze test wordt een verwachte waarde vooropgesteld. Op het einde van de 
test wordt met behulp van Assertion.AssertEquals() deze waarde vergeleken met actueel 


























double expectedValue = 22;
_calcUnderTest.SetNumber(10);
_calcUnderTest.SetNumber(12);






Listing 5-5: het gebruik van assertions in NUnit 2.0 
Een meting met dotEasy leert dat deze testfixtureklasse 31 lijnen code bevat. 
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5.4.1.3 Het gebruik van beide implementaties naast mekaar bekeken 
We laten beide testimplementaties los op een correct geïmplementeerde RPNCalculator-
klasse. In beide gevallen wordt het succes van de testuitvoering gerapporteerd. De STAF I-
achtige implementatie produceert hierbij een gedetailleerde testtrace.  
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.





Tests run: 1, Failures: 0, Not run: 0, Time: seconds 
Figuur 5-6: testresultaat geproduceerd door een testfixture met testwrapper 
De implementatie met assertions rapporteert het succes zonder enig detail. 
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.
Copyright (C) 2000-2002 Philip Craig.
All Rights Reserved.
.
Tests run: 1, Failures: 0, Not run: 0, Time: seconds 
Figuur 5-8: testresultaat geproduceerd door een testfixture met assertions 
Een tweede implementatie van de RPNCalculator klasse bevat een fout en geeft in plaats van 
de som de waarde van het laatste argument terug. De implementatie met logdata rapporteert 
deze test nog steeds als succesvol. De analyse van de logdata leert echter dat er iets fout is 
gelopen: 
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.





Tests run: 1, Failures: 0, Not run: 0, Time: second 
Figuur 5-9: testresultaat geproduceerd door een testfixture met testwrapper 
De implementatie met assertions rapporteert een gefaalde test met als reden het verschil 
tussen verwachte en actuele waarde.   
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.
Copyright (C) 2000-2002 Philip Craig.
All Rights Reserved.
.F






Figuur 5-10: testresultaat geproduceerd door een testfixture met assertions 
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Een derde implementatie van de RPNCalculator genereert een onverwachte exceptie. Beide 
testen rapporteren het probleem en markeren de uitgevoerde testcase als mislukt. In het 
rapport van de STAF I-achtige implementatie kan naast de gedetailleerde logging ook de 
reden van de mislukking worden achterhaald. 
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.


















Figuur 5-11: testresultaat geproduceerd door een testfixture met logtraces 
Ook de testcase gebaseerd op assertions legt de oorzaak van de exceptie bloot. Het rapport is 
echter compacter. 
NUnit version 2.0.6
Copyright (C) 2002 James W. Newkirk, Michael C. Two, Alexei A. Vorontsov.
Copyright (C) 2000-2002 Philip Craig.
All Rights Reserved.
.F
Tests run: 1, Failures: 1, Not run: 0, Time: seconds
Failures:




Figuur 5-12: testresultaat geproduceerd door een testfixture met assertions 
Uit dit eenvoudig experiment blijkt: 
 De rapportering geproduceerd door de testen met assertions compacter is. 
 Ze bevat echter steeds de nodige informatie die de reden van gefaalde testen aanduidt. 
 Alhoewel testen gebaseerd op gedetailleerde logdata een uitgebreidere rapportering 
produceren bieden zij geen garantie dat fouten onmiddellijk duidelijk zichtbaar 
worden.  
 Wil men semantische fouten ontdekken dan zal men ook de logdata van geslaagde 
testen moeten onderzoeken. 
 Werken met assertions vereist minder testcode dan werken met testwrappers. 
Het werken met assertions lijkt doeltreffender te werken dan het gebruik van gedetailleerde 
logdata. In dit experiment kon de evaluatie van een test gebeuren op basis van waarden van 
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eenvoudige datatypes. De vraag is echter of  ook complexere evaluaties door asserts kunnen 
gebeuren. 
5.4.2 Assertions en complexere evaluaties 
We gaan hierbij uit van een  reeds aangehaald C# voorbeeld  betreffende het beheersysteem 
voor het brandstofverbruik van voertuigen. In dit experiment wordt nagegaan  hoe een reële 
klasse zoals een rapport-klasse die kilometerstatistieken en brandstofverbruik van voertuigen 


















Figuur 5-13: de te testen interfaces en klassen 
In het klassenontwerp zichtbaar in bovenstaande figuur is te zien dat een rapport object 
toegankelijk is via de zogenaamde IMileageReport interface en dat zij vier verschillende 
eigenschappen biedt nl. MilesDriven, MilesPerGallon, TotalFuelCost en FuelConsumed. 
De implementatie zelf wordt verzorgd door de MileageReport klasse. Een cliënt kan een 
rapport opvragen door middel van aanroep van GetMileageReport() methode van  
IAutoMileageLogManager interface. Willen we nu een Mileage-object beoordelen met 
behulp van de assert-faciliteiten in NUnit dan kunnen we dit implementeren in een 
domeinspecifieke methode AssertMileageReport door gebruik te maken van een 
opeenvolging van controles van  verschillende eigenschappen met behulp van 
Assertion.AssertEquals   : 




double delta = 0.0001;
Assertion.AssertNotNull("There is no report : object is null!",actualReport);
Assertion.AssertEquals("Expected total of miles driven:",
expectedMilesDriven,actualReport.MilesDriven);
Assertion.AssertEquals("Expected miles per gallon driven : ",
expectedMilesPerGallon,actualReport.MilesPerGallon,delta);
Assertion.AssertEquals("Expected total cost of fuel : ",
expectedTotalFuelCost,actualReport.TotalFuelCost);
Assertion.AssertEquals("Expected total amount of fuel consumed : ",
expectedFuelConsumed,actualReport.FuelConsumed);
}
Listing 5-7: eerste implementatiepoging van een complexere assert methode 
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Deze implementatie heeft echter een belangrijk nadeel. Het probleem is dat zodra een enkele 
Assertion.AssertEquals faalt in deze domeinspecifieke assertmethode een exceptie wordt 
opgegooid en de daarop volgende asserts niet meer worden uitgevoerd. Een controle wordt 
hierbij afgebroken zodra een fout wordt geconstateerd. Een voordeel is de eenvoud van 
deze implementatie die maximaal hergebruik toepast van de eenvoudige assert-methodes 
aanwezig in het NUnit-framework. Een alternatieve implementatie AssertMileageReport2 
die een volledige controle garandeert is te vinden in volgende listing.   





double delta = 0.0001;
string failureMessage = "";
if (actualReport != null)
{
if (expectedMilesDriven != actualReport.MilesDriven)
{
failureMessage +=
"Expected total of miles driven : " + expectedMilesDriven + " <> " +
actualReport.MilesDriven + "\n";
}
if (expectedMilesPerGallon > (actualReport.MilesPerGallon + delta) ||
expectedMilesPerGallon < (actualReport.MilesPerGallon - delta))
{
failureMessage +=
"Expected miles per gallon driven : " + expectedMilesPerGallon +
" <> " + actualReport.MilesPerGallon + "\n";}
if (expectedTotalFuelCost != actualReport.TotalFuelCost)
{
failureMessage += "Expected total cost of fuel : " +
expectedTotalFuelCost + " <> "+ actualReport.TotalFuelCost + "\n";
}
if (expectedFuelConsumed != actualReport.FuelConsumed)
{
failureMessage += "Expected total amount of fuel consumed : " +





failureMessage += "There is no report : object is null!\n";
}
if (failureMessage.Length != 0){Assertion.Fail(failureMessage);}
}
Listing 5-8: tweede implementatiepoging van een complexe assert 
Deze implementatie  heeft een beduidend hogere cyclometrische complexiteit (CC =7) dan de 
eerste implementatie (CC = 1) vanwege de verschillende if statements (en dus ook 
foutgevoeliger) maar heeft meer kans dat een volledige evaluatie gebeurt. Ook het aantal 
lijnen code (35 versus 12)  is beduidend hoger. Een Assert-methode krijgt echter op deze 
wijze een atomair karakter.  
Interessant is echter de betekenis en de werking van de Assertion.AssertEquals(Object 
expected, Object actual) methode. Net zoals in Java wordt in C# hier op de achtergrond 
Object.Equals(object o) opgeroepen. Standaard is de implementatie ervan het nagaan van 
dezelfde referentie naar het object en niet de inhoud. Uitzonderingen zijn bijvoorbeeld de 
String-klassen in .Net en Java waar de inhoud wordt vergeleken.  
Om bovenstaand probleem eenvoudig op te lossen zou men in de productiecode een methode 
IMileageReport.Equals(IMileageReport report) kunnen implementeren die de inhoud van 
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rapporten vergelijkt. Een verdere vereenvoudiging is mogelijk als men ook 
Object.ToString() implementeert die dan de inhoud van het object weergeeft. Van 
fundamenteel belang is dat deze implementatie heel wat eenvoudiger(CC = 1,LOC=1) wordt. 
Deze kan immers herleid worden tot de code in volgende listing :
  
public static void AssertMileageReport(IMileageReport expectedReport,IMileageReport
actualReport)
{
AssertEquals("Expected report differs from actual report ",
expectedReport,actaulReport);
}
Figuur 5-14 : derde implementatie van de complexe assert 
Nagaan of variabelen naar eenzelfde object wijzen  kan nog steeds in NUnit met behulp 
van  Assertion.AssertSame(Object expected,Object actual) .  
Het gebruik van deze implementatie is echter niet geheel probleemloos. Deze laatste Assert- 
methode veronderstelt dat rechtstreeks expliciet objecten met een  IMileageReport 
interface kunnen geconstrueerd worden en dat de status daarvan zomaar kan ingevuld 
worden. Dit is immers nodig om het verwacht object te kunnen construeren.  In het 
voorbeeld gaat het hier echter om een object waarbij gegevens worden berekend aan de hand 
van invoer van andere type objecten. In voorbeeld is het zo niet geïmplementeerd maar het 
zou perfect een read-only object kunnen zijn met een interne constructor en enkele getter-
methoden zodat het expliciet construeren van een vergelijkingsobject vanuit de testcode 
onmogelijk is. Bepaalde veiligheidsspecificaties kunnen immers vereisen dat objecten niet 
expliciet kunnen worden aangemaakt.  
Principieel kan men dan nog steeds met vergelijkingobjecten werken maar zal men 
bijvoorbeeld aan de kant van de testcode een vereenvoudigde ExpectedMileageReport-
klasse moeten implementeren die de interface IMileageReport implementeert. Gezien het 
complexiteitreducerend potentieel is dit een overweging waard. Belangrijk is dat de  
methode van het type ExpectedMileageReport.Equals vergelijkingen uitvoert met behulp 
van de interfacemethoden van het type IMileageReport uit de productiecode. 
In de praktijk zal het echter niet altijd mogelijk zijn een implementatie van een abstracte 
assertmethode zo eenvoudig te houden. Beschouw het volgende voorbeeld waarbij een 
methode AssertTestData  de uitvoer van een logsessie van een logcomponent beoordeelt. 
Verwacht wordt van de component dat na een logsessie een xml-bestand conform een 
vooropgesteld xml-schema wordt weggeschreven. De testcase wordt hierbij als volgende 




manager = new TestLogManager();
logger = manager.CreateBasicLogger();







Listing 5-9: testfixture die gebruik maakt van een domeinspecifieke assert 
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De complexe assertmethode implementeert hierbij een controle door na het nagaan van het 
bestaan van de output. Zij gebruikt hierbij de xml-validatiefaciliteiten die vervat zitten in het 
.Net raamwerk om het juiste formaat van de xml-logdata te controleren. Merk op dat ook hier 
weer gebruik is gemaakt van de Asserts vervat in de Assertion-klasse van NUnit: 
 
public void AssertTestData(String uidOfTestData)
{
String testDataFileName = Environment.GetEnvironmentVariable("STAFII_LOG") +
"\\testtraces\\" + "TestData." + uidOfTestData + ".xml";
//
// Step 1 : Check Existence of test data
Assertion.Assert("Test Data file " + testDataFileName + " is missing !",
File.Exists(testDataFileName));
//Step 2 : Check Valid format of test data
validTestData = true;
XmlTextReader reader = new XmlTextReader(testDataFileName);
XmlValidatingReader vreader = new XmlValidatingReader(reader);
XmlSchemaCollection xsc = new XmlSchemaCollection();
String schemaPathName = Environment.GetEnvironmentVariable("STAFII_DATA")
+ "\\schemas\\" + "STAFTestData.xsd";
xsc.Add("com.afga.he.staf",schemaPathName);
//Validate using the schemas stored in the schema collection.
vreader.Schemas.Add(xsc);
//Set the validation event handler
vreader.ValidationEventHandler +=
new ValidationEventHandler(ValidateTestDataCallBack);








/// Callback method triggered when xml validation process finds a violation against the schema
/// </summary>




Listing 5-10: complexere assert ter validatie van xml-uitvoer 
5.4.3 Test Coverage experimenteel getoetst 
In zijn werk doet Binder een belangrijke relativerende uitspraak ten aanzien van testcoverage: 
“Coverage is een hulpmiddel om code terug te vinden die je niet hebt aangeraakt, maar het 
bereiken of nastreven van 100% coverage is echter geen garantie voor de afwezigheid van 
bugs”.  
Volgend experiment is opgezet om deze uitspraak na te gaan. Neem volgende methode 
GiveChange met een bewust geïmplementeerde bug van een klasse CashRegister die bij het 
betalen van een bedrag aan een kassa aangeeft hoeveel biljetten van 100,20,10 en 5 Euro men 
terugkrijgt: 
public MoneyBag GiveChange(int price,int deposit)
{
MoneyBag moneyBag = new MoneyBag();
int changeDue = deposit - price;
if (changeDue > 0)
{
moneyBag.Numberof100Euros = changeDue/100;
changeDue = changeDue - (moneyBag.Numberof100Euros * 100);
moneyBag.Numberof20Euros = changeDue/20;
changeDue = changeDue - (moneyBag.Numberof20Euros * 20);
moneyBag.Numberof10Euros = changeDue/10;
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changeDue = changeDue - (moneyBag.Numberof10Euros * 10);




Listing 5-11: de te testen methode in C#   
Een eerste testfixture klasse bevat een enkele testcase die zo is opgesteld zodat 100% 





































Listing 5-12: testfixture die 100 % statement coverage realiseert
Bij uitvoering blijkt de fout onontdekt. Een tweede testfixture class met een bijkomende 


















MoneyBag expectedBag = new MoneyBag(0,0,0,0);
MoneyBag actualBag =
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Listing 5-13: testfixture die 100 % conditional coverage realiseert
Ook hier zullen beide testen samen niet in staat zijn de bewuste fout te ontdekken. Dit 
eenvoudig experiment toont dat ondanks het hanteren van een afdekking van het bewuste 
statement nog steeds (semantische) fouten onontdekt zijn. Coveragemetrieken bieden met 
andere woorden de zekerheid dat bepaalde code al dan niet onderzocht is maar niet dat alle 
fouten onontdekt blijven.  
Bij de verschillende experimenten zijn een aantal van de reeds aangehaalde tools onderzocht 
op hun bruikbaarheid en werden volgende vastellingen gedaan:   
 Geen enkele testcoverage-tool (DevPartner(Compuware),PureCoverage(Rational)) 
voor .Net gaat verder dan het meten dan  statement-coverage. 
 Voor Java zijn tools(Clover(Cortex)) beschikbaar die gaan tot en met conditionele 
coverage. 
 De tools bieden getallen aan als class- en methode-coverage. Dit zijn in de praktijk 
zwakkere coveragemodellen dan statementcoverage wat door Binder als minimale 
testcoverage wordt beschouwd. 
 Meer geavanceerde metrieken zoals objectcode coverage, basic path coverage, data 
flow coverage, class flow graph wordt door geen enkele van de onderzochte tools 
ondersteund.  
5.4.4 Kan een complete testrapporteringsinfrastructuur opgezet worden voor NUnit?  
Met een complete testrapporteringsinfrastructuur bedoelen we een infrastructuur die op 
eenvoudige manier toelaat testrapporten met gegevens over testresultaten en testcoverage te 
produceren.   
Bij het oplossen van deze vraag kunnen we uitgaan van de mogelijkheden die verschillende  
gereedschappen bieden: 
 Standaard laat NUnit 2.0 toe om testresulaten persistent te maken in een xml-bestand. 
 Met NAnt kunnen we een willekeurig programma lanceren. 
 Met Ant kunnen we testresultaten produceren door JUnit resultaten om te zetten in 
een html rapport. Hierbij wordt vetrokken van testresultaten opgeslagen in een xml-
formaat en een conversie uitgevoerd met behulp van xslt. 
 Rational PureCoverage kan gelanceerd worden via de commandline en testcoverage 
gegevens vastleggen in een bestand.    
Er zijn echter ook een aantal problemen waar de bestaande tools geen oplossing bieden: 
 Het xml-formaat van de resultaatbestanden geproduceerd door JUnit verschilt met dat 
van NUnit. 
 Er zijn echter ook semantische verschillen. In JUnit wordt een onderscheid gemaakt 
tussen error en failures terwijl in NUnit een onderscheid maakt tussen failures en tests 
not run. In NUnit wordt een lichtjes andere andere terminologie gebruikt. Terwijl 
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JUnit  Java termen als packages en testcase gebruikt gebruikt men in NUnit de termen 
namespace en testfixture. 
Deze twee verschillen maken dat NUnit-bestanden door Ant niet kunnen worden omgezet in 
een html-rapport. Mits enige programmeerinspanning blijkt het mogelijk dit probleem wel 
degelijk te overbruggen: 
 Hiertoe werd een programma Staf2.N2JunitFile ontwikkeld die een set van NUnit-
bestanden omzet naar een reeks xml-bestanden (zie ook Appendix C, listing C-4) met 
een JUnit-achtige structuur. Hierbij werd gezorgd dat het onderscheid tussen failures 
en tests-not run blijft bestaan.  
 De beschrijving van de conversie van xml naar html door de Ant-taak junit-report is 
vastgelegd in een xslt-stylesheet junit-frames.xsl. Deze stylesheet werd op zodanige 
manier aangepast dat semantische begrippen van NUnit juist weerspiegeld worden 
(zie ook appendix C, listing C-3). 
Vervolgens werd een generisch NAnt-script(zie ook appendix C,listing C-1) ontwikkeld die 
niet alleen de volledige cyclus van testuitvoering, testcoveragemeting en testrapportering 
uitvoert maar een heel reeks andere stappen in sequentie uitvoert: 
1. Compilatie van de productiecode levert de binaire vorm van de testen assembly op en 
de documentatie in xml-vorm. 
2. Compilatie van de testcode levert de binaire vorm van de test assembly op en de 
documentatie in xml vorm 
3. Uitvoering van alle testen vervat in de test assembly levert een testresultatenrapport in 
NUnit formaat. 
4. Uitvoering van een controle op ontwerp- en coderingregels door middel van 
Microsoft FxCop (Microsoft). 
5. Uitvoering van een testcoveragemeting door middel van Rational PureCoverage. 
6. Creatie van een globaal kwaliteitsrapport en bijhorende detailrapporten: 
o Creatie van een testresulatenrapport in 2 stappen  
 Conversie door middel van Staf2.J2NunitFile 
 Creatie van een html-rapport door een ant-script aan te roepen die 
gebruikt maakt de junitreport-taak met de aangepaste junit-frames.xsl 
(zie ook Appendix C, listing C-2)  
o Creatie van html-rapport met testdocumentatie op basis van de xml-
documentatie gegenereerd bij compilatie van de test-assembly. ( zie ook 
Appendix D, figuur D-3) 
o Creatie van een rapport met test coverage gegevens(zie ook Appendix D, 
figuur D-2) 
o Creatie van een rapport met inbreuken tegen .Net ontwerp en 
coderingsregels.(zie ook Appendix D, figuur 1) 
o Creatie van een index naar voorgaande rapporten 
Het UML klassendiagram in onderstaande figuur toont de structuur van een set gecreëerde 
rapporten door middel van het ontwikkelde NAnt-script. De daaropvolgende figuur toont een 
schermafdruk van de het index rapport. Figuren 4-3,4-4 en 4-5 in hoofdstuk 4 tonen 
respectievelijk voorbeelden van een “NUnit Result Index”, een “NUnit Test Namespace 
report” en een “NUnit TestFixture report”.  Screenscots van voorbeelden van aanvullende 
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kwaliteitsrapporten(testcoverage, ontwerp- en implementatie-regelovertredingen, 
testdocumentatie) zijn opgenomen in Appendix D. 






















1..* Staf II for .Net - Reports










Figuur 5-15: structuur kwaliteitsrapportering voor .Net Assembly 
 
 
Figuur 5-16: Quality Index Report 
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Ten aanzien van de oorspronkelijke stelling dat een (gedeeltelijke) automatische vertaling 
van testdata naar high-level testresultaten  de complexiteit van de evaluatie van testresultaten 
reduceert kan het volgende worden geconcludeerd: 
 Het gebruik van assert-methoden werkt beduidend doelgerichter dan het gebruik van 
gedetailleerde testtraces. De regel om een enkele (abstracte) assert op het einde van 
testcase te implementeren biedt de maximale garantie voor de volledige uitvoering 
van een testcase.  Enkel fouten worden in detail gerapporteerd. Het is dit verband een 
verrassende vaststelling dat gedetailleerde testtraces die standaard niet met de *Unit 
raamwerken kunnen worden geproduceerd minder gemist kunnen worden dan 
oorspronkelijk werd gedacht.   
 Het is mogelijk met enige moeite om in de praktijk testcoverage-meetgegegevens te 
integreren met testresultaten. In de praktijk gaat dit niet verder dan het vastleggen van 
statementcoverage voor .Net en conditionele coverage voor Java. Een infrastructuur 
kan hiervoor zowel voor .Net als Java worden opgesteld. Buildtools zoals NAnt(.Net) 
en Ant(Java) zijn hierbij belangrijke gereedschappen.  De integratie  van bijkomende 
kwaliteitsrapportering blijkt hierbij goed mogelijk te zijn. 
 Een consequente toepassing van de idoms zoals Equals() en ToString() in Java en C# 
leveren een fundamentele bijdrage bij de reductie van de complexiteit van evaluatie 
en bijhorende rapportering van objecten. 
 Snel oordeel over de kwaliteit is mogelijk vanwege de verschillende 
detailleringniveaus.  
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Hergebruik van code en componenten is een klassieke manier om efficiëntie van 
ontwikkeling te verhogen. Wanneer men kijkt naar de activiteit van ontwerpen speelt het 
begrip patroon een belangrijke rol.  Patronen zijn algemene herbruikbare oplossingen voor 
gekende problemen in een duidelijk gedefinieerde context.  
In voorgaande hoofdstukken is reeds duidelijk geworden dat patronen ook een belangrijke rol 
spelen bij het ontwikkelen van testsoftware. Naast de taalspecifieke idioms en algemene 
ontwerppatronen zullen we in dit hoofdstuk meer specifiek nagaan in hoeverre de reeks 
patronen die R.Binder beschreef voor het testen van objectgeoriënteerde systemen toepasbaar 
zijn bij de ontwikkelen van testen door middel van de *Unit testraamwerken.   
6.2 Beschikbare patronen 
6.2.1 Algemene ontwerppatronen  
De Gang Of Four(Gamma e.a., 1998) legden in hun werk 23 verschillende ontwerppatronen 
vast en maakten hierbij een onderscheid tussen drie verschillende categorieën. Creationele 
patronen zijn bedoeld om het  instantiëringsproces te abstraheren. Een tweede categorie zijn 
de structurele patronen betreffende de samenstelling van klassen en objecten in uitgebreide 
structuren. In hoofdstuk 3 is reeds het belang aangetoond van het structurele ontwerppatroon 
decorator bij het ontwikkelen van generische testtype-implementaties. In hoofdstuk 4 is 
gebleken dat de structurele patronen composite en adapter een belangrijke toepassing 
vinden in het groeperen van testcases. Gedragspatronen reiken algemene oplossingen aan 
i.v.m. algoritmen en de toekenning van verantwoordelijkheden aan objecten. In hoofdstuk 3 
is reeds beschreven hoe het gedragspatroon template-method zijn toepassing vindt bij 
generische testtype-implementaties. 
6.2.2 C# en Java language idioms 
Idioms zijn meer laag-bij-de-grondse patronen die specifiek eigen zijn aan een 
programmeertaal. In Hoofdstuk 5 hebben we reeds aangetoond dat de idioms ToString() en 
Equals()   in Java en C# belangrijk zijn in de context van testsoftwareontwikkeling. 
6.2.3 Testpatronen 
Binder(Binder, 1999) heeft in zijn werk 37 patronen beschreven die van toepassing bij het 
testen van objectgeoriënteerde systemen. In deze paragraaf geven we een overzicht van een 
aantal patronen die van belang zijn voor unit-, component- en integratietesten.  
6.2.3.1 Testpatronen voor het testen van individuele methoden 
Op het niveau van het testen van individuele methoden wordt een beschrijving gegeven van  
vier verschillende patronen. 
Het Category – Partition patroon is gebaseerd op input/output analyse en richt zich op de 
verschillende enkelvoudige functies die door een enkele methode worden geïmplementeerd. 
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Uitgangspunt is dat fouten in methoden ontstaan door de combinatie van waarden van 
parameters en instantievariabelen. 
Voor het testen van statusgedrag gecombineerd met parameterwaarden wordt het 
Combinational Function Test patroon vermeld. Het is toepasbaar in een context waarbij het 
kiezen van combinaties van één of meerdere parameters een sterke invloed kan hebben op 
afzonderlijke acties die een methode kan nemen. Typische fouten die hiermee kunnen worden 
opgespoord zijn de verkeerde toekenning van een beslissingsvariabele, de verkeerde of 
ontbrekende operator in een predikaat, een foutieve structuur in een predikaat, het ontbreken 
of teveel aan acties en structurele fouten in een beslissingstructuur. 
Een heel specifiek patroon voor methodes die zichzelf aanroepen is het Recursive function 
Test patroon. Uit onderzoek is gebleken dat een standaard afdekkinggraad hier vaak over 
fouten heen ziet. Typische fouten waarvoor het patroon een opsporingstrategie wil leveren 
zijn stack-overflows, gecorrumpeerde data objecten, geheugen- en timingproblemen. 
Polymorfisme is één van de belangrijke kenmerken van objectoriëntatie. Het is dan ook niet 
te verwonderen dat een specifiek patroon eraan is gewijd. Het Polymorphic Message Test 
patroon heeft als doel een leidraad te bieden bij de  ontwikkeling van een testsuite voor een 
cliënt van een polymorfe server die alle bindingen onderzoekt. Een polymorfe methode moet 
gezien worden als een interface naar verschillende methoden. De focus ligt hier in het 
ontdekken van fouten in de cliënt van een polymorfe methode. Doel is opsporen van fouten 
zoals foutieve precondities bij de cliënt, semantische foutieve casts of fouten die optreden 
wanneer een serverimplementatie is gewijzigd zonder dat de cliënt is gewijzigd. 
6.2.3.2 Testpatronen voor het testen van individuele klassen 
Klassen zijn  de integratie van individuele methoden en instantievariabelen. Typische fouten 
in een klasse ontstaan door bepaalde volgordes methodenaanroepen. Ook 
waardencombinaties van instantievariabelen zijn vaak oorzaken van problemen. Binder 
maakt een onderscheid tussen 4 types van klassen op basis van het concept van “class 
modality”: 
 Een Nonmodal klasse legt geen beperkingen op de volgorde van  zijn methodes  die 
worden aanroepen. Typische voorbeelden van dergelijke  klassen zijn DateTime en de 
String-klassen die vervat zitten in de standaard bibliotheken  van de Java JDK’s en het 
.Net raamwerk. Getter- en setter-methoden kunnen in willekeurige volgorde worden 
uitgevoerd bij objecten van dit soort klassen. 
 Een Unimodal klasse legt beperkingen op de volgorde van methode-aanroepen op. 
Klassen die instaan voor de controle van een proces zijn hier mooie voorbeelden van. 
Een object van een klasse TrafficLight bijvoorbeeld aanvaardt een boodschap 
SetGreen enkel nadat de voorgaande boodschap SetRed is opgeroepen.   
 Bij een Quasimodal klasse  komen de beperkingen voort uit de inhoud van een 
object. Zo zal een object van een klasse Stack de operatie Push verwerpen wanneer ze 
de stack vol is en aanvaarden wanneer ze niet vol is. 
 Bij een Modal klasse zijn er beperkingen zowel op de sequentie als voortkomend uit 
de inhoud van een object. Een object van de klasse Account zal zo bijvoorbeeld een 
boodschap WithDraw verwerpen wanneer de waarde van de membervariabele balance 
kleiner dan 0 is. Ze zal eveneens deze boodschap verwerpen wanneer eerder de 
boodschap Close werd aangeroepen. 
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Afhankelijk van de groep waartoe een klasse behoort zijn andere testpatronen relevant:  
Het Invariant boundaries patroon betreft het  selecteren van efficiënte 
testwaardencombinaties voor klassen, interfaces en componenten. Immers zijn ongewone 
maar toegelaten combinaties van waarden vaak oorzaak  van fouten. Men kan toegelaten 
combinaties d.m.v. een klasseninvariant vastleggen. Deze kan getoetst worden door middel 
van een assertion. Twee implementatievarianten zijn  hierbij mogelijk. Een eerste variant 
neemt de interne niet publieke variabelen mee in de uitdrukking. Een implementatie 
onafhankelijke invariant legt enkel de toegelaten combinaties van publieke eigenschappen 
vast.  
Het Nonmodal class Test patroon heeft als doel een testsuite te kunnen vastleggen voor een 
klasse waar geen restricties gelden voor de volgorde van sequenties. In principe is voor een 
nonmodal klasse elke boodschap in elke status toelaatbaar. Het patroon ondersteunt het 
opsporen van typische fouten zoals een legale boodschappenvolgorde die wordt verworpen, 
een legale sequentie die een foutieve waarde produceert, verschillende methoden die een 
verschillende status rapporteren, de verwerping van een legitieme modifiers, een illegale 
modificatie die wordt geaccepteerd resulterend in een illegale state, het gebruik van een 
accessor-methode die een negatief neveneffect veroorzaakt, een foutieve berekening die de 
klasse-invariant schendt en modifiers/acessors methoden die een inconsistente view van de 
status implementeren. 
De Quasimodal class Test patroon is weggelegd voor testsuites van klasses waar restricties 
liggen op het uitvoeren van bepaalde boodschappenvolgordes. De restricties komen voort uit 
de interne staat van objecten. Afhankelijk van een bepaalde status zijn slechts bepaalde 
boodschappen toepasbaar. Excepties die niet opgegooid worden of excepties die wel worden 
opgegooid maar toch de status van het object veranderen bij een illegale lancering van een 
methode zijn fouten waar men hier op zoek gaat. 
Tenslotte is er het Modal Class Test patroon toepasbaar bij de ontwikkeling van een testsuite 
voor een klasse met duidelijk vastgelegde beperkingen op de boodschappenvolgordes.  Zowel 
de volgorde als de interne status beperken de mogelijke boodschappen. Fouten die hier nogal 
eens optreden zijn het ontbreken van geldige transities, een boodschap die wordt verworpen 
in een geldige status, een foutieve  transitie waarbij een verkeerde respons wordt gegeven en 
een transitiepad  dat niet is toegelaten en toch geaccepteerd wordt. 
6.2.3.3 Testenpatronen voor klassenhierachien, herbruikbare componenten en subsystemen 
Het Polymorphic Server Test patroon is gericht op het testen van een klassenhiërarchie die 
voldoet aan het Liskov substitutie principe. Dit principe zegt dat subklasse objecten moeten 
kunnen vervangen worden door superklasse objecten zonder fouten te veroorzaken of zonder 
dat daarvoor extra code moet worden geïmplementeerd  aan de cliëntzijde. Het testpatroon is 
toepasbaar op een niet-modale hiërarchie waarbij methoden overriden zijn. Typische fouten 
ten gevolge van foutieve toepassing bij overerving zijn hier onderwerp van dit testpatroon. 
Het gaat hier om fouten als foutieve initialisatie, onachtzame bindingen, vergeten overrides, 
onbedoelde toegang tot de basisklasseimplementatie en semantisch verkeerde overervingen.  
Bij het testen van een modale klassenhiërarchie kan het Modal hierachy Test patroon hulp 
bieden. Doel van een testsuite volgens dit patroon is het nagaan of zowel voldaan wordt aan 
de  statusmachine van de subklasse zelf als aan die van de superklasse. Fouten waar men hier 
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op zoek naar gaat zijn geldige overgangen in een statusmachine van de superklasse die nu 
ongeldig blijken te zijn, ongeldige overgangen in een statusmachine van de superklasse die 
nu geldig blijken te zijn en foutieve reacties op een superklasse-transitie. Een belangrijk punt 
is ook hier dat het statusmodel van een superklasse wordt geëerbiedigd. Een schending door 
een subklasse is in principe een foutief gebruik van overerving. 
Het patroon Abstract Class Test is bedoeld ter ondersteuning van de ontwikkeling van een 
testsuite voor een abstracte klasse of interface. Op zich kan een abstracte klasse niet worden 
geïnstantieerd. Een subklasse zal hier moet ontwikkeld worden voor alle nog niet 
geïmplementeerde methoden uit de abstracte superklasse. Ontwerpfouten die vooral te maken 
hebben met een verkeerde implementatie van het bedoelde contract en eenvoudige 
coderingsfouten zijn hier typische problemen.  
Het Generic Class Test patroon is bedoeld voor testsuites voor een generische klasse of 
interfaces en is dan ook enkel bruikbaar voor OO talen die generieke type concepten 
aanbieden zoals C++ (template class), Ada (generic) en Eiffel (generic class). Ook hier is het 
principe dat een instantiatie naar een reële klasse zal moeten gemaakt worden om te kunnen 
testen.  
New Framework Test is een patroon voor een testsuite van een nieuw raamwerk dat nog 
niet vaak is gebruikt. Een testsuite dient ontworpen te worden op basis van de generische 
specificaties die gelden voor het raamwerk. Raamwerken kunnen ontstaan op basis van een 
domeinmodel, maar ook ontstaan door generalisatie van een specifieke applicatie. 
Complementair is het Popular Framework Test patroon dat zich richt op 
testsuiteontwikkeling voor een  raamwerk dat reeds vaak is gebruikt. Belangrijk hierbij is dat 
een testsuite steeds dient uitgebreid te worden voor elke nieuwe feature die wordt ingebouwd. 
Door de inbouw van nieuwe features kunnen ongewenste interacties ontstaan met bestaande 
features. Ook de compatibiliteit met een vorige versie kan verbroken zijn. Latente bugs 
kunnen in nieuwe versie actief worden. 
Een voorbeeld van een testpatroon op het component en subsysteem niveau is de Class 
Association Test die een testsuite voor de verificatie van associaties tussen klassen helpt vast 
te leggen.  Klassendiagrammen beelden de relaties uit tussen verschillende klassen die in een 
implementatie moeten worden getest. Foutieve multipliciteit, update en delete anomalieën, 
ontbrekende en verkeerde links zijn de fouten waar men hier op zoek gaat. 
6.3 Experimenteel onderzoek 
In deze paragraaf beschrijven we een aantal experimenten die  werden uitgevoerd om na te 
gaan hoe intensief patronen kunnen worden gebruikt tijdens het ontwikkelen van 
testsoftware. Hierbij besteden we bijzondere aandacht aan de toepasbaarheid van Binders 
patronen bij het ontwikkelen van testen met de *Unit-raamwerken. Ook de besproken idioms 
en de patronen van de Gang of Four komen hierbij aan bod. In de eerste paragraaf wordt een 
experiment in detail beschreven dat is uitgevoerd bij het testen van een statusmachine-
implementatie. In een tweede subparagraaf geven we een korte overzicht van ervaringen 
opgedaan tijdens overige experimenten.  
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6.3.1 Toepassing van patronen bij de ontwikkeling en het testen van  een verkeerlichtsimulatie 
6.3.1.1 Inleiding 
In het nu volgend beschreven experiment gaan we een .Net assembly ontwikkelen en testen 
die een eenvoudige simulatie van een verkeerslicht moet implementeren.  In dit experiment 
gaan we hierbij uit van een statusmachine die beschreven wordt in het volgende diagram. 






Stop - Out of service
 
Figuur 6-1: een eenvoudige verkeerslicht-statusmachine 
6.3.1.2 Het ontwerp en de implementatie 
Vermits de assembly een statusmachine moet implementeren maken we gebruik van 
Gamma’s State(Gamma e.a., 1998) ontwerppatroon dat speciaal voor deze situatie is 
toegesneden. In dit patroon wordt elke afzonderlijke concrete status van een zogenaamde 
Context klasse gerepresenteerd door een aparte klasse ConcreteStateX die erft van een 
gemeenschappelijke abstracte klasse State. De actuele status van de  Context klasse  zit in 
een membervariabele state van het type  State. Het concrete type van deze is de indicator 
voor de actuele status. Een boodschap Request te verwerken door de Context klasse wordt 





Figuur 6-2: state ontwerppatroon(Gamma e.a.,1998) 
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Concreet  vervult TrafficLight in ons ontwerp de rol van de Context klasse en 
TrafficLightState de rol van abstracte State basisklasse. Als concrete statusklassen vinden 
we TrafficLightRed, TrafficLightGreen, TrafficLightOrange en 
TrafficLightOrangeBlinking  terug in het onwerp. De statusovergangsmethoden  SetGreen, 






+ SetRed() : void
+ SetGreen() : void
+ SetOrange() : void
+ SetBlinkingOrange() : void
<<property get>> + State() : TrafficLightStateEnum
SetState(state : TrafficLightState) : void
+ ToString() : string
TrafficLightState
SetRed(light : TrafficLight) : void
SetGreen(light : TrafficLight) : void
SetOrange(light : TrafficLight) : void






+ Red = 0
+ Orange = 1
+ Green = 2





Figuur 6-3: ontwerp van een verkeerslichtsimulatie 
6.3.1.3 Ontwikkeling van een eerst reeks testcases: de conformance testsuite 
De klasse TrafficLight die als interface optreedt van de .Net assembly is een klasse waar 
duidelijke restricties gelden wat betreft de volgorde van de boodschappen die mogen worden 
gelanceerd. We maken dan ook gebruik van Binders Modal Class Test patroon om de 
testsuite te definiëren en te ontwerpen. Een belangrijk concept dat Binder hierbij hanteert is 
vastleggen van de zogenaamde statusinvarianten. Dit zijn uitdrukking die steeds waar zijn 
voor een object in een gegeven staat. Voor elke status kunnen we dit zowel op een interne als 
externe manier vastleggen. Op externe wijze wil zeggen dat we uitdrukking enkel baseren op 
publiek zichtbare eigenschappen. Voor onze verkeerslicht-implementatie kunnen we vier van 
deze uitdrukkingen definiëren: 
trafficlight.State == TrafficLightStateEnum.Green //invariant state GREEN
trafficlight.State == TrafficLightStateEnum.Red //invariant state RED
trafficlight.State == TrafficLightStateEnum.Orange // invariant state ORANGE
trafficlight.State == TrafficLightStateEnum.OrangeBlinking // invariant state ORANGEBLINKING 
Figuur 6-4: statusinvarianten op externe wijze beschreven 
Op interne wijze wil zeggen dat we deze uitdrukking beschrijven met behulp van interne niet 
publieke variabelen. Een voorbeeld voor de status Red is in onderstaande figuur beschreven. 
typeof(trafficlight._state) ==
typeof(Agfa.HealthCare.Staf2.Samples.TrafficLight.TrafficLightRed) 
Figuur 6-5: een statusinvariant op interne wijze beschreven 
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Een eerste stap  is het vastleggen van een zogenaamde conformance-testsuite. Dit is een suite 
van testcases die nagaan of een toegestane overgangen correct zijn geïmplementeerd. We 
stellen hiertoe een zogenaamde transitieboom op.  Hierbij vertrekken we met een knooppunt 
dat de initiële status weergeeft. We  voegen per toegelaten statusovergang een verbinding en 
knooppunt met de resulterende status toe. We herhalen deze procedure recursief tot we in een 
eindtoestand verzeild geraken of een toestand die reeds als knooppunt in de graaf is 
opgenomen. 







Stop - Out of service
Orange
 
Figuur 6-6: transitieboom voor de conformance testsuite voor de verkeerslicht 
Elk geheel of gedeeltelijk pad vetrekkende van de begintoestand leggen we nu vast als een 
aparte testcase. We kunnen op deze wijze zeven testcases onderkennen die we kunnen 
mappen op de zeven toegelaten toestandsovergangen. In het volgende UML diagram zijn de 
verschillende testcases opgenomen. 
TrafficLight
(f rom Agfa.HealthCare.Staf2.Samples.Traf f icLight)
Test Set Green From Red
<<Test Case>>
Test Set Orange Blinking From 
Orange
<<Test Case>>





Test Destruction From 
OrangeBlinking
<<Test Case>>
Path : Start - 
Orange Blinking
Path : Start - Orange Blinking - 
Orange
Path : Start - Orange Blinking - 
Orange - Stop
Path : Start - Orange 
Blinking - Orange - 
Red
Path : Start - Orange 
Blinking - Orange - 
Red - Green
Test Set Red From Orange
<<Test Case>>
Test Set Orange From Green
<<Test Case>>
Path : Start - Orange 
Blinking - Orange - Red 
- Green -Orange
Path : Start - Orange 
Blinking - Orange - Stop
 
Figuur 6-7: conformance testcases voor het verkeerslicht package 
Een minimale operabiliteitstestsuite is af te leiden uit het kortste pad en zijn deelpaden. Deze 
testen verzekeren de  zogenaamde alfa-omega cyclus. In de praktijk gaat hier om de testcases 
TestConstruction en TestDestructionFromOrangeBlinking.  
We volgen nu een algemeen patroon bij de implementatie van deze testen in NUnit 2.0. 
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 De [SetUp]-methode gebruiken we voor de voorbereidende stappen m.a.w. de 
minimale set van statusovergangen wordt doorlopen tot de beoogde begintoestand is 
bereikt. 
 In de [Test]-methode zelf lanceren we de methode om de toegelaten overgang te 
bewerkstelligen en evalueren we door na te gaan of aan de statusinvariant van de 
resulterende status is voldaan. 
 In de [TearDown]-methode vernietigen we het verkeerslichtobject. Dit laten we 
impliciet gebeuren. 
Herinner dat met behulp van *Unit-raamwerken testen dienen gegroepeerd te worden die een 
gelijkaardige setup vereisen. We komen dan ook tot het volgende ontwerp met 5 testfixture-
klassen en 7 testmethodes. Daarnaast is er een TrafficLightAssertion-klasse opgenomen die 








































Figuur 6-8: ontwerp van de conformance testsuite 
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Listing 6-5: testfixture voor testcases die veretrekken van de status RED 
























Listing 6-6: implementatie van de statusinvariant-assertmethoden  
Uit meting met Rational PureCoverage blijkt dat deze testsuite bestaande uit 53 lijnen code 
die de productiecode met een omvang van 52 lijnen code voor 79% afdekt als we 
statementcoverage als metriek voor de afdekkinggraad hanteren.  Deze geïmplementeerde 
testmethoden hebben hierbij een gemiddelde cyclometrische complexiteit van 1 en bevatten 
elk 2 regels code. 
6.3.1.4 Ontwikkeling van een tweede reeks testcases: de “sneakpath”-testsuite 
In principe schrijft het patroon voor dat ook gekeken moet worden naar transities die slechts 
toegelaten zijn onder een bepaalde voorwaarde. Hierbij worden dan een reeks van 
aanvullende testcases gedefinieerd waarbij gekeken wordt hoe een systeem reageert wanneer 
niet aan de voorwaarde is voldaan. Vermits in ons voorbeeld aan de beschreven 
statusovergangen geen extra voorwaarden zijn gekoppeld kunnen we deze stap overslaan.   
Een volgende stap in de strategie horende bij Binders testpatroon is het identificeren van alle 
mogelijke illegale transities. Hiertoe stellen we een state/event matrix op die laat zien welke 
transities als illegaal moeten worden gezien. Alle niet-toegelaten acties in een bepaalde staat 
zijn aangegeven met PSP (= possible sneak path). 
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Events OrangeBlinking Orange Red Green 
TrafficLight OK - - - 
SetRed PSP OK PSP PSP 
SetGreen PSP PSP OK  
SetOrange OK PSP PSP OK 
SetBlinking 
Orange 
PSP OK PSP PSP 
(get)State OK OK OK OK 
ToString OK OK OK OK 
Tabel 6-1: state/event matrix verkeerslicht 
Op basis van deze tabel kan een nieuwe reeks testcases voor de zogenaamde sneakpath 
testsuite worden gedefinieerd.  
Test Orange Blinking From Red
<<Test Cas e>>
Test Set Green From Green
<<Test Case>>
Test Set Green From Orange
<<Test Case>>
Test Set Green From Orange 
Blinking
<<Test Case>>
Test Set Orange Blinking From 
Orange Blinking
<<Test Case>>
Test Set Orange From Orange
<<Test Case>>
Test Set Orange From Red
<<Test Case>>
Test Set Red From Green
<<Test Case>>
Test Set Red From Orange Bl inking
<<Test Case>>Test Set Red From Red
<<Test Case>>
TrafficLight
(f rom Agfa.Heal thCare. Staf 2.Samples .Traff icLight)
 
Figuur 6-9: “sneakpath”-testsuite 
Bij ontwerp en implementatie van deze testcases gaan we weer uit van het standaard patroon 
opgelegd door NUnit.  
 De [SetUp]-methode gebruiken we weer voor de voorbereidende stappen m.a.w. de 
minimale set van statusovergangen wordt doorlopen tot de beoogde begintoestand is 
bereikt. De nodige testcasemethoden kunnen dan ook ondergebracht in de testfixtures 
die we hebben ontworpen voor de conformancetestsuite. 
 In de [Test]-methode zelf lanceren we de methode om de niet toegelaten overgang te 
bewerkstelligen. We  gaan we ook na of de verwachte exceptie wordt gelanceerd en 
dat het object aan de statusinvariant van de vertrekstatus is voldaan vermits geen 
toestandsovergang mag gebeuren. 
 In de [TearDown]-methode vernietigen we het verkeerslichtobject. Dit laten we 
impliciet gebeuren. 
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AssertTrafficLigh tOrangeState Invariant ()
AssertTrafficLigh tOrangeBlinkingStateInvariant()
TestTrafficLightAl faState




<<constructor>> + TestTrafficLigh tGreenState()
<<SetUp>> + SetUp ()
<<Test>> + TestSetOrange ()
<<Test>> + TestSetGreen()
<<Test>> + TestSetRed()












<<constructor>>  + TestT rafficL ightOrangeState()
<<SetUp>> + SetUp()
<<Test>> + TestSetRed()













<<const ructor>> + TestT rafficLigh tRedSta te()
<<SetUp>> + SetUp ()
<<Test>> + TestSetGreen ()
<<Test>> + TestSetRed()
<<Test>> + TestSetOrange()





Figuur 6-10: het testontwerp uitgebreid met “sneakpath”-testcases 
Onderstaande listing geeft bij wijze van voorbeeld nu de volledige implementatie van één van 








































 6 Testsoftwarepatronen 
 

















Listing 6-7: een testfixture-implementatie uitgebreidmet “sneakpath”-testcases 
Uit metingen met Rational PureCoverage blijkt dat de testsuite nu 108 regels code telt en 
100% van de productiecode afdekt. De “sneakpath”-testmethoden hebben hierbij een 
gemiddelde cyclometrische complexiteit van 2 en een lengte van 4 regels code. 
6.3.1.5 Refactoring van de testsuite 
Uit de voorbije ontwerpen is duidelijk dat het verloop van een test voor een transitie een 
standaardpatroon volgt. Bovendien merken we op dat in elk van de testfixtures dezelfde reeks 
testen terugkomen. We veranderen het ontwerp en passen nu het “template”-
ontwerppatroon(Gamma e.a., 1998) toe. We definiëren hierbij een abstracte basisklasse 
BaseTestTrafficLightState die templatemethoden bevat voor elke test TestSetRed, 
TestSetOrange, TestSetGreen en TestSetOrangeBlinking en gebruiken een  delegate 
SetState en een abstracte methode AssertStateTransition(SetState action) om het 
basisalgoritme vastleggen. De testfixtures TestRedState, TestOrangeState, TestGreenState 
en TestOrangeBlinkingState  spelen hier de rol van concrete klassen die deze abstracte 
methode moeten implementeren. 
Traffi cLightAsserti on
AssertTra ffi cLightRedStateInvari ant (tra fficl igh t : Tra ffi cLight) : vo id
AssertTra ffi cLightGreenStateInvari ant (tra fficl igh t : Traffi cLight) : void
AssertTra ffi cLightOrangeSta teInvarian t(traff iclight :  Traf ficLi gh t) : void
AssertTra ffi cLightOrangeBli nkingState Invariant(traf ficli ght  : Tra fficLigh t) : voi d
TestTraff icLightGreenSta te
<<constructor>> + TestTrafficLigh tGreenState()
<<SetUp>> + SetUp() : void




<<SetUp>> + SetUp() : void




<<SetUp>> + SetUp() : void




<<SetUp>> + SetUp() : void









<<Test>> + TestSetOrange() : void
<<Test>> + TestSetGreen() : void
<<Test>> + TestSetRed() : void
<<Test>> + TestSetOrangeBlinking() : void






Figuur 6-11: herontwerp van de testsuite door toepassing van het templatemethod patroon en het gebruik  
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{ public delegate void SetNewState();
abstract public class BaseTestTrafficLightState






























abstract protected void AssertStateTransition(SetNewState action);
}
} 
Listing 6-8: implementatie van de abstracte basisklasse 
Een concrete implementatie van een testfixture is gepresenteerd in onderstaande listing. 
[TestFixture]
public class TestTrafficLightGreenState : BaseTestTrafficLightState
{ public TestTrafficLightGreenState() {}
[SetUp]
public void SetUp()





















Listing 6-9: implementatie van de herwerkte testfixture 
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Uit meting met Rational PureCoverage blijkt dat het aantal lijnen code van de nieuwe 
testsuite gedaald is van 108 naar 89 lijnen code en dat we een set van 16 concrete [Test]-
methoden hebben kunnen herleiden tot een set van 4 [Test]-methoden met een gemiddelde 
cyclometrische complexiteit van 1 en 2 lijnen code. Terwijl in de eerste implementatie de 
oorspronkelijke  testfixtures 21 tot 25 lijnen code telde, is in het nieuwe ontwerp het aantal 
lijnen code gedaald tussen 12 en 16. Belangrijk is echter te vermelden  dat de gemiddelde 
cyclometrische complexiteit van de testfixtures is gestegen door de invoering van de concrete 
set methodes AssertStateTransition . 
6.3.1.6 2de Refactoring van de testsuite 
In het laatste ontwerp hebben we gezien dat de concrete implementaties van de 
AssertStateTransitionMethode aanleiding geven tot een hogere gemiddelde cyclometrische 
complexiteit. Bij nader inzien hebben deze methoden echter een gelijkwaardig algoritme. We 
herontwerpen de testsuite nu zodanig dat we in de abstracte  basisklasse een concrete 
implementatie toevoegen van een template-methode AssertStateTransition waarbij we 
intensief gebruik maken van delegates. Zij geeft de evaluatie door aan de private methode 
AssertValidStateTransitition of AssertInvalidStateTransition. In beide gevallen wordt 
volgens het foutenmodel van het “modal class test” patroon nagegaan of het verkeerslicht-
object in de juiste status verkeert.  Dit is de oorspronkelijke status bij een verboden 
statusovergang en de beoogde nieuwe status bij een toegelaten overgang. In het geval van een 





























(fr om Agfa.HealthCar e.Staf2.Samples.Tr afficLig ht.Tests)
Traffi cL ight
BaseTestTrafficLightState
<<SetUp>> + SetUp() : void
<<Test>> + TestSetOrange() : void
<<Test>> + TestSetGreen() : void
<<Test>> + TestSetRed() : void
<<Test>> + TestSetOrangeBlinking() : void
# AssertStateTransition(action : SetNewState) : void
# AssertVal idStateTransition(action : SetNewState) : void






#_traf fi cLigh tUnderTest
 
Figuur 6-12: 2de herontwerp van de testsuite 
In deze drie methoden(zie ook onderstaande listing) hanteren we nu drie delegatesinstanties 
met name: 
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 action van het type SetNewState  is de concrete statusovergangsmethode die zal 
worden getest. Zij wordt concreet ingevuld door de [Test]-methoden. 
 assertState van het type AssertStateInvariant is de concrete assertmethode die 
wordt gelanceerd bij een geldige statusovergang. De geldige 
statusovergangsmethoden en de bijhorende AssertStateInvariant methode wordt 
hierbij vastgelegd in een membervariable _legalEndStateInvariants, een collectie 
die wordt opgevuld tijdens de SetUp van een concrete testfixture. 
 _assertStartState van het type AssertStateInvariant is de concrete assertmethode 
die wordt aangeroepen bij de controle van de afhandeling van een illegale 
statusovergang. Deze protected membervariabele wordt eveneens effectief ingevuld 
tijdens de SetUp van de concrete testfixture. 







public virtual void SetUp()
{
















































 6 Testsoftwarepatronen 
 
   
 
102














Listing 6-10: nieuwe basisklasseimplementatie 
[TestFixture]




















Listing 6-11: voorbeeld van een concrete testfixture 
Een verdere daling van 89 tot 80  aantal lijnen code kan na dit tweede herontwerp worden 
waargenomen. Terwijl het aantal lijnen code per testfixture voor herwerking tussen 12 en 16 
lijnen code bedroeg kunnen we nu een verdere daling naar 8 tot 11 lijnen waarnemen. Een 
belangrijk effect is dat nu nog de testfixture enkel nog de [Setup]-methode implementeert.  
6.3.1.7 Commentaar en bijkomende  vaststellingen bij het experiment 
Algemeen is te verwachten dat bij een statusmachine met n toestanden het Modal Class Test 
patroon aanleiding zal geven tot n x n testcases. Een implementatie  levert dan ook n x n 
testmethoden op zonder enige toepassing van de “template”-methode. Met het toepassen van 
templatemethodes en delegates is het te verwachten dat we dit kunnen herleiden tot n 
testmethoden. Volgend diagram toont in algemenere termen de strategie die we hebben 
toegepast.  
Binder suggereert in zijn werk om in dergelijke gevallen gebruik te maken van de reflection 
services die vervat zitten in o.a. .Net en ook Java. Een experiment met NUnit waarbij deze 
suggestie werd gevolgd leert echter dat dit leidt tot een testmethode-implementatie met een 
vrij hoge cyclometrische complexiteit. Bovendien is reflection gebaseerd op late binding. 
Bepaalde typechecking-mechanismen die normaal tijdens compilatie worden uitgevoerd 
worden op deze manier omzeild en pas in de runtimeomgeving gecontroleerd. Alhoewel 
reflection een krachtig mechanisme kan zijn om generische compacte implementaties te 
maken is het duidelijk dat hier omzichtig mee moet worden omgesprongen. Het gebruik 
ervan komt de betrouwbaarheid en onderhoudbaarheid van testsoftware niet altijd ten goede. 
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Figuur 6-13: een patroon voor statusmachinetestsuite  
Een belangrijke vaststelling in het voorgaande experiment is dat we geen gebruik gemaakt 
hebben van het Equals-idiom op het niveau van de Trafficlight-klasse. Reeds eerder in 
paragraaf 5.4.2. hebben we aangegeven dat het gebruik ervan eindig is. Om 
vergelijkingsobject te kunnen creëren zonder expliciet de statusmachime af te wandelen 
zouden we immers een extra constructor nodig hebben in de productiecode die toelaat om een 
object rechtstreeks in een bepaalde toestand te kunnen creëren. Dit betekent echter dat we een 
zogenaamd “sneakpath” introduceren in de productiecode die toelaat dat we van de start-
toestand naar een willekeurige toestand gaan.  
Merk op dat we in het experiment geen aandacht hebben besteed aan de [TearDown]-
methode. Strikt genomen dient deze ingevuld te worden met de minimale set van 
statusovergangen die naar de toestand ORANGE_BLINKING leidt van waaruit het object 
mag vernietigd worden.  
6.3.2 Overzicht van overige experimenten met testpatronen   
6.3.2.1 Testen van een individuele  methode CashRegister.GiveChange() 
Gebruik makend van het methodetestpatroon Combinational Function Test werd een 
testsuite ontwikkeld voor een methode CashRegister.GiveChange. Deze methode berekent  
aan de hand van een prijs price en een betaald bedrag deposit het aantal biljetten van 100, 
20, 10 en 5 Euro dat moet worden teruggegeven. Een NegativeAmountException moet 
worden opgegooid als negatieve prijzen worden opgegeven. Een DebitToLowException 
wordt gecreëerd als een te laag bedrag wordt betaald. 
public MoneyBag GiveChange(int price,int deposit)
{
MoneyBag moneyBag = new MoneyBag();
if (price < 0) throw new NegativeAmountException(price);
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if (deposit < 0) throw new NegativeAmountException(deposit);
int changeDue = deposit - price;
if (changeDue < 0) throw new DebitToLowException(deposit,price);
if (changeDue > 0)
{
moneyBag.Numberof100Euros = changeDue/100;
changeDue = changeDue - (moneyBag.Numberof100Euros * 100);
moneyBag.Numberof20Euros = changeDue/20;
changeDue = changeDue - (moneyBag.Numberof20Euros * 20);
moneyBag.Numberof10Euros = changeDue/10;
changeDue = changeDue - (moneyBag.Numberof10Euros * 10);




Listing 6-12: implementatie van de methode CashRegister.GiveChange() 
Hierbij wordt gebruik gemaakt van een beslissingstabel met condities (mogelijke input 
combinaties) en acties(expected result) uitgedrukt als predikaten.  
 We onderscheiden drie condities:  
o Price < 0 
o Deposit < 0 
o Price – deposit > 0 
 We onderscheiden vier elementaire acties:  
o throw new NegativeAmountException(price);  
o changeDue = deposit - price; 
o throw new DebitToLowException(deposit,price); 
o Empty MoneyBag Construction 
 1 2 3 4 5 
Price < 0 T DC F F F 
Deposit < 0 DC T F F F 
Price – Deposit > 0 DC DC T F F 
Price – Deposit = 0 DC DC F T F 
NegativeAmountException != Null T T F F F 
DepositToLowException != Null F F F F T 
Empty MoneyBag Construction F F T T F 
Explicit MoneyBag Calculation F F F T F 
Tabel 6-2 : beslissingstabel (T:True,F:False,DC:Don’t Care)  
Een systematische toepassing van de strategie horende bij dit testpatroon resulteerde in een 
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MoneyBag expectedBag = new MoneyBag(1,0,1,0);








MoneyBag expectedBag = new MoneyBag(0,0,0,0);








MoneyBag expectedBag = new MoneyBag(0,0,0,0);








MoneyBag expectedBag = new MoneyBag(1,0,1,0);

































MoneyBag actualBag = _cashRegisterUnderTest.GiveChange(_price,_deposit);
} 
Listing 6-13: testfixture voor de methode CashRegister.GiveChange() 
Metingen met PureCoverage wijzen dat 100 % statementcoverage met deze testsuite wordt 
bereikt. 
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6.3.2.2 Testen van een enkele klasse Declination 
In dit experiment werd een testsuite voor een klasse Declination ontwikkeld. Declinatie is 
een astronomische term vergelijkbaar met de geografische breedtegraad. Zij geeft mee de 
positie van astronomische objecten aan de sterrenhemel aan. Deze term wordt net als de 
geografische breedtegraad aangeduid met graden minuten en seconden. Interessant is dat 
restricties gelden voor deze onderdelen die kunnen worden uitgedrukt door middel van een 
zogenaamde klasseninvariant. Met behulp van NUnit kan dit op volgende wijze in een 
domeinspecifieke assert worden gegoten: 
private void AssertDeclinationClassInvariant()
{ Assertion.Assert(_declinationUnderTest.ToString() + " is an invalid declination",
((_declinationUnderTest.Degree > -90) &&
(_declinationUnderTest.Degree < 90) &&
(_declinationUnderTest.Minute >= 0) &&
(_declinationUnderTest.Minute < 60) &&
(_declinationUnderTest.Second >= 0) &&
(_declinationUnderTest.Second < 60)) ||
(((_declinationUnderTest.Degree == -90) ||
(_declinationUnderTest.Degree == 90)) &&
(_declinationUnderTest.Minute == 0) &&
(_declinationUnderTest.Second == 0)));} 
Listing 6-14: assert gebasserd op de klasseninvariant 
Een testfixture werd ontwikkeld gebruik makend van het invariant boundaries testpatroon. 
Dit patroon is typisch bedoeld voor het testen van klassen waarvoor interne restricties gelden. 
InvalidDeclinationException
InvalidDeclinationException()




















(f rom Agf a.HealthCare.Staf 2.Samples.CelestialObjects.Tests)
<<TestFixture>>
Declination
- _degree : int
- _minute : int














Figuur 6-14: ontwerp van een “invariant-boundaries”-testsuite 
In deze testfixture worden constructors met legale en illegale combinaties afgevuurd en wordt 
gekeken hoe de klasse hierop reageert. De strategie bestaat erin om waarden te gebruiken aan 
de rand van de intervallen die binnen en buiten de conditie vallen: Binder spreekt hier van 
zogenaamde in-(binnen een toegelaten interval),off-(buiten een toegelaten interval)en on-(op 
de rand van een toegelaten interval)points. Onderstaande listings tonen de implementaties in 
C# van het testen van een legale en illegale constructie.  
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_declinationUnderTest = new Declination(90,0,0);
this.AssertDeclinationClassInvariant();
} 





_declinationUnderTest = new Declination(91,0,0);
} 
Listing 6-16: testcaseimplementatie voor een off-point  
Vaststelling is dat het aantal testmethoden snel groot wordt. In het uitgevoerde experiment 
werden 16 testcases gedefinieerd. De implementaties ervan zijn echter zeer eenvoudig en zeer 
kort (1 tot 2 lijnen code). Merk echter op dat deze testsuite geen 100% testcoverage oplevert 
en zich enkel toespitst op het doortastend testen van de constructormethode. Het is echter een 
noodzakelijke testsuite wil men de implementatie van de interne regels ingebed in een klasse 
kunnen controleren. 
De beschouwde klasse is ook een voorbeeld van een zogenaamde non-modal-klasse wat wil 
zeggen dat er geen restricties zijn wat betreft de volgorde van de methoden die worden 
uitgevoerd. Gebruik maken van het non-modal class testpatroon is  bijkomende testfixture 
TestDeclinationNonModalClass vastgelegd die alle mogelijk sequenties van Get-operaties 
onderzoekt. In onderstaande listing is een fragment van de testfixture geïmplementeerd met 
NUnit 2.0 opgenomen. 
[TestFixture]
























int actualDegree = _declinationUnderTest.Degree;
int actualMinute = _declinationUnderTest.Minute;







int actualSecond = _declinationUnderTest.Second;
int actualMinute = _declinationUnderTest.Minute;
 6 Testsoftwarepatronen 
 
   
 
108







Listing 6-17: testfixture fragment voor non-modal class testen 
Het definiëren van testen op basis van het Non-Modal Class Test patroon is op deze wijze 
voor grotere klassen wellicht ondoenbaar omdat het aantal nodige testcases n! is voor n 
methoden. In een dergelijk geval zal een strategie waarmee minimaal statementcoverage 
wordt bereikt wellicht een verstandige keuze zijn.  




(f rom Agf a.HealthCare.Staf 2.Samples.CelestialObjects)
Declination
- _degree : int
- _minute : int










(f rom Agf a.HealthCare.Staf 2.Samples.CelestialObjects)
TestDeclinationNonModalClass
- _expectedDegree : int
- _expectedMinute : int
- _expectedSecond : int









<<Test>> + TestEqualsIs True()
<<Test>> + TestEqualsIs Fals eDifferentValues()
<<Test>> + TestEqualsIs Fals eDifferentTypes()
- AssertDecl ina tionComponents()




Figuur 6-15: ontwerp van “non-modal class test“ -testsuite 
6.4 Conlusie 
De diverse experimenten tonen aan dat softwarepatronen een belangrijke bijdrage kunnen 
leveren bij het ontwikkelen van testsoftware. Zowel bij de specificatie, het ontwerp als de 
implementatie van testcases reiken ze algemene oplossingen aan. 
Het toepassen van Java en C# taal-idioms zoals ToString() en Equals() is een manier om de 
testbaarheid te garanderen. Echter niet in alle situaties zal het Equals-idiom kunnen worden 
toegepast. Niet-modale klassen zonder state kunnen over het algemeen zonder risico een 
constructor met parameters implementeren zodat rechtstreeks verwachte waarden kunnen 
worden gecreëerd. Dit geldt echter niet voor objecten die een statusmachine implementeren. 
De experimenten tonen aan dat het concept van klassen-en statusinvariant perfect bruikbaar is 
om een abstractere asserts te implementeren met behulp van *Unit. Dat maakt ze als 
uitdrukking dan ook praktisch bruikbaar.  
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Zowel op het methode-, het klassen- als klassenclusterniveau reiken Binders patronen een 
middel aan om zinvolle testsuites te implementeren. Toch is enige kanttekening hierbij op 
zijn plaats. De inspanning om testcases te realiseren op basis van zijn testpatronen zal niet 
altijd even gering zijn. De oorzaak ligt in het feit dat strategieën vastgelegd in deze patronen 
vaak gedreven zijn door het beogen van een  afdekkinggraad die veel verder gaat dan 
statementcoverage. Wanneer men zich te zeer door bepaalde testpatronen laat drijven om 
testsuites te ontwikkelen loopt men het gevaar dat bepaalde fragmenten productiecode geheel 
niet zullen zijn afgedekt en andere zeer vergaand. Een primaire strategie die 
statementcoverage beoogt aan te vullen met testsuites op basis van diepgaandere testpatronen 
is wellicht in de praktijk een goed compromis.  
Ook de meer algemene ontwerppatronen blijken een belangrijk hulpmiddel te zijn. Vooral het 
“template-method”-patroon lijkt opnieuw hier weer goede diensten te bewijzen. Aangevuld 
met het C# delegate-concept kan dit tot een behoorlijk compact testsoftwareontwerp zonder 
al te hoge complexiteit  leiden. 
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7 Specificatie en architecturaal ontwerp van een 2de generatie 
testraamwerk 
7.1 Inleiding  
In dit voorlaatste hoofdstuk wordt op grond van de bevindingen eerder gedaan in dit werk een 
specificatie en een ontwerp beschreven van een 2de generatie testraamwerk. Eerst wordt door 
middel van een use-case model beschreven welke functionaliteit een dergelijk 2de generatie 
raamwerk dient te bevatten opdat ze efficiënt unit-, component- en integratietesten kan  
ondersteunen. Vervolgens wordt een architectuur ontwerp gepresenteerd en geven we 
specifiek voor .Net en Java aan hoe dit kan worden ingevuld.   
7.2 Specificaties 
Onderstaand use-case diagram geeft een overzicht van de use-cases die worden aanzien als 
essentieel voor de efficiënte ondersteuning van de rollen in het proces van unit-, component- 
en integratietesten beschreven in hoofdstuk 2. 
STA F II - G lobal View of Actors and Use 
Cases
Author : Ja n Simo ns
Created : 2002/04 /26












(f rom 11. Consult Quality  Report)
<<include>>
Evaluate Test Coverage





(f rom 04. Maintain Test Suites)
Create Quality Report
(f rom  10. Create Quali ty  Report)
Execute test cases
(f rom 01. Execute test cases)
Create Test Coverage Report
(f rom 06. Create Test Cov erage Report)
incl ude
Create T est Result report
(f rom 02. Create Test Result Report)
<<include>>
Unit & Integration Tester
(from Actors)
 
Figuur 7-1: use-case model 2de generatie raamwerk 
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In eerste instantie dient een raamwerk het uitvoeren van testcases te ondersteunen waarbij 
ruwe testresultaten kunnen gepersisteerd worden. In figuur 7-2 wordt door middel van een 
UML-activity diagram beschreven hoe testen individueel en gegroepeerd in testsuites moeten 
kunnen uitgevoerd worden waarbij meetfaciliteiten voor test coverage dienen aanwezig te 
zijn. Deze use-case levert in twee dingen af : ruwe testresultaten en testcoverage-gegevens. 
Aan deze output worden twee bijkomende niet-functionele eisen gesteld. Enerzijds dienen de 
testresultaten op unieke wijze te identificeren zijn. Testresultaten bekomen op verschillende 
tijdstippen dienen duidelijk van mekaar te zijn onderscheiden.  Daarnaast moeten ze  
opgeslagen worden op een medium met back-up faciliteiten zodat doorheen de loop van een 
project testresultaten van elk moment raadpleegpaar zijn.   
start




Select test  sui te
Start test Suite
Close Test Run Time 
Envir onment









Get available test suites 
from test component
Run next test 
case
[ NO ]







Increase number of 
fai lures






Increase number of 
errors
[ YES ]
Repor t Test 
Resul ts
[ YES ]









Activity Diagram: Log 
Test Data / Main
raw test result : 
Test Result
raw test coverag e data : Test 
Coverage Data
STAF II Use Cases
Use Case : Execute test cases
Scenario : Main Flow








 : Project Test Harness : STAF IIa tester :  Uni t & Int egrati on Tester
 
Figuur 7-2: use-case "Execute Test Cases" 
Een tweede use-case ”Maintain Test-Cases” betreft het onderhoud van testsuites en testcases. 
In diagram 7-3 is aangegeven hoe testcases en testsuites gemakkelijk moeten kunnen worden 
aangemaakt, verwijderd en onderhouden worden. Een belangrijk aspect bij de keuze van de 
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omgeving voor onderhoud is hierbij dat de rol van unit- en integratietester meestal zal worden 





















Select Test Case  
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Create Test Suite 
Description
Open Test Suite 
Description
Remove Test Suite 
Description
Remove Test Case from   
Test Suite Description
Add Test Case to Test 
Suite Description
[ NO ]
existing test suite : Test 
Suite
new empty test suite : 
Test Suite
updated test su ite : 
Test Suite
updated test su ite : 
Test Suite
STAF II Use Cases
Use Case : Maintain Test Suite
Scenario : Main 





 : STAF II : Unit & Integration Tester
 
Figuur 7-3: use-case “Maintain test suites” 
 
In hoofdstuk 5 is duidelijk aangegeven hoe belangrijk een goede testrapportering is. Het is 
dan ook niet verwonderlijk dat de overige 6 use-cases allen te maken hebben met 
rapportering. De twee use-cases ”Create test result-report” en “Consult test results”  dienen  
respectievelijk voor de creatie en presentatie van testresultaten, vergaard tijdens de uitvoering 
van testsuites, in een overzichtelijke rapport.  In figuur 7-4 wordt door middel van een UML 
activity diagram beschreven hoe de creatie van een testresultatenrapport stapsgewijs dient te 
verlopen. Hierbij wordt vertrokken van de ruwe testresultaten geproduceerd in de use-case 
“execute test-cases”. Het belang van groeperingconcepten in gedachte dienen rapporten te 
gegroepeerd te worden per testsuite en dient ook een index gecreëerd te worden die in de use-
case “Consult test result report” kan gebruikt om gemakkelijk te navigeren tussen de 
testresultaten. In de UML beschrijving van deze laatste use-case in figuur 7-5 wordt 
beschreven hoe de rapporten met testresultaten op een gebruiksvriendelijke manier moet 
gepresenteerd worden aan de gebruiker.   
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The test results summary presents
global and per top level test package
* Total Number of executed test cases
* Total Number of errors and Failures 
* Test Succes rate
* Total Run Time
The result index contains an overview 






The test package report presents
per test case class
* Total Number of executed test 
cases
* Total Number of errors and Failures 
* Total Run Time
The test c lass repor t pr esents
per test case
*  Name
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STAF II Use Cases
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Scenario : Main 
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Figuur 7-5: use-case “Consult test result report” 
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Naast testresultaten zijn ook de testcoverage-gegevens een essentieel onderdeel van 
testrapporten. Analoog met de rapportering van testresultaten zijn hier dan ook de use-cases 
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The test coverage summary presents
global and per top level package under 
test
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The package test coveragereport presents 
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passes
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* Method Coverage + number of passes
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STAF II Use Cases
Use Case : Evaluate Test Coverage 
Scenario : Main 
Author : Jan Simons
Created : 2002/09/25
Updated : 2002/09/26
Priori ty : 7
Ite ration : 2
 : STAF IIactor
 
Figuur 7-7: use-case “Evaluate test coverage” 
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De use-cases  “Create Quality Report” en “Consult Quality Report” zijn in de specificatie 
opgenomen om aan te geven dat testresultaten en testcoverage-informatie nog kunnen 
aangevuld worden met andere rapporten(zie ook Appendix D) die informatie bieden over de 
kwaliteit van methoden, klassen en componenten. Een voorbeeld hiervan is een 
testregressierapport waarbij de gepresenteerde testresultaten gepositioneerd worden ten 
opzichte van testresultaten van vorige testuitvoeringen. Andere mogelijke aanvullende 
rapporten zijn productie-en testcodemetriekrapporten, rapporten over overtredingen van 
codeer-en ontwerpregels enz.  Om dit globaal te kunnen beheren is er nood aan  use-cases die 
de creatie en de consultatie van een globaal overzichtsrapport  met wijzers  naar deze 
gedetailleerde rapporten toelaten. Een gedetailleerde beschrijving van deze use-cases is 
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Figuur 7-8: use-case "Consult Quality Report" 
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STAF II Us e Cases
Use Cas e : Consult Quali ty Report
Scenario : Main 
Author : Jan Simons
Created : 2002/09/26
Updated : 2002/09/26
Priori ty : 11
Iteration : 3
 : STAF IIactor
 
Figuur 7-9: use-case “Create Quality Report” 
7.3 Architecturaal analysemodel 
Uitgaande van voorgaande use-cases kunnen we nu een algemene architectuur definiëren 
voor een 2de generatie testraamwerk voor unit-, component- en integratietesten voor 
objectgeoriënteerde systemen. 
We definiëren hierbij in het geheel drie verschillende lagen (zie figuur 7-10). In het diagram 
is ook de relatie aangegeven met de architectuur van een testharness specifiek voor een 
bepaald project. 
In de “test repositories” laag bevinden zich alle services die toelaten om gegevens persistent 
te maken en te beheren. We maken hierbinnen een onderscheid tussen de “test data 
repository” die de ruwe testresultaten en testcoverage-gegevens beheert, de  “test report 
repository” die services in verband met het persistent beheer van rapporten biedt en de “test 
suite repository” die verantwoordelijk is voor het beheer  van testcases en testsuite-
implementaties. Deze services worden gebruikt in de “common test services” laag en biedt 
enerzijds diensten  aan de nodige user-interfaces van het raamwerk maar ook een API  met 
algemene unit-, component- en integratie-testingservices aan de ontwikkelaars van  testen 
voor een specifiek project. Daarnaast treffen we in deze laag algemene diensten aan voor het 
meten en rapporteren van  de afdekkinggraad van testen, het rapporteren van testresultaten en 
het onderhouden van testsuites en testcases.  In de “test tool user interfaces” laag treffen  we 
de componenten aan die rechtstreeks interageren met de actoren. De “TestRunner UI” dient 
om testen te lanceren terwijl de evaluatie gebeurt met behulp van de report viewer. Tenslotte 
moet de “Maintance UI” de gebruiker toelaten zijn testsuites en testcases te onderhouden. De 
“Test scheduler” – laag  laat toe om verschillende diensten automatisch in batch na mekaar te 
lanceren. Hierdoor wordt het mogelijk een automatisatie van de opeenvolging van 
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testuitvoering, afdekkingsgraadmeting en rapportgeneratie mogelijk. De “Testscheduler UI” 
biedt de actoren de mogelijkheid om dergelijke batches te definiëren.  
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Figuur 7-10: architecturaal analyse model voor een 2de generatie testraamwerk 
7.4 Architecturale ontwerpen van 2de generatie raamwerken voor Java en .Net 
In de volgende twee figuren 7-11 en 7-12 worden respectievelijk concrete architecturen 
beschreven van 2de generatie raamwerken voor .Net en Java. Er is hierbij gestreefd zoveel 
mogelijk bestaande tools en componenten in het geheel te plaatsen teneinde de nood aan 
eigen ontwikkeling zoveel mogelijk in te perken. De onderhoudskost van een dergelijk 
raamwerk binnen een specifieke organisatie kan hierdoor relatief laag worden gehouden.  Er 
is in voorgaande hoofdstukken steeds gerefereerd naar NUnit 2.0(NUnit) en JUnit 
3.8.1(JUnit) als raamwerk voor de testuitvoering en ontwikkeling. Deze twee raamwerken 
worden dan ook als kern opgenomen in de voorgestelde raamwerkarchitecturen. De GUI’s 
van deze tools vervullen hierbij de rol van “Test Runner UI” terwijl de API’s de rol van 
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“unit-, component- & integration testservices” op zich nemen. Voor Java vullen we dit aan 
met generische testtype implementaties die vervat zitten in JUnitPerf 1.8(Clarkware).   Als 
omgeving voor het onderhoud en ontwikkeling van testcases plaatsen we uitgaande van het 
feit dat de ontwikkelaars uiteindelijk verantwoordelijk zijn voor unit-, component- en 
integratietestactivitieten de beschikbare ontwikkelomgevingen in het geheel. Voor .Net is dit 
Visual Studio .Net(Microsoft) met als aanvulling de bijhorende NUnitAddin voor Visual 
Studio .Net (Sourceforge). Voor Java zijn er  meerdere opties. Naast JBuilder(Borland) en 
TogetherJ(Borland) die elk expliciete ondersteuning bieden voor JUnit is de eclipse-
ontwikkelomgeving(eclipse.org) hier eveneens een geschikte kandidaat. Voor het persistent 
beheer van testcases gebruiken we de services aangeboden van een versiebeersysteem met 
name Clearcase (Rational). Ook voor de archivering van de testcases wordt Rational 
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Figuur 7-11: testraamwerkarchitectuur voor .Net 
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De rol van testscheduler wordt ingenomen door NAnt(Sourceforge) voor .Net en Ant(Apache 
Ant) voor Java. Omdat in NAnt een aantal rapporteringsfaciliteiten niet aanwezig zij wordt 
ook Ant in de raamwerkarchitectuur van .Net opgenomen. 
STAF II for Java Architecture - Design
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Figuur 7-12 : testraamwerkarchitectuur voor Java 
Voor het creëren van rapporten wordt zowel voor .Net als Java de “Ant Test Report” services 
als bouwblok opgenomen. In hoofdstuk 5 hebben we aangegeven dat we een stukje eigen 
ontwikkeling moeten gebruiken voor de conversie van ruwe testresultaten die NUnit 2.0 
produceert naar een formaat dat verteerbar is door de <junitreport> task van Ant. Dit is de 
reden waarom we de bouwblok Staf2.N2JunitReport in de architectuur voor .Net aantreffen. 
Voor het consulteren van rapporten maken we zoveel mogelijk gebruik van de mogelijkheid 
dat verschillende tools rechtstreeks of via xml en xslt kunnen rapporteren in html. De 
standaard bestandsysteemdiensten van het operating systeem worden dan ook gebruikt voor 
het persistent beheer van data en rapporten. We schuiven dan ook Internet 
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Explorer(Microsoft) als primaire userinterface-tool naar voor om de consultatie van rapporten 
mogelijk te maken. Voor het creëren van rapporten maken we gebruik van de xslt faciliteiten 
die vervat zitten in Ant(Java) en NAnt(.Net). Voor testcoverageservices plaatsen we 
PureCoverage(Rational) in het geheel voor .Net. Voor Java opteren we hier voor 
Clover(Cortex) vanwege zijn ondersteuning van het meten van conditionele coverage. 
7.5 Conclusie 
In dit hoofdstuk hebben we de specificaties, een algemeen architecturaal ontwerp en twee 
specifieke architecturale ontwerpen voor Java en .Net voorgesteld van een 2de generatie 
raamwerk die het testen van methoden, klassen en componenten in objectgeoriënteerde 
systemen kan ondersteunen. De ontwerpen voor Java en .Net tonen aan dat heel wat 
bouwblokken beschikbaar zijn om een infrastructuur in te richten. Dit laatste is niet geheel 
onbelangrijk. In praktijk zal de onderhoudskost in een organisatie het opzetten van een 
dergelijk raamwerk vaak in de weg staan. Het ontbreken van een raamwerk heeft dan ook als 
gevolg dat systematisch unit-, component- en integratietesten als activiteit wordt 
verwaarloosd. Hierdoor ontstaat  vaak een te grote druk op de systeemtestafdelingen tegen 
het einde van softwareprojecten. De kwaliteit van een softwareprodukt wordt dan in (te) hoge 
mate afhankelijk van de tijd die deze afdelingen ter beschikking hebben om hun taak uit te 
voeren.  
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8 Algemene conclusie  
8.1 Eindconclusie 
Uit het gepresenteerde onderzoek blijkt hoe cruciaal de systematische aanpak van unit-, 
component- en integratietesten wel is. De intense verwevenheid van deze activiteiten met het 
gedetailleerd ontwerp en implementatie blijkt hierbij bevorderlijk te zijn voor de efficiënte 
toepassing ervan. Met beschikbare gereedschappen zoals de *Unit raamwerken kan een 
praktisch inzetbaar raamwerk voor zowel .Net als Java worden samengesteld die zowel 
testontwikkeling, uitvoering als rapportering ondersteunt. Alhoewel er hier en daar 
conceptuele verschillen bestaan vervullen ze voor beide technologieën de rol van 
fundamentele bouwsteen in een degelijk raamwerk. Bouwend op de groeperingconcepten 
vervat in *Unit leveren de rapporteringfaciliteiten ingebouwd in Ant  een krachtig middel om 
broncode efficiënt en effectief tegen een hoge frequentie te onderwerpen aan 
kwaliteitscontroles. 
Uit het belang van een goed testspecificatie-en testontwikkel-proces, het potentieel  van 
systematische specificatie-, ontwerp- en implementatietechnieken zoals algemene 
objectgeoriënteerde principes en ontwerppatronen blijkt dat testsofwareontwikkeling in hoge 
mate gelijkenissen vertoont met softwareontwikkeling in het algemeen. Het onderschatten 
ervan zal onherroepelijk leiden tot weinig gebruikte en moeilijk te onderhouden testsoftware. 
Een  laag terugverdieneffect zal het resultaat zijn.  
Dat testsoftwareontwikkeling ook zijn specifieke domein gerelateerde kenmerken heeft blijkt 
uit het belang van specifieke testpatronen, testcoverage en asserts.  
8.2 Aanbevelingen verder onderzoek 
Dat ontwerppatronen belangrijk zijn bij het ontwikkelen van testsoftware behoeft wellicht 
geen betoog meer. Het is dan ook meteen een terrein waar behoorlijk wat onderzoek kan 
verricht worden. In dit werk zijn testontwerppatronen voor objectgeoriënteerde real-time en 
embedded systemen niet aan bod gekomen. De specifieke kenmerken van deze systemen 
maakt dat wellicht ook zeer specifieke patronen bij het ontwikkelen van testen toepasbaar 
zijn. Meer specifiek kan hier bij onderzocht worden of *Unit raamwerken voor real-time en 
embedded systemen inzetbaar zijn. De vraag is of extra realtime extensies nodig zijn en het 
mogelijk is deze te implementeren 
Teams die systematisch unit-, component- en integratietesten hebben ontwikkeld zullen na 
verloop van tijd een heleboel testcode bij mekaar hebben geschreven. Op een bepaald 
moment moet een product echter ook onderworpen worden aan systeemtesten. Vraag is of de 
*Unit-raamwerken inzetbaar zijn bij systeemtesten. Kunnen we systeemtesten hiermee 
doorgedreven automatiseren? Wat is de specifieke extra functionaliteit die hier nodig is? 
Kunnen we implementaties hergebruiken uit de suites ontwikkeld voor unit-, component- en 
integratietesten.  Kunnen we  komen tot de implementatie van use-case level assertions die 
nagaan of een use-case van een systeem oplevert wat gespecifieerd is in het use-case model? 
Ook op het vlak van  generische testtype-implementaties zijn er onderzoeksopportuniteiten. 
Een belangrijke vraag hierbij is of voor alle ISO9126-kwaliteitsattributen generische 
testtypeimplementaties met *Unit kunnen worden ontwikkeld en zinvol kunnen worden 
toegepast.  
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In het oorspronkelijke plan van onderzoek was het bedoeling ook aandacht te besteden aan 
automatische testcasegeneratie op basis van OCL-formuleringen en UML-modellen. Het 
vereist een geavanceerde kennis van UML en OCL  die de meeste ontwikkelorganisaties in 
de praktijk vandaag echter onvoldoende bezitten. Een bijdrage van deze technieken bij 
efficiënt doorlopen van unit-, component-, en integratietesting is dan ook niet onmiddellijk te 
verwachten. Dit is de reden dat dit onderzoekspad gauw werd verlaten. Niettemin is het een 
onderzoekspad dat zeker de moeite waard is. Een interessante vraag is hier hoe ver men kan 
gaan uitgaande van R.Binder testpatronen en beschikbare UML-modellen om testcases op 
basis van *Unit raamwerken automatisch te genereren. 
Tenslotte is de vraag of op basis van de gedefinieerde architectuur het mogelijk is 
bijkomende faciliteiten te bouwen zodanig dat een snelle en efficiënte regressieanalyse 
mogelijk is.  
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www.clarkware.com/software/JUnitPerf.html 
 Microsoft Internet Explorer 6.0 ServicePack 1, gratis webbrowser, 
www.microsoft.com/windows/ie/. 
 Microsoft FxCop 1.0., gratis tool voor de automatische controle van ontwerp-en 
implementatieregels, www.gotdotnet.com/team/libraries/. 
 Microsoft Visual Basic 6, commerciele Visual Basic ontwikkelomgeving, 
msdn.microsoft.com/library/default.asp?URL=/library/devprods/vs6/vbasic/vbcon98/vbst
artpage.htm 
 Microsoft Visual C++ 6, commerciele C++ ontwikkelomgeving, 
msdn.microsoft.com/visualc/techinfo/documentation/vc6.asp 
 Microsoft Visual J++ 6,  commerciele J++ ontwikkelomgeving, 
msdn.microsoft.com/vjsharp/productinfo/visualj/ 
 Microsoft Visual Studio .Net 2002, commerciele ontwikkelomgeving voor .Net, 
msdn.microsoft.com/vstudio. 
 Microsoft Windows XP Professional ServicePack 1, commercieel besturingssysteem, 
www.microsoft.com/windowsxp. 
 Microsoft Windows 2000 Professional ServicePack 2, commercieel besturingssysteem, 
www.microsoft.com/windows2000 
 NDoc, code documentatietool voor .Net,  ndoc.sourceforge.net 
 NUnit 1.11 & 2.0, open source testraamwerk voor .Net, www.nunit.org. 
 NUnitAddin, NUnit add-in voor Visual Studio .Net, 
www.dotnetweblogs.com/NUnitAddin  
 NAnt 0.7.749 en 0.7.9., open source buildtool voor .Net, nant.sourceforge.net 
 Rational Rose Enterprise Edition 2002, commerciele UML ontwerptool, 
www.rational.com/products/rose. 
 Rational PureCoverage for Windows 2002, commerciele testcoverage tool, 
www.rational.com/products/purecoverage_nt. 
 Rational ClearCase 2002, commerciele tool voor versie-en configuratiemanagement, 
www.rational.com/products/clearcase. 
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Appendix C: Een generische NAnt-script voor kwaliteitscontroles van een 
.Net Assembly   
Onderstaande listing toont een generisch nant-script dat tijdens het onderzoek is ontwikkeld 
voor het compileren, documenteren en het uitvoeren van kwaliteitscontroles op .Net 
assemblies. 
 <?xml version="1.0" encoding="utf-8" ?>
<!-- Generic Nant script for a single assembly-->
<!-- This script illustrates the integration of quality checks in a build -->
<!-- Author : Jan Simons -->
<!-- Created : 2003/01/20 -->
<!-- Last update : 2003/01/30 -->
<!-- (c) AGFA HealthCare 2002 - 2003 -->
<!-- NAnt version 0.7.9.0 -->
<!-- NUNit version 2.0 -->
<!-- Staf II version : 2.0 -->
<project name="Builds,Checks and reports the quality of a .Net assembly"
default="quality.report" basedir=".">
<!-- system properties -->
<sysinfo />
<tstamp property="build.date" pattern="yyyyMMdd.HHmm" />
<!-- general properties -->
<property name="nunit2" value="${sys.env.NUNIT2_HOME}\nunit-console.exe" />
<property name="nunit2.framework" value="${sys.env.NUNIT2_HOME}\nunit.framework.dll" />
<property name="coverage" value="${sys.env.COVERAGE_HOME}\coverage.exe" />
<property name="fxcop.dir" value="${sys.env.FXCOP_HOME}" />
<property name="fxcop" value="${fxcop.dir}\fxCopCmd.exe" />
<property name="ant" value="${sys.env.ANT_HOME}\bin\ant.bat" />
<property name="helpcompiler" value="hhc.exe" />
<property name="n2junitconvert" value="${sys.env.STAFII_HOME}\Staf2.N2JUnitFile.exe" />
<!-- naming properties -->
<property name="assembly.name" value="Project.Package" />
<property name="test.assembly.name" value="${assembly.name}.Tests" />
<property name="test.result.name" value="TestResult.${assembly.name}.${build.date}" />
<property name="test.doc.name" value="TestDoc.${assembly.name}.${build.date}" />
<property name="test.metrics.name" value="TestMetrics.${assembly.name}.${build.date}" />
<property name="test.coverage.name" value="TestCoverage.${assembly.name}.${build.date}" />
<!-- directory properties -->
<property name="project.dir" value="${sys.env.CCVIEW}" />
<property name="build.dir" value="${project.dir}\implementation\build" />
<property name="bin.dir" value="${project.dir}\implementation\bin\Release" />
<property name="bin.debug.dir" value="${project.dir}\implementation\bin\Debug" />
<property name="src.dir" value="${project.dir}\implementation\src\${assembly.name}" />
<property name="doc.dir" value="${project.dir}\implementation\docs" />
<property name="test.dir" value="${project.dir}\test" />
<property name="test.bin.dir" value="${project.dir}\test\bin\Release" />
<property name="test.bin.debug.dir" value="${project.dir}\test\bin\Debug" />
<property name="test.src.dir" value="${project.dir}\test\src\${assembly.name}.Tests" />
<property name="test.doc.dir" value="${project.dir}\test\docs" />
<property name="test.result.dir" value="${project.dir}\test\testresults" />
<property name="test.report.dir"
value="${project.dir}\test\testresults\reports\testreport.${build.date}" />
<!-- compiler options -->
<property name="bin.type" value="library" />
<property name="bin.extension" value="dll" />
<property name="bin.ref" value="" />
<property name="bin.debug.ref" value="" />
<property name="test.bin.ref" value="${bin.dir}\${assembly.name}.dll" />
<property name="test.bin.debug.ref" value="${bin.debug.dir}\${assembly.name}.dll" />
<!-- cleans up the environment before building -->
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<!-- builds the production assemblies -->
<target name="build" description="builds the production assemblies" depends="clean">

















<!-- builds the test assemblies -->
<target name="build.test" description="builds the test assemblies" depends="build">

















<!-- execution of the test suites -->
<target name="test" description="executes the test suites" depends="build.test">













<!-- Check of the design rules for test and binary code -->
<target name="check.design.rules"
description="checks the design rules for test an binary code" depends="test">
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<!-- Gathers test coverage data -->
<target name="test.coverage" description="Gathers test coverage data"
depends=" check.design.rules">














<!-- creates documentation for test and production code -->
<target name="doc" description="creates documentation for test and production code"
depends="test.coverage">







<property name="OutputDirectory" value="${doc.dir}" />
<property name="HtmlHelpName" value="${assembly.name}" />
<property name="HtmlHelpCompilerFilename" value="${helpcompiler}" />
<property name="IncludeFavorites" value="False" />
<property name="Title" value="${assembly.name}" />
<property name="SplitTOCs" value="False" />
<property name="DefaulTOC" value="" />
<property name="ShowVisualBasic" value="False" />
<property name="ShowMissingSummaries" value="True" />
<property name="ShowMissingRemarks" value="True" />
<property name="ShowMissingParams" value="True" />
<property name="ShowMissingReturns" value="True" />
<property name="ShowMissingValues" value="True" />
<property name="DocumentInternals" value="False" />
<property name="DocumentProtected" value="True" />
<property name="DocumentPrivates" value="False" />
<property name="DocumentEmptyNamespaces" value="False" />
<property name="IncludeAssemblyVersion" value="False" />
<property name="CopyrightText" value="" />











<property name="OutputDirectory" value="${test.doc.dir}" />
<property name="HtmlHelpName" value="${test.assembly.name}" />
<property name="HtmlHelpCompilerFilename"
value="${helpcompiler}" />
<property name="IncludeFavorites" value="False" />
<property name="Title" value="${assembly.name}" />
<property name="SplitTOCs" value="False" />
<property name="DefaulTOC" value="" />
<property name="ShowVisualBasic" value="False" />
<property name="ShowMissingSummaries" value="True" />
<property name="ShowMissingRemarks" value="True" />
<property name="ShowMissingParams" value="True" />
<property name="ShowMissingReturns" value="True" />
<property name="ShowMissingValues" value="True" />
<property name="DocumentInternals" value="False" />
<property name="DocumentProtected" value="True" />
<property name="DocumentPrivates" value="False" />
<property name="DocumentEmptyNamespaces" value="False" />
 Appendix C: Een generische NAnt-script voor 
kwaliteitscontroles van een .Net Assembly 
 
   
 
129
<property name="IncludeAssemblyVersion" value="False" />
<property name="CopyrightText" value="" />





<!-- creates a complete quality report -->
<target name="quality.report" description="creates a quality report" depends="doc">
<echo message="prepares a folder for all reports" />
<mkdir dir="${test.report.dir}\testresults" />




























Listing C-1: generische nant script voor compilatie van een .Net assembly en een reeks kwaliteitscontroles 
Het bovenstaande script maakt gebruikt van onderstaande ant-script voor het produceren van 
html-rapporten uitgaande van NUnit 2.0 resultaten. Deze worden eerst geconverteerd door 
het programma Staf2.N2JUnitFile in een geschikt xml-formaat. 
 
<?xml version="1.0" encoding="utf-8" ?>
<!-- Generic Ant script for Creating Test Result Reports -->
<!-- Author : Jan Simons -->
<!-- Created : 2002/10/16 -->
<!-- Last update : 2003/01/30 -->
<!-- (c) AGFA HealthCare 2002 - 2003 -->
<!-- Ant version 0.7.9.0 -->
<!-- NUNit version 2.0 -->
<!-- JUnit version 3.8.1. -->
<!-- Staf II version 2.0 -->
<project name="Creates test result reports for JUNit/NUnit tests" default="testreport">
<property name="base.dir" value="."/>
<property name="test.reports.dir" value="${base.dir}\testresults\reports" />
<property name="test.data.dir" value="${base.dir}\testresults" />
<property name="test.suites" value="*"/>
<property name="style.dir" value="C:\MyWork\js1020_view\tspsw\StafII\implementation\build"/>










Listing C-2: generische ant script voor het genereren van NUnit en JUnit rapporten 
 Appendix C: Een generische NAnt-script voor 
kwaliteitscontroles van een .Net Assembly 
 
   
 
130
Het bovenstaande ant-script maakt hierbij gebruik van een gewijzigde junit-frames.xsl 
stylesheet die NUnit resultaten, die eerst worden omgezet in een geschikt xml-formaat door 










Modified by Jan Simons <a href="mailto:jan.simons.js@belgium.agfa.com"/>
AGFA-GEVAERT N.V.
Modified junit-frames.xsl for reporting NUnit 2.0 results
created on 2003-01-23
updated on 2002-01-23
This is a deliverable of the Software Test Automation Framework II
AGFA HealthCare
Imaging - Research & Development Equipment - TSP Software - Technology
****************************************************************************
Original license :
The Apache Software License, Version 1.1
Copyright (c) 2001-2002 The Apache Software Foundation. All rights
reserved.
Redistribution and use in source and binary forms, with or without
modification, are permitted provided that the following conditions
are met:
1. Redistributions of source code must retain the above copyright
notice, this list of conditions and the following disclaimer.
2. Redistributions in binary form must reproduce the above copyright
notice, this list of conditions and the following disclaimer in
the documentation and/or other materials provided with the
distribution.
3. The end-user documentation included with the redistribution, if
any, must include the following acknowlegement:
"This product includes software developed by the
Apache Software Foundation (http://www.apache.org/)."
Alternately, this acknowlegement may appear in the software itself,
if and wherever such third-party acknowlegements normally appear.
4. The names "The Jakarta Project", "Ant", and "Apache Software
Foundation" must not be used to endorse or promote products derived
from this software without prior written permission. For written
permission, please contact apache@apache.org.
5. Products derived from this software may not be called "Apache"
nor may "Apache" appear in their names without prior written
permission of the Apache Group.
THIS SOFTWARE IS PROVIDED ``AS IS'' AND ANY EXPRESSED OR IMPLIED
WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES
OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE
DISCLAIMED. IN NO EVENT SHALL THE APACHE SOFTWARE FOUNDATION OR
ITS CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL,
SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF
USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND
ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY,
OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT
OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF
SUCH DAMAGE.
====================================================================
This software consists of voluntary contributions made by many
individuals on behalf of the Apache Software Foundation. For more
information on the Apache Software Foundation, please see
<http://www.apache.org/>.
-->
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Sample stylesheet to be used with An JUnitReport output.
It creates a set of HTML files a la javadoc where you can browse easily
through all packages and classes.
@author Stephane Bailliez <a href="mailto:sbailliez@apache.org"/>
























<!-- process all packages -->










<xsl:if test="not($name = '')"><xsl:value-of
select="translate($name,'.','/')"/></xsl:if>
<xsl:if test="$name = ''">.</xsl:if>
</xsl:variable>
<!--Processing package <xsl:value-of select="@name"/> in <xsl:value-of
select="$output.dir"/> -->












<!-- for each class, creates a @name.html -->
<!-- @bug there will be a problem with inner classes having the same name, it will be
overwritten -->
<xsl:for-each select="/testsuites/testsuite[@package = $name]">
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This document is designed to be viewed using the frames feature. If you see this



























margin: 0px 0px 5px; font: 165% verdana,arial,helvetica
}
h2 {
margin-top: 1em; margin-bottom: 0.5em; font: bold 125% verdana,arial,helvetica
}
h3 {
margin-bottom: 0.5em; font: bold 115% verdana,arial,helvetica
}
h4 {
margin-bottom: 0.5em; font: bold 100% verdana,arial,helvetica
}
h5 {
margin-bottom: 0.5em; font: bold 100% verdana,arial,helvetica
}
h6 {
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This page is created for every testsuite class.
















function displayProperties (name) {
var win = window.open('','JUnitSystemProperties','scrollbars=1,resizable=1');
var doc = win.document.open();
doc.write("<html><head><title>Properties of " + name + "</title>");
doc.write("<style>")
doc.write("body {font:normal 68% verdana,arial,helvetica; color:#000000; }");
doc.write("table tr td, table tr th { font-size: 68%; }");
doc.write("table.properties { border-collapse:collapse; border-left:solid 1 #cccccc;
border-top:solid 1 #cccccc; padding:5px; }");
doc.write("table.properties th { text-align:left; border-right:solid 1 #cccccc;
border-bottom:solid 1 #cccccc; background-color:#eeeeee; }");
doc.write("table.properties td { font:normal; text-align:left; border-right:solid 1
#cccccc; border-bottom:solid 1 #cccccc; background-color:#fffffff; }");
doc.write("h3 { margin-bottom: 0.5em; font: bold 115% verdana,arial,helvetica }");
doc.write("</style>");
doc.write("</head><body>");





for (prop in TestCases[name]) {












<h3>TestFixture <xsl:if test="not($package.name = '')"><xsl:value-of
select="$package.name"/>.</xsl:if><xsl:value-of select="@name"/></h3>











test can even not be started at all (failure to load the class)
so report the Ignored directly
-->
<xsl:if test="./ignored">
 Appendix C: Een generische NAnt-script voor 
kwaliteitscontroles van een .Net Assembly 
 






















Write properties into a JavaScript data structure.
This is based on the original idea by Erik Hatcher (ehatcher@apache.org)
-->
<xsl:template match="properties">









This page is created for every package.
It prints the name of all classes that belongs to this package.
@param name the package name to print classes.
====================================================================== -->
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Creates an html file that contains a link to all package-summary.html files on
each package existing on testsuites.
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<xsl:variable name="successRate" select="($testCount - $failureCount -
$ignoredCount) div $testCount"/>











<xsl:when test="$failureCount &gt; 0">Failure</xsl:when>




























<table class="details" border="0" cellpadding="5" cellspacing="2" width="95%">
<xsl:call-template name="testsuite.test.header"/>
<xsl:for-each select="testsuite[not(./@package = preceding-
sibling::testsuite/@package)]">
<xsl:sort select="@package" order="ascending"/>
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<xsl:if test="count($insamepackage) &gt; 0">
<h2>TestFixtures</h2>
<p>














transform string like a.b.c to ../../../
@param path the path to transform into a descending directory path
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<!-- create the link to the stylesheet based on the package name -->
<xsl:template name="create.stylesheet.link">
<xsl:param name="package.name"/>
<link rel="stylesheet" type="text/css" title="Style"><xsl:attribute name="href"><xsl:if
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<!-- Note : the below template ignored and failure are the same style
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template that will convert a carriage return into a br tag




























Listing C-3: junit-frames.xsl stylesheet aangepast voor NUnit 2.0 rapportering 
Uitgangspunt is hierbij steeds een xml-file met een junit-achtige structuur geproduceerd met 
















<property name="MachineName" value="SARA" />
<property name="OSVersion" value="Microsoft Windows NT 5.1.2600.0" />
<property name="CLR version" value="1.0.3705.288" />
<property name="UserDomainName" value="SARA" />
<property name="UserName" value="Jan" />
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<property name="PROCESSOR_ARCHITECTURE" value="x86" />
<property name="COMPUTERNAME" value="SARA" />
<property name="PROCESSOR_REVISION" value="0204" />
<property name="APPDATA" value="C:\Documents and Settings\Jan\Application Data" />
<property name="LIB" value="C:\Program Files\Microsoft Visual Studio
.NET\FrameworkSDK\Lib\;C:\Program Files\Microsoft Visual Studio\VC98\mfc\lib;C:\Program
Files\Microsoft Visual Studio\VC98\lib" />
<property name="DISPLAY" value=":0.0" />
<property name="RATL_RTHOME" value="C:\Program Files\Rational\Rational Test" />
<property name="FXCOP_HOME" value="C:\Program Files\Microsoft FxCop" />
<property name="STAFII_TESTBIN"
value="C:\MyWork\js1020_view\tspsw\StafII\implementation\bin\Release" />
<property name="JDEPEND_HOME" value="C:\Java\jdepend" />
<property name="CCVIEW" value="C:\MyWork\js1020_view" />
<property name="NUTSUFFIX" value="1" />
<property name="ALLUSERSPROFILE" value="C:\Documents and Settings\All Users" />
<property name="USERPROFILE" value="C:\Documents and Settings\Jan" />
<property name="NUT_SUFFIXED_SEARCHING" value="1" />
<property name="USERNAME" value="Jan" />
<property name="PROCESSOR_LEVEL" value="15" />
<property name="STAFII_HOME"
value="C:\MyWork\js1020_view\tspsw\StafII\implementation\bin\Release" />
<property name="PROCESSOR_IDENTIFIER" value="x86 Family 15 Model 2 Stepping 4,
GenuineIntel" />
<property name="LOG4J_HOME" value="C:\Java\jakarta-log4j-1.2.5" />
<property name="CHECKSTYLE_HOME" value="C:\Java\checkstyle-2.4" />
<property name="TMP" value="C:\DOCUME~1\Jan\LOCALS~1\Temp" />
<property name="JUNITPERF_HOME" value="C:\java\junitperf" />
<property name="MSDevDir" value="C:\Program Files\Microsoft Visual Studio\Common\MSDev98"
/>
<property name="JAVA_HOME" value="C:\JBuilder7\jdk1.3.1" />
<property name="ProgramFiles" value="C:\Program Files" />
<property name="TEMP" value="C:\DOCUME~1\Jan\LOCALS~1\Temp" />
<property name="JMETRIC_HOME" value="C:\Java\JMetric" />
<property name="HOMEPATH" value="\Documents and Settings\Jan" />
<property name="NUNIT2_HOME" value="C:\Program Files\NUnit V2.0\bin" />
<property name="TMPDIR" value="C:\DOCUME~1\Jan\LOCALS~1\Temp" />
<property name="ROOTDIR" value="C:\PROGRA~1\RATIONAL\RATION~1\NUTCROOT" />
<property name="JAVANCSS" value="C:\Java\javancss21.41\lib" />
<property name="LOGONSERVER" value="\\SARA" />
<property name="NUTCROOT" value="C:\PROGRA~1\RATIONAL\RATION~1\NUTCROOT" />
<property name="JUNITPP_HOME" value="C:\Java\junitpp" />
<property name="PATHEXT" value=".COM;.EXE;.BAT;.CMD;.VBS;.VBE;.JS;.JSE;.WSF;.WSH" />
<property name="HOME" value="C:\Documents and Settings\Jan" />
<property name="STAFII_LOG"
value="C:\MyWork\js1020_view\tspsw\StafII\implementation\bin\Release\testreports " />











<property name="ANT_HOME" value="C:\Java\jakarta-ant-1.5" />
<property name="COMMONHOME" value="C:\Program Files\Rational\common" />
<property name="STAFII_DATA"
value="C:\MyWork\js1020_view\tspsw\StafII\implementation\bin\Release\data" />
<property name="ComSpec" value="C:\WINDOWS\system32\cmd.exe" />
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<property name="JUNIT_HOME" value="C:\java\junit3.7" />
<property name="DotNet_HOME" value="C:\WINDOWS\Microsoft.NET\Framework\v1.0.3705" />
<property name="SHELL" value="C:\PROGRA~1\RATIONAL\RATION~1\NUTCROOT\mksnt\sh.exe" />
<property name="SystemDrive" value="C:" />
<property name="XALAN_HOME" value="C:\Java\xalan-j_2_4_D1" />
<property name="VJSHARPTOOLS" value="C:\Program Files\Microsoft Visual J#
.NET\Framework\Bin;C:\WINDOWS\Microsoft Visual JSharp .NET\Framework\v1.0.4205;" />
<property name="TERM" value="nutc" />
<property name="SESSIONNAME" value="Console" />
<property name="NANT_HOME" value="C:\Program Files\Nant0.7.9.0" />
<property name="INCLUDE" value="C:\Program Files\Microsoft Visual Studio
.NET\FrameworkSDK\include\;C:\Program Files\Microsoft Visual
Studio\VC98\atl\include;C:\Program Files\Microsoft Visual Studio\VC98\mfc\include;C:\Program
Files\Microsoft Visual Studio\VC98\include" />
<property name="TERMCAP" value="C:\PROGRA~1\RATIONAL\RATION~1\NUTCROOT\etc\termcap" />
<property name="CommonProgramFiles" value="C:\Program Files\Common Files" />
<property name="VSCOMNTOOLS" value="&quot;C:\Program Files\Microsoft Visual Studio
.NET\Common7\Tools\&quot;" />
<property name="windir" value="C:\WINDOWS" />
<property name="OS" value="Windows_NT" />
<property name="CLOVER_HOME" value="C:\Java\clover-0.6b" />
<property name="NUMBER_OF_PROCESSORS" value="1" />
<property name="NUNIT_HOME" value="C:\Program Files\NUnit\bin" />
<property name="SystemRoot" value="C:\WINDOWS" />
<property name="USERDOMAIN" value="SARA" />
<property name="RQAHOME" value="C:\Program Files\Rational\Rational Test\QualityArchitect"
/>
<property name="GLUE_HOME" value="C:\java\electric" />
<property name="HOMEDRIVE" value="C:" />
</properties>
<testcase name="TestMethod1" time="0.160" />
<testcase name="TestFailingMethod2" time="0.020">








<ignored message="Reason : This must be ignored for evalution purposes" type="" />
</testcase>
</testsuite> 
Listing C-4: voorbeeld xml-output geproduceerd door Staf2.N2JUnitFile 
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Appendix D: Voorbeelden van aanvullende kwaliteitsrapporten 
 
Onderstaande schermafdrukken tonen voorbeelden van rapporten die naast testresultaten mee 
in een globaal kwaliteitsrapport kunnen worden opgenomen. 
 
Een eerste rapport kan geproduceerd worden door FxCop(Microsoft), een programma dat het 
naleven van ontwerp-en implementatieregels in een .Net assembly controleert .   
 
 
Figuur D-1: FxCop rapport : rapport met .Net ontwerp en implementatieaanbevelingen 
Het rapport in de volgende figuur is geproduceerd met Rational  PureCoverage en geeft 
cijfers i.v.m. de afdekkinggraad van een testsuite weer. 
 
 
Figuur D-2: Rational PureCoverage rapport met afdekkinggraadgegevens 
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Ondertaande figuur geeft de documentatie van een testsuite geïmplementeerd als een .Net 
assembly weer. Dit rapport wordt gegenereerd met NAnt en NDoc op basis van de 
commentaar die vervat zit  in de testcode.  
 
 
Figuur D-3: testassembly documentatie 
 
