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 1.1. Motivació 
 
Un dels meus somnis és poder facilitar la vida de la gent fent ús de la 
tecnologia. Des de petit he tingut molt interès en tots els aspectes 
relacionats amb la domòtica i els sistemes intel·ligents.  
 
La domòtica és incrementar el confort i l'eficiència a la llar, automatitzant el 
control de llums,  persianes, finestres,  electrodomèstics, etc. 
 
Les conegudes ciutats intel·ligents estan en ple creixement, aplicant 
domòtica a tot tipus d'infraestructures fan millorar la eficiència energètica i 
sostenibilitat en tots els àmbits i això comporta un benefici en les persones i 
al medi ambient. 
Entre totes les diverses infraestructures, els hivernacles ecològics tenen una 
importància en les persones, ja que l'ús cada cop mes extens de productes 
químics i modificacions transgèniques fa que la gent opti per instal·lar-se els 
seus propis hivernacles domèstics. 
 
Aquest fet m'ha fet encaminar el meu treball final de grau a implementar un 
sistema domòtic per a un hivernacle. Desenvolupant un sistema de control 
automàtic que permeti controlar la temperatura, la humitat i altres variables 
del hivernacle, de forma totalment automatitzada, que ens portaria a un 
estalvi tant d'aigua, com d'electricitat i sobretot de temps, ja que, no tenim 




 1.2. Objectius 
 
L'objectiu d'aquest projecte és el disseny i desenvolupament d'un sistema 
que ens permeti controlar tant de manera automatitzada com manual un 
hivernacle existent.  
 
L'hivernacle està dividit principalment en tres zones i una zona de cultiu 
d'aquapònia. La primera zona constà de Vermis, jardineres verticals amb 
vermicompostador integrat desenvolupades per l'empresa VermiGarden . La 
segona zona està composta de llits de cultiu, una nova manera de cultivar 
semblant a les taules de cultiu. La tercera zona hi ha diferents tipus de 




aquapònic que és un revolucionari sistema que sorgeix de la combinació 
d'hidroponia (cultiu de plantes utilitzant aigua) amb l'aqüicultura(cria de 
peixos).   
És controlarà la temperatura i humitat tant del exterior com del interior, i a 
més a més, de cada zona adquirirem les variables necessàries y actuarem 
sobre elles per obtenir la màxima precisió i eficàcia. 
 
Totes aquestes variables seran controlades per un Arduino i s'utilitzarà una 
pantalla LCD tàctil per supervisar el bon funcionament del hivernacle i poder 




 1.3. Estructura de la memòria del projecte 
 
La estructura d'aquest projecte ha sigut organitzada de la següent manera: 
 
1. Introducció: explicació dels objectius del projecte i la planificació 
 inicial per dur-lo a terme. 
 
2. Hivernacle: s'explicarà  breument la historia del hivernacle i 
detalladament les part del hivernacle a controlar i supervisar. 
 
3. Selecció dels components: s'argumentarà mitjançant mitges 
 ponderades de la utilització d'un component respecte d'un altre 
 fent ús d'uns criteris determinats. 
 
4. Arduino: una cop argumentat l'ús d'Arduino en l'apartat anterior, 
 és passarà a explicar de forma breu que és Arduino i les seves 
 característiques principals. 
 
5. Desenvolupament del Hardware:  s'explicarà detalladament el 
procés de desenvolupament a nivell físic, tant el quadre elèctric, com 
la instal·lació elèctrica i de reg. 
 
6. Desenvolupament del Software: s'explicarà detalladament el 
procés de desenvolupament i implementació del programa d'Arduino. 
 
7. Anàlisis de dades: a partir de dades obtingudes experimentalment 
s'ajustarà i es validarà un model pel hivernacle. 
 
8. Pressupost: tal i com indica el nom del apartat, és detallarà el cost 
 d'implementació d'aquest projecte. 
 
9. Conclusió: en aquest apartat s'exposaran les conclusions 
 obtingudes desprès de l'elaboració del present projecte. 
 S'explicaran també els problemes que han anat sorgint i la 









Com es pot observar a la figura 1.1 les primeres quatre setmanes les 
dedicaré a la recerca d'informació necessària per poder realitzar un correcte 
control de la temperatura, humitat, etc. del hivernacle.  
Una vegada tingui la informació passaré a seleccionar els components 
electrònics que utilitzaré en el muntatge. 
 
Seguidament buscaré informació d'Arduino per saber de quina manera es 
programa, amb quin llenguatge de programació. I començaré a programar 
la interfície d'usuari (funcions per dibuixar la interfície a la pantalla tàctil.) 
 
Un cop realitzar tot lo anterior, passaré a dissenyar i muntar totes i cada 
una de les zones del hivernacle comprovant en cada cas el seu correcte 
funcionament. 
 
Finalment, la última setmana la dedicaré a verificar-ho tot. 










 Temperatura interior i humitat interior: l'adquisició de dades es 
realitzarà mitjançant sensors de temperatura i humitat ambient.  
El control es realitzarà amb un ventilador d'aire. 
 
 Humitat de la terra: l'adquisició de dades es realitzarà amb un 
sensor d'humitat de sòl. 
El control és realitzarà amb un sistema de reg. 
 
 pH i temperatura d'aigua: només es realitzarà l'adquisició de 
dades amb els seus sensors corresponents. 
 
 Oxigen dissolt: es controlarà sense sensor, aprofitant la caiguda 
d'aigua (produeix oxigen) que s'aconseguirà de la bomba d'aigua que 
aporta els nutrients a les plantes de l'aquapònia.    
 








2. L' HIVERNACLE 
 
 2.1. Història 
 
La idea de cultivar plantes en àrees ambientalment controlades ha existit 
des de l'època dels romans. L'emperador Tiberi menjava cogombres com a 
ració de verdures diària. Els jardiners romans utilitzaven mètodes artificials 
per poder tenir-los disponibles tots els dies del any. Els cogombres eren 
cultivats sota de teles de selenita. 
 
Els primers hivernacles moderns van ser construïts a Itàlia al segle XIII d.c. 
per tenir protegides les plantes exòtiques que els explorador portaven. 
Originalment van ser coneguts com jardins botànics. El concepte 
d'hivernacle es va estendre molt ràpidament als Països baixos i desprès a 
Anglaterra. En els primers intents es necessitava una gran quantitat de 
treball per mantenir-los tancats durant les nits o al hivern.  
 
El botànic francès Charles Lucien Bonaparte va se qui va concedir diners per 
construir el primer hivernacle modern, a la ciutat de Leiden als Països 
Baixos, pel cultiu de plantes medicinals. 
 
Els francesos van anomenar als seus primer hivernacle orangeries, degut a 
que l'utilitzaven per protegir els seus tarongers de les gelades. Quan les 
pinyes es van fer populars també van aparèixer els primer hivernacle 
dedicats a les pinyes, els quals van ser anomenats pous de pinyes. 
L'experimentació sobre el disseny d'hivernacles va continuar durant el segle 
XVII per tot Europa, així com la tecnologia per produir millors cristalls i 
millors tècniques constructives. L'hivernacle del palau de Versalles va ser un 
exemple per la seva mida i el seu grau d'elaboració, al tenir més de 150 
metres de llarg, 13 d'amplada i 14 d'alçada. 
 
Al segle XIX es van començar a construir hivernacles a Anglaterra. També 
en aquest segle, es van construir els hivernacles més grans. Van ser 
concebuts tant per l'horticultura com per activitats no hortícoles. Es van 
construir alguns tant importants com el Crystal Palace de Londres i el 
Glasplast de Munich. Un exemple d'arquitectura van ser els monumentals 
hivernacles Reals de Laeken construïts pel rei Leopoldo II de Bèlgica.  
 
Les estructures del hivernacles van ser adaptades a la dècada dels 60, quan 
es van començar a cobrir amb pel·lícules de polietilè. Els hivernacles d'arc 





agricultors. Construïts amb alumini, tubs d'acer galvanitzats o simplement 
amb tubs d'acer o PVC pel aigua.  A la dècada dels 70, el polietilè va ser 
millorat, augmentant la seva duració així com afegint-li filtres UV molt més 
efectius. Als 80 i 90 es van fer molt populars els hivernacles de canals 
connectats. Aquest hivernacles tenen 2 o més tubs connectats per una 
paret comú o per una fila de pals de suport. Això va produir que tant les 
entrades de calefacció com la proporció entre sòl necessari i la superfície 
ensostrada es reduís considerablement. 
 
Avui dia, existeixen grans superfícies cobertes en les quals es pot produir 




 2.2. Descripció general del hivernacle a controlar 
 
L' hivernacle a controlar té aproximadament 100 m2.  
 
Està format per quatre zones: 
1. Aquapònia 
2. Zona Vermis 
3. Zona Planter 









Les variables generals a controlar són  la temperatura interior i la humitat 
interior a partir de la temperatura exterior, humitat exterior i la quantitat de 




 2.3. Zona Vermis 
 
2.3.1 Què és un Vermi? 
 
El Vermi és el revolucionari hort vertical amb vermicompostador integrat de 
l'empresa VermiGarden. 
 
El Vermi posseeix un vermicompostador anomenat Flux, desenvolupat per 











El Flux és un vermicompostador de 
flux continu integrat a la jardinera 
amb una cambra d'aire que el 
protegeix de les possibles 
adversitats meteorològiques. 
 
A més, gràcies a la seva eficient 
geometria els cucs migren cap a la 
part superior del Flux deixant 
d'aquesta manera a la part inferior 
un humus pràcticament net. Podent 
reutilitzar aquest humus a la part 
superior de la jardinera creant així 







Les principal avantatges d'un vermi són: 
 Lliure de químics: lliure de pesticides, herbicides i fertilitzants químics. 
El Vermi disposa d'un vermicompostador on el cuc vermell s'encarrega 
d'abonar i airejar la terra, transformant les restes orgàniques en ric 
substrat. 
 
 Mínim espai: conrea els teus aliments a casa de manera senzilla, 
saludable i sostenible. La manca d'espai ja no és motiu per no tenir un 
hort, en mig metre pots conrear fins a 20 plantes (hortalisses, flors o 
aromàtiques). 
 
 Baix consum d'aigua i mínim manteniment: l'estalvi d'aigua és 
considerable gràcies al disseny, el qual evita les pèrdues per filtració o 
drenatge i a més a més, es pot recuperar l'excedent de reg enriquit. En 
el Vermi no creixen males herbes. 
 
 Beneficis per compostar a casa: els municipis fomenten 
l'autocompostatge a casa amb bonificacions de fins al 90% de 
descompte en l'impost dels residus depenen el municipi.  
 
 Ideal per a persones amb mobilitat reduïda: la seva verticalitat 
ofereix major comoditat a l'hora de manipular l'hort. 
 
alt contingut en nitrogen 
alt contingut en carboni 
alt contingut en nitrogen 
nucli de cucs de terra 
alt contingut en carboni 





 Didàctic: per als nens pot ser una manera de millorar l'educació en 
nutrició, seguretat alimentària, compostatge, reciclatge, etc. 
 
 Instal·lació ràpida i senzilla: és lleuger i qualsevol paret suporta el 
pes. Instal·lar-lo no és més difícil que penjar un quadre i al ser estanc, la 
humitat no es filtra a la paret. 
 
 
2.3.2 Què necessitem controlar ? 
 
La única variable a controlar en un Vermi, és la humitat de la terra. Aquesta 
variable serà adquirida per un sensor d'humitat de terra i actuarem sobre 
aquesta mitjançant un sistema de reg automàtic, el qual activarà el reg 
quan la humitat sigui inferior a la que nosaltres fixem. 
 
Tenim dos maneres per poder fixar la consigna de la humitat de terra: 
1. Fixant un valor en % de la humitat que desitgem. 
 
2. Activar el reg fins que nosaltres veiem experimentalment que tenim 
el % d'humitat que volem, llavors mitjançant un boto, calibrar la 
consigna en aquest valor. 
El primer mètode es més senzill i mes còmode ja que nomes cal posar el 
valor que desitgem, el principal problema d'aquest mètode es que la 
humitat de terra es un valor molt variable depenent el tipus de terra, per 
tant s'ha de descartar aquest primer mètode ja que fixar un valor trobat 
experimentalment en % en un tipus de terra podria variar moltíssim en un 
altre Vermi amb un altre tipus de terra. Per tant escolliré el segon mètode 





 2.4. Aquapònia 
 
2.4.1 Que és l' aquapònia ? 
 
La aquapònia és la combinació entre l'aqüicultura(cultiu de peixos) i 
l'hidropònia(cultiu de plantes amb aigua). Aquests s'uneixen en un únic 
sistema de recirculació, en el qual s'ajunten, el component aqüícola i el 
component hidropònic. En aquest sistema, les deixalles metabòliques 
generades pels peixos i les restes d'aliments, són utilitzades pels vegetals i 
transformades en matèria orgànica vegetal. 
Aquests sistemes ofereixen una sèrie d'avantatges sobre aquells sistemes 





metabòliques dissoltes en l'aigua són absorbides per les plantes, reduint així 
la taxa de recanvi d'aigua diari i el seu abocament cap a l'ambient, mentre 
que, en el sistema de recirculació tradicional es treballa amb un recanvi 
d'aigua del 5 al 10% diari per evitar l' acumulació de deixalles 
metabòliques. Al aquapònia, per contra, la majoria treballa sols amb un 
1,5% de recanvi d'aigua diari o menys. Això es tradueix en menors costos 
operatius del sistema i sumat a això, els sistemes aquapònics tenen una 





La hidroponia és el cultiu de plantes, principalment hortalisses, sense 
utilitzar sòl, que és substituït per un substrat sòlid constituït per materials 
inerts com en el sistema de llits, o per aigua com en el cas del sistema 
d'arrel flotant i del sistema de solució nutritiva recirculant, aquest últim 
també conegut com N.F.T. (nutrient film technique). Per ser inert el 
substrat de cultiu, les plantes hidropòniques s'alimenten amb una solució 
nutritiva en la qual es dissolen en aigua les sals minerals que aporten a les 
plantes tot els elements necessari per a la seva desenvolupament. Un cop 
formulada la solució nutritiva i diluïda segons el cas, s'aplica a raó de dos a 
tres litres per m2 al dia, sis dies a la setmana, deixant un dia a la setmana 
el reg amb només aigua, això per rentar l'excés de nutrients acumulats en 
el substrat. 
 
Els sistemes productius en aqüicultura poden ser extensius o intensius, 
depenent de la densitat de sembra, que es tradueix en quants peixos per 
m2 es crien. 
Entre els sistemes intensius s'esmenten els sistemes aqüícola de 
reutilització i els sistemes de recirculació.  







En els sistemes de reutilització l'aigua passa d'un estany a un altre, es mou 
en una sola direcció, i mai torna al mateix estany dues vegades. La 
aqüicultura de recirculació és un sistema en el qual l'aigua 
flueix des dels estany de cultius als sistemes de tractaments (filtració), per 
després tornar novament a els estanys de cultiu.  
La aqüicultura de recirculació requereix menys del 10% d'aigua comparat 
amb els projectes d'aqüicultura extensives i de reutilització,i en els quals els 
efluents són eliminats constantment. 
 
En resum, la aquapònia és un sistema en el qual les deixalles orgàniques 
produïdes per algun organisme aquàtic (generalment peixos) serveixen com 
a font d'aliment per a les plantes. Aquestes al seu torn en prendre aquestes 
deixalles, netegen l'aigua per als peixos actuant com a filtre biològic.  
La aquapònia és una tècnica de producció intensiva, bio-integrada i 
altament productiva en la qual s'obtenen peixos i hortalisses en un mateix 
sistema de producció. 
 
Els sistemes aquapònics utilitzen principalment tres tipus de sistemes de 
creixement per a les plantes, els mateixos que són utilitzats en hidroponia:  
 Llits amb substrat sòlid. 
 
 Sistemes d'arrel flotant i tècniques de solució nutritiva. 
 
 Recirculant (Nutrient Film Technique). 
 
Els principals components d'un sistema aquapònic són: 
 El Tanc per conrear els peixos. 
 
 La bomba de ventilació per proveir d'oxigen als peixos. 
 
 La bomba d'aigua per dirigir l'aigua des del tanc dels peixos als 
cultius hidropònics i de tornada al tanc de peixos en un sistema 
tancat de recirculació. 
 
 El biofiltre per albergar els bacteris nitrificadoras. Que converteixen 
l'amoni en nitrit i el nitrit en nitrat. 
 
 El sistema de cultius hidropònics (llits amb substrat sòlid, sistemes 
d'arrel flotant, tècniques de solució nutritiva recirculant).  
 
 En els sistemes comercials es troben altres components tals com el 
degasificador que elimina els excessos de CO2 i el sedimentador que 
elimina els sòlids dissolts. A petita i mitjana escala aquests elements 
no són indispensables. 
 
Pel que fa a la relació entre la superfície de cultiu de plantes i la superfície 





per cada metre cúbic d'aigua de cultiu de peixos es poden incorporar al 
sistema, de dos a deu metres quadrats d'àrea de cultiu hidropònics. Mentre 
que la capacitat de càrrega de peixos, en un cultiu aquapònic, és d'un peix 
de 500 g per cada 20-40 litres. 
 
L'espècie de peix més utilitzada en projectes d' aquapònia és la tilàpia, per 
la seva tolerància a les fluctuacions dels paràmetres de l'aigua com són el 
pH, temperatura i sòlids dissolts.  
 
 
2.4.2 Elements d'un sistema aquapònic 
 
Com es va esmentar en l'apartat anterior, els principals components d'un 
sistema aquapònic són: 
 
 
 El tanc per conrear els peixos  
 
És un component indispensable en un sistema aquapònic. En aquest 
component es desenvoluparan els peixos que s'han escollit per la qual cosa 
cal que sigui d'un material resistent, que les seves dimensions siguin 
proporcionals al nombre i la mida dels peixos. Així mateix, s'ha de prendre 
en compte que l'àrea del tanc és més important que la seva alçada, ja que 
els peixos es desplacen més en forma horitzontal que vertical. 
 
Aquests tancs poden ser des peixeres de vidre o acríliques, barrils plàstics, 
tancs plàstics o piques de concret i el volum pot variar des de pocs litres a 
diversos metres cúbics. És essencial que el tanc no hagi estat utilitzat 
prèviament per al transport de substàncies tòxiques, ja que aquestes poden 
seguir dissolent en l'aigua i comprometre la salut dels peixos i el creixement 
de les hortalisses; a més s'aconsella que el contenidor a usar com tanc no 
sigui de metall, ja que l'aigua pot corroir formant rovell i perjudicant els 
peixos. 
 
Pel que fa a la relació volum d'aigua amb la mida o pes dels peixos, es 
recomana un litre d'aigua per cada 5 centímetres de peixos o 10-15 grams 
de peixos per litre de aigua, havent de considerar també per aquest càlcul, 
la longitud o pes final dels peixos. A més, el tanc de producció ha de ser 
prou gran per assegurar l'ompliment del sistema hidropònic i al mateix 











 Bomba d'aire  
 
Els peixos necessiten la presència d'oxigen dissolt en el aigua per a la seva 
supervivència i desenvolupament. També les arrels de les plantes es poden 
curar amb la presència de oxigen dissolt en l'aigua del sistema, ja que 
prevé la putrefacció de les arrels a l'estar submergides durant el pas de 
aquesta mitjançant el sistema hidropònic. La concentració mínima d'oxigen 
dissolt varia segons l'espècie conreada. 
 
 
 Bomba d'aigua 
 
La bomba d'aigua és el motor del sistema aquapònic, dirigeix l'aigua des del 
tanc dels peixos als cultius hidropònics i d'aquests la reenvia de tornada al 
tanc en un sistema tancat de recirculació.  
 
La circulació de l'aigua generada per la bomba, garanteix que les plantes i 
les 
bactèries rebin els seus nutrients, d'aquesta manera es filtra i es millora la 
qualitat de l'aigua que els peixos rebran un cop que l'aigua completi el seu 
recorregut al tornar al tanc. 
 
 
  Biofiltre 
 
El biofiltre és un contenidor que alberga materials porosos com pedra, 
esponges o bio-boles. Les bio-boles són elements plàstics dissenyats per 
oferir una considerable superfície als bacteris i actuar com a filtre mecànic a 
recollir les partícules en suspensió. 
 
El biofiltre serveix per albergar els bacteris nitrificadores. Que converteixen 
l'amoni(Molècula present en les excretes dels peixos) en nitrit i després 
aquest en nitrat. El amoni i el nitrit són perjudicials per als peixos i en altes 
concentracions poden produir la mort, però el nitrat és menys tòxic per als 
peixos i més aprofitable per a les plantes. 
 
És un component opcional en aquells sistemes aquapònics que usen llits 
amb substrats sòlids, però resulta indispensables per als sistemes d'arrel 
flotant o els de solució nutritiva recirculant (N.F.T.).  
En els llits amb substrat sòlid els bacteris s'adhereixen al substrat, com més 
porós és el substrat millor és la biomassa i l'acompliment dels bacteris.  
Els sistemes de arrel flotant o de solució nutritiva recirculant no ofereixen 
suficient superfície per al desenvolupament dels bacteris, per la qual tant, 






2.4.3 Tipus de sistemes de cultiu aquapònics 
 
  Llit de substrat 
 
Amb aquest sistema s'utilitza un mitjà 
sòlid(substrat) per al suport de les arrels de les 
plantes. El substrat té diverses funcions: serveix 
d'ancoratge a les plantes, protegeix les arrels de 
la llum solar, reté certa quantitat de humitat i 
solució nutritiva i permet l'oxigenació de les 
arrels per mitjà dels espais que es formen entre 
les partícules. A més en els sistemes aquapònics, 
el substrat prou porós és el lloc on es 
desenvolupen els bacteris nitrificadores.  
 
 
La utilització del substrat sòlid evita la necessitat de construir un biofiltre, 




  Sistema d'arrel flotant 
 
Aquesta tècnica no requereix de substrat 
sòlid, les arrels de les plantes romanen 
en contacte amb l'aigua que ha de ser 
oxigenada diàriament. L'oxigenació pot 






A la figura 2.6 es presenta un llit hidropònic d'arrel flotant. Com es pot 
notar una làmina de poliestirè cobreix la totalitat de la superfície del llit. A 
aquesta làmina se li han practicat uns orificis per col·locar les plantes que 
alhora són sostingudes amb esponges. 
 
Aquest sistema és utilitzat en aquapònia a mitjana i llarga escala i si bé no 
necessita de substrat sòlid, cal afegir-li un biofiltre. A més, a diferència de 
les llits 
hidropòniques d'arrel flotant, les utilitzades en aquapònia necessiten una 
entrada i una sortida d'aigua, per a la recirculació de la mateixa. 
 
fig. 2.5. Aquapònia, llit de substrat 






  Sistema de solució nutritiva recirculant (NFT) 
 
És el sistema de cultiu hidropònic 
més utilitzat a nivell comercial. En la 
producció a gran escala és d'alta 
eficàcia, però al mateix temps és el 
més complex i costós. Per al correcte 
funcionament d'aquest sistema es 
necessita d'un tanc per 
emmagatzemar la solució nutritiva, 
un sistema automatitzat de 
bombament i d'un sistema de tubs 
interconnectats als quals se li han 
realitzats orificis per assentar els 
forats que contindran les plantes. 
 
 
És l'únic sistema hidropònic on l'aigua recircula: surt del tanc, es distribueix 
a les plantes per després tornar novament al tanc. Per al seu ús com a 
sistema aquapònic, cal afegir un biofiltre igual que en el sistema d'arrel 




2.4.4 Principals variables a controlar a l'aquapònia 
 
 
  pH 
 
El pH es refereix a la concentració d'ions d'Hidrogen (H +) els quals 
determinen el grau d'acidesa i basicitat d'una solució.  
L'índex de l'escala de pH és molt important en processos químics, biològics, 
industrials i en general en la vida quotidiana, per exemple la diferència 




Per què és important el pH per la hidroponia? 
 
El pH és important ja que determina si una planta o cultiu és de bona o 
mala qualitat per la falta o excés d'algun element. Entre un pH de 6.0 - 6.7 
és el  rang on la planta assimila més fàcilment  els elements. 
 








  Oxigen dissolt 
 
L'oxigen dissolt no requereix de tants detalls com el pH. Simplement cal 
esmentar que aquest gas, s'ha de mantenir per sobre de 3 mg/L, sent 
preferible una concentració igual o major a 5 mg/L. De trobar disminuït 
l'oxigen en el sistema, no es realitzarà una bona nitrificació; restant 
deixalles metabòlics sense filtrar i acumulant-se en concentracions tòxiques 
per als peixos. Els peixos i plantes davant l'absència de oxigen, deixen de 
créixer, i en el cas particular dels peixos, poden deixar d'alimentar i morir. 
 
 
 Temperatura del aigua 
 
La majoria de les plantes es desenvolupen bé quan la temperatura de la 
regió al voltant de les arrels es troba entre 20 i 25 ° C. Hi ha plantes les 
quals temperatures òptimes són potser una mica més altes, com el 
tomàquet  a 27 ° C. No obstant això, plantes com l'enciam desenvoluparien 
problemes nutriticionales a aquestes temperatures i la seva temperatura 
ideal està més aviat cap als 18 ° C.  
Una temperatura de 22 ° C permet un desenvolupament satisfactori de la 
majoria de les plantes cultivades en hidroponia. 






 2.5. Zona Planter i Llits de cultiu 
 
2.5.1 Què son ? 
 
El planter és el lloc on es formen i creixen les hortalisses i tot tipus de 






Els llits de cultiu son petits horts al terra recoberts de lona per evitar les 
principals desavantatges del cultiu tradicionals com son les pèrdues d'aigua 
per drenatge. 
 
Les principal avantatges de cultivar en llits de cultiu son: 
 La lleugeresa i lo simple que és 
















fig. 2.9. Planter d'enciam 






2.5.2 Què necessitem controlar ? 
 
Al igual que a la zona de Vermis, la única variable a controlar és la humitat 
de terra. Aquesta variable serà adquirida per un sensor d'humitat de terra i 
actuarem sobre aquesta mitjançant una electrovàlvula per poder controlar-
la. Aquesta s'activarà la electrovàlvula quan la humitat sigui inferior a la 
que nosaltres fixem. 
 
 






3. SELECCIÓ DELS DISPOSITIUS 
 
 3.1. Introducció 
 
En aquest apartat i abans de començar amb el disseny s'ha de realitzar una 
cerca i selecció dels components a utilitzar, tant el controlador i la pantalla 
tàctil com els sensors de temperatura, humitat i ph. amb l'objectiu d'elegir 
els que millor s'adaptin a les nostres objectius. Com el sistema domòtic 
d'aquest hivernacle és per a un negoci, els criteris mes importants seran el 
econòmic i de facilitat d'instal·lació.  
 
Els actuadors ja hi son, així que en aquests no s'haurà de fer cap selecció.  
 
 3.2. Controlador 
 
El primer que es necessita seleccionar es el tipus de controlador, que serà 
l'encarregat d'adquirir les dades dels sensor i actuar quan sigui necessari 
fent ús dels actuadors. També s'encarregarà de monitoritzar dades i rebre 
les accions del usuari mitjançant la pantalla tàctil. 
 
S'han considerat tres tipus de controlador a utilitzar:  
 PLC NI-USB 6501 
 Arduino 2560 
 Microcontrolador PIC 18F4550 
 
Els criteris a comparar entre aquest controladors corresponen a: 
 Econòmic 
 Quantitat de E/S(Entrades i Sortides) 
 Facilitat d'instal·lació i posada en marxa 
 
 
3.2.1 PLC NI-USB 6501 
 
Els controlador lògics programables o PLC(Programmable Logic Controller) 
son dispositius electrònics molt utilitzats en automatització industrial.  
 




Perquè un PLC compleixi amb la seva funció de controlar, es necessari 
programar-lo amb certa informació sobre el procés que es vol seqüènciar. 
Aquesta informació és rebuda pels captadors, que gracies al programa lògic 
intern, son capaços d'implementar mitjançant els accionadors de 
l'instalació. Es a dir, mitjançant els dispositius d'entrada, formats pels 
sensors, s'aconsegueix adquirir l'informació del exterior que és processada 
per la lògica digital programada per tal seqüència de procés que a la vegada 
envia una resposta utilitzant els dispositius de sortida. 
 
 
El NI USB-6501 es caracteritza per: 
 24 línies d'E/S digital 
 Contador de 32 bits 
 Protecció de sobre Voltatge 
 8.5mA de capacitat de corrent 
 Terminals de cargols integrades. 
 Interfaç de bus USB 2.0 d'alta velocitat 
(12 MB/s)   




3.2.2 Arduino 2560 
 
Arduino és una plataforma de hardware lliure, consisteix en una placa amb 
un microcontrolador Atmel AVR i un entorn de desenvolupament que 
implementa el llenguatge de programació Processing/Wiring i el carregador 
d'arrencada (boot loader) que corre a la placa, dissenyat per facilitar l'ús de 
l'electrònica en projectes multidisciplinaris. 
 
Característiques:  
 Microcontrolador: ATmega2560 
 Tensió d'entrada recomanada: 7-12v 
 Tensió d'alimentació: 5v 
 Pins digitals (E/S): 54 (dels quals 14 amb la funció PWM) 
 Entrades analògiques: 16 
 Corrent màxima pel pin: 40mA 
 Memòria Flash: 256KB 
 SRAM: 8KB 
 EEPROM: 4KB 
 Velocitat de rellotge: 16MHz 
 Preu: 42€ (web Arduino)  
fig 3.1. PLC. NI USB-6501 








3.2.3 Microcontrolador PIC 18F4550 
 
Els PIC son una família de microcontroladors de tipus RISC fabricats 
per Microchip Technology Inc. , originalment desenvolupats per la divisió 
de microelectrònica de General Instrument. 
El nom actual no és un acrònim. En realitat, el nom complet és PICmicro, 
encara que  generalment s'utilitza como Peripheral 




 Microcontrolador: PIC 18F4550 
 Tensió d'alimentació: 5v 
 Pins (E/S): 35(dels quals 13 poden 
ser d'entrada analògica i 5 PWM) 
 Corrent màxima pel pin: 40mA 
 Memòria Flash: 32 KB 
 SRAM: 2 KB 
 EEPROM: 256 Bytes 
 Velocitat de rellotge: fins a 48MHz 




fig 3.2. Arduino Mega 2560 
fig 3.3. Microcontrolador PIC18F4550 




3.2.4 Comparació d'alternatives 
 
Per realitzar la comparació d'alternatives per l'implementació del sistema de 
control del hivernacle, utilitzarem un estudi multicriteri amb mitges 
ponderades. 
 
 Criteris Puntuació 
Ponderada 
1 Econòmics 50% 
2 Quantitat d'entrades i sortides 20% 
3 Facilitat d'instal·lació i posada en marxa 30% 
Fig 3.4. Controlador. Taula de puntuació ponderada 
 
Podem observar a la figura 3.4 que al criteri econòmic se li ha assignat un 
50% de la puntuació ja que és l'aspecte fonamental per aquest projecte. 
També la facilitat d'instal·lació i posada en marxa pel breu temps que es 
disposa en important i se li assigna un 30% del total i finalment però no 
menys important la quantitat d'entrades i sortides que se li assigna un 
20%, ja que necessitarem una gran quantitat d'entrades i sortides en la 
implementació del sistema de control. 
 
A continuació és presenta l'anàlisi desenvolupat per a cada un dels criteris i 
s'estableix la puntuació assignada per a cada alternativa. 
 
Es qualificaran les alternatives en un rang de 0 a 10 on: 
 
Puntuacions       
8,5 / 10   Molt favorable   
7,1 / 8,5   favorable   
5,1 / 7   admissible   




0 / 3,5 
  
molt 





Criteris: PES PLC Arduino PIC 
Econòmics 50% 0 10 8 
 
La puntuació mes alta és assignada al Arduino ja que al ser lliure, es pot 
adquirir una placa a un baix preu, a més a més l'arduino té el programador 
inclòs a la placa, fet que fa que el microcontrolador PIC obtingui una 
puntuació més baixa en aquest criteri, ja que requereix d'un programador 




extern. Finalment al PLC se li assigna el valor mes baix ja que com s'ha vist 
anteriorment és molt car. 
 
 
2. Quantitat d'E/S 
Criteris: PES PLC Arduino PIC 
Quantitat d'E/S 20% 6 9 5 
 
La puntuació més alta novament es pel arduino, sobretot pel fet de la 





3. Facilitat d'instal·lació i posada en 
marxa 
Criteris: PES PLC Arduino PIC 
Facilitat d'instal·lació i posada en marxa 30% 9 9 5 
 
Una de les avantatges del Arduino és la facilitat de programació i posada en 
marxa, ja que al portar amb la placa base tot els components necessaris pel 
seu correcte funcionament, no requereix res mes que programar el 
controlador mitjançant USB i ja esta llest per funcionar. El PIC hem de 
dissenyar la nostra propia placa base amb els components necessaris pel 
seu correcte funcionament, cosa que retarda el temps de posada en marxa. 
Pel que fa el PLC es tant senzill com el Arduino, ja que nomes cal connectar 






PES PLC Arduino PIC 
   Econòmics 50% 0 10 8 
   Quantitat d'entrades i sortides 20% 6 9 5 
   Facilitat d'instal·lació i posada en marxa 30% 9 9 5 
   PUNTUACIÓ FINAL 100% 3,1 9,5 5,20 
 
D'acord amb la puntuació obtinguda i sobretot a causa del criteri econòmic i 
facilitat de posada en marxa, és el controlador mitjançant Arduino 2560 el 
que serà l'encarregat de controlar l' hivernacle. 
 
 




 3.3. Sensor de temperatura i humitat 
 
Els sensor de temperatura i humitat escollits per a comparar son el DHT11 i 
el DHT22, els dos tenen un sensor de temperatura i humitat integrats. 
 
3.3.1 Sensor DHT11 
 
El DHT11 és un sensor bàsic d'humitat i temperatura de cost reduït. Utilitza 
un sensor de capacitat per mesurar la humitat i un termistor per mesurar la 
temperatura de l'aire que l'envolta. Esta dissenyat per mesurar 
temperatures entre 0 i 50 ° C amb una precisió de ± 2 ° C i per mesurar 
humitat entre 20% i 80% amb una precisió de 5% amb períodes de 
mostreig d'1 segon. El format de presentació és una petita caixa de plàstic 
de 15.5mm x 12mm x 5.5mm amb una cara en la qual té una reixeta que li 
permet obtenir les lectures de l'aire que l'envolta. Si es requereix més 
precisió podem treballar amb el seu germà, el sensor DHT22. El sensor té 






El DHT11 és un sensor que proporciona una sortida de dades digital. Entre 
els seus avantatges podem esmentar el baix cost i el desplegament de 
dades digitals. Això suposa un gran avantatge enfront dels sensors del tipus 
analògic, com el LM335 per exemple, en els quals les fluctuacions en el 
voltatge alteren la lectura de dades. 
 
Entre els desavantatges doncs, el DHT11 només llegeix sencers, no podem 
llegir temperatures amb decimals de manera que hem de pensar molt bé a 
l'hora d'utilitzar aquest sensor per a treballs en els quals es requereixin 
lectures precises de temperatura i / o humitat. Per poder llegir dades des 
d'aquest sensor d'una manera senzilla podem utilitzar una llibreria d'arduino 




fig 3.5. Sensor DHT11 




3.3.2 Sensor DHT22 
 
El DHT11 i el DHT22, en implementació, són completament iguals. 
Físicament, posseeixen algunes diferències, entre les quals es destaca la 





Esta dissenyat per mesurar temperatures entre -40 i 80 ° C amb una 
precisió de ± 0.5 ° C i per mesurar humitat entre 0% i 100% amb una 
precisió de 2% amb períodes de mostreig d'1 segon. 
Com es pot observar es molt més precís que el seu antecessor el DHT11. 
 
3.3.3 Comparació d'alternatives 
 
Per realitzar la comparació d'alternatives per escollir el sensor de 
temperatura i humitat pel hivernacle, utilitzarem un estudi multicriteri amb 
mitges ponderades. 
 
 Criteris Puntuació 
Ponderada 
1 Econòmic 70% 
2 Precisió 30% 
Fig 3.7. Sensor Temperatura i humitat. Taula de puntuació ponderada 
 
Podem observar a la figura 3.7 que al criteri econòmic se li ha assignat un 
70% de la puntuació ja que és l'aspecte fonamental per aquest projecte. A 
la precisió se li ha assignat un 30% ja que si que es un aspecte fonamental, 
però el hivernacle a controlar es de tipus fred i es irrellevant 1 o 2 graus 
centígrads a dalt o a baix. 
 
A continuació és presenta l'anàlisi desenvolupat per a cada un dels criteris i 
s'estableix la puntuació assignada per a cada alternativa. 
 
fig 3.6. Comparativa DHT11 i DHT22 




Es qualificaran les alternatives en un rang de 0 a 10 on: 
 
Puntuacions       
8,5 / 10   Molt favorable   
7,1 / 8,5   favorable   
5,1 / 7   admissible   
3,5 / 5   poc favorable   
0 / 3,5 
  
molt 






Criteris: PES DHT11 DHT22 
Econòmic 70% 10 3 
 
La puntuació mes alta és assignada al DHT11 ja que el seu cost unitari és 






Criteris: PES DHT11 DHT22 
Precisió 30% 5 10 
En aquest criteri si que el DTH22 té major puntuació, ja que la precisió de la 
temperatura del DTH és ± 0.5 ° C i la de humitat és d'un 2% HR, mentre 





Criteris: PES DHT11 DHT22 
   Econòmic 70% 10 3 
   Precisió 30% 5 10 
   PUNTUACIÓ FINAL 100% 8,5 5,1 
 
 
D'acord amb la puntuació obtinguda i sobretot a causa del criteri econòmic 
el sensor que utilitzarem serà el DTH11. 
 
 




 3.4. Sensor d'humitat de sòl 
 
Els sensor d'humitat de sòl escollits per a comparar son el mòdul HL-69  i el 
EC-5. 
 
3.4.1 Sensor HL-69 
 
El principi de funcionament consisteix en dues plaques separades entre si 
per una distància determinada. Les dues plaques estan recobertes d'una 
capa de material conductor. Si hi ha humitat a terra es crearà un pont entre 
una punta i una altra, el que serà detectat per un circuit de control amb un 
amplificador operacional que serà l'encarregat de transformar la 




Hi ha dos tipus de sortides, una analògica i una digital. La sortida digital 
lliurarà un pols baix quan hi hagi conductivitat suficient entre cadascuna de 
les puntes. El llindar de tret es pot establir movent el potenciòmetre del 
circuit de control. 
 
A la sortida analògica el nivell de voltatge dependrà directament de quanta 
humitat hagi a terra. És a dir, depenent de quanta conductivitat (producte 
de l'aigua en el sòl) hagi entre les puntes del mòdul, així variarà el valor 
lliurat per Arduino (entre 0 i 1023) 
 
 
3.4.2 Sensor EC-5 
 
És un sensor capacitiu del tipus FDR (Frequency Domain Reflectrometry) 
que mesuren la constant dielèctrica o permitivitat del sòl per calcular el seu 
contingut d'humitat. La fracció volumètrica del sòl ocupada per aigua té una 
fig 3.8. Sensor HL-69 




enorme influència en la permitivitat dielèctrica del sòl ja que el seu valor 
dielèctric és molt més gran que el dels altres constituents del sòl. 
 
Quan la quantitat d'aigua del sòl varia, el EC-5 detecta i mesura aquesta 
variació i la relaciona directament amb el canvi en el contingut d'aigua. El 






3.4.3 Comparació d'alternatives 
 
Per realitzar la comparació d'alternatives per escollir el sensor d'humitat de 
sòl pel hivernacle, utilitzarem un estudi multicriteri amb mitges ponderades. 
 
 Criteris Puntuació 
Ponderada 
1 Econòmic 50% 
2 Precisió  30% 
3 Facilitat d'ús 20% 
Fig 3.10. Sensor humitat de sòl. Taula de puntuació ponderada 
 
Podem observar a la figura 3.10 que al criteri econòmic se li ha assignat un 
50% de la puntuació ja que és l'aspecte fonamental per aquest projecte. A 
la precisió se li ha assignat un 30% i a la facilitat d'ús un 20%. 
 
 
A continuació és presenta l'anàlisi desenvolupat per a cada un dels criteris i 
s'estableix la puntuació assignada per a cada alternativa. 
 
 
fig 3.9. Sensor EC-5 




Es qualificaran les alternatives en un rang de 0 a 10 on: 
 
Puntuacions       
8,5 / 10   Molt favorable   
7,1 / 8,5   favorable   
5,1 / 7   admissible   
3,5 / 5   poc favorable   
0 / 3,5 
  
molt 





Criteris: PES HL-69 EC-5 
Econòmic 50% 10 0 
 
La puntuació mes alta és assignada al HL-69 ja que el seu cost unitari és 
d'aproximadament 2 euros aproximadament, mentre que el EC-5 té un cost 




Criteris: PES HL-69 EC-5 
Precisió 30% 3 10 
 
En aquest criteri si que el EC-5 té major puntuació, ja que la precisió delEC-
5 és ± 1% HR mentre que el HL-69 al llegir una resistència té una precisió 





3. Facilitat d'ús 
Criteris: PES HL-69 EC-5 
Facilitat d'ús 20% 10 5 
 
En aquest criteri si que el EC-5 té major puntuació, ja que la precisió delEC-
5 és ± 1% HR mentre que el HL-69 al llegir una resistència té una precisió 








Criteris: PES HL-69 EC-5 
   Econòmics 50% 10 0 
   Precisió 30% 3 10 
   Facilitat d'ús 20% 10 5 
   PUNTUACIÓ FINAL 100% 7,9 4 
 
D'acord amb la puntuació obtinguda i sobretot a causa del criteri econòmic i 
la facilitat d'ús el sensor que utilitzarem serà el HL-69. 
 
 
 3.5. Sensor de ph 
 
La sonda de pH escollida ha sigut E-201-C amb un mòdul 
d'acondicionament de senyal i compensació de temperatura.  
S'ha escolli aquest sensor de pH ja que el tenia comprat d'unes proves que 
vaig estar realitzant fa un temps. 
 
El rang de medició d'aquesta sonda es de 0-14 pH, amb una temperatura 
d'operació optima de 0-60ºC, una precisió de ± 0,1 pH (25ºC) i un temps 





 3.6. Pantalla tàctil 
 
Les pantalles tàctils escollides per a comparar son la TFT 2.8" tàctil 
capacitiva i la TFT 3.5" tàctil resistiva.  
fig 3.11. Sensor de pH E-201-C 




3.6.1 Pantalla TFT 2.8" tàctil capacitiva 
 
Pantalla tàctil amb connexió de targeta microSD i una pantalla tàctil 
capacitiva. Aquesta pantalla TFT és de 2.8 "en diagonal de 240x320 píxels 
amb 18bits (262.000 colors) amb control individual de píxel. Al ser una 
pantalla tàctil capacitiva se li atribueix que pot detectar el dit sense 






3.6.2 Pantalla TFT 3.5" tàctil resistiva 
 
Pantalla tàctil amb connexió de targeta microSD. Aquesta pantalla TFT és de 
3.5 "en diagonal de 400x240 píxels amb 18bits (262.000 colors) amb 
control individual de píxel. Al ser una pantalla tàctil resistiva cal pressionar 





fig 3.12. Pantalla 2.8" tàctil capacitiva 
fig 3.13. Pantalla 3.5" tàctil resisitiva 





3.6.3 Comparació d'alternatives 
 
Per realitzar la comparació d'alternatives per escollir la pantalla tàctil, 
utilitzarem un estudi multicriteri amb mitges ponderades. 
 
 Criteris Puntuació 
Ponderada 
1 Econòmic 60% 
2 Facilitat d'instal·lació i posada en marxa 20% 
3 Facilitat d'ús 20% 
Fig 3.14. Pantalla tàctil. Taula de puntuació ponderada  
 
Podem observar a la figura 3.14 que al criteri econòmic se li ha assignat un 
60% de la puntuació ja que és l'aspecte fonamental per aquest projecte. I 
tant a la facilitat d'instal·lació i posada en marxa  com a la facilitat d'ús se li 
ha assignat un 20%. 
 
A continuació és presenta l'anàlisi desenvolupat per a cada un dels criteris i 
s'estableix la puntuació assignada per a cada alternativa. 
 
 
Es qualificaran les alternatives en un rang de 0 a 10 on: 
 
Puntuacions       
8,5 / 10   Molt favorable   
7,1 / 8,5   favorable   
5,1 / 7   admissible   
3,5 / 5   poc favorable   
0 / 3,5 
  
molt 






Criteris: PES TFT 2.8" TFT 3.5" 
Econòmic 60% 2 10 
 
La puntuació mes alta és assignada a la pantalla tàctil TFT 3.5" resistiva ja 
que el seu cost unitari és de 10-12 euros aproximadament, mentre que la 









2. Facilitat d'instal·lació i posada en marxa 
Criteris: PES TFT 2.8" TFT 3.5" 
Precisió 20% 4 8 
 
En aquest criteri la pantalla tàctil TFT 2.8" capacitiva al tenir que 
implementar la detecció capacitiva fa que la seva posada en marxa sigui 
mes costosa que la pantalla tàctil TFT 3.5" resistiva. 
 
3. Facilitat d'ús 
Criteris: PES TFT 2.8" TFT 3.5" 
Facilitat d'ús 20% 10 5 
 
En aquest criteri si que la pantalla tàctil TFT 2.8" capacitiva te major 
puntuació ja que per l'usuari es molt més còmode utilitzar una pantalla 








   Econòmics 50% 2 10 
   Facilitat d'instal·lació i posada en marxa 20% 4 8 
   Facilitat d'ús 20% 10 5 
   PUNTUACIÓ FINAL 100% 3,8 7,6 
 
D'acord amb la puntuació obtinguda i sobretot a causa del criteri econòmic i 
la facilitat d'instal·lació i posada en marxa la pantalla tàctil a utilitzar serà la 











 4.1. Què és Arduino ? 
 
Arduino és una plataforma de hardware lliure, basada en una 
placa amb un microcontrolador i un entorn de 
desenvolupament, dissenyat per facilitar l'ús de l'electrònica 
en projectes multidisciplinaris. 
  
El hardware consisteix en una placa amb un microcontrolador Atmel AVR i 
ports d'entrada i sortida. Els microcontroladors més utilitzats són el 
Atmega168, Atmega328, Atmega1280. Per la seva senzillesa i baix cost que 
permeten el desenvolupament de múltiples dissenys. D'altra banda el 
programari consisteix en un entorn de desenvolupament que implementa el 
llenguatge de programació Processing / Wiring i el carregador d'arrencada 
que és executat a la placa. 
 
4.1.1 Font d'alimentació 
 
Bé alimentem l'arduino mitjançant la connexió USB o mitjançant una font 
externa (recomanada de 7-12V), tindrem unes sortides de tensió contínua a 
causa d'uns reguladors de tensió i condensadors d'estabilització. 
 
Pins d'alimentació : 
 
• VIN: es tracta de la font tensió d'entrada que contindrà la tensió a la qual 
estem alimentant l'Arduino mitjançant la font externa. 
 
• 5V: font de tensió regulada de 5V, aquesta tensió pot venir ja sigui de pin 
VIN a través d'un regulador intern, o es subministra a través d'USB o d'una 
altra font de 5V regulada. 
 
• 3.3V: font de 3.3 volts generats pel regulador intern amb un consum 
màxim de corrent de 50mA. 
 









4.1.2 Entrades Digitals i Analògiques 
 
Cadascun dels pins digitals es pot utilitzar com una entrada o sortida. Cada 
pin pot proporcionar o rebre un màxim de 40 mA i té una resistència de 
pull-up (desconnectat per defecte) de 20 a 50 kOhm. A més, alguns pins 
tenen funcions especialitzades com: 
 
• Pin RX i TX. S'utilitza per rebre (RX) i la transmissió (TX) de dades sèrie 
TTL. 
 
• Pin d'Interrupcions externes. Es tracta de pins encarregats 
d'interrompre el programa seqüencial establert per l'usuari. 
 
• Pin PWM (modulació per amplada de pols). Constitueixen 8 bits de 
sortida PWM amb la funció analogWrite (). 
 
• Pin SS, MOSI, MISO, SCK. Aquests pins són de suport a la comunicació 
SPI. 
 
• Pin LED. Hi ha un LED connectat normalment al pin digital 13. Quan el 
pin és d'alt valor, el LED està encès, quan el valor està baix, és apagat. 
 
 
El Arduino posseeix 6 entrades analògiques, etiquetades des de la A0 a A5, 
cadascuna de les quals ofereixen 10 bits de resolució (és a dir, 1024 
estats). Per defecte, tenim una tensió de 5V, però podem canviar aquest 
rang utilitzant el pin de AREF i utilitzant la funció analogReference (), on li 
introduïm un senyal extern de contínua que la utilitzés com a referència. 
 
L'estructura bàsica del llenguatge de programació d'Arduino és bastant 
simple i es compon com a mínim de dues parts. Aquestes dues parts 
necessàries, o funcions, tanquen blocs que contenen declaracions, 
estaments o instruccions. 
 
void setup () { 
// Codi per a configuració inicial 
} 
 
void loop () { 
// Bucle de programa principal 
} 
 
On setup () és la part encarregada de recollir la configuració i loop () és la 
que contenen el programa que s'executarà cíclicament (d'aquí el terme loop 







La funció de configuració ha de contenir la declaració de les variables. És la 
primera funció a executar en el programa, s'executa només una vegada, i 
s'utilitza per configurar o inicialitzar pinMode (mode de treball de les E / 
S), configuració de la comunicació en sèrie i altres. 
 
La funció bucle (loop) següent conté el codi que s'executés contínuament i 
cíclicament (lectura d'entrades, activació de sortides, etc.). Aquesta funció 




 4.2 Variables y tipus de dades 
 
Els tipus de dades del Arduino son: 
 
Tipus Byte Rang Observacions 
boolean 1 Verdader o fals (0 or 1)   
char 1 -128 a +128 
S'utilitza per representar un codi de 
caràcter ASCII (és a dir, "A" es 
representa com 65). Normalment, els 
seus números negatius no s'utilitzen. 
byte 1 0 a 255   
int 2 -32,768 a +32,767   
unsigned 
int 
2 0 a 65,536 
Es poden utilitzar per disposar de 
precisió extra, quan no es necessiten 
nombres negatius. S'han d'utilitzar amb 
cura ja que les operacions aritmètiques 
amb "ints" poden produir resultats 
inesperats. 
long 4 
De -2,147,483,648 a 
+2,147,483,647 
Només es necessiten per representar 
nombres molt grans. 
unsigned 
long 4 0 a 4,294,967,295 
  
float 4 De -3.4028235E+38 a 
+ 3.4028235E+38 
  
double 4 igual que float 
Normalment, això serien 8 bytes i major 
precisió que els valors "float", amb un 
rang superior. No obstant això, en 
Arduino són iguals a "float". 
 
Per declarar una variable en Arduino: 
int pinLed = 12;  // Declara una variable anomenada pinLed de tipus 






char lletra = 'A'; // Declara una variable anomenada lletra de tipus  
    // char i se li assigna 'A' = 65 
  
 
 4.3 Funcions 
 
Una funció és un bloc de codi que té un nom i un conjunt d'estaments que 
són executats quan es crida a la funció. Són funcions setup () i loop () de 
les que ja s'ha parlat. Les funcions d'usuari poden ser escrites per realitzar 
tasques repetitives i per reduir la mida d'un programa. 
 
Les funcions es declaren associades a un tipus de valor type. Aquest valor 
serà el que retornarà la funció, per exemple int s'utilitzarà quan la funció 
retorni una dada numèrica de tipus sencer. Si la funció no retorna cap valor 
llavors es col·locarà davant la paraula void, que significa funció buida. 
Després de declarar el tipus de dada que retorna la funció s'ha d'escriure el 
nom de la funció i entre parèntesis s'escriuran, si és necessari, els 
paràmetres que han de passar a la funció perquè s'executi. 
 
type nomFunció(paràmetres) {  
  // codi de la funció 
 }  
 
 
Exemple de funció: 
 
int delayVal() {  
 int v;    // crea una variable temporal 'v' 
 v= analogRead(pot);  // llegeix el valor del potenciòmetre 
 v = v/4;    // converteix 0-1023 a 0-255 




La funció delayVal () retorna un nombre sencer int. S'utilitza per posar un 
valor de retard en un programa que llegeix una variable analògica d'un 
potenciòmetre connectat a una entrada d'Arduino. Al principi es declara com 
una variable local, V 'recull el valor llegit del potenciòmetre que estarà 
comprès entre 0 i 1023, després es divideix el valor per 4 per ajustar-lo a 
un marge comprès entre 0 i 255, finalment es retorna la' v 'i es retornaria al 
programa principal. aquesta funció quan s'executa retorna el valor de tipus 









 4.4 Funcions bàsiques Arduino 
 
4.4.1. E/S Digitals 
 
 pinMode(pin,mode) 
 Configura el pin especificat per comportar-se com una entrada 
 (INPUT) o una sortida (OUTPUT). 
  
 Exemple:  pinMode (13, OUTPUT); // El pin nº13 es de sortida 
 
 digitalWrite (pin, valor) 
 Assigna el valor HIGH (5V) o LOW (0V) a un pin digital. 
 
 Exemple:  digitalWrite (13, HIGH); // El pin nº13 te un valor 5v 
 
 digitalRead (pin) 
 Llegeix el valor d'un pin digital especificat, HIGH o LOW. 
 




4.4.2. E/S Analògiques 
 
 analogRead (pin) 
 Llegeix el valor de tensió al pin analògic especificat. la placa Arduino 
 posseeix 6 canals connectats a un convertidor analògic digital de 10 
 bits. Això vol dir que convertirà tensions entre 0 i 5 volts a un 
 nombre  enter entre 0 i 1023. Això proporciona una resolució en 
 la lectura de: 5  volts / 1024 unitats, és a dir, 0.0049 volts 
 (4.9mV) per unitat. El rang  d'entrada pot ser canviat usant la 
 funció analogReference (). 
 
 Exemple: val = analogRead(A3); // val = valor 10bits pin A3 
 
 analogWrite (pin, valor) 
 Escriu un valor analògic (PWM) en un pin. Pot ser usat per controlar 
 la lluminositat d'un LED o la velocitat d'un motor. després de  cridar 
 a la funció analogWrite (), el pin generarà una ona  quadrada 
 estable amb el cicle de treball especificat fins que es torni a utilitzar 
 la funció analogWrite ().  
 La freqüència de la senyal PWM serà d'aproximadament 490 Hz. els 
 valors de analogRead van des 0-1.023 i els valors de analogWrite van 
 des de 0 a 255 
  
 paràmetres: 
  pin: És el pin en el qual es vol generar el senyal PWM. 
  valor: El cicle de treball desitjat comprès entre 0 (sempre  
    apagat) i 255 (sempre encès). 
 
 Exemple: val = analogRead (analogPin);  





4.4.3. Exemple aplicació 
 
Fer un programa que controli el parpelleig d'un led que es pugui variar el 






void setup()  
{ 





 digitalWrite(13, HIGH); // Posem el LED encès 
 delay(1000);  // Esperem 1000ms = 1s 
 digitalWrite(13, LOW); // Apaguem el LED 









Aquesta estructura pot ser usada en conjunt amb un o més operadors de 
comparació, comprova si certa condició es compleix, per exemple, si un 
input posseeix un valor major a cert nombre. El format per una 
comprovació if és el següent: 
 If ( variable>50 ) { 
  // Realitza una operació 
 } 






Veiem els diferents operadors de comparació: 
 x == y (x és igual a y) 
 x != y (x no és igual a y) 
 x < y (x es menor a y) 
 x > y (x es major a y) 
 x <= y (x es menor o igual a y) 
 x >= y (x es major o igual a y) 
 
 
4.5.2 If-else of If-else If 
 
Aquesta estructura permet major control sobre el flux del codi que la 
declaració if bàsica, per permetre agrupar múltiples comprovacions. Per 
exemple, una sortida analògica podria ser comprovada i prendre una acció 
si el valor de la sortida és menor a 500, i, una altra acció si el valor és igual 
o 
major a 500. Exemple: 
 if (pinCincInput < 500) {  
  // acció A  
 } 
 else {  




If / else if pot procedir a una comprovació if, d'aquesta manera, es poden 
realitzar múltiples comprovacions en una mateixa estructura de condicions. 
Cada comprovació procedirà a la següent, només quan el seu propi resultat 
sigui FALSE. Quan el resultat sigui TRUE, el seu bloc de codi contingut, serà 
executat, i el programa esquivarà les següents comprovacions fins al final 
de l'estructura de comprovacions. Si cap comprovació retorna valor TRUE, 
el else serà executat, i de no haver cap declarat, simplement no passa res. 
 
Llavors un bloc else if pot ser usat amb o sense else al final. La quantitat 
de declaracions else if, i les seves ramificacions són il·limitades. 
 if (pinCincInput < 500) { 
  // executar A 
 } 
 else if (pinCincInput >= 1000) { 
  // executar B 
 } 
 else { 











Igual que la sentència if, switch... casi controla el flux de programes 
permetent als programadors especificar diferents codis que haurien de ser 
executats en funció de diverses condicions. En particular, una sentència 
switch compara el valor d'una variable amb el valor especificat en les 
sentències casi. Quan es troba una sentència casi el valor coincideix amb 
aquesta variable, el codi d'aquesta sentència s'executa. 
 
La paraula clau break surt de la sentència switch, i és usada típicament al 
final de cada case. Sense aquesta sentència break, l'estructura switch 





 switch (var) { 
   case 1: 
  // fer alguna cosa quan sigui igual a 1 
  break; 
   case 2: 
  // fer alguna cosa quan sigui igual a 2 
  break; 
   default: 
  // si res coincideix, executar el "default" 







Els bucles while s'executen contínuament, fins que l'expressió de dins del 
parèntesi, (), passa a ser falsa. Alguna cosa ha de definir la variable 
comprovada, si no el bucle while mai acabarà. El que modifiqui la variable 
pot estar en el codi, com una variable que s'incrementa, o ser una condició 
externa, com el valor que dóna un sensor. 
 
 var = 0; 
 while(var < 200){ 
    // Fer alguna cosa repetitivament 200 vegades 














El bucle do treballa de la mateixa manera que el bucle while, amb 
l'excepció que la condició es comprova al final del bucle, de manera que 
aquest bucle s'executa sempre almenys una vegada. 
 do { 
   delay(50);    
   x = readSensors();  // comprova els sensors 
 }  
 while(x < 100);   //si es cumpleix la condició es repeteix  






La declaració for és usada per repetir un bloc tancat entre claus. Un 
increment d'un comptador és usat, normalment, per augmentar i acabar 
amb el bucle. L'estructura for és molt útil per a la majoria de les operacions 
repetitives, i habitualment es fa servir per a operacions amb vectors, per 
operar sobre conjunts de dades / pins. 
 
 for (int i=0; i<20; i++) {  // declara i, prova que és menor  
      // que 20, incrementa i en 1 
  digitalWrite(13, HIGH); // envia un 1 al pin 13  
  delay(250);             // espera 250 milisegons.  
  digitalWrite(13, LOW);  // envia un 0 al pin 13  









Per fer que dos dispositius es comuniquin necessitem un mètode de 
comunicació i un llenguatge o protocol comú entre tots dos dispositius. La 
forma més comuna d'establir aquesta comunicació és utilitzant la 
comunicació sèrie. 
 
La comunicació sèrie consisteix en la transmissió i recepció de polsos 
digitals, a una mateixa velocitat. El transmissor envia polsos que 





aquests polsos a aquesta mateixa velocitat. Aquesta tècnica és coneguda 
com comunicació sèrie asíncrona. 
 
Per exemple, si tenim dos dispositius connectats i que intercanvien dades a 
una velocitat de 9600 bits per segon (també anomenats bauds), el receptor 
capturarà el voltatge que li està enviant el transmissor, i cada 1/9600 d'un 
segon, interpretarà dit voltatge com un nou bit de dades. Si el voltatge té 
valor HIGH (+ 5v en la comunicació amb Arduino), interpretarà la dada com 
1, i si té valor LOW (0V), interpretarà la dada com 0. D'aquesta manera, 
interpretant una seqüència de bits de dades, el receptor pot obtenir el 
missatge transmès. 
 
Els dispositius electrònics fan servir números per representar en bytes 
caràcters alfanumèrics (lletres i números). Per a això s'utilitza el codi 
estàndard anomenat ASCII (enllaç), el qual s'assigna a cada número o lletra 
el valor d'un byte comprès entre el rang de 0 a 127. El codi ASCII és 
utilitzat en la majoria dels dispositius com part del seu protocol de 
comunicacions sèrie. 
 
Normalment, el transmissor envia en primer lloc, el bit amb més pes (o més 
significatiu), i finalment el de menys pes (o menys significatiu) del format 
binari. 
 
Totes les plaques Arduino tenen almenys un port sèrie Serial. Es comunica a 
través dels pins digitals 0 (RX) i 1 (TX), així com amb l'ordinador 
mitjançant USB. Per tant, si utilitzes aquestes funcions, no pots fer servir 
els pins 0 i 1 com a entrada o sortida digital. 
Pots utilitzar el monitor del port sèrie incorporat en l'entorn Arduino per 
comunicar-te amb la placa Arduino. Fes clic al botó del monitor de port sèrie 
a la barra d'eines i selecciona la mateixa velocitat en baudis emprada en la 





Estableix la velocitat de dades en bits per segon (bauds) per a la 
transmissió de dades en sèrie. Per comunicar-se amb l'ordinador, utilitzeu 
una d'aquestes velocitats: 300, 1200, 2400, 4800, 9600, 14400, 19200, 





Quan s'utilitza la comunicació sèrie dels pins digital 0 (RX) i 1 (TX) no 









Llegeix o captura un byte (un caràcter) des del port sèrie. Retorna el 
següent byte (caràcter) des del port sèrie, o -1 si no n'hi ha cap. 
Exemple: 
int incomingByte = 0; // emmagatzema la dada serie 
 
void setup() { 
 Serial.begin(9600); // obre el puert serie amb velocidad de 9600  
} 
 
void loop() { 
  if (Serial.available() > 0) { // envia dades sólo si en rep: 
 incomingByte = Serial.read();  // llegueix el byte d'entrada: 
 Serial.print("I received: ");  // l'imprimeix a pantalla 
 Serial.println(incomingByte, DEC); 






Aboca o envia un nombre o una cadena de caràcters, al port sèrie. Valor pot 
ser de qualsevol tipus, no obstant això s'envia en format ASCII. 
Exemple: 
 
 Serial.print("Hello World!");  // aboca "Hello World!". 
 Serial.print(79, BYTE);   // caracter ASCII del valor 79. 





Retorna el nombre de bytes (caràcters) disponibles per a ser llegits pel port 
sèrie. Es refereix a dades ja rebuts i disponibles al buffer de recepció del 
port (que té una capacitat de 128 bytes). 
 if (Serial.available() > 0) { 









   
 
 
5. DESENVOLUPAMENT DEL HARDWARE 
 
 5.1. Introducció 
 
El terme hardware fa referència a qualsevol component físic tecnològic, que 
treballi o interactuï d'alguna manera amb un sistema, com interfície física 
entre l'operari, que envia senyals d'execució, i el programa, que executa les 
instruccions desitjades. 
 
A nivell físic, al nostre hivernacle hi tenim el quadre elèctric, la pantalla 
tàctil, la instal·lació elèctrica amb tot el cablejat necessari i la ubicació dels 




 5.2. Instal·lació elèctrica 
 
5.2.1 Introducció i normativa 
 
Els components elèctrics del hivernacle són: 
 
 Sensors de temperatura i humitat. 
 
 Sensors de humitat de sòl. 
 
 Sensor de pH. 
 









 Bombes d'aigua. 
 
 Sensor de nivell d'aigua. 
 
 Cablejat elèctric. 
 
 
Per ubicar els components elèctrics en un planell simbòlicament es necessita 
utilitzar la normativa ISA  S5.1 de 1983. Aquesta normativa defineix de 




A. Cada instrument es te que identificar amb un sistema de lletres que 
el classifiqui funcionalment. 
 




B. El número de lletres te que ser el mínim i no excedir mai de quatre. 
 
C. Si un instrument realitza dos o més funcions es pot designar per a 
totes elles.  
     
1r lletra Lletres successives   
Variable mesurada Lletra de 
modificació 
funció al llegir funció de sortida 
Lletra de 
modificació 
A   Anàlisis   Alarma     
B   Flama         
C   Conductivitat         
D   Densitat Diferencial       
E   Tensió (F.E.M)         
F   Caudal Relació       
G   Calibratge         
H   Manual       Alt 
I    Corrent 
elèctrica   Indicador     
J   Potència Exploració       
K   Temps     
Estació de 
control   
L   Nivell       Llum pilot   Baix 
M   Humitat         
N   Lliure         
O   Lliure         
P   Pressió   
Punt de 
prova     
Q   Quantitat Integració       
R   Radioactivitat         
S   Velocitat  Seguretat       
T   Temperatura     Transmissor   
U   Multivariable         
V   Viscositat     Vàlvula   
W   Pes o força         
X   Lliure         
Y   Lliure     Relé   
Z   Posició         
fig 5.1 Taula nomenclatura normativa ISA s5.3 











A la figura 5.2. podem observar la instal·lació elèctrica del hivernacle amb 
tots els components elèctrics correctament anomenats. 
 
La variable X és lliure, ha sigut la determinada per simbolitzar els 
actuadors. 
fig. 5.2. Planell instal·lació electrica 









S'ha decidit instal·lar un reg per degoteig a causa de les grans avantatges 
que presenta enfront de la resta de sistemes de reg. A diferència del reg 
tradicional i de l'aspersió, aquí l'aigua es condueix des del dipòsit o la font 
de proveïment a través de canonades i en la seva destinació s'allibera gota 
a gota just al lloc on s'ubica la planta .El aigua s'infiltra a terra produint una 
zona humida restringida a un espai concret. Espai que funciona en vertical i 
horitzontal formant el que s'ha vingut a anomenar per la seva forma bulb 
d'humitat. 
 
Per tant no es mulla tot el sòl sinó part d'aquest, i només en la part 
necessària per al desenvolupament de les arrels. Aquest bulb humit variarà, 
segons les característiques del sòl, la quantitat d'aigua i el temps que fem 
durar aquest constant degoteig. Com a conseqüència i, a delimitar la 
superfície humida, les arrels limiten la seva expansió a aquest espai i no a 
un altre. Una altra característica, conseqüència d'aquesta modalitat de reg, 
és el major aprofitament de les terres ja que en concentrar la humitat en 
petites bosses es creen espais secs que donen l'oportunitat a un 
plantejament d'aprofitament del sòl molt més racional i intensiu. 
 
Alguns dels avantatges més destacades del reg per degoteig són: 
 
 Estalvi entre el 40 i el 60% d'aigua respecte als sistemes tradicionals 
de reg. 
 
 Reducció molt significativa en mà d'obra. No només en la vigilància 
del reg sinó, i sobretot, per la menor incidència de les males herbes 
en el cultiu. 
 
 
En el nostre cas per regar les zones de Vermi, planter i els llits de cultiu 
aprofitarem el dipòsit de l'aquapònia i mitjançant una bomba d'aigua i 





fig. 5.3. Mànega de reg amb degoteig 















fig. 5.4. Planell instal·lació de reg 





 5.4. Quadre elèctric 
 
5.4.1 Elements principals i esquema 
 
Els elements principals del quadre elèctric són: 
 
 
 Transformador principal 400w amb magnetotèrmic integrat. Sortida 
de +12v i +5v. 
 
 Transformador secundari 12w amb sortida -12v. 
 
 Arduino Mega 2560. 
 
 2 mòduls de 8 Relés cadascun. 
 







fig. 5.5. Elements quadre elèctric 













Variable a controlar 
0 Rx comunicació USB 
 
38 Activació Relé 1B 
1 Tx comunicació USB 
 
40 Activació Relé 2B 
2 lcd_D2 
 
42 Activació Relé 3B 
3 lcd_D3 
 
44 Activació Relé 4B 
4 lcd_D4 
 
46 Activació Relé 5B 
5 lcd_D5 
 
48 Activació Relé 6B 
6 lcd_D6 
 
49 Activació Relé 6A 
7 lcd_D7 
 
50 Activació Relé 7B 
8 lcd_D0 
 
51 Activació Relé 7A 
9 lcd_D1 
 
52 Activació Relé 8B 
14 Lectura LT1 
 
53 Activació Relé 8A 
15 Activació sensor MT5 i MT6 
 
A0 lcd_RD 
16 Activació sensor MT7  
 
A1 lcd_WR 
17 Activació sensor MT8 i MT9 
 
A2 lcd_RS 
26 Lectura TT5 
 
A3 lcd_CS 
30 Lectura MT2 i TT2 
 
A4 lcd_RST 
32 Lectura MT4 i TT4 
 
A8 Lectura MT9 
34 Lectura MT1 i TT1 
 
A9 Lectura MT8 
36 Lectura MT3 i TT3 
 
A10 Lectura MT7 
  
 
A11 Lectura MT6 
  
 
A12 Lectura MT5 
  
 




5.4.3 Circuits elèctrics dels relés 
 
La figura 5.7. mostrà el circuit elèctric dels actuadors que funcionen a 220v 
de corrent alterna com son la bomba d'aquapònia i els ventilador. 
 
 
fig. 5.6. Taula relació variables amb pin Arduino 
fig. 5.7. Circuit relés 220v 





La figura 5.8. descriu el circuit dels actuadors que funcionen a +12v com 







Finalment la figura 5.9. mostrà el circuit de les electrovàlvules que al ser de 
tipus Latch per obrir-les requereixen un pols positiu de 12v i per tancar-les 
un pol negatiu de 12v. Per realitzar això, necessitem un transformador 
secundari per tancar el circuit en el moment que les electrovàlvules hagin 
de ser tancades. 
 
Si nomes féssim servir un transformador com tenim la necessitat de tenir 
altres elements funciona'n a 12v es produiria un curtcircuit. 
Aquest curtcircuit seria degut a que el corrent elèctric sempre va de 
potencials majors a potencials menors i si en un moment donat tenim +12v, 
gnd i -12v, el corrent en comptes de anar de +12v a gnd i de gnd a -12v 







fig. 5.8. Circuit relés +12v 
fig. 5.9. Circuit relés electrovàlvules 









La pantalla tàctil és aquella que permet la interacció a través d'un toc per 
part de l'usuari. 
 
Per regla general, podem dir que hi ha dos tipus diferents de pantalla tàctil: 
 
 Les capacitives, que estan basades en el que són sensors capacitius 
i la seva estructura es compon de dos elements  fonamentals: una 
capa d'aïllament elèctric i un conductor transparent. 
 
 Les resistives. Aquestes, com el seu propi nom indica, tenen 
l'avantatge que són molt resistents tant a la pols com a la humitat. 
Per fer ús de les mateixes es poden emprar tant el dit com un punter. 
 
Les pantalles tàctils, per les 
seves característiques, actuen 
com a dispositius d'entrada / 
sortida. Permeten que l'usuari 
introdueixi informació al sistema 
i també s'encarrega de mostrar 





5.5.2. Funcionament de la pantalla tàctil resistiva 
 
Pantalles tàctils son modelades per la següent xarxa de resistències: 
 fig. 5.11. model pantalla tàctil resistiva 
fig. 5.10. Pantalla tàctil 





Quan es toca la pantalla una nova resistència, Rtouch, es posa a la xarxa. 







En el nostre mòdul TFT els pins per a cadascuna de les resistències 
modelades son: 
 
 X+ :  LCD_D6 
 X-  :   LCD_RS 
 Y+ :  LCD_CS 
 Y-  :  LCD_D7 
  
 
Com hem vist en l'apartat de 
l'assignació de pins. Els pins 
del mòdul TFT corresponen a: 
 
 X+ :  pin 6 
 X-  :  pin A2 
 Y+ :  pin A1 
 Y-  :  pin 7 
fig. 5.12. model pantalla tàctil resistiva polsada 
fig. 5.13. pins pantalla tàctil 







6. DESENVOLUPAMENT DEL SOFTWARE 
 
 6.1. Introducció 
 
El terme software fa referència al codi de programa realitzat per 
l'hivernacle. 
 
El IDE utilitzat per desenvolupar el programa serà el IDE Arduino, és pot 






Com instal·lar llibreries Arduino ?  
 
A vegades necessitem llibreries que ens aportin funcionalitats o ens 
simplifiquin la programació. Arduino compta amb un bon nombre d'elles, 
però en ocasions és necessari descarregar-les o crear les nostres pròpies. 
Quan es dóna aquest cas és necessari instal·lar-es per a poder usar-les. 
 
Instal·lar una llibreria és tan simple com obrir la carpeta en la qual esta 
guardat el nostre sketch i crear, si és que no està creat,  una carpeta a la 
qual haurem de cridar libraries dins d'aquesta carpeta copiarem totes 
aquelles llibreries que anem a necessitar en el nostre sketch . 
fig. 6.1. IDE Arduino 





Cada llibreria que conté la carpeta libraries ha d'estar en la seva pròpia 
carpeta i aquesta contenir, com a mínim, dos fitxers. Un amb extensió .h i 
l'altre .cpp. 
 
Un cop llest, si reiniciem l'entorn d'Arduino apareixeran les nostres llibreries 
al menú Sketch> Import Library. 
 
En el nostre cas, s'utilitzaran les següents llibreries.  
De totes elles com es veurà mes endavant pel correcta funcionament de tot 
el sistema de control del hivernacle a la llibreria UTFT s'han hagut de fer 
unes modificacions. 
 
#include <TouchScreen.h> // Detecció pantalla tàctil 
#include <EEPROM.h>  // Per utilitzar la memòria EEPROM 
#include <DHT.h>   // Per utilitzar els sensors DHT 
#include <UTFT.h>   // Llibreria modificada per la TFT 
#include <OneWire.h>  // Llibreria amb commandes I2C 
#include <DallasTemperature.h>  // pel sensor de temperatura d'aigua 
#include "Definiciones.h" // llibreria pròpia amb definicions 
 
 
La Llibreria "Definiciones.h" ha sigut creada per facilitar al codi del 
programa principal la definició del actuador amb el seu corresponent relé ja 
que visualment al quadre elèctric es més fàcil de comprovar el correcta 
funcionament que no directament amb el pin d'arduino. 
 
 
//--- DEFINICIÓ DEL RELÉ CORRESPONENT AL PIN D'ARDUINO 
 
#define Rele8A 53 
#define Rele7A 51 
#define Rele6A 49 
#define Rele5A 47 
#define Rele4A 45 
#define Rele3A 43 
#define Rele2A 41 
#define Rele1A 39 
 
#define Rele8B 52 
#define Rele7B 50 
#define Rele6B 48 
#define Rele5B 46 
#define Rele4B 44 
#define Rele3B 42 
#define Rele2B 40 









 6.2. Declaració de variables 
 
 
6.2.1 Definició dels pins 
 
La declaració de noms a valors constants no ocupa cap espai dins el 
programa i ens permet fer un ús del valor que desitgem de forma més fàcil, 
ja que associem aquest valor constant a un nom que nosaltres desitgem. 
Això es realitza amb la funció #define. 
 
Funció #define : 
 #define nom_variable valor 
 
Fragment de codi on estan les associacions dels pins d'Arduino amb el nom 
de la variable de programa : 
 
#define pinVentilador      Rele8A 
#define pinVentilador2     Rele7A 
#define pinBombaAcuaponia  Rele6A 
 
#define pinLuzExterior     Rele8B 
#define pinLuzInterior     Rele7B 
#define pinCanvioPulso     Rele6B 
#define pinCanvioPulso2    Rele5B 
#define pinEValvula_1      Rele4B 
#define pinEValvula_2      Rele3B 
#define pinEValvula_3      Rele2B 
#define pinBombaEValvulas  Rele1B 
 
#define pinSensorTH_ext    34 
#define pinSensorTH_int1   30   
#define pinSensorTH_int2   36 
#define pinSensorTH_int3   32 
 
#define pinSondaPh         A15 
#define pinSondaNivel      14 
#define pinTempAcuaponia   26   
 
#define pinActMT5_MT6      15 
#define pinActMT7          16 
#define pinActMT8_MT9      17 
   
#define pinMT5             A12 
#define pinMT6             A11 
#define pinMT7             A10 
#define pinMT8             A9 
#define pinMT9             A8 
      






6.2.2 Definició de les variables principals 
 
En el següent fragment de codi es defineixen les principals variables com la 
ultima lectura d'humitat, temperatura, pH i les consignes. 
 
Depenen el tipus de variables se la defineix com int, float o byte. En el 
capítol 4, s'ha detallat el significat de cada un dels tipus de variables. 
 
int H[4];  // Ultima lectura de Humedad de los Sensores DHT 
int T[4];  // Ultima lectura de Temperatura de los Sensores DHT 
float pH;  // Almacena la ultima lectura de pH 
int HTierra[5];  // Ultimes lectures de humedad de suelo de los 5  
       // sensores 
int tempAcuaponia;  // Temperatura de la agua del Acuaponia 
byte nivelAcuaponia;  // Nivel deposito acuaponia 
 
int ciclos_lectura, addr;   
int SP_Temperatura; 




6.2.3 Definició dels estats dels actuadors 
 
En el següent fragment de codi es declaren els estats dels actuadors si esta 
encès (ON) o apagat(OFF). 
Això ens facilita l'encesa i l'apagada dels diferents actuadors, ja que 




bool ventilador = false;  // false = OFF 
bool bombaAcuaponia = false;  
bool bombaEValvulas = false; 
bool luzInterior = false; 
bool luzExterior = false; 
bool canvioPulso = false; 
bool eValvula_1 = false;  
bool last_eValvula_1 = false;  
bool eValvula_2 = false; 
bool last_eValvula_2 = false;  
bool eValvula_3 = false; 









 6.3. Mode de funcionament automàtic 
 
6.3.1 Definició dels modes de funcionament 
 
Al hivernacle hi ha cinc zones que poden funcionar tant automàticament o 
manualment depenen el que l'usuari desitgi. Aquestes zones son: 
 
1. El control de la temperatura del hivernacle.  
2. El control del cicle d'aquapònia. 
3. El control de reg de la zona dels Vermis. 
4. El control de reg de la zona de planter. 
5. El control de reg de la zona dels llits de cultiu. 
 
bool modoAutoAquaponia = true;   // true = Automatico, false = Manual 
bool modoAutoTempHum = true;     
bool modoAutoVermis = true; 
bool modoAutoPlantel = true; 
bool modoAutoCCultivo = true; 
 
 
6.3.2 Funció ventilador mode automàtic 
  
El control de temperatura del hivernacle es realitza mitjançant un 
ventilador. Amb aquest no es pot pretendre obtenir un control sofisticat, per 
tant es realitzarà un control ON-OFF amb histeresis. 
 
L'avantatge de realitzar el control amb histeresis es evitar el encès i apagat 
del actuador repetidament en un interval curt de temps. 
 
La consigna de histeresis del ventilador es implementat per l'usuari des de 
la interfície i aquesta es guardarà sempre a la memòria EEPROM com mes 





fig. 6.2. Funcionament control amb histeresis 





void Activacion_AutoVentilador() { 
  if((int)dhtSensorInt1.readTemperature()> SP_Temperatura &&   
 modoAutoTempHum==true) {  
    if (ventilador == false) { 
       ventilador = true; 
       if ( MenuPantalla==2 ) 
         printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
    }  
  }   
   
  else if ((int)dhtSensorInt1.readTemperature() < SP_Temperatura && 
 modoAutoTempHum==true) {    
    if (ventilador == true) { 
       ventilador = false; 
       if ( MenuPantalla==2 ) 
         printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
    } 
  } 
} 
 
La primera condició if es compleix quan la temperatura del hivernacle 
superarà la consigna de temperatura i sempre que estigui en mode 
automàtic el control de la temperatura.  
Dins aquesta condició es posa a true la variable ventilador que és 
l'encarregada de controlar el relé del ventilador i si estem al menú de 
temperatures i humitats de la pantalla tàctil, actualitzar el boto que 
visualitza el estat del ventilador. 
 
La segona condició if es compleix quan la temperatura del hivernacle baixa 
de la consigna de temperatura i sempre que estigui en mode automàtic el 
control de la temperatura.  
Dins aquesta condició es posa a false la variable ventilador i si estem al 
menú de temperatures i humitats de la pantalla tàctil, actualitzar el boto 
que visualitza el estat del ventilador. 
 
 
6.3.3 Funció bomba aquapònia mode automàtic 
 
El més important pel correcte funcionament de la bomba que nodreix el 
sistema aquapònic és el temps d'encès i el temps d'apagat d'aquesta. 
Aquestes variables de temps és poden variar mitjançant la interfície 
d'usuari. 
 
La clau de la funció radica en la condició if-else if. La primera condició 
serveix per apagar la bomba quan ha passat el temps d'encès. I la segona 
condició marcada per un if-else serveix per encendre la bomba un cop ha 











void Activacion_AutoBombaAcuaponia() {  
 if (((unsigned long) millis() - tiempoActBombaAcuaponia >=       
  (bombaAcuaponia_Ton + bombaAcuaponia_Toff)) &&   
  modoAutoAquaponia==true){ 
     bombaAcuaponia = false; 
     if ( MenuPantalla==4 ) 
          printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 
    tiempoActBombaAcuaponia = millis(); 
     
  }  
   
  else if (((unsigned long) millis() - tiempoActBombaAcuaponia >=   
  bombaAcuaponia_Toff) && modoAutoAquaponia==true) { 
      bombaAcuaponia = true; 
      if ( MenuPantalla==4 ) 
          printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 





6.3.4 Funció reg mode automàtic 
 
El control del reg es realitza mitjançant les electrovàlvules i la bomba 
d'aigua associada a aquestes que es l'encarregada de bombejar l'aigua del 
dipòsit de l'aquapònia fins a les electrovàlvules, i aquestes, si estan enceses 
fins a la zona a regar. 
 
void Activacion_AutoRiego() {  
  int humVermis = (HTierra[0] + HTierra[1])/2;   
  int humPlantel = HTierra[2]; 
  int humCultivo = (HTierra[3] + HTierra[4])/2; 
   
  if (humVermis < SP_humedad_Vermis) {   
    eValvula_1 = true;  
  } 
 
fig. 6.3. Funcionament Bomba aquapònia 




  else if (humVermis >= SP_humedad_Vermis) { 
    eValvula_1 = false; 
  } 
   
  if (humPlantel < SP_humedad_Plantel) {   
    eValvula_2 = true;  
  } 
  else if (humPlantel >= SP_humedad_Plantel) { 
    eValvula_2 = false; 
  } 
   
  if (humCultivo < SP_humedad_Cultivo) {   
    eValvula_3 = true;  
  } 
  else if (humCultivo >= SP_humedad_Cultivo) { 
    eValvula_3 = false; 
  } 
} 
 
La funció automàtica del reg es ven senzilla. Des de la pantalla tàctil l'usuari 
fixarà una consigna d'humitat de sòl (0-100%) i quan el programa llegeixi el 
sensor si la humitat llegida és menor que la desitjada activarà el reg fins 
que la humitat llegida sigui igual o superior a la desitjada. 
 





 6.4. Lectura dels sensors 
 
Aquest funció serà executada cada 20min. implementat des de programa, ja 
que les variables a controlar varien molt poc en intervals menors a aquest. 
 
Primerament es llegeixen les variables de temperatura i humitat dels 
sensors DHT11, seguidament el pH, temperatura del aigua i nivell del 
depòsit i les humitats de sòl. 
 
Finalment es guarden les dades de temperatura a la EEPROM i s'actualitzà 
la pantalla si cal. 
 
void Lectura_Sensores()  
{ 
    H[0] = (int)dhtSensorExt.readHumidity(); 
    T[0] = (int)dhtSensorExt.readTemperature(); 
    H[1] = (int)dhtSensorInt1.readHumidity(); 
    T[1] = (int)dhtSensorInt1.readTemperature(); 
    H[2] = (int)dhtSensorInt2.readHumidity(); 
    T[2] = (int)dhtSensorInt2.readTemperature(); 
    H[3] = (int)dhtSensorInt3.readHumidity(); 
    T[3] = (int)dhtSensorInt3.readTemperature(); 




     
    pH = analogRead(pinSondaPh); 
    sensorW.requestTemperatures(); 
    tempAcuaponia = sensorW.getTempCByIndex(0); 
    nivelAcuaponia = digitalRead(pinSondaNivel); 
     
    digitalWrite(pinActMT5_MT6, HIGH); 
    digitalWrite(pinActMT7, HIGH); 
    digitalWrite(pinActMT8_MT9, HIGH); 
    delay(50); 
    HTierra[0] = analogRead(pinMT5); 
    HTierra[0] = map(HTierra[0], 0, 1023, 100, 0); 
    HTierra[1] = analogRead(pinMT6); 
    HTierra[1] = map(HTierra[1], 0, 1023, 100, 0); 
    HTierra[2] = analogRead(pinMT7); 
    HTierra[2] = map(HTierra[2], 0, 1023, 100, 0); 
    HTierra[3] = analogRead(pinMT8); 
    HTierra[3] = map(HTierra[3], 0, 1023, 100, 0); 
    HTierra[4] = analogRead(pinMT9); 
    HTierra[4] = map(HTierra[4], 0, 1023, 100, 0); 
       
    digitalWrite(pinActMT5_MT6, LOW); 
    digitalWrite(pinActMT7, LOW); 
    digitalWrite(pinActMT8_MT9, LOW); 
 
    GuardarDatosTempHum(); 
     
    if (MenuPantalla==1) 
        mostrarTempHum();  // Actualiza las Temperaturas y humedades 
    else if (MenuPantalla==4) 




Per llegir les temperatures i humitats dels quatre sensors DHT11, és tan 
fàcil com utilitzar la funció readHumidity() i readTemperature() de la 
llibreria DHT.h. 
 
En el cas del pH tan sols en cal llegir el port analogic on està la sonda de 
pH.  
 
Pel nivell d'aigua és un boolean(verdader o fals) que ens indica si esta obert 
o tancat el interruptor, en aquest cas és una boia la qual tanca el circuit si 
hi ha aigua i l'obre si no hi ha.  
 
D'altre banda tenim la lectura de la temperatura del aigua, que la realitzem 
amb un sensor de temperatura aïllat que funciona amb el bus I2C, és 
aquest el motiu pel qual utilitzem les llibreries OneWire.h y 
DallasTemperature.h que tenen les funcions necessàries pel correcta 
funcionament d'aquest bus. Per llegir la temperatura utilitzem 




getTempCByIndex(num_index), on num_index és el numero del sensor a la 
xarxa I2C, en aquest cas nomes hi ha un sensor, per això hi posem un 0. 
 
Finalment llegim els sensors d'humitat de sòl. Per fer-ho primer hem 
d'activar els sensors, per evitar la corrosió. Després d'un petit interval per 
estabilitzar-los llegim el pin analògic d'aquest i escalem la variable llegida a 
un rang de valors de 0-100. Un cop fet això desactivem els sensors. 
 
 
 6.5. Actualització dels estats dels actuadors 
 
Aprofitarem les variables d'estat dels actuadors que hem vist al apartat 
6.2.3 per activar o desactivar el actuador, sempre recordant que al nostre 
mòdul relé necessita un estat baix (false)per deixar passar corrent entre el 
comú i el normalment obert. 
 
Pel ventilador, bomba aquapònia i l'enllumenat nomes necesitem saber 
l'estat de la variable per activar-lo o desactivar-lo. 
 
Pel cas de la bomba de reg, nomes que una de les electrovàlvules estigui 
funcionant tindrà que esta encesa.  
 
I finalment l'actuador mes complicat pel seu funcionament son les 
electrovàlvules. Al ser de tipus latch nomes necessiten un pols positiu per 
obrir-se i un pols negatiu per tancar-se. 
Per cada electrovàlvula tindrem dos estats eValvula_x i last_eValvula_x.  
 
eValvula_x last_eValvula_x Funció a realitzar 
0 0 Res 
0 1 Tancar E.V. 
1 0 Obrir E.V. 
1 1 Res 
 
 
A la figura 5.9 del capítol anterior es pot veure el circuit de relè necessari 
per realitzar aquestes funcions. 
 
Per poder llegir el següent fragment de codi nomes cal mencionar que els 
dos relés que controlen el tipus de pols (positiu o negatiu) quan la sortida 
del pin sigui HIGH el pols serà positiu, mentre que si la sortida del pin és 
LOW, el pols serà negatiu. 
Destacar també l'ús dels retards per assegurar un canvi de voltatge 
correcte. 
En el fragment nomes apareix l'electrovàlvula 1 ja que les altres dues 
funcionen exactament igual. 
fig. 6.4. Taula d'estats de les electrovàlvules 







  // Variable negadas ya que un TRUE = ON -> Rele LOW(false) 
  digitalWrite(pinVentilador, !ventilador); 
  digitalWrite(pinBombaAcuaponia, !bombaAcuaponia); 
  digitalWrite(pinLuzExterior, !luzExterior); 
  digitalWrite(pinLuzInterior, !luzInterior); 
   
  // La Bomba para las Electrovalculas estara ON siempre que como                          
 //mínimo este en funcionamiento una E.V. 
  if (eValvula_1==true || eValvula_2==true || eValvula_3==true) { 
     digitalWrite(pinBombaEValvulas, LOW); 
  } 
  else if (eValvula_1==false&&eValvula_2==false&&eValvula_3==false){ 
     digitalWrite(pinBombaEValvulas, HIGH); 
  } 
   
 
  // Electrovalvula 1 
  if (eValvula_1==true && last_eValvula_1==false) { 
      digitalWrite(pinCanvioPulso, HIGH); 
      digitalWrite(pinCanvioPulso2, HIGH); 
      digitalWrite(pinEValvula_1, LOW); 
      delay(50); 
      last_eValvula_1 = eValvula_1; 
   } 
   else if (eValvula_1==false && last_eValvula_1==true) { 
      digitalWrite(pinCanvioPulso, LOW);  
      digitalWrite(pinCanvioPulso2, LOW); 
      delay(50); 
      digitalWrite(pinEValvula_1, LOW); 
      delay(50); 
      last_eValvula_1 = eValvula_1; 
   } 
    
   else if (eValvula_1==true && last_eValvula_1==true) {  
      digitalWrite(pinEValvula_1, HIGH); 
   } 
    
   else if (eValvula_1==false && last_eValvula_1==false) {  
      digitalWrite(pinEValvula_1, HIGH); 
   } 
 
 
 6.6. Memòria EEPROM 
 
Aprofitant la capacitat de la memòria EEPROM per poder emmagatzemar 
dades sense necessitat de corrent elèctrica, guardarem les variables 
consigna i les dades de temperatura i humitat del hivernacle en aquesta. 
 







0 Numero lectures Temperatura i humitat 
1 Temps ON bomba aquapònia 
2 Temps OFF bomba aquapònia 
3 Consigna ventilador 
4 Consigna humitat zona vermis 
5 Consigna humitat zona planter 
6 Consigna humitat zona llits de cultiu 
7 No utilitzat 
8 No utilitzat 
9 No utilitzat 
10 a 3500 Dades de temperatura i humitat 
 
 
Al inici del programa és llegiran les variables de consigna com la 
temperatura de histeresi per encendre o apagar el ventilador i el temps 
d'encès i apagat de la bomba pel sistema aquapònic.  
 
ciclos_lectura = EEPROM.read(0); 
bombaAcuaponia_Ton = EEPROM.read(1)*60000; 
bombaAcuaponia_Toff = EEPROM.read(2)*60000; 
SP_Temperatura = EEPROM.read(3); 
SP_HumVermi = EEPROM.read(4); 
SP_HumPlanter = EEPROM.read(5); 
SP_HumLlitsCultiu = EEPROM.read(6); 
 
Les variables s'emmagatzemaran a la memòria EEPROM cada cop que 





   int TiempoON = bombaAcuaponia_Ton/60000;    
   int TiempoOFF = bombaAcuaponia_Toff/60000; 
   EEPROM.write(0, ciclos_lectura); 
   EEPROM.write(1, TiempoON); 
   EEPROM.write(2, TiempoOFF); 
   EEPROM.write(3, SP_Temperatura); 
} 
 
Com és pot observar en la funció anterior, del temps On i temps Off 
s'emmagatzema la quantitat de minuts d'aquestes, mentre que la variable 
TiempoON i TiempoOFF esta en milisegons. D'aquí el motiu pel qual s'ha de 
dividir entre 60000. 
 




Les dades de temperatura i humitat s'emmagatzemaran a cada lectura dels 
sensors DHT11 que és cada 20 min.  
Cada lectura requereix 8 espais de la EEPROM ja que s'emmagatzemen les 




    addr = ciclos_lectura*8 + 10; 
    if (addr < 3466) {  // Cada 20min, 72 cicles/dia * 6 dies = 432   
    // (432*8 datos)=3456 + 10  
      for (int i=0; i<4; i++) { 
        EEPROM.write(addr, H[i]);  
        EEPROM.write(addr+1, T[i]); 
        addr = addr + 2; 
      } 





 6.7. Pantalla tàctil 
 
6.7.1 Definició d' objectes i variables 
 
UTFT myGLCD(31,A2,A1,A3,A4);  
TouchScreen ts = TouchScreen(7, A2, A1, 6, 260); 
 
La definició del objecte myGLCD de la classe UTFT requereix cinc 
paràmetres. El primer és el tipus de controlador de la TFT, en el nostre cas 
el controlador és ILI9327 el qual a la llibreria està referenciat amb el 
número 31. Seguidament els quatre següents paràmetres son els pins 
LCD_RS, LCD_WE, LCD_CS, LCD_RST. 
 
La definició del objecte ts de la classe TouchScreen requereix cinc 
paràmetres. Els quatre primeres representen els pins X+, Y+, X-, Y-. El 
últim paràmetre és la resistència mitja de la pantalla tàctil, la qual 
experimentalment s'ha trobat el valor de 260 ohm. 
 
 
6.7.2 Modificació llibreria UTFT: Write_Bus 
 
La causa de la modificació es que la llibreria UTFT original està preparada 
perquè el bus de dades de la pantalla TFT vagi directament al PORTA del 
Arduino que son el pins 22:29. 
 
Mentre que jo faré servir els pins d'arduino 2:9.  
 






void UTFT::LCD_Writ_Bus(char VH,char VL, byte mode) 
{    
 PORTA = VH; 






void UTFT::LCD_Writ_Bus(char VH,char VL, byte mode) 
{    
 PORTG &= ~0x20; 
 PORTG |= (VL & 0x10)<<1; 
 PORTH &= ~0x78; 
 PORTH |= ((VL & 0xC0)>>3) + ((VL & 0x03)<<5); 
 PORTE &= ~0x38; 
 PORTE |= ((VL & 0x0C)<<2) + ((VL & 0x20)>>2); 
 pulse_low(P_WR, B_WR); // pols negatiu per transmissió 
} 
 
Mentre estava modificant la llibreria vaig observar que l'original, només 
s'assignaven les dades a transferir a la pantalla mitjançant el seu 
corresponent port, però no hi havia cap bit que senyalitzes que s'havien 
enviat dades. 
Consultant el Datasheet del controlador ILI9327 vaig veure que el 
controlador per refrescar la pantalla necessita saber si li ha arribat alguna 
comanda o dades i si són d'escriptura o lectura. 
 
L'error detectat a la llibreria UTFT és que faltava la línia de codi que envià el 
bit d'inici de la transmissió asíncrona. I per tant era com si no li arribes mai 
cap comanda a la pantalla tàctil. 
El bit d'inici per escriure comandes o dades del Arduino a la pantalla tàctil 








void UTFT::LCD_Write_COM(char VL)   




fig. 6.5. Il·lustració sincronisme pantalla tàctil 











void UTFT::LCD_Write_COM(char VL)   
{    




void UTFT::LCD_Write_DATA(char VL) 
{ 





6.7.3 Funció detecció pulsació pantalla tàctil 
 
El fragment de codi que hi ha a continuació serveix per trobar les 
coordenades a pantalla on l'usuari ha polsat. 
 
TSPoint p = ts.getPoint(); 
  pinMode(A1, OUTPUT); // Important per realitzar una següent lectura 
  pinMode(A2, OUTPUT); //  correctament. 
  int pix = p.x; 
  int piy = p.y; 
   
  if (p.z > 1 && p.z < 2500) { 
      int pmx = map(pix,122, 957, 399,0);   
      int pmy = map(piy, 141, 915, 239, 0); 
  } 
 
 
S'utilitza la funció getPoint() de la llibreria touchScreen que retorna un 
TSPoint que es un objecte que conte 2 valors analògics de 10 bits (0-1023) 
i la pressió amb la qual s'ha polsat la pantalla. 
 
Amb la condició if mitjançant la pressió podem saber si l'usuari ha polsat. Hi 
seguidament si la condició es certa, passem a convertit els valors analògics 
a punt de la pantalla. 
 
Per realitzar això primerament cal calibrar la pantalla. El mètode que he 
utilitzat per fer el calibratge és detectar les coordenades extrem: 
 
 Xmin i Ymin: Valor analògic al polsar la coordenada (0,0). 
 Xmax: valor analògic al polsar la coordenada (399,0). 




 Ymax: valor analògic al polsar la coordenada (0,239). 
 
 
Els valors analògics obtinguts en aquestes coordenades són: 
 Xmin = 122 
 Ymin = 141 
 Xmax = 957 
 Ymax = 915 
 
 
Finalment per obtenir les coordenades x-y que l'usuari ha polsat, s'utilitza la 
funció map per convertir el rang [Xmin - Xmax] a coordenades de la 
pantalla [0 - 399] i de la mateixa manera el rang [Ymin - Ymax] a 
coordenades de la pantalla [0-239]. 
 
 
6.7.4 Funció exemple per imprimir boto On/Off 
 
void printBtnOnOff(String texto,boolean onOff, int x, int y) 
{ 
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print(texto,x,y+7); 
    
  int x1 = x + (texto.length()*16) + 10; 
  int y1 = y; 
   
  if (onOff == 1) {                                 //switch es on 
    myGLCD.setColor(255, 255, 0); 
    myGLCD.drawRect(x1,y1,x1+120,y1+30); 
    myGLCD.fillRect (x1, y1, x1+60, y1+30);   
    myGLCD.setColor(0, 0, 0); 
    myGLCD.fillRect (x1+61, y1+1, x1+119, y1+29); 
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 
    myGLCD.print("ON", x1+13, y1+7); 
    changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
    myGLCD.print("OFF", x1+66, y1+7); 
  } 
  else if (onOff == 0) {                             //switch es off 
    myGLCD.setColor(255, 255, 0); 
    myGLCD.drawRect(x1,y1,x1+120,y1+30); 
    myGLCD.fillRect (x1+60, y1, x1+120, y1+30);  
    myGLCD.setColor(0, 0, 0); 
    myGLCD.fillRect (x1+1, y1+1, x1+59, y1+29); 
    changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
    myGLCD.print("ON", x1+13, y1+7);  
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 
    myGLCD.print("OFF", x1+66, y1+7); 
  } 
} 
 




Aquesta funció permet dibuixar a la pantalla tàctil un boto ON/OFF amb el 
nom de la variable a controlar. 
 
Breu explicació de les funcions del objecte myGLCD utilitzades : 
 
 setColor(r, g, b): selecciona el color el qual pintarà  les funciona 
draw*, fill* i print*.  
 r: valor del component vermell (0-255) 
 g: valor del component verd (0-255) 
 b: valor del component blau (0-255) 
 
 drawRect(x1, y1, x2, y2): dibuixa un rectangle entre dos punts. 
 x1: coordenada x del punt inicial x 
 y1: coordenada y del punt inicial y 
 x2: coordenada x del punt final  
 y2: coordenada y del punt final 
 fillRect(x1, y1, x2, y2): dibuixa un rectangle ple entre dos punts. 
 x1: coordenada x del punt inicial x 
 y1: coordenada y del punt inicial y 
 x2: coordenada x del punt final  
 y2: coordenada y del punt final 
 
 print(text, x, y): dibuixa el text especificat a la coordenada x,y. 
 text: String a imprimir a la pantalla 
 x: coordenada x  
 y: coordenada y  
 
 
6.7.5 Menús i submenús 
 
La variable byte MenuPantalla és la encarregada de saber en tot moment 
quin menú o submenú està mostrant-se a la pantalla tàctil. D'aquesta 
manera quan s'ha d'actualitzar alguna variable com la temperatura, si la 
variable MenuPantalla ens retorna que està en el menú on es visualitzen les 
temperatures, doncs aquestes es refresquen. 
 
A l'aplicació tenim 7 menús : 
 
 Menú Principal (MenuPantalla=0) 
 Temperatura i humitat (MenuPantalla=1) 
 Gràfic de temperatura (MenuPantalla=2) 
 Il·luminació (MenuPantalla=3) 
 Aquapònia (MenuPantalla=4) 
 Reg (MenuPantalla=5) 
 Ajustos (MenuPantalla=6) 
 




Tenim 1 submenús dins el menú aquapònia : 
 
 Ajust del temps de cicle d'aquapònia (MenuPantalla=7) 
 
Tenim 3 submenús dins el menú reg : 
 
 Zona 1: Vermis (MenuPantalla=8) 
 Zona 2: planter (MenuPantalla=9) 
 Zona 3: llits de cultiu (MenuPantalla=10) 
 
 






























6.7.6 Gràfica temperatura interior 
 
Com s'ha pogut observar en el apartat anterior, un dels menús es un gràfic. 




   myGLCD.clrScr(); 
   printCabezera("GRAFICO DE TEMPERATURA");  
   printEjeXY(); 
   printValoresTemp(); 
fig. 6.5. Fotografies dels menús i submenús de la pantalla 




    




   byte IncTemp = 30; 
   myGLCD.setColor(255, 255, 0); 
   myGLCD.fillRect(50,40,52,IncTemp*5+20);  
   myGLCD.fillRect(50, 169, 350, 170); 
    
   myGLCD.fillRect(50-3, 50-1, 50+3, 50); 
   myGLCD.fillRect(50-3, 50-1+30, 50+3, 50+30); 
   myGLCD.fillRect(50-3, 50-1+60, 50+3, 50+60); 
   myGLCD.fillRect(50-3, 50-1+90, 50+3, 50+90); 
   changeFont(SMALL, 255, 255, 255, 0, 0, 0); 
   myGLCD.print("40",5,42); 
   myGLCD.print("30",5,42+IncTemp); 
   myGLCD.print("20",5,42+IncTemp*2); 
   myGLCD.print("10",5,42+IncTemp*3); 





  byte Valor[300]; 
  myGLCD.setColor(255, 255, 0); 
  for (int i=0; i<300; i++) { // ciclos_lectura*8 
      Valor[i] = EEPROM.read(11+i*8); 
      int xTemp = i + 52; 
      int yTemp = 170 - Valor[i]*3; 
     myGLCD.fillRect(xTemp, yTemp, xTemp, yTemp+3); 
  }  
} 
 
La funció printEjeXY s'encarrega de dibuixar a la pantalla la barra vertical, la 
barra horitzontal i els números que simbolitzen la temperatura en graus 
Celsius.  
 
La funció printValoresTemp dibuixa per a cada mostra llegida a la memòria 
EEPROM un rectangle de 1x3 píxels a l'alçada on correspongui depenen la 
temperatura. La separació cada 10 graus és de 30 píxels, per tant un grau 
de temperatura són 3 píxels al eix Y. 
 
Per exemple per dibuixar la mostra numero 100 que de valor val 24ºC: 
 X = nºmostra + 52 = 100+52 = 152px 
 
 Y = -3*valor_mostra + 170 = 98 px 
 
El 52 del eix X i el 170 del eix Y son la distancia en píxels des de la 
coordenada (0,0) de la pantalla fins al punt (0,0) del eix X-Y de les barres 
del gràfic.  




   
 
 
7. ANÀLISIS DE DADES 
 
 7.1. Recol·lecció dades hivernacle 
 
Una de les funcions que s'han programat al l'Arduino és la de transmetre les 
dades de temperatura i humitat del hivernacle, i si el ventilador està encès 
o esta apagat. 
La transmissió és realitza mitjançant una comunicació sèrie RS232.  
 
Per realitzar una proba del correcte funcionament de la funció, s'han extret 
497 mostres de les 4 temperatures, les 4 humitats del hivernacle i si el 
ventilador ha estat encès o apagat en cada una de les mostres. 
 








fig. 7.1. Gràfica dades de temperatura 
fig. 7.2. Gràfica dades d'Humitat 





A la gràfica 7.2 es pot observar una gran diferencia entre la Hint2 i les 
altres dues humitats interiors. La causa d'això es que aquest sensor esta 






En aquesta última gràfica 7.3 quan el valor es 100 significa que el 
ventilador està encès i un valor de 0 que està apagat.  
 
 
 7.2. Obtenció del model 
 
7.2.1 Definició de les entrades i sortides 
 
El model del sistema de control de la temperatura i l'humitat és 
multivariable ja que tenim tres entrades i sis sortides: 
 
Entrades 
1. Ventilador  
2. Temperatura exterior (Text) 
3. Humitat exterior (Hext) 
 
Sortides 
1. Temperatura interior 1 (Tint1) 
2. Humitat interior 1 (Hint1) 
3. Temperatura interior 2 (Tint2) 
4. Humitat interior 2 (Hint2) 
5. Temperatura interior 3 (Tint3) 





fig. 7.3. Gràfica dades ventilador 
fig. 7.4. Diagrama del model 





7.2.2 Obtenció del model 
 
Al ser multivariable, trobar el model mitjançant l'output error o el ARX seria 
molt complicat. Per aquest motiu s'ha optat per utilitzar el N4SID 
(Algorisme numèric per l'identificació del sistema mitjançant espai d'estats). 
 
Com no es l'objectiu del treball trobar el model del hivernacle, utilitzarem la 
comanda N4SID de matlab sense entrar en detall a la forma amb que es 
troba aquest model a partir de la dades i l'ordre introduïts a la comanda. 
 
Si el lector desitjà obtenir mes informació sobre el N4SID pot visitar la 






 Model = n4sid(dades, ordre); 
 
 dades : en format idddata(sortides, entrada, temps de mostreig). 
 
 ordre: ordre del model. 
 
Codi per ajustar el model: 
 
load('matlab.mat'); 
clearvars -except Ventilador 
data=xlsread('lecturesSensor.xls'); %llegeixo totes les dades 
data(end-1:end,:)=[]; %netejo la fila que correspon al NaN i deixo el  
    mateix nombre de files que Ventilador 
y=data(:,4:9); %defineixo les sortides 





for ordre=1:35 % Ajustarem el model desde l'ordre 1 al 35 
    MODEL = n4sid(dadesAjust,ordre); % ajusto el model 
    MatriuDecisio(ordre,:)=[ordre  MODEL.EstimationInfo.FPE];  




De les 497 mostres que tenim, agafarem les primeres 250 per ajustar el 
model i les 247 restants per validar-lo. 
A continuació s'ajusta el model des de l'ordre 1 fins al 35 i en una matriu 
anomenada MatriuDecisio guardarem per cada número d'ordre, l'error de 
predicció d'Akaike (MODEL.EstimationInfo.FPE). 
 





7.2.3 Criteri d'Akaike  
 
Per decidir quin dels 35 models obtinguts és més fiable, utilitzarem el criteri 
d'Akaike que  proporciona una mesura de la qualitat relativa d'un model per 
a un conjunt donat de dades.  
El model més precís té l'FPE més petit. 
 
 
FPE es defineix per la següent equació: 








On V és  l'error d'estimació , d és el nombre de paràmetres estimats, i N és 
el nombre de valors en el conjunt de dades d'estimació. 
 
Per saber quin model és el més fiable, farem una gràfica on l'eix de les X 
estarà l'ordre del model ajustat i al eix de les Y tindrem el log(FPE). 





A partir de la gràfica es pot observar que els punts mes petits són el 18 i el 




7.2.4. Validació del model  
 
Per validar el model compararem el model d'ordre 27 amb el d'ordre 18 ja 
que segons el criteri d'Akaike utilitzat en l'apartat anterior son els dos 
ordres amb major fiabilitat. 
 
fig. 7.5. Gràfica FPE  





Per comparar els dos models utilitzarem la comanda compare on s'han 
d'introduir les dades de validació. Tal i com s'ha dit en el apartat 7.2.2. 
s'agafaran les últimes 247 dades. 
  
MODEL27 = n4sid(dadesAjust,27);%ajusto el model 













































fig. 7.6. Gràfica comparació sortida real amb models  
fig. 7.7. Gràfica ajust sortides dels models  
Mostres x101 





A la figura 7.7 es pot observar el % d'ajust del dos models.  
El model escollit és el d'ordre 18 ja que la sortida Tint1, que és la sortida a 




7.2.5. Reflexió sobre l'ordre del model  
 
En l'apartat anterior s'ha vist s'ha escollit el model d'ordre 18, tenint en 
compte que cada mostra son 10 minuts i que la temperatura evoluciona 
lentament durant el dia, si que lògica que la temperatura actual depengui 
de les 18 mostres anteriors, que serien 180 minuts. 
 
En molts casos la mostra actual serà igual a la mostra anterior, fet que ens 
podria portar a pensar que amb un ordre 1 seria suficient. No obstant, s'ha 
de tenir en compte que la temperatura sempre te una tendència, sigui cap a 
dalt o cap a baix, tal i com es pot observar a la figura 7.1. Aquesta 












8.1. Pressupost del material 
 
Els components s'han comprat essencialment a una tenda online 
anomenada AliExpress. També s'ha comprar els petits components i de baix 
preu a la tenda TRcomponentes a la localitat de Terrassa, i finalment el 
cablejat elèctric s'ha comprar a la elèctrica de Terrassa. 
 
Tal i com s'ha indicat al capítol 3. Els actuadors ja estaven predeterminats i 
per tant no apareixeran al pressupost. 
Tampoc apareixeran les mànegues de reg ni les electrovàlvules ja que s'han 







1 Arduino Mega 2560 (no original) 13,50 13,50 
1 Transformador 400w 47,95 47,95 
1 Transformador 12w (12v) 4,05 4,05 
2 Mòdul relés x8  5,51 11,02 
10 Sensor d'humitat de sòl HL-69 1,14 11,40 
4 Sensor DHT11 1,53 6,12 
1 Sensor de pH 47,35 47,35 
1 Sensor de nivell (flotador) 2,34 2,34 
1 Pantalla tàctil 3.5" 13,56 13,56 
5 1m. Cable pla 10 fils 0,85 4,25 
4 Regletes de 6 0,45 1,80 
2 Tira 40 pins mascle 1,35 2,70 
2 Tira 40 pins femella 2,73 5,46 
2 Plaques per connexions 2,53 5,06 
1 Placa microperforada 5x7cm 0,86 0,86 
3 Transistors BC547B 0,04 0,12 
5 Resistències 10Kohm 0,02 0,1 
25 1m. Cable 0.5mm 0,33 8,25 
100 1m. Cable 3x0.75mm 0,92 92,00 
 TOTAL Euros [€] 276,89€ 
 
 
Tots els articles de la taula 8.1 tenen el seu corresponent IVA inclòs tan al 
preu per unitat com al total. 
El cost total material és de 276,89€ una xifra molt baixa tal i com és va 
predir pel fet del ús d'Arduino. 
 






8.2. Pressupost d'enginyeria 
 
 
PROJECTE TEMPS EMPREAT 
(en hores) 
Fase Activitat desenvolupada 
Recerca d'informació 
Vermis 6 
Planter i llits de cultiu 3 
Aquapònia 16 
Total hores fase 25 
Selecció dels components 
Controlador 10 
Sensors 12 
Pantalla tàctil 6 
Total hores fase 28 
Programació Arduino 
Funcions individuals 25 
Creació interfície gràfica         
( Menús,  botons, etc.) 
80 
Funcions per l'ús del tàctil 45 
Total hores fase 150 
Construcció física 
Instal·lació de reg 8 
Instal·lació elèctrica 20 
Quadre elèctric 30 
Total hores fase 58 
Comprovació del funcionament 
Comprovar zones individuals 5 
Comprovació general 8 
Total hores fase 13 
Memòria del projecte Redacció 60 
Total hores fase 60 




La persona que ha dissenyat i implementat aquest projecte és un enginyer 
junior. El temps total dedicat ha sigut aproximadament de 334 hores. 
El cost horari incloent tot tipus de conceptes, tals com seguretat social, 
vacances, impostos, etc.  es de 14€/hora. 
 











8.3. Pressupost total 
 
Pressupost Total 
Material 276,89 € 
Enginyeria 4676 € 
TOTAL 4952,89 € 
 
 
El cost total del projecte ascendeix a 4952,89 €. 
 
No obstant, destacar que el cost d'enginyera del projecte, ha sigut un regal 
se li ha fet al propietari del hivernacle pel fet d'haver cedit el seu hivernacle 
per la realització d'aquest projecte. 
 
 












En aquest treball s'ha dissenyat i implementat un sistema de control per un 
hivernacle a un baix cost (276,89€ és el cost total del material). Que 
compleix tots els objectius proposats.  
 
La idea d'utilitzar Arduino ha estat molt encertada, tant pel seu baix cost 
com per la fàcil posada en marxa. Amb el tema dels sensors, al comprar 
mòduls que ja incorporen un circuit d'acondicionament del senyal ha facilitat 
la lectura d'aquests.  
 
La part més complicada i a la qual he dedicat major temps en aquest 
projecte ha sigut la posada en marxa de la pantalla tàctil.  Per aconseguir 
encendre la pantalla vaig estar gairebé 3 setmanes, ja que hi havia una 
errada a la transmissió asíncrona entre l'Arduino i la pantalla que feia que 
aquesta mai rebés les comandes. 
Un cop detectat i corregit aquest error, explicat en detall al apartat 6.7.2, 
vaig poder encendre la pantalla. Al tenir que crear una interfície gràfica des 
de cero mitjançant comandes de imprimir text i dibuixar rectangles i línies, 
va fer que tingués que dedicar-hi moltíssim temps, creant les meves pròpies 
funcions per dibuixar botons personalitzats a la pantalla, visualització de 
gràfiques, visualització dels estats dels actuadors, etc. 
 
Durant l'execució del projecte vaig tenir un problema amb el tàctil resistiu 
de la pantalla. Al llegir les variables X i Y dels respectius eixos de la 
pantalla, la variable X sempre em donava 1022 (4,95v). Desprès de 
realitzar varius calibratges i fer comprovacions amb el tester vaig descobrir 
que l'eix X del tàctil estava defectuós. Per evitar augmentar el cost del 
pressupost i tenir que esperar a l'entrega de la pantalla TFT que demorava 
en 3 setmanes, vaig decidir realitzar la interfície gràfica tàctil utilitzant 
nomes el eix Y.  
 
Tot i això, l'experiència d'aprendre el funcionament de la pantalla tàctil i la 
creació d'una interfície gràfica ha sigut molt gratificant. Avui dia gairebé tots 
els dispositius d'última tecnologia posseeixen una pantalla tàctil. També 
estic molt satisfet d'haver implementat un sistema de control a un 
hivernacle, ja que m'ha fet aprendre moltes coses sobre el cultiu ecològic. 












Si comparem la fig. 9.1. amb la fig. 1.1. Planificació inicial del capítol 1, 
s'observa que fins la selecció dels components electrònics s'ha seguit 
bastant fidelment la planificació inicial. 
 
Al apartat de recerca d'informació sobre programació Arduino i com 
programar la interfície amb l'usuari, tal i com s'ha mencionat a les 
conclusions del apartat anterior, vaig pensar que seria una tasca mes fàcil 
del que ha sigut. Primerament, realitzant les modificacions de la llibreria 
UTFT.h i seguidament del error amb l'eix X de la pantalla tàctil. 
 
Un cop realitzat la interfície gràfica, el procés d'execució del projecte va 











9.3. Futures línies de treball 
 
A partir de l'aplicació Arduino creada és podria dissenyar una aplicació pel 
telèfon mòbil i d'aquesta manera poder visualitzar i controlar l'hivernacle 
sense necessitat d'anar a la pantalla tàctil i a la vegada aprofitar la potencia 
dels telèfons d'última generació per poder fer un anàlisis complet de les 
dades obtingudes. La comunicació entre el telèfon i l'Arduino seria 
mitjançant bluetooth ja que al ser un hivernacle domèstic tal i com diu la 
paraula està molt a prop de la llar del propietari del hivernacle. 
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fig. 10.1.Aquapònia del hivernacle 
fig. 10.2. Vermis del hivernacle 




















fig. 10.3. Ventilador del hivernacle 
fig. 10.5. Relés quadre elèctric 
fig. 10.4. Quadre elèctric exterior 











fig. 10.6. Quadre elèctric interior 
fig. 10.7. Arduino amb connexions 















int H[4];  // Almacena la ultima lectura de Humedad de los Sensores 
DHT 
int T[4];  // Almacena la ultima lectura de Temperatura de los 
Sensores DHT 
float pH;  // Almacena la ultima lectura de pH 
int HTierra[5];  // Almacena la ultima lectura de humedad de suelo de 
los 5 sensores 
int tempAcuaponia;  // Temperatura de la agua del Acuaponia 
byte nivelAcuaponia;  // Nivel deposito acuaponia 
 
int ciclos_lectura, addr;   
int SP_Temperatura; 
int SP_humedad_Vermis, SP_humedad_Plantel, SP_humedad_Cultivo; 
 
//---------------------- Definicion Pantalla Tactil ------------------ 
UTFT myGLCD(31,A2,A1,A3,A4);  
TouchScreen ts = TouchScreen(7, A2, A1, 6, 260); 
 
#define LARGE true 
#define SMALL false 
extern uint8_t SmallFont[]; 
extern uint8_t BigFont[]; 
 
byte MenuPantalla = 0;   
 
//----------------------- Definicion de los Pines -------------------- 
#define pinVentilador      Rele8A 
#define pinVentilador2     Rele7A 
#define pinBombaAcuaponia  Rele6A 
 
#define pinLuzExterior     Rele8B 
#define pinLuzInterior     Rele7B 
#define pinCanvioPulso     Rele6B 
#define pinCanvioPulso2    Rele5B 
#define pinEValvula_1      Rele4B 
#define pinEValvula_2      Rele3B 
#define pinEValvula_3      Rele2B 
#define pinBombaEValvulas  Rele1B 
 
#define pinSensorTH_ext    34 
#define pinSensorTH_int1   30   




#define pinSensorTH_int2   36 
#define pinSensorTH_int3   32 
 
#define pinSondaPh         A15 
#define pinSondaNivel      14 
#define pinTempAcuaponia   26   
 
#define pinActMT5_MT6      15 
#define pinActMT7          16 
#define pinActMT8_MT9      17 
   
#define pinMT5             A12 
#define pinMT6             A11 
#define pinMT7             A10 
#define pinMT8             A9 
#define pinMT9             A8 
      
 







DallasTemperature sensorW(&oneWireW);  
 
 
//-------------------- Definicion de los Estados --------------------- 
bool ventilador   = false;  // false = OFF 
bool bombaAcuaponia = false;  
bool bombaEValvulas = false; 
bool luzInterior = false; 
bool luzExterior = false; 
bool canvioPulso = false; 
bool eValvula_1 = false;  
bool last_eValvula_1 = false;  
bool eValvula_2 = false; 
bool last_eValvula_2 = false;  
bool eValvula_3 = false; 
bool last_eValvula_3 = false;  
 
bool modoAutoAquaponia = true; // true = Automatic, false = Manual 
bool modoAutoTempHum = true;     
bool modoAutoVermis = true; 
bool modoAutoPlantel = true; 
bool modoAutoCCultivo = true; 
 
 
//---------------------- Definicion Tiempos -------------------------- 
unsigned long bombaAcuaponia_Ton;    
unsigned long bombaAcuaponia_Toff; 
 




unsigned long tiempoLectSensores = 0; 
unsigned long tiempoLectTactil = 0; 
unsigned long tiempoActBombaAcuaponia = 0; 
 
// ----------------Coordenadas Pantalla Tactil------------------------ 
const int PTempHum[] = {30, 65}; 
const int PGrafTemp[] = {65, 100}; 
const int PLuces[] = {100, 135}; 
const int PAcuaponia[] = {135, 170}; 
const int PRiego[] = {170,205}; 
const int PAjustes[] = {205,240}; 
 
const int PzonaVermis[] = {100, 135}; 
const int PzonaPlant[] = {135, 170}; 
const int PzonaCultivo[] = {170, 205}; 
 
const int PBombaAcuaponia[] = {70,105}; 
const int PTiempoAcuaponiaON[] = {40, 68, 72, 100}; 
const int PTiempoAcuaponiaOFF[] = {120, 148, 152, 180}; 
 
const int Pventilador[] = {80, 110}; 
const int PSetPointVentilador[] = {130,158,162,190}; 
 
const int PLuzInt[] = {60, 90}; 
const int PLuzExt[] = {120, 150}; 
 
const int PElectrovalvula[] = {100,130}; 
const int PSetPointHumedad[] = {135,163, 167, 195}; 
 
////////////////////////////////////////////////////////////////////// 
//                FUNCION SETUP : Inicialización configuración 
////////////////////////////////////////////////////////////////////// 
 
void setup() { 
  dhtSensorExt.begin(); 
  dhtSensorInt1.begin(); 
  dhtSensorInt2.begin(); 
  dhtSensorInt3.begin(); 
  Serial.begin(9600);  
 
  pinMode(pinVentilador, OUTPUT); 
  pinMode(pinVentilador2, OUTPUT); 
  pinMode(pinBombaAcuaponia, OUTPUT); 
  pinMode(pinLuzExterior, OUTPUT); 
  pinMode(pinLuzInterior, OUTPUT); 
  pinMode(pinEValvula_1, OUTPUT); 
  pinMode(pinEValvula_2, OUTPUT); 
  pinMode(pinEValvula_3, OUTPUT); 
  pinMode(pinBombaEValvulas, OUTPUT); 
  pinMode(pinCanvioPulso, OUTPUT); 
  pinMode(pinSondaNivel, INPUT); 
  pinMode(pinTempAcuaponia, INPUT);   
   




   
  // Rele OFF -> pin HIGH 
  digitalWrite(pinVentilador,HIGH); 
  digitalWrite(pinVentilador2, HIGH); 
  digitalWrite(pinBombaAcuaponia, HIGH); 
  digitalWrite(pinLuzExterior, HIGH); 
  digitalWrite(pinLuzInterior, HIGH); 
  digitalWrite(pinEValvula_1, HIGH); 
  digitalWrite(pinEValvula_2, HIGH); 
  digitalWrite(pinEValvula_3, HIGH); 
  digitalWrite(pinBombaEValvulas, HIGH); 
  digitalWrite(pinCanvioPulso, HIGH); 
   
  ciclos_lectura = EEPROM.read(0); 
  bombaAcuaponia_Ton = EEPROM.read(1)*60000; 
  bombaAcuaponia_Toff = EEPROM.read(2)*60000; 
  SP_Temperatura = EEPROM.read(3); 
  SP_humedad_Vermis = EEPROM.read(4); 
  SP_humedad_Plantel = EEPROM.read(5); 
  SP_humedad_Cultivo = EEPROM.read(6); 
 
  myGLCD.InitLCD(); 
  Lectura_Sensores();  // Lectura inicial DHT 
  pantallaPrincipal(); 
   





//                FUNCION LOOP : Bucle principal del programa 
////////////////////////////////////////////////////////////////////// 
void loop() { 
   
  if ((unsigned long)millis()-tiempoLectTactil >= 150)  // Leer 
Pantalla Tactil 
  { 
    Lectura_TouchScreen(); 
    tiempoLectTactil = millis(); 
   } 
   
  if ((unsigned long)millis()-tiempoLectSensores >= 60000*20)  // Leer 
Sensores DHT, PH Y HUMEDAD SUELO 
  { 
    Lectura_Sensores(); 
    tiempoLectSensores = millis(); 
  } 
   
   
   
  Activacion_AutoVentilador(); 
  Activacion_AutoBombaAcuaponia(); 
  Actualizar_Salidas(); 




  Activacion_AutoRiego(); 





//--------ACTUALIZAR ESTADOS RELES DE ACTIVACION/DESACTIVACION ------- 
void Actualizar_Salidas() 
{  
  // Variable negadas ya que un TRUE = ON -> Rele LOW(false) 
  digitalWrite(pinVentilador, !ventilador); 
  digitalWrite(pinVentilador2, !ventilador); 
  digitalWrite(pinBombaAcuaponia, !bombaAcuaponia); 
  digitalWrite(pinLuzExterior, !luzExterior); 
  digitalWrite(pinLuzInterior, !luzInterior); 
   
  // La Bomba para las Electrovalculas estara ON siempre que como 
minimo este en funcionamiento una E.V. 
  if (eValvula_1==true || eValvula_2==true || eValvula_3==true) { 
     digitalWrite(pinBombaEValvulas, LOW); 
  } 
  else if (eValvula_1==false && eValvula_2==false && 
eValvula_3==false) { 
     digitalWrite(pinBombaEValvulas, HIGH); 
  } 
   
   
  if (eValvula_1==true && last_eValvula_1==false) { 
      digitalWrite(pinCanvioPulso, HIGH); 
      digitalWrite(pinCanvioPulso2, HIGH); 
      digitalWrite(pinEValvula_1, LOW); 
      delay(500); 
      last_eValvula_1 = eValvula_1; 
   } 
   else if (eValvula_1==false && last_eValvula_1==true) { 
      digitalWrite(pinCanvioPulso, LOW);  
      digitalWrite(pinCanvioPulso2, LOW); 
      delay(1000); 
      digitalWrite(pinEValvula_1, LOW); 
      delay(500); 
      last_eValvula_1 = eValvula_1; 
   } 
    
   else if (eValvula_1==true && last_eValvula_1==true) {  
      digitalWrite(pinEValvula_1, HIGH); 
   } 
    
   else if (eValvula_1==false && last_eValvula_1==false) {  
      digitalWrite(pinEValvula_1, HIGH); 
   } 
    
    
   if (eValvula_2==true && last_eValvula_2==false) { 




      digitalWrite(pinCanvioPulso, HIGH); 
      digitalWrite(pinCanvioPulso2, HIGH); 
      digitalWrite(pinEValvula_2, LOW); 
      delay(500); 
      last_eValvula_2 = eValvula_2; 
   } 
   else if (eValvula_2==false && last_eValvula_2==true) { 
      digitalWrite(pinCanvioPulso, LOW);  
      digitalWrite(pinCanvioPulso2, LOW); 
      delay(1000); 
      digitalWrite(pinEValvula_2, LOW); 
      delay(500); 
      last_eValvula_2 = eValvula_2; 
   } 
    
   else if (eValvula_2==true && last_eValvula_2==true) {  
      digitalWrite(pinEValvula_2, HIGH); 
   } 
    
   else if (eValvula_2==false && last_eValvula_2==false) {  
      digitalWrite(pinEValvula_2, HIGH); 
   } 
 




//----------------------AUTOMATICO BOMBA AQUAPONIA ------- 
void Activacion_AutoBombaAcuaponia() {  
 if (((unsigned long) millis() - tiempoActBombaAcuaponia >=  
(bombaAcuaponia_Ton + bombaAcuaponia_Toff)) && 
modoAutoAquaponia==true) { 
     bombaAcuaponia = false; 
     digitalWrite(pinBombaAcuaponia, !bombaAcuaponia); 
     if ( MenuPantalla==4 ) 
          printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 
    tiempoActBombaAcuaponia = millis(); 
     
  }  
   
  else if (((unsigned long) millis() - tiempoActBombaAcuaponia >=  
bombaAcuaponia_Toff) && modoAutoAquaponia==true) { 
      bombaAcuaponia = true; 
      digitalWrite(pinBombaAcuaponia, !bombaAcuaponia); 
      if ( MenuPantalla==4 ) 
           
printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 










//---------------------- AUTOMATICO VENTILADOR ---------- 
void Activacion_AutoVentilador() { 
  if ((int)dhtSensorInt1.readTemperature() > SP_Temperatura && 
modoAutoTempHum==true) {  
    if (ventilador == false) { 
       ventilador = true; 
       digitalWrite(pinVentilador, !ventilador); 
       digitalWrite(pinVentilador2, !ventilador);  
       if ( MenuPantalla==2 ) 
         printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
    } 
  }   
   
  else if ((int)dhtSensorInt1.readTemperature() < SP_Temperatura && 
modoAutoTempHum==true) {    
    if (ventilador == true) { 
       ventilador = false; 
       digitalWrite(pinVentilador, !ventilador); 
       digitalWrite(pinVentilador2, !ventilador);  
       if ( MenuPantalla==2 ) 
         printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
    } 





//--------------------------------- AUTOMATICO RIEGO ----------------- 
void Activacion_AutoRiego() {  
  int humVermis = (HTierra[0] + HTierra[1])/2;  // humedad Vermis es 
el promedio 
  int humPlantel = HTierra[2]; 
  int humCultivo = (HTierra[3] + HTierra[4])/2; 
   
  if (humVermis < SP_humedad_Vermis) {   
    eValvula_1 = true;  
  } 
  else if (humVermis >= SP_humedad_Vermis) { 
    eValvula_1 = false; 
  } 
   
  if (humPlantel < SP_humedad_Plantel) {   
    eValvula_2 = true;  
  } 
  else if (humPlantel >= SP_humedad_Plantel) { 
    eValvula_2 = false; 
  } 
   
  if (humCultivo < SP_humedad_Cultivo) {   
    eValvula_3 = true;  
  } 
  else if (humCultivo >= SP_humedad_Cultivo) { 
    eValvula_3 = false; 








//--------------- LEER SENSORES DHT, ACUAPONIA Y HUMEDAD DE SUELO ---- 
void Lectura_Sensores()  
{ 
    H[0] = (int)dhtSensorExt.readHumidity(); 
    T[0] = (int)dhtSensorExt.readTemperature(); 
    H[1] = (int)dhtSensorInt1.readHumidity(); 
    T[1] = (int)dhtSensorInt1.readTemperature(); 
    H[2] = (int)dhtSensorInt2.readHumidity(); 
    T[2] = (int)dhtSensorInt2.readTemperature(); 
    H[3] = (int)dhtSensorInt3.readHumidity(); 
    T[3] = (int)dhtSensorInt3.readTemperature(); 
     
    pH = analogRead(pinSondaPh); 
    sensorW.requestTemperatures(); 
    tempAcuaponia = sensorW.getTempCByIndex(0); 
    nivelAcuaponia = digitalRead(pinSondaNivel); 
     
    digitalWrite(pinActMT5_MT6, HIGH); 
    digitalWrite(pinActMT7, HIGH); 
    digitalWrite(pinActMT8_MT9, HIGH); 
    delay(250); 
    HTierra[0] = analogRead(pinMT5); 
    HTierra[0] = map(HTierra[0], 0, 1023, 100, 0); 
    HTierra[1] = analogRead(pinMT6); 
    HTierra[1] = map(HTierra[1], 0, 1023, 100, 0); 
    HTierra[2] = analogRead(pinMT7); 
    HTierra[2] = map(HTierra[2], 0, 1023, 100, 0); 
    HTierra[3] = analogRead(pinMT8); 
    HTierra[3] = map(HTierra[3], 0, 1023, 100, 0); 
    HTierra[4] = analogRead(pinMT9); 
    HTierra[4] = map(HTierra[4], 0, 1023, 100, 0); 
       
    digitalWrite(pinActMT5_MT6, LOW); 
    digitalWrite(pinActMT7, LOW); 
    digitalWrite(pinActMT8_MT9, LOW); 
     
    GuardarDatosTempHum(); 
     
    if (MenuPantalla==1) 
        mostrarTempHum();  // Actualiza las Temperaturas y humedades 
    else if (MenuPantalla==4) 





//---------------------------- MEMORIA EEPROM ------------------------ 
void GuardarDatosConfiguracion() 
{ 




   int TiempoON = bombaAcuaponia_Ton/60000;    
   int TiempoOFF = bombaAcuaponia_Toff/60000; 
   EEPROM.write(0, ciclos_lectura); 
   EEPROM.write(1, TiempoON); 
   EEPROM.write(2, TiempoOFF); 
   EEPROM.write(3, SP_Temperatura); 
   EEPROM.write(4, SP_humedad_Vermis); 
   EEPROM.write(5, SP_humedad_Plantel); 






    addr = ciclos_lectura*8 + 10; 
    if (ciclos_lectura>300) 
      ciclos_lectura=0; 
       
    if (addr < 3466) {  // Cada 20min, 72 ciclos/dia * 6 dias = 432  
(432*8 datos)=3456 + 10 (configuracion) 
      for (int i=0; i<4; i++) { 
        EEPROM.write(addr, H[i]);  
        EEPROM.write(addr+1, T[i]); 
        addr = addr + 2; 
      } 
      ciclos_lectura++; 






  for (int i=10; i<3990; i++) { 
    EEPROM.write(i, 0); 




void TransferirDatos() { 
      Serial.print("Ciclos lectura = "); 
Serial.println(EEPROM.read(0)); 
      Serial.print("Tiempo ON = "); Serial.println(EEPROM.read(1)); 
      Serial.print("Tiempo OFF = "); Serial.println(EEPROM.read(2)); 
      Serial.print("SP_Temperatura = "); 
Serial.println(EEPROM.read(3)); 
      Serial.print("SP_humedad Vermis = "); 
Serial.println(EEPROM.read(4)); 
      Serial.print("SP_humedad Plantel = "); 
Serial.println(EEPROM.read(5)); 
      Serial.print("SP_humedad Camas Cultivo = "); 
Serial.println(EEPROM.read(6)); 
      Serial.println(); 
      int count=0; 




      for (int i=10; i<3990; i++) { // ciclos_lectura*8 
        Serial.print(EEPROM.read(i)); 
        if (count == 7) { 
           Serial.println(""); 
           count = 0; 
        } 
        else { 
           Serial.print("\t"); 
           count++; 
        } 
      } 




//                        LECTURA DE LA PANTALLA TACTIL 
////////////////////////////////////////////////////////////////////// 
void Lectura_TouchScreen()  
{ 
 
  TSPoint p = ts.getPoint(); 
  pinMode(A1, OUTPUT); 
  pinMode(A2, OUTPUT); 
  int pix = p.x; 
  int piy = p.y; 
   
  if (p.z > 1 && p.z < 2500) { 
      int pmx = map(pix,122, 957, 399,0);   
      int pmy = map(piy, 141, 915, 239, 0); 
 
     switch(MenuPantalla) { 
        
       //-------------- MENU PRINCIPAL 
       case 0: 
           if (pmy<PTempHum[1] && pmy>PTempHum[0]) { 
              MenuPantalla = 1;  
              pantallaTempHumedad();  
            }   
            
           if (pmy<PGrafTemp[1] && pmy>PGrafTemp[0]) { 
             MenuPantalla = 2;   
             pantallaGrafTemp(); 
           } 
            
           if (pmy<PLuces[1] && pmy>PLuces[0]) { 
              MenuPantalla = 3;  
              pantallaLuces();  
            }  
            
           if (pmy<PAcuaponia[1] && pmy>PAcuaponia[0]) { 
              MenuPantalla = 4;  
              pantallaAcuaponia();  
            }  




             
            if (pmy<PRiego[1] && pmy>PRiego[0]) { 
              MenuPantalla = 5;             
              pantallaRiego(); 
            } 
             
            if (pmy<PAjustes[1] && pmy>PAjustes[0]) { 
              MenuPantalla = 6;             
              pantallaAjustes(); 
            } 
                         
            break; 
            
            
        //-------------- MENU TEMPERATURA Y HUMEDAD   
        case 1: 
           if ( pmy<240 && pmy>205 ) { 
              MenuPantalla = 0; 
              pantallaPrincipal(); 
           } 
            
           if (pmy<55 && pmy>25 ) { 
             modoAutoTempHum = !modoAutoTempHum; 
             if (modoAutoTempHum == false) {  // Al poner modo manual, 
apagar ventilador 
                 ventilador = false;   
                 printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
             } 
             printBtnAutoManu(modoAutoTempHum, 50, 25);  
           } 
            
           if (pmy<Pventilador[1] && pmy>Pventilador[0] && 
modoAutoTempHum==false) { 
              ventilador = !ventilador; 
              printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
           }  
            
           if (pmy<PSetPointVentilador[1] && 
pmy>PSetPointVentilador[0]) { 
              SP_Temperatura = SP_Temperatura + 1; 
              GuardarDatosConfiguracion(); 
              printBtnMasMenos("SP Vent", "C", SP_Temperatura, 10, 
PSetPointVentilador[0]); 
           } 
            
           if (pmy<PSetPointVentilador[3] && 
pmy>PSetPointVentilador[2]) { 
             SP_Temperatura = SP_Temperatura - 1; 
             GuardarDatosConfiguracion(); 
              printBtnMasMenos("SP Vent", "C", SP_Temperatura, 10, 
PSetPointVentilador[0]); 
           } 
            




           break; 
          
          
        //-------------- GRAFICA TEMPERATURA   
        case 2: 
           if ( pmy<240 && pmy>205 ) { 
              MenuPantalla = 0; 
              pantallaPrincipal(); 
           } 
            
           break; 
            
          
        //-------------- MENU ILUMINACION 
        case 3: 
          if (pmy<PLuzInt[1] && pmy>PLuzInt[0]) { 
             luzInterior = !luzInterior; 
             printBtnOnOff("Luz Interior",luzInterior,10,PLuzInt[0]); 
          } 
           
          if (pmy<PLuzExt[1] && pmy>PLuzExt[0]) { 
             luzExterior = !luzExterior; 
             printBtnOnOff("Luz Exterior",luzExterior,10,PLuzExt[0]); 
          } 
         
          if (pmy<240 && pmy>205) { 
              MenuPantalla = 0; 
              pantallaPrincipal(); 
           }   
            
            
        //-------------- MENU ACUAPONIA 
        case 4: 
           if (pmy<240 && pmy>205) { 
              MenuPantalla = 0; 
              pantallaPrincipal(); 
           } 
            
           if (pmy<55 && pmy>25 ) { 
             modoAutoAquaponia = !modoAutoAquaponia; 
             printBtnAutoManu(modoAutoAquaponia, 50, 25); 
             if (modoAutoAquaponia == false) {  // Al poner modo 
manual, apagar ventilador 
                 bombaAcuaponia = false;   
                 
printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 
             } 
           } 
            
           if (pmy<PBombaAcuaponia[1] && pmy>PBombaAcuaponia[0]) { 
               bombaAcuaponia = ! bombaAcuaponia; 
               
printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 




           } 
            
           if (pmy<205 && pmy>170) { 
               MenuPantalla = 7; 
               pantallaTiemposAcuaponia(); 
           } 
            
           break; 
        
        
        //-------------- MENU RIEGO   
        case 5: 
           if ( pmy<240 && pmy>205 ) { 
              MenuPantalla = 0; 
              pantallaPrincipal(); 
           } 
            
           if (pmy<PzonaVermis[1] && pmy>PzonaVermis[0]) { 
              MenuPantalla = 8;             
              pantallaZonaVermis(); 
            } 
             
            if (pmy<PzonaPlant[1] && pmy>PzonaPlant[0]) { 
              MenuPantalla = 9;             
              pantallaZonaPlantel(); 
            } 
             
            if (pmy<PzonaCultivo[1] && pmy>PzonaCultivo[0]) { 
              MenuPantalla = 10;             
              pantallaZonaCultivo(); 
            } 
            
           break; 
         
         
         //-------------- MENU AJUSTES   
        case 6: 
           if ( pmy<240 && pmy>205 ) { 
              MenuPantalla = 0; 
              pantallaPrincipal(); 
           } 
            
           if ( pmy<135 && pmy>100 ) { 
              printMensaje("Borrando..."); 
              BorrarDatos(); 
              printMensaje("Datos borrados"); 
              pantallaAjustes(); 
           } 
            
           if ( pmy<170 && pmy>135 ) { 
              printMensaje("Transferiendo..."); 
              TransferirDatos(); 
              printMensaje("Datos transferidos"); 




              delay(2000); 
              pantallaAjustes(); 
           }   
        
           break; 
            
        
        //-------------- MENU TIEMPOS CICLO (ACUAPONIA) 
        case 7: 
           if ( pmy<240 && pmy>205 ) { 
              MenuPantalla = 4; 
              pantallaAcuaponia(); 
           } 
            
           // Subir 1 min Tiempo ON 
           if ( pmy<PTiempoAcuaponiaON[1] && pmy>PTiempoAcuaponiaON[0] 
   ) { 
             bombaAcuaponia_Ton = bombaAcuaponia_Ton + 60000*1;              
   GuardarDatosConfiguracion();    
             int TiempoON = bombaAcuaponia_Ton/60000; 
              printBtnMasMenos("Ton", "min", TiempoON, 40,   
   PTiempoAcuaponiaON[0]); 
           } 
            
           // Bajar 1 min Tiempo ON 
           if ( pmy<PTiempoAcuaponiaON[3] && pmy>PTiempoAcuaponiaON[2] 
   ) { 
             bombaAcuaponia_Ton = bombaAcuaponia_Ton - 60000*1;  
             GuardarDatosConfiguracion(); 
             int TiempoON = bombaAcuaponia_Ton/60000; 
              printBtnMasMenos("Ton", "min", TiempoON, 40,   
    PTiempoAcuaponiaON[0]); 
           } 
            
           // Subir 1 min Tiempo OFF 
           if ( pmy<PTiempoAcuaponiaOFF[1] &&      
   pmy>PTiempoAcuaponiaOFF[0] ) { 
              bombaAcuaponia_Toff = bombaAcuaponia_Toff + 60000*1;              
         GuardarDatosConfiguracion();  
              int TiempoOFF = bombaAcuaponia_Toff/60000; 
              printBtnMasMenos("Toff", "min", TiempoOFF, 40,   
   PTiempoAcuaponiaOFF[0]); 
           } 
            
            // Bajar 1 min Tiempo Off 
           if ( pmy<PTiempoAcuaponiaOFF[3] &&      
    pmy>PTiempoAcuaponiaOFF[2] ) { 
              bombaAcuaponia_Toff = bombaAcuaponia_Toff - 60000*1;             
    GuardarDatosConfiguracion();  
              int TiempoOFF = bombaAcuaponia_Toff/60000; 
              printBtnMasMenos("Toff", "min", TiempoOFF, 40,   
   PTiempoAcuaponiaOFF[0]); 
           } 




            
           break; 
 
            
        //-------------- MENU ZONA VERMIS 
       case 8: 
           if (pmy<240 && pmy>205) { 
              MenuPantalla = 5; 
              pantallaRiego(); 
           }  
            
           if (pmy<PElectrovalvula[1] && pmy>PElectrovalvula[0]) { 
             eValvula_1 = !eValvula_1; 
             printBtnOnOff("Elec.        
   Valvula",eValvula_1,10,PElectrovalvula[0]); 
           } 
            
           if (pmy<PSetPointHumedad[1] && pmy>PSetPointHumedad[0]) { 
             SP_humedad_Vermis++; 
             GuardarDatosConfiguracion();  
             printBtnMasMenos("SP humedad", "%", SP_humedad_Vermis,  
   10, PSetPointHumedad[0]); 
           } 
            
           if (pmy<PSetPointHumedad[3] && pmy>PSetPointHumedad[2]) { 
             SP_humedad_Vermis--; 
             GuardarDatosConfiguracion();  
             printBtnMasMenos("SP humedad", "%", SP_humedad_Vermis,  
   10, PSetPointHumedad[0]); 
           } 
            
           break;  
            
            
        //-------------- MENU ZONA PLANTEL 
       case 9: 
           if (pmy<240 && pmy>205) { 
              MenuPantalla = 5; 
              pantallaRiego(); 
           }  
            
           if (pmy<PElectrovalvula[1] && pmy>PElectrovalvula[0]) { 
             eValvula_2 = !eValvula_2; 
             printBtnOnOff("Elec.        
   Valvula",eValvula_2,10,PElectrovalvula[0]); 
           } 
            
           if (pmy<PSetPointHumedad[1] && pmy>PSetPointHumedad[0]) { 
             SP_humedad_Plantel++; 
             GuardarDatosConfiguracion();  
             printBtnMasMenos("SP humedad", "%", SP_humedad_Plantel,  
   10, PSetPointHumedad[0]); 
           } 




            
           if (pmy<PSetPointHumedad[3] && pmy>PSetPointHumedad[2]) { 
             SP_humedad_Plantel--; 
             GuardarDatosConfiguracion();  
             printBtnMasMenos("SP humedad", "%", SP_humedad_Plantel,  
   10, PSetPointHumedad[0]); 
           } 
           
           break;  
            
                      
        //-------------- MENU ZONA CAMAS DE CULTIVO 
       case 10: 
           if (pmy<240 && pmy>205) { 
              MenuPantalla = 5; 
              pantallaRiego(); 
           }  
            
           if (pmy<PElectrovalvula[1] && pmy>PElectrovalvula[0]) { 
             eValvula_3 = !eValvula_3; 
             printBtnOnOff("Elec.        
   Valvula",eValvula_3,10,PElectrovalvula[0]); 
           } 
            
           if (pmy<PSetPointHumedad[1] && pmy>PSetPointHumedad[0]) { 
             SP_humedad_Cultivo++; 
             GuardarDatosConfiguracion();  
             printBtnMasMenos("SP humedad", "%", SP_humedad_Cultivo,  
   10, PSetPointHumedad[0]); 
           } 
            
           if (pmy<PSetPointHumedad[3] && pmy>PSetPointHumedad[2]) { 
             SP_humedad_Cultivo--; 
             GuardarDatosConfiguracion();  
             printBtnMasMenos("SP humedad", "%", SP_humedad_Cultivo,  
   10, PSetPointHumedad[0]); 
           } 
           
           break;  
          
      } 






//                      MENUS DE LA PANTALLA TACTIL 
////////////////////////////////////////////////////////////////////// 
 
//------------------------ PANTALLA PRINCIPAL------------------------- 
void pantallaPrincipal() 
{ 




  myGLCD.clrScr(); 
  printCabezera("MENU PRINICPAL"); 
  printButton("TEMPERATURA Y HUMEDAD", PTempHum[0], PTempHum[1]); 
  printButton("GRAFICO DE TEMPERATURA", PGrafTemp[0], PGrafTemp[1]); 
  printButton("ILUMINACION", PLuces[0], PLuces[1]); 
  printButton("ACUAPONIA", PAcuaponia[0], PAcuaponia[1]); 
  printButton("RIEGO", PRiego[0], PRiego[1]); 





//-------------------- 1: PANTALLA TEMP Y HUMEDAD ---------------- 
void pantallaTempHumedad() 
{ 
  myGLCD.clrScr(); 
  printCabezera("TEMPERATURA Y HUMEDAD");   
  printBtnAutoManu(modoAutoTempHum, 50, 25);  
  printBtnOnOff("Vent",ventilador,10,Pventilador[0]); 
  printBtnMasMenos("SP Vent", "C", SP_Temperatura, 10, 
 PSetPointVentilador[0]); 
  mostrarTempHum(); 
   




  printTemperatura("ext",T[0], 280, 25); 
  printHumedad("ext",H[0], 280, 45); 
   
  printTemperatura("int1",T[1], 280, 70); 
  printHumedad("int1",H[1], 280, 90); 
   
  printTemperatura("int2",T[2], 280, 115); 
  printHumedad("int2",H[2], 280, 135); 
   
  printTemperatura("int3",T[3], 280, 160); 




//------------------ 2: PANTALLA GRAFICO TEMPERATURA ----------- 
void pantallaGrafTemp() 
{ 
   myGLCD.clrScr(); 
   printCabezera("GRAFICO DE TEMPERATURA");  
   printEjeXY(); 
   printValoresTemp(); 
    









   byte IncTemp = 30; 
   myGLCD.setColor(255, 255, 0); 
   myGLCD.fillRect(50,40,52,IncTemp*5+20);  
   myGLCD.fillRect(50, 169, 350, 170); 
    
   myGLCD.fillRect(50-3, 50-1, 50+3, 50); 
   myGLCD.fillRect(50-3, 50-1+30, 50+3, 50+30); 
   myGLCD.fillRect(50-3, 50-1+60, 50+3, 50+60); 
   myGLCD.fillRect(50-3, 50-1+90, 50+3, 50+90); 
   changeFont(SMALL, 255, 255, 255, 0, 0, 0); 
   myGLCD.print("40",5,42); 
   myGLCD.print("30",5,42+IncTemp); 
   myGLCD.print("20",5,42+IncTemp*2); 
   myGLCD.print("10",5,42+IncTemp*3); 





  byte Valor[300]; 
  myGLCD.setColor(255, 255, 0); 
  for (int i=0; i<300; i++) { // ciclos_lectura*8 
      Valor[i] = EEPROM.read(11+i*8); 
      int xTemp = i + 52; 
      int yTemp = 170 - Valor[i]*3; 
     myGLCD.fillRect(xTemp, yTemp, xTemp, yTemp+3); 




//------------------------ 3: PANTALLA LUCES ------------------------- 
void pantallaLuces() 
{ 
  myGLCD.clrScr(); 
  printCabezera("ILUMINACION"); 
  printBtnOnOff("Luz Interior",luzInterior,10,PLuzInt[0]); 
  printBtnOnOff("Luz Exterior",luzExterior,10,PLuzExt[0]); 
   
  printButton("MENU PRINCIPAL", 205, 240);  } 
 
 
//------------------------ 4: PANTALLA ACUAPONIA --------------------- 
void pantallaAcuaponia() 
{ 
  myGLCD.clrScr(); 
  printCabezera("ACUAPONIA"); 
  printBtnAutoManu(modoAutoAquaponia, 50, 25);  
  printBtnOnOff("Bomba",bombaAcuaponia,10,PBombaAcuaponia[0]); 
  printTemperatura("agua", tempAcuaponia, 280,30); 
  printpH_nivel(); 
   
  int TiempoON = bombaAcuaponia_Ton/60000; 




  int TiempoOFF = bombaAcuaponia_Toff/60000; 
  changeFont(LARGE, 255, 255, 255, 0, 0, 0);   
   
  //-----Tiempo ON 
  myGLCD.print("Ton",50,120);     
  if (TiempoON > 9) { 
    myGLCD.printNumI(TiempoON,120,120); 
  } 
  else { 
    myGLCD.print(" ", 120, 120); 
    myGLCD.printNumI(TiempoON, 136, 120);  
  } 
  myGLCD.print("min",155,120); 
   
  //----Tiempo OFF 
  myGLCD.print("Toff",50,140);  
  if (TiempoOFF > 9) { 
    myGLCD.printNumI(TiempoOFF,120,140); 
  } 
  else { 
    myGLCD.print(" ", 120, 140); 
    myGLCD.printNumI(TiempoOFF, 136, 140);  
  } 
  myGLCD.print("min",155,140); 
   
  printButton("AJUSTES TIEMPO CICLO", 170, 205); 
  printButton("MENU PRINCIPAL", 205, 240} 
 
void printpH_nivel() { 
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print("pH ",280,60); 
  myGLCD.printNumF(pH, 1, 315, 60); 
  myGLCD.print("Nivel ",280,90); 
  if (nivelAcuaponia==1) 
    myGLCD.print("OK ",300,110); 
  else 





//------------------------ 5: PANTALLA RIEGO ------------------------- 
void pantallaRiego() 
{ 
  myGLCD.clrScr(); 
  printCabezera("RIEGO"); 
  printButton("ZONA VERMIS",PzonaVermis[0], PzonaVermis[1]); 
  printButton("ZONA PLANTEL", PzonaPlant[0], PzonaPlant[1]); 
  printButton("ZONA CAMAS DE CULTIVO", PzonaCultivo[0], 
 PzonaCultivo[1]);  
  printButton("MENU PRINCIPAL", 205, 240);  } 
 
 





//------------------------ 6: PANTALLA AJUSTES ----------------------- 
void pantallaAjustes() 
{ 
  myGLCD.clrScr(); 
  printCabezera("AJUSTES"); 
  printButton("Borrar Datos", 100, 135); 
  printButton("Transferir Datos al PC", 135, 170); 
  myGLCD.setColor(255, 255,0); 
  myGLCD.fillRect(10,170,389,170+2); 




//------------- 7: PANTALLA AJUSTE DE TIEMPOS CICLO ACUAPONIA ----- 
void pantallaTiemposAcuaponia() 
{ 
  myGLCD.clrScr(); 
  printCabezera("TIEMPO CICLO ACUAPONIA");  
   
  int TiempoON = bombaAcuaponia_Ton/60000; 
  int TiempoOFF = bombaAcuaponia_Toff/60000; 
  printBtnMasMenos("Ton", "min", TiempoON, 40, PTiempoAcuaponiaON[0]); 
  printBtnMasMenos("Toff", "min", TiempoOFF, 40, 
 PTiempoAcuaponiaOFF[0]); 
   






//------------------- 8: PANTALLA ZONA 1 VERMIS ---------- 
void pantallaZonaVermis() 
{ 
  myGLCD.clrScr(); 
  printCabezera("ZONA 1: VERMIS");  
  changeFont(LARGE, 255, 255, 255, 0, 0, 0);  
  myGLCD.print("Humedad de suelo: ",10,25); 
  myGLCD.printNumI(SP_humedad_Vermis,330,25);  
  myGLCD.print("%",370,25); 
  printBtnAutoManu(modoAutoVermis, 60, 55);  
  printBtnOnOff("Elec. Valvula",eValvula_1,10,PElectrovalvula[0]); 
  printBtnMasMenos("SP humedad", "%", SP_humedad_Vermis, 10,  
 PSetPointHumedad[0]); 




//----------------- 9: PANTALLA ZONA 2 PLANTEL ---------- 
void pantallaZonaPlantel() 
{ 
  myGLCD.clrScr(); 




  printCabezera("ZONA 2: PLANTEL");  
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print("Humedad de suelo: 92%",30,25); 
  printBtnAutoManu(modoAutoPlantel, 60, 55);  
  printBtnOnOff("Elec. Valvula",eValvula_2,10,PElectrovalvula[0]); 
   printBtnMasMenos("SP humedad", "%", SP_humedad_Plantel, 10,   
 PSetPointHumedad[0]); 




//-------- 10: PANTALLA ZONA 3 CAMAS DE CULTIVO ---------------------- 
void pantallaZonaCultivo() 
{ 
  myGLCD.clrScr(); 
  printCabezera("ZONA 3: CAMAS DE CULTIVO");  
  changeFont(LARGE, 255, 255, 255, 0, 0, 0);  
  myGLCD.print("Humedad de suelo: 93%",30,25); 
  printBtnAutoManu(modoAutoCCultivo, 60, 55);  
  printBtnOnOff("Elec. Valvula",eValvula_3,10,PElectrovalvula[0]); 
   printBtnMasMenos("SP humedad", "%", SP_humedad_Cultivo, 10,  
 PSetPointHumedad[0]); 






//                     FUNCIONES PARA IMPRIMIR EN PANTALLA 
//////////////////////////////////////////////////////////////////////
void printCabezera(String texto) 
{ 
  myGLCD.setColor(255, 0, 0); 
  myGLCD.fillRect(0,0,399,20);  // Rectangulo Color ROJO 
  changeFont(LARGE, 255, 255, 255, 255, 0, 0); 




void printTemperatura(String texto,int variable, int x, int y) 
{ 
  int dist = (texto.length()*8)+20; 
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print("T",x,y); 
  myGLCD.printNumI(variable, x+dist, y); 
  myGLCD.drawCircle(x+dist+35, y+5, 2); 
  myGLCD.print("C",x+dist+38,y); 
  changeFont(SMALL, 255, 255, 255, 0, 0, 0); 




void printHumedad(String texto,int variable, int x, int y) 





  int dist = (texto.length()*8)+20; 
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print("H",x,y); 
  myGLCD.printNumI(variable, x+dist, y); 
  myGLCD.print("%",x+dist+35,y); 
  changeFont(SMALL, 255, 255, 255, 0, 0, 0); 
  myGLCD.print(texto,x+16,y+4} 
 
 
void changeFont(boolean font, byte cr, byte cg, byte cb, byte br,  
 byte bg, byte bb) 
{ 
  myGLCD.setBackColor(br, bg, bb);    //font background  
  myGLCD.setColor(cr, cg, cb);        //font colour  
  if (font==LARGE) 
    myGLCD.setFont(BigFont);          //font size  
  else if (font==SMALL) 




void printButton(char* text, int y1, int y2) 
{ 
  myGLCD.setColor(255, 255,0); 
  myGLCD.fillRect(10,y1,389,y1+2);    
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 




void printBtnAutoManu(boolean autoManu, int x, int y) 
{ 
  if (autoManu == 1) {    // switch es Automatico 
    myGLCD.setColor(255, 255, 0);  // Amarillo 
    myGLCD.drawRect(x,y,x+200,y+30); 
    myGLCD.fillRect (x, y, x+100, y+30);   
    myGLCD.setColor(0, 0, 0); 
    myGLCD.fillRect (x+101, y+1, x+199, y+29); 
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 
    myGLCD.print("AUTO", x+17, y+7); 
    changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
    myGLCD.print("MANU", x+117, y+7); 
  }    
 else { 
    myGLCD.setColor(255, 255, 0);  // Amarillo 
    myGLCD.drawRect(x,y,x+200,y+30); 
    myGLCD.fillRect (x+100, y, x+200, y+30);   
    myGLCD.setColor(0, 0, 0); 
    myGLCD.fillRect (x+1, y+1, x+99, y+29); 
    changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
    myGLCD.print("AUTO", x+17, y+7); 
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 




    myGLCD.print("MANU", x+117, y+7); 




void printMensaje(String texto) 
{ 
    myGLCD.setColor(255, 0, 0);  // Rojo 
    myGLCD.drawRect(50,100,350,150); 
    myGLCD.setColor(255, 255, 0);  // Amarillo 
    myGLCD.fillRect (51, 101, 349, 149);  
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 




void printBtnMasMenos(String texto, String tipo, int var, int x,  
 int y) 
{ 
  int dist = (texto.length()*16)+10;  
  int dist2 = (tipo.length()*16)+20;  
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print(texto, x, y+22); 
  if (var > 9) { 
    myGLCD.printNumI(var, x+dist, y+22);  
  } 
  else { 
    myGLCD.print(" ", x+dist, y+22); 
    myGLCD.printNumI(var, x+dist+16, y+22); 
  } 
  myGLCD.print(tipo, x+dist+38 ,y+22);   
   
  int xf = x+dist+32+dist2; 
  myGLCD.setColor(255, 255, 0);   
  myGLCD.fillRect(xf, y,xf+30,y+28);  
  myGLCD.fillRect(xf, y+32,xf+30,y+60);  
  changeFont(LARGE, 0, 0, 0, 255, 255, 0); 
  myGLCD.print("+", xf+7, y+6); 




void printBtnOnOff(String texto,boolean onOff, int x, int y) 
{ 
  changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
  myGLCD.print(texto,x,y+7); 
    
  int x1 = x + (texto.length()*16) + 10; 
  int y1 = y; 
   
  if (onOff == 1) {                                 //switch es on 
    myGLCD.setColor(255, 255, 0); 
    myGLCD.drawRect(x1,y1,x1+120,y1+30); 




    myGLCD.fillRect (x1, y1, x1+60, y1+30);   
    myGLCD.setColor(0, 0, 0); 
    myGLCD.fillRect (x1+61, y1+1, x1+119, y1+29); 
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 
    myGLCD.print("ON", x1+13, y1+7); 
    changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
    myGLCD.print("OFF", x1+66, y1+7); 
  } 
  else if (onOff == 0) {                             //switch es off 
    myGLCD.setColor(255, 255, 0); 
    myGLCD.drawRect(x1,y1,x1+120,y1+30); 
    myGLCD.fillRect (x1+60, y1, x1+120, y1+30);  
    myGLCD.setColor(0, 0, 0); 
    myGLCD.fillRect (x1+1, y1+1, x1+59, y1+29); 
    changeFont(LARGE, 255, 255, 255, 0, 0, 0); 
    myGLCD.print("ON", x1+13, y1+7);  
    changeFont(LARGE, 0, 0, 0, 255, 255, 0); 
    myGLCD.print("OFF", x1+66, y1+7); 
  } 
}  
 
 
