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1. Bevezetés
Mióta megismerkedtem a számítógéppel érdekelt, hogyan lehet különféle képeket
készíteni. Elsősorban videójátékokban és filmekben láttam így készült képeket. Ez
a két mód a számítógépes grafika két főbb irányzatát használja, a valós idejű kép-
szintézist, és a foto realisztikus képszintézist. És bár a videojátékok mindig fontos
szerepet fognak betölteni az életemben, tudtam, hogy a foto realisztikus iránnyal
mélyebben akarok foglalkozni. A globális illumináció a foto realisztikus képalkotás
egyik részproblémája, alapvetően a módszer nem csak a fényforrásból beérkező fény
erősségét veszi figyelembe, hanem az adott pontba a többi objektumról visszaverődő
fénysugarat is. Megfelelő algoritmus és modellek segítségével árnyékolás, visszave-
rődés és fénytörés is része. Megvalósítására több fajta algoritmus létezik, például
sugárkövetés, Photon mapping, Metropolis light transfer. Én a dolgozatomhoz a
fényútkövetést választottam, angol irodalomban path tracing. Ez az algoritmus egy
adott képpont szín értékét a pixel felé indított sugár útját követi fényforrásig vagy
maximális visszaverődésig. Ezt a lépést többször meg kell ismételni, és az így ka-
pott eredmények adják meg a végső színt. Erre a zajcsökkentése miatt van szükség.
Ha ezt az algoritmust párosítjuk egy fizikailag pontos anyag modellel, valósághű
fényforrással és optikailag megfelelő kamerával, akkor valós fotóktól megkülönböz-
tethetetlen képeket lehet vele alkotni. Így sokszor más algoritmusok ellenőrzésére
használják. A programomban a fent említett algoritmus segítségével adok lehető-
séget módosított Cornell doboz képszintézisére. Illetve a 3D térben lévő falak és
objektumok színének, fénykibocsátásának módosítására és az itt elhelyezett 2 ob-





A számítógépes grafika során általában lokális illuminációról beszélünk. Ezalatt azt
kell érteni, hogy a képernyőn megjelenő szín csak az adott felület a geometriai és
anyag tulajdonságától függ. Ellenben globális illumináció során a színt a térben lévő
össze objektum befolyásolja. Gondoljunk bele sima felület megfelelő körülmények
között képes tükörként viselkedni, sőt mi több még egy matt felületet is befolyásolja
a körülötte lévő tárgyak színei, kinézete. Ezek mellett az árnyékok vetülése is ettől
függ. Dolgozatom során egy olyan programot implementálok, ami ezt a jelenséget
mutatja be. A szoftverhez tartozó grafikus ablak lehetőséget ad arra, hogy a jelenetet
meg tudjuk változtatni, megnézzük különböző színek, objektumok, hogy hatnak
egymásra.
1. ábra. A program által generált minta kép
3
2.2. Rendszer-követelmények, telepítés
A programom fordításárhoz és futtatásához a Qt keretrendszer 5.12 verziójára van
szükség. A keretrendszer grafikus felületű alkalmazások fejlesztésére szolgál. Mi-
vel ez alkalmas különböző platformokra való alkalmazás fejlesztésére, így megfele-
lő platformon való fordító segítségével programom azon a platformon is futtatható
lesz. Keretrendszeren kívül programomat külön nem kell telepíteni. Az elkészült kép
megjelenítéséhez egy .ppm képformátum megnyitására alkalmas képnézegető vagy
képszerkesztő program szükséges. Ilyen például az IrfanView vagy a GIMP.
2.3. A program használata
Egyszerűbb használat érdekében egy grafikus felhasználói felületet készítettem. A
felületen angol nyelvet használtam az idegen nyelvű felhasználók érdekében. A fe-
lületnek 3 fő része van:
1. A 3D tér beállításáért felelős Scene Settings
2. A futást befolyásoló lehetőségek a Render Settings-ben
3. A renderelés elindításához a Start gomb
A program minden induláskor létre hozza a output.ppm nevű fájlt, ha létezik,
akkor felülírja. Az előbbi okból kifolyólag érdemes, mindig átnevezni a fájlt, vagy a
program újbóli indítása előtt elmenti a legenerált képet.
2. ábra. A program fő ablaka
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2.3.1. Scene Settings
A Scene Settings részben a 3D tér módosítására van lehetőség. Erre 2 gomb segít-
ségével van lehetőség. A Walls gomb és az Objects gomb. Mindkettő megnyomása
után új ablakban tudjuk folytatni a színek beállítását.
2.3.1.1 Walls
Mint láthatjuk a Walls ablakban, felül a legördülő listából az aktuális falat tudjuk
kiválasztani (Front, Left, Right, Top, Bottom). Kiválasztás után a lenti mezők
automatikusan frissülnek az értékükkel. A Color és az Emission rész hasonlóan épül
fel. Mindkettő részben 3 szövegmezőben tudjuk megadni lebegőpontos számmal az
RGB színt illetve fénykibocsátást. Ezek a mezők szín esetén 0 és 1 között lehetnek
3 tizedes pontossággal, kibocsátás esetén 0 és 10 között. Az értékeket a nyilakkal
lehet módosítani, 0,001-enként vagy be gépelve lehet pontos értéket megadni. Hibás
input nem lehet megadni, nem fogadja el.
3. ábra. A program Walls ablaka
2.3.1.2 Objects
Az Objects ablak hasonlóan épül fel, mint a Walls ablak. A különbség annyi, hogy a
felső legördülő listában a két objektum közül lehet választani (First, Second), illetve
alatt kiegészült az ablak még egy legördülő listával, ahol az aktív objektum típusát
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lehet kiválasztani (Sphere, Cube, Cuboid). Ezeken kívül a Color és Emission rész
megegyezik a fent említett móddal.
4. ábra. A program Objects ablaka
2.3.2. Render Settings
A Render Settings részben a képalkotáshoz szükséges beállítások vannak. 4 be-
állítási lehetőség van. Első a name, ahol a fájlnevet lehet megadni. Két fontos
információ van ezzel kapcsolatban. Az egyik, hogy az alkalmazás PPM képformá-
tumban menti el a képet, így ha nem arra végződik a program, akkor automatikusan
hozzá fűzi a kiterjesztést. A másik, ha már létezik olyan nevű fájl, mint ami meg
van adva, akkor felül fogja írni a program. Második lehetőség a Sample Number.
Ezzel a fényút követés pixelenkénti minta számát szabályozzuk. A szám 1 és 231 − 1
között lehet. A harmadik opció a Depth, ami a fényút követés rekurzió mélysé-
gét adja meg. Végül a Resolution részben a generálandó kép felbontását tudjuk
megadni. A felbontást tetszőlegesen tudjuk megválasztani 1x1 és 16384x16384 kö-
zött.
2.3.3. Start
Ha megfelelően beállítottuk a fenti lehetőségeket, akkor a Start gomb megnyomá-
sával tudjuk elindítani a képalkotást. Ilyenkor a gomb letiltódik és a program nem
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engedi, hogy újabb renderelést indítsunk. Amint a kép megalkotásával elkészült és
elmentette a megfelelő fájlba, egy Message Box ugrik fel, ahol kiírja az indítástól el-
telt időt óra:perc:másodperc formátumban. Az OK gomb megnyomásával elfogadjuk
és bezáródik az alkalmazás. Új kép készítéséhez újra meg kell nyitni a programot.
5. ábra. Kép elkészülése után felugró ablak
6. ábra. Felhasználó esetek diagram
7
3. Fejlesztői dokumentáció
3.1. A globális illumináció problémája
3D terek realisztikus megvilágításának problémája a 3D grafika korai szakaszában
előkerült. Ennek a komplex feladatnak az egyik része indirekt megvilágítás, másné-
ven globális illumináció. Ezt a név nem egy algoritmust jelöl, hanem egy csoportot
amik, nem csak a fényforrásból származó sugár erősségét veszik figyelembe, hanem a
tér többi objektumáról visszaverődött sugarakat is. Globális illuminációnak veszik a
fénytörést, fényvisszaverődést és árnyékolást is, de gyakorlatban csak a diffuz vissza-
verődés szimulációját hívják globális illuminációnak. Az ilyen módon készült képek
sokkal valósághűbbek, viszont ennek az elérése érdekében sokkal számítás igénye-
sebbek. Ebből kifolyólag lassabb a generálásuk. Pontos globális illumináció elérése
valós időben, még a hardware fejlődése, és erre célra szolgáló speciális videókártyák
segítségével is közel lehetetlen, ezért valós idejű grafikában az árnyalási egyenlet
ezt a részét egy ambiens taggal szokták közelíteni. Fentebb említettem, hogy több
algoritmus létezik a megvalósítására, ilyenek például rekurzív sugárkövetés, fényút
követés, photon mapping, Metropolis light transport vagy a radiosity. Ezek alapvető-
en a diffúz visszaverődést valósítják meg, viszont többségük spekuláris visszaverődés
modellezésére is alkalmas. Ezek az algoritmusok numerikus módszerekkel közelítik
az árnyalási egyenletet, ami megadja, hogy a jelent egy adott pontját milyen fényin-
tenzitás éri. Mivel ez az egyenlet a pont körüli félgomb egészén van értelmezve, így
végtelen fényút lehetséges, ezért ez a gyakorlatban egy végtelen integrál lesz. Ennek
az integrálnak a közelítésre Monte-Carlo-módszer alapú algoritmust használok, ez a
fényút követés. [1]
3.2. A fényút követés módszere
A path tracing a fent említett árnyalási egyenletet Monte-Carlo-módszer segítségé-
vel közelíti. Ez egy olyan módszer, ami az integrál belső függvényét ismételi véletlen
mintával, hogy így kapja meg a numerikus eredményt. Maga a fényút követés algorit-
musa nem egy bonyolult algoritmus, könnyen értelmezhető. A jelenteben elhelyezett
kamerából minden képpont fele indítunk egy sugarat, megnézzük a 3D térben lévő
objektumokkal, hogy metszik a sugarat. Ha nem, akkor egyszerűen egy fekete szín-
nel térünk vissza. Ellenkező esetben, veszünk egy tetszőleges irányt a félgömbön,
ez lesz a visszavert sugarunk, majd kiszámoljuk a modellnek megfelelő BRDF függ-
vény értékét és az új sugár segítségével számoljuk a rekurzív tag értékét. A rekurzió
során megismételjük a metszés ellenőrzést és az új sugár indítását. Ha a rekurzió
egy előre definiált mélységig nem metszett fény forrást, terminálunk és fekete színnel
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térünk vissza. A sugarak indítását és a rekurziót többször megismételjük, majd az
így kapott értékeket átlagoljuk. Ez az átlag lesz a képpont színének végső értéke.
Az algoritmus véletlenszerűségéből kifolyólag az elkészült képen zaj fog megjelen-
ni. Ennek elkerülésének érdekében a mintaszámot kell növelni. Jelenttől függően,
körülbelül 100-200 mintaszámnál már kivehető lesz a kép, de elfogadható szinthez
akár 4000-5000 minta is kellhet. Persze animációnál és filmeknél semmilyen zaj se
fogadható el, így ilyen felhasználásnál akár 100 000 vagy nagyobb mintaszámmal
szoktak dolgozni. [2]
7. ábra. 4 mintával készült kép
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8. ábra. 16 mintával
9. ábra. 64 mintával
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10. ábra. 128 mintával
11. ábra. 512 mintával
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12. ábra. 1024 mintával
3.3. Árnyalási egyenlet
A valóságban mielőtt a szemünkbe ér egy fénysugár, többször visszaverődik a körü-
löttünk lévő tárgyakon. Ha valósághű képalkotást szeretnék végezni, hasonló módon
kell követnünk a fény sugarait. Ennek leírására lett megalkotva az árnyalási egyenlet.
Ez egy határozatlan integrál, ami megadja, hogy az adott pontot milyen módon és
milyen intenzitással hagyja el a fénysugár. Ez felírható egyetlen képlet segítségével:
Lo(x, ωo) = Le(x, ωo) +
∫
Ω
fr(x, ωi, ωo)Li(x, ωi)(ωi · n)dωi
Egy kis magyarázat az egyenlet megértéséhez:
1. Az x a pont térbeli helyzetét jelenti
2. Az ωo a kimenő fénysugár irányát adja meg
3. Az ωi a beérkező fény negatív irányát jelenti
4. n a felszín normál vektorját adja meg az adott pontban
5. Ω a n körüli félgömböt jelzi, ez az összes lehetséges ωi értéket tartalmazza
6. Az Lo(x, ωo) az x pontról, ωo irányban elhagyó fényintenzitást adja meg
7. Az Le(x, ωo) a kibocsájtott fényerősségét jelzi
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8. Az Li(x, ωi) a x pontba, ωi irányból beérkező fénysugárzást mutatja
9. Az fr(x, ωi, ωo) függvényt kétirányú visszaverődési eloszlás függvénynek hív-
ják, röviden BRDF, ami az ωi felől ωo felé az x pontban visszavert fény arányát
adja meg
10. Végül a ωi · n a szög általi gyengülési faktor
Realisztikus képszintézis esetén elkerülhetetlen, hogy ne kelljen megoldani. Ennek
egyik lehetséges megközelítése, hogy Monte-Carlo-módszert használjunk.[3]
3.4. Monte-Carlo-módszer
Ez a név nem csak egy algoritmust jelent, hanem általánosságban szokták az olyan
algoritmusokat Monte-Carlo-módszernek nevezni, amik valamilyen véletlen mintát
használnak az algoritmus elvégzéséhez, hogy számszerű eredményt kapjunk. Ilyen-
fajta módszereket nem számítógépes grafikánál használnak, hanem akár fizikai szi-
mulációknál, közgazdaságban és numerikus integráláshoz is. A programomban ezt
a módot fogom használni, hogy a fenti határozatlan integrált közelítsem. [4]
A nagy számok törvénye miatt, ezzel a módszerrel tudjuk közelíteni a várható érté-
ket.




ha Xi ∈ (X1, ..., Xn), azonos eloszlású független változók. [5] Ez a módszer az
árnyalási egyenletben hol játszik szerepet? A fenti integrált a x pontkörüli félgöm-
bön értelmezzük, ezen a tartományon vesszük az ωi irányt. Ennek az iránynak a
megválasztásához kell véletlen szám.
3.4.1. Mintavételezés
Ahhoz, hogy megkapjuk az ωi irányt, véletlen számokat kell alkalmazni. Véletlen
számok kiválasztásához megfelelő pszeudo-random generátor kell. Ilyen algoritmu-
sok (0, 1) közötti lebegő pontos számokat adnak, amiket majd az irány kiszámolá-
sához fogunk használni. Ennek a folyamatát lentebb fejtem ki részletesebben. A
programomban a C++ által biztosított std::uniform_real_distribution<> osz-
tályt fogom használni.
3.4.2. Módosított árnyalási egyenlet
Ha a fenti módszert alkalmazzuk az árnyalási egyenlet közelítésére két féleképpen
tudunk eljárni. Egyik módszer az, hogy pixelenként egy sugarat indítunk, de amikor
ez eltalál egy objektumot, a találati pontból n darab új sugarat indítunk. Ezzel az
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a gond, hogy exponenciálisan nő a sugarak száma, kiszámítása lassú lesz. A másik
módszer, amit én választottam, hogy egy képpont felé indított sugár egy tetszőleges
utat jár be, azaz minden visszaverődéskor, csak egy új sugár indul, viszont ebből
kifolyólag pixelenként, n darab, ha nem több, sugarat kell indítani, hogy az egyenlet
jó közelítése megtörténjen.
Így a Monte-Carlo-módszer által módosított árnyalási egyenlet így néz ki:
Lo(x, ωo) = Le(x, ωo) + 1n
∑n
i=1
(x, ωi, ωo)Li(x, ωi)(ωi · n)
p(ωi)
Ahol, p(ωi), az ωi valószínűségét jelzi. [6]
3.5. A program felépítése
A szoftvert a grafikus felület érdekében Modell-Nézet architektúrában készítettem
el. Ez a két rész a MainWindow osztály és tracerModel osztály.
13. ábra. A program felépítése
3.5.1. MainWindow
A MainWindow osztály a program architektúrájának nézet részét valósítja meg. Az
osztályt a Qt előre definiált QWidget osztályából származtatok. Az örökölt tago-
kon kívül kiegészítettem a QPushButton, QLabel, QLineEdit, illetve QGroupBox-kat
használok a Scene Settings és a Render Settings részhez. Az ablakban való
elhelyezését QVBoxLayout és QHBoxLayout-ok segítségével helyeztem el. A futási
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idő mérésére használt timer adattagot is helyeztem el. Ehhez a QElapsedTimer
osztályt használtam. A falak és objektumok beállítására új ablakot hoztam lét-
re, ezek a wallsWindow és az objectsWindow osztályokban implementáltam. A
modell elérését egy tracerModel pointeren keresztül biztosítom. Az ablakban elhe-
lyezett vezérlőkhöz eseménykezelőket készítettem és kötötem össze a megfelelő adat-
taggal. A gomb kattintásokat a startButtonCliked(), wallsButtonClicked()
és a objectsButtonClicked() eseménykezelők vezérlik. Az első beállítja a jele-
netet, letiltja a gombot, majd az időzítő elindítása után meghívja a tracerModel
futtatás függvényét, ezzel kezdve renderelést. Az másik kettő vezérlő lenyomá-
sa után megnyitja a megfelelő ablakokat. A beviteli mezőkért felelős vezérlők a
fileNameChanged(), ami a megadott fájl nevét módosítja, alapesetben output.ppm
a fájl neve. A depthChanged() a rekurzió mélységét szabályozza, a sampleChanged()
pedig a minta vételezés számát. A felbontás szélesség és magasság beállítására közös
vezérlőt implementáltam, ami a resolutionChanged(), ez akármelyik változtatása
esetén meghívódik és megváltoztatja a felbontást a modellben. Az utolsó vezérlő




14. ábra. A nézet osztály diagramjai
3.5.1.1 wallsWindow és objectsWindow
A wallsWindow és a objectsWindow osztály felépítése nagyon hasonló. Mind-
kettő a QWidget osztályból származik, az ablakhoz a MainWindow-hoz hasonlóan
QPushButton, QLabel, QDoubleSpinBox, QGroupBox-okat használok, de ezek mel-
lett kiegészítettem QComboBox segítségével legördülő listákkal. Ezek mellett több
QList adattagot is elhelyeztem, ami a színeket és a pozíciók tárolásáért felelnek.
objectsWindow esetén még jelen van egy QList ami az objektumok típusát adja
meg. Mind a két osztályban biztosítok lehetőséget az értékek lekérdezésére. Három
közös eseményvezérlőjük van, a indexChanged(), ami az aktuális objektum kiválasz-
tásáért felelős legördülő listát vezérli. Másik elem választása esetén, frissíti a nézetet
az aktuális értékkel. A második a colorChanged(), ami a szöveg beviteli mezőkért
felel, új szám esetén leellenőrzi, hogy helyes-e az új szám, és elmenti a megfelelő
helyre. A harmadik a saveButtonClick() a mentés gomb megnyomása után be-
zárja az ablakot. Az objectsWindow-nak még van egy vezérlője, a typeChanged(),
ami az objektum típus változtatása esetén frissíti a listában tárolt értéket.
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15. ábra. A nézet osztály diagramjai
3.5.2. tracerModel
Az alkalmazásomban a modell szerepét a tracerModel osztály valósítja meg. Az
adattagok között szerepel a camera, ami a kamera információért és a sugarak indítá-
sáért felelős. A scene, ami segítségével leírjuk a 3D teret. Illetve a writer osztály,
ami segítségével a renderelés végén elmentjük PPM képformátumú fájlba a kész ké-
pet. Ezek mellett itt tárolom el a mintaszámot is a sampleNum változóban Egy
2D QVector-t használok a képpontok értékeinek tárolására, és egy külön QVector-
t hoztam létre az objektumok anyag tualjdonságaihoz. A MainWindow osztályhoz
tartozó interfészhez tartozik a setSample(uint32 n) metódus, amivel új minta-
szám állítódik be. A setName(QString f_name), amivel a fájlnevet állítjuk be. A
setDepth(uint32 d) aminek segítségével a scene osztályban frissítjük a rekurzió
maximum mélységét. Végül a setResolution(int width, int height) segítségé-
vel módosítjuk a picture 2D vectort, illetve módosítja a kamera felbontását is. Eze-
ken kívül az addObject(object_type t, QVector<double> info, QVector<double> pos)
függvénnyel tudunk új objektumot hozzá adni. A run() függvény meghívásával in-
dul el a renderelés. Ez a függvény tartalmazza a sugarak pixelenkénti megalkotását,
a mintaszámszoros megismétlését és az eredmények átlagolását. A nézet biztosítja,
hogy ez csak akkor történik meg, ha minden be lett állítva. A renderelés végén a mo-
del a done() jelet küld a nézetnek, hogy a képalkotás megtörtént. A tracerModel
részeként említett camera, scene és writer osztályok felépítése az Implementációs
részben történik meg.
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16. ábra. A tracerModel osztály diagramja
3.6. Implementáció
Mivel a globális illumináció megvalósításához a fenti módosított árnyalási egyenletet
kell megoldani, közelíteni. A tracerModel fejezetnél említett scene osztály trace()
függvényével történik. Ahhoz, hogy ez lehetséges legyen, szükségünk van szín, sugár
és anyag modellezésére alkalmas modulra. Ezek részletes bemutása történik ebben
a fejezetben.
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17. ábra. Osztálykapcsolati diagram
3.6.1. vector osztály
A vector osztály a program fő felépítőeleme. Ezt az osztályt használom a 3D tér
leírására, színhez, az irány megadásához. Ez egy 3 dimenziós vektort valósít meg.
A könnyebb kezelhetőség érdekében az adattagokat, x, y, z, publikussá tettem. Az
alapvető vektor műveletek operátor túltöltéssel oldottam. Szorzás esetén lehetőség
van valós számmal és vektorral szorozni. Ezek mellett a vektoriális szorzat, skaláris
szorzat és normalizálás műveletét is biztosítom. Az egyszerűbb fájl mentés érdeké-
ben itt elhelyztem egy toInt() függvényt ami a lebegőpontos ábrázolásból egész
számmá alakítja.
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18. ábra. A vector osztály diagramja
3.6.2. ray osztály
A ray egy egyszerű osztály. Mivel a sugár egy kiindulási pont és egy irány segítsé-
gével írható le, az osztály ezeket az adatokat tartalmazza. A sugár egyenlete:
p(t) = p0 + tv
Metszés vizsgálat során a fent említett t számot keressük. [7]
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19. ábra. A ray struktúra diagramja
3.6.3. material osztály
A material osztály az anyag leírásáért felel. Alapvetően ideális matt, Lambertian
felületet implementál. Ehhez 2 vektort használ, egyet a szín tárolásához és egyet a
fénykibocsátáshoz. Alap esteben a típus diffuse, de fényforrás esetén ez az emit-
ter értéket veszi fel. Ezeket az értékeket az anyag létrehozásánál kell megadni,
később változtatni nem lehet. Lekérdezésükre a GetType(), GetEmission(), és a
GetDiff() függvények használható. Az árnyalási egyenletben említett BRDF függ-
vény megvalósítása itt történik. Jelen esetben a BRDF diffuse anyagot valósít meg
így a függvény így fog kinézni:
ID = L · N C IL
Ahol, az ID a visszavert fény erősségét, az L a normalizált irány vektorját, az N
felület normál vektorát adja meg. A C a felület színét, pedig az IL pedig a beérkező
fény erősségét. [8]
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20. ábra. A material osztály diagramja
3.6.4. triangle osztály
A triangle osztály a háromszögöt implementálja. Ezt 3 ponttal teszi meg, illetve
a pontok által megszabott háromszög normál vektorját. Ezek mellett a háromszög
színeit, egy material osztályra mutató pointer segítségével. Az osztályban lévő
intersect(ray r) metódus, a háromszög és sugár metszés pontjának kiszolgálásá-
ra szolgál. Ezt úgy tesz meg, hogy először megnézi, hogy a háromszög síkjának és a
sugárnak hol a metszéspontja, erről részletesebben a következő fejezetben. Nevezzük
ezt a pontot p-nek. Ez után megnézzük, hogy a p pont benne van-e a háromszög-
ben, hogy felírjuk λ1, λ2 és λ3 segítségével. Így:
p = λ1a + λ2b + λ3c
fog kinézni. Ez a pont akkor, és csak akkor van háromszögön belül, ha
0 ≤ λ1 , λ2 , λ3 ≤ 1
Ha visszahelyettesítjük az egyenletben a háromszög pontjait, akkor fel tudjuk írni p
koordinátáit:
x = λ1ax + λ2bx + λ3cx
y = λ1ay + λ2by + λ3cy
z = λ1az + λ2bz + λ3cz
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Mivel a λ1 + λ2 + λ3 = 1 így λ3 = 1 − λ1 − λ2
Hogy gyorsabban számoljunk a fentinek egy síkra vett vetületét. A vetület elérés-
hez hagyjuk el az egyik egyenletet. Majd helyettesítsünk vissza λ3 helyére a fenti




(by − cy)(z − cz) − (bz − cz)(y − cy)
(az − cz)(by − cy) − (bz − cz)(ay − cy)
λ2 =
−(ay − cy)(x − cz) + (az − cz)(y − cy)
(az − cz)(by − cy) − (bz − cz)(ay − cy)
y tengelyre nézve:
λ1 =
(bz − cz)(x − cx) − (bx − cx)(z − cz)
(az − cz)(bz − cz) − (bx − cx)(az − cz)
λ2 =
−(az − cz)(x − cx) + (ax − cx)(z − cz)
(az − cz)(bz − cz) − (bx − cx)(az − cz)
z tengelyre nézve:
λ1 =
(by − cy)(x − cx) − (bx − cx)(y − cy)
(ax − cx)(by − cy) − (bx − cx)(ay − cy)
λ2 =
−(ay − cy)(x − cx) + (ax − cx)(y − cy)
(ax − cx)(by − cy) − (bx − cx)(ay − cy)
Ha a fenti módon kiszámolt három λ érték 0 és 1 között van, a p pont a háromszögön
belül van. [7]
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21. ábra. A triangle osztály diagramja
3.6.5. object osztályszerkezet
Nagyobb objektumok leírására létrehoztam a object ősosztályt. Erre azért volt
szükség, hogy jelent leírása egyszerűbb legyen, illetve az osztály tartalmazza a
CalcIntersetcion(ray r) metódust, ami az adott objektum metszését végzi el.
Az ősosztályból három osztály származtatok. Ezek a sphere, a shape és a plane
osztályok.
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22. ábra. A object ősosztály diagramja
3.6.5.1 sphere
Nevéből következtethető, hogy a gömb objektum típus megvalósítására alkalmas.
Rendelkezik az származtatott pozícióval, pos, és sugárral, radius. A sugár és a
gömb metszésének vizsgálatát a CalcIntersetcion(ray r) végzi. Ennek a folya-
mat a következő: A gömb egyenlete skaláris szorzattal:
〈p − pos, p − pos〉 − r2 = 0
Ha p helyére visszahelyettesítjük a sugár egyenletét, majd kifejtjük, egy másodfokú
egyenletet kapunk t-re:
t2〈v, v〉 + 2t〈v, p0 − c〉 + 〈p0 − c, p0 − c〉 − r
2 = 0
A másodfokú megoldó képlet segítségével a diszkriminánst vizsgáljuk:
D = (2〈v, p0 − c〉)
2 − 4〈v, v〉(〈p0 − c, p0 − c〉 − r
2)
1. Ha D > 0: a sugár metszi a gömböt, két megoldás közül a kisebbet kell venni,
mert az a közelebbi metszéspont
2. Ha D = 0: egy megoldás van, ilyenkor a sugár érinti a gömböt
3. Ha D < 0: nincs megoldás, a sugár nem metszi
[7]
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23. ábra. A sphere osztály diagramja
3.6.5.2 shape
A shape osztály a 3D grafikában jelenlévő háromszögekből felépült objektumok tá-
rolására alkalmas. A háromszögeket std::vector segítségével tárolja. Ennek a
származtatott osztály CalcIntersetcion(ray r) függvénye végig iterál az előbb
említett tömbön és a háromszög metszéspontjain minimumkeresést végez. A há-
romszög és a sugár metszését a triangle osztály implementációjánál mutattam be.
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24. ábra. A shpae osztálydiagramja
3.6.5.3 plane
A plane osztály a sík reprezentálásara szolgál. Ezt normál vektoros módon teszi, így
adattagjai között egy pont, pos, és a sík normálvektora található meg, norm. Maga
a CalcIntersetcion(rayr r) metódus folyamatleírásához tudnunk kell a normál
vektoros sík egyenletét:
〈norm, q − pos〉 = 0
Ahol q alatt a sík minden pontját értjük. Ennek helyére behelyettesítve a sugár
egyenletét:
〈norm, p0〉 + t〈norm, v〉 − 〈norm, pos〉 = 0
formát kapjuk. Átrendezve t-re:
t =
〈n, pos − p0〉
〈norm, v〉
ha 〈norm, v〉 6= 0. Ha t > 0, akkor a sugár metszi a síkot.
Abban az esetben, ha 〈norm, v〉 = 0, akkor a sugár párhuzamosan, vagy a síkon
fut, így nincs metszéspontjuk. [7]
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25. ábra. A plane osztálydiagramja
3.6.5.4 intersection_info
Mivel a fent kifejtett metszés vizsgálat sikeressége után, nem csak a t értéket kell
visszaadni, hanem felület normálvektorát, és anyag modelljét is, ezért a könyebb ke-
zelhetőség érdekében létrehoztam az intersection_info adatstruktúrát. Az egyes
objektumok ezzel a típussal térnek vissza.
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26. ábra. A intersection_info felépítése
3.6.6. scene osztály
A scene osztály egy egyszerű, de fontos szerepet betöltő része a programnak. Ez az
osztály felelős a jelentben lévő objektumok tárolásáért és egy adott sugár követésért.
Két adattagja van az osztálynak, első a objects, ami egy c++-beli std::vector
tömb. Ehhez a tömbhöz adódik hozzá mindegyik objektum az addObjects(object* o)
metódus segítségével. A másik adattag a maxDepth, ami a rekurzió mélységét sza-
bályozza. Ennek beállítására adtam hozzá a setDepth(uint32 d) metódust. Maga
fényút követés a trace(ray r, uint32 depth) meghívásával kezdődik.
27. ábra. A scene osztálydiagramja
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A trace függvény egy rekurzív megvalósítása egy sugár követésének. Első lépés-
ként megnézi az listában lévő objektumok közül melyiket metszi a sugár, a metszett
tárgyak közül kiválasztja a legközelebbit. Majd a metszéspontból kiindulva, egy
tetszőleges irányba új sugarat indít. Ezt a GetReflectedRay(...) használatával
teszi meg. A Monte-Carlo-módszer mintavételezése is ekkor történik. Végül kiér-
tékeli az aktuális felszín BRDF-ét, meghívja a rekurzív rész az új sugárral, majd
összeszorozza a kiszámolt értékeket és vissza tér aktuális színnel. Háromféleképpen
tud terminálni a rekurzió:
1. A rekurzió elérte a maximális mélységet
2. A sugár nem talált el semmilyen objektumot
3. A sugár fényforráshoz ér
Első kettő esetben a fekete színnek megfelelő értéket adja vissza, utóbbiban pedig a
fényforrás erősségét.
3.6.7. camera osztály
A camera osztály, a nevéből eredendően a kamera szerepét tölti be a jelentben. Az
algoritmus szempontjából ez, azaz objektum amiből a sugarakat indítjuk, és aminek
a szemszögéből látjuk a jelenetet az elkészült képen. A kamerát három vector segít-
ségével tudjuk leírni, a pos, ami a kamera helyét adja meg a 3D térben, a at, ami
azt a pontot határozza meg amire néz. Illetve az up vektor, ami a világ koordináta
rendszer felfelé mutató irányát adja meg. A három vektor mellett a sikeres sugár-
indításhoz, még szükségünk a vászon méretére, azaz a kép felbontására. Ha ezek
az értékekkel rendelkezünk, akkor első lépésben megalkotjuk a kamera jobbkezes
koordináta rendszerét. Ennek a folyamata:
A kamera a -Z irányába nézzen
w = pos − at
| pos − at |
Majd az X tengely legyen merőleges a w és up vektorokra
u = up × w
| up × w |
Végül az Y tengely legyen merőleges az elkészült u és w vektorokra is
v = w × u
[7] Miután megalkottuk a koordinátarendszert, a kamera alkalamas sugarak indítá-
sára. Implementációmban sokszor használt értékeket, width_half, height_half és
aspect_ratio előre kiszámoltam, így sugarak számolásánál ezt az előre felhasznált
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értéket tudom használni. Egy sugár indításához a generateRay(int i, int j)
függvényt kell meghívni, ami paraméterül a képpont két indexét várja.
Jelenleg a pixelek koordinátái [(0, 0), (w, h)] között mozognak, ahhoz, hogy ez a su-
gár sikeresen mozogjon a 3D térben át kell transzformálni a [(−1, −1), (1, 1)]-be. A
folyamat úgy zajlik, hogy a kapott indexet eltoljuk mind a két tengelyen 0.5-tel,
azaz a pixel közepére toljuk. Majd leosztjuk a megfelelő értékeket a szélesség, ma-
gasság érétékkel,ezzel elértük, hogy a vászon [(0, 0), (1, 1)] között legyen. Ezután az
így kapott számpáros kétszeresét kell venni és kivonni mindkét koordinátából egyet.
Ezzel sikeresen [(−1, −1), (1, 1)] közé transzformáltuk a vásznat, de így feltételezhe-
tően nem négyzet alakúak a pixelek. Ahhoz, hogy ezt kijavítsuk, a fent kiszámolt
aspect_ratio értékkel meg szorozzuk az x értéket. Végül mindkét értéket megszo-
rozzuk a vetítővászon méretével. [9] Matematikailag így néz ki:
α = tan(π4 ) ·
i − width_half
width_half
β = tan(π4 ) ·
height_half − j
height_half
Az α, β, u, v és w segítségével megalkotjuk a sugár kiindulási pontját:
p(i, j) = pos + (αu + βv − w)
A sugár irányvektora pedig:
v =
p(i, j) − pos
| p(i, j) − pos |
Végül a függvény létrehozza a ray típusú objektumot, fenti módon kiszámolt vek-
torokkal. [7]
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28. ábra. A camera osztálydiagramja
3.6.8. writer osztály
A writer osztály a program futásának végén játszik szerepet. Ez a modul a PPM
képformátumú fájl létrehozásáért felelős. A PPM egy tömörítetlen kép, ami szöveges
állományként tárolja a pixelek értéket. Egy számhármas adja meg egy pixel színét.
A kiírás a write() függvénnyel történik, ami paraméterül a kész 2D vektort kapja.
Mentés során a vector osztály toInt() függvényének segítségével konvertálja át a
lebegőpontos számokat egész számokká. [10]
33
29. ábra. A writer osztálydiagramja
3.6.9. math modul
A math névtér, annak érdekében jöttlétre, hogy egy helyen legyenek azok a függvé-
nyek, amik nem lennének részesei egy osztálynak sem, de az algoritmus helyes műkö-
déséhez szükség van rájuk. Ez a függvény a GetReflectedRay(vector pos, double z, double n,
Ez a metszéspont körüli félgömbön egy tetszőleges irányt ad meg. Ehhez két [0, 1]
közöttivalós számot, a metszéspont helyét, és a felület normálvektorát kapja para-
méterül. Ahhoz hogy a mintavételezés helyesen működjön, a félgömbön lévő véletlen
irányokat egyenletes eloszlásúan kell kiválasztani. Első lépésben két véletlen számot





Az így elkészült vektort még át kell forgatnunk a normálvektor irányába. Ezt a lenti
képlet segítségével tudjuk megoldani.
v = d − norm ∗ d · norm + | norm ∗ d · norm |
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Ahol, v az félgömbön lévő irányvektor, d a gömbön vett tetszőleges irány, norm
pedig a normál vektor
3.7. Tesztelés
A szoftver tesztelését két szempont alapján választottam szét. Végfelhasználói tesz-
tesetek, és unite tesztesetek. A modell egyes részeinek helyes működését a végfel-
használó tesztesetek eredményéből lehet következtetni.
3.7.1. Végfelhasználói tesztesetek
Teszteset Elvárt hatás
1. Walls gomb megnyomása Walls ablak megnyílik
2. Objects gombra kattintás Objects ablak megnyílik
3a. Fájlnév változtatás helyes input Helyes input megjelenik
és megváltozik a Output
fájl neve
3b. Fájlnév hibás input esetén Hibás inputot nem fogad
el
4a. Mintaszám helyes input esetén Megjelenik az új szám, és
megváltozik a modellben
az érték
4b. Mintaszám hibás input Nem fogadja el az inpu-
tot
5a. Mélység beállítása helyes Megváltozik a rekurzió
mélysége
5b. Mélység beállítása hibás Nem fogadja el
6a. Felbontás helyes méret Átíródik a felbontás
6b. Felbontás hibás input Nem fogadja el az inpu-
tot
7. Start gomb megnyomása Elindul a renderelés,
majd kiíródik a kép
8. Walls ablak, legördülő menü változta-
tása
Megváltozik a menü ér-
téke, és betöltődik az új
színérték
9a. Walls ablak, szín érték változtatása
helyes szám esetén
Frissül az érték
9b. Walls ablak, szín érték hibás input Nem fogadja el
10. Walls ablak, Save gombra kattintás Bezáródik az ablak
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11. Objects ablak, objektum választása Megváltozik a kiválasz-
tott objektum, és betöl-
tődik az információi








13b. Objects ablak, hibás szín érték Hibás inputot nem fogad-
ja el
14. Objects ablak, Save gomb megnyomá-
sa
Bezáródik az ablak
A végfelhasználói tesztesetekhez vettem a writer osztály tesztelését, mivel csak a
fájl megnyitása és a színek kiírása a feladata, ha program futása után megjelenik
a kép és nem tartalmaz feltűnő rendellenességet, a fájl mentése helyesen működik.
Hasonló elven ellenőriztem a camera osztályt is. Ha az elkészült kép az általam meg-
adott objektumokat tartalmazza, feltételezhető, hogy a sugárgenerálás jól működik.
Ezen tesztek során, ha nem a nekem megfelelő színek jelentek meg az elkészült képen,
a scene osztály trace(...) tesztelődik és esetleges hibája is kiderül.
3.7.2. Unit tesztek
A metszés vizsgálatot végző függvények teszteléséhez Unit tesztet készítettem. Ezek
a triangle, sphere, plane osztályok. A tesztek esetek lehetséges bementi értékek
megállapítására ekvivalencia osztályokat alkalmaztam, majd az így keletkezett osz-
tályokból vett értékek segítségével írtam meg a teszteket. Mivel az ekvivalencia
osztályok definícójából következik, hogy az osztály minden eleme esetén ugyanúgy
működik az algoritmus, így egy érték helyes működése során feltételezhetjük, hogy
az osztály minden elemére jól működik. A Unit teszthez új projektet hoztam létre,
és a Qt keretrendszer által biztosított Unit teszt könyvtárat használtam.
3.7.2.1 Sphere teszt
A gömb vizsgálatára három ekvivalnncia osztály állapítottam meg:
1. A sugár metszi a gömböt
2. A sugár nem metszi a gömböt
3. A gömb a sugár mögött van
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Mind a három lehetséges teszt során elhelyeztem a (0, 0, 0) pontban, egy 2 sugarú
gömböt, a sugarat pedig a (0, 0, 3) pontból indítottam. Így a tesztek során inputként
elég csak a sugár irányvektorát venni.
1. teszt Input: v := (0, 0, -1)
Output: Biztos metszi.
2. teszt Input: v := (0.7071, 0, -0.7071)
Output: A sugár át halad a (3, 0, 0) potnon így nem metszi a gömböt.
3. teszt Input: v := (0, 0, 1)
Output: A sugár metszi a gömböt, de mivel a kiindulási pont mögött helyezkedik
el, nem fogadjuk el a metszést.
3.7.2.2 Triangle teszt
A háromszög ekvivalencia osztályai:
1. A sugár metszi a háromszög síkját és a pont belül van
2. A sugár metszi a háromszög síkját és a pont kívül van
3. A sugár nem metszi a háromszög síkját
4. A háromszög a sugár kiindulási pontja mögött van
A háromszögek tesztelésénél a jelenet, a (0, 0, 0), (0, 1, 0), és (1, 0, 0) pontok által
leírt háromszögből áll. Sugár a (0, 0, 1) pontból indul.
1. teszt Input: A sugár irányvektorát, úgy konstruáltam meg, hogy a (0.25,
0.25, 0) ponton áthaladjon. Ez a pont biztos a háromszögön belül van. Az így
keletkezett v := (0.25, 0.25, -1).
Output: Eltalálta a síkot és benne van a háromszögben a pont.
2. teszt Input: v := (1, 1, -1), ami az alakzat felett található.
Output: Eltalálja a síkot, de kívül esik a háromszögön.
3. teszt Input: v := (1, 0, 0)
Output: Mivel a a v merőleges a sík normálvektorára, azaz párhuzamos a síkkal,
nem találja el azt.
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4. teszt Input: v := (-0.5, -0.5, 1)
Output: Ebben az esetben a sugár elfele halad a háromszögtől, azaz mögötte van.
Nem fogadható el az input.
3.7.2.3 Plane teszt
Végül a sík tesztjeinek ekvivalencia osztályai:
1. A síkot metszi a sugár
2. A síkot nem metszi a sugár
3. A sík a kiindulási pont mögött helyezkedik el
Jelen esetben a síkot a (0, 0, 0) pont és a(0, 0, 1) normál vektor segítségével adtam
meg. A sugár (0, 0, 1) pontból indul.
1. teszt Input: v := (0, 0, -1)
Output: Metszi a síkot.
2. teszt Input: v := (1, 0, 0)
Output: Mivel merőleges a normálvektorra, nem metszi a síkot.
3. teszt Input: v := (0, 0, 1)
Output: A v vektor megegyezik a sík normálvektorával, így metszi azt, de egyben
a indulási pont mögött helyezkedik el, ezért elutasítjuk ezt az esetet.
3.8. Továbbfejlesztési lehetőségek
A program a kitűzött feladatot elvégzi, de további fejlesztésekre van lehetőség. Ilyen
például a különböző objektumok beolvasásának lehetősége. Ezzel együtt a beol-
vasás és a writer osztály akár egy Perzisztencia réteget tudna alkotni. Esetleg
spekuláris anyag modell implementálást. A mintavételezés szempontjából különbö-




A dolgozat során említett témákat megoldottam. Leimplementáltam a fényút követő
algoritmust, az ehhez szükséges osztályokat és típusokat. Kezdve az egyszerű vector
osztállyal, ami lényegében az egész program szíve. Ezután a ráépülő ray típussal,
ami nélkül nincs algoritmus. Majd a komplex objektumokhoz szükséges triangle
osztállyal. Később a különböző objektumok bemutatásához szükséges object osz-
tályszerkezetet. Ezután az objektumokat összefogó, a 3D teret leíró scene osztályt.
A path tracer futtatásához szükséges modellt. Még GUI-t is készítettem hozzá, bár
nem vagyok UI designer, de úgy gondolom a program bemutatásához elegendő. Vol-
ta mikor nehézségekbe ütköztem, például a metszések implementálásánál, a sugár
indításánál, de sikerült megértenem és kijavítani a hibát. Míg a programot fejlesz-
tettem megismerkedtem 3D grafika főbb irányaival, problémáival. Utánajártam a
témáknak. Úgy gondolom, hogy a dolgozat bemutatja a témában elért tudásomat,
amivel akár el tudok indulni ezen a területen. Egy olyan szoftvert fejlesztettem,
aminek során felhasználtam az egyetemi éveim során tanult információkat, a ta-
nult szoftverarchitektúrákat, UML diagramkészítést. A C++ nyelv sajátosságait.
A szoftverfejlesztés kevésbé kedvelt, de fontos lépését, a tesztelést. Szerintem tanul-
mányaim ennek a szakaszának megfelelő lezárása.
30. ábra. Program által generált minta kép
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