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Diplomsko delo obravnava konfiguracijo in uporabo tako imenovanih pametnih MEMS 
zaznaval na področju merjenja nihanj. V diplomskem delu je predstavljen postopek 
nadgradnje MEMS pospeškomera ADXL, s pomočjo Adafruit Feather HUZAHH ESP8266 
mikrokrmilnika. Prav tako je opisan celoten postopek pisanja programske kode, ki omogoča 
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The diploma discusses a smart MEMS acceleration sensor for monitoring of dynamic 
processes. Initially, upgrading the MEMS sensor with ESP8266 microcontroller and the 
description of software code that enables the communication between the sensor and the 
user, is presented. Furthermore, a user interface is developed for interacting with the smart 
accelerometer and for data visualisation. 
  
 xii 
 
 
 xiii 
Kazalo 
 
Kazalo slik ...................................................................................................................... xv 
Kazalo preglednic ........................................................................................................ xvii 
Kazalo kod ..................................................................................................................... xix 
Seznam uporabljenih simbolov ................................................................................... xxi 
Seznam uporabljenih okrajšav .................................................................................. xxiii 
1. Uvod .............................................................................................. 1 
1.1. Ozadje problema ............................................................................................. 1 
1.2. Cilji .................................................................................................................... 1 
2. Teoretične osnove ........................................................................ 3 
2.1. Mehanska nihanja ........................................................................................... 3 
2.1.1. Delitev nihanj .................................................................................................... 3 
2.1.2. Merjenje mehanskih nihanj ............................................................................... 4 
2.2. Merilni sistem ................................................................................................... 5 
2.2.1. MEMS tehnologija ............................................................................................ 5 
2.2.2. Mikrokrmilniki ................................................................................................. 7 
2.3. Programska oprema ...................................................................................... 12 
2.3.1. TCP protokol .................................................................................................. 12 
2.3.2. Arduino IDE ................................................................................................... 14 
2.3.3. Python 3 .......................................................................................................... 17 
2.3.4. Uporabniški vmesnik – PyQt .......................................................................... 18 
2.3.5. Repozitorij kode GitHub ................................................................................. 18 
3. Metodologija raziskave ............................................................. 21 
3.1. Merilna postaja .............................................................................................. 21 
3.1.1. Povezava elementov ....................................................................................... 22 
3.2. Obdelava podatkov ........................................................................................ 24 
3.2.1. Zajem podatkov .............................................................................................. 24 
3.2.2. Python koda .................................................................................................... 29 
3.3. Uporabniški vmesnik ..................................................................................... 32 
 xiv 
4. Rezultati in diskusija ................................................................ 39 
4.1. Komunikacija z uporabnikom ..................................................................... 39 
4.2. Vzorčna meritev ............................................................................................ 41 
5. Zaključki .................................................................................... 43 
6. Literatura .................................................................................. 45 
 xv 
Kazalo slik 
Slika 2.1: Primer preprostega pospeškomera. [4]............................................................................... 4 
Slika 2.2: Primer sestave MEMS pospeškomera................................................................................ 6 
Slika 2.3: Pospeškomer ADXL326EB [7]. ........................................................................................ 6 
Slika 2.4: Priključki pospeškomera [7]. ............................................................................................. 7 
Slika 2.5: Osnovna postavitev mikrokrmilnika [8]. ........................................................................... 9 
Slika 2.6: ESP8266 [12]. .................................................................................................................... 9 
Slika 2.7: Platforma Adafruit Feather HUZZAH [14]. .................................................................... 10 
Slika 2.8: Pretvorba analognega v digitalni signal [18]. .................................................................. 11 
Slika 2.9: Postavitev priključkov na platformi Feather Huzzah [15]. .............................................. 12 
Slika 2.10: Primerjava OSI in TCP/IP modelov [19]. ...................................................................... 13 
Slika 2.11: Nova skica v programu Arduino IDE. ........................................................................... 15 
Slika 2.12: Prikaz izmerjenih vrednosti v serijskem vmesniku. ....................................................... 16 
Slika 2.13: Jupyter notebook [28]. ................................................................................................... 18 
Slika 3.1: Merilna postaja................................................................................................................. 21 
Slika 3.2:Vezje merilnega sistema. .................................................................................................. 22 
Slika 3.3: Delilnik napetosti. ............................................................................................................ 23 
Slika 4.1: Uporabniški vmesnik. ...................................................................................................... 40 
Slika 4.2: Prikaz gumba za izhod iz uporabniškega vmesnika. ........................................................ 41 
Slika 4.3: Vzorčna meritev. .............................................................................................................. 41 
 
 
 
  
 xvi 
 
 
 xvii 
Kazalo preglednic 
Preglednica 2.1:Enote mikrokrmilnika. ............................................................................................. 8 
 
 
 
 
  
 xviii 
 
 
 xix 
Kazalo kod 
Koda 3.1: Del kode z definicijo spremenljivk. ................................................................................. 24 
Koda 3.2: Del kode, ki omogoča vzpostavljanje povezave [31]. ..................................................... 25 
Koda 3.3: Funkcija setup(). ............................................................................................................. 26 
Koda 3.4: Sporočilo ob vzpostavljeni povezavi. .............................................................................. 27 
Koda 3.5: Prvi del funkcije loop(). .................................................................................................. 27 
Koda 3.6: Drugi del funkcije loop(). ................................................................................................ 28 
Koda 3.7: Uvoz knjižnic v PyCharm. .............................................................................................. 29 
Koda 3.8: Definiranje funkcije Povezava() [36]. ....................................................................... 30 
Koda 3.9: Definiranje funkcije Meritve(). ................................................................................. 31 
Koda 3.10: Uvoz knjižnic v uporabniškem vmesniku [26]. ............................................................. 33 
Koda 3.11: Definiranje razreda. ....................................................................................................... 33 
Koda 3.12: Definiranje metode init_central_widget. ......................................................... 34 
Koda 3.13: Definicija metod get_figure in init_menus. ..................................................... 35 
Koda 3.14: Metoda init_actions. ............................................................................................ 35 
Koda 3.15: Definiranje metode close_app. ................................................................................. 36 
Koda 3.16: Metoda animate_figure. ....................................................................................... 37 
 
  
 xx 
 
 
 xxi 
Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
a m s-2 pospešek 
F N sila 
k N m-1 Koeficient togosti vzmeti 
R Ω upornost 
t s čas 
U V napetost 
∆x m Pomik v smeri x 
 
  
 xxii 
 
 
 xxiii 
Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
ADC analogno/digitalni pretvornik (ang. Analog to Digital Converter) 
GPIO večnamenski vhodni in izhodni priključki (ang. General Purpose 
Input/Output) 
GUI Grafični uporabniški vmesnik (ang. Graphic User Interface) 
HTTP Glavna metoda za prenos informacij na spletu(ang. HyperText 
Transfer Protocol) 
IDE integrirano razvojno okolje (ang. Integrated Development 
Environment) 
IP internetni protokol (ang. Internet Protocol) 
LADISK Laboratorij za dinamiko strojev in konstrukcij 
LED svetleča dioda (ang. Light Emitting Diode) 
MEMS Mikro elektro-mehanski sistem (ang. Micro Electro-Mechanical 
System) 
SQL Strukturirani povpraševalni jezik za delo s podatkovnimi bazami 
(ang. Structured Query Language) 
TCP Protokol za nadzor prenosa podatkov (ang. Transmission Control 
Protocol) 
UI Uporabniški vmesnik (ang. User Interface) 
USB univerzalno serijsko vodilo (ang. Universal Serial Bus) 
V/I Vhodno/Izhodni priključki (ang. I/O; Input/Output pins) 
Wi-Fi sinonim za brezžično lokalno omrežje 
WLAN brezžično lokalno omrežje (ang. Wireless Local Area Network) 
  
  
  
  
  
 
 
  
 xxiv 
 
 
 1 
1. Uvod 
1.1. Ozadje problema 
V preteklosti se je zaradi želje po večji mobilnosti večkrat pojavila potreba po brezžični 
izmenjavi podatkov, ki je vodila v razvoj prenosnih mobilnih telefonov, računalnikov, ipd. 
Danes se tako razvijajo tudi brezžični merilni sistemi, ki med drugim prinašajo zmanjšanje 
stroškov postavitve merilnih sistemov, in razvoj vrste aplikacij, ki so bile pred tem težko 
izvedljive ali celo nemogoče. 
 
V diplomski nalogi se ukvarjamo z merjenji mehanskih nihanj, ki jih merimo z različnimi 
zaznavali, najpogosteje pospeškomeri. Poznamo več vrst teh naprav, namenjenih različnim 
aplikacijam, vse pa temeljijo na kombinaciji Hookovega in Newtonovega drugega zakona. 
Zadnje čase se za merjenje nihanj uporabljajo MEMS pospeškomeri. Gre za zaznavala, ki 
so po svoji velikosti manjša od drugih in jih zaradi enostavne uporabe danes najdemo v 
avtomobilski industriji, računalniških tehnologijah, itd. 
 
Skupaj z ustreznim mikrokrmilnikom lahko pospeškomer nadgradimo v t. i. pametno 
zaznavalo pospeška, ki izmerjene podatke pošilja po brezžičnih povezavah. Tako pošiljanje 
podatkov nam v primerjavi z običajnim pošiljanjem prek kabelskih povezav omogoča, da 
podatke istočasno posredujemo več uporabnikom, poleg tega pa je merilna postaja lažja za 
prenašanje med različnimi merilnimi mesti.  
 
 
1.2. Cilji 
V delu je predstavljena povezava pospeškomera ADXL326EB z Adafruitovo platformo 
Feather Huzzah in programska koda, ki služi končnemu cilju - brezžičnemu pošiljanju in 
prejemanju vrednosti pospeškomera ter učinkoviti obdelavi le-teh.  
 
V diplomski nalogi se posvečamo nadgrajevanju MEMS pospeškomera v t. i. pametno 
zaznavalo pospeška in sicer s pomočjo ESP8266 mikrokrmilnika, vezanega v Adafruit 
Feather Huzzah platformi. Mikrokrmilnik v končni obliki vezja deluje kot strežnik, ki oddaja 
izmerjene podatke v brezžično omrežje, te pa za tem prestreže osebni računalnik.  
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Meritve so zajete s pomočjo programa Arduino IDE in brezžično prenesene na osebni 
računalnik, ki jih sprejme s pomočjo programskega jezika Python in uporabe TCP ter IP 
protokolov. 
 
Diplomo lahko razdelimo na sledeče tematske sklope: 
‐ v drugem poglavju so predstavljene komponente vezja in programskih orodij 
‐ v tretjem sledi opis delovanja algoritmov 
‐ v četrtem pa je prikazana in komentirana vzorčna meritev 
 
Pri tem je potrebno paziti na nevarnosti, kot so zagotavljanje napajanja pospeškomera z 
baterijo, ki omogoča zadostno dolžino zajemanja meritev, zagotovitev pravilnih povezav 
med izhodi pospeškomera in vhodi platforme Feather Huzzah, kamor sodijo ustrezna 
ozemljitev, napetostni delilniki, itd., nadalje pa je potrebno zagotoviti pošiljanje vseh zajetih 
podatkov ter njihovo prejemanje, brez večjih izgub informacij. Dodaten cilj je bil izvesti 
pošiljanje podatkov s karseda visoko frekvenco vzorčenja ter s tem tako zagotoviti večjo 
uporabnost pametnega pospeškomera pri merjenju mehanskih nihanj. 
 
V končni fazi je cilj naloge zagotoviti ustrezno delovanje pametnega prenosnega zaznavala 
pospeška in s tem olajšati meritve pospeškov ter jih narediti bolj priročne. 
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2. Teoretične osnove 
2.1. Mehanska nihanja 
Nihanje je izraz za opis pojava, pri katerem telo ponavljajoče prehaja med (vsaj) dvema 
stanjema, npr. ravnovesno in skrajno lego. Da take vrste gibanje nastane, potrebujemo obstoj 
vračajoče sile oz. vztrajnosti v sistemu. Ta predstavlja silo, ki se upira povečevanju odmika 
od ravnovesne lege. Vračajoča sila je lahko notranja sila vzmeti, ki se upira raztezanju ali 
stiskanju ali pa moment teže v primeru matematičnega nihala [1] [2]. 
 
 
2.1.1. Delitev nihanj 
Nihanja so lahko lastna (naravna) ali vsiljena. Pri lastnih nihanjih sistem vzbudimo in ga 
prepustimo lastnemu odzivu, pri vsiljenih pa na sistem ves čas deluje vzbujevalna sila, ki 
sistem sili v gibanje [1]'. 
 
Delimo jih tudi na dušena ali nedušena. Pri prvih se energija izgublja, zato se tak sistem s 
časom izniha, medtem ko se v sistemih z nedušenim nihanjem energija ohranja. Pri vsiljenih 
nihanjih se za vzdrževanje gibanja dušenega nihanja zahteva stalen dotok energije v sistem, 
da se ta ne ustavi [1] [2].  
 
Naslednja možna delitev nihanj je na linearna in nelinearna nihanja. Dinamiko linearnih 
nihanj popisujejo navadne linearne in parcialne diferencialne enačbe. Večina nihanj v naravi 
je nelinearnih [1]. 
 
Poznamo tudi razčlenitev nihanj na tista z eno prostostno stopnjo, kjer je za popis sistema 
potrebno poznati eno samo koordinato, in nihanja sistemov z več prostostnimi stopnjami [1] 
[2]. 
 
Ločimo tudi nihanja diskretnih in na nihanja zveznih sistemov. Nihanja diskretnih sistemov 
opišemo z diskretnimi masami, togostmi in dušilnostmi, o nihanjih zveznih sistemov pa 
govorimo, kadar za popis gibanja sistema potrebujemo neskončno mnogo prostostnih 
stopenj. Takšni sistemi imajo zvezno porazdeljeno maso, togost ter dušenje [1] [2]. 
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Nazadnje nihanja ločimo na deterministična in naključna nihanja. Pri determinističnem 
nihanju delujejo vzbujevalne sile, katerih amplitude lahko določimo za vsak vnaprejšnji 
časovni trenutek. V kolikor pa silam amplitud ne moremo določiti, gre za naključna nihanja. 
[1] [2]. 
 
 
2.1.2. Merjenje mehanskih nihanj 
Mehanska nihanja oz. vibracije merimo z elektromehanskimi napravami, imenovanimi 
pospeškomeri. Poznamo več različnih izvedb pospeškomerov, večinoma pa slonijo na 
kombinaciji Hookovega in Newtonovega drugega zakona. Zaznavalo pospeška se tako 
obnaša kot dušena masa na vzmeti, kot je prikazano na Sliki 2.1 [3]. 
 
 
 
Slika 2.1: Primer preprostega pospeškomera. [4] 
 
Pospešek izpeljemo s pomočjo osnovnega ravnotežnega stanja mase. Sila vzmeti 𝐹𝑣 je takrat 
enaka sili 𝐹𝑎, ki jo povzroča masa. Tako stanje opisuje enačba (2.1): 
𝐹𝑣 = 𝐹𝑎 .  (2.1) 
 
Ko v izrazu upoštevamo Hookov in drugi Newtonov zakon, lahko zapišemo enačbo (2.2):  
𝑘 ∆𝑥 = 𝑚 𝑎, (2.2) 
 
kjer 𝑘 predstavlja konstanto vzmeti, 𝑚 seizmično maso in ∆𝑥 dolžinsko razliko vzmeti med 
ravnovesno in skrajno lego. 
 
V ravnotežnem stanju merjenje pospeška 𝑎 pravzaprav predstavlja merjenje raztezka vzmeti, 
kakor je prikazano v enačbi (2.3):  
𝒂 =
𝑘
𝑚
∙ ∆𝑥. (2.3) 
 
 
Teoretične osnove 
5 
Pospeškomer izberemo glede na zahteve meritve, kot so lastna frekvenca, dušenje, velikost, 
teža, histereza in tako naprej. Med drugim poznamo linearno variabilne diferencialne 
transformatorje (LVDT), piezoelektrične, piezouporovne, kapacitivne in potenciometrične 
pospeškomere. Sodobni pospeškomeri so pogosto majhni mikro elektromehanski sistemi. 
MEMS pospeškomeri pospešek merijo s pomočjo razlike kapacitivnosti, bolj podrobno so 
opisani v poglavju 2.2.1 [3]. 
 
 
2.2. Merilni sistem 
V tem poglavju bo predstavljeno teoretično ozadje komponent merilnega sistema za 
merjenje pospeškov. Tega običajno sestavljajo pospeškomer, mikrokrmilnik, pretvornik 
komunikacije in osebni računalnik, ki zabeležuje meritve. 
 
 
2.2.1. MEMS tehnologija 
Kratica MEMS predstavlja besedno zvezo mikro elektromehanski sistem (ang: Micro 
electromechanical sensor) in opisuje vse senzorje izdelane z uporabo mikroelektronskih 
tehnik. Prvič je bila ta kratica uporabljena v 80. letih prejšnjega stoletja v Združenih državah 
Amerike [5]. 
 
MEMS zaznavala so izdelana s pomočjo postopkov kot so litografija (ang. lithography), 
jedkanje (ang. etching), depozicija (ang. deposition), itd., ki so uporabljeni tudi za izdelavo 
integriranih vezij. Takšne tehnike so običajno dvodimenzionalne, nadzor nad parametri tretje 
dimenzije pa dosežemo z zlaganjem serije dvodimenzionalnih plasti, običajno silicijevih 
rezin ali membran, na obdelovanec. Obstajajo ekonomske in praktične omejitve števila 
plasti, ki jih je mogoče nadzirati v takšnem procesu, zato je delovanje MEMS naprav v 
trodimenzionalnem prostoru omejeno [5]. 
 
Pri izdelavi MEMS zaznaval kot uporabljen material prevladuje silicij. Razlogov za to je 
več. Med drugim je cenovno ugoden in lahko dostopen material, ki tvori kakovosten oksid, 
kar pomeni, da dobro tesni površino. Poleg tega, zaradi svojih polprevodniških lastnosti, 
predstavlja dober material za integracijo v vezja za krmiljenje in procesiranje signalov. 
Uporabljeni pa so tudi ostali materiali, kot so steklo, kvarc in različni polimeri [5]. 
 
 
2.2.1.1. MEMS pospeškomer ADXL326EB 
V diplomski nalogi je uporabljen triosni MEMS pospeškomer ADXL326EB, proizvajalca 
Analog Devices, Inc, prikazan na Sliki 2.3. Gre za manjši pospeškomer, velikosti 4mm x 
4mm x 1,45mm. Za delovanje potrebuje zunanje napajanje med 1,8 in 3,6V, njegovo merilno 
območje pa je ±16g. Pospeškomer meri tako statični gravitacijski pospešek nagiba, kot tudi 
dinamično pospeševanje, ki je posledica vibracij in različnih gibanj. Izhodni signali so 
analogne vrednost, proporcionalne pospešku.  
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Senzor predstavlja polisilicijevo površino mikro izdelano na vrhu silicijeve rezine. Na 
površini silicijeve rezine najdemo polisilicijske vzmeti, ki vzdržujejo strukturo in 
zagotavljajo odpornost proti delovanju silam pospeška.  
 
Pomikanje strukture je izmerjeno z diferencialnim kondenzatorjem, ki sestoji iz nepomičnih 
plošč in plošč pritrjenih na pomično maso. Pospešek odklanja maso in s tem podre 
ravnovesje kondenzatorja, kar se odraža v izhodni veličini senzorja, katerega amplituda se 
poveča in je sorazmerna pospešku. Primer sestave pospeškomera je prikazan na Sliki Error! 
Reference source not found.. 
 
 
 
Slika 2.2: Primer sestave MEMS pospeškomera. 
 
Z uporabo fazne demodulacije se nato določita velikost in smer pospeška. Pospeškomer 
vsebuje kondenzatorje, ki omejujejo pasovno širino (ang. bandwidth) zajemanja podatkov. 
V smeri x in y osi lahko dosežemo hitrost zajemanja podatkov do 1600 Hz, medtem ko za z 
os do 550 Hz [6]. Pospeškomer sestavlja 5 različnih priključkov (ang. pin), ki so lepo 
razvidni na Sliki 2.4. 
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Slika 2.3: Pospeškomer ADXL326EB [7]. 
 
Slika 2.4: Priključki pospeškomera [7]. 
 
Trije so namenjeni izhodnim veličinam pospeškov v treh smereh (x, y, z). Sledita priključek 
za napajanje (VSS), ki sprejme od 1,8 do 3,6V napetosti, priključek za ozemljitev (COM) 
ter priključek za t. i. self test (ST) [6]. 
 
 
2.2.2. Mikrokrmilniki 
Mikrokrmilniki so procesorji s pomnilnikom in drugimi komponentami, integriranimi v en 
sam čip. Zaradi njihove vsesplošne uporabnosti in nizke cene se danes uporabljajo v 
mobilnih telefonih, televizijah, sodobnih avtomobilih, itd. 
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Mikrokrmilnike, ki vsebujejo enak procesor, združujemo v družine mikrokrmilnikov. 
Procesorji v družinah se med seboj razlikujejo v številu bitov, ki jih obdelujejo hkrati, 
velikosti pomnilnika, hitrosti delovanja, itd. [8]  
 
V Preglednici 2.1 so predstavljene enote osnovnega sestava mikrokrmilnika. 
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Preglednica 2.1:Enote mikrokrmilnika. 
ENOTA Opis 
Jedro procesorja Je najpomembnejša enota mikrokrmilnika, 
ki skrbi za obdelavo podatkov; v grobem 
sestavljena iz registrov, aritmetične logične 
enote in krmilne enote. 
Pomnilnik Ta je lahko razdeljen na programski in 
podatkovni pomnilnik. SRAM na Sliki 2.5 
predstavlja začasni spomin, ki se po izklopu 
izbriše, EEPROM/Flash pa predstavlja 
pomnilnik, ki ga brišemo in ponovno 
vpisujemo s programatorjem. 
Časovnik (ang. timer) Večina mikrokrmilnikov ima vsaj enega ali 
bolj verjetno dva do tri časovnike, ki jih 
uporabljajo za merjenje intervalov ali štetje 
dogodkov. 
Prekinjevalnik (ang. interrupt controller) Prekinitve so uporabne predvsem za 
prekinjanje toka programa v primeru 
pomembnih zunanjih dogodkov. 
Digitalna V/I enota (ang. digital I/O 
module) 
Vsak mikrokrmilnik ima vsaj en ali dva 
digitalna priključka, ki ju lahko povežemo z 
ostalo strojno opremo, običajno pa 
vsebujejo 8 do 32 takšnih priključkov [8]. 
Analogna enota (ang. analog module) Večina mikrokrmilnikov ima vgrajene 
analogno/digitalne pretvornike, ki se med 
seboj razlikujejo po številu kanalov, hitrosti 
vzorčenja in številu bitov. Naloga 
pretvornikov je, da analogni signal, ki je 
običajno vhodna napetost, pretvorijo v 
digitalnega, torej neko število, ki ustreza 
izmerjeni napetosti in je podano v binarni 
obliki, katero lahko procesor neposredno 
sprejme [9]. 
Serijski vmesnik (ang. serial interface 
module) 
Mikrokrmilniki navadno vsebujejo vsaj en 
serijski vmesnik, ki je na splošno 
uporabljen za komunikacijo z računalnikom 
[8]. 
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Na Sliki 2.5 so enote, omenjene v Preglednici 2.1 predstavljene še shematsko. 
 
 
 
Slika 2.5: Osnovna postavitev mikrokrmilnika [8]. 
 
 
2.2.2.1. Mikrokrmilnik (ESP in Feather Huzzah) 
V diplomski nalogi uporabljamo mikrokrmilnik ESP8266. Gre za nizkocenovni Wi-Fi čip, 
ki podpira TCP/IP protokol, kitajskega proizvajalca Espressif Systems. Vsebuje nizko 
porabni 32 bitni mikroprocesor, za delovanje potrebuje 3,3 V napajanje in omogoča Wi-Fi 
povezavo [10]. 
 
ESP8266, prikazan na Sliki 2.6 se uporablja za otroške monitorje, naprave, ki omogočajo 
zaznavo lokacije, IP kamere, varnostne identifikacijske oznake, avtomatizacijo doma,… 
[11]. 
 
 
 
Slika 2.6: ESP8266 [12]. 
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Čip je glavni del družine modulov, imenovanih ESP-xx, ki vsebuje 14 različnih modulov, ti 
pa se med seboj razlikujejo po številu in razporeditvi zunanjih povezav, velikosti notranjega 
pomnilnika in po fizični velikosti. V diplomski nalogi uporabljamo modul ESP-12S, ki pa 
je del platforme Adafruit Feather Huzzah (v nadaljevanju Feather), prikazane na Sliki 2.7. 
Ta omogoča programiranje v programskem okolju Arduino IDE in kot omenjeno vsebuje 
Wi-Fi modul ESP8266. Modul se lahko poveže z omrežjem ter prek njega pošilja in prenaša 
podatke brezžično [10] [13] [14]. 
 
 
 
Slika 2.7: Platforma Adafruit Feather HUZZAH [14]. 
 
Feather je lahka, majhna in cenovno ugodna platforma, katere glavni sestavni del je torej 
ESP8266. Platforma ima možnost napajanja prek 3,7 V litijske baterije, v primeru, da 
baterija ni priključena pa bo Feather samodejno preklopil na napajanje prek mikro USB 
povezave, s katerim ga povežemo na računalnik.  
 
Platformo upravljamo v programskem jeziku Arduino IDE, ki bo z osnovnimi značilnostmi 
opisan v poglavju 2.3.2, za delovanje pa je potrebno namestiti posebno knjižnico Arduino 
ESP8266 [15].  
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Lastnosti platforme 
 
‐ mere: 51mm x 23mm x 8mm 
‐ velikost pomnilnika: 4MB 
‐ 3,3V regulator z najvišjo tokovno močjo (ang. peak current) 500 mA 
‐ gumb za ponovni zagon (ang. reset button) 
‐ 9 večnamenskih (ang. GPIO) priključkov 
‐ 1 analogen priključek (1.0V) 
‐ 2 LED diodi - rdeča (na priključku #0) in modra (priključek #2) 
 
 
Digitalni priključki 
 
Platforma ima 9 t. i. GPIO ali večnamenskih priključkov. Določeni so lahko kot vhodni ali 
izhodni digitalni priključki. Vsi delujejo pri napetosti 3,3V, zato niso združljivi s 5 V 
napajanjem. Priključka številka 0 in 2 sta običajno uporabljena za upravljanje z LED 
diodami na platformi. Priključek 15 je uporabljen za zaznavanje načina za zagon (ang. boot-
mode), vedno pa se ga lahko uporabi kot izhodni priključek. Priključek 16 je uporabljen za 
zbujanje platforme iz t. i. načina globokega spanca (ang. deep-sleep mode). Ta priključek je 
potrebno povezati s priključkom za ponovni zagon platforme [16]. 
 
 
Analogni priključki  
 
Digitalni signali zavzemajo binarne vrednosti od 0 do 1, večina senzorjev pa oddaja analogni 
signal, katerega se na digitalnih priključkih ne da prebrati. Mikrokrmilniki imajo zato 
analogne priključke, ki lahko zavzamejo tudi vmesne vrednosti. Območje vrednosti je 
odvisno od ločljivosti analogno/digitalnega pretvornika (ADC) [17]. 
 
Na Sliki 2.8 je prikazan preprost primer pretvorbe analognega v digitalni signal. 
 
 
 
Slika 2.8: Pretvorba analognega v digitalni signal [18]. 
 
Feather Huzzah platforma vsebuje 10-bitni ADC, zato lahko vrednosti zavzamejo cela 
števila med 0 in 1024 oz. 210. Vsebuje tudi natanko en analogni priključek, ki je napajan z 
maksimalno napetostjo 1 V [16]. 
 
Na Sliki 2.9 je predstavljena postavitev analognega ter digitalnih priključkov na platformi. 
Teoretične osnove 
13 
 
Slika 2.9: Postavitev priključkov na platformi Feather Huzzah [15]. 
 
Edini zeleno označen priključek je analogni. Digitalni oz. GPIO priključki pa so označeni s 
številkami napisanimi na desni strani same platforme (kot si sledijo: 14, 12, 13, 15, 0, 16, 2, 
5, 4). 
 
 
2.3. Programska oprema 
2.3.1. TCP protokol  
Internetni protokol (IP) je medmrežni gradbeni blok vseh drugih protokolov na internetnem 
nivoju (ang. Internet Layer) ali nad njim. Primarno je odgovoren za naslavljanje in 
usmerjanje paketov med gostitelji [18]. Osnovna shema je prikazana na Sliki 2.10. 
 
Obstajata dva protokola na ravni t. i. prenosne plasti (ang. Transport Layer), katera TCP/IP 
aplikacije običajno uporabljata za prenos podatkov. To sta TCP (ang. Transmission Control 
Protocol) in UDP (ang. User Datagram Protocol) [18]. V diplomski nalogi uporabljamo 
protokol TCP, zato se bomo tudi pri razlagi teoretičnega ozadja osredotočili le na to. 
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Slika 2.10: Primerjava OSI in TCP/IP modelov [19]. 
 
TCP je protokol, ki omogoča prenos podatkov med gostitelji in omrežji in je definiran v 
dokumentu RFC 793 (ang. Request For Comments). TCP podatke razdeli na koščke, ki jih 
imenujemo datagrami, jim doda informacije, ki so potrebne, da podatki prispejo do 
destinacije in nato koščke znova sestavi na koncu povezave. K podatkom aplikacijskega 
sloja (ang. Application Layer) v datagram doda glavo (ang. Header), ki vsebuje informacije 
kot so številka izvornih in končnih vrat (ang. Port number), kontrolna vsota (ang. checksum) 
in začetno število datagrama. 
 
Nekatere karakteristike TCP: 
‐ pred prenosom podatkov, se mora najprej vzpostaviti povezava med dvema sistemoma 
‐ TCP povezava ostane aktivna skozi celoten prenos podatkov  
‐ ne zagotavlja storitev dostave več odjemalcem 
‐ poslani podatki so zaporedno označeni in od prejemnika podatkov se pričakuje pozitiven 
odziv, ki služi kot potrditev prejetja podatkov. V kolikor takšnega potrdila ni, se izvede 
ponovno pošiljanje teh podatkov 
‐ TCP uporablja drseče okno (ang. Sender-side flow control), ki nadzoruje koliko 
informacij se lahko pošlje prek TCP povezave, preden mora prejemnik poslati potrdilo 
[18] [20]. 
 
V glavnem se protokol TCP uporablja zaradi zanesljivosti, saj lahko vemo, ali je željen 
gostitelj prejel paket, koliko jih je prejel in v kakšnem zaporedju. V kolikor bi bila za namene 
aplikacije potrebna velika hitrost pošiljanja bi za prenos podatkov uporabili protokol UDP 
[18]. 
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2.3.2. Arduino IDE 
Za upravljanje platforme Feather je bilo izbrano programsko okolje Arduino IDE (ang. 
Arduino Integrated Development Environment). To programsko okolje, ki je kompatibilno 
z vsemi tremi večjimi operacijskimi sistemi (Windows, Linux, Macintosh), nam omogoča 
pisanje programskih kod oz. skic (ang. sketch), te pa se na računalnik shranijo s končnico 
».ino«. Programska koda, ki jo poženemo, se naprej prevede v strojno kodo, ki se nato naloži 
na mikrokrmilnik [21] [22]. 
 
Glavna prednost tega programa je, da preprosto kodo, ki jo uporabnik napiše prevede v 
programski jezik C. Ta je za začetnike precej zahteven, saj je težko berljiv in razumljiv. 
Arduino IDE, ki sicer temelji na programskem jeziku C++, pa je zasnovan tako, da so ukazi, 
ki jih pišemo v skico preprosti in intuitivni, kar za začetnike v programiranju predstavlja 
lažje učenje in boljše razumevanje [22]. 
 
Razvojno okolje Arduino vsebuje urejevalnik za pisanje kode (ang. text editor), prostor za 
sporočila (ang. message area), besedilno konzolo (ang. text console), orodno vrstico z gumbi 
za skupne funkcije (ang. toolbar with buttons for common functions) in vrsto menijev. 
 
Prostor za sporočila omogoča prikaz povratnih informacij s strani programa med 
shranjevanjem in izvažanjem napisane kode. Služi predvsem za obveščanje o možnih 
napakah kode, poleg tega nas obvesti o zaključku nalaganja programa.  
 
Besedilna konzola med preverjanjem in nalaganjem programa, prikaže besedilo, ki vsebuje 
celotne opise napak (ang. complete error messages) in druge informacije.  
 
Orodna vrstica vsebuje gumbe, ki omogočajo preverjanje (ang. verify) in nalaganje (ang. 
upload) skic, pa tudi ustvarjanje novih, odpiranje že narejenih, shranjevanje skic ter ločen 
gumb za odpiranje serijskega vmesnika (ang. Serial monitor). Poleg naštetega v orodni 
vrstici pod zavihkom za odpiranje skic najdemo obširno knjižnico z že narejenimi primeri 
skic (ang. Examples).  
 
Gumb za preverjanje skice (ang. verify) požene preverjanje kode, izpostavi morebitne 
napake v njej in poroča o porabi pomnilnika za definiranje spremenljivk, kar se izpiše v 
besedilni konzoli. Gumb za nalaganje kode (ang. upload), preveri kodo ter jo naloži na 
izbrani mikrokrmilnik [23]. 
 
Nova skica v Arduinu IDE z vsemi omenjenimi elementi je prikazana na Sliki 2.11. 
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Slika 2.11: Nova skica v programu Arduino IDE. 
 
Nova skica sestoji iz dveh, že dodanih funkcij, ki ju moramo dopolniti. Prva je setup() 
funkcija. Ta je v celotni kodi klicana na začetku in le enkrat (ob zagonu kode). V njej 
definiramo spremenljivke, vhodne in izhodne priključke ter druge knjižnice, katere v skici 
uporabljamo kasneje. Spremenljivke lahko definiramo tudi pred klicanjem funkcije setup(). 
Takšne spremenljivke so globalne in jih lahko v kodi uporabimo kadarkoli. 
 
Druga predhodno definirana funkcija je loop() funkcija, ki je klicana za funkcijo setup() in 
se izvede, dokler mikrokrmilnik ni izklopljen ali ponovno zagnan. V to funkcijo vpišemo 
glavni del naše kode. Ti dve funkciji ne vračata nikakršnih vrednosti, kot nekatere druge 
funkcije, zato sta definirani z dodatno besedo »void«, npr. void setup() [24]. 
 
Program Arduino IDE je brezplačen, zato ga enostavno prenesemo na osebni računalnik iz 
uradne spletne strani: https://www.arduino.cc/en/Main/Software. Za potrebe diplomske 
naloge uporabljamo operacijski sistem Windows. 
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Serijski vmesnik 
 
Serijski vmesnik je del Arduina IDE, katerega namen je komunikacija med računalnikom ter 
mikrokrmilnikom. V zgornji vrstici serijskega vmesnika lahko uporabnik napiše sporočilo 
in ob kliku »Vrni« (ang. Return) ali »Pošlji« (ang. Send), bo sporočilo poslano 
mikrokrmilniku. Prav tako bo v primeru, da želi mikrokrmilnik kaj sporočiti uporabniku, to 
sporočilo prikazano v serijskem vmesniku. V obeh primerih bo informacija poslana prek 
USB povezave [24]. 
 
V Arduinu IDE obstaja vgrajena (ang. build-in) funkcija, katere naloga je pošiljanje sporočil 
nazaj na serijski vmesnik. Gre za funkcijo Serial.print(), ki se jo uporablja v skicah. 
Funkcija pričakuje en sam argument, sestavljen iz informacij, ki jih želi uporabnik poslati, 
to je lahko npr. neko besedilo. Serijski vmesnik je pravzaprav edini način, s katerim v jeziku 
C prikažemo rezultate merjenj. Običajno prikazuje podatke poslane oz. izmerjene s strani 
mikrokrmilnika [23] [24]. 
 
Do vmesnika dostopamo s klikom na ikono v zgornjem desnem kotu skice (Slika 2.11). S 
klikom odpremo okno serijskega vmesnika (ang. serial monitor window) in preko izbranih 
serijskih vrat (ang. port) pričnemo z izmenjavo informacij s katerokoli priključeno 
platformo. V sistemih Windows se ob odprtju serijskega vmesnika, mikrokrmilnik ponovno 
zažene [23]. 
 
Na Sliki 2.12 je prikazan primer izpisa izmerjenih časovnih vrednosti v serijskem vmesniku. 
Primer je vzet iz naših meritev. Medtem ko se podatki pošiljajo, serijski vmesnik izpisuje 
vrednosti časovnega razmika med dvema branjema analognega priključka. Te vrednosti se 
v stolpčni obliki nato izpišejo v samem vmesniku. 
 
 
 
Slika 2.12: Prikaz izmerjenih vrednosti v serijskem vmesniku. 
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2.3.3. Python 3 
Python je visokonivojski programski jezik, ki temelji na berljivosti kode, zato je lahko učljiv. 
Deluje na vseh operacijskih sistemih. Python nam omogoča pisanje kode, integracijo v 
spletno stran, povezovanje s podatkovno bazo in tudi grafične vmesnike [25]. 
 
Pri pisanju kod lahko uporabnik brezplačno dostopa do standardnih knjižnic, prav tako pa 
obstaja več skupnosti, kot je npr. spletna stran Stack Overflow, ki služi kot platforma, na 
kateri uporabniki med seboj delijo znanje, in s tem pokrivajo širok nabor tem, ki se tičejo 
programiranja v Pythonu. Ta in ostale podobne spletne platforme močno olajšajo 
programiranje, saj opisujejo in rešujejo napake, na katere lahko naletimo med 
programiranjem. 
 
Zaradi dostopnosti do velikega nabora orodij za delo in tudi zato, ker je program brezplačen, 
smo se odločili za njegovo uporabo tudi v okviru te diplomske naloge. 
 
Python danes uporabljajo nekatera velika podjetja, kot so Nasa, Google in Cern, v Sloveniji 
pa Kolektor, Cimos, Hidria in drugi [26]. 
 
 
2.3.3.1. Jupyter notebook 
Jupyter notebook je interaktivno okolje, ki deluje kot odprtokodna spletna aplikacija in se 
lahko uporablja z različnimi programskimi jeziki (kot npr. Python, Julia, R in Scala). 
Omogoča ustvarjanje dokumentov, ki vsebujejo kode, enačbe, vizualizacije in pojasnjevalna 
besedila. Takšne dokumente lahko enostavno delimo z drugimi uporabniki, z uporabo 
programov Dropbox, Jupyter Notebook Viewer in GitHub, zadnji bo v diplomskem delu 
natančneje razložen v poglavju 2.3.5 [27]. 
 
Jupyter notebook zaženemo tako, da ob desnem kliku na mapo, kjer ga želimo zagnati, 
držimo tipko shift. S klikom se nam pokaže izbirna vrstica, v kateri izberemo »Okno lupine 
PowerShell odpri tukaj« (ang. »Open Power Shell window here«), v samo okno pa vpišemo 
»jupyter notebook« in s pritiskom na enter, ukaz potrdimo. Za tem se bo samodejno odprla 
domača stran, v kateri lahko odpremo notebooke, shranjene v dotični mapi, ali pa ustvarimo 
novo datoteko. 
 
Primer odprte datoteke v Jupyter notebooku je prikazan na Sliki 2.13. 
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Slika 2.13: Jupyter notebook [28]. 
 
 
2.3.4. Uporabniški vmesnik – PyQt 
PyQt je niz povezav (ang. bindings) Python v2 in v3 s Qt aplikacijskim programom. Deluje 
na vseh platformah, ki jih podpira Qt (Windows, OS X, Linux in ostali). PyQt združuje 
platformo aplikacij Qt C++ in programskega jezika Python.  
 
Qt ni samo orodje za idelavo grafičnih uporabniških vmesnikov (ang. GUI). Vključuje tudi 
abstrakcije omrežnih vtičnic (ang. network sockets), bazo podatkov SQL, funkcionalen 
spletni brskalnik, bogate zbirke pripomočkov za grafične uporabniške vmesnike in drugo. 
 
PyQt združuje prednosti Qt in Python programa tako, da ima uporabnik vso moč Qt, katero 
lahko izkoristi skupaj s preprostostjo Python-a [29]. 
 
 
2.3.5. Repozitorij kode GitHub 
Git je odprtokodno porazdeljen nadzorni sistem, ki je zasnovan tako, da omogoča hitre in 
preproste projekte. Uporabnikom dovoljuje in jih spodbuja k ustvarjanju več lokalnih vej 
(ang. Branches), ki so druga od druge lahko popolnoma neodvisne. 
 
GitHub je razvojna platforma, ki uporabnikom omogoča, lažje reševanje problemov s tem, 
da jim omogoča da skupaj gradijo programsko opremo, gostijo ali pregledujejo kodo in 
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upravljajo projekte skupaj z milijoni drugi. GitHub je namreč največja skupnost razvijalcev 
na svetu. 
 
Ena izmed funkcij omogoča odpiranje Težav (ang. Open Issue). Težave predstavljajo 
diskusije, kjer uporabniki postavljajo vprašanja, poročajo o napakah, itn. Z možnostjo 
ustvarjanja vej kod, je omogočeno poljubno spreminjanje enake kode, brez da se ogrozi 
delovanje originalne. Z njimi ustvarimo nekakšen nadomestni časovni načrt, kjer lahko 
programsko kodo varno spreminjamo, kar se koristi predvsem pri nadgrajevanju kod, ki že 
opravljajo neko funkcijo, te pa ne želimo prekiniti. Med spreminjanjem kode GitHub sledi 
spremembam in ustvarja posnetke popravkov. Ko uporabnik programsko kodo dokončno 
nadgradi ali spremeni, lahko odpre Novo zahtevo za vleko (ang. New Pull Request), kjer 
ostali kodo lahko komentirajo in predlagajo izboljšave. Imajo možnost, da kodo samostojno 
spreminjajo ter tako izboljšajo njeno delovanje, pri tem pa GitHub zabeležuje prispevke 
ostalih uporabnikov. Tako je prvotna koda lahko nadgrajena, dopolnjena in deljena z 
ostalimi, ki jo lahko uporabijo in priredijo svojemu problemu primerno.  
 
Git služi predvsem kot sistem za nadzor revizij kode. Predstavlja torej neko orodje za 
upravljanje z zgodovino izvorne kode, medtem ko je GitHub gostiteljska storitev za Git 
repozitorije. Je storitev za projekte, ki uporabljajo Git. 
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3. Metodologija raziskave 
V Laboratoriju za dinamiko strojev in konstrukcij (LADISK) smo zasnovali merilni sistem 
za merjenje pospeškov, ki bi zagotavljal brezžično pošiljanje izmerjenih podatkov.  
 
V tem poglavju bo predstavljena zasnova vezja, programska koda, ki omogoča zajem 
podatkov in koda, ki omogoča njihov prejem. Na koncu poglavja bo predstavljena še 
izdelava uporabniškega vmesnika. 
 
 
3.1. Merilna postaja 
Merilna postaja je sestavljena iz mikrokrmilnika na katerega je preko delilnika napetosti 
povezan pospeškomer. Preko serijske povezave je nato mikrokrmilnik povezan na osebni 
računalnik. Postaja je premična, zato jo lahko prenašamo med merilnimi mesti. Prikazana je 
na Sliki 3.1. 
 
 
 
 
Slika 3.1: Merilna postaja. 
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Merilno postajo torej sestavljajo: 
‐ testna ploščica (ang. Protoboard) 
‐ platforma Adafruit Feather HUZZAH ESP8266 
‐ pospeškomer ADXL326EB 
‐ USB povezovalni kabel 
‐ dva upora 
‐ povezovalne žice 
‐ osebni računalnik 
 
 
3.1.1. Povezava elementov 
Pospeškomer je napajan neposredno iz Feather platforme, ta pa je napajana prek mikro USB 
povezovalnega kabla iz računalnika oz. baterije. Napetost na priključku pospeškomera 
»VCC« zagotovimo s povezavo na priključek mikrokrmilnika »3V«, kakor je z rdečo barvo 
prikazano na Sliki 3.2. 
 
Pospeškomer in Feather sta prav tako povezana na ozemljitev, na Sliki 3.2 prikazano s črno 
barvo. 
 
 
 
Slika 3.2:Vezje merilnega sistema. 
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Kljub temu, da imamo triosni pospeškomer, uporabljamo le eno os, saj ima Feather, kakor 
opisano v poglavju 2.2.2.1, le en analogni priključek. Na tega smo povezali priključek z-osi. 
 
Omenjeni analogni priključek deluje pri najvišji napetosti 1 V. Na izhodnem priključku 
pospeškomera imamo okrog 3,3 V, zato je to napetost pred priklopom na analogni priključek 
potrebno zmanjšati, kakor je na Sliki 3.2 označeno z zeleno barvo. 
 
To smo naredili z uporabo napetostnega delilnika, kot je prikazano na Sliki 3.3. Sestavljata 
ga dva upora, določena s pomočjo enačbe (3.1), pri čemur smo imeli podani vhodno napetost 
𝑈1 in izhodno napetost 𝑈2, en upor (𝑅2) pa smo določili: 
 
𝑈2
𝑈1
=
𝑅2
𝑅1 + 𝑅2
. (3.1) 
 
Naprej iz enačbe (3.1) izpostavimo drugi iskani upor 𝑅1 in vstavimo vrednosti napetosti ter 
prvega upora: 
 
𝑅1 =
 𝑈1 𝑅2 − 𝑈2 𝑅2
𝑈2
. (3.2) 
 
 
 
Slika 3.3: Delilnik napetosti. 
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3.2. Obdelava podatkov 
Celotna programska koda je sestavljena iz dela v Arduinu (Arduino koda), ki podatke zajema 
ter pošilja in tako deluje kot strežnik, ter dela napisanega v Python-u (Python koda), ki 
podatke sprejema in pošilja nazaj dodatne informacije ter tako deluje kot odjemalec (ang. 
Client). Oba dela kode imata spremenljivke in druge oznake ali besedilna sporočila napisana 
v angleškem jeziku. To je predvsem zaradi uporabnosti kode (uporaba v spletnem 
repozitoriju GitHub) ter večje preglednosti, saj oba programa za imena vgrajenih funkcij in 
ostale definicije uporabljata angleški jezik. 
 
 
3.2.1. Zajem podatkov 
V tem poglavju bo predstavljena predvsem koda spisana v okolju Arduino IDE. Osnovni cilj 
je, da s pospeškomerom pri konstantni frekvenci vzorčenja, zajamemo določeno število 
podatkov. Posamezne podatke nato združimo v pakete, te pa pošljemo prek brezžičnega 
omrežja. Osebni računalnik s pomočjo programa, spisanega v programskem jeziku Python, 
te podatke sprejme.  
 
Koda 3.1 prikazuje začetni del Arduino kode, v kateri definiramo naslednje spremenljivke: 
‐ »zpin« definiran kot analogni izhod (A0), to bo torej priključek, preko katerega bomo v 
programu brali vrednosti pospeškov. 
‐ Spremenljivke »t_0«, »t_1« ter »t_2« služijo za definiranje časovnih vrednosti, o čemur 
bo več povedano v nadaljevanju poglavja.  
‐ Spremenljivka »st_podatkov« predstavlja število podatkov, ki jih želimo v posameznem 
paketu.  
‐ Spremenljivka »f_s« označuje frekvenco vzorčenja,  
‐ »delta_t« pa v kodi predstavlja časovni korak med posameznimi zajemi in tako služi za 
določitev frekvence vzorčenja.  
 
Koda 3.1: Del kode z definicijo spremenljivk. 
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Pri definiranju spremenljivk uporabimo naslednje tipe podatkov (ang. data type), ki jih 
pozna Arduino IDE: 
‐ char zavzema vrednosti od -128 do +128, običajno zavzame 1 byte in je najmanjša 
naslovljiva enota računalnika. Gre za celo število, ki je lahko predznačeno ali ne 
predznačeno [30]; 
‐ int zavzema vsaj 2 byta spomina in povzema vrednosti od -32.768 do +32.767 [24]; 
‐ long je uporabljen le za velika cela števila, saj zavzema kar 4 byte spomina [24]; 
‐ float prav tako zavzema 4 byte spomina, popisuje pa realna števila s plavajočo vejico 
[24]; 
‐ byte zavzema 1 byte in s tem popisuje vrednosti od 0 do 255 [24]; 
‐ String, predstavlja niz znakov; 
‐ void pa je podatkovni tip brez vrednosti in se ga, kot že omenjeno, uporablja npr. za 
določitev začetnih funkcij setup() in loop() [30]. 
 
Nekatere od naštetih podatkovnih tipov bomo uporabili v nadaljevanju. V kolikor vemo, da 
bomo uporabljali le ne predznačena (pozitivna) števila, lahko spremenljivke še dodatno 
definiramo z vrstico unsigned, kar na primeru podatkovnega tipa int pomeni, da bodo 
spremenljivke namesto območja vrednosti med -32.768 in +32.767 zajemale le vrednosti 
med 0 in 65.536, torej le pozitivne, vendar v enakem obsegu [24]. 
 
V Kodi 3.2 je predstavljen naslednji del kode, ki skrbi za ustrezno povezavo z brezžičnim 
omrežjem. 
 
Koda 3.2: Del kode, ki omogoča vzpostavljanje povezave [31]. 
 
 
 
Pri tem smo originalno kodo spremenili in obdržali le za nas potrebne dele originalnega 
programa, kar je bil predvsem del kode, kjer poteka vzpostavitev povezave.  
 
Najprej je v program uvožena Wi-Fi knjižnica za ESP8266. V odstavku W-LAN config 
spremenimo vrednost spremenljivke »ssid«, tako da ji določimo vrednost niza, ki vsebuje 
ime našega omrežja. Slednjega naš računalnik deli kot mobilno dostopno točko. 
Spremenljivka »password« predstavlja geslo za omenjeno omrežje. 
 
Ti dve vrednosti določimo v nastavitvah našega računalnika, in sicer: Nastavitve (ang. 
Settings) → Spremenite nastavitve mobilne dostopne točke (ang. Change mobile hotspot 
settings) → Uredi (ang. Edit) → določimo ime in geslo omrežja (ang. Network name in 
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Network password). V teh nastavitvah tudi omogočimo deljenje internetne povezave z 
ostalimi napravami (ang. Share my Internet connection with other devices). 
 
V naslednjem odstavku Kode 3.2 (Host&Client) določimo vrednost »host«, ki predstavlja 
IP računalnika. Tega pridobimo, ko v Ukazni poziv (ang. Command Prompt) vpišemo ukaz 
»ipconfig«. IP nato preberemo iz vrstice IPv4 naslov (ang. IPv4 Address). Naslednje 
določimo še »httpPort«, ki so poljubno izbrana vrata na našem računalniku. V našem primeru 
so izbrana vrata 5021 in skozi celoten postopek ostajajo enaka. 
 
Za tem, sledi funkcija setup(), prikazana na Kodi 3.3. V njej najprej določimo hitrost 
pošiljanja podatkov (ang. baud rate) prek serijske povezave (ang. Serial line). Višja kot je 
ta vrednost, hitreje so podatki poslani in sprejeti [32]. 
 
Koda 3.3: Funkcija setup(). 
 
 
 
Kasneje v Kodi 3.3 sledijo funkcije imenovane Serial.print(). Te omogočajo pošiljanje 
informacij v serijski vmesnik. Zahtevajo en argument in sicer samo sporočilo, ki ga želimo 
poslati. Funkciji je dodana pripona -ln, ki določi, da se sporočila izpišejo v stolpcu namesto 
v vrstici. 
 
V naši kodi torej najprej izpišemo prazen prostor, za tem besedilo »Connecting to…«, ki 
sporoča, da poteka vzpostavljanje povezave, na koncu pa se izpiše še ime omrežja, katerega 
smo določili predhodno v kodi in na katerega se v tem trenutku želimo povezati. Vgrajena 
funkcija WiFi.begin() inicializira omrežne nastavitve Wi-Fi knjižnice, funkcija 
WiFi.status() pa vrne stanje povezave [33]. Ko je povezava vzpostavljena se izpiše 
sporočilo, prikazano na Kodi 3.4. 
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Koda 3.4: Sporočilo ob vzpostavljeni povezavi. 
 
 
 
Sledi funkcija loop(). Slednja se začne s pogojnim stavkom (ang. if), ki narekuje, da se v 
primeru, da odjemalec (ang. Client) ni povezan, na serijskem vmesniku izpiše besedilo 
»Connection failed!«, oz. slovensko »Povezava ni vzpostavljena!«. Ta del kode je 
predstavljen na Kodi 3.5. 
 
Koda 3.5: Prvi del funkcije loop(). 
 
 
 
Sledi drugi del pogojnega stavka (ang. else), ki je prikazan na Kodi 3.6. V tem delu kode je 
primarno definiran nek prazen niz (ang. String), ki je označen s spremenljivko »a«. Koda se 
nadaljuje z zanko for(), ki narekuje, da se pod njo zapisani ukazi izvedejo tolikokrat, dokler 
ni v našem paketu željenega števila podatkov, torej dokler števec »i« ne doseže enake 
vrednosti kot spremenljivka »st_podatkov« Pri tem je začetna vrednost števca 0, po vsaki 
izvedeni zanki pa se poveča za natanko 1.  
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Koda 3.6: Drugi del funkcije loop(). 
 
 
 
Takoj po začetku zanke izmerimo čas, in sicer s funkcijo micros(), ki omogoča merjenje v 
mikrosekundah. Čas na začetku zanke poimenujemo »t_0« in je spremenljivka tipa long. Za 
prvim merjenjem časa začnemo z branjem vrednosti iz pospeškomera. To se vrši na edinem 
analognem priključku, ki smo ga že na začetku poimenovali »zpin«. To dejanje izvedemo s 
funkcijo analogRead(). Ta bere vrednosti iz analognega priključka in potrebuje en 
argument, ime analognega priključka. 
 
Platforma Feather ima 10-bitni analogni pretvornik, kar pomeni, da bo prikazovala vhodne 
napetosti v vrednostih od 0 do 1023, oz. 210 možnih vrednosti. Približno 100 mikrosekund je 
potrebnih za eno branje vrednosti analognega priključka. To pomeni, da lahko s to funkcijo 
v sekundi teoretično zajemamo vrednost na analognem priključku do 10.000 krat [33].  
 
Ko vrednost preberemo, jo pripnemo v niz »a«, ki je bil do sedaj prazen. Funkcijo, ki 
omogoča pripenjanje vrednosti imenujemo concat() in jo uporabimo tudi za to, da v niz 
pripnemo znak tabulatorja, ki bo kasneje služil kot ločilo med veličinama, čas zajema 
izmerjene vrednosti in znak za novo vrstico, kateri bo prav tako uporabljen za ločevanje na 
točke zajema.  
 
Sledi funkcija yield(). Wi-Fi in TCP/IP knjižnice dobijo priložnost, da obravnavajo vse 
čakajoče dogodke vsakič, ko se zaključi funkcija loop() ali kadar je klicana zakasnitev oz. 
delay(). V kolikor je nekje v skici zanka, ki za izvedbo potrebuje več časa (več kot 50 ms) 
brez klica zakasnitve, je potrebno v kodo dodati funkcijo delay(), ki omogoča neprekinjeno 
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izvajanje brezžičnega dostopa. Funkcija yield() je ekvivalentna zakasnitvi za 0 sekund ali 
drugače delay(0) [34].  
 
Kasneje še enkrat izmerimo čas (»t_1«), s pomočjo katerega lahko določimo čas, ki ga je 
mikorkrmilnik porabil za branje analognega priključka. Naslednja časovna vrednost »t_2« 
je pravzaprav dobljena iz predhodno izmerjenih in služi za nastavitev časovnega koraka med 
posameznimi merjenji. S funkcijo delayMicroseconds() namreč dosežemo, da po vsakem 
posameznem branju pospeška, počakamo za vrednost »delta_t«. Od te pa je odštet čas, 
katerega smo porabili za branje in pripenjanje vrednosti. Tako je vedno zagotovljen enak 
razmik med posameznimi branji, četudi kakšno traja dlje. 
 
V primeru, da se je zanka izvedla tolikokrat, da je vrednost števca »i«, s katerim določujemo 
število ponovitev zanke for(), dosegla vrednost željenega števila podatkov, Arduino podatke 
pošlje. To dosežemo s še enim pogojnim stavkom, v katerem s funkcijo client.print() 
pošljemo paket. Funkcija namreč omogoča pošiljanje podatkov gostitelju, s katerim je 
povezan. Številke natisne v posameznih številih, kot ASCII znak (npr. število 123 se pošlje 
kot trije znaki »1«, »2«, »3«) [33]. 
 
V primeru, da je vrednost »t_2« negativna, se njena vrednost ponastavi na 0, v paket pa se 
pripne vrednost -1, ki nas kasneje opozarja na popačen zajem podatkov v okolici te točke. 
 
S tem je zaključen Arduino del kode, katerega naloga je v povzetku prebrati vrednosti z 
nastavljeno frekvenco vzorčenja in jih v paketih poslati na osebni računalnik oz. odjemalcu. 
 
 
3.2.2. Python koda 
Na strani gostitelja uporabljamo programski jezik Python. Koda, predstavljena v tem 
poglavju, bo implementirana v uporabniški vmesnik, kar bo podrobneje predstavljeno v 
poglavju 3.3. Sam zagon uporabniškega vmesnika bomo zaradi manjše porabe procesorske 
moči, pomnilniškega prostora in hitrejšega zagona izvedli v Jupyter notebooku možen pa je 
tudi zagon v Ukaznem pozivu. 
 
Kot navadno pri uporabi Python-a, začnemo z uvozom nekaterih knjižnic in modulov, ki jih 
bomo kasneje v kodi potrebovali. Uvoz vseh knjižnic in modulov se običajno zaradi boljše 
preglednosti nahaja na začetku programa. Uvožene knjižnice in moduli so prikazani v Kodi 
3.7. Med njimi najdemo modul numpy, ki služi delu z matrikami in linearni algebri, za namen 
vzpostavljanja povezave je uvožen modul socket, matplotlib predstavlja knjižnico za 
izris, modul time pa omogoča uporabo funkcij povezanih s časom. [35]. 
 
Koda 3.7: Uvoz knjižnic v PyCharm. 
 
 
import socket 
import matplotlib.pyplot as plt 
import numpy as np 
import time 
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Prva funkcija imenovana Povezava() je namenjena vzpostavljanju povezave med 
pošiljateljem in prejemnikom. Prikazana je v Kodi 3.8. Vhodni parameter funkcije je številka 
vrat (ang. port number), ki smo jo določili že v Arduinu in mora imeti enako vrednosti. Skozi 
celotno diplomsko nalogo je uporabljeno število 5021, zato je ta vrednost nastavljena za 
privzeto. Za TCP/IP protokole, ki so uporabljeni v diplomski nalogi je številka vrat 16-bitno 
celo število, ki se nahaja v glavi in je priloženo sporočilu, ki ga pošiljamo.  
 
Koda 3.8: Definiranje funkcije Povezava() [36]. 
 
 
 
S pomočjo integriranih funkcij socket.socket(), serversocket.bind(), 
serversocket.listen() in serversocket.accept() se vzpostavi povezava. Prva 
funkcija ustvari novo vtičnico (ang. socket), pri tem pa uporabi tri parametre, prva dva sta 
vidna v Kodi 3.8 in sta privzeta (dana družina naslovov in vrsta vtičnice), medtem ko 
tretjega, številko protokola (ang. protocol number), lahko izpustimo, saj običajno zavzema 
vrednost 0.  
 
Naslednja, serversocket.bind() veže vtičnico na nek naslov. Njena argumenta sta IP 
naslov gostitelja, v našem primeru ' ' in številka vrat, katera so pravzaprav vhodni parameter 
funkcije Povezava(). Pomembno je, da vtičnica ni predhodno že vezana. 
 
Sledi uporaba funkcije serversocket.listen(). Ta išče povezave vzpostavljene z 
vtičnico. Podana vrednost v argumentu določa največje možno število povezav v čakalni 
vrsti in mora biti najmanj 0. Največje možno število takšnih povezav je običajno 5 in je 
odvisno od sistema. 
 
Funkcija serversocket.accept() sprejme povezavo. Vezana je na naslov (ang. 
address) in išče povezave (ang. connections) [37]. Funkcija vrne par vrednosti, ki ju v našem 
primeru shranimo v spremenljivki »connection«, »address«. Ti sta ob enem tudi izhodni 
vrednosti naše funkcije Povezava(). 
 
Na Kodi 3.9 je prikazana definicija funkcije imenovane Meritve(). Njen namen je 
sprejemanje paketov, katere prejme prek vzpostavljene povezave z Arduinom. 
 
Vhodni argument funkcije je »tk« ali čas zajemanja vrednosti. Podan je v mikrosekundah. S 
klicem funkcije Povezava(), prejme njena izhodna parametra »connection« in »address«. 
Nato definira pet spremenljivk: 
‐ kot prvo »dt«, ki predstavlja »delta_t«, katerega smo prvič omenjali v Kodi 3.1 in 
predstavlja časovni razmik med enim in drugim branjem meritve in je v Kodi 3.9 podan 
v mikrosekundah.  
def Povezava(port_num=5021): 
     
    serversocket = socket.socket(socket.AF_INET, socket.SOCK_STREAM) 
    serversocket.bind((' ', port_num)) 
    serversocket.listen(5) 
    connection, address = serversocket.accept() 
 
    return connection, address 
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‐ naslednja je spremenljivka »stp« ali »st_podatkov« v Kodi 3.1, ki predstavlja nastavljeno 
število podatkov. 
‐  spremenljivka »i« je števec paketov 
‐  nadaljnje pa sta definirana še dva prazna seznama; »t«, ki predstavlja seznam časovnih 
vrednosti in »a«, ki predstavlja seznam vrednosti pospeškov. 
 
Koda 3.9: Definiranje funkcije Meritve(). 
 
 
 
V naslednjem odstavku Kode 3.9 s prvo vrstico definiramo novo okno za izris grafa, v 
naslednji pa na graf izrišemo naključno začetno stanje. Pri tem uporabimo funkcijo 
np.linspace(), ki je del knjižnice numpy in vrne enakomerno razmaknjena števila v 
določenem intervalu [38]. Zadnja vrstica bloka kode na grafu omeji y os. 
def Meritve(tk=10000000): 
 
    conn, add = Povezava() 
 
    dt = 50000                                                                                                           
    stp = 19 
    i = 1      
                                                                                                           
    t = np.array([], dtype=int)                                                                                          
    a = np.array([], dtype=int)                                                                                          
 
    fig, ax = plt.subplots()                                                                                             
    os, = ax.plot(np.linspace(0, stp * dt/1000000, stp), 
                  np.random.randint(100, 140, stp))                               
    ax.set_ylim([0,150]) 
 
    while i <= 1+tk / (dt * stp):                                                                                        
 
        paket = ""                                                                                                     
 
        buf = conn.recv(4096) 
 
        if len(buf) > 0:                                                                                                 
            paket = buf.decode() 
 
        tocke = paket.split("\n")  
                                                                                       
        for tocka in tocke:                                                                                              
 
            if len(tocka) > 1: 
                y, x = tocka.split('\t') 
                t = np.append(t, float(x)/1000000)                                                                       
                a = np.append(a, int(y))                                                                                 
 
        os.set_data((t[(i-1)*stp:(i-1)*stp+stp]-t[0]),  
                    a[(i - 1) * stp:(i-1) * stp + stp])                                                      
        ax.set_xlim((t[(i-1)*stp]-t[0]),(t[(i-1)*stp+stp]-t[0]))                                                     
 
        i += 1 
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Sledi zanka while, ki se izvaja, do izpolnitve pogoja [25]. V našem primeru se bo vršila, 
dokler števec paketov »i« ni večji od potrebnega števila paketov, kar določimo z razmerjem 
časa zajema in produkta števila podatkov v paketu s časom med dvema podatkoma. 
 
V času, ko je spremenljivka »i« manjša od števila paketov, spremenljivka imenovana 
»paket« privzema vrednost dobljenega paketa v obliki niza. Da se v »paket« ne pripenjajo 
prazni nizi, poskrbi stavek if, ki omogoča, da se ti dodajo le, če so daljši od vrednosti ena.  
 
Naslednji blok v Kodi 3.9 niz »paket« razdeli na točke (»tocke«) pri tem pa kot ločilo 
upošteva novo vrstico, kar izvedemo s funkcijo split(), ki ji podamo argument »\n«. 
Slednji predstavlja znak, glede na katerega funkcija ločuje niz. V kolikor je naša točka daljša 
od vrednosti ena (kar pomeni, da vsebuje dve vrednosti, kot smo ji tudi predpisali), jo z 
naslednjo vrstico ločimo še na izmerjeni čas, ki ga pripnemo praznemu seznamu »t« in 
vrednost pospeška, ki jo pripnemo praznemu seznamu »a«. Za ločevanje med vrednostnima 
zopet uporabimo funkcijo split(), le da ji tokrat kot argument definiramo znak za 
tabulator (»\t«). Vrednosti seznama »t« določimo za vrednosti x osi, medtem ko vrednosti 
seznama »a« predstavljajo y os.  
 
V zadnjem delu kode določimo podatke, ki se bodo izrisali na graf. Pri tem smo upoštevali 
velikost paketov in omogočili, da se na graf izrisuje vsak paket posebej. Nazadnje po vsaki 
izvedbi zanke povečamo števec paketov »i« za natanko 1.  
 
 
3.3. Uporabniški vmesnik 
Končni cilj naloge je bil kodo predstaviti v uporabniškem vmesniku. Kodo zanj smo napisali 
v programu PyCharm in programskem jeziku Python, za zagon pa uporabljamo Jupyter 
notebook saj je hitrejši, poleg tega pa porabi manj računalniškega spomina. 
 
Na Kodi 3.10 so predstavljeni moduli in knjižnice, ki smo jih za izvedbo UI uvozili. Med 
temi lahko izpostavimo knjižnico matplotlib, s katero omogočamo izris grafa in PyQt5, 
ki je pripadajoči modul za Qt. Ta predstavlja knjižnico za sestavljanje uporabniških 
vmesnikov. Med ostalimi uvozimo tudi funkcijo Povezava(), ki smo jo definirali v 
poglavju 3.2.2. 
 
Metodologija raziskave 
34 
Koda 3.10: Uvoz knjižnic v uporabniškem vmesniku [26]. 
 
 
 
Temu sledi definiranje razreda, imenovanega MainWindow, kar je prikazano na Kodi 3.11. 
Razredi so zbirke metod, znotraj njih pa lahko definiramo tudi spremenljivke, module ali 
nov razred. Razred je definiran s ključno besedo class. Za tem sledi ime razreda, dvopičje 
in zamik [35]. 
 
Koda 3.11: Definiranje razreda. 
 
 
 
Ob imenu razreda lahko opazimo oklepaje. Podobno kot pri funkcijah lahko tudi razredu 
nekaj definiramo, vendar pa to sedaj ni argument, temveč gre za dedovanje (ang. 
inheritance). Razredom lahko tako določimo druge razrede, od katerih ti podedujejo vse 
metode tega razreda, pri tem pa lahko katero tudi dodamo ali spremenimo. Python podpira 
tudi večkratno dedovanje [35]. V naši kodi smo tako v razredu MainWindow podedovali 
glavno okno.  
 
import sys 
from PyQt5 import QtCore 
from PyQt5 import QtGui 
from PyQt5 import QtWidgets 
from GrafADXL import Povezava 
 
import time 
import numpy as np 
 
import matplotlib 
import matplotlib.pyplot as plt 
 
matplotlib.use('Qt5Agg') 
 
from matplotlib.backends.backend_qt5agg import FigureCanvasQTAgg 
from matplotlib.backends.backend_qt5agg import NavigationToolbar2QT as 
NavigationToolbar 
from matplotlib.figure import Figure 
 
class MainWindow(QtWidgets.QMainWindow): 
 
    def __init__(self): 
         
        QtWidgets.QMainWindow.__init__(self) 
        self.setWindowTitle('ADXL - UI') 
        self.setWindowIcon(QtGui.QIcon("Logo.png")) 
        self.setGeometry(50, 50, 600, 400) 
        self.showMaximized() 
        self.init_central_widget() 
        self.init_actions() 
        self.init_menus() 
        self.statusBar() 
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Sledi definiranje t. i. metode (ang. method), katero poimenujemo __init__ in je 
konstruktor glavnega MainWindow objekta. To je metoda, s katero inicializiramo razred. 
Ko tega kličemo se bo vedno skupaj z njim izvedla tudi __init__ metoda. V sami metodi 
definiramo naslov okna našega programa (»ADXL-UI«), nastavimo manjšo ikono 
uporabniškega vmesnika, definiramo lego in velikost okna za uporabniški vmesnik, kličemo 
pa tudi drugi metode, ki bodo definirane kasneje. 
 
Sledi nadaljevanje na Kodi 3.12, kjer je definirana metoda init_central_widget. V 
njej definiramo vsebino našega osrednjega okna. Med drugim ukažemo prikaz besedilnega 
okna (ang. text box), v katerega lahko uporabnik vnese željeni čas merjenja. 
 
Koda 3.12: Definiranje metode init_central_widget. 
 
 
 
Definiran je tudi gumb z napisom »Zaženi meritev«. Kakor je zapisano v naslednji vrstici 
drugega bloka kode na Kodi 3.12, ta ob pritisku sproži metodo animate_figure, ki prične 
z izrisovanjem grafa in bo opisana kasneje. Z uporabo ukazov setLayout omogočimo 
učinkovito razporeditev pripomočkov (ang. widgets) na razpoložljivem prostoru. Takšno 
upravljanje postavitve omogoča razumne velikosti pojavnih oken, ob spremembah pa 
samodejno posodobi velikost pisave, ukinjanje ali skrivanje oken ipd. 
 
 
def init_central_widget(self): 
    """ Vsebina centralnega okna 
    """ 
    self.central_widget = QtWidgets.QWidget() 
    self.buttons_widget = QtWidgets.QWidget() 
    v_layout = QtWidgets.QVBoxLayout() 
    h_layout = QtWidgets.QHBoxLayout() 
    self.function_text = QtWidgets.QTextEdit() 
    self.function_text.setFontPointSize(30) 
    self.function_text.setText('Vnesite čas zajema [ms]') 
 
    self.animate_btn = QtWidgets.QPushButton('Zaženi meritev') 
    self.animate_btn.pressed.connect(self.animate_figure) 
    self.animate_btn.setCheckable(True) 
    self.get_figure() 
 
    self.central_widget.setLayout(v_layout) 
    v_layout.addWidget(self.function_text) 
    v_layout.addWidget(self.buttons_widget) 
    v_layout.addWidget(self.canvas) 
    v_layout.addWidget(self.canvas_toolbar) 
 
    self.buttons_widget.setLayout(h_layout) 
    h_layout.addStretch() 
    h_layout.addWidget(self.animate_btn) 
    h_layout.addStretch() 
 
 
    self.setCentralWidget(self.central_widget) 
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Koda 3.13 definira metodi get_figure in init_menus.  
 
Koda 3.13: Definicija metod get_figure in init_menus. 
 
 
 
Prva je namenjena prikazu grafa. S self.fig definiramo velikost grafa (»figsize«), 
barvo robov (»edge color«), notranjosti grafa (»facecolor«) in resolucijo (»dpi«). Z 
uporabo np.linspace() v drugem bloku kode zopet nastavimo naključno samodejno 
stanje na grafu. Pri tem funkcija np.random.randint() povrne naključna cela števila, 
vrednosti med 100 in 140, pri tem pa zagotovi 10 vrednosti, kakor smo določili z zadnjim 
parametrom funkcije. 
 
Imena osi določimo z ukazoma self.ax.set_xlabel() in self.ax.set_ylabel(), 
v naslednji vrstici pa določimo velikost znakov na osi. 
 
Z metodo init_menus z uporabo ukaza addMenu() na glavni meni dodamo zavihek 
»Datoteka«. V ta zavihek nato podamo še dejanje, ki ga definiramo v metodi na Kodi 3.14. 
 
Koda 3.14: Metoda init_actions. 
 
 
 
Koda 3.14 omogoča, da se ob kliku na zavihek »Datoteka« pojavi možnost klika na ikono 
»Izhod«. statusTip omogoča, da se ob postavitvi kurzorja na ikono »Izhod« v levem 
spodnjem kotu UI prikaže kratek opis dejanja, ki sledi kliku. To je opisano s kratkim 
besedilom »Izhod iz aplikacije«. Takšna besedila uporabnikom omogočajo lažje 
spoznavanje in upravljanje z vmesnikom. 
 
def get_figure(self): 
    self.fig = Figure(figsize=(600, 600), dpi=72, facecolor=(1, 1, 1),  
                      edgecolor=(0, 0, 0)) 
    self.ax = self.fig.add_subplot(111) 
 
    self.os, = self.ax.plot(np.linspace(0, 200, 10),           
                            np.random.randint(100, 140, 10)) 
    self.ax.set_xlabel('$t$ $[s]$', fontsize=24) 
    self.ax.set_ylabel('$a$ $[m/s^2]$', fontsize=24) 
    self.ax.tick_params(axis='both', which='major', labelsize=16) 
 
    self.canvas = FigureCanvasQTAgg(self.fig) 
    self.canvas_toolbar = NavigationToolbar(self.canvas, self) 
 
def init_actions(self): 
    """ Pripravi actions za menuje 
    """ 
    self.close_app_action = QtWidgets.QAction( 
        '&Izhod', self, shortcut=QtGui.QKeySequence.Cancel,  
        statusTip="Izhod iz aplikacije", triggered=self.close_app) 
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V kolikor se klik na ikono dejansko izvrši se izvede metoda close_app, kar je definirano 
v zadnji vrstici prikazani na Kodi 3.14. Metoda close_app je podrobneje prikazana na Kodi 
3.15. Da se izvrši le ob kliku pa definiramo z uporabo ukaza triggered. 
 
Koda 3.15: Definiranje metode close_app. 
 
 
 
Na Kodi 3.15 je razvidno, da se nam ob kliku na »Izhod« odpre novo pojavno okno z 
vprašanjem. QMessageBox.question je namreč razred, ki ponuja pogovorno okno, s 
katerim uporabnika obvešča, mu zastavlja vprašanja in prek njega tudi sprejema odgovore. 
 
V našem primeru, pojavno okno uporabniku zastavi vprašanje, ali resnično želi zapustiti 
aplikacijo (»Želite zapustiti aplikacijo?«). Ob tem se mu ponudita dva možna odgovora, 
pritrdilni in odklonilni (ang. Yes in No). Naslednje z uporabo if stavka preverimo, kakšen 
je bil odgovor uporabnika. V kolikor je ta pritrdilni, s funkcijo print() izpišemo besedilo 
»Zapuščam aplikacijo.« in uporabniški vmesnik se zapre. Če pa je odgovor odklonilen, se 
izvede izjava pass, ki ob izvedbi ne naredi ničesar. S tem zagotovimo, da gre ob takšni 
situaciji ukaz preprosto naprej. 
 
Sledi zadnja metoda, imenovana animate_figure, prikazana na Kodi 3.16. 
def close_app(self): 
    choice = QtWidgets.QMessageBox.question( 
        self,"Zapiranje", 
        "Želite zapustiti aplikacijo?",  
        QtWidgets.QMessageBox.Yes | QtWidgets.QMessageBox.No) 
     
    if choice == QtWidgets.QMessageBox.Yes: 
        print("Zapuščam aplikacijo.") 
        sys.exit() 
    else: 
        pass 
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Koda 3.16: Metoda animate_figure. 
 
 
 
Koda 3.16 je pravzaprav Koda 3.9, integrirana v uporabniški vmesnik, zato izpostavimo le 
nekaj bistvenih sprememb. V začetku kode smo uporabili blok try-except, ki ga uporabljamo 
za lovljenje izjem. Pythonova posebnost je blok else, katerega lahko postavimo med try 
in except, izvede pa se, če v kodi znotraj try ni prišlo do izjeme. Podoben je else v zanki 
for, ki se izvede, če se zanka ne konča z break [35]. Seveda ima lahko Python-ov try 
blok več except blokov pod njim, kar je uporabno kadar želimo upravljati z več različnimi 
izjemami. 
def animate_figure(self): 
 
    try: 
        tk = int(self.function_text.toPlainText())*1000 
    except AttributeError: 
        QtWidgets.QMessageBox.about(self, 'Napaka', 
                                'Vnesite čas zajema!') 
 
    try: 
        conn, add = Povezava() 
    except: 
        QtWidgets.QMessageBox.about(self, 'Napaka', 
                                    'Povezava ni vzpostavljena!') 
 
    dt = 10000  
    stp = 49 
    i = 1 
 
    t = np.array([], dtype=int)  
    a = np.array([], dtype=int)  
 
    while i <= tk / (dt * stp):   
        paket = ""   
 
        buf = conn.recv(4096) 
 
        if len(buf) > 0:  
 
            paket = buf.decode() 
 
        tocke = paket.split("\n")   
        for tocka in tocke:   
            if len(tocka) > 1: 
                y, x = tocka.split('\t') 
                t = np.append(t, float(x) / 1000000)  
                a = np.append(a, int(y))   
 
        self.os.set_data(t[(i - 1) * stp:(i - 1) * stp + stp] - t[0],  
   a[(i - 1) * stp:(i - 1) * stp + stp])   
        self.ax.set_xlim(t[(i - 1) * stp] - t[0],  
   t[(i - 1) * stp + stp] - t[0]) 
        self.canvas.draw() 
        self.canvas.flush_events() 
 
        i += 1   
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V Kodi 3.16 je s takšnim blokom zagotovljeno, da se v besedilno okno, ki se pojavi vnese le 
številske znake, saj je le te mogoče spremeniti v celo število (ang. integer). V nasprotnem 
primeru uporabniški vmesnik odpre novo pogovorno okno, v katerem sporoča napako pri 
vnosu (»Napaka. Vnesite čas zajema!«). prav tako pogovorno okno sporoči napako, v 
kolikor ne moremo pridobiti vrednosti »connection« in »address« iz funkcije Povezava().  
 
Predzadnji dve vrstici kode sta nadomestilo za funkcijo plt.pause(). Namesto nje smo 
uporabili ukaza canvas.draw(), s katerim sprožimo prikaz grafa in 
canvas.flush_events(), ki pobriše dejanja, ki so se izvedla na izrisu. 
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4. Rezultati in diskusija 
Končni cilj diplomske naloge je prikaz meritev s pomočjo uporabniškega vmesnika. Ta je 
izdelan s pomočjo programske kode, opisane v poglavju 3.3. 
 
 
4.1. Komunikacija z uporabnikom 
Ko prvič odpremo programa, s katerima želimo ustvariti povezavo za pošiljanje meritev, je 
potrebno ročno vnesti nekatere vrednosti. Prva je ime mobilne dostopne točke, ki jo 
računalnik deli in geslo, ki nam vezavo na to omrežje omogoča. Ročno je potrebno vpisati 
tudi parametre, kot so IP naslov računalnika, velikost paketa, oz. število podatkov v njem in 
vzorčno frekvenco. Sledi odpiranje uporabniškega vmesnika, v katerem določimo željeno 
časovno okno zajema. Tudi sam zagon kode je ročen.  
 
Kot takšna, koda še ni primerna za splošno rabo, saj je takšen zagon zamuden in nepregleden, 
opravlja pa svoj bistveni namen, kar je brezžično pošiljanje in sprejemanje podatkov 
meritev. 
 
Pri samodejnem vnašanju podatkov v program je največja slabost ta, da uporabnik ni 
obveščen, v kolikor se kateri od parametrov spremeni. To se v največji meri navezuje na 
spreminjanje vrednosti, ki omogočajo pravilno povezavo, med katere štejemo IP naslov in 
morebitne težave pri vzpostavljanju mobilne dostopne točke. Z zadnjimi smo se srečali 
večkrat, običajno pa so povezane z omrežnimi nastavitvami računalnika, ki so lahko 
drugačne v kolikor je ta povezan na drugo omrežje. V primeru, da povezava ni vzpostavljena 
se podatki sicer ne izgubljajo, vendar pa uporabnik ne more začeti meritve ob željenem času, 
saj mora najprej odpraviti omenjene težave. 
 
Med samim zajemanjem podatkov, spremljamo tudi čas med posameznimi branji, ki se, ko 
je paket poln in se podatki pošljejo, poviša. Čas med branji podatkov je določen s frekvenco 
vzorčenja in ne sme pasti na negativno vrednost. Do tega lahko pride pri pošiljanju paketa, 
ko je ta poln, saj le-to porabi več časa, kot samo branje in pripenjanje vrednosti iz priključka. 
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To je predvsem posledica večje oddaljenosti mikrokrmilnika od omrežnega usmerjevalnika, 
kar se posledično odraža v slabšem signalu. V kolikor so časi pošiljanja negativni lahko 
vemo, da so vrednosti okrog te točke popačene, to pa pomeni, da v meritvi obstaja nekaj 
nepravilno izmerjenih točk. 
 
Ob zagonu se odpre glavno okno uporabniškega vmesnika, prikazano na Sliki 4.1. Na njem 
lahko uporabnik sam določi časovno okno zajemanja. S tem je določen začetek in konec 
meritve, kar nam omogoča nadzor nad tem, katere meritve so zajete. Iz prejetih meritev se 
sproti prikazuje graf, na katerem je razvidna vrednost pospeška v časovni domeni.  
 
 
 
Slika 4.1: Uporabniški vmesnik. 
 
Ob prvem odprtju uporabniškega vmesnika je na grafu že izrisanih nekaj začetnih naključnih 
točk. 
 
Preden začnemo z meritvijo in izrisovanjem grafa je potrebno v besedilno okno vpisati čas 
zajema (»Vnesite čas zajema [ms]«). Tega podajamo v milisekundah in predstavlja željeni 
čas zajemanja podatkov. Ob pritisku gumba »Zaženi meritev« se na mestu predhodno 
narisanih naključnih točk prikazuje posodabljajoč se graf, ki izvira iz prejetih meritev. 
 
S klikom na zavihek »Datoteka« in kasneje »Izhod«, lahko uporabniški vmesnik, s 
predhodnim opozorilom, zapremo, kakor je prikazano na Sliki 4.2. 
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Slika 4.2: Prikaz gumba za izhod iz uporabniškega vmesnika. 
 
 
4.2. Vzorčna meritev 
Na Sliki 4.3 je predstavljena vzorčna meritev pospeška. Program smo najprej zagnali, pri 
tem pa pospeškomer vzbujali s tresenjem, udarci po podlagi itd. 
 
 
 
Slika 4.3: Vzorčna meritev. 
 
Na ordinatni osi je prikazana izmerjena vrednost pospeška, na abscisni pa časovna domena. 
Na Sliki 4.3 so vidni nekateri ostri prehodi prikaza pospeška, ki so posledica relativno nizke 
frekvence vzorčenja.  
 
Merjenje pospeškomera se začne ob pritisku na gumb »Začni meritev«, ki ga najdemo v 
glavnem oknu uporabniškega vmesnika. Na ta način je omogočeno, da izmerjene pakete 
izrišemo skoraj takoj po prejemu. V nasprotnem primeru bi pospeškomer meril pakete, ki bi 
jih pripeli v seznam, nato pa celoten seznam izrisali. Ta potem ne bi bil izrisan v realnem 
času, vendar z nekim časovnim zamikom. Da izmerjene podatke lahko izrišemo le kratek 
čas po njihovem zajetju je pomembno z vidika uporabnosti, saj tako lažje sledimo meritvam. 
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Paziti je treba tudi na praznjenje baterije, v kolikor le-to uporabljamo za napajanje 
mikrokrmilnika. Pri napajanju mikrokrmilnika preko mikro USB povezave platforma sama 
zniža napetost z 5 na 3,3 V.  
 
Za napajanje lahko uporabimo tudi 4,2/3,7 V litijevo polimerno ali Li-Ion baterijo. Prva 
vrednost predstavlja najvišjo napetost baterije, druga pa povprečno napetost. Skozi uporabo 
se ta niža, vse dokler ne doseže najnižje vrednosti 3 V. Ker ima platforma le en analogni 
priključek, stanja izpraznjenosti baterije ne moremo nadzorovati neposredno. 
Mikrokrmilnika nismo napajali z baterijo, zato ne moremo zagotoviti kakšen bo vpliv na 
komunikacijo. Nezadosten dovod električne energije mikrokrmilniku, lahko vodi do popolne 
prekinitve povezave. 
 
Dosegli smo zastavljen cilj, kateri je bil omogočiti merjenje z vzorčno frekvenco vsaj 100 
Hz, kar omogoča vidnejši prikaz hitrejših sprememb stanja, za popis nihanj pospeškov pa ne 
uporabi dovolj izmerjenih točk. Za večjo uporabnost pospeškomera bi morali to nekaj krat 
povišati. 
 
 
 
 
 44 
5. Zaključki 
Mehanska nihanja zaznavamo z različnimi zaznavali, običajno pospeškomeri. Teh poznamo 
več vrst in izbira temelji predvsem na zasnovi merilne proge. V diplomski nalogi smo 
uporabili MEMS pospeškomer, osredotočili pa smo se na izdelavo brezžičnega merilnega 
sistema, v katerega smo povezali pospeškomer in izbrani mikrokrmilnik.  
 
Uvodoma smo predstavili nekaj teoretičnega ozadja mehanskih nihanj in vseh komponent 
sistema. Opisali smo tudi nekatere glavne značilnosti programov, katere smo tekom dela 
uporabljali. Kasneje je predstavljena programska koda, s katero smo dosegli povezovanje 
pospeškomera z osebnim računalnikom ter nadzor meritev. Kot končni rezultat naloge je 
predstavljen uporabniški vmesnik, katerega namen je grafična in uporabniku prijazna 
predstavitev napisane programske kode. Prek uporabniškega vmesnika preprost uporabnik 
tudi brez programskega znanja tako upravlja nekatere parametre meritev in te morebiti 
uporabi za nadaljnjo obravnavo. 
 
V diplomski nalogi smo dosegli zastavljen cilj, in sicer omogočiti merjenje z vzorčno 
frekvenco vsaj 100 Hz, kar zagotavlja vidnejši prikaz hitrejših sprememb stanja, še vedno 
pa za popis nihanj pospeškov ne zajame dovolj vrednosti, da na grafu ne bi bilo vidnih ostrih 
prehodov. Te so posledica linearne interpolacije med točkami meritev. Za boljši popis 
dejanskega stanja pa bi morali frekvenco vzorčenja povišati. 
 
Tekom izdelave diplomske naloge smo torej prišli do naslednjih ugotovitev: 
 
1) za uporabljanje vseh treh osi bi potrebovali mikrokrmilnik z več analognimi priključki. 
Izbrani mikrokrmilnik namreč omogoča uporabo le ene osi.  
2) v sami programski kodi na strani Arduina sta izbrana frekvenca vzorčenja ter število 
podatkov v paketu izbrani glede na predhodne meritve. Do zaključnih vrednosti teh dveh 
spremenljivk smo prišli z njunim spreminjanjem in istočasnim opazovanjem odziva in 
delovanja merilnega sistema. Predvsem je bilo potrebno paziti na časovne zaostanke. 
Pri pošiljanju podatka Arduino poleg vrednosti pošlje tudi dodatne informacije - glava 
(ang. header), kar vzame nekaj časa. V primeru pošiljanja več podatkov, se čas 
pošiljanja ne viša premo sorazmerno, saj je v tem primeru uporabljena le ena glava za 
vse poslane podatke. Bolj smiselno je tako pošiljati več podatkov hkrati.  
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3) v kolikor je mikrokrmilnik bližje usmerjevalnika (ang. router) pošiljanje paketov poteka 
hitreje. Ob slabem signalu tako za pošiljanje potrebuje več časa, kar pomeni, da je čas 
pošiljanja večji kot nastavljena vzorčna frekvenca. 
4) matplotlib je načeloma prepočasen za uporabo pri merjenju tako hitrih sprememb, kot 
so lahko pospeški, vendar pa omogoča nekaj možnosti za pohitritev. Te smo 
implementirali v kodo za uporabniški vmesnik. 
 
V diplomskem delu smo predstavili način povezave programskih jezikov Arduino in Python 
prek TCP/IP protokola. Na ta način je bilo omogočeno brezžično pošiljanje paketov 
podatkov iz pospeškomera v uporabniški vmesnik. Diplomsko delo predstavlja osnovo za 
morebiten nadaljnji razvoj merjenja pospeškov z mikrokrmilnikom Adafruit Feather 
HUZZAH. Kodo smo delili na spletnem repozitoriju GitHub. 
 
 
Predlogi za nadaljnje delo 
 
Za boljše delovanje uporabniškega vmesnika je možnih nekaj izboljšav. Prva bi bila 
omogočanje izbire IP naslova, kateremu podatke pošiljamo. S tem ne bi bilo več potrebno 
ročno vnašati IP naslova, poleg tega bi se v primeru, da se ta spremeni, izognili 
neprijetnostim s spreminjanjem tega števila v kodi. 
 
Kot drugo izboljšavo lahko izpostavimo dvosmerno komunikacijo med uporabnikom in 
pospeškomerom. Ta bi omogočala več možnosti za upravljanje meritev v uporabniškem 
vmesniku, saj bi sam uporabnik lahko določil tudi druge parametre kot so frekvenca 
vzorčenja, število podatkov v paketu, ipd.. V uporabniški vmesnik bi za to morali dodati več 
metod, ki bi takšno komunikacijo omogočale.  
 
Kot nadaljnji predlog za izboljšavo bi bila tudi izdelava zagonske (».exe«) datoteke, s 
pomočjo Pythonovih knjižnic Py2app in izdelava uporabniškega vmesnika v brskalniku, kar 
bi omogočalo, da bi kodo lahko uporabljali tudi na računalnikih, ki nimajo predhodno 
naloženih uporabljenih programov. 
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