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Abstrakt
Cı´lem pra´ce je vytvorˇit aplikaci simulujı´cı´ bitvy robotu˚. Program se bude skla´dat z tvorby
robota, tvorby bitevnı´ho pole a simulace bitvy. Na´vrh robota bude probı´hat nejprve na-
stavenı´m technicke´ho vybavenı´ robota v GUI a na´sledneˇ naprogramova´nı´m AI pomocı´
API funkcı´ specificky vytvorˇene´ho jazyka. Tento jazyk umozˇnı´ reagovat na uda´losti jako
kolize se zdı´, za´sah strˇelou, robot na radaru, apod. V cˇa´sti tvorby bitevnı´ho pole bude
mozˇno generovat cˇi vytva´rˇet vlastnı´ bitevnı´ pole. V poslednı´ cˇa´sti, pak bude mozˇno vy-
brat bitevnı´ pole a spousˇteˇt samotnou simulaci. Implementace bude probı´hat v jazyce
C#.
Klı´cˇova´ slova: AI Clash, roboti, programovacı´ hra, simulace
Abstract
Goal of this work is to create application to simulate battles of the robots. Application
will contains of creation of a robot, creation of a battlefield and simulation of the battle.
Design of the robot will contains robot hardware settings in the GUI and AI program-
ming using API functions of specifically constructed language. In this language will be
able respond to events such as collisions with the wall, hit a shot, a robot on the radar,
etc. In a section of creating the battlefield will be able to generate or create your own
battlefield. In the last section, it will be possible to choose the battlefield itself and run
the simulation. Implementation will be in C#.
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Seznam pouzˇity´ch zkratek a symbolu˚
AI – Artificial Intelligence
API – Application Programming Interface
GUI – Graphical User Interface
MARS – Memory Array Redcode Simulator
PLATO – Programmed Logic for Automated Teaching Operations
RPN – Reversion Polish Notation
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51 U´vod
Aplikace AI Clash je simula´tor bitev robotu˚ a patrˇı´ mezi tzv. programovacı´ hry. Uzˇivatele´
teˇchto her nemajı´ mozˇnost rˇı´dit cˇi jinak ovlivnˇovat pru˚beˇh simulace. Mı´sto toho je
v tomto typu aplikacı´ u´kolem uzˇivatele v prˇedem jasneˇ dane´m, nejcˇasteˇji specificky
vytvorˇene´m, programovacı´m jazyce naprogramovat umeˇlou inteligenci charakteru (ob-
vykle robota cˇi bakterie), ktery´ je pak do dane´ simulace postaven proti charakteru˚m
ostatnı´ch uzˇivatelu˚, at’ uzˇ za u´cˇelem prˇezˇitı´, nasbı´ra´nı´ nejveˇtsˇı´ho pocˇtu bodu˚, cˇi splneˇnı´
jiny´ch cı´lu˚.
Prvnı´ cˇa´st pra´ce je veˇnova´na historii programovacı´ch her a prˇedstavenı´ meznı´ku˚.
V te´to cˇa´sti budou prˇedstaveny hry Darwin, Core War a RobotWar. V druhe´ cˇa´sti bude
popsa´na specifikace syste´mu, co umozˇnˇuje a jake´ majı´ vlastnosti bitevnı´ pole, roboti,
powerbally a strˇely. V na´sledujı´cı´ cˇa´sti pak bude popsa´n specificky vytvorˇeny´ jazyk
RoboCode, ktery´ slouzˇı´ k naprogramova´nı´ umeˇle´ inteligence robotu˚. V dalsˇı´ch cˇa´stech
bude postupneˇ popsa´n prˇekladacˇ, ktery´ slouzˇı´ k prˇekladu z ko´du v jazyce RoboCode
do interpreterem srozumitelne´ho ko´du, na´sledovany´ popisem samotne´ho interpreteru.
V za´veˇru pak budou shrnuty hlavnı´ body, zhodnoceny dosazˇene´ vy´sledky a probeˇhne
na´stin smeˇru, ktery´m se bude vy´voj te´to pra´ce da´le ubı´rat.
62 Historie a hlavnı´ prˇedstavitele´
2.1 Darwin
Prvnı´ aplikace, ktera´ se rˇadı´ do skupiny programovacı´ch her, jme´nem Darwin, byla vy-
tvorˇena uzˇ v roce 1961 v Bell Labs pa´ny Douglesem McIlroyem, Robertem Morrisem
a Victorem Vyssotskym (Metcalf, 2011a). Cı´lem uzˇivatelu˚ aplikace bylo napsat IBM 7090
program takovy´, aby byl co nejvı´ce zˇivotaschopny´m replika´torem v pameˇti. Pro tento
cı´l byly k dispozici 3 funkce (test dane´ho mı´sta, zabra´nı´ pra´zdne´ho mı´sta a smaza´nı´ ob-
sazene´ho mı´sta) a zpocˇa´tku jen 15 instrukcı´, jejichzˇ pocˇet se pozdeˇji rozrostl azˇ na 44
instrukcı´.
Obra´zek 1: Aplikace Darwin
2.2 Core War
V roce 1984 byla pa´ny D. G. Jonesem a A. K. Dewdneyem prˇedstavena desetistra´nkova´
prˇı´rucˇka Core War Guidelines (Jones, Dewdney, 1984) popisujı´cı´ programovacı´ jazyk
Redcode urcˇeny´ pro virtua´lnı´ pocˇı´tacˇ MARS. Jesˇteˇ te´hozˇ roku vydal Kevin A. Bjorke
zdrojovy´ ko´d vytvorˇeny´ v jazyce C implementujı´cı´ virtua´lnı´ pocˇı´tacˇ MARS a o dva roky
pozdeˇji, roku 1986, byl v Bostonu usporˇa´da´n prvnı´ mezina´rodnı´ turnaj v programovacı´
hrˇe Core War. Turnaje v Core War probı´hajı´ v mı´rneˇ pozmeˇneˇne´ formeˇ dodnes.
Obra´zek 2: Aplikace Core War
72.3 RobotWar
Avsˇak jesˇteˇ prˇedtı´m byla v roce 1981 publikova´na pod za´sˇtitou MUSE Software hra
jme´nem RobotWar, prvnı´ programovacı´ hra, ktera´ simulovala bitvy robotu˚ (Metcalf,
2011b). Byla napsa´na Silasem Warnerem pro pocˇı´tacˇovy´ syste´m PLATO. Prvnı´ turnaj byl
pak usporˇa´da´n hned o rok pozdeˇji. U´kolem uzˇivatele bylo naprogramovat umeˇlou inteli-
genci robota, ktera´ by uspeˇla v souboji proti jiny´m robotu˚m. Vı´teˇzem teˇchto simulacı´ byl
pak poslednı´ prˇezˇivsˇı´.
Obra´zek 3: Aplikace RobotWar
83 Specifikace syste´mu
3.1 Simulace
U´kolem simulace v aplikaci AI Clash je vyhodnotit a vizua´lneˇ zobrazit pru˚beˇh bitvy na
za´kladeˇ vstupnı´ch dat. Vstupnı´mi daty jsou v tomto prˇı´padeˇ jedno bitevnı´ pole, viz ka-
pitola 3.2, a prˇı´slusˇny´ pocˇet robotu˚, viz kapitola 3.2.2, u´cˇastnı´cı´ch se kla´nı´. Uzˇivatel ma´
umozˇneˇno spousˇteˇt simulaci opakovaneˇ pro ru˚zna´ vstupnı´ data, avsˇak po spusˇteˇnı´ si-
mulace uzˇ nema´ mozˇnost jakkoli zasa´hnout a zmeˇnit pru˚beˇh jizˇ zapocˇate´ simulace. Ma´
vsˇak mozˇnost nastavit de´lku simulace prˇed zapocˇetı´m a v pru˚beˇhu simulace dokonce


















Pomala´“, cˇemuzˇ odpovı´dajı´ rychlosti 100 cyklu˚ za vterˇinu,
10 cyklu˚ za vterˇinu a 1 cyklus za vterˇinu.
Snı´mek z pru˚beˇhu bitvy je zobrazen na Obra´zku 4.
Obra´zek 4: Aplikace AI Clash
93.2 Bitevnı´ pole
Bitevnı´ pole je mı´sto, na ktere´m se odehra´va´ simulace jednotlivy´ch kla´nı´. Prˇi tvorbeˇ bi-
tevnı´ho pole ma´ uzˇivatel mozˇnost zvolit pocˇet robotu˚, u´cˇastnı´cı´ch se kla´nı´, pocˇa´tecˇnı´ sı´lu
robotu˚ a take´ sı´lu powerballu˚.
Obra´zek 5: Battlefield Editor
3.2.1 Rozmeˇr, osy a u´hly
Bitevnı´ pole ma´ z nadhledu cˇtvercovy´ tvar o rozmeˇrech 400 x 400 pixelu˚ a je po okrajı´ch
bezprostrˇedneˇ ohranicˇeno nepru˚chodny´mi a nepru˚strˇelny´mi zdmi. Osa x bitevnı´ho pole
je linea´rnı´, ma´ pocˇa´tek v leve´m hornı´m rohu a smeˇrem vpravo naby´va´ kladny´ch hod-
not. Osa y je take´ linea´rnı´, take´ ma´ pocˇa´tek v leve´m hornı´m rohu, avsˇak kladny´ch hod-
not naby´va´ ve smeˇru dolu˚. U´hly v te´to soustaveˇ sourˇadnic jsou vyja´drˇeny ve stupnı´ch
a naby´vajı´ hodnot z intervalu (-180 ; 180〉. Prˇi pra´ci s hodnotami mimo tento interval je
hodnota automaticky upravova´na prˇicˇı´ta´nı´m cˇi odecˇı´ta´nı´m periody 360◦. U´hel 0◦ je ori-
entova´n ve smeˇru nahoru, resp. v za´porne´m smeˇru osy y. U´hel 90◦ je orientova´n vpravo,
resp. v kladne´m smeˇru osy x. U´hel tedy roste po smeˇru hodinovy´ch rucˇicˇek.
3.2.2 Roboti
Roboti jsou za´kladnı´mi bitevnı´mi prvky v poli a prˇi simulaci jsou od sebe navza´jem
odlisˇeni barvou. Roboti u´cˇastnı´cı´ se kla´nı´ jsou omezeni pohybem pouze v oblasti bi-
tevnı´ho pole ohranicˇene´ho zdmi. Pocˇet robotu˚, u´cˇastnı´cı´ch se kla´nı´, je volen prˇi tvorbeˇ




4“ robotu˚ a ma´ take´











Powerbally jsou z nadhledu kruhove´ objekty o polomeˇru 10 pixelu˚, ktere´ se objevujı´ v bi-
tevnı´m poli na na´hodny´ch pozicı´ch v pru˚beˇhu simulace a jezˇ doda´vajı´ sı´lu robotu˚m. Tyto
objekty majı´ po vytvorˇenı´ pevneˇ danou pozici a da´le se jizˇ nepohybujı´. V nastavenı´ bi-







100“ jednotek sı´ly. Prˇi volbeˇ
”
0“ bude simulace probı´hat bez power-
ballu˚. Pokud uzˇivatel vybere jednu z dalsˇı´ch mozˇnostı´, bude prˇi sebra´nı´ powerballu to-
muto robotu prˇicˇtena sı´la dle nastavenı´.
3.2.4 Strˇely
Strˇely jsou kulove´ objekty o polomeˇru 2 pixely a rychlostı´ 10 pixelu˚ za cyklus, ktery´mi
robot sˇkodı´ ostatnı´m robotu˚. Prvnı´ prˇı´pad ukoncˇenı´ existence strˇely je prˇi strˇetu strˇely se
zdı´. V takove´m prˇı´padeˇ strˇela jednodusˇe prˇestane existovat. Druhy´m prˇı´padem je strˇet 2
strˇel, ve ktere´m obeˇ strˇely prˇestanou existovat a to bez ohledu na sı´lu jednotlivy´ch strˇel.
Trˇetı´m a poslednı´m prˇı´padem je strˇet strˇely s robotem. Tehdy se odecˇte od sı´ly robota
sı´la strˇely. Ve vsˇech prˇı´padech nema´ zrusˇenı´ strˇely zˇa´dny´ jiny´ na´sledek na okolnı´ objekty,
ktere´ se strˇelou neprˇisˇly do styku, kromeˇ prˇı´padne´ho prˇicˇtenı´ bodu˚ robotovi vlastnı´cı´mu
strˇelu.
3.3 Robot
Robot je za´kladnı´ bojovou jednotkou. Uzˇivatel ma´ z hardwarove´ cˇa´sti robota mozˇnost
nastavit rozmeˇr(sˇı´rˇka a dosah) radaru, softwarova´ cˇa´st robota pak da´va´ uzˇivateli povin-
nost naprogramovat chova´nı´ robota v jazyce RoboCode, ktery´ je popsany´ v kapitole 5.
Po u´speˇsˇne´m prˇekladu (kompilaci) je robot prˇipraven ke kla´nı´.
3.3.1 Stavy
Robot se mu˚zˇe vyskytovat ve trˇech stavech:
• Zˇivy´ - V tomto stavu je robot schopen vykona´vat libovolne´ akce a je v kazˇde´m cyklu
simulace oceneˇn 2 body.
• Zmrzly´ - V tomto stavu je robot neschopen akce, avsˇak i prˇesto se sta´le u´cˇastnı´
kla´nı´. Je vsˇak v kazˇde´m cyklu oceneˇn pouze 1 bodem.
• Mrtvy´ - V tomto stavu se robot jizˇ da´le neu´cˇastnı´ kla´nı´ a nenı´ mu tedy prˇipocˇı´ta´va´no
bodove´ ohodnocenı´.
3.3.2 Rozmeˇr a rychlost
Robot ma´ z nadhledu kruhovy´ tvar o polomeˇru 10 pixelu˚. Rychlost robota je uda´va´na
v celocˇı´selny´ch hodnota´ch vyjadrˇujı´cı´ch pocˇet pixelu˚ za cyklus. Tato rychlost se pohybuje
v intervalu 〈 -5 ; 5 〉.
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Obra´zek 6: Robot Editor
3.3.3 Sı´la a Energie
Sı´la robota uda´va´ jeho zˇivotaschopnost v bitveˇ. Pokud robotu klesne hodnota na 0, pak
je robot mrtev a da´le se boje neu´cˇastnı´.
Energie je hodnota, kterou mu˚zˇe robot spotrˇebovat a vyuzˇı´t ji k pohybu cˇi akci. Tato
energie se navı´c po kazˇde´m cyklu navy´sˇı´ o 1 jednotku. U´bytek energie azˇ na nulovou
hodnotu nema´ zˇa´dny´ omezujı´cı´ vliv na robota, avsˇak nenı´ mozˇno prˇi nedostatku energie
vyuzˇı´vat prˇı´kazu˚, jezˇ energii spotrˇebova´vajı´ (zmeˇna smeˇru pohybu, strˇelba, apod.).
3.3.4 Radar
Radar slouzˇı´ k prohleda´va´nı´ okolı´. Uzˇivatel ma´ na vy´beˇr 3 mozˇnosti nastavenı´ radaru,
viz obr.5. Nastavenı´m mozˇnosti
”
Veˇtsˇı´ sˇı´rˇka radaru“ bude sˇı´rˇka radaru robota nastavena
na 75◦ a dosah na 80 pixelu˚. Mozˇnost
”
Veˇtsˇı´ dosah radaru“ nastavı´ sˇı´rˇku radaru na 15◦
a dosah na 160 pixelu˚. Vy´beˇrem strˇednı´ mozˇnosti je pak nastavena sˇı´rˇka radaru na 30◦
a dosah na 125 pixelu˚.
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3.3.5 Firmware
Firmware je softwarova´ cˇa´st robota, obsahujı´cı´ prˇekladacˇem prˇelozˇenou uzˇivatelem
vytvorˇenou umeˇlou inteligenci robota. Uzˇivatel nejprve naprogramuje chova´nı´ robota
v jazyce RoboCode. Zdrojovy´ ko´d v tomto jazyce je na´sledneˇ prˇekladacˇem prˇelozˇen
do vnitrˇnı´ho ko´du (firmware) robota. Tento ko´d je pak v pru˚beˇhu simulace interpretova´n.
Vı´ce k prˇekladacˇi a interpreteru v kapitole 6, resp. v kapitole 7.
3.3.6 Registry
Registry jsou mı´sta v pameˇti robota a slouzˇı´ mu k za´znamu a vycˇı´ta´nı´ dat.
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4 Cyklus simulace
Cyklus simulace je jednotka pru˚beˇhu simulace. Cela´ simulace probı´ha´ v neˇkolika
stovka´ch cyklu˚ (dle nastavenı´). Kazˇdy´ cyklus se sesta´va´ z na´sledujı´cı´ch cˇa´stı´:
1. Vygenerova´nı´ powerballu, viz kapitola 4.1.
2. Interpretace robotu˚, viz kapitola 4.2.
3. Aktualizace polohy objektu˚, viz kapitola 4.3.
4. Vyrˇesˇenı´ kolizı´, viz kapitola 4.4.
5. Aktualizace robotu˚ v kolizi, viz kapitola 4.4.
6. Prvnı´ smaza´nı´ zrusˇeny´ch objektu˚, viz kapitola 4.5.
7. Vytvorˇenı´ novy´ch objektu˚, viz kapitola 4.5.
8. Druhe´ smaza´nı´ zrusˇeny´ch objektu˚, viz kapitola 4.5.
9. Aktualizace sı´ly a energie robotu˚, viz kapitola 4.6.
10. Nastavenı´ cˇasu prˇezˇitı´ a porˇadı´ robotu˚m, viz kapitola 4.6.
11. Oveˇrˇenı´ ukoncˇenı´ simulace, viz kapitola 4.7.
4.1 Vygenerova´nı´ powerballu
Powerball je vygenerova´n na na´hodne´m mı´steˇ v bitevnı´m poli, pokud jsou splneˇny
na´sledujı´cı´ podmı´nky:
• Cˇı´slo cyklu je rovno 0 nebo na´sobku desetiny de´lky simulace.
• Sı´la powerballu prˇi tvorbeˇ bitevnı´ho pole byla zvolena 50, nebo 100.
• Nebylo dosazˇeno maxima´lnı´ho pocˇtu powerballu˚ v poli. Tento pocˇet je pevneˇ na-
staven na 5.
4.2 Interpretace robotu˚
Interpretace jednotlivy´ch robotu˚ probı´ha´ postupneˇ, avsˇak akce ovlivnˇujı´cı´ okolı´ jsou ak-
tualizova´ny azˇ v dalsˇı´ch cˇa´stech cyklu, aby nebyli drˇı´ve interpretovanı´ roboti zvy´hodneˇni
oproti na´sledneˇ interpretovany´m. Interpretace kazˇde´ho robota probı´ha´ v teˇchto krocı´ch:
1. Prˇicˇtenı´ bodu˚ robotovi dle stavu, ve ktere´m se nacha´zı´. Robot ve stavu
”
Zˇivy´“ je
oceneˇn 2 body, robot ve stavu
”
Zmrzly´“ jednı´m bodem a robot ve stavu
”
Mrtvy´“
nenı´ oceneˇn zˇa´dny´m bodem.
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Mrtvy´“, ukoncˇı´ se interpretace tohoto robota
a prˇejde se k interpretaci dalsˇı´ho.
3. Zjisˇteˇnı´, kolik ma´ robot energie. Podle dostupne´ energie bude robotovi prˇi interpre-
taci ko´du povoleno cˇi zaka´za´no prova´deˇt akce spotrˇebova´vajı´cı´ energii.
4. V tomto kroku se prova´dı´ dle rychlosti procesoru robota pocˇet interpretovacı´ch
kroku˚ firmwaru robota. Rychlost procesoru kazˇde´ho robota je pevneˇ nastavena
na 20 kroku˚.
Prˇi interpretaci robotu˚ jsou zachyta´va´ny definovane´ i nedefinovane´ vy´jimky vyvo-
lane´ interpreterem firmwaru. Po zachycenı´ libovolne´ vy´jimky je stav robota zmeˇneˇn
na
”
Zmrzly´“. Interpreter firmwaru a jı´m definovane´ vy´jimky jsou popsa´ny v kapitole
7.
4.3 Aktualizace polohy objektu˚
Aktualizace polohy objektu se ty´ka´ pohybujı´cı´ch se objektu˚, tedy robotu˚ a strˇel. Mo-
menta´lnı´ pozice je za´lohova´na a pote´ zmeˇneˇna dle smeˇru a rychlosti objektu.
4.4 Vyrˇesˇenı´ kolizı´
Jelikozˇ je prˇi vytva´rˇenı´ powerballu v prvnı´m kroku cyklu pocˇı´ta´no s rozmeˇrem bitevnı´ho
pole a je rˇesˇena kolize se sta´vajı´cı´mi powerbally a jelikozˇ se powerbally nepohybujı´,
nemu˚zˇe tedy dojı´t dodatecˇneˇ k jejich vza´jemne´ kolizi cˇi kolizi se zdı´, a tak tyto kolize ne-
musejı´ by´t rˇesˇeny. Avsˇak zby´vajı´cı´ jednotky v bitevnı´m poli jsou schopne´ pohybu, musı´
se tedy rˇesˇit vsˇechny ostatnı´ kolize, ktere´ jsou popsa´ny v na´sledujı´cı´ch podkapitola´ch.
Odecˇtenı´ cˇi prˇicˇtenı´ jednotek sı´ly a energie je fakticky provedeno azˇ v cˇa´sti cyklu, ktera´
ma´ na starosti aktualizaci sı´ly a energie robotu˚, nikoli ihned prˇi rˇesˇenı´ kolizı´. Stejneˇ tak,
pokud ma´ by´t objekt prˇi rˇesˇenı´ kolizı´ odstraneˇn, je pouze prˇirˇazen do seznamu objektu˚
urcˇeny´ch ke smaza´nı´ a smaza´n v pozdeˇjsˇı´ch krocı´ch cyklu.
4.4.1 Kolize strˇely se zdı´
Prˇi te´to kolizi je strˇela prˇirˇazena do seznamu objektu˚ urcˇeny´ch ke smaza´nı´. Zed’ nenı´
nijak posˇkozena.
4.4.2 Kolize robota se zdı´
Prˇi te´to kolizi je robotu odecˇteno 5 jednotek sı´ly a je navra´cen na minulou pozici.
4.4.3 Kolize robota s robotem
Prˇi te´to kolizi jsou oba roboti prˇida´ni do seznamu kolidujı´cı´ch robotu˚. Tento seznam se
procha´zı´ a rˇesˇı´ azˇ po vyrˇesˇenı´ vsˇech ostatnı´ch kolizı´ a sesbı´ra´nı´ vsˇech kolidujı´cı´ch robotu˚,
aby se prˇedesˇlo zvy´hodneˇnı´ neˇktere´ho z robotu˚.
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4.4.4 Kolize robota se strˇelou
Tato kolize je bra´na jako za´sah robota strˇelou. Robotu je odecˇtena sı´la rovnajı´cı´ se sı´le
strˇely. Vlastnı´kovi strˇely je da´le prˇicˇten ke sta´vajı´cı´m bodu˚m desetina´sobek sı´ly strˇely.
Nakonec je strˇela prˇirˇazena do seznamu objektu˚ urcˇeny´ch ke smaza´nı´.
4.4.5 Kolize robota s powerballem
Prˇi te´to kolizi je robotu prˇida´na energie rovnajı´cı´ se sı´le powerballu. Powerball je pote´
prˇida´n do seznamu objektu˚ urcˇeny´ch ke smaza´nı´.
4.4.6 Kolize strˇely se strˇelou
Prˇi te´to kolizi jsou obeˇ strˇely prˇirˇazeny do seznamu objektu˚ urcˇeny´ch ke smaza´nı´. Nenı´
tedy bra´n ohled na sı´lu jednotlivy´ch strˇel.
4.4.7 Kolize strˇely s powerballem
Tento strˇet nenı´ bra´n jako kolize, jelikozˇ pomyslna´ vy´sˇka powerballu je nı´zˇe nezˇ pa´smo
putova´nı´ strˇel. Strˇela tedy dany´ powerball prˇeletı´ a ke kolizi nedojde, acˇ to tak z nadhledu
vypada´.
4.4.8 Vyrˇesˇenı´ kolidujı´cı´ch robotu˚
Po vyrˇesˇenı´ vsˇech kolizı´ a nalezenı´ vsˇech kolidujı´cı´ch robotu˚ se prˇistoupı´ k vyrˇesˇenı´ ko-
lidujı´cı´ch robotu˚. Vsˇem takovy´mto robotu˚m je odecˇteno 5 jednotek sı´ly a jsou navra´cenı´
na prˇedchozı´ pozici.
4.5 Smaza´nı´ a vytvorˇenı´ objektu˚
Tato fa´ze se skla´da´ ze trˇı´ po sobeˇ jdoucı´ch cˇa´stı´:
1. Prvnı´ smaza´nı´ zrusˇeny´ch objektu˚.
2. Vytvorˇenı´ novy´ch objektu˚.
3. Druhe´ smaza´nı´ zrusˇeny´ch objektu˚.
4.5.1 Prvnı´ smaza´nı´ zrusˇeny´ch objektu˚
V te´to cˇa´sti jsou smaza´ny vsˇechny objekty, jezˇ byly v ra´mci rˇesˇenı´ kolizı´ prˇida´ny do se-
znamu objektu˚ urcˇeny´ch ke smaza´nı´. Tento seznam je po smaza´nı´ objektu˚ vypra´zdneˇn.
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4.5.2 Vytvorˇenı´ novy´ch objektu˚
V te´to cˇa´sti jsou vytvorˇeny nove´ objekty v bitevnı´m poli. Jelikozˇ v pru˚beˇhu kla´nı´ nenı´
mozˇno vytva´rˇet roboty a o tvorbu powerballu se stara´ jina´ cˇa´st cyklu, jediny´mi takto vy-
tvorˇeny´mi objekty mohou by´t strˇely. Ty se prˇirˇazujı´ do tohoto seznamu prˇi interpretaci
firmwaru robotu˚ a vytva´rˇeny jsou azˇ v te´to cˇa´sti, aby se prˇedesˇlo zvy´hodneˇnı´ drˇı´ve in-
terpretovany´ch robotu prˇed pozdeˇji interpretovany´mi. Jelikozˇ je mozˇne´, zˇe prˇi vytva´rˇenı´
teˇchto strˇel dosˇlo k dalsˇı´m kolizı´m, jsou analogicky ke kapitole 4.4, zjisˇteˇny a rˇesˇeny ko-
lize, avsˇak pouze kolize s teˇmito novy´mi strˇelami. Seznam s noveˇ vytvorˇeny´mi objekty
je po provedenı´ vypra´zdneˇn.
4.5.3 Druhe´ smaza´nı´ zrusˇeny´ch objektu˚
V prˇı´padeˇ, zˇe prˇi vytva´rˇenı´ novy´ch objektu˚ dosˇlo ke kolizi cˇi kolizı´m, ktere´ si vyzˇadujı´
smaza´nı´ neˇktery´ch objektu˚, resp. se v seznamu objektu˚ urcˇeny´ch ke smaza´nı´ vyskytujı´
dalsˇı´ objekty, jsou tyto objekty smaza´ny a seznam vypra´zdneˇn.
4.6 Aktualizace parametru˚ robotu˚
Tato fa´ze probı´ha´ ve dvou krocı´ch:
1. Aktualizace sı´ly a energie robotu˚.
2. Nastavenı´ cˇasu prˇezˇitı´ a porˇadı´ robotu˚m.
4.6.1 Aktualizace sı´ly a energie robotu˚
V te´to cˇa´sti se kazˇde´mu robotovi u´cˇastnı´cı´mu se kla´nı´ aktualizujı´ hodnoty sı´ly a energie.
Pokud sı´la klesla na hodnotu mensˇı´ nebo rovnu nule je robot oznacˇen jako
”
Mrtvy´“. Sı´la
robota mu˚zˇe naby´vat hodnot od 0 do 250. Energie pak od 0 azˇ po aktua´lnı´ hodnotu sı´ly
robota.
4.6.2 Nastavenı´ cˇasu prˇezˇitı´ a porˇadı´ robotu˚m




Zmrzly´“, je aktualizova´n cˇas prˇezˇitı´ na index
probı´hane´ho cyklu.
Porˇadı´ robotu˚ je pocˇı´ta´no specia´lnı´m algoritmem, viz Vy´pis 1, ktery´ je sestaven
na za´kladeˇ
”
Selection sortu“ beroucı´ v u´vahu stav robota a pocˇet bodu˚. Tento algoritmus
je sestaven tak, aby uprˇednostnˇoval aktivnı´ roboty, kterˇı´ jsou ocenˇova´ni, kdyzˇ jejich strˇela
zasa´hne jine´ho robota a/nebo za rychle´ ukoncˇenı´ simulace znicˇenı´m ostatnı´ch robotu˚.
Jsou vsˇak take´ vyzdvihova´ny body i prˇes u´mrtı´ robota. V jisty´ch prˇı´padech mu˚zˇe tedy
robot, ktery´ byl v boji dostatecˇneˇ aktivnı´, ale prˇed ukoncˇenı´m simulace zemrˇel, vyhra´t.
List<Robot> list = robots;




short prize = 1;
for ( i = 0; i < n; i++)
{
max = i;
for (short j = (short)( i + 1); j < n; j++)
{
if ( list [ j ]. points > list [max].points ||





if (max != i)
{
Robot tmp = list [ i ];
list [ i ] = list [max];
list [max] = tmp;
}
// udeˇlenı´ oceneˇnı´
if ( i == 0)
{




list [ i ]. prize = ( list [ i − 1].points == list [ i ]. points && list [ i − 1].status == list [ i ].
status) ? prize : ++prize;
}
}
Vy´pis 1: Algoritmus ocenˇujı´cı´ roboty.
4.7 Oveˇrˇenı´ ukoncˇenı´ simulace
Ukoncˇenı´ simulace probeˇhne prˇi splneˇnı´ jake´koli z teˇchto podmı´nek:
• Index cyklu je roven de´lce simulace.
• Bitevnı´ pole neobsahuje ani jednoho robota ve stavu
”
Zˇivy´“ a zˇa´dne´ strˇely.
• Bitevnı´ pole obsahuje jedine´ho robota ve stavu
”
Zˇivy´“, zˇa´dne´ho robota ve stavu
”
Zmrzly´“ a zˇa´dne´ strˇely.
V prˇı´padeˇ, zˇe je simulace ukoncˇena prˇed dosazˇenı´m u´plne´ de´lky simulace, tedy
v prˇı´padeˇ splneˇnı´ 2. cˇi 3. podmı´nky, jsou robotu˚m, ktere´ nejsou ve stavu
”
Mrtvy´“
prˇipocˇı´ta´ny body za neprobeˇhnute´ cykly. Robotu ve stavu
”
Zˇivy´“ je k dosavadnı´m
bodu˚m prˇipocˇten dvojna´sobek pocˇtu zby´vajı´cı´ch cyklu˚, robotu˚m, ve stavu
”
Zmrzly´“ je
k dosavadnı´m bodu˚m prˇipocˇten pocˇet zby´vajı´cı´ch cyklu˚.
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5 Jazyk RoboCode
Jazyk RoboCode je specia´lneˇ navrzˇeny´ jazyk vycha´zejı´cı´ z jazyka RoboTalk, avsˇak nenı´
s nı´m zpeˇtneˇ kompatibilnı´, jelikozˇ je prˇizpu˚soben pro syste´m v aplikaci AI Clash. Robo-
Code je za´sobnı´kovy´m programovacı´m jazykem dodrzˇujı´cı´m postfixovou notaci, nebo
te´zˇ RPN. Jazyk je navrzˇen tak, aby byl co nejsnadneˇjsˇı´ k pochopenı´ uzˇivatelem, co nejjed-
nodusˇsˇı´ pro interpretaci a prˇitom dostatecˇneˇ rychly´.
Tento jazyk slouzˇı´ k naprogramova´nı´ umeˇle´ inteligence robota a skla´da´ se ze jme´na
robota, komenta´rˇu˚, cˇı´sel, labelu˚, registru˚, instrukcı´ a oddeˇlovacˇu˚. RoboCode nenı´ case-
sensitive, takzˇe je na uzˇivateli, zda bude ko´d psa´t pouze maly´mi znaky, pouze velky´mi
znaky, nebo bude pouzˇı´vat libovolnou kombinaci maly´ch a velky´ch znaku˚.
Za´sobnı´k Za´sobnı´k slouzˇı´ k docˇasne´mu ukla´da´nı´ dat a pracuje s daty tak, zˇe data
ulozˇena´ jako poslednı´ budou ze za´sobnı´ku vycˇtena jako prvnı´. Uka´zka manipu-
lace s daty v za´sobnı´ku je popsa´na Tabulce 1. Tato uka´zka pracuje s matematickmi






7 25 -1 7
45 25 -1 7 45






Jme´no robota je volitelne´. Pokud je vyplnˇova´no, musı´ by´t umı´steˇno na prvnı´m rˇa´dku
ko´du v hranaty´ch za´vorka´ch bez dalsˇı´ho ko´du v rˇa´dku.
5.2 Komenta´rˇe
Komenta´rˇe slouzˇı´ uzˇivateli k za´znamu nejru˚zneˇjsˇı´ch pozna´mek prˇı´mo do ko´du. Zacˇı´najı´
znakem
”
#“ a jsou ukoncˇeny koncem rˇa´dku.
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5.3 Cˇı´sla
Cˇı´sla v RoboCodu jsou celocˇı´selna´ cˇı´sla z intervalu 〈 -29 999 ; 29 999 〉. Je povoleno bez-






Labely jsou textove´ sˇtı´tky slouzˇı´cı´ jako reference k mı´stu ko´du o maxima´lnı´ de´lce 30
znaku˚. Skla´dajı´ se ze 2 typu˚: reference a odkaz. Obojı´ se skla´da´ ze stejny´ch znaku˚, avsˇak




Registry jsou virtua´lnı´ mı´sta v pameˇti robota, jezˇ dovolujı´ uzˇivateli vycˇı´tat cˇi ukla´dat
hodnoty. Registry Angle, Speed a uzˇivatelske´ registry jsou urcˇeny ke cˇtenı´ i za´pisu. Re-
gistry X, Y, Power, Energy, Radar, RobotOnRadar, PowerballOnRadar, AngleToClosest,
AngleToClosestRobot, AngleToClosestPowerball, Collision, Hit, AngleToHit jsou urcˇeny
pouze ke cˇtenı´. Registr Shoot pak slouzˇı´ pouze pro za´pis.
Registr Angle urcˇuje u´hel smeˇru, ve ktere´m je robot natocˇen. Je uda´va´n ve stupnı´ch v in-
tervalu ( -180 ; 180 〉. Prˇi za´pisu do tohoto registru je robotu nastaven smeˇr dany´
nastavovanou hodnotou. To je ale provedeno pouze v prˇı´padeˇ, zˇe ma´ robot do-
statecˇnou energii na tento u´kon. Potrˇebna´ energie se vypocˇı´ta´va´ z tohoto vzorce:
energy =





energy“ je potrˇebna´ energie,
”




Registr Speed obsahuje hodnotu velikosti rychlosti pohybu robota. Povoleno je nastavo-
vat rychlost z intervalu 〈 -5 ; 5 〉. Prˇi nastavenı´ hodnoty mensˇı´ nezˇ -5, resp. veˇtsˇı´ nezˇ
5, bude hodnota nastavena na -5, resp. 5. Dana´ rychlost se vsˇak nastavı´ pouze tehdy,
ma´-li robot dostatek energie. Potrˇebna´ energie je rovna velikosti zmeˇny rychlosti.
Pokud ma´ tedy robot aktua´lnı´ rychlost 2 pixely za vterˇinu a nastavova´na je rychlost
5 pixelu˚ za vterˇinu, je zmeˇna rovna 3 a je tedy potrˇeba 3 jednotek energie.
Registr Shoot slouzˇı´ ke strˇelbeˇ. Za´pis do tohoto registru zpu˚sobı´ strˇelu o sı´le zapsane´
hodnoty, avsˇak pouze v prˇı´padeˇ, zˇe ma´ robot energii rovnu zapsane´ hodnoteˇ.
Zasazˇene´mu robotu se odecˇte tato hodnota od vy´konu. I kdyzˇ tento registr slouzˇı´




Registr X vracı´ x-ovou pozici robota vzhledem k bitevnı´mu poli.
Registr Y vracı´ y-ovou pozici robota vzhledem k bitevnı´mu poli.
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Registr Power vracı´ hodnotu sı´ly robota.
Registr Energy vracı´ hodnotu energie robota.
Registr Radar vracı´
”












1“ pokud se na radaru nacha´zı´ powerball.
V opacˇne´m prˇı´padeˇ vracı´
”
0“.
Registr AngleToClosest vracı´ u´hel k nejblizˇsˇı´mu objektu (robot nebo powerball) na ra-
daru. V prˇı´padeˇ, zˇe na radaru zˇa´dny´ objekt nenı´, je vra´cena
”
0“.
Registr AngleToClosestRobot vracı´ u´hel k nejblizˇsˇı´mu robotovi na radaru. V prˇı´padeˇ,
zˇe na radaru zˇa´dny´ robot nenı´, je vra´cena
”
0“.
Registr AngleToClosestPowerball vracı´ u´hel k nejblizˇsˇı´mu powerballu na radaru.











1“ v prˇı´padeˇ, zˇe byl robot zasazˇen neˇkdy v pru˚beˇhu poslednı´ch 5
cyklu˚. V opacˇne´m prˇı´padeˇ je vra´cena
”
0“.
Registr AngleToHit vracı´ u´hel ke strˇele v okamzˇiku za´sahu.
Uzˇivatelske´ registry jsou registry, jezˇ slouzˇı´ uzˇivateli k ukla´da´nı´ hodnot. Teˇchto registru˚
je 64 a majı´ pevneˇ dane´ na´zvy skla´dajı´cı´ se z peˇti znaku˚. Prvnı´ trˇi znaky jsou
”
reg“













Instrukce slouzˇı´ jako prˇı´kaz pro interpreter k vykona´nı´ urcˇite´ operace. RoboCode obsa-
huje celkem 37 instrukcı´, matematicke´ jsou popsa´ny v Tabulce 2, logicke´ v Tabulce 3,
rˇı´dı´cı´ a ostatnı´ instrukce pak v Tabulce 4.
5.7 Oddeˇlovacˇe









Instrukce vstup vy´stup Popis
+ 2 1 Vycˇte 2 hodnoty ze za´sobnı´ku a soucˇet ulozˇı´ zpeˇt.
- 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a rozdı´l B a A
ulozˇı´ zpeˇt.
* 2 1 Vycˇte 2 hodnoty ze za´sobnı´ku a soucˇin ulozˇı´ zpeˇt.
/ 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a podı´l B a A
ulozˇı´ zpeˇt.
% 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a zbytek
po celocˇı´selne´m deˇlenı´ B b A ulozˇı´ zpeˇt.
abs 1 1 Vycˇte hodnotu ze za´sobnı´ku a jejı´ absolutnı´ hodnotu
ulozˇı´ zpeˇt.
sqr 1 1 Vycˇte hodnotu ze za´sobnı´ku a jejı´ druhou mocninu
ulozˇı´ zpeˇt.
sqrt 1 1 Vycˇte hodnotu ze za´sobnı´ku a jejı´ druhou odmocninu
ulozˇı´ zpeˇt.
sin 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a soucˇin B a si-
nus(A) ulozˇı´ zpeˇt.
cos 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a soucˇin B a co-
sinus(A) ulozˇı´ zpeˇt.
tg 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a soucˇin
tan B a tangens(A) ulozˇı´ zpeˇt.
Tabulka 2: Matematicke´ instrukce
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Pocˇet hodnot
Instrukce vstup vy´stup Popis






!= 2 1 Vycˇte 2 hodnoty ze za´sobnı´ku a pokud si nejsou





> 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a pokud je B veˇtsˇı´





< 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a pokud je B





>= 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a pokud je B veˇtsˇı´





<= 2 1 Vycˇte 2 hodnoty A a B ze za´sobnı´ku a pokud je B

















or 2 1 Vycˇte 2 hodnoty ze za´sobnı´ku a pokud je alesponˇ





nor 2 1 Vycˇte 2 hodnoty ze za´sobnı´ku a pokud nenı´ alesponˇ











xnor 2 1 Vycˇte 2 hodnoty ze za´sobnı´ku a pokud nenı´ pra´veˇ





Tabulka 3: Logicke´ instrukce
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Pocˇet hodnot
Instrukce vstup vy´stup Popis
if 2 0 Vycˇte label A a hodnotu B ze za´sobnı´ku a pokud je B
nenulove´ zavola´ mı´sto odpovı´dajı´cı´ labelu A.
ifg 2 0 Vycˇte label A a hodnotu B ze za´sobnı´ku a pokud je
ifgo B nenulove´ prˇejde na mı´sto odpovı´dajı´cı´ labelu A.
ife 3 0 Vycˇte labely A a B a hodnotu C ze za´sobnı´ku a pokud
ifelse je C nenulove´ zavola´ mı´sto odpovı´dajı´cı´ labelu B, ji-
nak zavola´ mı´sto odpovı´dajı´cı´ labelu A.
ifeg 3 0 Vycˇte labely A a B a hodnotu C ze za´sobnı´ku a pokud
ifelsego je C nenulove´ prˇejde na mı´sto ve fimwaru labelu B,
jinak na mı´sto odpovı´dajı´cı´ labelu A.
jump 1 0 Vycˇte label ze za´sobnı´ku prˇejde na mı´sto odpovı´dajı´cı´
labelu.
call 1 0 Vycˇte label ze za´sobnı´ku zavola´ mı´sto odpovı´dajı´cı´
labelu.
ret 0 0 Vykona´va´nı´ firmwaru se vra´tı´ na mı´sto odkud bylo
naposledy zavola´no.
set 2 0 Vycˇte registr A a hodnotu B ze za´sobnı´ku a ulozˇı´
store hodnotu B do registru A.
drop 1 0 Vycˇte hodnotu ze za´sobnı´ku a zahodı´ ji.
dup 1 2 Vycˇte hodnotu ze za´sobnı´ku a ulozˇı´ ji zpeˇt dvakra´t.
duplicate
swap 2 2 Vycˇte hodnoty A a B ze za´sobnı´ku a zpeˇt ulozˇı´
nejdrˇı´ve A a pote´ B, cˇı´mzˇ tyto hodnoty v za´sobnı´ku
prˇehodı´.
sync 0 0 Instrukce spotrˇebuje vesˇkere´ interpretacˇnı´ kroky ro-
bota pro pra´veˇ probı´hajı´cı´ cyklus simulace.
nop 0 0 Pra´zdna´ instrukce spotrˇebova´vajı´cı´ pra´veˇ jeden inter-
pretacˇnı´ krok.
Tabulka 4: Rˇı´dı´cı´ a ostatnı´ instrukce
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6 Prˇekladacˇ
Prˇekladacˇ (Compiler) je trˇı´da urcˇena´ k prˇekladu (Vyskocˇil, 2006) zdrojove´ho ko´du v Ro-
boCodu umeˇle´ inteligence robota do vnitrˇnı´ho ko´du (Firmware) robota, jezˇ je srozumi-
telny´ pro interpretova´nı´ chova´nı´ robota interpreterem v pru˚beˇhu kla´nı´. Trˇı´da Compiler
pouzˇı´va trˇı´du Tokenizer, jezˇ slouzˇı´ k lexika´lnı´ analy´ze. Samotna´ prˇekladacˇ ma´ pak na sta-
rosti syntaktickou analy´zu a prˇeklad do firmwaru.
6.1 Trˇı´da Tokenizer
Trˇı´da Tokenizer, jak uzˇ bylo rˇecˇeno vy´sˇe, slouzˇı´ k prˇevodu zdrojove´ho ko´du v jazyce
RoboCode na tokeny. Pro blizˇsˇı´ prˇedstavu Vy´pis 2 prˇedstavuje uka´zku ko´du, jezˇ se bude




speed 3 + speed store
# ota´cˇenı´ o 45 stupnˇu˚
turn:
0 reg00 store





reg00 1 + reg00 store






Vy´pis 2: Prˇı´klad ko´du v jazyce RoboCode
6.1.1 Pru˚beˇh lexika´lnı´ analy´zy
Vstupem tokenizeru je text v jazyce RoboCode, ktery´ je podroben teˇmto kroku˚m:
1. Odstraneˇnı´ komenta´rˇu˚ z textu.
2. Vycˇtenı´ jme´na robota z hranaty´ch uvozovek z prvnı´ho rˇa´dku. V prˇı´padeˇ, zˇe robot
nema´ uvedeno jme´no, je pojmenova´n
”
Unnamed“.
3. Parsova´nı´m vytvorˇenı´ pole lexe´mu˚ z textu.
Pokud v pru˚beˇhu tohoto procesu dosˇlo k vyvola´nı´ vy´jimky, je tato vy´jimka odchytnuta.
25
6.1.2 Vy´jimky
Vy´jimky definovane´ ve trˇı´deˇ Tokenizer jsou typu TokenizerException. V prˇı´padeˇ, zˇe je
vyvola´na neˇktera´ z definovany´ch cˇi nedefinovany´ch vy´jimek, je text te´to vy´jimky zobra-
zen uzˇivateli v okneˇ se zpra´vou. Definovane´ vy´jimky:
Jme´no robota ma´ sˇpatny´ forma´t. Tato vy´jimka je vyvola´na v prˇı´padeˇ, zˇe se neˇkde
na prvnı´m rˇa´dku textu sice nacha´zı´ znak
”
[“, avsˇak bud’ nenı´ na prvnı´ pozici
v tomto rˇa´dku a/nebo na poslednı´ pozici nenı´
”
]“.
Jme´no robota nenı´ vyplneˇno. Tato vy´jimka je vyvola´na v prˇı´padeˇ, zˇe jsou sice prvnı´m




]“, avsˇak mı´sto mezi nimi neobsahuje text.
start : speed 3 + speed store turn: 0 reg00 store
angle 45 + angle store wait : radar shooting ifg sync
reg00 1 + reg00 store reg00 10 <= wait turn
ifeg shooting: 5 shoot store sync wait jump
Vy´pis 3: Seznam lexe´mu˚ po lexika´lnı´ analy´ze odrˇa´dkovany´ po deseti
6.2 Trˇı´da Compiler
Trˇı´da Compiler prova´dı´ prˇeklad z tokenizerem rozparsovane´ho RoboCodu do posloup-
nosti celocˇı´selny´ch ko´du˚, jenzˇ je po prˇekladu vra´cena do firmwaru robota.
6.2.1 Pru˚beˇh syntakticke´ analy´zy a prˇekladu do firmwaru
Po lexika´lnı´ analy´ze, o kterou se postaral tokenizer, prˇicha´zı´ na rˇadu syntakticka´ analy´za
a prˇeklad do firmwaru. Oba kroky probı´hajı´ za´rovenˇ v tomto sledu:
1. Pro kazˇdy´ token se provede:
(a) Oveˇrˇenı´, zda je token cˇı´slo. Pokud ano, a je v povolene´m rozmezı´, prˇeve´st
token na cˇı´slo a prˇejı´t na dalsˇı´ token.
(b) Oveˇrˇenı´, zda je tokel label. Pokud ano, prˇidat do seznamu labelu˚, vyrˇesˇit od-
kazy na tento label a prˇejı´t na dalsˇı´ token.
(c) Oveˇrˇenı´, zda je token registr. Pokud ano, prˇeve´st token na ko´d registru a prˇejı´t
na dalsˇı´ token.
(d) Oveˇrˇenı´, zda je token odkaz na label. Pokud ano, dosadit pozici labelu a prˇejı´t
na dalsˇı´ token.
(e) Oveˇrˇenı´, zda je token opera´tor:
• Pokud ano, je token nahrazen ko´dem odpovı´dajı´cı´m operaci.
• Pokud ne, pak je nutno povazˇovat token za doposud nevyrˇesˇeny´ label
a nahradit token ko´dem oznacˇujı´cı´m nevyrˇesˇeny´ label.
2. Oveˇrˇenı´, zda ko´d neobsahuje nevyrˇesˇeny´ label.
Pokud v pru˚beˇhu tohoto procesu dosˇlo k vyvola´nı´ vy´jimky, je tato vy´jimka odchytnuta.
26
6.2.2 Vy´jimky
Vy´jimky definovane´ ve trˇı´deˇ Compiler jsou typu CompilerException. V prˇı´padeˇ, zˇe je vy-
vola´na neˇktera´ z definovany´ch cˇi nedefinovany´ch vy´jimek, je text te´to vy´jimky zobrazen
uzˇivateli v okneˇ se zpra´vou. Definovane´ vy´jimky:
Prˇı´lisˇ kra´tky´ robocode. Tato vy´jimka je vyvola´na v prˇı´padeˇ, zˇe de´lka textu po lexika´lnı´
analy´ze je rovna nule.
Byla prˇekrocˇena celkova´ kapacita firmwaru. Tato vy´jimka je vyvola´na v prˇı´padeˇ, kdy
byla dosazˇena maxima´lnı´ kapacita firmwaru a chceme prˇidat dalsˇı´ ko´d do firm-
waru.
Cˇı´slo je mimo povoleny´ rozsah. Tato vy´jimka je vyvola´na v prˇı´padeˇ, kdy je token roz-
pozna´n jako cˇı´slo, avsˇak nenı´ v povolene´m rozsahu.
Label je prˇı´lisˇ dlouhy´. Tato vy´jimka je vyvola´na v prˇı´padeˇ, zˇe na´zev labelu je prˇı´lisˇ
dlouhy´.
Token nenı´ klı´cˇove´ slovo, label, ani registr. Tato vy´jimka je vyvola´na v poslednı´ cˇa´sti
prˇekladu, kdy se oveˇrˇuje, zda se ve firmwaru nale´za´ nevyrˇesˇeny´ label.
30501 3 30000 30501 30028 0 32000 30028 30500 45
30000 30500 30028 31004 28 30026 30035 32000 1 30000
32000 30028 32000 10 30020 13 5 30027 5 30502
30028 30035 13 30032
Vy´pis 4: Seznam ko´du˚ firmwaru po prˇekladu odrˇa´dkovany´ po deseti
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7 Interpreter
Interpreter firmwaru slouzˇı´ k interpretaci ko´du prˇelozˇene´ho prˇekladacˇem z ko´du
v jazyce RoboCode. Neinterpretuje tedy prˇı´mo RoboCode ko´d. Interpreter pracuje
po krocı´ch a to tak, zˇe v kazˇde´m kroku zpracuje jednu polozˇku z ko´du firmwaru.
7.1 Counter, Stack a CallStack
7.1.1 Counter
Counter je ukazatel na konkre´tnı´ mı´sto ve firmwaru a slouzˇı´ k rˇı´zeny´m odskoku˚m
v ra´mci firmwaru.
7.1.2 Stack
Stack je hlavnı´m za´sobnı´kem interpreteru, do ktere´ho se prˇi interpretaci firmwaru
ukla´dajı´ hodnoty. Stack je omezen na 1024 polozˇek.
7.1.3 CallStack
CallStack je vedlejsˇı´m za´sobnı´kem interpreteru a slouzˇı´ k uchova´va´nı´ indexu˚ ukazatele
prˇi vola´nı´ podprogramu. CallStack je omezen na 512 polozˇek.
7.2 Krok interpretace
Kazˇdy´ krok interpretace se sesta´va´ z na´sledujı´cı´ho postupu:
1. Oveˇrˇenı´ pozice ukazatele.
2. Vycˇtenı´ ko´du.
3. Oveˇrˇenı´, zda je ko´d cˇı´slo.
4. Oveˇrˇenı´, zda je ko´d registr.
5. Oveˇrˇenı´, zda je ko´d operace.
7.2.1 Oveˇrˇenı´ pozice ukazatele





Do odpovı´dajı´cı´ promeˇnne´ je vycˇten ko´d z firmwaru, nacha´zejı´cı´ se na pozici, kam odka-
zuje ukazatel.
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7.2.3 Oveˇrˇenı´, zda je ko´d cˇı´slo
V tomto kroku se oveˇrˇı´, zda je ko´d cˇı´slo. Pokud ano, na´sledneˇ se provede ulozˇenı´
ko´du do Stacku. Pokud byl vsˇak Stack plny´, je vyvola´na InterpreterException vy´jimka
”
Za´sobnı´k je plny´“.
7.2.4 Oveˇrˇenı´, zda je ko´d registr
Zde se oveˇrˇı´, zda ko´d odpovı´da´ neˇktere´mu z registru˚. Pokud ano, je na´sledneˇ provedeno
ulozˇenı´ tohoto ko´du do Stacku, opeˇt s oveˇrˇenı´m kapacity Stacku a prˇı´padny´m vyvola´nı´m
vy´jimky.
7.2.5 Oveˇrˇenı´, zda je ko´d operace
V prˇı´padeˇ, zˇe ko´d odpovı´da´ ko´du neˇktere´ z operacı´, provede se prˇı´slusˇna´ operace.
Uka´zka zdrojove´ho ko´du operace If (za´kladnı´ podmı´nka) je videˇt na Vy´pisu 5.
private int opIf ()
{
short tmp1 = stack.Pop();
short tmp2 = stack.Pop();
tmp2 = readNumberOrLoadRegister(”If”, tmp2);




if (callStack .Count == CALLSTACK SIZE)
{












Vy´pis 5: Zdrojovy´ ko´d operace If
7.3 Vy´jimky
Interpreter ma´ 2 typy definovany´ch vy´jimek: InterpreterException a OperationException.
7.3.1 InterpreterException
Tento typ vy´jimky je vyvola´n, pokud nastane jedna z na´sledujı´cı´ch situacı´:
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• Skoncˇila interpretace robota.
• Za´sobnı´k je plny´.
7.3.2 OperationException
Vy´jimka OperationException je vyvola´na, pokud nastane chyba v prova´deˇnı´ neˇktere´
z operacı´. Tyto chyby jsou:
• Vy´sledek je mimo rozsah.
• Tangens z u´hlu 90 nebo 270 nelze vypocˇı´tat.
• Za´sobnı´k je plny´.
• CallStack je plny´.
• CallStack je pra´zdny´.
• Skok odkazuje mimo firmware.
• Ukla´da´nı´ do read-only registru.
• Ukla´da´nı´ mimo registry.
• V registru nenı´ cˇı´slo.
• Cˇı´slo nenı´ v rozsahu cˇı´sel.
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8 Za´veˇr
Vy´sledkem te´to pra´ce je plneˇ funkcˇnı´ simula´tor bitev robotu˚ AI Clash, ktery´ pouzˇı´va´
vlastnı´ specificky navrzˇeny´ jazyk RoboCode, aby interpretoval chova´nı´ robotu˚ v bitveˇ.
Implementaci tohoto simula´toru jsem si zvolil hlavneˇ proto, abych si osvojil pravidla
a postupy prˇi implementaci prˇekladacˇu˚ a interpreteru˚. Navı´c se mi tato pra´ce zda´la
zajı´mava´ jak po implementacˇnı´, tak po vizua´lnı´ stra´nce.V pru˚beˇhu implementace jsem
prˇicha´zel na ru˚zna´ dalsˇı´ vylepsˇenı´, jenzˇ souvisela se simulacı´, a ktera´ pu˚vodneˇ nebyla
pla´nova´na. Neˇktera´ z nich byla jizˇ implementova´na, jina´ budou dodeˇla´na v budoucnu.
Prˇi implementova´nı´ simula´toru jsem si postupem cˇasu osvojil dovednosti souvisejı´cı´
s nejnoveˇjsˇı´mi verzemi jazyka C# a technologii .NET, ktere´ mi jisteˇ poslouzˇı´ prˇi progra-
mova´nı´ dalsˇı´ch pracı´.
8.1 Pla´novana´ vylepsˇenı´
I kdyzˇ jsem si postupem cˇasu postfixovou notaci osvojil, pro neˇktere´ uzˇivatele by toto
mohlo by´t prˇeka´zˇkou a tak je my´m cı´lem do budoucna pro umeˇlou inteligence robota
vytvorˇit jesˇteˇ druhy´ jazyk, ktery´ by meˇl jina´ pravidla a mohl by prˇı´padneˇ uzˇivatelu˚m
jesˇteˇ vı´ce vyjı´t vstrˇı´c prˇi programova´nı´ chova´nı´ robota.
V pru˚beˇhu ukoncˇova´nı´ pra´ce meˇ take´ napadlo, zˇe by kolize, cˇi jine´ stavy nasta´vajı´cı´
v simulaci mohly u robota vyvola´vat vyvola´nı´ vy´jimky a tedy by se v tom prˇı´padeˇ za-
volala jina´ cˇa´st ko´du bez ohledu na pra´veˇ prova´deˇnou. Uzˇivatel by pak mohl zvolit, zda
chce odchyta´vat tyto vy´jimky, cˇi je ignorovat a zjisˇt’ovat stavy v simulaci pomocı´ registru˚.
Poslednı´m za´sadnı´m pla´nem je zmeˇna zapocˇı´ta´va´nı´ bodu˚ a oceneˇnı´ robotu˚. Dosud je
tento vy´pocˇet zalozˇen na me´m odhadu a u´sudku, ktere´ situace vyzdvihovat a bodovat je
tedy vı´ce a ktere´ se naopak snazˇit potlacˇit. Tyto vy´pocˇty budou v budocnu upravova´ny
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