In this tutorial we will go through the steps to finalizing a Julia package. At this point you have some functionality you wish to share with the world... what do you do? You want to have documentation, code testing each time you commit (on all the major OSs), a nice badge which shows how much of the code is tested, and put it into metadata so that people could install your package just by typing Pkg.add("Pkgname"). How do you do all of this? Note: At anytime feel free to checkout my package repository DifferentialEquations.jl which should be a working example.
GENERATE THE PACKAGE AND GET IT ON GITHUB
First you will want to generate your package and get it on Github repository. Make sure you have a Github account, and then setup the environment variables in the git shell:
$ git config --global user.name "FULL NAME" $ git config --global user.email "EMAIL" $ git config --global github.user "USERNAME" Now you can generate your package via using PkgDev PkgDev.generate("PkgName","license") For the license, I tend to use MIT since it is quite permissive. This will tell you where your package was generated (usually in your Julia library folder). Take your function files and paste them into the /src folder in the package. In your /src folder, you will have a file PkgName.jl. This file defines your module. Generally you will want it to look something like this: module PkgName #Import your packages using Pkg1, Pkg2, Pkg3 import Base: func1 #Any function you add dispatches to need to be imported directly abstract AbType #Define abstract types before the types they abstract! include("functionsForPackage.jl") #Include all the functionality export coolfunc, coolfunc2 #Export the functions you want users to use end Now try on your computer using PkgName. Try your functions out. Once this is all working, this means you have your package working locally. deploydocs(deps = Deps.pip("mkdocs", "python-markdown-math"), repo = "github.com/GITHUBNAME/GITHUBREPO.git", julia = "0.4.5", osname = "linux") Don't forget to change PkgName and repo to match your project. Now make a folder in this directory named /src (i.e. it's /docs/src). Make a file named index.md. This will be the index of your documentation. You'll want to make it something like this: "sec2/page1.md", "sec2/page2.md", "sec2/page3.md" ] Depth = 2`# # Index``@ index`À t the top we explain the page. The next part adds 3 pages to a "Tutorial" section of the documentation, and then 3 pages to a "Another Section" section of the documentation. Now inside /docs/src make the directories tutorial and sec2, and add the appropriate pages page1.md, page2.md, page3.md. These are the Markdown files that the documentation will use to build the pages.
WRITE THE
To build a page, you can do something like as follows:
# Title
Some text describing this section ## Subtitlè``@ docs PkgName.coolfunc PkgName.coolfunc2`Ẁ hat this does is it builds the page with your added text/titles on the top, and then puts your docstrings in below. Thus most of the information should be in your docstrings, with quick introductions before each page. So if your docstrings are pretty complete, this will be quick.
BUILD THE DOCUMENTATION
Now we will build the documentation. cd into the /docs folder and run make.jl. If that's successful, then you will have a folder /docs/build. This contains markdown files where the docstrings have been added. To turn this into a documentation, first install mkdocs. Now add the following file to your /docs folder as mkdocs.yml: -julia -e julia -e 'Pkg.add("Documenter")' -julia -e 'cd(Pkg.dir("PkgName")); include(joinpath("docs", "make.jl"))' -julia -e 'cd(Pkg.dir("PkgName")); Pkg.add("Coverage"); using Coverage; Codecov.submit(Codecov.process_folder())' -julia -e 'cd(Pkg.dir("PkgName")); Pkg.add("Coverage"); using Coverage; Coveralls.submit(process_folder())' If you are using matplotlib/PyPlot you will want to add ENV["PYTHON"]=""; Pkg.build("PyCall"); using PyPlot; before Pkg.test("PkgName",coverage=true). Now edit your appvoyer.yml to be like the following: test_script: -C:\projects\julia\bin\julia --check-bounds=yes -e "Pkg.test(\"PkgName\")"
ADD COVERAGE
I was sly and already added all of the coverage parts in there! This is done by the commands which add Coverge.jl, the keyword coverage=true in Pkg.test, and then specific functions for sending the coverage data to appropriate places. Setup an account on Codecov and Coveralls.
FIX UP README
Now update your readme to match your documentation, and add the badges for testing, coverage, and FINALIZING YOUR JULIA PACKAGE: DOCUMENTATION, TESTING, COVERAGE, AND PUBLISHING : COMPUTER SCIENCES docs from the appropriate websites.
UPDATE YOUR REPOSITORY
Now push everything into your Git repository. `cd` into your package directory and using the command line do:
git add --all git commit -m "Commit message" git push origin master or something of the like. On Windows you can use their GUI. Check your repository and make sure everything is there. Wait for your tests to pass.
PUBLISH YOUR PACKAGE
Now publish your package. This step is optional, but if you do this then people can add your package by just doing `Pkg.add("PkgName")`. To do this, simply run the following:
Pkg.update() using PkgDev PkgDev.register("PkgName") PkgDev.tag("PkgName") PkgDev.publish() This will give you a url. Put this into your browser and write a message with your pull request and submit it. If all goes well, they will merge the changes and your package will be registered with METADATA.jl.
That's it! Now every time you commit, your package will automatically be tested, coverage will be calculated, and documentation will be updated. Note that for people to get the changes you made to your code, they will need to run `Pkg.checkout("PkgName")` unless you tag and publish a new version.
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