Abstract-This paper introduces a Software Architecture Complexity Model (SACM) based on theories from cognitive science and system attributes that have proven to be indicators of maintainability in practice.
I. INTRODUCTION
Software architecture is loosely defined as the organizational structure of a software system including components, connections, constraints, and rationale [1] . The importance of having a high quality software architecture is well understood [2] , and confirmed by the wide range of available architecture evaluation methods (for overviews see [3, 4] ).
However, many architecture evaluation method do not define a clear notion of "quality". Because of this, the process of evaluating an architecture usually includes the definition of such a quality model, which makes the initial investment to start performing architecture evaluations rather high. This has been cited as one of the reasons for the low adoption of architecture evaluations in industry [5] .
To counter this lack of adoption, we recently introduced LiSCIA, a Light-weight Sanity Check for Implemented Architectures [6] . LiSCIA comes with a set of questions which together form an implicit, informal quality model. However, the method lacks a formal model to explain why certain system attributes influence the maintainability of the implemented architecture.
A formal model that does provide this type of explanation has been introduced by Lilienthal [7] . This architecture complexity model is founded on theories in the field of cognitive science and on general software engineering principles. The model has been successfully applied in several case studies. However, due to the design of the model it can only explain the complexity of an architecture from the perspective of an individual developer. In addition, the model does not explain all system attributes that experts usually use during the evaluation of an implemented architecture.
The main contribution of this paper is the definition of the Software Architecture Complexity Model (SACM). SACM is a formal model to reason about 1) why an implemented software architecture is difficult to understand, and 2) which elements complicate the verification of the implemented architecture against the intended architecture. SACM extends the architecture complexity model of Lilienthal by taking into account the environment in which a developer has to understand an architecture. In addition, SACM can serve as a formal model to support LiSCIA.
II. BACKGROUND
Over the years, several proposals have been made to define the complexity of an architecture in the form of metrics (for an overview see, for example, [7] ). Unfortunately, these contributions usually provide insight into the complexity of a single or a small set of attributes. In order to provide a insight into the complexity of the software architecture as a whole, a model which explains the relationship among the separate metrics is needed.
One way to provide a framework which can express the relationship among metrics is to define a factor-criteriametric-model (FCM-model) [8] . An FCM-model aims to operationalize an overall goal by reducing it to several factors. These factors are still abstract terms and need to be substantiated by a layer of criteria. The lowest level in a FCM-model consists of metrics that are derived from the criteria.
An existing FCM-model for architecture complexity can be found in the work of Lilienthal [7] . The complexity model of Lilienthal (CML) describes three factors of architecture complexity. These factors are based upon a combination of theories from cognitive science and general software engineering principles. Each of these factors is translated into a set of criteria, which are in turn evaluated using questionnaires and metrics [7, 9] .
The case studies used to evaluate CML involved systems implemented in only a single technology. Because of this, the complexity of using different programming languages inside a single system is not taken into account. Unfortunately, this is one of the fifteen system attributes that is used by experts to evaluate an implemented architecture [10] . A closer examination of how CML can be mapped onto these Figure 1 . Detailed overview of SACM, grayed factors and criteria denote the original CML [7] , white factors and criteria represent our extension.
fifteen system attributes shows that only eight of the fifteen attributes can be explained in the context of CML [11] . This shortcoming has led to the design and definition of SACM.
Due to space constraints, the rest of this paper will only provide an overview of the main factors of SACM and those criteria that are new compared to CML. More details about the mapping onto the system attributes and a more thorough explanation of all the defined criteria can be found in [11] .
III. SACM
An overview of SACM is given in Figure 1 . At the top, the overall goal of SACM is displayed. To simplify matters, this goal is named "complexity", although strictly speaking the goal of SACM is to evaluate and reduce complexity.
The overall goal is divided into five different factors. These factors are partitioned into two different categories. The first category are the personal factors. This category captures those factors that play an important role in how a single person internally understands the architecture and include small extensions on the factors from CML.
On the right, the two environmental factors are shown. These factors reason about the role the environment of the architecture plays in understanding an architecture. These factors are based on the theory of Hutchins [12] and some of the system attributes that are not explained by CML.
Underneath each factor, a list of criteria is displayed. Those criteria with a grey background are taken from CML [7, 9] , while the criteria shown in white are newly defined for SACM. To keep the figure simple, the metrics and questions used to evaluate the criteria are not shown.
In Section III-A several basic terms are defined that will be used in SACM. After this, Section III-B provides a description of the personal factors, after which the two environmental factors are discussed in Section III-C. The criteria which are new in SACM are introduced in Section III-D.
A. Definition of terms
The following terms will be used throughout the description of SACM: unit, module and technology.
A unit is a logical block of source code that implements some sort of functionality. In object-oriented programming languages this is normally the class, whereas in imperative languages the file is the usual unit. To capture both paradigms, in the context of SACM a unit is defined as a source file.
A module is a coherent chunk of functionality within a system on a higher level than a unit, such as a package in Java or a namespace in C#.
Within the context of SACM, the term technology includes programming languages, build tools and runtimecomponents such as interpreters and servers. This broad scope is chosen in order to reason about, for example, the choice a certain build tool has on the partitioning of the source-code into modules.
B. Personal Factors
A single developer needs to understand an existing software system and its architecture before introducing new functionality or fixing bugs. To understand the architecture, a developer has to handle the large structures that makes up the implemented architecture, and map the intended architecture onto the implemented architecture in the source code.
To model the strategies used for this understanding, Lilienthal turned towards the field of cognitive science. Within cognitive psychology, three mental strategies have been described that are used by human beings to deal with large structures and complex mappings [13, 14] : chunking, formation of hierarchies, and the development of schemata.
Based on these three mental strategies and general software engineering principles, Lilienthal defined three personal factors for architectural complexity to be applied on all levels of abstraction (from methods to units and to modules):
• Modularity: whether the implemented architecture is decomposed into cohesive elements that encapsulate their behavior and offer a cohesive interface.
• Ordering: whether the relationships between elements in the implemented architecture form a directed, acyclic graph.
• Pattern conformity: whether the pattern of the intended architecture and the technology in use can be recognized in the implemented architecture, and whether their rules are adhered to.
C. Environmental Factors
In an ideal case, all parts of an implemented architecture of a system can be understood by a single person at a global level of abstraction. However, due to the size of modern software systems this cognitive task exceeds the capabilities of a single person. In addition, the speed at which the implemented architecture needs to be adapted to changing business requirements can demand several people to work together in some form of distributed cognition.
The concept of distributed cognition has been first introduced by Hutchins [12] to explain the cognitive processes taking place when a navigation team navigates a ship into a port. One reason for the need of distributed cognition is the amount of information that needs to be processed in a certain time interval. In order to reduce the distributed cognitive work needed, one strategy is to lower the amount of information needed to understand the implemented architecture.
Within the context of SACM, the term "information" refers to every piece of meaningful data that is needed to understand the architecture. Naturally, the personal experiences of a specific person makes information easier (or harder) to understand. However, when more information needs to be understood, it is less likely that a single person can provide all the context for this information himself. When this happens, the context for the information has to be determined by interacting with external entities, which complicates the process of understanding and is thus more complex. Because of this, the extent of information that needs to be understood should be kept to a minimum.
In order to be able to process the needed information, it is important that the information is actually available. After all, understanding the implemented architecture of a system is virtually impossible when the implementation of the system is not available. In addition, the representation of the available data contributes to the complexity of understanding the data. For example, it is usually easier to grasp the allowed dependencies between modules when these dependencies are shown in a picture, as opposed to when the dependencies are specified as a list of text.
Based on these observations, we define two environmental factors for architectural complexity: information availability and information extent, where the latter refers to the total amount of information that needs to be understood. Figure 1 shows that SACM extends the criteria level of the CML in several places. First of all, the factor Pattern Conformity is extended by a criterion to capture whether the technologies used within the system are being used according to the best practices of the technology. Secondly, the factor Modularity is extended by the criterion "Duplication". This criterion is introduced to balance the "Inner Coherence" criterion. Where the "Inner Coherence" criterion states that each module should have a single responsibility, the criterion "Duplication" defines that each functionality should be encoded in only a single module.
D. New Criteria
The criteria introduced for the factor Information extent all deal with the amount of information needed to understand the system. First of all, the used technologies dictate a large portion of the overall information need since information about the semantics, syntax and functionality of each technology is needed to understand the architecture. In addition, for each library or framework, some information is needed in order to know how to use the library. However, the usage of a library can also reduce the total need for information because a developer only needs to understand what the library does, not how the library implements its functionality. Lastly, the usage of patterns can help to reduce the total amount of information need because a generic solution is used in different locations.
In order to asses the availability of information, the criteria for the factor Information Availability evaluate the age and the combination of the used technologies. When a technology becomes older, it is harder to obtain up-todate information about this technology. In addition, when the combination of technologies is rare, it is more difficult to get information about how to use this combination of technologies. Lastly, the representation of the available data can greatly influence the complexity of understanding information. An implemented architecture is harder to understand when it is only available as a compiled binary, as opposed to having access to the source-code and technical documentation.
IV. DISCUSSION
We see useful applications of SACM in both an industry and a research setting. To start, the factors of SACM can be used to explain all of the system attributes found by Bouwers et. al. [11] . Because of this, SACM can serve as a formal backup for the Light-weight Sanity Check for Implemented Architectures [6] . More generally, we believe that SACM can be "plugged into" existing software architecture evaluation methods. This lowers the initial investment needed to start these types of evaluations, and can speed up the evaluation process. In addition, the usage of an uniform model across evaluations allows the direct comparison of evaluation results, which is useful in, for example, the process of supplier selection.
Apart from this industry application, we plan to use SACM as a research program to develop metrics to evaluate the implemented architecture of software systems. Currently, in order to provide a balanced assessment of some criteria, metrics need to be augmented by expert opinion. In order to lower this dependency on the opinion of experts, we intend to develop metrics that capture these opinions.
A. Limitations
In order to use every part of SACM, an evaluator must have access to both the implemented and the intended architecture. With only a single version of the architecture, the factor "pattern conformity" cannot be evaluated completely. However, the remaining factors are nevertheless worth to be evaluated in order to assess parts of the complexity of either the intended or implemented architecture.
A more fundamental limitation of SACM is that there is no formal proof to show that the model is complete. Even though parts of SACM are used in evaluating over sixty systems, it could be that some factors of complexity are not captured by the model. However, since there is also no proof that the model of "understanding" in cognitive science is complete, we accept this limitation of the model. Therefore, during the application of SACM one should always be on the lookout for new factors that can help to capture complexity.
V. CONCLUSION In this paper, we introduced the Software Architecture Complexity Model. This formal model can be used to reason about the complexity of an implemented software architecture and is founded upon both theories from cognitive science and general software engineering principles.
The CML part of SACM has been validated in over 25 case studies. In addition, the criteria which are based upon system attributes can build upon data of over forty case studies. However, a study to formally validate SACM as a whole has not been conducted yet. Therefore, only anecdotical evidence of the usefulness of the complete model can be given. In order to support these positive first results, we plan to apply SACM in a number of case studies.
