This paper introduces Accelerator Toolbox (AT) -a collection of tools to model particle accelerators and beam transport lines in the MATLAB environment. At SSRL, it has become the modeling code of choice for the ongoing design and future operation of the SPEAR 3 synchrotron light source.
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INTRODUCTION
Computational accelerator physics is a mature field. There are many 'industry-standard' accelerator codes. Collectively, they cover a wide range of accelerator physics problems and numerical methods. Development of new codes or frameworks may seem unnecessary. However, experience shows, that using codes for problems beyond their intended scope is possible but requires significant programming effort and good understanding of the code itself. For this reason, it is a common practice to use several codes for different types of problems in accelerator physics 2 . Having to adopt new accelerator codes on 'ad hoc' basis is inefficient. Especially since most of us are interested in physics of the problem rather than the code itself, command language or the hierarchy of class libraries. There are other inefficiencies such as differences in input file formats between different codes, platform dependency, and (ironically) having to export results to other applications (Mathematica, MATLAB, etc.) for further analysis or visualization.
The motivation behind Accelerator Toolbox (AT) development is to improve efficiency and flexibility in interactive accelerator modeling. To achieve this AT takes a different approach to many aspects of accelerator computing.
AT abandons the idea of being a stand-alone special purpose software package. It is a MATLAB toolbox -modeled after commercial toolboxes. Functionally, it becomes a part of the MATLAB toolbox set so that AT functions can reuse tools from other toolboxes, for instance optimization and control.
AT is an open-ended collection of tools -MATLAB functions and scripts arranged in functional groups as opposed to one giant engine. Most of AT is written in MATLAB programming language. This code structure greatly simplifies the process of adding and sharing new tools (for physicists, by physicists). To avoid the speed drawback of an interpreter environment, computationally intensive routines are written in C/C++ and compiled into MEX-files (binary code executable from within MATLAB).
AT implements only computations specific to accelerator physics. All 'housekeeping' tasks and infrastructure such as parsing lattice and commands, programming language, memory management, interactive graphics and many more are already built into MATLAB.
Finally, many accelerator facilities extensively use or plan to use MATLAB. AT can be integrated with such applications to provide an on-line model and useful data structures for accelerator hardware interface.
INTRODUCTORY EXAMPLES
To illustrate statements made in the introduction, we give some examples of accelerator modeling with AT. MATLAB users will appreciate the syntax and logic of AT, consistent with other MATLAB toolboxes.
In these and other examples throughout this paper, text that appears in the MATLAB command window is printed in WHUPLQDO IRQW. The user input is preceded by '!!m but not the output.
Loading Lattice
We load an accelerator lattice into workspace by typing the name of the lattice file at MATLAB prompt. 
Accelerator Physics Computations
Now we want to compute some accelerator parameters for the lattice we have just loaded.
AT function ILQGP finds the linear transverse transfer matrix of a storage ring.
This lattice has no x-y coupling which shows as zero off-diagonal blocks in the transfer matrix. To introduce some coupling we will shift one of the sextupole magnets vertically -in this case element 15 in THERING. 
Multiple Particle Tracking and Phase Space Plot
In the style of MATLAB, AT functions can accept vectorized input arguments whenever it adds flexibility. For example ULQJSDVV can track multiple particles in one call. As an example we will plot horizontal phase space near the 1/3-integer resonance. 
Programming with AT
One of MATLAB strengths is its high-level programming language that allows the user to make functions and scripts, which then can be immediately called from within MATLAB -just like other MATLAB built-in functions. The following example shows how AT takes advantage of MATLAB programming capabilities.
Let's write a short script ILQGPFI that finds momentum compaction factor defined as
δL is the path lengthening of an off-momentum orbit with momentum deviation δp. We will make use of AT functions ILQGRUELW, ILQGVSRV and ULQJSDVV. We edit and save a file ILQGPFIP. Comments in a MATLAB files start with symbol. Now we can call ILQGPFI as an AT command from MATLAB prompt:
Help for AT functions
MATLAB has a built-in help facility and AT inherits it. Typing KHOS followed by a function name prints comments contained in the file with that name. For example this is how we could learn about the SORWEHWD function: 
LATTICE TOOLS
In accelerator physics the term lattice commonly refers to the geometrical arrangement of accelerator elements: magnets, accelerating cavities etc. along with the definition of physical characteristics of each element. All accelerator codes must have some data structures to internally represent lattices.
The central question of most computational accelerator physics problems is -how do the lattice parameters affect the dynamics of individual particles and ultimately, beam parameters.
AT decouples the task of lattice definition from computation of beam parameters by implementing lattice tools and accelerator physics tools as two separate groups of MATLAB functions ands scripts.
Lattice tools create and manipulate lattice data structures. We discuss lattice tools in this section. Accelerator physics tools simulate particle dynamics and compute beam parameters for a given lattice. Accelerator physics tools are discussed in the next section.
Lattice Data Structures
Accelerator Toolbox uses a combination of built-in MATLAB data types (a 'cell array' 4 of 'structures') to represent the accelerator lattice.
In MATLAB 'structure', data is arranged in 'fields' and can be accessed by 'field'
name. In the example below, QF is a 'structure' that describes a simple quadrupole magnet.
To change quadrupole strength we need to modify the value of the 'field' K:
A 'cell array' in MATLAB is similar to a numeric array but the individual 'cells'
can hold data of different types. If we construct in a similar manner 'structures' D1 and D2 for two drift spaces, and 'structure' QD for another quadrupole magnet with negative value of 'field' K, we can immediately build a 'cell array' to represent one period of a FODO accelerator lattice.
Notice how we used MATLAB '{}' syntax for building and indexing cell arrays.
We can further combine several FODO periods into a lattice using the MATLAB array
This simple example illustrates an important point: MATLAB already has data types suitable for lattice description -we do not need any special language or any additional code development besides standard MATLAB syntax. variables also ensures that all changes of lattice parameters made with graphical lattice tools or optics fitting tools are synchronized to the same copy of the lattice.
'Global' Lattice Variables

GLOBVAL
In AT, a 'global' variable GLOBVAL is a 'structure' designed to hold physical parameters that have to be available to AT functions such as design energy E 0 .
GLOBVAL is created an initialized during lattice declaration. 
Other AT 'global' variables
LOSSFLAG stores information about particle lost during numerical tracking.
FAMLIST is a 'cell array' that holds a list of families, i.e. groups of elements that share some design properties such as length.
Lattice files
Commonly, lattice files in accelerator codes are text files in a format that the lattice parser/interpreter of that particular code can understand. The parser becomes an inextricable part of the code. This traditional approach has disadvantages for both user and developer. The user needs a new lattice definition language for each new accelerator code or a translator program. The developer, often an accelerator physicist, becomes responsible for maintaining the parser module that has nothing to do with physics.
AT takes a different approach. A lattice file in AT is a MATLAB function or script. When executed from command prompt, it creates lattice variables in the MATLAB 'workspace' (THERING and GLOBVAL). There is no strict format specification for a lattice file as long as it correctly produces these lattice variables 5 .
An example spear2.m lattice file for SPEAR storage ring is discussed in appendix A.1. This design makes it easy to create new element types. Consider the following example.
Element types
Harmonic Cavity Example
AT models RF cavities assuming a single frequency. Let's make a new type for a harmonic cavity [7] . Load an example lattice VSHDUUDG that contains a cavity. We wish to modify this 'structure' to model a harmonic cavity instead. We need to specify the total number of harmonics and their amplitudes. We pick meaningful names To change the way AT propagates particles through this new type we also change the 'field' PassMethod from 7KLQ&DYLW\3DVV to a new function
7KLQ+DUP&DYLW\3DVV
6 . This new function we have to write ourselves.
!! 7+(5,1*^HQG`3DVV0HWKRG n7KLQ+DUP&DYLW\3DVVm
Now view the changes made to the element: 6 It is the PassMethod 'field' of an element that controls the low-level physics used by AT to propagate particles through that element. We will discuss PassMethod and low-level physics functions in section 4. There are a few 'fields' that must be the common to all existing element types and newly created ones in order to integrate the new types smoothly into AT. For example all elements must have fields 'Length' and 'PassMethod'.
Lattice manipulation tools
Any lattice parameter can be modified using MATLAB syntax for 'cell arrays' and 'structures'. AT also provides higher-level lattice tools that modify a group of parameters in several elements in one call. VHWWLOW, VHWVKLIW misalign a specified element or a group of elements
The first two commands in the above example generate random vectors of horizontal and vertical displacements with 100 µm standard deviation and zero mean for all 'QF' quadrupoles. Then, VHWVKLIW writes these misalignment values to THERING.
ACCELERATOR PHYSICS TOOLS
These tools simulate particle dynamics and compute beam parameters for a given lattice.
They use AT lattice data structures in the workspace created by AT lattice tools.
Low-level Physics Tools
Structurally, most accelerator codes are built around a physics engine based on symplectic integration or differential algebra (DA). In the case of symplectic integration, the engine computes trajectories of individual particles element by element -this approach is known as particle tracking or ray tracing. In case of DA the engine computes and analyzes numerical maps of elements or sequences of elements.
AT does not have a single physics engine. Instead, the low-level physics is contained in separate MATLAB functions. The purpose is to make the code structurally simpler so that the end user can add new physics functionality with minimum knowledge about the rest of the code.
Pass Methods
Special low-level functions that play an important role in AT are the element pass methods. Each pass method is implemented in a MATLAB function that numerically
propagates particles through an element. The format for calling pass methods from MATLAB is illustrated in the following example. In our VSHDU lattice, the fifth element in THERING is a quadrupole. We use pass method 4XDG/LQHDU3DVV to numerically propagate a particle with initial
!! 4XDG/LQHDU3DVV7+(5,1*^`> @
DQV
The first argument passed to 4XDG/LQHDU3DVV is a 'structure' containing physical parameters of the magnet: length, strength, misalignment data etc. The second argument is a six-dimensional column vector of initial conditions. The output is a vector of six phase space coordinates at the element exit.
Vectorized MATLAB Calling Syntax
The second argument of any pass method can also be an N-column matrix where each column represents a different initial condition or a different particle. For example, let ; be a matrix of 3 different initial conditions:
We can pass ; as an argument to a pass method the same way we did a single particle.
In the answer, each column is the result of tracking of the corresponding column in ;.
!! 4XDG/LQHDU3DVV7+(5,1*^`; DQV
Pass Methods and Element Models
The computational procedure in each pass method assumes some physical model of an 6WU03ROH6\PSOHFWLF3DVV implements a fourth-order symplectic integrator [8] . This is equivalent [9] to modeling a quadrupole (or any element with purely transverse magnetic field) as a sequence of transverse kicks and drifts. Notice that the answer is very close but different from the one given by the linear model. 
Element Data -Pass Method Compatibility
Examples in section 4.1.3 show flexibility of AT in defining elements and using different physics models. There is a small price to pay for such flexibility -the user becomes responsible for supplying all necessary element model parameters. The 'field' names in the element 'structure' must be consistent with the pass method used for that element. A pass method looks for a set of model parameters in 'fields' with specific names. For example:
'ULIW3DVV expects to find a 'field' named 'Length' in the element 'structure'.
4XDG/LQHDU3DVV requires, in addition to 'Length', 'fields' named: 'K' -quadrupole strength, 'R1', 'R2', 'T1', 'T2' -element misalignment parameters.
6WU03ROH6\PSOHFWL3DVV expects to find 'PolynomA', 'PolynomB' which store the coefficients of multipole field expansions and the field 'NumIntSteps' -the number of integration steps for the symplectic integrator. If a pass method can not find a field with the exactly matching name, execution stops and MATLAB displays error messages.
Tracking through Sequences of Elements
When tracking through sequences of elements or tracking multiple turns in rings we want to loop over elements and set in advance which the pass method to use for each element. One easy way to make a loop over elements is to write a simple function in MATLAB language using IHYDO command. Accelerator Toolbox has a few tools for fast tracking through sequences. These tools were written in C and compiled into mex-files to achieve native execution speed. 
DEVELOPMENT AND DISTRIBUTION
Availability
Accelerator Toolbox is publicly available for download from the AT web page http://www-ssrl.slac.stanford.edu/at/ It requires MATLAB version 5 or higher.
Code Development
Developing and maintaining large-scale, non-commercial scientific software is a demanding task. Historically it has been a challenge for physicists and programmers who wrote accelerator codes. One of the key ideas of AT is to outsource most of this workeverything that is not physics.
From the beginning, AT meant to simplify code development and user participation.
MATLAB language and open-ended, modular toolbox structure allow users to independently contribute to any of the AT tool groups discussed in this paper: 
