Diseño e implantación de un sistema de incidencias basado en workflows by Aragón Pérez, Sara
UNIVERSIDAD AUTONOMA DE MADRID 
 









Grado en Ingeniería Informática 
 
 














Sara Aragón Pérez 
Mayo 2015 
 




   
  





El método de comunicación actual en la Escuela Politécnica Superior es a través del 
correo institucional. Esto implica la pérdida de información, ya que los e-mails pueden 
perderse, traspapelarse o borrarse por equivocación. 
 
Este proyecto de fin de grado tiene como objetivo diseñar, desarrollar e implementar 
un sistema helpdesk basado en Workflows, y con esto conseguir automatizar, agilizar, 
centralizar y controlar dicho proceso. 
 
El sistema propuesto está centrado en la automatización de incidencias y consultas a 
nivel interno entre los distintos departamentos dentro de la Escuela. 
 
El proyecto se ha desarrollado utilizando la plataforma Google App Engine, 
almacenando información en una base de datos externa proporcionada por Google 
datastore, gestionada por Objectify. 
 
El resultado del proyecto ha sido satisfactorio ya que se consiguieron todos los 
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The current comunication method at Escuela Politécnica Superior is through institucional e-
mail, which implies losing information due to losing, misplacing or wrong-deleting emails. 
 
The object of this degree final project is the design, development and implementation of a 
helpdesk system based in workflows and, through this, automate, speed up, centralize and 
control this process. 
 
The proposed system is focused in automatizing incidents and queries at an internal level 
between the departments of the EPS. 
 
This project has been developed using Google App Engine plataform, storing information 
inside an external data base provided by Google Datastore and being managed by Objectify. 
 
The result of the project has been satisfactory because the goals were reached and all the 
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Un Trabajo de Fin de Grado (TFG) [1] consiste en la elaboración de un proyecto por parte de un 
estudiante al finalizar sus estudios universitarios de grado, bajo la supervisión de un tutor. En la 
Escuela Politécnica Superior de la UAM se imparten los grados de Ingeniería en Informática (GII), 
Ingeniera en Telecomunicaciones (GITST) y doble grado en Ingeniería en Informática y 
Matemáticas (DGIM). 
La tecnología Help Desk es un conjunto de servicios que a través de uno o varios usuarios  ofrece 
la posibilidad de gestionar y solucionar las incidencias entrantes en el sistema. Como su nombre 
indica, es una Mesa de Ayuda donde se ofrecen servicios de soporte técnico (bugs, consultas, 
etc.). 
“El flujo de trabajo (workflow en inglés) es el estudio de los aspectos operacionales de una 
actividad de trabajo: cómo se estructuran las tareas, cómo se realizan, cuál es su orden 
correlativo, cómo se sincronizan, cómo fluye la información que soporta las tareas y cómo se le 
hace seguimiento al cumplimiento de las tareas.” 1 
Hasta la fecha, en la Escuela Politécnica Superior no se ha dispuesto de un servicio de gestión de 
incidencias y solicitudes, por lo que dicha gestión entre los distintos departamentos se venía 
realizando vía e-mail. Esta situación generaba:  
• E-mails muy cargados que eran reenviados varias veces y al final terminaba habiendo 
problemas de versiones. 
• La trazabilidad de las operaciones era muy compleja puesto que el único sitio donde 
quedaban recogidas era en el e-mail. 
• Falta de transparencia: Muchas veces no se informaba a los involucrados y en el peor 
de los casos las solicitudes se perdían y no eran procesadas. 
• Falta de información: Muchas veces se enviaban solicitudes incompletas que hacían 
que se tardase mucho tiempo en procesar las solicitudes y estas fuesen varias veces 
reenviadas al emisor. 
 
Al no haber un protocolo que defina cómo enviar y resolver cada uno de los distintos tipos de 
incidencias y solicitudes, se generalizan todas las tareas entre todos los miembros de la Escuela, 
pudiendo surgir problemas de mayor gravedad o impacto y eximiendo muchas veces de 
responsabilidad a las partes involucradas. 
 
En base a los problemas surgidos propuse realizar una herramienta software que automatice 
varios de los procesos de gestión, siendo el primer y único punto de contacto para las incidencias, 
peticiones y consultas que deseen hacerse, responsabilizando a cada departamento de las tareas 









El objetivo de este proyecto es la optimización y ayuda al seguimiento de un flujo de tareas, así 
como su gestión e implementación. Derivado de este objetivo también se pretende reducir el flujo 
de documentación que circula por la red, saturando y haciendo menos flexible la misma, además 
de centralizar y controlar un proceso que muchas veces no era todo lo transparente que debiera. 
 
Para conseguir este objetivo he diseñado una aplicación web donde centralizar las solicitudes 
gestionadas mediante workflows, con los que automatizaremos el proceso y la generación de 
tareas.  
 
Se han realizado unos pasos previos antes de la realización de esta aplicación, las más destacables 
son:  
• Realizar un análisis de sistemas de workflow actuales en el mercado e identificar qué 
sistema sería válido para el TFG. 
• Realizar un estudio del funcionamiento Google App Engine, Objectify, NoSql [15] (Not 
Only Sql) y GWT [7] (Google Web Toolkit). 
• Tras la recopilación de información necesaria, se crearán las entidades para manejar la 
información en el sistema.  
 
La aplicación deberá realizar las siguientes funciones: abrir workflows relacionados con las 
incidencias recibidas, enviar e-mails de información, completar tareas, identificar entre distintos 
tipos de usuarios (administrador, registrado o anónimo), loguear a través de un proveedor de 
servicios externo, permitir que usuarios en un mismo flujo de trabajo puedan comunicarse, 
mostrar solamente los flujos de trabajo que incumben a la persona logueada, enviar una solicitud 
finalizada a otro flujo de trabajo para que sea resuelta, etc. 
 




1.3. Estructura de la memoria 
 
La estructura de este documento queda reflejada en 9 capítulos que se detallan a continuación: 
 
1. Introducción al documento: Descripción escueta de los diferentes apartados de los que 
está formado. 
2. Arquitectura del sistema: Descripción minuciosa de la arquitectura del proyecto y las 
tecnologías utilizadas. 
3. Workflow: Descripción e impacto dentro de una entidad o empresa el uso de un sistema 
basado en workflows. 
4. Google AppEngine: Descripción de la plataforma utilizada a través de Google para 
desarrollar en la nube. 
5. Objectify: Descripción de la interfaz existente entre la aplicación y el DataStore de 
Google. 
6. Google Web Toolkit: Descripción de cómo se han implementado las vistas del sistema 
dentro del patrón Modelo-Vista-Controlador (MVC)[2]. 
7. Análisis y diseño: Descripción detallada de requisitos funcionales y no funcionales, 
diagramas de clase y principales casos de uso de la aplicación. 
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8. Funcionamiento del sistema: Descripción de la funcionalidad de la aplicación 
desarrollada, por parte de un usuario anónimo, registrado y administrador. 
9. Casos de prueba: Se explican las pruebas llevadas a cabo a través de casos de uso. 
10. Conclusiones: Se explican los resultados obtenidos, además de la validación. 
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2.1. Arquitectura del proyecto 
 
Al diseñar la herramienta se ha seguido el patrón MVC [2] (Modelo-Vista-Controlador), patrón de 
arquitectura software que separa la lógica de la aplicación de los datos y de la interfaz de usuario. 
En la figura se puede observar la distinción entre los módulos dentro del sistema.  
 
 
Figura 1: Arquitectura general del proyecto 
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2.2. Tecnologías del servidor 
 
El cloud computing consiste en la posibilidad de ofrecer servicios a través de Internet. También es 
conocido como  “computación en la nube”. 
 
La computación en la nube es una tecnología nueva que busca tener todos nuestros archivos e 
información en Internet, sin depender de poseer la capacidad suficiente para almacenar 
información.  
 
Toda la información, procesos, datos, etc. se localizan dentro de la red de Internet, como en una 
nube. De esta forma todo el mundo puede acceder a la información completa sin poseer una gran 
infraestructura. 
 
Para trabajar en la nube en este proyecto se ha utilizado GAE [16] (Google App Engine), un 
servicio de alojamiento web que presta Google de forma gratuita que permite ejecutar 
aplicaciones sobre su propia infraestructura. 
 
 
Ventajas de cloud computing 
 
• Bajo coste: Productos gratuitos o pagos mensuales fijos por utilización, sin costes 
adicionales dado que no hay que invertir en gran infraestructura ni en licencias. No hay 
necesidad de adquirir hardware y software, lo que reduce costos operativos en 
infraestructura, mantenimiento y energía. La nube es más barata que la instalación y 
mantenimiento de un servidor propio o contratar los servicios de un proveedor 
• No hay necesidad de trabajar con gran capacidad de almacenamiento 
• Mayor rapidez en el trabajo al estar basado en web 
• Fuente innovadora 
• Acceso desde donde quiera y cuando quiera con una única conexión a Internet 
• Ecológico: Usar la nube en una empresa reduce la huella de carbono de una empresa al 
ahorrar recursos y componentes que pasan de estar almacenados en componentes físicos 
a virtuales. Se ahorra también en consumo de energía con sus beneficios al medio 
ambiente 
 
Desventajas de cloud computing 
 
• Seguridad: Se debe ser muy cuidadoso con el manejo de la información para evitar que los 
datos sean robados por hackers o extraviados en agujeros de seguridad. 
• Privacidad: Datos confidenciales y sensibles como información personal de empleados o 
datos financieros pueden quedar en manos de terceros si no se tienen las medidas 
preventivas. 
• Conectividad: La velocidad de acceso a la información y la disponibilidad de las 
aplicaciones dependen de la velocidad de la conexión a Internet. Sin acceso a Internet no 
hay Cloud Computing y este servicio puede caerse en cualquier momento por diversos 
factores. 
 
En base a las ventajas y desventajas analizadas sobre el cloud computing, se ha optado por 
desarrollar la herramienta de software para este trabajo de fin de grado empleando Google 
App Engine como base del proyecto. 
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Centrándonos en el lado del servidor, podemos distinguir (como se muestra en la figura X) los 
siguientes tipos de tecnologías: 
 
• Objectify como interfaz para acceder a la base de datos 
• App Engine a través del uso de servlets para manejar la información recibida por parte del 
cliente 
 
Más adelante se explicará de forma más exhaustiva las tecnologías que aquí se tratan: Cloud 
Computing, App Engine y Objectify. 
 
 
2.3. Modelo de Datos 
 
2.3.1. Bases de datos en Cloud Computing 
 
En base a las ventajas y desventajas analizadas sobre el cloud computing, se ha optado por 
desarrollar la herramienta de software para este trabajo de fin de grado empleando GAE como 
base del proyecto. 
 
En Cloud Computing existen dos tipos de bases de datos: 
 
• Bases de datos SQL: Son bases de datos relacionales que permiten especificar diversos 
tipos de operaciones en ellas. Dicha base de datos se puede ejecutar en la nube como 
una imagen de máquina virtual o como un servicio, dependiendo del proveedor. 
Poseen baja escabilidad ya que no fueron diseñadas para este entorno. 
•  Base de datos NoSQL: Difieren de las bases de datos relacionales en aspectos 
importantes, como el no uso de SQL como lenguaje principal de consulta. Los datos 
almacenados no requieren estructuras fijas como tablas y normalmente no soportan 
operaciones en ellas. Están diseñadas para cargas pesadas de lectura y escritura y son 
fácilmente escalables hacia arriba y hacia abajo, por lo que son más adecuadas para 
funcionar de forma nativa en la nube. En NoSQL no existe ACID (Atomicity, 
Consistency, Isolation, Durability) como en las bases relacionales, pero existe algo 
llamado BASE (Basic Avility, Soft State, Eventual Consistency)  
 
 
Máquina virtual Base de datos como servicio 








Amazon Relational Database Service (MySQL) 













Cloudant Data Layer (CouchDB) 
Google App Engine 
MongoDB 
Tabla 1: Proveedores de base de datos en la nube por implementación del modelo y modelo de datos 
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En base a las ventajas y desventajas analizadas sobre el cloud computing, se ha optado por 
desarrollar la herramienta de software para este trabajo de fin de grado empleando GAE como 
base del proyecto. 
 
Conociendo el tipo de bases de datos existentes que permiten almacenar información en la 
nube, se ha implementado el modelo de datos NoSQL, con base de datos como servicio GAE. 
Por lo que, si se quisiera implementar una base de datos SQL, deberíamos realizar una 
modificación de gran parte del código para cambiarlo. 
 
 
2.3.2. Diagrama de entidades 
 
La lógica aplicada a la gestión de la información relevante para la gestión del TFG [1] en la base 
de datos se resuelve en un esquema de datos no relacional construido en base a las 
necesidades de la aplicación e implementada sobre una base de datos NoSQL. 
 
En la figura X se muestra el diagrama de entidades de la BBDD [3] (Base de Datos). En ella se 
puede ver representadas las entidades relevantes para la gestión de la herramienta. A 
continuación se describe brevemente cada entidad y sus relaciones: 
 




Figura 2: Diagrama de modelos 
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2.4. Tecnologías del cliente 
 
Anteriormente vimos los distintos tipos de tecnologías que se emplean en el lado del servidor. 
A continuación describiremos los distintos tipos de tecnologías utilizados en el lado del cliente: 
• AJAX [10]: Asynchronous JavaScript And XML. No es un nuevo lenguaje, sino una 
nueva forma de utilizar los estándares existentes. 
• HTML5 [12]: HyperText Markup Language, versión 5. Se trata de la nueva versión del 
lenguaje básico de la World Wide Web. 
• CSS3 [11]: Cascading Style Sheets, es el lenguaje utilizado para definir y crear la 
presentación de un documento escrito en HTML. CSS3 es el último estándar para CSS. 
• JS [8] (JavaScript): Es un lenguaje de programación interpretado, orientado a objetos. 
Se utiliza del lado del cliente implementado como parte de un navegador web. 
• GWT: Google Web Toolkit es un framework creado por Google que permite la 
programación de aplicaciones en Java usando cualquier IDE (6)[Entorno de desarrollo 
integrado] de éste, traduciéndolo el compilador a HTML y JS. 
En la figura 1 se muestra que la arquitectura de la herramienta tiene tres partes: cliente, 
servidor y shared. Una de las ventajas de utilizar la arquitectura que nos obliga App Engine es 
que no se utiliza distinto código entre cliente y servidor, sino que comparten las distintas 
entidades descritas en el apartado anterior, no repitiendo así código para el manejo de las 
mismas. 
 
2.5. Tecnologías de comunicación 
 
Uno de los apartados más importantes y quizá una de las partes más complicadas de entender 
es la comunicación entre cliente y servidor sobre una plataforma GAE. Las tecnologías 





Significa "Protocolo de Transferencia de HyperTexto", entendiendo como hypertexto a las 
páginas web que visitamos. Es un protocolo orientado a transacciones y sigue el esquema 
petición/respuesta entre un cliente y un servidor: cada transacción envía un mensaje, estos 
mensajes pueden adjuntar un objeto o recurso (como documentos HTML, ficheros multimedia, 
etc.) donde cada recurso es identificado mediante un URL. 
 
Durante una transicción HTTP se envían mensajes, a los que se conocen como peticiones o 
requests, con una estructura fija: una cabecera y opcionalmente un contenido. Las cabeceras 
incluyen como primera línea el método que queremos invocar (GET, POST, etc.).  




Figura 3: Estructura mensaje HTTP 
 
 
Dentro de la metodología empleada para enviar peticiones al servidor, en este proyecto 
empleamos peticiones de tipo POST, es decir, pedimos al servidor que acepte la información 
enviada desde el cliente sin mostrar en la URL la dirección del servlet.  
 
Serialización de Objetos 
 
Como se ha comentado en el protocolo HTTP, para que un objeto pueda ser enviado a través 
de la red de cliente al servidor, éste debe ser de tipo "serializable". 
 
"La serialización consiste en un proceso de codificación de un objeto en un medio de 
almacenamiento con el fin de transmitirlo a través de una conexión en red como una serie de 
bytes o en un formato humanamente más legible como XML o JSON, entre otros."1 
 
Estos objetos deben ser serializables para que el cliente pueda enviárselos al servidor y éste 




Los servlets son aplicaciones Java que corren en un entorno de servidor web.  
 
Cuando App Engine recibe una petición web de nuestra aplicación, invoca al servlet 
correspondiente descrito en el archivo web.xml (WEB-INF/directory).  
 
App Engine ejecuta múltiples instancias de nuestra aplicación, teniendo cada instancia su 
propio web server para controlar las peticiones. Cualquier petición puede ser enviada a 
cualquier instancia, por lo que las siguientes peticiones de un mismo usuario no tienen por qué 
ser enviadas a la misma instancia.  Por defecto, cada web server puede procesar sólo una 
petición a la vez.  
 
App Engine llama al servlet con un request object y un response object. Cuando el servlet carga 
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Podemos empezar por identificar el concepto de Workflow no como algo nuevo, sino como 
algo implícito en mayor o menor medida en muchos sistemas informáticos. 
Los sistemas de gestión y mantenimiento de las organizaciones dan soporte a las tareas 
recibidas, haciendo transparente los procesos a realizar. Las empresas dinámicas que utilizan 
sistemas basados en la tecnología tradicional tienen un alto coste de mantenimiento y 
desarrollo, ya que tienen que ser ajustados codificando, lo que la hace costosa, lenta y difícil. 
Por otro lado, al ocultar los procesos en los sistemas de gestión hace que los usuarios tengan 
poco conocimiento de que la tarea que están realizando es parte de un proceso definido de la 
aplicación, que ésta tiene un contexto más amplio del que pueden percibir del sistema y que 
existe un objetivo del final del proceso, con estándares de calidad o complimientos globales 
más allá de la tarea particular. 
Analizaremos qué es un sistema basado en Workflow y el impacto que produce en una 
organización esta tecnología. La solución a este problema pasa por atomizar las diversas tareas 
procesadas en la organización y conectarlas en un proceso que sea claro para los usuarios y 





En primer lugar, empezaremos definiendo el concepto de Workflow, para lo cual recurriremos 
a los estándares ya definidos. 
Según la WFMC (Workflow Management Coalition), se define “proceso” como “Un conjunto de 
uno o más procedimientos o actividades directamente ligadas, que colectivamente realizan un 
objetivo del negocio, normalmente dentro del contexto de una estructura organizacional que 
define roles funcionales y relacionales entre los mismos”. 
Y se define Workflow como “Workflow implica la automatización de procedimientos 
organizacionales donde tareas, documentos e información son pasados de un participante a 
otro de acuerdo a un conjunto definido de reglas para alcanzar o contribuir a alcanzar un 
objetivo de la organización”. 
Una síntesis habitual de las definiciones anteriores es la que define Workflow como “Un 
conjunto de tareas realizadas por dos o más miembros de una organización para alcanzar un 
objetivo común”. 
En resumen, podemos definir Workflow como el área de la informática que trata de la 
automatización de los procesos organizacionales que involucran secuencias de tareas bien 
definidas, ejecutadas por personas o sistemas. 
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Workflow implica procesos de la organización bien definidos, un sistema informático para 
modelar esas reglas de negocio y un agente “invisible” que hace que esos procesos se 
desarrollen de acuerdo a lo especificado. 
 
Ventajas competitivas 
Hoy en día las organizaciones tienen que competir en un mundo globalizado. Por tanto, las 
ventajas de realizar las operaciones de manera eficaz se obtienen de tres 
características/objetivos importantes: 
• En las organizaciones, la alta dirección debe tomar muy pocas decisiones, pero de alto 
contenido estratégico. Aquí es donde un sistema de Workflow genera procesos que, 
sin un esfuerzo adicional, posibiliten una toma de decisión efectiva basada en 
información obtenida de los propios procesos de negocios. El sistema de Workflow 
debe contribuir a la realización de manera independiente de tareas entre distintos 
departamentos de la organización. 
• Un sistema Workflow posibilita la identificación de responsables o administradores del 
proceso, haciendo responsables del correcto funcionamiento del proceso involucrando 
a los participantes del mismo. Los usuarios deben tener un lugar donde visualizar toda 
la información relativa a los workflows en los que están involucrados (un tablero de 
control, alertas, etc.) y permita identificar los problemas con distinto nivel de prioridad 
y tomar las decisiones correctas correspondientes en el momento (re-asignar trabajo, 
cambiar prioridades, interactuar con los actores, etc.). 
• A los usuarios pertenecientes a un Workflow, el sistema les da una lista de tareas 
ordenadas por prioridad (ordenadas de acuerdo al criterio de importancia de la 
organización), conteniendo cada una de ellas la información necesaria para realizarla. 
Podemos intuir, por los conceptos que estamos definiendo, que en la implementación de un 
sistema basado en Workflow debe haber un aspecto unificador que permita a la organización 
obtener la información necesaria que necesita para finalizar la operación correctamente. 
 
 
3.2. El factor tiempo 
 
Cuando se implementa un sistema de Workflow en una organización, se busca reducir costes y 
generar valor (mejor información, más adaptabilidad a los cambios, mejor servicio, etc.). Al 
automatizar los workflows, el impacto más notable lo producen los tiempos de ejecución de 
las tareas. 
El 90% del tiempo de demora para completarse un proceso no automatizado es lo que se llama 
“tiempo de transferencia”. Este tiempo está compuesto por dos factores: 
• El primer factor podríamos decir que se reduce a cero ya que, al confirmarse una 
tarea, el sistema tardará un tiempo insignificante en hacer la entrega de la siguiente 
tarea. 
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• El segundo factor trata del tiempo en el que un usuario inicia una tarea (normalmente 
porque está realizando otras). Es abordado de diferentes maneras: 
o Al tener una lista de tareas ordenadas por prioridad se produce el efecto de 
que la decisión de qué tarea realizar la hace la organización en base a las 
necesidades globales o compromisos asumidos. 
o El administrador puede controlar la carga de trabajo de los usuarios y trabajar 
sobre ésta, realizando delegaciones o re-asignaciones. 
o El sistema normalmente provee mecanismos de balance de carga, los cuales 
siguen un determinado criterio para hacer una selección que mitigue la 
interferencia. Algunos ejemplos de estos criterios son: 
 Colas de trabajo sin administrador (las personas se auto-asignan el 
trabajo en forma pro-activa) 
 Colas de trabajo moderadas (un administrador asigna el trabajo como 
una asignación indirecta) 
 Round Robin: se asigna una tarea a cada uno de los miembros de un 
grupo implementando una cola circular (una a cada uno e inicia de 
nuevo el ciclo) 
 Menor carga: El sistema asigna la tarea al miembro de grupo que tiene 
menos tareas pendientes. 
o Todo sistema de Workflow debe tener tres niveles de escalamiento de las 
tareas: 
 Recordatorio: Un aviso al usuario recordándole que tiene una tarea 
pendiente 
 Alerta: Un aviso al administrador del proceso avisando de que una 
tarea se está retrasando 
 Vencimiento: Una acción preparada que se activa cuando la tarea no 
se realiza dentro de los plazos planeados (consultar con el 
administrador, delegar la tarea a otro usuario, etc.) 
o Por último, aunque se esté haciendo una simple automatización del proceso, 
normalmente hay un rediseño del mismo, ya que la realidad electrónica hace 
que la información sea ubicua y que se puedan realizar tareas en paralelo o 
simultáneamente (es decir, enviar la tarea a dos o más personas y darla por 
concluida cuando cierto número de personas la finalicen, realizar diversos 
trabajos al mismo tiempo, etc.) 
 
3.3. El proceso de mejora continua 
 
Llega un momento en el que la organización ya ha madurado en el uso de la tecnología y se ha 
adaptado a los cambios operativos, obteniendo los administradores y los usuarios la 
experiencia necesaria, por lo que no hay cambios significativos en la reducción de los tiempos 
a partir de ese momento. 
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Estamos en el punto adecuado para empezar un proceso de mejora continua generando 
nuevas versiones. 
 
Podemos definir un proceso genérico de mejora continua como un ciclo compuesto de las 
siguientes etapas: 
 
• Definición de Alcance y Objetivos. Establecer y priorizar los objetivos que se quieren 
alcanzar en el ciclo de mejora. 
• Definición de métricas. Establecer las métricas que se necesitarán para medir la 
evolución del proceso en relación con los objetivos especificados. 
• Establecimiento de una línea base. Realizar las mediciones iniciales de las métricas 
establecidas, para usarlas como base de comparación y referencia de la evolución del 
proceso. 
• Aproximación Táctica. 
o Trabajar sobre el proceso. Esta es la etapa donde debe aplicarse la experiencia, 
la imaginación y el conocimiento de los actores directamente involucrados en 
el proceso. 
o Medir y comparar con la línea base. El efecto de todo cambio en el proceso 
debe ser medido y comparado con la medición inicial o línea de base. Esta 
comparación es la única medida válida del suceso o fracaso en el alcance de 
los objetivos. 
• Volver a definir Alcance y Objetivos. No dejar nunca de trabajar sobre los procesos. 
Nunca debemos dejar que se vuelvan “viejos” o que se conviertan en un freno a los 




Figura 4: Ciclo de proceso de mejora continua. 
 
3.4. El retorno de la inversión 
 
Normalmente se tiene la sensación de que toda automatización es beneficiosa para la 
organización, pero hay que tener en cuenta el retorno de inversión ya que es, junto con la 
experiencia, la primera alerta de que el trabajo que iniciamos no tendrá el efecto requerido en 
la organización y que probablemente tendremos que comenzar una reingeniería de procesos. 
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Realmente no es fácil medir la mayoría de factores que componen el cálculo del retorno de 
inversión, pero debe de hacerse un esfuerzo en estudiarlos y ponerles número. 
 
Hay otros factores que deben cuantificarse y ponérseles un valor, tales como: 
• La satisfacción de los clientes con la mejora de servicio 
• La mejora de la imagen de la organización 
• El aumento de la capacidad de reaccionar más rápido a los cambios del mercado y de 
la competencia 
• La disponibilidad de la empresa o institución para absorber más trabajo. 
• La información para la toma de decisión que ahora tiene disponible la alta gerencia 
• La información operativa que permitirá implementar incentivos por productividad o 
por cumplimiento de objetivos 
• Etc. 
 
Para este cálculo y para que los números sean coherentes, es necesario cumplir con estos tres 
pasos: 
 
• Establecer la línea de base, respetando rigurosamente la realización de las mediciones 
antes de comenzar con la sistematización 
• Seleccionar bien el primer proceso a automatizar. El primer proceso lleva casi toda 
nuestra inversión de aprendizaje y adquisición de herramientas. Por eso, es 
recomendable atacar sólo procesos de dos tipos: 
o Procesos centrales del negocio, donde está el compromiso de la dirección de la 
alta gerencia para llevar a cabo el cambio con un alto grado de compromiso 
o Procesos donde hay punto de contacto directo con el cliente/usuario y donde 
mejora la calidad del servicio, aumentando ventajas competitivas o mejorando 
la imagen de la organización  
• Diseñar procesos sencillos, orientados para la normalidad y no para la excepción. El 
diseño de los procesos debe enfocarse en los casos normales, donde está el gran 
volumen y manejarse las excepciones como tales. El diseñar grandes procesos que 
manejan todas las opciones hace más caro el desarrollo del proceso y le hace 
complejo, con poca flexibilidad y difícil de analizar, ya que será difícil de distinguir un 
caso erróneo cuando en el mismo diseño abarquemos procesos que recorren distintos 
caminos. La clave es diseñar procesos prácticos y hacer revisiones y nuevas versiones 
de los mismos, manteniendo a cada proceso en una constante renovación 
 
 
3.5. Cruzar la línea divisoria entre TI y O&M 
 
Un factor muy importante a la hora de implementar un sistema de Workflow es la elección de 
qué área de la organización realizará la automatización del mismo, ya que la mayoría de las 
herramientas disponibles poseen el enfoque tradicional hacia profesionales de la Informática y 
no a expertos de Organización y Métodos. 
 
Por otro lado, el sistema de Workflow debe convivir con los sistemas de gestión y con las 
herramientas de productividad utilizadas en la organización. No es admisible un proceso que 
no tenga punto de contacto alguno con los sistemas informáticos de la misma. Normalmente 
vemos que los procesos sistematizados o Workflows deben: 
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• Alimentarse de las fuentes de información de la organización 
• Informar a los sistemas de gestión de las decisiones tomadas 
• Disparar acciones en los sistemas de gestión 
• Reaccionar a eventos que ocurren en el sistema de gestión 
 
Un sistema de Workflow debe poseer al menos dos claros perfiles de diseñadores: 
 
• El experto en TI, dedicado a integrar o conectar el sistema de Workflow de forma 
genérica con los sistemas de gestión y fuentes de información de la organización 
• El experto en O&M, quien debe diseñar, medir, probar y re-diseñar los procesos, 
teniendo el control general de los mismos 
 
Esta división de los roles permite que los responsables de la realización de las tareas estén en 
contacto directo con el modelo informático y que no dependan de un técnico  como 
intérprete. 
 
Un sistema de Workflow no puede llegar a una organización para convertirse en otra “isla” que 
no dialoga con los demás sistemas, que no se integra con la Intranet de la organización y obliga 
a los usuarios a tener otro portal, que no almacena y recupera documentos de los repositorios 
de documentos de la organización y que obliga a los usuarios a tener una nueva contraseña 
para recordar, ya que no se integra con el sistema de seguridad de la organización.  
 
Un sistema de Workflow es como una red de puentes que conecta los sistemas “isla” de la 
organización, implementando estrategias muy definidas de integración de seguridad.  
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En este apartado se explican las tecnologías utilizadas del lado del servidor en este proyecto 
para el funcionamiento de la aplicación Iris. Se explicará qué es App Engine, qué características 
aporta y cómo está creado.  
 
4.2. Google App Engine 
 
Para poder definir qué es App Engine, se necesita partir del concepto Cloud Computing 
(computación en la nube), ya que se trata de una plataforma que permite acceder a los 
recursos de Google creando aplicaciones que funcionan en la nube. 
 
 
Figura 5: Logotipo Oficial de Google App Engine 
 
 
4.3. Cloud Computing 
 
Es difícil definir un concepto como este, ya que se trata de algo no visible y poco exacto. 
Podríamos decir que Cloud Computing es todo aquello que ofrece servicios de comunicación 
en Internet. Cloud (nube) sería una metáfora muy usada que representa Internet, mientras 
que Computing es el uso de las tecnologías de los ordenadores. 
 
Se podría definir como una agrupación de recursos compartidos que son asignados de forma 
dinámica a los usuarios a medida que lo requieren, y que son fácilmente accesibles y 
configurables. A continuación usaré un ejemplo para entender mejor el concepto: 
 
Si se quiere ejecutar miles y miles de códigos, se podría encargar un solo servidor muy potente 
o dividir el trabajo entre varios servidores de menos capacidad. Al repartir las tareas entre 
varios, se termina antes y permite una mejor eficiencia. 
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Figura 6: Esquema de conexión Cloud Computing 
 
 
En Cloud Computing, todos estos equipos se encuentran conectados a Internet, por lo que 
cualquier recurso tipo aplicación, bases de datos, computación, etc. se coordinan de forma 
descentralizada permitiendo utilizar diferentes arquitecturas y sistemas sin perjudicar ni 
complicar el funcionamiento global.  
 
Mediante un sistema descentralizado como este, se consigue una gran escabilidad, 
simplemente añadiendo más equipos a la red y una alta protección contra fallos y errores, ya 





A continuación se mostrarán las diferentes capas que sustentan la arquitectura de Cloud 
Computing. En la siguiente imagen se puede apreciar que esta arquitectura está formada por 
cinco capas. 
 
La representación de la arquitectura mediante una pirámide sirve para dar mayor importancia 
a las capas inferiores, ya que poseen un mayor número de elementos. 
 








Esta capa es la que contiene la base de la nube, el conjunto de equipos necesarios para 
soportar los procesos que deberán ejecutarse en las capas superiores. 
 




Figura 8: Uno de los DataCenters de Google 
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Estos ordenadores están divididos a gran escala según qué acciones realicen: almacenamiento 
de datos, procesado de información, búsqueda de información, correo electrónico, etc. 
 
Todos ellos se pueden reemplazar fácilmente. Si se quiere ampliar el sistema, basta con añadir 





Conceptualmente, la virtualización se define como “la creación –a través de software- de una 
versión virtual de algún recurso tecnológico, como puede ser una plataforma de hardware, un 
sistema operativo, un dispositivo de almacenamiento u otros recursos de red.”. Se trata del 
proceso de abstraer unos recursos físicos de computación para presentar un nuevo recurso 
“virtualizado”, que no es más que una representación parcial y acotada de los recursos reales 
subyacentes.  
 
En esta capa se encuentra el sistema operativo que utilizan los equipos de la capa hardware. 
Google ha escogido el sistema operativo Linux, con un añadido: el sistema de ficheros propio 
Google File System (GFS). 
 
Las ventajas que aporta este sistema vienen determinadas por las siguientes características: 
 
• Sistema de ficheros distribuidos en el que participan miles de ordenadores. 
• Se partió de que los fallos en el hardware no son la excepción, sino la norma.  
• Se manejan ficheros de tamaños muy grandes: de varios Gigas a Terabytes. 
• Cuando se escriben datos en disco, no se borran los anteriores, se añaden los nuevos. 
• Los ficheros se leen de manera secuencial. 
 
 
IaaS (Infraestructure as a Service) 
 
En esta capa se identifica la función de cada ordenador según la tarea que le corresponda: 
gestores de bases de datos, gestores de búsquedas, etc. 
 
Al igual que Google tiene un sistema propio de ficheros, también dispone de uno para 
almacenamiento de datos. A este sistema se le conoce con el nombre de Bigtable. 
 
Su característica más llamativa es que los datos llegan a tamaños de Petabytes. Se trata de un 
sistema distribuido, donde los datos están estructurados y las relaciones entre los elementos, 
desnormalizadas. 
 
En Bigtable, al igual que en GFS, no se borra nada ni tampoco se actualizan los datos 
existentes. Su sistema permite que el tiempo de respuesta sea mínimo. 
 




Figura 9: Esquema de funcionamiento de App Engine 
 
PaaS (Plataform as a Service) 
 
En este nivel está la capa que da acceso a la plataforma que tiene debajo, pero sin poder 
acceder a los detalles. No se podrán ver las capas inferiores, pero sí hacer uso de ellas. El 
almacenamiento infinito, recursos limitados, disponibilidad asegurada, etc. son los distintos 
beneficios que ofrece la nube. En esta capa podremos utilizarlos. 
 
PaaS actúa como una especie de API, las aplicaciones estarán programadas para funcionar bajo 
una base determinada, por lo que habrá algunas limitaciones. 
 
Al usar App Engine, las aplicaciones se ejecutarán en los ordenadores de los DataCenters de 
Google, los ficheros se almacenarán usando GFS y los datos se guardarán en BigTable. 
 
 
SaaS (Software as a Service) 
 
SaaS proporciona a los clientes el acceso al software a través de la red (generalmente 
Internet), librándoles del mantenimiento de las aplicaciones, de operaciones técnicas y de 
soporte. 
 
App Engine ofrece su software para que se manejen las aplicaciones de una forma simple y 
sencilla y sin preocupaciones. 
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4.5. Servicios que ofrece App Engine 
 
Como se ha explicado, App Engine ofrece servicios de bases de datos y espacio para 
aplicaciones, pero hay mucho más. A continuación se nombran algunos de los servicios 
disponibles: 
 
• Almacén de datos (el Datastore), donde se puede almacenar toda la información que 
las aplicaciones necesiten para funcionar.  
• Despliegues, con lo que se podrá poner a las aplicaciones en funcionamiento. 
• Cuentas de Google, que facilitará la autenticación de usuarios. 
• Extracción de URL, que permite acceder a recursos de Internet. 
• E-mail, ya que las aplicaciones podrán enviar correos electrónicos. 
• Manipulación de imágenes, para poder rotarlas, recortarlas, ajustar su tamaño, etc. 
• Memcaché, que permite un acceso muy rápido a datos que no se encuentren en el 
almacén de datos. 
• Programación de tareas, servicios que se vayan a ejecutar a intervalos regulares. 
 
  







El Datastore de GAE no es una base de datos relacional. Es más parecido a una base de datos 
orientada a objetos en la que cada elemento del Datastore tiene una clave asociada. 
 
El diseño del Datastore tiene como objetivo central la escabilidad automática de la aplicación. 
Las escrituras se replican a múltiples servidores y el tipo de consultas que se pueden realizar 
está limitado en comparación a una base de datos relacional (como ya expliqué en el apartado 
2.3.). 
 
Cuando creamos una aplicación sobre una base de datos relacional, normalmente lo primero 
que hacemos es normalizar los datos. Sin embargo, en GAE primero tenemos que pensar en 
qué datos son necesarios en nuestra aplicación y cómo se van a presentar, lo que va a 
condicionar de forma importante nuestro modelo de datos. Hay que tener en cuenta que un 
cambio en la forma de representar los datos puede tener un fuerte impacto en el modelo. Por 
lo tanto, antes de definir el modelo de datos es sumamente importante conocer qué y cómo se 
van a presentar los datos en la aplicación y prever cómo pueden evolucionar los 
requerimientos. 
 
Por otro lado, el modelo de datos que creemos y la forma en la que accedamos a él va a 
afectar tanto al rendimiento como al coste de nuestra aplicación. Además, GAE impone una 
serie de límites de distinta naturaleza que debemos tener muy en cuenta a la hora de diseñar 






Figura 10: Logotipo oficial Objectify 
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Objectify es una API [15] (Application Programming Interface) Java de acceso de datos 
diseñado específicamente para el motor de almacenamiento de aplicaciones de Google. Sus 
objetivos son: 
 
• Ser fácil de aprender y entender 
• Mantener todas las características nativas de la Datastore de una forma intuitiva y 
“amigable” con el usuario 
• Modelar estructuras de datos polimórficas, sofisticadas y de tipado fuerte 
• Permitir lógica transaccional tipo EJB modular 
• Aumentar el rendimiento y reducir los costes a través de una caché inteligente  
• Permitir grandes migraciones de esquema “in situ” con cero tiempo inactivo 





En Objectify, una entidad es un objeto persistente creado mediante una clase POJO (Plain Old 
Java Object) de Java.  
 






Una entidad tiene una clave (key) asociada única en todo el Datastore. La clave está formada 
por cuatro elementos: 
 
• La clase de la entidad a la que pertenece 
• Un identificador único que puede ser numérico o de texto 
• La clave de la entidad padre del grupo de entidades al que pertenece (se explicará en 
el siguiente apartado). Si la entidad es la raíz del grupo, este campo estará vacío 
• El Namespace de la entidad. Si no se utilizan namespaces, este campo estará vacío 
 
La clave de una instancia de una entidad no se puede cambiar una vez haya sido persistida. 
Esto afecta a sus cuatro componentes siendo todos ellos, por lo tanto, fijos. Si cambiamos la 
clave y tratamos de actualizar la instancia de la entidad, se creará una nueva instancia con la 
nueva clave y, por lo tanto, habremos creado dos instancias con dos claves diferentes. 
 
En ocasiones será necesario cambiar una clave, por ejemplo, porque hemos rediseñado 
nuestro modelo de datos. En este caso no debemos olvidar borrar la instancia con la clave 
antigua. Este proceso suele hacerse en un script de migración. 




Al relacionar una entidad con la clave de la entidad padre, se define una jerarquía que va a 
limitar las operaciones que podemos hacer en una transacción y los datos que podemos 
recuperar, como explicaré más adelante.  
 
Las entidades que no tengan padre serán la raíz del grupo de entidad. 
 
Las entidades son “schema-less”, de tal forma que dos objetos de un mismo tipo de entidad 
pueden tener distintos campos o tipos diferentes para un mismo campo. Además, no se 




Una transacción es un conjunto de operaciones sobre una o más entidades. Las transacciones 
son atómicas ya que está garantizando que o se realizan todas (si la transacción tiene éxito) o 
no se realiza ninguna (si la transacción falla). 
 
Una transacción falla cuando: 
 
• Se efectúan demasiadas operaciones concurrentes sobre un mismo grupo de entidad 
• La transacción supera algún límite de recurso 
• Se produce un error interno en el Datastore 
 
Las transacciones son una característica opcional del Datastore y no es obligatorio su uso. 
 
Si una transacción involucra operaciones sobre varias entidades, éstas deben pertenecer al 
mismo grupo. La pertenencia a un grupo se hace con la anotación @Parent y su ámbito es el 
de instancia u objeto, no de clase. Es decir, que son los objetos los que pertenecen o no a un 
mismo grupo de entidades. 
 
En el contexto de una transacción sólo se permiten consultas por “ancestor” (ver en apartado 
5.6 Consultas e índices). Normalmente, debemos hacer la lectura y escritura de los datos de la 
misma transacción. 
 
No hay integridad referencial en las relaciones padre-hijo: Si borramos el padre, los hijos no se 
borrarán de forma automática y sus claves no se verán afectadas y seguirán conteniendo la 
clave de la entidad padre borrada. 
 
GAE permite también transacciones “cross-group”, en las que pueden estar involucrados 
objetos de hasta cinco grupos de entidades distintas. Esto aporta más flexibilidad a nuestros 
diseños pero hay que manejarlo con cuidado ya que el proceso va a ser más lento. 
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GAE utiliza “concurrencia optimista”, lo que hace que tenga éxito la transacción que antes 
finalice. La que lo intente hacer más tarde será abortada y reintentada en la excepción 








Los simples se hacen sobre una sola propiedad de una entidad. En Objectify se crean con la 
anotación @Index. Aunque GAE no fija un límite al número de índices de este tipo, se deben 
utilizar con mesura ya que cuantos más tengamos, más lento va a ser el rendimiento, 
particularmente en la escritura. 
Los índices se crean o actualizan cuando se almacena, modifica o borra la entidad. Añadir o 
quitar la anotación @Index no afecta al Datastore hasta que se persista la entidad. 
Almacenar una entidad con un campo indexado requiere dos operaciones de escritura en el 
Datastore: una para el ascendente y otra para el descendente, y modificarlo requiere cuatro ya 
que se necesitan dos operaciones adicionales para la eliminación de la entrada antigua. 
Se pueden crear índices parciales si sólo es necesario indexar determinados valores porque se 
sabe que nunca se va a filtrar sobre el resto. 
Los atributos de tipo Text o Blob no pueden ser indexados. Los atributos de tipo String de más 
de 500 caracteres serán tratados como de tipo Text. 
Los índices compuestos afectan a varios campos y se definen en el fichero “datastore-
indexes.xml”. 
Se debe crear un índice compuesto cuando se haga una consulta cuyo filtro afecte a varias 
propiedades de una entidad o cuando queramos filtrar y ordenar por dos propiedades 
diferentes (los criterios de ordenación se consideran filtros a los efectos de definir un índice 
compuesto). Se deben definir dos índices compuestos si se necesita ordenar de forma 
ascendente y descendente. 
 
Los campos que formen parte de un índice compuesto deben tener índices simples. 
 
El número máximo de índices compuestos que podemos tener en una aplicación es 200. Este 
es un límite que se alcanzaría con facilidad si no se planifica bien el modelo de datos y las 
consultas que se puedan realizar sobre el mismo.  
 
En el anexo I se explican en profundidad las anotaciones específicas de Objectify. 
                                                                                          
29 
 
5.4. Limitaciones con Google App Engine 
 
Algunos de los límites más importantes que tenemos que tener en cuenta cuando trabajamos 
con GAE y que no se pueden incrementar de ninguna manera son: 
• Una instancia de una entidad no puede ocupar más de 1MB en el Datastore 
• La key de una entidad no puede tener más de 500B 
• No se admiten más de 200 índices compuestos en una aplicación GAE 
• El tamaño de un índice compuesto no puede ser mayor de 2MB 
• Los atributos de tipo lista (List, Set. Etc.) no pueden tener más de 5.000 elementos 
• Los atributos de tipo String no pueden ser indexados si tienen más de 500 caracteres. 
Dicha limitación es similar al tamaño de la Key de la entidad 
• Una escritura por segundo y grupo de entidad 
• Aproximadamente 5  escrituras por segundo y entidad 
• El tiempo máximo de una transacción es de 60 segundos. Con un tiempo máximo de 
inactividad de 10 segundos que computará después de haber transcurrido 30 
segundos 
• Una transacción no puede ocupar más de 10MB 
• Una misma transacción no puede ejecutar más de 5 task queues 
• Una petición (request) debe ser resuelta antes de 60 segundos 
• Una request iniciada por una task queue debe terminar antes de 10 minutos 
• Las respuestas HTTP no deben ocupar más de 32MB 
• La request de una task queue no puede ocupar más de 100KB 
• El tamaño total que pueden ocupar todos los índices en el API Search es de 250GB 
• El tamaño máximo de un documento en el API Search es de 1MB 
• Los objetos almacenados en el servicio memcache no puede ser mayor de 1MB menos 
el tamaño de la clave menos una cantidad variable que es aproximadamente 96KB 
• Las claves en la memcache de GAE no pueden ser mayores de 250GB. En Java, si son 
mayores serán hasheadas. 
 
5.5. Consultas e índices 
 
En GAE podemos recuperar una entidad mediante su clave o mediante consultas. Las consultas 
siempre se realizan sobre un índice. Si se trata de realizar una consulta sobre un campo no 
indexado, no se obtendrán resultados. 
Las únicas consultas que tendrán consistencia fuerte serán las que se realicen utilizando el 
método ancestor(), el resto tendrán consistencia débil. Las consultas que incluyan este método 
limitarán sus resultados al grupo de entidad al que pertenezca la entidad. Este tipo de 
consultas se conocen como ancestor queries. Sin embargo, las consultas que no utilicen al 
método ancestor() no podrán formar parte de una transacción. 
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Se debe evitar, en la medida de lo posible, ejecutar consultas sobre campos no claves y 
conservar siempre el valor de la clave de la entidad para hacer búsquedas sobre ella. 
Una consulta devolverá todas las entidades de una determinada clase que satisfagan un 
determinado filtro y en un orden especificado. Es importante limitar la cantidad de datos que 
vamos a recuperar en una consulta. En Objectify podemos hacer esto con el método limit(). 
Las consultas son asíncronas y no se efectúa la operación sobre el Datastore hasta que no se 
utilice un método como list(), iterable(), etc. 
 
5.6. Lifecycle callbacks en Objectify 
 
Los métodos anotados con @OnLoad y @OnSave serán llamados por Objectify después de 
cargar la clase POJO desde el DataStore y justo antes de almacenar los cambios en el mismo, 
respectivamente. 
 
Si hay varios métodos con estas anotaciones, serán llamados por el orden de su declaración y 
recibirán opcionalmente la instancia de Objectify correspondiente. 
 
En los métodos anotados con @OnSave se pueden modificar los valores de cualquier campo 
de la entidad que no formen parte de su key. 
 
5.7. Caché de Objectify 
 
En Objectify hay dos tipos de caché: 
• Caché de sesión: Almacena instancias de entidades a nivel de instancia de Objectify 
• Caché global: Almacena datos de entidades en el servicio memcache de GAE 
 
5.7.1. Caché de sesión 
 
La caché de sesión funciona de forma automática, está asociada a una request session y 
almacena todas las instancias de entidad que se han cargado con la instancia de Objectify a la 
que está asociada. 
 
La caché de sesión no consultará el Datastore si la consulta se hace por clave. Sin embargo, 
siempre lo hará si la consulta no es por clave incluso aunque la entidad esté almacenada en la 
caché. 
 
Cuando se inicie una transacción, la caché de sesión se vaciará. Cuando la transacción termine 
correctamente, las entidades almacenadas en la caché de sesión serán copiados a la caché de 
sesión de la instancia de Objectify padre. 
 
                                                                                          
31 
 
Cuando se itera por un número grande de entidades se pueden producir problemas con la 
caché de sesión. Por ello, es conveniente llamar periódicamente al método ofy().clear() que 
vaciará la caché de sesión. 
 
5.7.2. Caché global 
 
Para que las instancias de una entidad se almacenen en la caché global, hay que anotar 
la entidad con @Cache. 
 
Las consultas normales no serán cacheadas, sólo se cachearán las entidades 
recuperadas con consultas por clave o cuando se llame a los métodos save() o delete(). 
En este último caso, para eliminar la instancia de la caché. 
 
Se puede especificar el tiempo máximo de permanencia en la caché 
(@Cache(expirationSeconds=600)), aunque Objectify podrá eliminar una instancia de 
ésta cuando necesite memoria. 
 
Una tentación que podríamos tener es cachear todas las entidades. Esto no es una 
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GWT [7] (Google Web Toolkit) es un conjunto de herramientas que permiten crear 
aplicaciones AJAX utilizando el lenguaje de programación Java, que son compiladas 
posteriormente por el compilador de GWT en código JS optimizado para los principales 
navegadores. 
 
Actualmente, la creación de aplicaciones web resulta un proceso pesado y propenso a errores. 
Los desarrolladores pueden pasar el 90% de su tiempo estudiando las peculiaridades de los 
navegadores. Por otra parte, la creación, la reutilización y el mantenimiento de una gran 
cantidad de componentes AJAX y bases de código JS  pueden ser tareas complejas y delicadas. 
GWT facilita todas estas pesadas tareas al ofrecer a los desarrolladores la posibilidad de crear y 
mantener rápidamente aplicaciones JS con interfaces complejas pero de gran rendimiento en 
Java. 
 
La parte más importante de GWT es un compilador Java a JS que produce código capaz de 
ejecutarse en Internet Explorer, Firefox, Safari y Opera. Esto lo hace utilizando versiones de JS 
de las clases Java más usadas como Vector, HashMap o Date. 
 
Más allá del compilador, GWT incluye una extensa librería de widgets y paneles, haciendo más 
fácil desarrollar una aplicación web. La librería incluye campos de texto, combos, barras de 
menú, árboles, diálogos, tabs, etc. 
 
Las aplicaciones generadas por GWT ejecutan código Java en el lado del servidor, utilizando 





• Crea aplicaciones AJAX en lenguaje Java y las compila a código JS optimizado para 
varios navegadores 
 
A diferencia de los minimizadores de JS que solo funcionan con texto, el compilador de 
GWT realiza optimizaciones y un análisis estático completo de toda la base de código GWT. 
Además, frecuentemente genera código JS que se carga y ejecuta con mayor rapidez que 
el código JS equivalente creado de forma manual.  
 
Por ejemplo, el compilador de GWT suprime de forma segura todo el código no utilizable 
(mediante una exhaustiva tarea de eliminación de clases, métodos, campos e incluso 
parámetros que no se utilizan) para asegurarse de que el archivo de secuencias de 
comandos compilado sea lo más pequeño posible. Además, GWT compilará el código Java 
en archivos JS independientes sin formato que estarán disponibles a través de cualquier 
servidor web. Por tanto, las aplicaciones GWT admiten automáticamente los navegadores 
IE, Firefox, Mozilla, Safari y Opera sin necesidad 
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formato especial en el código. Sólo se tendrá que escribir el código una vez y GWT lo 
convertirá al formato JS más adecuado para el navegador de cada usuario. 
 
• Permite editar código Java y visualizar los cambios inmediatamente, sin tener que 
volver a compilarlo 
 
Durante el desarrollo de una aplicación se pueden ver inmediatamente los cambios 
realizados en el código mediante el navegador en modo ‘hosted mode’ de GWT. No es 
necesario que se vuelva a compilar el código en JS ni que sea implementado en un 
servidor. Sólo se tienen que realizar los cambios deseados y refrescar la página del 
navegador. 
 
• Comunicación con el servidor mediante llamadas RPC[9] (Llamada a procedimiento 
remoto) 
 
GWT admite un conjunto indefinido de protocolos de transferencia, como JSON y XML, 
pero el mecanismo de RPC de GWT permite el establecimiento de comunicaciones Java de 
una forma especialmente sencilla y eficaz. Al igual que ocurre con el mecanismo de 
invocación de métodos remotos (RMI) tradicional de Java, tan solo hay que crear una 
interfaz que especifique los métodos remotos que se quieran ejecutar. Al realizar una 
llamada a un método remoto desde el navegador, el mecanismo RPC de GWT serializará 
automáticamente los argumentos, ejecutará el método adecuado en el servidor y anulará 
la serialización del valor de retorno del código cliente. Este mecanismo también es 
bastante sofisticado: permite gestionar jerarquías de clase polimórfica y ciclos de gráficos 
de objetos, e incluso generar excepciones durante el proceso. 
 
• Permite el uso de herramientas de desarrollo productivas 
 
GWT utiliza Java, por lo que se pueden emplear herramientas de desarrollo como Eclipse y 
JUnit. De esa forma, se permite la comprobación de tipo estático de Java y la detección de 
errores JS (ortográficos, tipos no coincidentes, etc.) en el momento en el que se está 
escribiendo el código, lo que aumenta la productividad y reduce los errores. Además, se 
pueden aprovechar abstracciones y patrones de diseño orientados a objetos. Por otra 
parte, la integración directa de GWT con JUnit permite efectuar la comprobación por 
unidad tanto en un depurador como en un navegador, e incluso comprobar por unidad las 





• No es un enfoque estándar de HTML y JS 
 
La generación automática de HTML podría hacer más difícil el uso de herramientas 
estándar de HTML y CSS. 
 
• Sólo para desarrolladores Java 
 
Muchos entornos AJAX permiten utilizar JS en el cliente y luego elegir el lenguaje en el 
servidor. GWT se encuentra basado enteramente en Java. 
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• Uso del historial y del botón de retroceso del navegador 
 
No es posible el uso del botón de retroceso para ir hacia atrás dentro de la aplicación. En 
vez de eso, te lleva a un estado inicial, haciendo que te vuelvas a loguear si ya lo hiciste 
anteriormente. 
 
6.2. Arquitectura de GWT 
 
GWT tiene cuatro componentes principales:  
 
• Un compilador Java a JS 
• Un navegador web ‘hosted’ 
• Dos librerías de clases: 
 
 
Figura 11: Librerías de clases  GWT 
 
• Compilador GWT Java-a-JavaScript 
 
Es el responsable de traducir del lenguaje de programación Java a JS. El compilador se 
utiliza cuando se necesita ejecutar la aplicación en modo web. 
 
• Navegador web “hosted” de GWT 
 
Nos permite ejecutar aplicaciones GWT en modo hosted, donde lo que se está ejecutando 
son bytecodes de Java sobre la máquina virtual de Java sin compilarlos a JavaScript. Utiliza 
Jetty como servidor embebido. 
 
• Emulación de librerías JRE 
 
GWT contiene implementaciones en JS de las librerías de clases más usadas en Java, 
incluyendo la mayoría de las clases del paquete java.lang y un subconjunto de clases del 
paquete java.util. El resto del estándar de librerías de Java no es soportado nativamente 
con GWT. Por ejemplo, las clases de los paquetes como java.io no se utilizan en 
aplicaciones web ya que estas acceden a recursos en la red y al sistema de archivos local. 
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• Librería de clases de interfaz de usuario de GWT 
 
Las librerías de clases de interfaz de usuario de GWT son un conjunto de interfaces y clases 
personalizadas que te permiten crear “widgets” para el navegador, como botones, cajas de 




6.3. Interfaz de Usuario 
 
El punto de inicio al crear una aplicación web utilizando GWT, es un archivo xml. En el caso de 
la aplicación Iris, es Iris.gwt.xml, que contiene la definición del módulo de GWT y sus 
dependencias. Es decir, las aplicaciones GWT se describen como módulos y los módulos se 
describen mediante archivos de configuración .gwt.xml. Cada módulo puede definir una o más 
clases de punto de entrada. Un punto de entrada es el punto de partida para una aplicación 
GWT, al igual que el método main de un programa estándar de Java. Por defecto se utilizará 
una de las hojas de estilo heredadas de GWT a la que se hace referencia a través del tema 
heredado, en este caso, clean.css. El aspecto que tendría este archivo sería el siguiente: 
 
<?xml version="1.0" encoding="UTF-8"?> 
<!-- 
  When updating your version of GWT, you should also update this DTD reference, 
  so that your app can take advantage of the latest GWT module capabilities. 
--> 
<!DOCTYPE module PUBLIC "-//Google Inc.//DTD Google Web Toolkit 2.6.1//EN" 
  "file:///C:/Users/Sara/Desktop/gwt-2.6.1/gwt-module.dtd"> 
<module rename-to='iris'> 
  <!-- Inherit the core Web Toolkit stuff.                        --> 
  <inherits name='com.google.gwt.user.User'/> 
 
  <!-- Other module inherits     --> 
   <!-- BOOTSTRAP GWT --> 
 <inherits name="com.github.gwtbootstrap.Bootstrap" /> 
 
 <inherits name="org.gwt.advanced.Grid" />          
<!--  <inherits name='com.github.gwtbootstrap.timepicker.Timepicker' />                     --
> 
 <inherits name='com.jpattern.gwt.jpattern' /> 
 
  <!-- Specify the app entry point class.                         --> 
  <entry-point class='com.appspot.iris.client.Iris'/> 
 
  <!-- Specify the paths for translatable code                    --> 
  <source path='client'/> 
  <source path='shared'/> 
 
  <!-- allow Super Dev Mode --> 
  <add-linker name="xsiframe"/> 
</module> 
Figura 12: Punto de Inicio de una aplicación GWT 
 
La página de inicio o página host, desde la que se inicia el código JS en nuestra aplicación, tiene 
el nombre de Iris.html. Aquí se hace referencia a la hoja de estilos propia de la aplicación, 
Iris.css, y a más hojas de estilos personalizadas.  
La página de host hace referencia a la ruta de código fuente JS (generador por GWT) 
responsable de los elementos dinámicos de la página. 
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El contenido completo del elemento body puede ser generado de forma dinámica. En este 
caso, se ha creado un elemento <div> HTML para usarlo como marcador de posición para los 
componentes GWT generados dinámicamente, que serán asignados al cuerpo de la etiqueta 
de la página HTML. 
 
El aspecto de este archivo sería algo similar a: 
 
<!doctype html> 
<!-- The DOCTYPE declaration above will set the     --> 
<!-- browser's rendering engine into                --> 
<!-- "Standards Mode". Replacing this declaration   --> 
<!-- with a "Quirks Mode" doctype is not supported. --> 
<html> 
<head> 
<meta http-equiv="content-type" content="text/html; charset=UTF-8"> 
<!--                                                               --> 
<!-- Consider inlining CSS to reduce the number of requested files --> 
<!--                                                               --> 
<link type="text/css" rel="stylesheet" href="Iris.css"> 
<link type="text/css" rel="stylesheet" href="/css/public.css"> 
<link type="text/css" rel="stylesheet" href="/css/register.css"> 
<link type="text/css" rel="stylesheet" href="/css/admin.css"> 
<link type="text/css" rel="stylesheet" href="/css/menu.css"> 
 
<!--                                           --> 
<!-- Any title is fine                         --> 
<!--                                           --> 
<title>Iris - Application Web</title> 
<!--                                           --> 
<!-- This script loads your compiled module.   --> 
<!-- If you add any GWT meta tags, they must   --> 
<!-- be added before this line.                --> 
<!--                                           --> 
<script type="text/javascript" language="javascript" 
 src="iris/iris.nocache.js"></script> 
</head> 
<!--                                           --> 
<!-- The body can have arbitrary html, or      --> 
<!-- you can leave the body empty if you want  --> 
<!-- to create a completely dynamic UI.        --> 
<!--                                           --> 
<body>  
 <!-- RECOMMENDED if your web app will not function without JavaScript enabled --> 
 <noscript> 
  <div style="width: 22em; position: absolute; left: 50%; margin-left: -11em; 
color: red; background-color: white; border: 1px solid red; padding: 4px; font-family: sans-
serif">Your web browser must have JavaScript enabled in order for this 




Figura 13: Archivo Iris.html 
 
 
Una clase de Java que es punto de entrada debe implementar la interfaz 
“com.google.gwt.core.client.EntryPoint”, que define el método de onModuleLoad(). En este 
caso, la clase que contiene el código fuente de Java para la aplicación de arranque es Iris.java. 
Como la clase Iris.java ha sido especificada como la clase de punto de entrada en la definición 
del módulo Iris, cuando se lance Iris se llamará al método onModuleLoad, que contiene la 
inicialización de la aplicación. 
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Para construir la interfaz de usuario, se ha utilizado UIBinder, que permite diseñar las 
interfaces de usuario de forma declarativa a través de XML. 
 






  <h4 class="">Elija un sistema de autenticación</h4> 
  <br /> 
  <b:ListBox ui:field="lista"> 
      <b:item>Gmail</b:item> 
   <b:item>UAM</b:item> 
   <b:item>Estudiante UAM</b:item> 
  </b:ListBox> 
  <b:Button text="Login" ui:field="loginButton" height="25px" 
   icon="SIGNIN" type="SUCCESS" /> 
 </g:HTMLPanel> 
</ui:UiBinder> 
Figura 14: Ejemplo de código UiBinder 
 
Las plantillas UiBinder tienen asociada una clase Java prioritaria que permite el acceso a los 
widgets y paneles declarados en la plantilla, en este caso sería: 
public class Login extends Composite { 
 
 /* -------------------------------------- 
  * ------------- CONECTORES -------------  
  * -------------------------------------- */ 
 private static LoginUiBinder uiBinder = GWT.create(LoginUiBinder.class); 
 
 interface LoginUiBinder extends UiBinder<Widget, Login> {} 
 
 private final LoginServiceAsync loginService = GWT 
   .create(LoginService.class); 
  
 /* ------------------------------------- 
  * ------------- VARIABLES -------------  
  * ------------------------------------- */ 
 @UiField ListBox lista; 
 @UiField Button loginButton;  
  
 /* ----------------------------------- 
  * ------------- MÉTODOS -------------  
  * ----------------------------------- */ 
 public Login() { 
  initWidget(uiBinder.createAndBindUi(this)); 
 
  loginButton.addClickHandler(new ClickHandler() { 
   public void onClick(ClickEvent event) { 
 
    loginService.loginServer(GWT.getHostPageBaseURL(), 
getDominio(), new AsyncCallback<String>() { 
 
     @Override 
     public void onSuccess(String result) { 
      Window.Location.assign(result); 
     } /* onSuccess */ 
 
     @Override 
     public void onFailure(Throwable caught) { 
      Window.alert("WARNING: Temporalmente fuera de 
servicio");       
     } /* onFailure */ 
    });  
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   } /* onClick */ 
  }); 
  lista.setFocus(true);   
   
 } /* Login */ 
 
 /** 
  * Obtiene el dominio seleccionado 
  * @return 
  */ 
 private String getDominio(){ 
  String dominio = lista.getValue(lista.getSelectedIndex()); 
  return dominio.trim();   
 } /* getDominio */ 
 
} /* Login */ 
Figura 15: Clase Java asociada 
 
Cualquier objeto declarado en el archivo ui.xml, incluidos todos los elementos DOM, puede 
ponerse a disposición de la clase Java propietaria a través del nombre del campo. Los 
elementos que se quieren tener accesibles desde el código Java se marcan como ui:field en el 
ui.xml. Cuando uiBinder.createAndBindUi (this) se ejecuta, el campo anotado como @UiField  
en la clase Java se llena con la instancia adecuada del elemento. 
La anotación @UiHandler agrega un controlador al botón de GWT y sólo se tiene que escribir 
lo que se deberá ejecutar después de que el botón mande un evento click. 
 
6.4. Comunicación con el servidor 
 
Todas las aplicaciones GWT se ejecutan como código JS en el navegador web del usuario final. 
Con frecuencia, sin embargo, se desea crear algo más que una aplicación standard en el lado 
del cliente. La aplicación tendrá que comunicarse con un servidor web, enviar solicitudes y 
recibir las actualizaciones.  
 
GWT ofrece un par de maneras diferentes para comunicarse con un servidor vía HTTP: Se 
pueden utilizar llamadas a procedimiento remoto, esto es, el framework GWT RPC para hacer 
llamadas de forma transparente a los servlets de Java y dejar que GWT cuide de los detalles de 
bajo nivel como la serialización de objetos. Alternativamente, se pueden usar clases genéricas 
HTTP que ofrece GWT para construir la petición, como RequestBuilder, y clases JSON y XML de 
cliente para procesar la respuesta. 
 
Tanto si se utiliza GWT RPC como datos JSON vía HTTP, todas las llamadas realizadas desde la 
página HTML al servidor son asíncronas. Esto significa que no se bloquean mientras esperan 
que retorne la llamada hecha al servidor. Al finalizase la llamada, el método de devolución de 
llamada (callback) que se especificó cuando se hizo la llamada se ejecutará. 
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6.5. Llamadas RPC 
 
El mecanismo para interactuar con un servidor a través de una red se le llama hacer una 
llamada a procedimiento remoto (RPC), también referido a veces como llamada al servidor. 
GWT RPC hace que sea fácil para el cliente y el servidor pasar objetos java de ida y vuelta a 
través de HTTP. Cuando se utiliza correctamente, RPC da la oportunidad de pasar toda la lógica 
de la interfaz de usuario para el cliente, resultando en un rendimiento mejorado en gran 
medida, ancho de banda reducido, reducción de la carga del servidor web y una experiencia de 
usuario agradable y fluida. 
El código del lado del servidor que se invoca desde el cliente se refiere a menudo como un 
servicio, por lo que el acto de hacer una llamada a un procedimiento remoto se refiere a veces 
como la invocación de un servicio. Para ser claros, sin embargo, el servicio a largo plazo en este 
contexto no es el mismo que el concepto más general de “servicios web”. En particular, los 
servicios de GWT no están relacionados con el Simple Object Access Protocol (SOAP). 
 
Para invocar a un servicio, se necesitan una serie de elementos. Cada servicio tiene una 
pequeña familia de interfaces y clases de ayuda. Algunas de estas clases, como el proxy de 
servicio, se generan automáticamente y por lo general es como si no existieran. El modelo para 




Figura 16: Estructura de modelo de servicios 
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Con el fin de definir una interfaz RPC, es necesario: 
 
• Definir una interfaz para el servicio que extiende RemoteService y listar todos los 
métodos de RPC. Esta interfaz síncrona es la versión definitiva de la especificación del 
servicio. Es el stub del cliente. No es posible llamar a esta versión del RPC desde el 
cliente, para lo que se utiliza una interfaz asíncrona. 
 
public interface AdministradorServerInterface<T extends Entidad> {  
  void creaModelo (T m, final VistaModelos vista); 
  void eliminaModelo (T m, final VistaModelos vista); 
  void creaRelacion (T m1, T m2, final VistaModelos vista); 
  void creaRelacionList (ArrayList<T> lista, T m, final VistaModelos vista); 
  void eliminaWorkflow (Workflow w, Ticket t, Solicitud s, boolean admin, final VistaModelos 
vista); 
} 
Figura 17: Ejemplo de interfaz de servicio que extiende RemoteService 
• Definir una clase para implementar el código del lado del servidor que extiende 
RemoteServiceServlet e implementa la interfaz que se ha creado anteriormente. Cada 
implementación del servicio es, en última instancia, un servlet, pero en lugar de 
extender de HttpServlet extiende RemoteServiceServlet. RemoteServiceServlet maneja 
automáticamente la serialización de los datos que pasan entre el cliente y el servidor e 
invocar el método previsto en la implementación del servicio.  
 
@SuppressWarnings("serial") 
public class AdministradorServiceImpl extends RemoteServiceServlet implements 
AdministradorService<Entidad>{ 
Figura 18: Ejemplo de interfaz de servicio que extiende RemoteServiceServlet 
 
• Definir una interfaz asíncrona al servicio para llamar desde el código del lado del 
cliente. La naturaleza de las llamadas asíncronas requiere que el método que realiza la 
petición pase un objeto de devolución de llamada (callback) para que sea notificado 
cuando la llamada asíncrona se haya completado, ya que, por definición, quien llama 
no se puede bloquear hasta que la llamada se complete. Por la misma razón, los 
métodos asíncronos no tienen tipos de retorno por lo general devuelven void. Tras 
completarse la llamada asíncrona, toda la comunicación de vuelta al que realizó la 
llamada se realiza a través del objeto de devolución de llamada pasado. 
 
public interface AdministradorServiceAsync<T extends Entidad> { 
 void creaModelo(T m, AsyncCallback<T> asyncCallback);  
 void creaModelos(ArrayList<T> lista, AsyncCallback<ArrayList<T>> asyncCallback);  
 void eliminaModelo(T m, AsyncCallback<T> callback); 
 void creaRelacion (T m1, T m2, AsyncCallback<ArrayList<T>> callback); 
 void creaRelacionList (ArrayList<T> lista, T m, AsyncCallback<Map<T, ArrayList<T>>> callback); 
 void eliminaWorkflow(Workflow w, Ticket t, Solicitud s, AsyncCallback<Void> asyncCallback); 
} 
Figura 19: Ejemplo de interfaz de servicio asíncrona 
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Adicionalmente, se debe modificar el archivo web.xml para anunciar el contexto por el cual las 
aplicaciones van a poder acceder al servicio creado. 
 
 <!-- Usuario Administrador --> 
 <servlet> 
  <servlet-name>administradorServlet</servlet-name> 
  <servlet-class>com.appspot.iris.server.AdministradorServiceImpl 




  <servlet-name>administradorServlet</servlet-name> 
  <url-pattern>/iris/admin</url-pattern> 
 </servlet-mapping> 
Figura 20: Ejemplo de mapa de un servlet 
 
La llamada al servicio desde el lado del cliente constaría de tres pasos: 
 
• Instanciar la interfaz del servicio utilizando GWT.create() 
• Crear el objeto de retorno asíncrono (callback) que será notificado cuando la llamada 
RPC se haya completado 
• Realizar la llamada 
 
6.6. Modos de ejecución 
 
En GWT existen dos modos de ejecución: 
 
• Hosted Mode: la aplicación se ejecuta como Java bytecodes en la Máquina Virtual de 
Java, y se emula en un navegador. De este modo, se puede trabajar en un entorno de 
desarrollo, como Eclipse, y aprovechar las ventajas de depurar código Java. 
• Web Mode: se ejecuta como JS y HTML, compilado del Java original. Se ejecuta en un 
navegador externo, para comprobar cómo verá la aplicación el usuario final. 
 
El modo hosted GWT con el servidor web embebido está diseñado únicamente para la 
depuración de la aplicación web. Una vez que la aplicación está lista para su despliegue, es el 
momento de desplegarla en un servidor de producción. Si la aplicación se compone sólo de 
contenido estático, casi cualquier servidor web servirá. Sin embargo, la mayoría de las 
aplicaciones web de GWT ROC usará servlets y Java. Para este tipo de aplicaciones, se tiene 
que seleccionar un contenedor de servlets (también llamado un contenedor web) para 
ejecutar el back-end. GWT no proporciona un contenedor de servlets para utilizar en la 
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La aplicación reconocerá a los cuatro actores descritos a continuación: 
 
• Administrador: Usuario con la responsabilidad de gestionar los usuarios de la 
aplicación, las plantillas de workflows y de etapas y las preguntas frecuentes. 
• Usuario registrado: Usuario encargado de realizar las tareas encargadas dentro de sus 
flujos de trabajo. 
• Usuario anónimo: Usuario que podrá enviar solicitudes al sistema y a ciertos flujos de 
trabajo. 
• Servicio web: Se trata de un “usuario” invisible, que abre, comprueba y cierra 
workflows y envía e-mails a los usuarios con información acerca del ticket relacionado. 
 
7.2. Requisitos funcionales 
 
En los requisitos funcionales vamos a ajustar el comportamiento del sistema según los tipos de 




• Acceder a sus cuentas por medio de un "Login" con usuario y contraseña., a través de 
OpenID con correos de la UAM o Google. 
• Acceso a las redes sociales de Twitter y Facebook de la organización. 
• Ver las preguntas frecuentes del sistema que tengan carácter público. 
• Enviar nuevas solicitudes al sistema adjuntando datos personales: nombre, apellidos y 
un e-mail  (donde enviar el seguimiento del ticket que se generará). Además, se 
tendrán que rellenar los campos relativos a la solicitud en sí: título, flujo de trabajo al 




• Poder ver los datos del usuario registrado: Nombre completo, e-mail y fecha de alta en 
el sistema. 
• Poder cerrar sesión a través de una plataforma externa de servicio. 
• Enviar nuevas solicitudes al sistema adjuntando los campos relativos a la solicitud en 
sí: título, flujo de trabajo al que va enviado, la prioridad conveniente y una descripción 
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que redacte el problema. 
• Ver la lista de flujos de trabajo en las que el usuario está involucrado. 
• Dentro de un flujo de trabajo, el usuario podrá: 
o Ver las tareas pendientes y rellenar la información requerida, finalizando la 
tarea correspondiente a una etapa del flujo 
o Ver las tareas resueltas cuyo Workflow todavía no ha sido cerrado. En este 
punto, todavía serán editables las etapas aunque su estado sea finalizado 
o Ver las tareas cuyo Workflow ha sido cerrado para resolverlo 
o Ver las preguntas frecuentes asociadas  
o Ver los miembros encargados de resolver las tareas, y cuáles tienen que 
resolver cada uno 
o Poder comunicarse con los demás miembros del grupo 
o Si el workflow no ha sido cerrado, las tareas podrán eliminarse. Por 
consiguiente, se eliminará el workflow, las demás etapas, la solicitud y el ticket 
asociado 





• Gestionar los tipos de Workflows: ver, crear, modificar o eliminar los distintos 
workflows del sistema. Los datos a rellenar serán los siguientes: 
o Título 
o Grupo a quien enviar el workflow una vez cerrado 
o Grupos de usuarios que pueden enviarle solicitudes 
o Grupo de usuarios encargado de completar el workflow 
o Tipos de etapas con la información necesaria en cada una de ellas. Esta etapa 
será asignada a un usuario dentro del grupo de usuarios elegidos como 
encargado del workflow 
• Gestor de grupos de usuarios y usuarios: ver, crear, modificar o eliminar grupos y 
usuarios. Un grupo o un usuario pueden estar dentro de varios grupos. Dentro del 
gestor de grupos, los datos a rellenar serán los siguientes: 
o Título 
o Padres del grupo 
o Usuarios que compondrán el grupo 




o Si es administrador o no 
• Gestor de preguntas frecuentes: ver, crear, modificar o eliminar preguntas y bloques 
de preguntas frecuentes. Dentro del gestor de bloques, los datos a rellenar serán los 
que siguen: 




o Workflow que lo visualizará 
o Preguntas que contendrá 
Dentro del gestor de preguntas frecuentes: 
o Pregunta 
o Respuesta 
• Ver avances en workflows abiertos 
• Visión general de todos los workflows pendientes 
• Visión general de todos los workflows cerrados y que hay que revisar 
• Búsqueda de solicitudes por autor, por id de ticket, por título, por workflow. Además, 
debe mostrar las etapas abiertas o cerradas. 
• Borrar solicitudes 
• Poder comunicarse con todos los usuarios de todos los workflows 
• Poder ver los flujos de trabajo en los que está involucrado. En este punto, se 
comportaría como un usuario registrado 
 
7.3. Requisitos no funcionales 
 
• Aviso de uso de cookies a través de un mensaje fijo al pie de página 
• Vista de una solicitud:  
o Estado: verde 
o Flujo: azul 
o Usuario: morado 
• La prioridad de las solicitudes deben aparecen de los siguientes colores: 
o Urgente: Roja 
o Alta: naranja 
o Normal: verde 
o Baja: negro 
• Añadir fecha al cabecero en vistas de administrador 
• Automáticamente finalizar Workflows al comprobar que todas sus tareas están 
realizadas 
• Enviar e-mails automáticos al enviar una solicitud y al finalizar esta dentro del sistema 
• Enviar cada etapa correspondiente a cada usuario del grupo del workflow creado 
• Uso de OPENID para loguear usuarios 
• Asociar colores a estados del workflow. El mismo que los colores de prioridad de una 
solicitud 
• Crear ticket asociados a nueva solicitud 
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7.4. Casos de uso y diagramas de secuencia 
 
Caso de uso 001: Iniciar sesión 
Precondición El usuario deberá estar registrado en la base de datos del sistema, ya 
sea como administrador o como usuario normal 
Descripción Un usuario quiere acceder a los recursos del sistema autenticándose con 
su cuenta a través de un proveedor de servicios. El sistema deberá 
comportarse como se describe en el siguiente caso de uso cuando un 
usuario intenta loguearse en él: 
Secuencia 1. El usuario hace click en el botón de iniciar sesión 
 2. El sistema proporciona tres sistemas de autenticación distintos 
(GMAIL, estudiante UAM, UAM) 
 3. El usuario escoge uno de los tres proporcionados 
 4. El sistema pide un token al proveedor de servicios de manera 
transparente al usuario 
 5. El sistema redirige al usuario a una página segura en el 
proveedor de servicios, pasándole el token de petición como 
parámetro 
 6. El usuario se autentica en la página de proveedor de servicios 
 7. El proveedor de servicios envía al usuario de vuelta a la página 
del sistema 
 8. El sistema cambia el token de petición por el de acceso, que 
permitirá al usuario acceder a las vistas privadas 
Postcondición El usuario queda logueado en el sistema y éste le muestra la vista a la 
que ese usuario puede acceder 
Excepciones 6.    El usuario no existe en la página del proveedor de servicios, por 
lo que devuelve NULL al sistema (no authentication info found) 
- E.1. El sistema no reconoce al usuario como usuario del 
sistema 
- E.2. El sistema muestra un mensaje de error en la página 
pública de inicio 
Comentarios  
Tabla 2: Caso de uso 001 




Figura 21: Diagrama de secuencia – Login 
 
Caso de uso 002: Registrar una incidencia  
Precondición El sistema debe haber leído y cargado las entidades "TipoWorkflow" 
actualizadas de la BBDD. Además, debe haber cargado los tipos de 
prioridades disponibles 
Descripción Un usuario quiere enviar una incidencia o solicitud al sistema. Éste 
deberá comportarse como se describe en el siguiente caso de uso 
Secuencia 1. El usuario hace click en el botón de “Registrar una incidencia” 
2. El sistema muestra un formulario a rellenar con información del 
usuario, el flujo de trabajo a quien va dirigido, la prioridad 
estimada y la descripción de la solicitud 
3. El usuario rellena cada uno de los campos 
4. El sistema verifica que todos los campos obligatorios estén 
rellenos correctamente y habilita el botón “Enviar” 
5. El usuario pulsa sobre el botón “Enviar” 
6. El sistema guarda en la base de datos la nueva solicitud 
7. El sistema crea y guarda en la bbdd un nuevo workflow 
asociado a la solicitud y al tipo de workflow seleccionado 
8. El sistema crea y guarda en la bbdd las etapas correspondientes 
a los tipos de etapas del tipo de workflow 
9. El sistema envía un e-mail a la persona que envió la solicitud 
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para informarle de que ésta ha sido guardada con éxito 
10. El sistema muestra un mensaje por pantalla informando de que 
se ha enviado un e-mail al correo facilitado y de que la solicitud 
ha sido guardada con éxito 
Postcondición Se ha creado una solicitud, un workflow, un ticket y las etapas asociadas 
correspondientes para poder realizar la tarea 
Excepciones 3. El usuario introduce en algún campo del formulario     
caracteres “raros” 
- E.1. El sistema muestra al lado de la caja de texto un mensaje 
en rojo advirtiendo del error 
- E.2. El sistema deshabilita el botón “Enviar” 
3. El usuario introduce un e-mail sin “@” ni terminado en “.xxx” 
- E.1. El sistema muestra al lado de la caja de texto del e-mail 
un mensaje en rojo advirtiendo del error 
- E.2. El sistema deshabilita el botón “Enviar” 
3. El usuario introduce una descripción vacía 
- E.1. El sistema muestra al lado de la caja de texto un mensaje 
en rojo advirtiendo del error 
- E.2. El sistema deshabilita el botón “Enviar” 
Comentarios Si el sistema no ha cargado correctamente las entidades 
"TipoWorkflow" de la base de datos, el usuario no podrá escoger 
ninguno y por ende no se podrá enviar la solicitud 
Tabla 3: Caso de uso 002 
 
 
Figura 22: Diagrama de Secuencia - Registrar incidencia 
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Caso de uso 003: Resolver tarea 
Precondición Algún usuario debe haber enviado una solicitud al sistema, y este haber 
creado un nuevo workflow asociado. El usuario que quiere realizar la 
etapa debe hacer iniciado sesión. 
Descripción Un usuario registrado tiene que aportar información referente a una 
solicitud. Dicha información tiene que guardarla en una etapa 
relacionada con la misma. La secuencia de acciones a seguir deberán ser 
las que se describen en este caso de uso. 
Secuencia 1. El usuario escoge uno de los tipos de workflows disponibles 
para él 
2. El sistema muestra las distintas opciones a realizar dentro del 
workflow seleccionado 
3. El usuario pincha sobre “Etapas pendientes” 
4. El sistema muestra todas las etapas pendientes de realizar por 
el usuario 
5. El usuario hace click en el botón “Abrir” de la solicitud que 
desea realizar 
6. El sistema muestra toda la información asociada a esa etapa: 
Título de la incidencia, fecha en la que se registró, el estado en 
el que se encuentra, la plantilla de flujo de trabajo, su prioridad, 
en usuario que lo ha enviado, el grupo final encargado de 
resolverlo, su descripción, el estado de todas las tareas 
pertenecientes al workflow y la información requerida para 
completar la etapa 
7. El usuario rellena la información necesaria (por lo menos la 
obligatoria) 
Postcondición 8. El usuario pincha sobre “Finalizar etapa” 
8.1. El sistema cambia el estado de la etapa a “REALIZADO” y 
lo guarda en la bbdd 
8.2. El sistema comprueba el estado de todas las etapas. Si 
todas tienen el estado “REALIZADO”, el estado del workflow 
pasa a ser “COMPLETADO”; en caso contrario sería 
“EN_PROCESO” 
9. El usuario pincha sobre el botón “Eliminar etapa” 
9.1. El sistema muestra un mensaje preguntando al usuario 
si realmente quiere eliminar la etapa 
9.1.1. El usuario pulsa sobre “Aceptar” 
11.1.1.1 El sistema elimina la etapa, el resto de etapas 
del workflow, el workflow, la solicitud y el ticket 
asociados 
9.1.2. El usuario pulsa sobre “Cancelar” 
9.1.2.1. El sistema no realiza ningún cambio 
10. El usuario pulsa “Atrás” 
10.1. El sistema vuelve a la pantalla anterior, sin hacer ningún 
cambio en la bbdd 
Excepciones 8. El usuario no ha introducido todos los datos del formulario que 
son obligatorios 
- E.1. El sistema muestra un mensaje por pantalla advirtiendo 
que faltan datos en el formulario, por lo que no se puede 
finalizar la etapa 
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Comentarios El usuario podría cambiar la prioridad del workflow. 
Tabla 4: Caso de uso 003 
 
Figura 23: Diagrama de Secuencia - Resolver tarea 
 
Caso de uso 004: Crear Tipo de Workflow 
Precondición El usuario deberá estar logueado como administrador del sistema 
Descripción Uno de los administradores del sistema quiere crear una nueva plantilla 
de workflow dirigida a un grupo de usuarios en concreto y con una 
funcionalidad determinada. El sistema deberá comportarse como se 
describe a continuación 
Secuencia 1. El usuario hace click en el botón “Workflows” 
2. El sistema muestra la ventana de gestor de tipos de workflow 
3. El usuario hace click en el botón “Insertar nuevo tipo de 
workflow” 
4. El sistema muestra el panel con la información necesaria para 
crear un nuevo tipo de workflow 
5. El usuario rellena todos los campos del panel 
6. El sistema habilita el botón “Guardar” 
7. El usuario pulsa sobre “Guardar” 
8. El sistema crea y guarda en la BBDD un nuevo tipo de workflow 
con la información introducida 
Postcondición Se ha creado un nuevo tipo de workflow 
Excepciones  5.  El usuario no rellena todos los campos del panel 
E.1. El sistema deshabilita el botón “Guardar” 
Comentarios  
Tabla 5: Caso de uso 004 
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8. Funcionamiento del sistema 
 
En este apartado se va a explicar el funcionamiento de la aplicación desarrollada para dar 
solución al trabajo propuesto.  
 
8.1. Resolución de solicitudes 
 
 
Figura 25: Funcionamiento general del sistema 
 
Cuando el usuario envía una nueva solicitud al sistema, ésta es almacenada en el servidor a 
través de GAE y Objectify. 
Al enviar la solicitud, se ha tenido que elegir un flujo de trabajo al que enviarse. Ésta 
corresponde a uno de los tipos de workflows definidos previamente por el administrador del 
sistema, y que contiene el número de etapas con la información necesaria en cada una de 
ellas. En la siguiente imagen podemos ver cómo el servidor creará un nuevo workflow 
relacionado con el tipo de workflow elegido "TipoWorkflow". 
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Figura 26: Descripción técnica de creación de workflows 
 
En esta figura mostramos un ejemplo en el que se puede observar cómo el tipo de workflow 
de la solicitud está asociado al grupo de usuarios "Grupo Usuarios A". El flujo tiene tres tipos 
de etapas: "TipoEtapa 1", "TipoEtapa 2" y "TipoEtapa 3", asociados cada uno a usuario A, 
usuario B y usuario C respectivamente, todos dentro del mismo grupo de usuarios.  
Al recibir la solicitud, el servidor crea un nuevo workflow en la base de datos, comprueba el 
tipo de workflow y crea el número de etapas necesarias para la realización de la misma. 
Además, crea un ticket asociado a la solicitud y, si ha ido todo correctamente, envía un 
mensaje al usuario inicial informándole de que su solicitud ha sido almacenada, con el número 
de ticket creado. 
En el momento en el que todo se haya creado correctamente, cada tarea es enviada al usuario 
encargado para su realización. En esta primera versión no existe una dependencia entre las 
etapas, por lo que, a medida que se vayan realizando, el estado de cada una cambia a 
"REALIZADO" y se modifica su fecha de finalización. En el ejemplo de la imagen, en el 
momento en el que las tres etapas estén realizadas, el estado del workflow pasa a 
"COMPLETADO" y se envía la solicitud completa al flujo de trabajo final encargado de resolver 
la incidencia.  
Cuando el flujo de trabajo final haga las operaciones necesarias en la web de la escuela, la 
Intranet, asuntos administrativos, etc., el workflow pasará al estado "RESUELTO" y se enviará 
un correo al usuario inicial advirtiéndole de que su solicitud ha sido resuelta.  
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8.2. Usuario público 
 
En la figura 27 podemos ver la pantalla inicial de la aplicación para cualquier usuario que no 
esté registrado. Se muestra el logo de la aplicación, acceso a las redes sociales de la escuela y 
el menú donde se podrán encontrar las distintas opciones a realizar. 
 
 
Figura 27: Pantalla inicial 
 
Al pulsar la opción de "Iniciar sesión", como se puede ver en la siguiente figura, el sistema da a 
elegir entre tres opciones distintas: UAM, estudiante UAM y Google. Cuando se pulsa el botón 
de Login, se abrirá la ventana del proveedor de servicios correspondiente en el que el usuario 
tendrá que introducir su usuario y contraseña. Si los datos son correctos, iris comprobará si ese 
usuario existe en su BBDD. Si es así, abrirá la ventana de usuario registrado o administrador, 
según el tipo de usuario que sea; en caso contrario, mostrará un mensaje de error y seguirá 
mostrando la ventana de inicio pública. 
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Figura 28: Pantalla sistema autenticación – usuario anónimo 
 
También es posible enviar incidencias como usuario público. Hay que rellenar los datos  
necesarios (como se muestra en la figura 29) correctamente y pulsar sobre el botón "Enviar", 
que la registrará en la BBDD. 
 
 
Figura 29: Pantalla registrar incidencia - usuario anónimo 
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Si el usuario elige la opción de "Preguntas Frecuentes", mostrará un apartado que refleja las 
dudas habituales de los usuarios, como se puede ver en la siguiente figura. 
 
 
Figura 30: Pantalla Preguntas frecuentes - usuario anónimo 
 
8.3. Usuario registrado 
 
En la siguiente figura veremos la pantalla inicial de la aplicación para cualquier usuario que se 
loguee como no-administrador. Se muestra un menú estático con las distintas opciones a 
realizar, la fecha y hora actual y un submenú que permite desloguear y ver nuestro perfil. 
 
 
Figura 31: Pantalla inicial - usuario registrado 
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Cuando el usuario haga click sobre la imagen de perfil de la derecha, mostrará un submenú 
con dos opciones: 
 
 
Figura 32: Opciones submenú perfil - usuario registrado 
 
 
Si el usuario selecciona la opción “Perfil”, mostrará una pantalla con información relativa al 
usuario logueado, como se muestra en la siguiente figura. 
 
 
Figura 33: Pantalla perfil usuario 
 
 
La barra de menú contiene los siguientes ítems: 
 









Si el usuario pulsa sobre “Mis flujos”, mostrará una lista con todos los flujos de trabajo a los 
que el usuario tiene acceso. 
 
 
Figura 35: Pantalla lista de flujos de trabajo 
 
 
Al seleccionar cualquiera de ellos,  veremos otro panel con un submenú con distintas opciones. 
 
 
Figura 36: Pantalla submenú flujo de trabajo 
 
 
La pestaña de “Etapas pendientes” muestra las etapas pendientes a realizar por el usuario 
dentro del flujo de trabajo seleccionado. 
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Figura 37: Pantalla Etapas pendientes 
 
 
La pestaña de “Etapas resueltas” muestra las etapas que han sido realizadas por el usuario 




Figura 38: Pantalla Etapas resueltas 
 
 
La pestaña “Solicitudes finalizadas” muestra las solicitudes de las que el grupo de usuarios al 
que pertenece el usuario logueado es el encargado de resolver. 
 




Figura 39: Pantalla Solicitudes finalizadas 
 
 
La pestaña “Preguntas frecuentes” muestra las FAQ’s más comunes dentro del flujo de trabajo. 
 
 
Figura 40: Pantalla Preguntas frecuentes - usuario registrado 
 
 
La pestaña “Miembros del flujo de trabajo” muestra los usuarios encargados de realizar el 
workflow y las tareas asociadas a cada uno. 
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Figura 41: Pantalla Miembros del flujo de trabajo 
 
 
La pestaña “Mensajes” pinta los mensajes enviados entre los distintos usuarios.  
 
 
Figura 42: Pantalla Mensajes 




Si el usuario pulsa sobre el ítem de menú “Nueva incidencia”, mostrará un pequeño mensaje 
informativo en el que insta al usuario a que revise las preguntas frecuentes ya existentes antes 
de enviar una nueva solicitud, la forma en que tienen que ser enviadas y qué hacer en caso de 
que sea una duda repetitiva. 
 
 
Figura 43: Pantalla pre-envío de incidencia 
 
Si pulsamos sobre “siguiente enlace” en la pantalla anterior, nos mostrará un formulario a 
rellenar por el usuario. 
 
 
Figura 44: Pantalla Registrar incidencia - usuario registrado 
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8.4. Usuario administrador 
 
En la figura 45 podemos ver la pantalla inicial de la aplicación para cualquier usuario que se 
loguee como administrador. Se muestra un menú estático con las distintas opciones a realizar, 
la fecha y hora actual y un botón de logout.  
 
 
Figura 45: Pantalla inicial - usuario administrador 
 
Cuando el usuario hace click sobre "Home", el sistema mostrará dos tablas: uno con las 
solicitudes nuevas recibidas y otro con las solicitudes que ya han sido tramitadas y que tienen 




Figura 46: Pantalla Home - usuario administrador 
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Podemos ver una solicitud nueva pinchando sobre su botón “Abrir” en la primera tabla. 
Muestra la información relativa a la solicitud y su descripción. La vista sería como la siguiente. 
 
Figura 47: Vista nueva solicitud - usuario administrador 
 
Una solicitud a resolver puede verse pinchando sobre su botón "Abrir" en la segunda tabla. 
Como se muestra en la figura 48, no puede modificarse su información de ninguna manera.  
 
 
Figura 48: Vista solicitud cerrada - usuario administrador 
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Gestor de Workflows 
Al pulsar sobre la opción de menú "Workflows", muestra una pantalla con dos opciones: 
insertar un nuevo workflow o modificar uno existente. A través de este gestor se realizan los 




Figura 49: Pantalla gestor workflows - usuario administrador 
 
Si se pulsa sobre "Insertar nuevo workflow", mostrará una pantalla con un panel vacío  que 
habrá que rellenar con la información necesaria y los tipos de etapa que formarán la plantilla 
(si se selecciona un elemento, mostrará el mismo panel pero con la información introducida 
anteriormente). La información a rellenar es la siguiente: 




Figura 50: Titulo de workflow 
 
- ¿A quién envío la solicitud al finalizar?: Tendremos que seleccionar el grupo encargado de 
resolver la solicitud. El administrador, independientemente de que sea el usuario final o 
no, también será notificado. 
 
 
Figura 51: ¿A quién le envío la solicitud al finalizar? 
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- Grupos que pueden enviarle solicitudes: No todos los usuarios pueden enviar solicitudes a 
cualquier grupo. Existe la posibilidad de hacerlos privados y que sólo ciertos grupos de 
usuarios puedan enviarles solicitudes. 
 
 
Figura 52: Grupos que pueden enviarle solicitudes 
 
 




Figura 53: Grupo de usuarios encargado 
 
 
- Tipos de Etapas: Panel en el que rellenar los datos necesarios para completar una 
etapa (usuario encargado, nombre de la etapa, descripción sobre cómo ha de 
realizarse la etapa y formulario a rellenar). 
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Figura 54: Formulario tipo de etapa 
 
Gestor de Grupos y Usuarios 
Al pulsar sobre la opción de menú "Grupos y Usuarios", muestra una pantalla con 
cuatro opciones: insertar un nuevo grupo o modificar uno existente e insertar un 
nuevo usuario o modificarlo.  
 
 
Figura 55: Pantalla grupos y usuarios - usuario administrador 
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Insertar nuevo grupo 
Primero, tenemos que registrar un grupo introduciendo su nombre. 
 
Figura 56: Insertar nuevo grupo 
 
 
Si queremos introducir más datos al grupo, debemos seleccionarlo en la lista de al lado. Al 
abrirlo, nos mostrará los siguientes paneles: 
 
- Padres del grupo: Un grupo puede estar contenido en varios grupos padre.  
 
 
Figura 57: Padres del grupo 
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- Usuarios del grupo: Usuarios que componen el grupo 
 
 
Figura 58: usuarios del grupo 
 
Insertar nuevo usuario 
Mostrará un panel en el que rellenar la información necesaria para la navegación de un 
usuario en el sistema. 
 
 
Figura 59: Datos personales del usuario 
 
Gestor de Preguntas Frecuentes 
 
Al pulsar sobre la opción de menú "Preguntas Frecuentes", muestra una pantalla con cuatro 
opciones: insertar un nuevo bloque o modificar uno existente e insertar una nueva pregunta o 
modificar una existente.  
 




Figura 60: Pantalla Preguntas Frecuentes – usuario administrador 
 
Insertar nuevo bloque de preguntas frecuentes 
 
Para insertar en la BBDD un nuevo bloque, habrá que rellenar varios paneles con la siguiente 
información. 
- Nombre: título del bloque 
 
 
Figura 61: Bloque de preguntas 
 
- Workflow: Flujo de trabajo al que va dirigido 
 
 
Figura 62: Workflow 
 
- Preguntas: preguntas que están contenidas en el bloque 
 
 
Figura 63: Preguntas 
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Insertar nueva pregunta frecuente 




Figura 64: Nueva pregunta frecuente 
 
Gestor de solicitudes 
 
Al pulsar sobre la opción de menú "Solicitudes", muestra una pantalla con distintos filtros de 
búsqueda: Por autor, por id del ticket, por título de la solicitud o por nombre del workflow. 




Figura 65: Pantalla solicitudes - usuario administrador 
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Si pulsamos en "Abrir" de cualquiera de las solicitudes, nos mostrará una pantalla como la de 
la figura 66. 
 
 
Figura 66: Vista etapa de solicitud 
 
 
Al pulsar sobre la opción de menú "Mensajes", muestra una lista con todos los flujos de trabajo 
disponibles en el sistema.  
 
 
Figura 67: Mensajes 
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Si pinchamos en "Abrir" de cualquiera de ellos, veremos todos los mensajes enviados entre los 
miembros del mismo grupo. 
 
 
Figura 68: Mensajes de workflow 
 
Al pulsar sobre la opción de menú "Mis flujos", muestra una ventana idéntica a la de un 
usuario registrado, comportándose de la misma forma. Mostrará los flujos en los que el 





Figura 69: Flujos de trabajo - usuario administrador 
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9. Casos de prueba 
 
En las siguientes tablas se mostrará el resultado obtenido al realizar una serie de pruebas 
sobre la aplicación. 
 
CU-001 – Iniciar sesión 
 
Descripción Pre-condiciones Resultados esperados 
Iniciar sesión Usuario no registrado 
en la BBDD 
El sistema muestra un mensaje comunicando al 
usuario que no está registrado 
Iniciar sesión Usuario registrado 
como no-
administrador en la 
BBDD 
El sistema muestra la interfaz de un usuario 
registrado como no-administador 
Iniciar sesión Usuario registrado 
como administrador 
en la BBDD 
El sistema muestra la interfaz de un usuario 
registrado como administador 
Tabla 6: Pruebas - Iniciar sesión 
 
Resultados obtenidos: 
- Todo correcto 
 
CU-002 – Registrar una incidencia 
 
Descripción Pre-condiciones Resultados esperados 
Registrar una incidencia  Usuario no logueado 




El sistema muestra un mensaje por pantalla 
informando de que se ha enviado un e-mail al 
correo facilitado y de que la solicitud ha sido 
guardada con éxito 
Registrar una incidencia Usuario logueado en 




El sistema muestra un mensaje por pantalla 
informando de que se ha enviado un e-mail al 
correo facilitado y de que la solicitud ha sido 
guardada con éxito 
Tabla 7: Pruebas - Registrar incidencia 
 
Resultados obtenidos: 
- Quizás haría falta una guía explicativa de los niveles de prioridad 
- No envía correos al usuario cuando se envía una incidencia 
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CU-003 – Ver preguntas frecuentes 
 
Descripción Pre-condiciones Resultados esperados 
Ver FAQ’s Usuario no logueado 
en el sistema 
El sistema muestra por pantalla las preguntas 
frecuentes que no estén relacionados con 
ningún tipo de workflow 
Ver FAQ’s Usuario logueado en 
el sistema. Haber 
seleccionado un 
workflow 
El sistema muestra por pantalla las preguntas 
frecuentes que estén relacionados con el tipo 
de workflow seleccionado 
Tabla 8: Pruebas - Ver preguntas frecuentes 
 
Resultados obtenidos: 
- Justificar el texto 
- Meter un listado enlazado previo para cuando las FAQs sean numerosas 
- Numerar las preguntas y agruparlas por temas 
- No aparecen preguntas frecuentes 
 
CU-004 – Realizar etapa de solicitud 
 
Descripción Pre-condiciones Resultados esperados 
Realizar etapa de 
solicitud 
Usuario logueado.  
Debe existir alguna 
solicitud relacionada 




La etapa de la solicitud queda rellena con la 
información necesaria y obligatoria de la misma 
por parte del usuario. El sistema cambia el 
estado de la etapa a REALIZADO y lo guarda en 
la BBDD 
Tabla 9: Pruebas - Realizar etapa de solicitud 
 
Resultados obtenidos: 
- La pestaña “Etapas pendientes” no carga nada. 
- Muestra alertas que no debería mostrar. 
- En lugar de poner que la etapa la ha realizado un usuario en concreto, pone que lo ha 
realizado “admin admin admin” en algunos casos. 
- Si no finalizo una etapa que no me corresponde no me deja acceder al resto que sí me 
corresponden. 
- Cuando finalizo una de mis etapas, me pone que he finalizado la de otro usuario. 
- Si le doy a eliminar una etapa no la elimina. 
- El estado de la etapa resuelta no es EN_PROCESO es PENDIENTE.   
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CU-005 – Modificar etapa de una solicitud 
 
Descripción Pre-condiciones Resultados esperados 







El sistema mantiene el estado de la etapa en 
REALIZADO y lo guarda en la BBDD con la nueva 
información 
Tabla 10: Pruebas - Modificar etapa de una solicitud 
 
Resultados obtenidos: 
- No aparecen las etapas que he resuelto 
- Si modifico la información de una etapa, después no me deja abrir ninguna incidencia 
resuelta ni tampoco me deja abrir esa solicitud finalizada 
 
 
CU-006 – Resolver una solicitud 
 
Descripción Pre-condiciones Resultados esperados 
Resolver una solicitud Usuario logueado. 
Workflow asociado 
previamente cerrado 
El sistema cambia el estado de la etapa a 
RESUELTO y lo guarda en la BBDD 
Tabla 11: Pruebas - Resolver una solicitud 
 
Resultados obtenidos: 
- No muestra ningún botón que ponga “Resolver solicitud” 
- No funciona el botón de “Atrás” 
- Veo las solicitudes de otra persona (que no debería ver), no las mías 
 
CU-007 – Ver miembros encargados de un tipo de workflow 
 
Descripción Pre-condiciones Resultados esperados 
Ver miembros 
encargados de un tipo de 
workflow 
Usuario logueado. 
Haber seleccionado un 
workflow 
El sistema muestra por pantalla el nombre del 
usuario y las tareas que realiza dentro del 
workflow seleccionado 
Tabla 12: Pruebas - Ver miembros encargados de un tipo de workflow 
 
Resultados obtenidos: 
- Todo correcto 
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CU-008 – Enviar un mensaje a un flujo de trabajo 
 
Descripción Pre-condiciones Resultados esperados 
Enviar un mensaje a un 






El sistema guarda el comentario en la BBDD y 
muestra por pantalla el nuevo mensaje 
Enviar un mensaje a un 
flujo de trabajo 
Usuario logueado 
como administrador 
El sistema guarda el comentario en la BBDD y 
muestra por pantalla el nuevo mensaje 
Tabla 13: Pruebas - Enviar un mensaje a un flujo de trabajo 
 
Resultados obtenidos: 
- Debería haber un límite de caracteres 
- Debería borrarse el TextArea cada vez que envíes un mensaje 
- Debería mostrarse un mensaje de que el texto ha sido enviado 
- La barra de desplazamiento está tapada por el marco de arriba 
 
CU-009 – Ver ficha personal 
 
Descripción Pre-condiciones Resultados esperados 
Ver ficha personal Usuario logueado El sistema muestra por pantalla información 
relativa al usuario 
Tabla 14: Pruebas - Ver ficha personal 
 
Resultados obtenidos: 
- El perfil debería dejar volver hacia atrás, actualmente es un callejón sin salida 
 
CU-010 – Logout del sistema 
 
Descripción Pre-condiciones Resultados esperados 
Logout del sistema Usuario logueado El sistema muestra la ventana de inicio del 
sistema 
Tabla 15: Pruebas - Logout del sistema 
 
Resultados obtenidos: 
- Todo correcto 
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CU-011 – Ver solicitudes  
 
Descripción Pre-condiciones Resultados esperados 
Ver solicitudes nuevas Usuario logueado 
como administrador. 
La solicitud no se ha 
resuelto aún 
Una tabla con los datos relacionados con la 
nueva solicitud. 
Ver solicitudes a revisar Usuario logueado 
como administrador. 
La solicitud se ha 
resuelto 
Una tabla con los datos relacionados con la 
nueva solicitud 
Tabla 16: Pruebas - Ver solicitudes 
 
Resultados obtenidos: 
- Todo correcto 
 
CU-012 – Gestión tipo de workflow 
 
Descripción Pre-condiciones Resultados esperados 




El usuario rellena el 
panel con la 
información necesaria 
El sistema crea y guarda en la BBDD un nuevo 
tipo de workflow con la información requerida 




El tipo de workflow ha 
sido creado con 
anterioridad 
El sistema guarda el tipo de workflow 
modificado en la BBDD 
Eliminar tipo de 
workflow 
Usuario logueado. El 
tipo de workflow ha 
sido creado con 
anterioridad 
El sistema elimina el tipo de workflow y sus 
tipos de etapas relacionadas de la BBDD 
Tabla 17: Pruebas - Gestión tipo de workflow 
 
Resultados obtenidos: 
- Todo correcto 
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CU-013 – Gestión de usuarios 
 
Descripción Pre-condiciones Resultados esperados 
Añadir nuevo usuario Usuario logueado 
como administrador. 
El usuario rellena el 
panel con la 
información necesaria 
El sistema crea y guarda en la BBDD un nuevo 
usuario con la información requerida 
Modificar usuario Usuario logueado 
como administrador. 
El usuario ha sido 
creado con 
anterioridad 
El sistema guarda el usuario modificado en la 
BBDD 
Eliminar usuario Usuario logueado 
como administrador. 
El usuario ha sido 
creado con 
anterioridad 
El sistema elimina el usuario y las posibles 
relaciones con distintos grupos de la BBDD 
Tabla 18: Pruebas - Gestión de usuarios 
 
Resultados obtenidos: 
- Todo correcto 
 
CU-014 – Gestión de grupos de usuarios 
 
Descripción Pre-condiciones Resultados esperados 




El usuario rellena el 
panel con la 
información necesaria 
El sistema crea y guarda en la BBDD un nuevo 
grupo de usuarios con la información requerida 




El grupo ha sido 
creado con 
anterioridad 
El sistema guarda el grupo modificado en la 
BBDD 




El grupo ha sido 
creado con 
anterioridad 
El sistema elimina el grupo y las posibles 
relaciones con distintos usuarios de la BBDD 
Tabla 19: Pruebas - Gestión de grupos de usuarios 
 
Resultados obtenidos: 
- Cuando se elimina un grupo, no borra las dependencias con los grupos padre 
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CU-015 – Gestión de preguntas frecuentes 
 
Descripción Pre-condiciones Resultados esperados 
Crear nueva FAQ Usuario logueado 
como administrador. 
El usuario rellena el 
panel con la 
información necesaria 
El sistema crea y guarda en la BBDD una nueva 
pregunta frecuente con la información 
requerida 
Modificar FAQ Usuario logueado 
como administrador. 
La FAQ ha sido creada 
con anterioridad 
El sistema guarda la FAQ modificada en la BBDD 
Eliminar FAQ Usuario logueado 
como administrador. 
La FAQ ha sido creada 
con anterioridad 
El sistema elimina la FAQ y las posibles 
relaciones con distintos bloques de FAQs de la 
BBDD 
Tabla 20: Pruebas - Gestión de preguntas frecuentes 
 
Resultados obtenidos: 
- El tamaño del texto a elegir es muy pequeño y no se distingue la pregunta que estás 
seleccionando 
 
CU-016 – Gestión de bloques de preguntas frecuentes 
 
Descripción Pre-condiciones Resultados esperados 
Crear bloque de FAQ’s Usuario logueado 
como administrador. 
El usuario rellena el 
panel con la 
información necesaria 
El sistema crea y guarda en la BBDD un nuevo 
bloque de preguntas frecuentes con la 
información requerida 
Modificar bloque FAQ’s Usuario logueado 
como administrador. 
El bloque ha sido 
creado con 
anterioridad 
El sistema guarda el bloque modificada en la 
BBDD 
Eliminar bloque FAQ’s Usuario logueado 
como administrador. 
El bloque ha sido 
creado con 
anterioridad 
El sistema elimina el bloque y las posibles 
relaciones con distintas FAQs de la BBDD 
Tabla 21: Pruebas - Gestión fr bloque de FAQs 
 
Resultados obtenidos: 
- Cuando se elimina un bloque, no se eliminan las relaciones con las preguntas frecuentes 
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CU-017 – Buscar solicitudes 
 
Descripción Pre-condiciones Resultados esperados 
Buscar solicitudes  Usuario logueado 
como administrador. 
Los usuarios han 
enviado previamente 
solicitudes al sistema. 
Se introduce el 
nombre de la persona 
que envió la solicitud y 
se realiza la búsqueda 
- Etapas abiertas: Todas las solicitudes abiertas 
cuyo remitente coincida con el usuario 
introducido en la búsqueda 
 
- Etapas cerradas: Todas las solicitudes cerradas 
cuyo remitente coincida con el usuario 
introducido en la búsqueda 
Buscar solicitudes  Usuario logueado 
como administrador. 
Los usuarios han 
enviado previamente 
solicitudes al sistema. 
Se introduce el título 
de la solicitud y se 
realiza la búsqueda 
- Etapas abiertas: Todas las solicitudes abiertas 
cuyo título coincida con el introducido en la 
búsqueda 
 
- Etapas cerradas: Todas las solicitudes cerradas 
cuyo título coincida con el introducido en la 
búsqueda 
Buscar solicitudes  Usuario logueado 
como administrador. 
Los usuarios han 
enviado previamente 
solicitudes al sistema. 
Se introduce el id del 
ticket relacionado con 
la solicitud y se realiza 
la búsqueda 
- Etapas abiertas: Todas las solicitudes abiertas 
cuyo id del ticket coincida con el introducido en 
la búsqueda 
 
- Etapas cerradas: Todas las solicitudes cerradas 
cuyo id del ticket coincida con el introducido en 
la búsqueda 
 
Buscar solicitudes Usuario logueado 
como administrador. 
Los usuarios han 
enviado previamente 
solicitudes al sistema. 
Se introduce el 
nombre del workflow 
relacionado con la 
solicitud y se realiza la 
búsqueda 
- Etapas abiertas: Todas las solicitudes abiertas 
cuyo nombre del workflow coincida con el 
introducido en la búsqueda 
 
- Etapas cerradas: Todas las solicitudes cerradas 
cuyo nombre del workflow coincida con el 
introducido en la búsqueda 
 
Tabla 22: Pruebas - Buscar solicitudes 
 
Resultados obtenidos: 
- No muestra las solicitudes finalizadas 
- Cada vez que se selecciona una opción distinta en el select box, la tabla no se vacía y 
añade las solicitudes nuevas 
- No realiza correctamente la búsqueda por nombre 
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10. Conclusiones  
 
El objetivo del proyecto era permitir una gestión de las incidencias surgidas durante el 
funcionamiento de la vida académica más eficiente que el actual sistema. Todos aquellos 
agentes presentes de forma directa o indirecta (profesores, alumnos, personal de 
administración, etc.) dispondrían de un sistema especializado en la resolución de incidencias. 
De esta forma se deberían alcanzar unos estándares de control y eficiencia mejores. 
El proyecto ha cumplido los siguientes aspectos relacionados con su principal objetivo: 
- Frente al gasto de tiempo de forma directa y de dinero de forma indirecta. El sistema IRIS 
usa un servidor ajeno gratuito. El mantenimiento del mismo pasa a ser cero. 
- Uso del mismo lenguaje en cliente y servidor, haciendo al sistema escalable. 
- Acceso al sistema desde Gmail o el correo institucional de la UAM, evitando multiplicidad 
de cuentas y el tener que recordar varias contraseñas distintas, como ocurre con la Intranet 
de la escuela. 
- El sistema sólo muestra a cada usuario los flujos de trabajo con los que está relacionado y 
no todos los existentes en el sistema. El gestor de contenidos Fatwire, por ejemplo, 
muestra todos los flujos de trabajo, aunque el usuario no tenga permisos de edición. 
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11. Trabajo futuro 
 
Es importante continuar con el desarrollo y mantenimiento de esta aplicación para que 
avance. Este trabajo es una base aporte a la Escuela Politécnica Superior. Como líneas futuras 
partiendo de esta base, se proponen las siguientes: 
 
- Reabrir workflows 
A pesar de que el sistema ha sido creado para funcionar en una sola dirección (nueva 
incidencia -> asignación de etapas -> resolución de la incidencia), es posible que durante el 
proceso la incidencia no se resuelva.  
 
Debe existir la posibilidad de reabrir la incidencia por parte de todos los agentes implicados. 
Administradores y usuarios encargados de las etapas deberían poder revertir la situación de 
etapa/workflow finalizado y de esa forma reabrir el workflow para reanalizar la incidencia y 
resolverla. En el caso del usuario que envió la incidencia, debería poder enviar una solicitud de 
reapertura al administrador y miembros del workflow. 
 
De esta forma, se puede evitar que los workflows se cierren de forma permanente a la hora 
de registrar una incidencia. Además se evitarán las multiplicidades de trabajo cuando un 




Figura 70: Diagrama de estados de workflows 
 
- Un workflow como tarea parte de otro workflow 
A la hora de crear nuevos workflows, es posible que una de las etapas sea demasiado compleja 
como para considerarla una etapa simple. Cabe la posibilidad de que la etapa se pueda hacer a 
través de un worklow que estaría anidado dentro del primero. Este workflow de segundo nivel 
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se resolvería como cualquier otro workflow, con la salvedad de que al terminar no se cierra 
sino que da la etapa por completada. 
 
 
- Análisis de calidad de los métodos de trabajo 
Una de las posibles aplicaciones del sistema de trabajo por workflows es la de poder analizar 
los métodos de trabajo usados por los distintos miembros encargados de cada etapa. 
Primero cabe decir que este trabajo requiere de un departamento de calidad dedicado al 
aseguramiento de la misma. El sistema Iris no se debe usar como única herramienta sino como 
herramienta de recogida de datos. El análisis de los mismos se puede implementar dentro de 
la herramienta, pero su interpretación siempre tiene que ser dada por un técnico experto en 
aseguramiento de la calidad. 
El análisis de los métodos de trabajo consistiría en evaluar el tiempo empleado en la tarea 
según métodos distintos para la misma o según un valor de esfuerzo asignado para cada una. 
Evaluar los tiempos empleados por distintos métodos para la misma tarea nos permitirá saber 
en el tiempo qué método es más eficiente. Evaluar según esfuerzo nos permitirá evaluar la 
eficiencia para cada etapa cuando no exista más que un método. 
- Método vs método: Cuando existan al menos dos métodos distintos para la misma 
tarea, se podrán evaluar en función del tiempo empleado para cada método. 
Usando análisis propios de QA, se evaluarán los métodos para encontrar el más 
eficiente. Dicho método se podrá añadir en un futuro a un sistema de 
normalización interna que dicte la forma de trabajar según las tareas. 
- Método vs esfuerzo: Cuando no existan métodos distintos que enfrentar, el equipo 
de QA podrá asignar un valor de esfuerzo a cada etapa. Evaluando a los 
trabajadores de forma visible (el trabajador sabe que se le está evaluando) y de 
forma invisible (el trabajador no sabe que se le está evaluando) se podrán asignar y, 
con el tiempo, modular los valores de esfuerzo. Con estos valores correctos, se 
podrá hacer una evaluación general y pormenorizada de la eficiencia de los 
métodos usados para superar etapas. Así se pueden detectar fallas de calidad en el 
sistema, haciendo más fácil su localización, análisis y posterior modificación en la 
búsqueda constante de una mejora de la calidad. 
 
 
- Dependencias entre tareas 
 
A la hora de crear nuevos workflows pueden existir etapas que dependan unas de otras. Es 
decir, la finalización de una etapa condiciona el comienzo de la siguiente. El sistema actual 
funciona usando etapas que corren en paralelo, es decir, que interpreta que todas las etapas 
de pueden realizar a la vez sin interdependencias, cosa que no tiene por qué ser así. Esto 
reduce la eficiencia del workflow porque no permite que las tareas se ejecuten sólo a su 
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debido tiempo, manteniendo las etapas dependientes en el aire a la espera de poder realizarse 
pero sin ninguna forma de aviso para el responsable de la etapa. 
 
Esto se puede resolver permitiendo que se puedan indicar las interdependencias entre las 
distintas etapas. De esta forma se puede condicionar el comienzo de una etapa con la 
finalización de otra. Así se podría avisar al responsable de la etapa cuando ésta esté disponible 
para ser ejecutada. 
 
Además, se puede aprovechar para expresar el workflow y su progreso en forma de gráfico 
tipo PERT, usando un código de colores para indicar el estado de cada etapa. A continuación se 
muestra un ejemplo de uno de estos diagramas. 
 
 
Figura 71: Ejemplo diagrama PERT 
 
- Scripts automáticos como puente entre la EPS e Iris 
 
Como forma de agilizar los procesos de trabajo, en el futuro y tras un tiempo de 
funcionamiento de la plataforma Iris, se podría readaptar ésta para tener un listado de etapas 
predefinidas con las que conformar los workflows. El sistema actual obliga al administrador a 
crear cada etapa dentro del workflow. 
 
De esta forma se podrá agilizar tremendamente el trabajo del administrador a la hora de crear 
los workflows. Además abre un abanico de posibilidades a la hora de definir estas etapas. 
 
Una de estas posibilidades podría ser la inclusión de un script propio de cada etapa para 
integrar un script de salida automático del workflow y poder automatizar tareas sin la 
necesidad de un usuario humano. 
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11.1. Anexo I: Anotaciones de Objectify 
 
En esta sección se presentan algunas anotaciones habituales en Objectify. 
@Entity 
Para definir clases POJO de Java que actúan como entidad. 
@Id 
Se aplica a la propiedad que actúa como identificador de la entidad que forma parte de la 
clave. Puede ser de tipo Long o String. 
@Parent 
Se asocian a un campo de tipo Key y contienen la clave de la entidad padre del grupo de 
entidades. Sólo se puede anotar con esta etiqueta un campo en cada entidad. El valor del 
campo anotado con @Parent formará parte de la clave de la entidad. 
@Index 
Permite definir índices simples sobre atributos de una entidad. 
@Load 
Asociadas a atributos de tipo Ref. Permiten que cuando se recupere una entidad, se recupere 
también la entidad asociada a este atributo. 
@OnLoad 
El método que se anote con esta anotación será llamado después de que la instancia POJO de 
Java que representa la entidad, sea poblado desde el Datastore. 
@Ignore 
El atributo que se anote con esta anotación no será persistido en el Datastore. 
@Cache 
Objectify almacena la entidad que se anote en el servicio memcache de GAE. 
@Subclass 
Permite crear relaciones de herencia entre entidades. 
@Embed 
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Permite crear atributos de tipos no estándar. Estos atributos pueden estar indexados. 
@Serialize 
Es una alternativa a @Embed. Los atributos no podrán ser indexados ya que se almacenan 
como tipo Blob. 
 
 
11.2. Anexo II: Modelos  
 




Clase padre que contiene atributos compartidos entre todos los modelos de la aplicación. 
 
Atributo Tipo Descripción 
dateUpdate Date Fecha de creación de la entidad 
id Long ID de la entidad 
nombre String Nombre de la entidad 




Entidad que representa un bloque de preguntas frecuentes que puede contener preguntas 
frecuentes relacionadas. Puede tener carácter público o puede estar dirigido a un grupo 
concreto de usuarios. 
 
Atributo Tipo Descripción 
id_twf Long En el TipoWorkflow especificado se mostrará 
el bloque de preguntas 
preguntas List<PreguntaFrecuente> Preguntas frecuentes relacionadas que son 
contenidas por el bloque 




Entidad que representa una pregunta frecuente del sistema.  
 
Atributo Tipo Descripción 
textoPregunta String Texto que formula el enunciado de la pregunta 
textoRespuesta String Texto que describe la solución al problema 
id_bloque Long Bloque que contiene las preguntas frecuentes 
relacionadas 
Tabla 25: Tabla Entidad PreguntaFrecuente 






Entidad que representa a un grupo de usuarios. Estos grupos pueden estar contenidos en 
varios grupos a la vez. 
 
Atributo Tipo Descripción 
usuarios List<Usuario> Usuarios contenidos en un mismo grupo 
gruposHIjo List<Grupo> Grupos que están contenidos dentro de este grupo 
gruposPadre List<Grupo> Grupos en los que este está contenido 
visto boolean Variable útil en las búsquedas recursivas entre grupos 
Tabla 26: Tabla Entidad Grupo 
TipoWorkflow 
 
Entidad que recoge un tipo de flujo de trabajo. Es seleccionable por el usuario al enviar la 
solicitud. 
 
Atributo Tipo Descripción 
visibleAGrupos List<Grupo> Grupos que pueden enviarle solicitudes 
etapas List<TipoEtapa> Tipos de etapa que componen el tipo de 
workflow 
grupo Grupo Grupo encargado de realizar las etapas del 
tipo de workflow 
remitente Grupo Grupo que recibirá el workflow una vez 
terminadas sus etapas 
mensajes List<MensajeWorkflow> Mensajes enviados por los usuarios de un 
mismo tipo de workflow 




Clase que representa un tipo de tarea asociada a un tipo de workflow.  
 
Atributo Tipo Descripción 
nombre String Nombre del tipo de etapa 
id_grupo Long Grupo asociado con el tipo de workflow para 
que lo realice 
descripción String Descripción de la tarea  
camposFormulario List<CampoFormulario> Campos a rellenar del tipo de etapa 
u Usuario Usuario encargado de realizarla 




Entidad que representa un mensaje de un usuario de un tipo de workflow. 
 
                                                                                          
94 
Atributo Tipo Descripción 
autor Usuario Autor del mensaje 
descripción String Texto del mensaje 
tw TipoWorkflow Tipo de Workflow en el que aparecerá 




Entidad que representa un campo dentro de un formulario de un tipo de etapa. 
 
Atributo Tipo Descripción 
nombre String Nombre de la etiqueta 
tipo String Tipo de dato que se obtendrá de la respuesta 
requerido boolean Especifica si el campo es obligatorio u opcional dentro 
del formulario 
Tabla 30: Tabla Entidad CampoFormulario 
Usuario 
 
Entidad que representa a un usuario dentro del sistema. 
 
Atributo Tipo Descripción 
ap1 String Primer apellido 
ap2 String Segundo apellido 
email_id String E-mail 
isAdministrador Boolean Indica si es administrador o no 
grupos List<Grupo> Grupos de usuarios en los que está presente 
img String Imagen de avatar. Dependiendo de si es 
administrador o no, mostrará una imagen diferente 
Tabla 31: Tabla Entidad Usuario 
 
UserDTO 
Información recogida del proveedor de servicios a través de OpenID. 
 
Atributo Tipo Descripción 
email String E-mail con el que el usuario se ha logueado 
urlLogout String URL a seguir para salir del sistema 
user Usuario Entidad que contiene toda la información necesaria 
del usuario logueado 




Entidad en la que el usuario puede rellenar la información necesaria para finalizar una etapa. 
 
Atributo Tipo Descripción 
                                                                                          
95 
 
workflow Workflow Workflow al que pertenece la etapa 
dateFin Date Fecha en la que se resuelve/modifica la etapa 
estado EstadoEtapa Estado de la etapa 
pidiente String Usuario que abre el workflow 
te TipoEtapa Plantilla de etapa a seguir 
respuestas List<String> Respuestas al formulario 
Tabla 33: Tabla Entidad Etapa 
Solicitud 
 
Entidad que representa una solicitud. 
 
Atributo Tipo Descripción 
descripción String Descripción de la solicitud 
estado Estado Estado 
prioridad Prioridad Prioridad estimada 
emailUser String Email del usuario que envía la solicitud 
workflow Workflow Workflow que abre la solicitud 
Tabla 34: Tabla Entidad Solicitud 
 
Ticket 
Entidad que representa a un ticket. Se crea automáticamente al enviarse una nueva solicitud al 
sistema. 
 
Atributo Tipo Descripción 
solicitud Solicitud Solicitud enviada por cualquier usuario 
emailUser String E-mail del usuario que envía la solicitud 
Tabla 35: Tabla Entidad Ticket 
 
Workflow 
Entidad que representa un workflow. Se crea automáticamente al recibirse una nueva solicitud 
en el sistema. 
 
Atributo Tipo Descripción 
twf TipoWorkflow Plantilla de workflow correspondiente 
solicitudAsociada Solicitud Solicitud que abrió el workflow 
estado EstadoWorkflow Estado del workflow 
dateFin Date Fecha de finalización 
etapas List<Etapa> Etapas que lo componen y que deben realizarse 
Tabla 36: Tabla Entidad Workflow 
 
 
