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El objetivo principal de este trabajo es el monitoreo de los gases del aire, usando sensores de bajo costo que 
estarán instalados en varios balcones dentro de la ciudad donde residen personas interesadas en contribuir con 
el monitoreo del aire a través de lo cual se va a generar una red comunitaria de sensores.  
 
Este documento va a explicar a detalle cómo puede fabricar uno mismo su sensor de gases a bajo costo y 
contribuir con el monitoreo de gases a la comunidad, sin la necesidad de ser un experto en estos temas, siguiendo 
la filosofía DIY (do it yourself).  
 
Este tema forma parte del IoT Internet of things, donde se utiliza la tecnología para mejorar la vida de los seres 
humanos. IoT es un tema nuevo hoy en día y crece rápidamente porque aparecen nuevos retos y nuevas ideas 
donde la tecnología puede ayudar mucho. Ejemplo de esto son: Smart parking, monitoreo de parqueaderos 
libres. Noise Urban maps, monitoreo de ruido en las ciudades. Traffic congestion, monitoreo de congestión 
vehicular, etc.  
 
El método que se utilizará para calibrar los sensores y comprobar que las medidas de gas tomadas por los 
sensores son correctas es mediante una comparación con los datos de unos sensores certificados tomados por 
nodos de referencia, en nuestro caso, con el nodo de referencia situado en el CSIC (Consejo Superior de 
Investigaciones Científicas) que es un centro de investigación estatal.  
 
Lo que se desea lograr con este documento es indicar los pasos para montar un sensor de gas de ozono de bajo 
costo en una placa. Programar un micro controlador que lea cada cierto tiempo el valor del gas que es recibido 
por el sensor a través de una señal análoga. Esta información grabar en un SD y enviarla a un servidor web 
mediante conexión inalámbrica o Ethernet para que esta información sea almacenada en una base de datos 
para su posterior análisis. Con los valores almacenados en la base de datos, obtener una ecuación matemática 
que permita acercar el valor leído, al valor real dado por CSIC.  
 








El tema de estudio para este documento es la implantación de una red comunitaria para el monitoreo de la 
calidad del aire. La motivación de este proyecto es integrar un sensor de bajo costo a un nodo inalámbrico de 
tipo Arduino cuyas medidas se acerquen lo mejor posible a las medidas tomadas por los nodos de referencia. 
Con estos sensores se conseguirían despliegues con alta densidad de nodos, lo que es difícil actualmente debido 
al alto coste de los nodos de referencia.  
 
Los datos tomados por las estaciones de referencia, como la que está situada en el CSIC, utiliza equipos muy 
caros para dar valores exactos. Siendo el costo de los equipos tan altos, estas estaciones de referencia están 
ubicadas en lugares estratégicos en la ciudad, donde van a medir los datos, pero no llegan a cubrir toda la 
superficie de la ciudad.  
 
Estas estaciones de referencia no cubren toda la superficie de las ciudades y tampoco existen en todos los países, 
por su alto costo.  Por tanto uno de los objetivos de esta investigación es conseguir sensores de bajo costo que 
puedan proveer datos confiables, es decir que se acerquen mucho a la realidad. Como consecuencia se puede 
tener sensores en distintos lugares de las ciudades, para cubrir una superficie mayor y tener una mayor densidad 
de datos. De igual manera esto puede impulsar a que diferentes gobiernos donde no existen actualmente 
mediciones de la calidad del aire, puedan tenerlas ya sea impulsada desde el mismo gobierno, o 
particularmente por los ciudadanos en redes comunitarias.  
 
Como se indicará más adelante en el documento una de las opciones es usar los nodos comerciales como el 
Waspmote, el cual contiene una caja básica para ubicarlo en los exteriores de la casa, una conexión inalámbrica, 
y el sensor de ozono, todo por un valor de 700euros. La motivación de ésta máster tesis es integrar sensores con 
una placa Arduino para conseguir una caja de similares características a la antes mencionada por un valor entre 
150 y 250 euros 
 
Otro de los grandes objetivos es proveer un documento con la filosofía DIY (Do it yourself) donde se explica cómo 
una persona puede instalar su sensor de bajo costo, dejarlo operativo y compartir los datos dentro de una red 
comunitaria.   





El documento está dividido en los siguientes capítulos: Se empieza con el marco teórico donde se indica lo 
relevante que se debe conocer para implantar un proyecto como éste. Sigue con la sección de pruebas donde se 
indica las pruebas realizadas con diferentes plataformas o hardware como son las placas de Waspmote de la 
casa Libelium y algunos modelos de Arduino, además se detallan los precios de cada uno.  
 
Luego está el detalle paso a paso para montar un sensor de gas en una placa Arduino YUN, su montaje en un 
protoboard, el detalle de los cálculos para verificar los valores de las resistencias que se debe usar y finalmente 
el código que se usa para obtener el valor del sensor y el código para almacenar la información en un servidor 
web. Luego otro capítulo donde se usa lo aprendido y se instala más de un sensor, en este caso se instala 2 
sensores de ozono con un sensor para medir la temperatura y la humedad.  
 
Posterior a esto hay un capítulo donde se valida los datos obtenidos con los datos del CSIC. Finalmente, se 









Capítulo I. Marco teórico 
 
 
Internet of things IoT 
 
Es un término del que escuchamos hablar constantemente. Internet de las cosas, Internet of Things o IoT por sus 
siglas en ingles, es un concepto un poco abstracto pero que ha estado ganando bastante popularidad en los 
últimos meses. La idea que intenta representar queda bastante bien ilustrada por su nombre, cosas cotidianas 
que se conectan a Internet, pero en realidad se trata de mucho más que eso. 
 
Para entender de qué va el Internet de las cosas debemos también comprender que sus fundamentos no son en lo 
absoluto nuevos. Desde hace unos 30 años que se viene trabajando con la idea de hacer un poco más 
interactivos todos los objetos de uso cotidiano. Ideas como el hogar inteligente, también conocido como la casa 
del mañana, han evolucionado antes de que nos demos cuenta en el hogar conectado para entrar al Internet de 
las cosas. 
 
El Internet de las cosas potencia objetos que antiguamente se conectaban mediante circuito cerrado, como 
comunicadores, cámaras, sensores, y demás, y les permite comunicarse globalmente mediante el uso de la red de 
redes. 
 
Si tuviéramos que dar una definición del Internet de las cosas probablemente lo mejor sería decir que se trata de 
una red que interconecta objetos físicos valiéndose del Internet. Los mentados objetos se valen de sistemas 
embebidos, o lo que es lo mismo, hardware especializado que le permite no solo la conectividad al Internet, sino 
que además programa eventos específicos en función de las tareas que le sean dictadas remotamente. 
 




¿Cómo funciona el Internet de las cosas? 
 
Como ya hemos dicho, el truco en todo esto está en los sistemas embebidos. Se trata de de chips y circuitos que 
comparados con, por ejemplo, un Smartphone, podrían parecernos muy rudimentarios, pero que cuentan con 
todas las herramientas necesarias para cumplir labores especializadas muy especificas. 
 
No hay un tipo específico de objetos conectados a Internet de las cosas. En lugar de eso se les puede clasificar 
como objetos que funcionan como sensores y objetos que realizan acciones activas. Claro, los hay que cumplen 
ambas funciones de manera simultánea. 
 
En cualquier caso el principio es el mismo y la clave es la operación remota. Cada uno de los objetos conectados 
a Internet tiene una IP especifica y mediante esa IP puede ser accedido pare recibir instrucciones. Así mismo, 
puede contactar con un servidor externo y enviar los datos que recoja. 
 
¿Cuándo estará entre nosotros? 
 





Una de las preguntas más comunes con el Internet de las cosas es cuándo estará finalmente dentro de nuestras 
vidas. La respuesta es que ya lo está desde hace algunos meses. 
 
A diferencia de algunas tecnologías mucho más populares entre las masas, el Internet de las cosas no ha 
encontrado su foco de explosión en el mercado del consumo. Quizás la tecnología está aún demasiado verde, o 
quizás los grandes del sector no han visto la oportunidad correcta para abalanzarse encima. Aún así hemos visto 
como Apple y Google han dado algunos pasos discretos con tecnologías como Home Kit y Android @Home. 
 
Como sea, es el sector privado donde el Internet de las Cosas se está haciendo cada vez más popular. 
 
La industria de producción en masa: la maquinaria que se encarga de controlar los procesos de fabricación, 
robots ensambladores, sensores de temperatura, control de producción, todo está conectado a Internet en cada 
vez más empresas lo que permite centralizar el control de la infraestructura. 
 
Control de infraestructura urbana: control de semáforos, puentes, vías de tren, cámaras urbanas. Cada vez más 
ciudades implementan este tipo de infraestructuras basadas en el Internet de las Cosas que permiten monitorear 
el correcto funcionamiento de sus estructuras además de adaptar más flexiblemente su funcionamiento ante 
nuevos eventos. 
 
Control ambiental: una de las áreas en las que está teniendo más éxito el Internet de las cosas, pues permite 
acceder desde prácticamente cualquier parte a información de sensores atmosféricos, meteorológicos, y sísmicos. 
Sector salud: cada vez más clínicas y hospitales alrededor del mundo confían en sistemas que les permiten al 
personal de salud monitorear activamente a los pacientes de manera ambulatoria y no invasiva. 
 
También hay aplicaciones del Internet de las Cosas para el transporte, la industria energética, y prácticamente 
todos los sectores comerciales. Como hemos dicho, el gran pendiente es el mercado de consumo, o lo que es lo 










Lo análogo y lo digital (Gómez, 2013) 
 
Al principio, solo existían los circuitos análogos. La electrónica digital y su uso generalizado es relativamente 
reciente, antes de ello los circuitos electrónicos análogos eran la regla. 
 
La diferencia entre ambos tipos de circuitos es bastante sencilla: Mientras que en los circuitos digitales su 
funcionamiento está determinado por las combinaciones de estados lógicos que usualmente identificamos como 1s 
y 0s. En la electrónica análoga los valores son continuos es decir que una señal puede tomar cualquier valor de 
voltaje o corriente dentro del rango para el que fue diseñado. Si en la electrónica digital solo tenemos blanco o 
negro, en la electrónica análoga las señales son todas escalas de gris. 
 
Si bien la mayoría de equipos electrónicos modernos están controlados por 
lógica o controladores digitales, vivimos en un mundo análogo así que se 
hace necesaria la existencia de un dispositivo que convierta los valores que 




Midiendo el mundo análogo 
 
El convertidor Análogo-Digital (ADC por sus siglas en inglés) es un dispositivo que toma una señal análoga 
(corriente, voltaje, temperatura, presión, etc.), cuantifica la señal y le asigna un valor que se muestra a su salida 
en formato digital. 
 
Los ADC más comunes son aquellos que convierten señales de voltaje o corriente a su equivalente digital aunque 
podemos encontrarlos para medir diversidad de magnitudes análogas. Afortunadamente los dispositivos Arduino 
incluyen de fábrica uno o varios ADC que nos permiten convertir niveles de voltaje a valores digitales. 
 
En general hay tres cosas que nos interesa saber sobre un ADC: 
 La resolución 
 El tiempo de conversión 
 El rango de trabajo 
Vamos ahora a revisar en detalle cada una de estas tres características. 




La resolución del convertidor 
 
 
Uno de los mayores inconvenientes de convertir señales análogas a su equivalente en digital es que pasamos de 
una señal que por naturaleza es continua y sin cortes a un dato discreto, que solo puede tener ciertos valores. 
Este proceso es conocido como "cuantificación". 
 
Generalmente la cantidad de valores discretos en los que un ADC puede traducir una señal análoga a digital se 
conoce como su resolución y usualmente es medida en base al número de bits que el ADC tiene a su salida. El 
número de bits representa la cantidad máxima de valores discretos o de pasos que un ADC puede tener. 
 
Supongamos por ejemplo que tenemos un convertidor ADC de 3 bits. Este convertidor podrá tener solo 8 valores 
diferentes a su salida. Esto significa que nuestros voltajes al ser convertidos podrían tener más o menos la 
siguiente distribución (asumiendo un voltaje máximo de 5V): 
 
 
Entrada análoga (V) Salida digital 
0.000 - 0.625 0 
0.625 - 1.250 1 
1.250 - 1.875 2 
1.875 - 2.500 3 
2.500 - 3.125 4 
3.125 - 3.750 5 
3.750 - 4.375 6 
4.375 - 5.000 7 
 








Seguramente ahora te estarás preguntando: ¿Qué tanta resolución necesito? La respuesta depende muchísimo de 
la aplicación. Si por ejemplo estás fabricando un "dimmer" digital posiblemente estos 8 pasos de resolución sean 
más que suficiente para la esa aplicación. Si en cambio estás haciendo un control en que requieres muchísima 
precisión tener solo 8 pasos de conversión puede resultar desastroso. 
 
El Arduino Mega que utilizaremos en este ejemplo posee 10 ADC con una resolución de 10bits cada uno. Esto 
significa que para cada entrada análoga tenemos disponibles 1024 pasos o valores discretos, para la mayoría 
de aplicaciones esto resulta más que suficiente. 
 
El tiempo de conversión y la frecuencia de muestreo 
 
 
Lastimosamente la conversión de una señal análoga a su equivalente valor digital no es instantánea, esto significa 
que el convertidor tarda algún tiempo (usualmente muy pequeño) en realizar el proceso de conversión. Esto limita 
el número de conversiones que podemos realizar en una unidad de tiempo, a este número de conversiones que 
puede realizar un ADC usualmente se le conoce como frecuencia de muestreo o en inglés "sampling rate". 
 
Podemos entender este parámetro como la precisión del convertidor en el tiempo. Un ADC con un tiempo de 
conversión de 1 segundo es más lento que uno que tarde 0.001segundos en hacer una conversión. La frecuencia 




Al igual que el parámetro de la resolución, que la frecuencia de muestreo sea buena o mala depende mucho de 
que tan rápido cambie el valor análogo que deseamos medir. Por ejemplo si tenemos una sonda que mide la 
humedad en el suelo, el valor a medir no va a cambiar hasta que transcurran algunos minutos por lo que un ADC 
que tarde 1 segundo en realizar la conversión no nos va a dar mayor problema, por el contrario si estamos 




queriendo convertir a digital una señal de audio, 1 segundo de tiempo de conversión se queda sumamente corto 
para capturar las frecuencias que el oído puede distinguir. 
 
Una forma simple para elegir un ADC es que la frecuencia de muestreo sea "al menos"  el doble de la frecuencia 
de la señal que queremos convertir (ver Teorema de muestreo de Nyquist-Shannon). Por ejemplo si queremos 
medir una señal que oscila a 60Hz lo menos que necesitaremos es un ADC que logre tomar 120 muestras por 
segundo. 
 
Según la hoja de especificaciones del ATmega1280, el tiempo de conversión del ADC varía entre 13µs  y 260µs 
lo que implica una frecuencia de muestreo teórica entre 3.8kHz y 76.92kHz. Obviamente el ATmega1280 no es 
lo suficientemente rápido como para alcanzar la máxima frecuencia de muestreo teórica del ADC. 
 
El rango de trabajo 
 
La tercer característica, pero no la menos importante, que debemos tomar en consideración al elegir un ADC es el 
rango de voltajes/corrientes que acepta en su entrada, este parámetro es esencial para evitar "quemar" 
(literalmente) nuestro ADC. 
 
La única forma de saber el rango del ADC es revisando su hoja técnica, usualmente encontraremos el rango de 
valores de voltaje y de corriente aceptados en la entrada como también las tolerancias aceptadas. 
Para el Arduino Mega, según las especificaciones técnicas el rango de entrada va desde 0v hasta Vcc (5V). 
 
Voltajes de referencia 
 
El voltaje de referencia es un voltaje utilizado como valor "máximo" por el ADC para realizar el proceso de 
conversión. 
 
El Arduino Mega puede utilizar dos valores como referencia para realizar la conversión, el primero es el voltaje 
de alimentación (5V) y el otro es un voltaje externo en tanto este no supere el voltaje de alimentación (Vcc). 
 
¿Para qué usar un voltaje de referencia externo? Si recuerdan, la resolución de nuestro ADC está limitada a un 
número de pasos predefinido por el fabricante. En el caso de que la señal que deseamos medir tenga un valor 
menor al voltaje de alimentación entonces el rango de valores que podemos utilizar se reduce y por lo tanto 




reducimos también la precisión. 
 
Por ejemplo: Nuestra señal varía desde 0 a 2.5V. Si calculamos nuestro tamaño de "paso" para cada valor 




Pero sí en cambio utilizamos el voltaje de referencia de 2.5V: 
 
 
Puedes ver como el tamaño de paso se reduce casi a la mitad utilizando el valor máximo de voltaje medido 
como referencia, aumentando en consecuencia la precisión de los valores medidos para esa señal en particular. 
 
¿Qué hacer si quiero medir un voltaje mayor que el rango de entrada? 
Un truco básico es utilizar un divisor de voltaje. Para el divisor de voltaje se recomienda utilizar resistencias de 
valores altos para que las corrientes se mantengan al mínimo. Por ejemplo si quisieras medir 100V con un Arduino 
cuya entrada máxima son 5V: 
 
Primero divides entre el voltaje máximo que quieres medir entre el voltaje de referencia (5V) para encontrar el 




Como tener un divisor de voltaje con 20 resistencias es un poco incómodo y ocupa mucho espacio podrías tener 
algo como lo siguiente: 
 






En este caso estarás midiendo 1/20 del voltaje. Solo ten cuidado con las tolerancias de las resistencias. Si 
asumimos por ejemplo que la tolerancia de las resistencias es del 5%, su valor real podría variar entre 0.95K y 
1.05K es posible que tengas que utilizar un divisor más grande para así jugar seguro y luego agregas un 
pequeño factor de corrección mediante software. 
 
 
Arduino Yun  
 
Arduino es una plataforma abierta y versátil para el desarrollo de productos electrónicos muy enfocada a un 
público no experto (artistas, entusiastas de la electrónica, ...) Al ser un hardware libre, todos sus diseños son 
abiertos y pueden re-utilizarse e incluso mejorarse. 
 
La apuesta de Arduino al Internet of Things es el Arduino YUN. Sin duda Arduino no se quiere quedar atrás en lo 
que se dice el Internet of Things (Internet de las cosas) y es por eso que ha decidido lanzar su último juguete 
llamado Arduino Yun. Esta nueva tarjeta es la primera de su familia en contar con una distribución ligera de Linux 
llamada Linino. 






El Arduino Yun cuenta con el mismo diseño del Arduino Uno solo que combina un micro controlador ATmega32U4 
(igual que el Arduino Leonardo) y un sistema Linux basado en el chipset Atheros AR9331. Ambos procesadores se 
pueden comunicar gracias a la librería Bridge que permite enviar comandos de Linux desde los programas 
(sketches) de Arduino. Además cuenta con conexión wifi y Ethernet que lo pone un paso adelante de sus 
hermanos. 
 
La fácil programación del Arduino y la capacidad de Linux hacen del Yun una poderosa herramienta para el 
Internet of Things. Como mencionamos antes, el Yun mantiene las mismas Entradas/Salidas del Arduino Leonardo 
y Uno y es por eso que la mayoría de los shields son compatibles. 
 
Este nuevo miembro de la familia cuenta con un sistema llamado “auto-discovery system” y de esta manera tu 
computadora podrá reconocer los dispositivos que se encuentren en la misma red. Esto es muy interesante ya que 
puedes programar este Arduino de manera inalámbrica (sí, a nosotros también nos emociono eso), de igual 
manera puedes programar este Arduino con el cable USB directo a tu computadora. 
 




Este nuevo juguete es al más caro que el resto de sus hermanos ya que se puede adquirir por la cantidad de 
89.90 dlls. Sí, es algo caro pero toda esa nueva integración de hardware tiene que pagarse de alguna manera. 
 
Especificaciones técnicas 
AVR Arduino microcontroller 
 
Microcontroller ATmega32u4 
Operating Voltage 5V 
Input Voltage 5V 
Digital I/O Pins 20 
PWM Channels 7 
Analog Input Channels 12 
DC Current per I/O Pin 40 mA 
DC Current for 3.3V Pin 50 mA 
Flash Memory 32 KB (of which 4 KB used by bootloader) 
SRAM 2.5 KB 
EEPROM 1 KB 
Clock Speed 16 MHz 
Linux microprocessor  
Processor Atheros AR9331 
Architecture MIPS @400MHz 
Operating Voltage 3.3V 
Ethernet IEEE 802.3 10/100Mbit/s 
WiFi IEEE 802.11b/g/n 
USB Type-A 2.0 Host/Device 
Card Reader Micro-SD only 
RAM 64 MB DDR2 
Flash Memory 32 MB 
PoE compatible 802.3af card support 
 
  






El Yun ejecuta una versión de Linux llamada OpenWrt-Yun, basado en OpenWrt: https://openwrt.org/ 
 
Es posible configurar el sistema a través de la línea de comando y también se dispone de una página web que 
permite configurar varias de las diferentes opciones. La interfaz llamada (Luci http://luci.subsignal.org/trac) da 
acceso a la mayoría de configuraciones disponibles de la interfaz wifi. 
 
Para instalar software adicional al OpenWrt-Yun se necesita del paquete de Linux llamado opkg. Para mayor 
detalle sobre la administración usando línea de comando se puede ver el siguiente link: 
http://arduino.cc/en/Tutorial/YunPackageManager 
 
Para interactuar con el sistema OpenWrt-Yun, se puede usar la línea de comandos o acceder a ella a través de 
la librería bridge que se detalla a continuación. 
 
Comunicando con OpenWRT usando Bridge. 
 
La librería Bridge habilita la comunicación entre Arduino y OpenWRT-yun. Existen muchas clases diferentes que 
facilitan los diferentes tipos de comunicación entre los dos como la clase Console, Process, Bridge, y aqui se va a 
detallar la librería Bridge. 
 





Las interfaces: wifi y Ethernet, USB, tarjeta SD son conectadas a través del AR9331. La clase Bridge nos permite 
conectarnos con ellos así como también usar scripts para comunicarnos con servicios web. 
Más detalle se puede ver en el siguiente link: http://arduino.cc/en/Guide/ArduinoYun#toc19 
 
CommSensum (Ibáñez, 2014) 
 
CommSensum es una plataforma para sensores comunitarios que utiliza open link data y tiene como finalidad 
integrar a los usuarios que generan información y usuarios que desean usar esos datos. Esta plataforma juega un 
rol importante en Smart Cities donde la disponibilidad y la calidad de los datos son unos de los factores claves 
para su funcionamiento. 
 
Lo que le hace atractiva a esta plataforma es que los sensores pueden ser fácilmente conectados sin ningún 
conocimiento técnico lo cual facilita tareas de despliegue, también facilita el uso de su servicio web REST el cual 
suministra su información a las aplicaciones o proyectos que quieran usarla. 
 
El usuario puede usar los datos para sus proyectos, o puede decidir compartir la información con otros usuarios, 
organizaciones o grupos de interés. Ejemplo puede compartir con organizaciones ecologistas o con vecinos pero 
no con compañías privadas. Para facilitar el uso de datos, el sistema usa protocolos estandarizados y datos con 




formatos. Ejemplo se puede estandarizar las palabras predefinidas que deben ser usados para obtener un dato 
como <temperatura, ºC>, <ozono, mg/m3> 
 
Los datos pueden ser integrados con datos que vienen de otros repositorios que forman parte de lo que es 
llamado Open Linked Data (OLD) en el contexto de la web semántica. Esto puede ser alcanzado con el hecho 
que los datos son suministrados usando RDF, un método general para descripciones conceptuales o modelos de 
información que es implementado para recursos web y datos que obedecen al estándar de la ontología de los 
datos de sensores como Semantic Sensor Network (SSN). 
 
El número de aplicaciones son numerosas como reducción de gasolina que provienen de carbones fósiles en 
ambientes domésticos e industriales, distribución de electricidad en redes inteligentes, reducción de emisiones de 
CO2, o adaptación al cambio climático. 
 





REpresentation State Transfer (REST) . Define un set de principios arquitectónicos por los cuales se diseñan 
servicios web haciendo foco en los recursos del sistema, incluyendo cómo se accede al estado de dichos recursos y 
cómo se transfieren por HTTP hacia clientes escritos en diversos lenguajes. REST emergió en los últimos años como 
el modelo predominante para el diseño de servicios. De hecho, REST logró un impacto tan grande en la web que 
prácticamente logró desplazar a SOAP y las interfaces basadas en WSDL por tener un estilo bastante más 
simple de usar. 
 
Una implementación concreta de un servicio web REST sigue cuatro principios de diseño fundamentales: 
 utiliza los métodos HTTP de manera explícita 
 no mantiene estado 
 expone URIs con forma de directorios 
 transfiere XML, JavaScript Object Notation (JSON), o ambos 
 
 






HTTP es un protocolo de transferencia de hipertexto que se usa en la Web. 
HTTP es una sigla que significa Hypertext Transfer Protocol, o Protocolo de Transferencia de Hipertexto. Este 
protocolo fue desarrollado por las instituciones internacionales W3C y IETF y se usa en todo tipo de transacciones 
a través de Internet. 
 
El HTTP facilita la definición de la sintaxis y semántica que utilizan los distintos software web – tanto clientes, 
como servidores y proxis – para interactuar entre sí. 
  
Este protocolo opera por petición y respuesta entre el cliente y el servidor. A menudo las peticiones tienen que 
ver con archivos, ejecución de un programa, consulta a una base de datos, traducción y otras funcionalidades. 
Toda la información que opera en la Web mediante este protocolo es identificada mediante el URL o dirección. 
 
La típica transacción de protocolo HTTP se compone de un encabezado seguido por una línea en blanco y luego 
un dato. Este encabezado define la acción requerida por el servidor. 
Desde su creación, el HTTP evolucionó en diversas versiones. Entre ellas, la 0.9, la 1.0, la 1.1 y la 1.2. 
El protocolo de este tipo opera con códigos de respuesta de tres dígitos, que comunican si conexión fue 
rechazada, si se realizó con éxito, si ha sido redirigida hacia otro URL, si existe un error por parte del cliente, o 
bien, por parte del servidor. 
 
Las aplicaciones y navegadores web tienden a complementar la acción del HTTP como ocurre, por ejemplo, con 
las denominadas “cookies”, que permiten almacenar información de la sesión, función de la que no dispone este 
protocolo, ya que opera sin estado. 
 
Hoy en día, muchas de las direcciones de URL requieren la inclusión del protocolo “http://” para su correcto 
funcionamiento. Este protocolo es usualmente seguido del típico código “www” y luego por la dirección específica 
del sitio web que se desea visitar. 
 
Desde Definicion ABC: http://www.definicionabc.com/tecnologia/http.php#ixzz3NlpuHLkb 
 
Cabeceras del protocolo HTTP 
 
Casi todo lo que se ve en el browser es transmitido a la computadora sobre HTTP. Las cabeceras HTTP son la 




parte principal de los pedidos y respuestas HTTP, y ellos llevan la información sobre el navegador del cliente, la 




Cuando se escribe una URL en la barra de direcciones, el navegador envía un pedido HTTP y este puede lucir 
así: 
 
GET /tutorials/other/top-20-mysql-best-practices/ HTTP/1.1 
Host: net.tutsplus.com 













La primera línea es el pedido HTTP, la cual tiene la información básica del pedido. El resto es la cabecera HTTP. 




Estructura de una petición HTTP 
 
La primera línea del pedido HTTP consiste de 3 partes: 
 
 El “method” indica que tipo de pedido es. Los métodos más comunes son: GET y POST 
 El “path” es generalmente la parte del URL que viene después del host o dominio. Por ejemplo cuando 
pedimos "http://net.tutsplus.com/tutorials/other/top-20-mysql-best-practices/" la parte del path es: 
"/tutorials/other/top-20-mysql-best-practices/". 
 El “protocol” contiene HTTP y la versión, la cual es usualmente 1.1 en los navegadores nuevos 
 
A continuación se lista algunos campos de cabecera del protocolo HTTP: 
 
 
Nombre de campo Descripción 
Accept Utilizado en el mensaje de solicitud para especificar los tipos de soporte aceptables en el 
mensaje de respuesta. Si el servidor no ha podido responder con el content-type 
solicitado, se devuelve el código de estado HTTP 406 No aceptable. 
Accept-Encoding Utilizado en el mensaje de solicitud para restringir las codificaciones aceptables en el 
mensaje de respuesta. Si no se especifica un valor, la codificación del mensaje de 
respuesta se establece en identity (sin codificación) de forma predeterminada. 
Si el servidor no ha podido responder con ninguna de las codificaciones de contenido de 
la lista, se devuelve el código de estado HTTP 406 No aceptable. 
Accept-Language Utilizado en el mensaje de solicitud para enviar la lista de idiomas aceptables para el 




Nombre de campo Descripción 
mensaje de respuesta. Por ejemplo, "Accept-Language: da, en-gb", significa que el 
idioma preferido es el danés pero que el inglés británico también se acepta. 
Content-Encoding Describe la codificación de contenido que se utiliza en el cuerpo de entidad. Si se 
especifica una codificación de contenido no soportada, se devuelve el código de estado 
HTTP 415 Tipo de soporte no soportado. 
Content-Language Identifica el idioma del mensaje de respuesta que se devuelve al destinatario. 
Content-Type Indica el tipo de soporte del cuerpo de entidad enviado al destinatario. 
Accept Utilizado en el mensaje de solicitud para especificar los tipos de soporte aceptables en el 
mensaje de respuesta. Este parámetro es equivalente al campo HTTP Accept. 
accept-encoding Utilizado en el mensaje de solicitud para restringir las codificaciones aceptables en el 
mensaje de respuesta. Este parámetro es equivalente al campo HTTP Accept-Encoding. 
 
Sintaxis JSON 
La sintaxis JSON (JavaScript Object Notation) es un sub set de la sintaxis de notación de objetos de JavaScript. 
 Data es una pareja de nombre/valor 
 Los datos son separados por comas 
 Los objetos se delimitan con llaves { } 
 Los arreglos se delimitan con corchetes [ ] 
 
Datos JSON 
JSON data es escrito como parejas nombre/valor. 







Los valores de JSON pueden ser: 
 
 Un número (entero o coma flotante) 
 Un string (entre comillas) 




 Un Boolean (verdadero o falso) 
 Un arreglo (entre corchetes ) 




Los objetos JSON son escritos entre llaves. 







Arreglos JSON son escritas dentro de corchetes. 




    {"firstName":"John", "lastName":"Doe"}, 
    {"firstName":"Anna", "lastName":"Smith"}, 
    {"firstName":"Peter", "lastName":"Jones"} 
] 
 
Cabeceras HTTP para JSON 
 





Cómo funciona un sensor semiconductor 
 
Una capa sensora, compuesta por un metal oxido, generalmente SnO2, es calentado por una estructura 




calentadora. Cuando los productos químicos son absorbidos en su superficie, su conductividad eléctrica cambia 
localmente; esto conduce a un cambio de su resistencia eléctrica. Analizando los cambios de la resistencia en el 
tiempo, comparado con valores de resistencia se puede obtener información acerca de la variabilidad de 
concentraciones de gas. 
 
La línea base de resistencia puede variar mucho de sensor en sensor y de acuerdo a las condiciones de medición, 
es por eso que el fabricante recomienda monitorear su sensibilidad periódicamente. El cambio relativo de la 
resistencia del sensor Rs contra la línea base de resistencia Ro; S=(Rs-Ro)/Ro. Esto permite la realización de 
aplicaciones con detección de cambios de concentraciones de gas antes que un valor absoluto. 
 
Es necesario un tiempo para calentar el sensor antes de obtener el valor de concentración de gas. El sensor 
necesita algún tiempo para llegar a un equilibrio en su reacción química. Como el sensor cambia de temperatura, 
algunos productos químicos serán liberados y algunos serán absorbidos por la superficie sensora y la 
conductividad se estabilizará. 
 
La estabilización es más rápida cuando opera a gran temperatura. Es por eso que a veces se usa un periodo de 
precalentamiento antes de tomar medidas. 
 










Capítulo II. PRUEBAS 
 
 
Existen diferentes tipos de placas en el mercado que se usan para desarrollar proyectos donde se involucre tanto 
hardware como software y son open source, se  puede mencionar a: Arduino, libelium, raspberry entre otros. 
Cada uno de ellos tiene sus fortalezas y debilidades que se los va a mencionar más adelante. 
 
Un pequeño esquema de lo que se desea lograr se indica a continuación: 
 
 
Se usará una de las placas open source en la cual se conectará un sensor de gas para medir la calidad del aire. 
La información que genere este sensor se enviará a un servidor web a través de internet, usando una conexión 
wifi o Ethernet, dependiendo lo que tenga el usuario instalado en su casa. Finalmente esta información será 
almacenada en el servidor web y esta información podrá ser accedida por diferentes usuarios. 
 
En el mercado se encuentra varias tecnologías para cada uno de los componentes de lo que se desea hacer, 
como por ejemplo: 
 
Placas open source: Libelium, arduino, raspberry, mbed. 
Sensores de gas más comunes, comercialmente: sensores electroquímicos, sensores resistivos (metal oxido). (Núria 
Castell, 2013) 
Conexión: wifi, Ethernet, GSM, Wireless, 3G 
Servicios de Almacenamiento: CommSensum, Carriot, Xively. 





En nuestro intento por conseguir unos datos fiables a bajo costo, se hizo pruebas con algunas de las placas 
citadas, lo cual se va a detallar a continuación. 
 
 
Pruebas con Libelium. 
 
La empresa Libelium tiene su producto Waspmote (ver: http://www.libelium.com/products/waspmote/), el cual es 
un dispositivo con su plataforma open-source. Lo más importante de este producto es su diseño para bajo 
consumo de energía. Funciona con pilas recargables o con panel solar que también distribuye la empresa 
Libelium. Al igual que su competencia, tiene placas con características especiales como placas para conexión de 
sensores de gas (Sensor board). 
 
El Waspmote entre otros interesantes módulos viene integrado con lo siguiente, que son de mucha utilidad, y que 
en otros casos tocaría comprarlo e instalarlo por separado: 
 
RTC. Real time clock, el cual permite almacenar la hora actual y no es volátil o sea que no se elimina esa 
información al estar el dispositivo desconectado o apagado. El waspmote también utiliza el RTC para configurar 
alarmas ayudando a ahorrar energía porque apaga el dispositivo cuando no necesite actuar y se despierta solo 
el momento que deba actuar para tomar datos y transmitir la información. 
 
Sensores. Viene incorporado con un sensor de temperatura y un acelerómetro. 
 
Conexión inalámbrica. Tiene diversas tecnologías inalámbricas como son: 3G, GSM, Wifi, entre otras. Se debe 
comprar el waspmote con la conexión que necesitemos usar. Luego se le puede incluir una diferente conexión 
comprando placas adicionales para esto. 
 
Memoria. SRAM 8KB 
Micro controlador: ATMega1281 
Plug&Sense 
 
La empresa Libelium a más de comercializar el producto waspmote, también comercializa con sensores 
compatibles y todo el hardware que se requiera para los proyectos de IoT. Tiene otro producto, llamado 




plug&sense el cual ayuda a  solucionar la parte del hardware dejando a los desarrolladores que se preocupen 
sólo de la programación y ya no del hardware. Es así como existe diferentes tipos del producto plug&sense 
según el uso que se le quiera dar, como los siguientes modelos (Libelium C. D., pág. Plug&Sense): 
 
 Smart Environment (Sensores en calidad del aire, entre otros el Ozono) 
 Smart Water (Sensores calidad del agua para ríos, lagos u océano) 
 Smart Cities (Sensores para aplicaciones en espacios urbanos) 
 Smart Parking (Detectar sitios libres de parqueo) 
 Smart Agriculture (Sensores para monitorear calidad de vinos, irrigación selectiva) 
 Smart security (Enfocada en detección de intrusos) 
 
La idea del Plug&Sense es dar toda la facilidad a los programadores para que solo se encarguen del desarrollo 
de la aplicación, la cual es su especialidad, y no pierdan tiempo en el hardware. 
 
Plug&Sense viene con una caja que protege a la placa y se lo puede usar tanto para interiores como exteriores. 
 
Viene con conectores externos para poner el sensor que se desee, sin necesidad de abrir la caja. 
Viene con conector USB para conectar a la computadora y realizar la programación y pruebas. 
La alimentación de energía se lo hace vía USB o con pilas recargables o panel solar para su puesta en 
producción en exteriores. 
 
Viene con diferentes tipos de conexión a escoger como por ejemplo Wifi o GSM. 
Para este proyecto se usó el Waspmote Plug& Sense del modelo Smart Environment, a continuación las 
características donde indica que sirve para medir Ozono (O3)y con conexión Wifi 





Puede integrar 11 diferentes módulos de radio, el que usamos en la prueba es Wifi: 
 
 




Su precio está alrededor de los 500EUR. 
 
A esto se suma la opción de alimentación de energía, alrededor de 50 euros. 
También se suma los sensores de humedad, temperatura y Ozono, alrededor de 100 Euros. 
 




Libelium también provee las placas para que el desarrollador pueda realizar pruebas más avanzadas o 
personalizadas. Tiene por ejemplo una placa de gases (ver: http://www.libelium.com/products/ 
waspmote/sensors/), donde se puede conectar el sensor de gas deseado, en nuestro caso se conecta el sensor de 
gas de ozono. Esta placa facilita la conexión electrónica ya que tiene resistencias variables las cuales se pueden 
cambiar su valor vía software. El cambio de resistencia ayuda a obtener un mejor resultado en la lectura de los 
gases. 




Esta placa de gases se conecta a otra placa de Libelium que posee el procesador, el SD, RTC y se escoge según 








El precio de esta placa está alrededor de 160 euros. 
 
De igual manera que el anterior, se escoge una fuente de alimentación de energía. Estas placas siempre 
necesitan estar conectadas a una fuente de energía, aún cuando estén alimentadas vis USB al conectarse a un 
PC. Las pilas recargable están vienen desde los 30 euros hasta 140 euros, para las pruebas se puede considerar 
una de 40 euros. 
Tarjeta SD de 2GB por 30 euros. 
También se suma los sensores de humedad, temperatura y Ozono, alrededor de 50 Euros. A diferencia del 
anterior, aquí solo se necesita el sensor para ponerlo en la placa. El del plug&sense viene con un cable para 
conectarle fuera de la caja, sin necesidad de abrir la caja. 
Se debe sumar una caja para exteriores, 30 euros 
 




Una solución aún más económica a la solución ya ofrecida por libelium son las placas de Arduino. 
Las placas de arduino son placas más sencillas donde todo hardware o elemento que se necesite se lo va 
añadiendo en un protoboard y conectando a través de sus puertos de entrada y salida. 
 
Arduino también es una placa open-source y está pensada para ayudar a los programadores a involucrarse con 
el hardware y el IoT y realizar sus prototipos. 
 
Arduino, a diferencia de Libelium no se preocupa del consumo de energía. Son placas para realizar prototipos 
donde siempre debe tener su fuente de energía conectada. 
 
El RTC tampoco viene incluido, se lo debe instalar aparte. Esto tiene como inconveniente que siempre se debe 
actualizar la hora en la placa arduino. Cada vez que se lo ponga en funcionamiento, una de las primeras cosas a 
desarrollar es la actualización de su fecha, o en su defecto trabajar con workarounds para controlar este tema 
como puede ser utilizar contadores o extraer la fecha de algún servidor. 
 
Algunas placas de arduino, tampoco viene con slot para el SD Card, para lo cual se debe comprar una placa 
adicional con SD Card, estas placas adicionales son llamadas 'Shields'. 
 




Una lista reducida de placas arduino se detalla a continuación: 
 Arduino Uno 
 Arduino Leonardo 
 Arduino Yun 
 Arduino Mega 2560 
 Arduino Robot. 
 
Lista reducida de shields: 
 Arduino GSM shield 
 Arduino Ethernet shield 
 Arduino Wifi Shield 
 Arduino Proto shield 
 
Como se puede ver para obtener algo parecido al waspmote de libelium, se debe comprar un arduino más un 
shield, para tener el procesador y una conexión inalámbrica. Las pruebas se realizó con el Arduino Mega 2560 
que tiene mucha memoria y SRAM varios puertos de entrada salida y el Arduino Yun, que tiene como fortaleza 
que viene incluido el wifi, sd card y no necesita adquirir un shield aparte, al menos para nuestro proyecto. 
 
Arduino Mega 2560 
 
Tiene como micro controlador al: ATmega2560. 16 pines para señal Análoga y 54 pines para señal digital. 
Tiene una memoria SRAM 8KB (ver: http://arduino.cc/en/Main/ArduinoBoardMega2560) 
Valor aproximado: 40EUR 






Arduino proto wireless sd-shield. 
 
Shield que soporta comunicación conexión inalámbrica y tiene el SD card. (ver: 
http://arduino.cc/en/Main/ArduinoWiFiShield) 
 




Al igual que en las pruebas de Libelium con placas, se usó el módulo de wifi: RN-XV Wifly Module de Roving 
Networks.   
 
Valor aproximado 35EUR 





A esto se suma un SD y los sensores de humedad, temperatura y ozono por un valor aproximado de 100 euros. 
Se debe sumar una caja para exteriores, alrededor de 30 euros. 
 
Toda esta opción sale alrededor de 230 euros 
 
Pruebas en resumen 
 
Se realizó pruebas con Waspmote de Libelium, obteniendo los siguientes resultados: 
 
Al usar el Plug & Sense se obtuvo muy buenos resultados, los códigos de ejemplo que comparte Libelium, 
permitieron desarrollar cómodamente la aplicación para medir la concentración de ozono en el aire con el sensor 
de Ozono MICS2610 y transmitir los datos vía Wifi al servidor central. 
 
Con la experiencia adquirida se intentó bajar aún más los precios de la inversión para el proyecto y se buscó 
utilizar, en lugar del Plug& sense, crear uno mismo el circuito en un protoboard. 
 
Con esto en mente se empezó a utilizar la placa del waspmote con la placa de gases y de igual manera, se 
obtuvo buenos resultados. 
 
Pero se podía bajar aún más los precios y en lugar de usar la placa de gases se podía usar un protoboard y 
montar ahí el sensor. Esto daba más flexibilidad al proyecto, ya que no se limitaba a tener un solo sensor de gas, 
sino que se podía tener más de un sensor conectado al waspmote y conseguir un mayor número de lecturas de 
sensores conectadas en una sola placa. 
 
Con las pruebas realizadas, se determinó que el sensor necesitaba un tiempo largo de estar conectado con 




energía eléctrica para que el sensor funcione bien y de valores más cercanos a la realidad. Es por esta razón 
que la idea inicial de instalar un sensor a una placa con bajo consumo eléctrico ya no tendría sentido puesto que 
el sensor necesitaba como mínimo estar alimentándose durante 5 minutos ininterrumpidamente para medir el 
ozono. 
 
Por esta razón se empezó a dejar de lado la solución del waspmote de Libelium, puesto que la gran ventaja del 
waspmote era el ahorro de energía con sus procesos de sleep o hibernate para ahorrar energía; pero no se 
sacaba provecho a esto debido a que se debía tener encendido el equipo para calentar el sensor de ozono. Fue 
así que se hizo pruebas con equipos más baratos que siempre están conectados a una fuente de energía 
eléctrica como el Arduino. 
 
En el laboratorio se disponía del Arduino Mega 2560 y se realizó pruebas con él, se puso la misma lógica de 
programación con los cambios correspondientes para que compile y funcione en el nuevo micro controlador. Las 
diferencias más importantes que se encontraron fueron que el Arduino no disponía del RTC y por tanto no 
guardaba la fecha y hora cuando se desconectaba. Otra de las diferencias, es la ausencia de un método o 
proceso para ahorrar energía como eran los procesos de sleep y wake up. El RTC no viene por defecto en el 
dispositivo, pero la investigación daba alternativas de solucionar esto, siempre con la adquisición de nuevo 
hardware para implementarlo. 
 
Para la conexión vía wifi, se debía tener un shield de wifi, donde existen librerías para que su programación sea  
sencilla, pero al tener en el laboratorio un wireless shield, donde la documentación indica que también es posible 
hacer conexión wifi, se usó éste. Aquí se tuvo algunos problemas puesto que no existen librerías estables para 
que la conexión wifi funcione y se debía hacer varios cambios en el hardware como por ejemplo: 
 
Desconectar o cortar los pines 1 y 2 del shield para que no se conecten a la placa del arduino. 
Hacer un puente entre los pines 6 y 7 para poder comunicarse directamente con el wifi. 




Finalmente se decidió realizar la prueba definitiva con el Arduino YUN, debido a que involucra tanto la placa 
arduino de bajo costo y al mismo tiempo tiene implementado la conexión wifi y Ethernet en la misma placa y 
viene con slot de SD. Esto rebaja a adquirir un solo hardware por el valor de 80EUR. 
 




A esto se suma un SD y los sensores de humedad, temperatura y ozono por un valor aproximado de 100 euros. 
Sumar una caja para exteriores, alrededor de 30 euros. 
Toda esta opción sale alrededor de 210 euros. 
 
Como se ve con respecto a precios, es más conveniente hacerlo uno mismo usando las placas Arduino. Por las 
razones aquí detalladas se escogió usar la placa Arduino YUN. 
 









Capítulo III. DESARROLLO 
 
Arduino YUN Paso a paso. 
 
El Sensor. Ozono 
 
Previamente ya se indicó cómo funciona un sensor en el apartado: XXXX, ahora vamos a centrarnos en el sensor 
de ozono Ozono MICS 2614 (versión nueva) o MICS2610 (versión anterior) que son los que usamos en este 
proyecto. 
 
Primero, vamos a analizar el circuito que se debe implantar para el sensor de ozono, esta información viene en el 
datasheet del sensor detallada por el mismo fabricante, y se lo puede ver  en el siguiente link: 
http://www.gassensor.ru/data/files/ozone/mics-2610.pdf 
 
Este datasheet da detalle técnico y del funcionamiento del sensor, como por ejemplo el voltaje necesario para 





Figura : Circuito equivalente a MICS2610 




Como se explicó anteriormente un sensor electroquímico consiste de un electrodo de detección y un contra-
electrodo separados por una delgada capa de electrolitos. 
Esto se representa en la gráfica como RS y RH, que los llamaremos “Rsensor” y “Rheater” 
 
A continuación se muestra la tabla de especificaciones técnicas del sensor (Sensortech, 2014) 
 
Parameter Symbol Typ Min Max Unit 
Heating power PH 80 66 95 mW 
Heating voltage VH 2.35 - - V 
Heating current IH 34 - - mA 
Heating resistance 
at nominal power 
 
RH 68 58 78 Ω 
 
Aquí indica el “Heating voltage” que el sensor necesita para su correcto funcionamiento, 2,35V. Para obtener este 
valor con una alimentación de 5V, como se indica en el siguiente diagrama, se necesita una resistencia de 82 Ω 
conectada en serie con el Rheater, según el link de los fabricantes y el datasheet,  esto se puede comprobar 
utilizando la ley de Ohm: 
 V=IR 
 
Si alimentamos con 5 V y se necesita que RH tenga 2.35V, se puede calcular el valor de Rserial usando la ley de 
Ohm indicada y sabiendo que la corriente es la misma a través de cada resistencia en una conexión en serie, se 
obtiene las siguientes fórmulas:   
 
 
        
          




                      
                                     
        
            









RS sale 78 Ω, muy similar a lo recomendado por el fabricante: 82 Ω. Con estos cálculos se puede colocar 
diferentes valores de resistencias en RS para obtener valores de Rheater siempre que esté entre los valores 
mínimo y máximo recomendado por el fabricante. 
 





El valor que se necesita leer es Rsensor, por tanto se debe convertir el valor de Vout leído por nuestra en placa 
en Resistencia  y éste se obtiene con la siguiente fórmula deduciendo de la ley de Ohm  (Vout del diagrama es 
Vsensor en la siguiente fórmula): 
               
       
           
  
 
Más información en el link: http://www.sgxsensortech.com/sensor-selector/#prod_745 
 
Utilizamos la regla de división de voltaje como se muestra en la siguiente figura para obtener los valores de 
Voltaje y resistencia del sensor. Para eso usamos el valor de la resistencia Rload. (Storr, 2014) 
 
Figura: Diagrama básico 






Como se necesita para la resistencia Rs un valor de 82 Ω, si no se encuentra en el mercado, se puede obtener 
una resistencia relativa conectando otras resistencias de otros valores en serie o paralelo y siguiendo la ley de 
Ohm obtener el valor deseado, así por ejemplo para obtener 82 Ω se puede conectar 3 resistencias en paralelo 


















   
 
 
   
 
 





   
   
   
 









Montaje de placa 
 
Se toma como referencia el Diagrama básico para crear el circuito del ozono y se monta el circuito en un 
protoboard. La alimentación del circuito se lo extrae del arduino a través de los pines de alimentación de 5V y 
tierra. Como pin para leer la información del ozono se utilizará el pin análogo A0. El sensor de ozono se conecta 










En el siguiente esquema se hace una relación entre el Diagrama básico y el montaje con el arduino. 
 
El pin 1 y 3 del sensor pertenecen al Rheater. 
 El pin1 se conecta a la corriente de 5V pasando primero por las resistencias R1, R2 y R3 que en conjunto 
forman 82,5 Ω y forman el Rserial del Diagrama básico. 
 El pin 3 se conecta directamente a tierra. 
El pin 2 y 4 del sensor pertenecen al Rsensor. 
 El pin 2 se conecta directamente a tierra. 
 El pin 4 se conecta a la corriente de 5 V pasando primero por la resistencia R4 con un valor de 10k Ω 









Código para el arduino yun 
 
Como se indicó previamente (ver sección:  
Arduino Yun) el arduino Yun tiene 2 procesadores, uno se encarga de conectarse y controlar la placa, leer los 
datos de los pines de entrada y salida básicamente y el otro de conectarse y controlar el SD, la conexión a 
internet, entre otros. El primer procesador es similar al resto de modelos arduino y el segundo procesador es un 
pequeño Linux, llamado linino. 
 
Una explicación detallada del arduino yun se encuentra aquí: (Arduino, 2014) 
 
Primero bajamos el IDE para programar Arduino Yun. A la fecha actual, el último IDE para programar en YUN es 
la versión  1.5.8 en estado Beta. Como indica la documentación se necesita esta versión Beta o superior para 
programar para Yun. El Ide se lo puede bajar del link del arduino, opción Download: 
http://arduino.cc/en/Main/Software 
 
Lectura pin análogo 
 
Se lee el valor del pin mediante el método analogRead, así: 
 
int sensorValue = 0;  // variable to store the value coming from the sensor 
 
void loop() { 
  // read the value from the sensor: 





Cómo interpretar el valor leído: 
 
El valor que se obtiene del método analogRead es un entero que va de un rango entre 0-1023. Este valor 
representa al voltaje que ingresa por el pin A0 (con una resolución de 10 bits). Para pasarlo a voltaje se debe 
hacer una regla de 3, donde 0 corresponde a 0V y 1023 corresponde a 5V. Por tanto la fórmula para pasar a 
voltaje es: 
 




float vs = sensorValue * (5.0 / 1023.0); 
 
Una explicación más detallada se lo encuentra en la sección: La resolución del convertidor 
 
Para obtener un mejor resultado en la lectura se realiza varias lecturas al pin mencionado y se saca un promedio, 
esto para evitar las oscilaciones del voltaje y encontrar el valor más preciso. 
 
Utilizamos la fórmula de la ley de Ohm para convertir el valor de voltaje a resistencia. 
 
  float rs; 
  float vcc = 5.0; 
  float rl=10000.0; 
  rs = rl*( vs/(vcc-vs))/1000; //in kOhms 
 
Toda esta lógica se va a juntar en un método llamado readO3 que se lo va adjuntar más abajo en la sección: 
Código para el arduino YUN 
Obtener hora actual 
 
Se utiliza la librería 'Bridge' del Arduino YUN que sirve para comunicarse entre arduino y la parte Linux, 
explicado anteriormente en la sección: Comunicando con OpenWRT usando Bridge. 
 
Con bridge ejecutamos el comando 'date' de Linux y obtenemos la fecha y hora del sistema. 
El código completo se lo puede extraer del código ejemplo: Bridge/TimeCheck. 
 
En nuestro caso obtendremos la fecha y hora UTC con el formato ISO 8601 para su mejor comprensión y dejar 
estandarizado para que sea entendido por otros sistemas, ejemplo: 
   2014-12-26T02:59:37Z 
 
Para conseguirlo se debe ejecutar el comando ‘date’ con los siguientes parámetros: 
 
   date -u +%Y-%m-%dT%H:%M:%SZ 
 
El código en arduino para conseguirlo sería el siguiente: 
 
//Get time from linino and return in correct format. ISO date 
String getTimeStamp() { 




  String result; 
   
  Process time; 
  time.begin("date"); 
  //get UTC date 
  time.addParameter("-u"); 
  //format the date 
  time.addParameter("+%Y-%m-%dT%H:%M:%SZ"); 
  time.run(); 
 
  while(time.available()>0) { 
    char c = time.read(); 
    if(c != '\n') 
      result += c; 
  } 
 
  return result; 
} 
 
Guardar en SD 
 
De igual manera que el anterior método, también se utiliza el bridge para acceder a la parte Linux y tener 
acceso al SD. Un ejemplo de código se obtiene de los ejemplos de Arduino: Bridge/Datalogger 
 
Se creó un método para crear un nuevo archivo cada vez que se enciende el equipo con el fin de mantener un 
histórico de los datos y no sobrescribir el archivo anterior, usando el siguiente método: 
 
#define FILENAMETEMPLATE "/mnt/sda1/DATA%04d.txt" 
 
void nextIncrementalFilename() 
{   
  byte i=0;   
  sprintf(filename, FILENAMETEMPLATE, i); 
  while(FileSystem.exists(filename)) 
    sprintf(filename, FILENAMETEMPLATE, ++i);     
} 
 
Finalmente se tiene el código, que se indica a continuación, para almacenar la información en el SD. Toda esta 




void sdData(String dataString) 





  File dataFile= FileSystem.open(filename, FILE_APPEND); 
    if (dataFile) { 
      dataFile.println(dataString); 
      dataFile.close();   
    }else{ 
        Serial.print("error opening file "); 




Hacer Post con JSON. 
 
La información se debe almacenar en un servidor central, para esto se utilizará el api del sitio web llamado 
CommSensum: http://commsensum.pc.ac.upc.edu/ 
 
Este sitio como se indicó en el apartado  
CommSensum, ofrece un servicio web con llamadas tipo REST para almacenar la información de nuestros sensores. 
Previamente se configuró el sitio creando un proyecto y la información de sus respectivos nodos como se indica en 
el apartado: Pasos para configurar un proyecto en CommSensum. 
 
Un ejemplo básico de código para conectarse con un sitio web está en los ejemplos: Bridge/HttpClient. 
Este ejemplo hace una llamada get, pero sirve para confirmar que el arduino esté correctamente conectado a 
una red y tenga acceso a internet. 
 
Con bridge ejecutamos el comando 'curl' de Linux para hacer llamadas en internet tipo get o post. Como ejemplo 
se ejecuta el comando curl y se envía la dirección url, ahí hace un get y muestra el resultado, así: 
 
 curl http://arduino.cc/asciilogo.txt 
 
 
El protocolo HTTP tiene cabeceras estándar ue se envían por cada requerimiento, y éstas deben ser editadas 
para hacer una llamada post, como se indicó previamente en el apartado: Cabeceras del protocolo HTTP 
 
Estas cabeceras se deben cambiar para formatear correctamente la llamada y reconozca la llamada json, así 
como también enviar el usuario y su password, así: 
 




User:    <nombre_Usuario> 
X-ApiKey:   <clave_apikey_usuario> 
User-Agent:   <nombre_dispositivo> 
Accept:    application/json 
Content-Type:   application/json 
 
Finalmente se construye el cuerpo del pedido donde se pone la llamada JSON. Aquí se pone las parejas clave: 
valor, como se indica en el apartado: Sintaxis JSON 
 
  { “clave1”:”valor1”, “clave2”:”valor2” } 
 
Se debe añadir los parámetros necesarios para cambiar la llamada get a post, editar la cabecera y enviar el 
cuerpo de la llamada con el comando curl, así: 
 
curl -X POST -H "Content-Type:application/json" -H "User-Agent: nombre_dispositivo" -d 
{“clave1”:”valor1”,”clave2”:”valor2”} http://url.com 
 
El código para realizar esta llamada con el componente bridge sería así: 
 
//Prepare the request to send to CommSensum. 








  process.begin( "curl" ); 
  process.addParameter( "-X" ); 
  process.addParameter( "POST" ); 
 
  //Header 
  process.addParameter( "-H" ); 
  process.addParameter( "Content-Type:application/json"  ); 
  process.addParameter( "-H" ); 
  process.addParameter( "User-Agent: castorYun"   ); 
  process.addParameter( "-H" ); 
   sprintf(  buffer,   "User: %s",  PARSE_USER  ); 
  process.addParameter( buffer ); 
  process.addParameter( "-H" ); 
  sprintf(  buffer,  "X-ApiKey: %s",  PARSE_KEY  ); 
  process.addParameter( buffer ); 




  process.addParameter( "-H" ); 
  process.addParameter( "Accept: application/json" );    
 
  // JSON body 
  process.addParameter( "-d" ); 
  String bufferData="{\"date\":\""+startDate+String("\","); 
    bufferData+="\"magnitude\":\""+magnitude+String("\","); 
    bufferData+="\"node\":\""+String("870")+String("\","); 
    bufferData+="\"value\":\""+value+String("\","); 
    bufferData+="\"unit\":\""+unit+String("\""); 
    bufferData+="}"; 
  process.addParameter( bufferData ); 
    
  // URI 
  sprintf( 
    buffer, 
    "http://%s/%s/%s/%s", 
    PARSE_API, 
    PARSE_VERSION, 
    PARSE_PROJECT, 
    stream.c_str() 
  ); 
  process.addParameter( buffer );   
 
// Run the command 
  // Synchronous 
  process.run(); 
 
 char c; 
 // While there is data to read 
 while( process.available() ) 
 { 
   // Get character 
   c = process.read(); 






Arduino tiene 2 métodos setup y loop. Setup lo ejecuta una vez, y aquí se pone el código que tenemos para 
configurar y se va a ejecutar sólo una vez cuando se prende el dispositivo. 
Loop en cambio es una operación iterativa donde se pone nuestra lógica de lectura o escritura que se ejecuta de 
manera repetitiva. 
 
Por tanto, en el setup ponemos la lógica para: 




 Crear el archivo para almacenar la información. 
 La lógica para configurar los pines de entrada o salida 
 Obtener la fecha y hora actual 
 
 
void setup() { 
//Start Bridge 
   Bridge.begin(); 
 
  // Setup the serial interface for reporting data to a computer 
  Serial.begin(9600); 
   FileSystem.begin(); 
  
  pinMode(led, OUTPUT); 
  pinMode(A0, INPUT); 
  pinMode(A1, INPUT); 
  
  nextIncrementalFilename(); 
 
  sdData("Date\tKOhms\tKOhms\t% Humidity\tºC Temp"); 
 
  ProcExec("ntpd","-nqp 0.openwrt.pool.ntp.org"); 




En el método loop se llama a la lógica para leer los valores de los sensores, almacenar en el SD y la llamada 
post al servidor  para almacenar la información leída. El detalle de este método se pondrá más abajo en la 
sección: Método Loop 
 
Conectar 2 sensores ozono y uno de temperatura - humedad 
 




 Arduino YUN 
 Tarjeta SD 
 Placa de protoboard 




 2 sensores MICS-2610 o MICS-2614 
 1 sensor DHT11 
 2 resistencias 82Ohms, o las resistencias para obtener un vaor relativo. 
 2 resistencias de 10KOhms 
 Cables 
 Cable miniusb 




Para conectar 2 sensores de ozono se va a utilizar el mismo diagrama básico indicado previamente y se lo 
duplicará, como se indica en el siguiente diagrama. 
 
Como se observa se está conectando en paralelo el diagrama básico. Al conectar en paralelo, el voltaje es el 
mismo entre el Vcc y GND en cada ramal, igual a 5V. Por tanto los valores de las resistencias son las mismas que 
las indicadas anteriormente y lo que se necesita es suministrar más corriente.  
 
 
Rserial1 = Rserial2 = 82Ohms 
RLoad1 = RLoad2 = 10 Kohms 
 
Conexión con Arduino. 
 




El siguiente diagrama indica como conectar los 2 sensores de ozono MICS2610 y el sensor de temperatura – 
humedad DHT11 
 
Pines de entrada: 
A0 Lectura de voltaje de sensor1 de ozono 
A1 Lectura de voltaje de sensor2 de ozono 
8 Lectura de temperatura – humedad 
 
Código para el arduino YUN 
 
A continuación se indica el código para leer el voltaje de los sensores de ozono y transformarles a resistencia que 
es el valor que vamos a almacenar en la base de datos. 
 
Se va a leer 10 veces el dato del sensor y a sacar un promedio de los valores leídos, con el fin de obtener un 




valor promedio para del sensor para desechar lecturas erróneas. Finalmente se convierte el valor del voltaje a la 
resistencia usando la fórmula de la ley de ohm. 
 
float readO3(byte pin) { 
  byte i; 
  int gasVal; 
  float vs; 
  float rs; 
  float vcc = 5.0; 
  float rl=10000.0; 
   
  gasVal = 0; 
  for(i=0; i<10; i++) { 
    gasVal += analogRead(pin); // read the O3 value 
    delay(100); 
  } 
 
  // Average ADC counts -> voltage 
  vs = vcc*((gasVal/10.0)/1024.0); 
   
  // Convert the voltage to a resistance 
  rs = rl*( vs/(vcc-vs))/1000; //in kOhms 
   





Función iterativa donde leemos los valores de los sensores y lo guardamos en la base de datos. 
Se incluye también la lógica para leer los valores del sensor de humedad y temperatura DHT11. Para esto 
utilizamos una librería open-source que hace las lecturas del DHT11, link: 
http://playground.arduino.cc/main/DHT11Lib 
 
Luego de tener los datos de los sensores, se guarda la información en el SD usando el método sdData. Finalmente 
para almacenar la información en el servidor web, se usa el método llamado request que fue indicado 
previamente, el código quedaría así: 
 
void loop() { 
  //first ozone sensor 
  char s2[20]; 
  //second ozone sensor 
  char s4[20]; 
  //temperature and humidity 




  char s5[20]; 
  char s6[20]; 
  String startDate; 
   
   
      // we use integer division and mutplication to clear the last digits of the time 
    // as time is used to schedule next loop execution this avoids the time drift between sensors 
  unsigned long time; 
  time = (millis()/1000)*1000; 
   
  float r1=readO3(o3Pin); 
   
  dtostrf(r1, 8, 4, s2); 
   
   
  float r2=readO3(o3Pin1);   
  dtostrf(r2, 8, 4, s4); 
   
  int chk = DHT11.read(8); 
  switch (chk) 
  { 
    case 0: 
         dtostrf(DHT11.humidity, 8, 3, s5); 
         dtostrf(DHT11.temperature, 8, 3, s6); 
         break; 
    default: 
  sprintf(s5,"NAN"); 
  sprintf(s6,"NAN"); 
  break; 
  } 
  startDate=getTimeStamp(); 
 
  sprintf(buffer,"%s\t%s\t%s\t%s\t%s", 
    startDate.c_str(),s2,s4,s5,s6); 
 
  sdData(buffer);   
 
  request(startDate,"streamGasBoardLibelium","O3r",s2,"KOhms");   
  delay(1000); 
  request(startDate,"streamO3r","O3r",s4,"KOhms"); 
  delay(1000); 
  request(startDate,"streamHumidity","humidity",s5,"%"); 
  delay(1000); 
  request(startDate,"streamTemperature","temperature",s6,"ºC"); 
  delay(1000); 
 
  delay(PERIOD-(millis()-time)); 
} 
 
En este link indica los límites máximos de los pines del Arduino. 






Arduino provee una corriente máxima de 200mA. Cada sensor de ozono funciona con una corriente máxima de 
40mA. El sensor de temperatura-humedad usa una corriente de 2.5mA. Por tanto teóricamente se puede conectar 
un máximo de 4 sensores de ozono más un sensor de Temperatura-humedad. 
 
Capítulo IV. RESULTADOS 
 
Para comprobar que los datos leídos por los sensores son correctos, se consiguió apoyo de CSIC para comparar 
las lecturas y ubicar nuestro sensor alado del suyo. Con esto podemos comparar hasta obtener un valor lo más 
parecido al valor real mostrado por CSIC. 
 
Los datos de CSIC se muestran a través de la página web de la generalitat de Catalunya, 
http://www14.gencat.cat:80/icqa/AppJava/start.do 
 
En esta página web buscamos el sitio Palau Reial, que es donde estamos haciendo las pruebas y es el sensor de 
CSIC con el que vamos a comparar nuestras lecturas. 
El proyecto CommSensum obtiene periódicamente los mismos datos y los guarda en su base de datos, por lo 
tanto para facilitar nuestros cálculos vamos a usar los datos que están guardados en CommSensum. 
 
El sitio de CommSensum, actualmente posee una página para leer datos y los muestra en gráfica o tabla, es la 
opción TestQuery: http://commsensum.pc.ac.upc.edu/cpanel/testquery/ 
 
Aquí ponemos entre otros datos el tipo de dato leído, el nodo o sensor del cual queremos obtener los datos y el 
rango de fechas. 
Para nuestro caso: 
 El tipo de dato es O3. 
 El nodo Id es 673 que corresponde a Barcelona (Palau Reial) 
 Rango de fechas 
 
Por ejemplo se puede obtener los datos a partir del primero de octubre 20141001T130000 
/observations/observedproperties/O3/sensors/673/samplingTimes/20141001T130000::20141020T234444 





En la pantalla se obtiene los datos en una grafica, en una tabla o sin ningún formato. Cabe indicar que el CSIC 
obtiene datos cada hora exactamente a los 0 minutos 0 segundos de cada hora y los almacena en horario de 
Barcelona-España. También hay que indicar que estos datos son almacenados en unidad de       
 
 
Estos datos se comparan con los datos guardados por nuestro sensor. A continuación vamos a detallar los pasos 
para obtener la información almacenada por nuestro waspmote de libelium que se indicó en primer lugar en este 
documento. 
 
De la misma manera que el anterior se obtienen los datos usando el sitio web de CommSensum con los siguientes 
datos: 
 
 El tipo de dato es O3. 
 El nodo Id es 868 
 Rango de fechas A partir del primero de octubre. 20141001T130000 







A diferencia del CSIC aquí se obtiene los datos cada 5 minutos, o 30 minutos, luego se debe sacar un promedio 




Cabe indicar que la unidad no es la correcta en este caso. La unidad correcta es Kohmios, es decir el valor de la 
resistencia, no es ug/m3. 
A continuación, se debe observar las indicaciones del fabricante del sensor, donde nos indica la escala en la cual 
nos da los valores el sensor, así en el sensor que usamos nos indica la siguiente: 
 






Aquí nos indica que hay una relación lineal entre el valor leído del Ozono O3 a 100ppb y la relación entre el 
valor de la Resistencia Rs con el valor de la resistencia para el valor de ozono de Rs / R100ppb La escala de los 
ejes es logarítmica. 
 
Con toda esta información para obtener una relación entre los datos leídos por nuestro sensor y los datos del 
CSIC debemos hacer lo siguiente en resumen: 
1. Obtener el valor promedio de cada hora de nuestro sensor de ozono. 
2. Sacar el logaritmo en base 10 de nuestro valor promedio. 
3. Sacar el logaritmo en base 10 del valor del CSIC 
4. Comparar los datos de estos logaritmos y sacar la regresión lineal 
5. Aplicando la fórmula obtenida en la regresión lineal, se aplica a los valores de nuestro sensor y se 
obtiene el valor “real” de nuestro sensor, el cual es muy similar a los datos del CSIC. 
 
 
Primero se muestra una gráfica comparando los logaritmos de los datos del CSIC con nuestros datos obtenidos 
por el waspmote. 





Se puede ver la tendencia similar en los datos del csic (en azul) y el waspmote (en rojo). 
 




Finalmente en la siguiente gráfica, aplicando la fórmula obtenida por la regresión lineal obtenemos el valor 









































































































































































































































































































































































































































































































Todavía existen unos picos que no se asemeja al valor real. Para llegar a un valor más exacto se debe tomar en 
cuenta más variables para conseguir la regresión lineal más exacta, como por ejemplo la temperatura, la 
humedad, la presencia de otros gases en el ambiente. Este análisis puede ser objeto de un estudio posterior. 
 
Otro factor que puede ayudar a tener una mejor precisión es tener más sensores low cost instalados, mientras 
más datos dispersos se tenga, se puede llegar a deducir de mejor manera el valor real. 
 
Para automatizar este proceso de análisis de resultados se hizo un pequeño programa en python y a continuación 
se muestra la gráfica de resultados. Primero se mostrará la gráfica donde se compara los datos del nodo de 























































































































































































































































































































































































































































En esta gráfica en la parte de arriba se muestra los datos del waspmote comparado con los datos de referencia 
del CSIC (en azul), a la derecha se obtiene la fórmula de la regresión lineal. En la parte de abajo se aplica la 
fórmula de la regresión lineal y se obtiene el dato final, muy similar a los datos de nuestro nodo de referencia.  
 
De la misma manera hacemos la misma comparación usando el Arduino YUN y comparado con el mismo nodo de 
referencia del CSIC y obtenido en las mismas fechas: del 1 de diciembre al 5 de diciembre del 2014. 






La gráfica de la misma manera muestra en la parte de arriba la comparación de datos del arduino YUN con los 
datos del nodo de referencia del CSIC (en azul), se obtiene la fórmula con la regresión lineal y al aplicar esta 
fórmula se obtiene el valor final y es gráfica se muestra en la parte inferior de la gráfica. 
  




Capítulo V. Problemas encontrados 
 
Capturar las tramas 
 
Para comunicarnos entre nuestro arduino y el servidor central a través de una comunicación wifi o Ethernet, es 
recomendable usar algún sniffer para verificar que la información que deseamos enviar es la correcta y ver a 
detalle la información que nos devuelve el servidor. 
 
Para esto existen algunos sniffer en el mercado que hace un chequeo de todo lo que pasa por los puertos de red 
indicados. Vamos a utilizar el llamado wireshark, su interfaz es amigable y resultó útil y sencillo su uso en este 
proyecto. https://www.wireshark.org 
 
Se necesita configurar un servidor web para nuestras pruebas. Para este caso, se instaló el servidor de 
CommSensum porque enviamos las tramas a este servidor. Se comprueba que el sitio CommSensum esté 
funcionando correctamente, esto se logra haciendo llamadas a su servicio REST desde un navegador, pero para 
personalizar las cabeceras y hacer llamadas POST, se debe usar algún addin restclient que se lo instala en el 
navegador, por ejemplo el Advanced Rest Client Application de Google chrome. 
 




A continuación se muestra unos ejemplos del uso del wireshark en este proyecto. 
La ip asignada en este ejemplo al arduino es: 192.168.0.197 (Cliente) 
La ip asignada al servidor de este ejemplo es: 192.168.0.192 (Servidor) 
La trama que se muestra en el siguiente gráfico es la trama que debe enviar el arduino al servidor en una 
llamada post, después de editar las cabeceras del protocolo HTTP. 



















{"date":"2015-01-02T16:39:37Z","magnitude":"O3r","node":"870","value":"  6.9200","unit":"KOhms"} 
 
 
Finalmente esta es la trama que debe devolver el servidor al arduino, que es básicamente “OK” 
 







Los dispositivos de IoT utilizan 3 tipos de memoria: 
 Flash, es el espacio del disco donde el programa (sketch) es almacenado. 
 SRAM (Status Random Access Memory) es la memoria donde el programa crea y manipula las variables. 
 EEPROM es el espacio de memoria donde los programadores pueden almacenar gran cantidad de 
información. 
 
La memoria Flash y le EEPROM son no-volátiles, es decir que esta información persiste a pesar que se apague el 
dispositivo. SRAM es volátil y su información se perderá cuando se apague el dispositivo. 
 
Uno de los problemas encontrados en el desarrollo de este proyecto es el limitado tamaño de la memoria en los 
dispositivos de IoT. Si a veces nuestro dispositivo funciona correctamente, hace lo que esperamos y a veces 




funciona de manera rara, pero al comentar pedazos de código funciona correctamente (sin cambiar la lógica); es 
un síntoma que tenemos problemas con la memoria. 
 
En el caso del Arduino YUN, según su descripción técnica tiene de memoria: 
 
SRAM 2.5 KB 
 
Estos 2.5 Kbyte se terminan rápidamente si no tenemos cuidado al programar, por ejemplo: 
char buffer[]=”Prueba de método guardar”; 
Pone 23 bytes en el SRAM (Cada carácter ocupa un byte más el carácter que indica el fin '/0') 
 
Para corregir existen algunos consejos que se indica a continuación y más detalle se ve en la página del arduino: 
http://arduino.cc/en/pmwiki.php?n=Tutorial/Memory 
 Usar el tipo de dato más pequeño requerido para almacenar los valores; por ejemplo, un int toma 2 
bytes, en cambio que un tipo byte ocupa un byte y en algunos casos puede almacenar el mismo rango de 
datos requerido. 
 Si no se necesita modificar el string o el dato mientras se está ejecutando el código, esto se puede 
almacenar en el flash, en lugar del SRAM. Para esto se debe usar el comando PROGMEM. 
 
En nuestro código se empleó estos 2 consejos y se obtuvo buenos resultados. 
Un ejemplo del uso del PROGMEM se indica a continuación, donde se usó este comando en todos los strings que 
no cambian durante la ejecución, así: 
 
const char p_user[] PROGMEM = "User: XX_USER";   
const char p_key[] PROGMEM = "X-ApiKey: XX_APIKEY"; 
const char p_accept[] PROGMEM = "Accept: application/json"; 
const char p_contenttype[] PROGMEM = "Content-Type:application/json"; 
const char p_useragent[] PROGMEM = "User-Agent: XX_DEVICENAME"; 
const char p_jsondata[] PROGMEM = 
"{\"date\":\"%s\",\"magnitude\":\"%s\",\"node\":\"%s\",\"value\":\"%s\",\"unit\":\"%s\"}"; 
 
const char p_api[] PROGMEM = "192.168.0.192:3000"; 
const char p_version[] PROGMEM = "v1"; 
const char p_project[] PROGMEM = "TestSensors"; 
const char p_fileheader[] PROGMEM = "Date\tKOhms\tKOhms\t% Humidity\tºC Temp"; 
 
const char * const parsers[] PROGMEM=     // change "string_table" name to suit 
{    
  p_user,         //0 
  p_key,          //1 




  p_accept,        //2 
  p_contenttype,    //3 
  p_useragent,      //4 
  p_jsondata,      //5 
  p_api,          //6 
  p_version,        //7 
  p_project,        //8 
  p_fileheader      //9 
}; 
 
Para usar estas variables y leer su valor se usa el comando strcpy_P, así: 
 
  strcpy_P(buffer, (char*)pgm_read_word(&(parsers[0]))); // 0:user 
  process.addParameter( buffer ); 
 
En este ejemplo leemos la variable de índice 0 que pertenece al “user” y se lo guarda en una variable llamada 
buffer que es un arreglo de tipo char. La última línea de código, utiliza la variable buffer añadiéndola como 
parámetro al objeto process. 
 
Toma de datos 
 
Existen varias recomendaciones que se deben tomar en cuenta tanto para calibrar el sensor como para mejorar 
la toma de datos y obtener el mejor resultado posible de los datos dados por el sensor. 
 
A continuación se lista algunas de estas recomendaciones extraídas del libro (Libelium-Waspmote, 2014): 
 La precisión de la información está muy ligada al tiempo usado para calentar el sensor. Para una 
correcta operación del sensor, éste debe ser alimentado de corriente hasta que llegue a su temperatura 
ideal, la cual puede tomar varios minutos dependiendo de las características del sensor. 
 La temperatura del medio ambiente también puede afectar el comportamiento del sensor, lo cual 
provoca que se deba realizar un reajuste al valor obtenido dependiendo de la temperatura del medio 
ambiente. Esta corrección debe realizarse usando las gráficas con dependencia de la temperatura 
suministradas por el fabricante del sensor. 
 Otro problema encontrado, el cual afecta generalmente la reacción química del sensor, es la re 
calibración. Luego de algún tiempo de operación, el desgaste de la capa del sensor ocasiona diferentes 
efectos al momento de leer y proveer información del sensor, así que este debe ser cambiado con uno 
nuevo. En base a la experiencia de la casa Libelium, aconsejan cambiar cada 6 meses. 
 








Luego de las pruebas realizadas e indicadas en la tesis, luego de analizar los datos obtenidos y conseguir los 
resultados, se puede concluir lo siguiente con respecto al hardware, software y datos: 
 
 
Con respecto al hardware: 
 
Al usar un nodo comercial como es el Waspmote, con su modelo Plug & Sense de tipo Smart Environment de la 
casa Libelium, se obtuvo muy buenos resultados, los códigos de ejemplo que comparte Libelium, permitieron 
desarrollar la aplicación para medir la concentración de ozono en el aire y transmitir los datos vía Wifi al 
servidor central. Aquí no se tuvo que trabajar con el hardware y todo el tiempo se dedicó al desarrollo de la 
aplicación. Los datos de los sensores eran bien similares a nuestro nodo de referencia del CSIC. Esta solución 
como se indicó a mayor detalle en el desarrollo de este documento tiene un valor aproximado de 650 euros. 
 
Se consiguió bajar los costos usando las opciones que da la misma casa comercial, como fue el uso de placas de 
sensor de Libelium. Aquí se bajó a 330 euros. En este caso tocó trabajar un poco con el hardware, 
específicamente con los sensores y su calibración 
 
Finalmente se consiguió bajar los costos de hardware, usando una más económica como Arduino con su modelo 
Arduino YUN. 
Se consiguió el objetivo de bajar los costos y se obtuvo un nodo similar para medir la concentración de ozono por 
un valor de 210 euros. Además de bajar los costos se tiene la flexibilidad de obtener más de una medida de 
ozono en un mismo nodo, como se realizó en esta tesis al poner 2 sensores de ozono, con un máximo de 4 
sensores, esto facilita la operación de calibración de los sensores al proveer de más datos por nodo. 
 
Otra de las razones para escoger Arduino fue que durante el proceso de las pruebas se determinó que el sensor 
de ozono necesitaba un tiempo largo de estar conectado con energía eléctrica para que el sensor llegue a su 
estado óptimo, funcione correctamente y de valores más cercanos a la realidad. Es por esta razón que no se saca 
provecho a la fortaleza de Libelium que es su bajo consumo eléctrico con sus procesos de sleep y wakeup, ya que 
el sensor necesita como mínimo estar alimentándose durante 5 minutos ininterrumpidamente para dar unos valores 







Con respecto al software: 
 
La lógica de programación es la misma tanto con los productos libelium como con algunos de los productos 
Arduino. Esto quiere decir que se necesita un proceso o una lógica que obtenga los valores de los sensores, luego 
los transforme a la unidad correcta, en nuestro caso KOhms y finalmente los envíe al servidor. 
 
La lógica es la misma, pero su implementación o codificación varía en cada uno, debido a que tienen sus clases o 
librerías propias y toca investigar el método que necesitamos llamar en cada clase, para que funcione como 
deseamos. 
 
Los mismos cuidados de programación que se indicó en este documento se debe tener en cuenta para ambos 
dispositivos, es decir se debe tener cuidado con el uso de memoria, estos dispositivos tienen poca memoria y el 
programa que se desea correr si no tiene cuidado con su uso, puede dejar de funcionar a los pocos días o tener 
comportamientos raros. Por el uso de la memoria se tuvo los mismos problemas en ambos dispositivos como es 
indicó en esta tesis, a veces funcionaba de forma rara el dispositivo o simplemente dejaba de funcionar. 
 
 
Con respecto a los datos: 
 
En esta tesis se utilizó una regresión lineal para obtener un valor aproximado al CSIC donde se obtuvo buenos 
resultados. Se puede mejorar la precisión utilizando más variables en la operación, por ejemplo incluir los datos 
de la temperatura y humedad. 
 
También se puede usar inteligencia artificial para obtener un valor aproximado al CSIC. Estos temas para 
mejorar la precisión de datos puede ser objeto de un estudio futuro. 
 
Otro de los objetivos de la tesis también se ha cumplido al indicar paso a paso cómo ensamblar un sensor de gas 
en un Arduino y compartir el código para medir la temperatura y comunicarse con un servidor web para 
almacenar la información y poder construir una red comunitaria mientras más usuarios se conecten y construyan su 
propio sensor. 
 







Pasos para configurar un proyecto en CommSensum. 
 
El sitio CommSensum es un sitio creado para almacenar la información de los sensores de tipo open source. Utiliza 
Linked data para que sea fácil definir la ontología y poder guardar y compartir todo tipo de información con 
sus tipos de datos. Utiliza RDF para que sea sencillo su acceso y lectura por otros programas o servicios. La 
manera de acceder y grabar o acceder a la información es a través de su API que es un servicio REST. 
A continuación se va a indicar como configurar un nuevo proyecto para grabar la información que generamos con 
el sensor indicado en este documento. 
 




Luego se crea una cuenta y se ingresa con ella. Después de autenticarse en el sitio, éste le muestra el Usuario y el 










Aquí se muestra la lista de objetos a los que tiene acceso el usuario. Una pequeña explicación de cada uno es el 
siguiente: 
 
Projects: El usuario puede acceder a uno o varios proyectos. Un proyecto es el concepto global que contiene 
sensores y su información. Además se puede dar o restringir acceso a los usuarios. 
 
Sensors: Los sensores se los llamará nodos en este documento. Estos son lugares físicos donde vamos a tener 
instalados uno o varios sensores. Entre sus características más importantes tiene la geolocalización, es decir su 
ubicación en el mapa terrestre. 
 
Streams: Por cada información o por cada sensor que tengamos instalados en nuestro nodo, se creará un stream, 
donde una de sus características es el tipo de dato que va a almacenar. 





Data: es la información que genera nuestro sensor y se almacenó en la base de datos. 
 
 
A continuación se muestra las pantallas de cada uno de ellos. Para administrar esta información se escoge el 
menú Admin en la parte superior derecha 
 
En la siguiente pantalla se escoge lo que se desea administrar, se puede empezar creando el Nodo. 
 
 















Se escoge project para añadir un nuevo proyecto. 
 
La siguiente pantalla se muestra para crear o editar un proyecto, es recomendable llenar todos los datos. 








El Stream se puede crear en la misma pantalla del proyecto. 





Información necesaria para el Arduino. 
 
La información que se necesita enviar desde el código del arduino es la siguiente: 
 
 Nombre del proyecto. 
 ID del Nodo. 
 Nombre del Stream por cada sensor. 
 
Toda la información se saca fácilmente desde el sitio web, pero hay un consejo para obtener los identificadores 
que son un poco más complicados ubicarlos. Por ejemplo para obtener el id del nodo, se debe ir a la pantalla 
que lista los nodos y poner el mouse encima del nodo que queremos averiguar el id. En la parte de abajo del 
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