A stack overflow occurs when a program or process tries to store more data in a buffer (or stack) than it was intended to hold. If the affected program is running with special privileges or accepts data from untrusted network hosts (e.g. a web-server), then it is a potential security vulnerability. Overflowing a stack, an attacker can corrupt the stack in such a way as to inject executable code into the running program and take control of the process. This is one of the easiest and more reliable methods for attackers to gain unauthorized access to a computer. In this paper, we show that how stack overflow occurs and many open source projects, such as -Linux, Git, PHP, etc. contain such code portions in which it is possible to overflow the stacks as well as inject malicious script to harm the normal execution of the processes. In addition, this paper raises a concern to avoid writing such codes those are potentially sources for stack overflow attack.
I. INTRODUCTION
Buffer overflow vulnerabilities have been increased over the last ten years [5] . It has been the most common form of security vulnerability in the recent past. Moreover, buffer overflow vulnerabilities dominate in the area of remote network penetration vulnerabilities, where an anonymous Internet user seeks to gain partial or total control of a host. These kinds of attacks represent one of the most serious security threats as these enable anyone to take the control of a host. C programming language provides some built-in functions like -gets(), strcpy(), strcat(), scanf (%s), etc. in which stack overflow attack could possible. This attack is known as smashing stack [6] . A buffer is simply a contiguous block of computer memory that holds multiple instances of the same data type. In C programming language, buffer is simply known as array. Arrays can be declared either static or dynamic like all variables in C. Static variables are allocated at load time on the data segment and dynamic variables are allocated at run time on the stack. To overflow is to flow, or fill over the top or bounds of the buffer. We will concern ourselves only with the overflow of dynamic buffers which is known as stackbased buffer overflows [10] .
A. Memory Organization of a Process
To understand stack buffers, first of all, we need to understand how a process is organized in memory. Basically a process is a program in execution [11] . The execution of a process must progress in a sequential fashion. A process needs certain resources, including CPU time, memory, files and I/O devices to accomplish its task. Processes are divided into three segments [4] : Text, Data, and Stack shown in Figure 1 . The text region is fixed by the program. It is also know as code segment as it includes code or instructions and executable file. This region is normally marked readonly and so any attempt to write to it will result in a segmentation violation. The data region contains initialized data. Global and Static variables are stored in this region. In BSS segment, uninitialized data are included and initialized by zeroes at load time of the process. Heap is a dynamically allocated memory that contains malloc Fig. 1 : Process Memory Organization type variables. It is managed automatically by the operating system or the memory manager library. Memory on the heap is allocated, deallocated and resized regularly during program execution. A stack contains frames of function calls and its arguments and local variables. It dynamically grows and shrinks at the runtime of the process.
B. Various Uses of Stack and Its Organization
A stack is a contiguous block of memory containing data which resizes dynamically according to process needs. A register called the stack pointer (SP) points to the top of the stack. The bottom of the stack is at a fixed address. Its size is dynamically adjusted by the kernel at run time. The CPU implements instructions to PUSH onto and POP off of the stack.Several operations are defined on stacks. Two of the most important are PUSH and POP. PUSH adds an element at the top of the stack. POP, in contrast, reduces the stack size by one by removing the last element at the top of the stack. Specifically, a stack of objects has the property that the last object placed on the stack will be the first object removed. This property is commonly referred to as Last In, First Out queue, or a LIFO. Depending on the implementation the stack will either grow down (towards lower memory addresses), or up. In our examples we'll use a stack that grows down. This is the way the stack grows on many computers including the Intel, Motorola, SPARC and MIPS processors. The stack pointer (SP) is also implementation dependent. It may point to the last address on the stack, or to the next free available address after the stack. For our discussion, we assume, it points to the last address on the stack. The stack consists of logical stack frames that are pushed when calling a function and popped when returning the function. A frame is a way to localize information about subroutines. A stack frame contains the parameters to a function, its local variables, and the data necessary to recover the previous stack frame, including the value of the instruction pointer at the time of the function call.
Fig. 2: Stack structure for a function
When a subroutine is called, all this information is pushed onto the stack in a specific order. When the function returns, all these values on the stack are popped back off, reclaimed to the system for later use with a different function call. In addition, subroutines can also use the stack as storage for local variables. The memory organization of a stack for a function call is shown in Figure 2 . For parameters, positive offsets are added from the return address (ra-register) and for local variables, negative offsets are added from the ra-register.
C. Our Contribution
The contributions of the paper are as follows: 
II. RELATED WORK
Buffer overflows have been the most common form of security vulnerability in the last ten years. Moreover, buffer overflow vulnerabilities dominate in the area of remote network penetration vulnerabilities, where an anonymous Internet user seeks to gain partial or total control of a host which leads to severe security threats. Existing research shows how buffer overflow attacks occur and provides some ways of remedy. Buffer overflow attacks form a substantial portion of all security attacks simply because buffer overflow vulnerabilities are so common and so easy to exploit [6] . In the paper, Aleph One has shown that how how stack overflow attacks occur and a malicious script injects to take the control of the system. Our work is inspired by Alep's work. Crispin Cowan et al. did survey the various types of buffer overflow vulnerabilities and attacks, and survey the various defensive measures that mitigate buffer overflow vulnerabilities, including the StackGuard method [5] . They then considered which combinations of techniques could eliminate the problem of buffer overflow vulnerabilities, while preserving the functionality and performance of existing systems. The Immunix project has developed the StackGuard defensive mechanism [5] , [7] , which has been shown to be highly effective at resisting attacks without compromising system compatibility or performance [9] , [8] . The existing works on buffer overflow have shown that how an attacker does attack by overflowing buffer or stack to get access control to the system and inject harmful codes. However, no one finds the vulnerabilities in the existing widely used open source projects like -Linux, Git, PHP and many others. Our research has tried to find out some vulnerable codes in the renowned open source in which it is possible to overflow its stack or buffer to harm the system. In addition, this research raise an awareness to remove those vulnerable code portions from the systems as well as in future projects, avoid those vulnerable codes or function that cause stack overflows.
III. EXPERIMENTAL ANALYSIS OF STACK OVERFLOW
Stack overflow occurs when a program writes more data to a buffer located on the stack than its actual size. Since buffers are created to contain a finite amount of data, the extra information -which has to go somewhere -can overflow into the adjacent buffers, corrupting or overwriting the valid data held in them. Although it may occur accidentally through programming error, stack overflow is an increasingly common type of security attack on data integrity. In stack overflow attacks, the extra data may contain codes designed to trigger specific actions, in effect sending new instructions to the attacked computer that could, for example, damage the user's files, change data, disclose confidential information or even can take control over the attacked computer. Buffer overflow attacks are said to have arisen because the C programming language supplied the framework and poor programming practices supplied the vulnerability. Figure 3 shows a function with a typical buffer overflow coding error. The function copies a supplied string without What is the problem with the code? Why do we get a segmentation violation? The answer is simple: strcpy() is coping the contents of * str (larger string[]) into buffer[] until a null character is found on the string. As we can see, buf f er[] is much smaller than * str. buf f er[] is 16 bytes long, and we are trying to stuff it with 256 bytes. This means that all 240 bytes after buffer in the stack are being overwritten. This includes the SFP (Stack Frame Pointer), RET (return address), and even * str (in Figure 4 ). We had filled large string with the character A . It is hex character value is 0x41. That means that the return address is now 0x41414141. This is outside of the process address space. That is why, when the function returns and tries to read the next instruction from that address, you get a segmentation violation. So a buffer overflow allows us to change the return address of a function. In this way, we can change the flow of execution of the program.
A. Functions with Stack Overflow Vulnerabilities
Like strcpy(), C programming language provides us some widely used built-in functions which are vulnerable. The standard C library provides a number of functions for copying or appending strings, that perform no boundary checking. These include: strcat(), strcpy(), sprintf(), and vsprintf(). These functions operate on nullterminated strings and do not check for overflow of the receiving string. gets() is a function that reads a line from stdin into a buffer until either a terminating newline or EOF (End of Line). It performs no checks for buffer overflows. The scanf () family of functions can also be a problem if you are matching a sequence of nonwhitespace characters (%s), or matching a nonempty sequence of characters from a specified set (%[]), and the array pointed to by the char pointer, is not large enough to accept the whole sequence of characters, and you have not defined the optional maximum field width. If the target of any of these functions is a buffer of static size, and it's other argument was somehow derived from user input, then there is a good possibility that you might be able to exploit a buffer overflow.
B. Stack Overflow Vulnerabilities in Open Source Projects
In this paper, we have shown that many renowned open source projects those are developed in C programming language, have such stack overflow security vulnerabilities. More specifically, we have shown the stack overflow vulnerabilities in the source projects of Linux [1] , GIT [2] and PHP [3] .
1) Vulnerable Codes in Linux System: Linux is a well known operating system and widely used by software developers or programmers. However, as this system is developed in C, it contains some vulnerable functions. As a result, an attacker can easily take control over the system through overflowing its stack. Figure 5 shows such a vulnerable code found at the file srm puts.c in Linux source project [1] because it contains character pointer * str as a parameter. So it is possible to call the srm puts() function having a large argument for * str. Figure 6 where vulnerable code snippets are -function vsprintf () and parameter * f mt.
In Figure 7 , the parameters buf , f mt and the statement * str + + = * f mt into the loop could also be possible to stack overflow attacks. 2) Vulnerable Codes in Git System: Git is a version control system that is widely used for software development and other version control tasks. It is a distributed revision control system with an emphasis on speed, data integrity and support for distributed, non-linear workflows. This system has been developed in C and hence some stack overflow vulnerabilities are found in the Git project [2] , shown in Figure 8 , 9 and 10.
In Figure 8 , if a malicious script is passed through the Figure 10 , the vulnerable statement is fputs(prompt, output fh).
3) Vulnerable Codes in PHP System: PHP is a server scripting language and a powerful tool for making dynamic and interactive Web pages. PHP is a widely-used and open source software developed by C programming language. However, it also contains some vulnerable codes, some of those are shown in Figure 11 , 12 and 13. In Figure 11 , we found C's the builtin function strcpy(buf, tmp) which is severely stack overflow security vulnerable. 
IV. CONCLUSION
Stack overflow attack or smashing stack is such a severe security vulnerability that an attacker could easily damage the control of the actual program flow. An attacker can easily get the control of the computer which is running the process having vulnerable codes. This paper has shown the stack overflow security vulnerabilities that occur due to use of some built-in C functions unconsciously and without bound checking of the buffer. However, many popular open source projects contain such vulnerabilities which have also been described in this paper. As a result, this paper will be able to raise a concern among the developers to build applications secured from smashing stack. Therefore, developers have to give extra attention when they use built-in C functions such as -gets(), strcpy(), strcat(), etc.
