Abstract. This paper discusses how to build a solver for mixed integer quadratically constrained programs (MIQCPs) by extending a framework for constraint integer programming (CIP). The advantage of this approach is that we can utilize the full power of advanced MILP and CP technologies, in particular for the linear relaxation and the discrete components of the problem. We use an outer approximation generated by linearization of convex constraints and linear underestimation of nonconvex constraints to relax the problem. Further, we give an overview of the reformulation, separation, and propagation techniques that are used to handle the quadratic constraints efficiently.
1. Introduction. In recent years, substantial progress has been made in the solvability of generic mixed integer linear programs (MILPs) [2, 12] . Furthermore, it has been shown that successful MILP solving techniques can often be extended to the more general case of mixed integer nonlinear programs (MINLPs) [1, 6, 13] . Analogously, several authors have shown that an integrated approach of constraint programming (CP) and MILP can help to solve optimization problems that were intractable with either of the two methods alone, for an overview see [17] .
The paradigm of constraint integer programming (CIP) [2, 4] combines modeling and solving techniques from the fields of constraint programming (CP), mixed integer programming, and satisfiability testing (SAT). The concept of CIP aims at restricting the generality of CP modeling as little as needed while still retaining the full performance of MILP solving techniques. Such a paradigm allows us to address a wide range of optimization problems. For example, in [2] , it is shown that CIP includes MILP and constraint programming over finite domains as special cases.
The goal of this paper is to show, how a framework for CIPs can be extended towards a competitive solver for mixed integer quadratically constrained programs (MIQCPs), which are an important subclass of MINLPs. This framework allows us to utilize the power of already existing MILP and CP technologies for handling the linear and the discrete parts of the problem. The integration of MIQCP is a first step towards the incorporation of MINLP into the concept of constraint integer programming.
We extended the branch-cut-and-price framework SCIP (Solving Constraint Integer Programs) [2, 3] by adding methods for MIQCP. SCIP incorporates the idea of CIP and implements several state-of-the-art techniques for solving MILPs. Due to its plugin-based design, it can be easily customized, e.g., by adding problem specific separation, presolving, or domain propagation algorithms.
The framework SCIP solves CIPs by a branch-and-bound algorithm. The problem is recursively split into smaller subproblems, thereby creating a search tree and implicitly enumerating all potential solutions. At each subproblem, domain propagation is performed to exclude further values from the variables' domains, and a relaxation may be solved to achieve a local lower bound -assuming the problem is to minimize the objective function. The relaxation may be strengthened by adding further valid constraints (e.g., linear inequalities), which cut off the optimal solution of the relaxation. In case a subproblem is found to be infeasible, conflict analysis is performed to learn additional valid constraints. Primal heuristics are used as supplementary methods to improve the upper bound. Figure 1 illustrates the main algorithmic components of SCIP. In the context of this article, the relaxation employed in SCIP is a linear program (LP).
The remainder of this article is organized as follows. In Section 2, we formally define MIQCP and CIP, in Sections 3, 4, and 5, we show how to handle quadratic constraints inside SCIP, and in Section 6, we present computational results.
2. Problem definition. An MIQCP is an optimization problem of the form
where I ⊆ N := {1, . . . , n} is the index set of the integer variables,
and x U ∈ Q n , with Q := Q ∪ {±∞}, are the lower and upper bounds of the variables x, respectively (Q denotes the rational numbers). Note that we do not require the matrices A i to be positive semidefinite, hence we also allow for nonconvex quadratic constraints. If I = ∅, we call (2.1) a quadratically constrained program (QCP).
The definition of CIP, as given in [2, 4] , requires a linear objective function. This is, however, just a technical prerequisite, as a quadratic (or more general) objective f (x) can be modeled by introducing an auxiliary objective variable z that is linked to the actual nonlinear objective function with a constraint f (x) ≤ z. Thus, formulation (2.1) also covers the general case of mixed integer quadratically constrained quadratic problems.
In this article, we use a definition of CIP which is slightly different from the one given in [2, 4] . A constraint integer program consists of solving
with a finite set of constraints C i : Q n → {0, 1}, for i = 1, . . . , m, the index set I ⊆ N of the integer variables, and an objective function vector d ∈ Q n . In [2, 4] , it is required that the subproblem remaining after fixing all integer variables be a linear program in order to guarantee termination in finite time. In this article, we, however, require a subproblem with all integer variables fixed to be a QCP. Note that, using spatial branch-andbound algorithms, QCPs with finite bounds on the variables can be solved in finite time up to a given tolerance [18] .
3. A constraint handler for quadratic constraints. In SCIP, a constraint handler defines the semantics and the algorithms to process constraints of a certain class. A single constraint handler is responsible for all the constraints belonging to its constraint class. Each constraint handler has to implement an enforcement method. In enforcement, the handler has to decide whether a given solution, e.g., the optimum of a relaxation 1 , sat-isfies all of its constraints. If the solution violates one or more constraints, the handler may resolve the infeasibility by adding another constraint, performing a domain reduction, or a branching. For speeding up computation, a constraint handler may further implement additional features like presolving, cutting plane separation, and domain propagation for its particular class of constraints. Besides that, a constraint handler can add valid linear inequalities to the initial LP relaxation. For example, all constraint handler for (general or specialized) linear constraints add their constraints to the initial LP relaxation. The constraint handler for quadratic constraints adds one linear inequality that is obtained by the method given in Section 3.2 below.
In the following, we discuss the presolving, separation, propagation, and enforcement algorithms that are used to handle quadratic constraints.
3.1. Presolving. During the presolving phase, a set of reformulations and simplifications are tried. If SCIP fixes or aggregates variables, e.g., using global presolving methods like dual bound reduction [2] , then the corresponding reformulations will also be realized in the quadratic constraints. Bounds on the variables are tightened using the domain propagation method described in Section 3.3. If, due to reformulations, the quadratic part of a constraint vanishes, it is replaced by the corresponding linear constraint. Furthermore, the following reformulations are performed.
Binary Variables. A square of a binary variable is replaced by the binary variable itself. Further, if a constraint contains a product of a binary variable with a linear term, i.e., x k i=1 a i y i , where x is a binary variable, y i are variables with finite bounds, and a i ∈ Q, i = 1, . . . , k, then this product will be replaced by a new variable z ∈ R and the linear constraints
, where
a i y U i , and
In the case that k = 1 and y 1 is also a binary variable, the product xy 1 can also be handled by SCIP's handler for AND constraints [11] .
Second-Order Cone (SOC) Constraints. Constraints of the form
with k ≥ 2, α i , β i ∈ Q, i = 0, . . . , k, γ ∈ Q + , and y L ≥ −β 0 are recognized as SOC constraints and handled by a specialized constraint handler, cf. Section 4.
Convexity. After the presolving phase, each quadratic function is checked for convexity by computing the sign of the minimum eigenvalue of the coefficient matrix A. This information will be used for separation.
3.2. Separation. If the current LP solutionx violates some constraints, a constraint handler may add valid cutting planes in order to strengthen the formulation.
For a violated convex constraint i, this is always possible by linearizing the constraint function atx. Thus, we add the valid inequality
to separatex. In the important special case that x T A i x ≡ ax 2 j for some a > 0 and j ∈ I withx j / ∈ Z, we generate the cut
which is obtained by underestimating x j ∈ Z → x 2 j by the secant defined by the points ( x j , x j 2 ) and ( x j , x j 2 ). Note that the violation of (3.4) byx is larger than that of (3.3).
For a violated nonconvex constraint i, we currently underestimate each term of x T A i x separately. A term ax 2 j with a > 0, j ∈ N , is underestimated as just discussed. For the case a < 0, however, the tightest linear underestimation for the term ax 2 j is given by the secant approximation are finite, the former is used for cut generation, elsewise the latter is used.
In the case that a linear inequality generated by this method does not cut off the current LP solutionx, the infeasibility has to be resolved in enforcement, see Section 3.4. Besides others, the enforcement method may apply a spatial branching operation on a variable x j , creating two subproblems, which both contain a strictly smaller domain for x j . This results in tighter linear underestimators.
Propagation.
In the domain propagation call, a constraint handler may deduce new restrictions upon local domains of variables. Such deductions may yield stronger linear underestimators in the separation procedures, prune nodes due to infeasibility of a constraint, or result in further deductions for other constraints. For quadratic constraints, we implemented an interval-arithmetic based method similar to [16] . To allow for an efficient propagation, we write a quadratic constraint in the form
This set can be computed analytically [16] .
The forward propagation step aims at tightening the bounds [ , u] in (3.5). For this purpose, we replace the variables x j and x r in (3.5) by their domain to obtain the "interval-equation"
yields an interval that contains all values that the left hand side of (3.5) can take w.r.t. the current
and the current branch-and-bound node can be pruned.
The backward propagation step aims at inferring domain deductions on the variables in (3.5) using the interval [ , u]. For a "linear" variable x j , j ∈ J, we can easily infer the bounds
For a "quadratic" variable x k , k ∈ K, one way to compute potentially tighter bounds is by solving the quadratic interval-equation
However, since evaluating the argument of q(·) for each k ∈ K may produce a huge computational overhead, especially for constraints with many bilinear terms, we compute the solution set of
which can be performed more efficiently. If the intersection of the current
] of x k with the solution set of (3.6) is empty, we can deduce infeasibility and prune the corresponding node. Otherwise, we may be able to tighten the bounds of x k .
As in [16] , all interval operations detailed in this section are performed in outward rounding mode.
Enforcement.
In the enforcement call, a constraint handler has to check whether the current LP solutionx is feasible for all its constraints. It can resolve an infeasibility by either adding cutting planes that separatẽ x from the relaxation, by tightening bounds on a variable such thatx is separated from the current domain, by pruning the current node from the branch-and-bound tree, or by performing a branching operation.
We have configured SCIP to call the enforcement method of the quadratic constraint handler with a lower priority than the enforcement method for the handler of integrality constraints. Thus, at the point where quadratic constraints are enforced, all integer variables take an integral value in the LP optimumx. For a violated quadratic constraint, we first perform a forward propagation step, see Section 3.3, which may prune the current node. If the forward propagation does not declare infeasibility, we call the separation method, see Section 3.2. If the separator fails to cut offx, we perform a spatial branching operation. We use the following branching rule to resolve infeasibility in a nonconvex quadratic constraint.
Branching Rule. We consider each unfixed variable x j that appears in a violated nonconvex quadratic constraint as a branching candidate. Let As suggested in [6] , we select the branching variable w.r.t. its pseudocost values. The pseudocosts are used to estimate the objective change in the LP relaxation when branching downwards and upwards on a particular variable. The pseudocosts of a variable are defined as the average objective gains per unit change, taken over all nodes, where this variable has been chosen for branching, see [8] for details.
In classical pseudocost branching for integer variables, the distances ofx j to the nearest integers are used as multipliers of the pseudocosts. For continuous variables, we use another measure similar to "rb-int-br-rev" which was suggested in [6] 
. This measure is motivated by the observation that the length of the domain determines the quality of the convexification. If the domain of x j is unbounded, then the "convexification error of the variable x j " will be used as multiplicator. This value is computed by assigning to each variable the gap evaluated inx that is introduced by using a secant or McCormick underestimator for a nonconvex term that includes this variables.
As in [2] , we combine the two estimates for downwards and upwards branching by multiplication rather than by a convex sum.
A constraint handler for Second-Order Cone constraints.

Constraints of the form
where α i , β i ∈ Q, i = 0, . . . , k, γ ∈ Q + are handled by a constraint handler for second-order cone constraints. Note that SOC constraints are convex, i.e., the nonlinear function on the left hand side of (4.1) is convex. Therefore, unlike nonconvex quadratic constraints, SOC constraints can be enforced by separation routines solely. First, the inequality α 0 y ≥ −β 0 is ensured by tightening the bounds of y accordingly. Next, if the current LP solution (x,ỹ) violates some SOC constraint (4.1), then we add the valid gradient-based inequality
Note that since (x,ỹ) violates (4.1), one has η > α 0ỹ + β 0 ≥ 0. For the initial linear relaxation, no inequalities are added.
We also experimented with adding a linear outer-approximation as suggested in [7] a priori, but did not observe computational benefits. Thus, this option has been disabled for the experiments in Section 6.
Primal heuristics.
When solving MIQCPs, we still make use of all default MILP primal heuristics of SCIP. Most of these heuristics aim at finding good integer and LP feasible solutions starting from the optimum of the LP relaxation. For details and a computational study of the primal MILP heuristics available in SCIP, see [9] .
So far, we have implemented two additional primal heuristics for solving MIQCPs in SCIP, both of which are based on large neighborhood search.
QCP local search. There are several cases, where the MILP primal heuristics already yield feasible solutions for the MIQCP. However, the heuristics usually construct a pointx which is feasible for the MILP relaxation, i.e., the LP relaxation plus the integrality requirements, but violates some of the quadratic constraints. Such a point may, nevertheless, provide useful information, since it can serve as starting point for a local search.
The local search we currently use considers the space of continuous variables, i.e., if there are continuous variables in a quadratic part of a constraint, we solve a QCP obtained from the MIQCP by fixing all integer variables to the values ofx, usingx as starting point for the QCP solver. Each feasible solution of this QCP also is a feasible solution of the MIQCP.
RENS. Furthermore, we implemented an extended form of the relaxation enforced neighborhood search (RENS) heuristic [10] . This heuristic creates a sub-MIQCP problem by exploiting the optimal solutionx of the LP relaxation at some node of the branch-and-bound-tree. In particular, it fixes all integer variables which take an integral value inx and restricts the bounds of all integer variables with fractional LP solution value to the two nearest integral values. This, hopefully much easier, sub-MIQCP is then partially solved by a separate SCIP instance. Obviously, each feasible solution of the sub-MIQCP is a feasible solution of the original MIQCP.
Note that, during the solution process of the sub-MIQCP, the QCP local search heuristic may be used along with the default SCIP heuristics. For some instances this works particularly well since, amongst others, RENS performs additional presolving reductions on the sub-MIQCPwhich yields a better performance of the QCP solver.
6. Computational Experiments. We conducted numerical experiments on three different test sets. The first is a test set of mixed integer quadratic programs (MIQPs) [22] , i.e., problems with a quadratic objective function and linear constraints. Secondly, we selected a test set of mixed integer conic programs (MICPs) [27] , which have been formulated as MIQCP. Finally, we assembled a test set of 24 general MIQCPs from the MINLPLib [14] and six constrained layout problems (clay*) from [15] .
We will refer to these test sets as Miqp, Micp, and Minlp test sets. In Tables 1-3 , each entry shows the number of seconds a certain solver needs to solve a problem. If the problem was not solved within the given time limit, the lower and upper bounds at termination are given. For each instance, the fastest solution time or -in case all solvers hit the time limit -the best bounds, are depicted in bold face. Further, for each solver we calculated the geometric mean of the solution time (in which unsolved instances are accounted for with the time limit), and collected statistics on how often a solver solved a problem, computed the best dual bound, found the best primal solution value, or was the fastest among all solvers.
For our benchmark, we ran SCIP 1.2.0.7 using CPLEX 11.2.1 [19] as LP solver, Ipopt 3.8 [28] as QCP solver for the heuristics (cf. Section 5), and LAPACK 3.1.0 to compute eigenvalues. For comparison, we ran BA-RON 9.0.2 [26] , Couenne 0.3 [6] , CPLEX 12.1, LindoGlobal 6.0.1 [20] , and MOSEK 6.0.0.55 [23] . Note that BARON, Couenne, and LindoGlobal can also be applied to general MINLPs. All solvers were run with a time limit of one hour, a final gap tolerance of 10 −4 , and a feasibility tolerance of 10
on a 2.5 GHz Intel Core2 Duo CPU with 4 GB RAM and 6 MB Cache.
Mixed Integer Quadratic Programs. Table 6 presents the 25 instances from the Miqp test set [22] . We observe that due to the reformulation (3.1), 15 instances could be reformulated as mixed integer linear programs in the presolving state. Table 1 compares the performance of SCIP, BARON, Couenne, and CPLEX on the Miqp test set. We did not run LindoGlobal since many of the Miqp instances exceed limitations of our LindoGlobal license. Note that some of the instances are nonconvex before applying the reformulation described in Section 3.1, so that we did not apply solvers which have only been designed for convex problems. Instance ivalues is the only instance that cannot be handled by CPLEX due to nonconvexity. Altogether, SCIP performs much better than BARON and Couenne and slightly better than CPLEX w.r.t. the mean computation time.
Mixed Integer Conic Programs. The Micp test set consists of three types of optimization problems, see Table 5 . The classical XXX YY instances contain one convex quadratic constraint of the form k j=1 x 2 j ≤ u for some u ∈ Q, where XXX stand for the dimension k and YY is a problem index. The robust XXX YY instances contain one convex quadratic and one SOC constraint of dimension k. The shortfall XXX YY instances contain two SOC constraints of dimension k. Table 2 compares the performance of BARON, Couenne, CPLEX, MO-SEK, LindoGlobal, and SCIP on the Micp test set. We observe that on this specific test set SCIP outperforms BARON, Couenne, and LindoGlobal. It solves one instance more but is about 20% slower than the commercial solvers CPLEX and MOSEK.
Mixed Integer Quadratically Constrained Programs. The instances lop97ic, lop97icx, pb302035, pb351535, qap, and qapw were transformed into MILPs by presolving -which is due to the reformulation (3.1). The instances nuclear*, space25, space25a, and waste are Table 1 Results on Miqp instances. Each entry shows the number of seconds to solve a problem, or the bounds obtained after the one hour limit. particularly difficult since they contain continuous variables that appear in quadratic terms with at least one bound at infinity. This prohibits to use the reformulation (3.1) for products of binary variables with a linear term. Further, generating secant and McCormick cuts for nonconvex terms is not possible. Thus, if the propagation algorithm cannot reduce domains for such unbounded variables, it may require many branching operations until reasonable variable bounds and a lower bound can be computed. Table 3 compares the performance of BARON, Couenne, LindoGlobal, and SCIP on the Minlp test set. Figure 2 shows a performance profile for this particular test set. Regarding the number of solved instances, LindoGlobal performs best: it could solve two instances more than BARON and SCIP, which both solved six instances more than Couenne. SCIP was, however, significantly faster than the other solvers.
BARON wrongly declared the instance product to be infeasible and hit the time limit while parsing the instances pb302035 and pb351535. Couenne wrongly declared the instances product and waste to be infeasible. Using a time limit of 3600 seconds, LindoGlobal and Couenne did not stop after 4000 seconds for pb351535 and for pb302035, pb351535, respectively. Table 2 Results on Micp instances. Each entry shows the number of seconds to solve a problem, or the bounds obtained after the one hour limit. Further, no bounds were reported in the log file.
CPLEX can be applied to 11 instances of this test set. The clay* and du-opt* instances were solved within seconds; 4 times CPLEX was fastest, 4 times SCIP was fastest. For the instances pb302035, pb351535, and qap, CPLEX found good primal solutions, but very weak lower bounds.
Evaluation of implemented MIQCP techniques. In order to evaluate the computational effects of the implemented techniques, we compare the default settings of SCIP with a series of settings where a single technique has been turned off at a time. The methods we evaluated are the reformulation (3.1) for products that involve binary variables, cf. Section 3.1, the handling of SOC constraints by the SOC constraint handler, cf. Section 4, the domain propagation for quadratic constraints during branch-and-bound, cf. Section 3.3, the detection of convexity for multivariate quadratic functions, cf. Section 3.1, the QCP local search heuristic, cf. Section 5, and the extended RENS heuristic, cf. Section 5.
For each method, we evaluate the performance only on those instances from the test sets Miqp, Micp, and Minlp where the method to evaluate may have an effect (e.g., disabling the reformulation (3.1) is only evaluated on instances where this reformulation can be applied). The results are summarized in Table 4 . For a number of performance measures we report the relative change caused by disabling a particular method.
We observe that deactivating one of the methods always leads to more deteriorations than improvements for both, the dual and primal bounds at termination. Except for one instance in the case of switching off binary reformulations, the number of solved instances remains equal or decreases.
Recognizing SOC constraints and convexity allows to solve instances of those special types much faster. Disabling domain propagation or one of the primal heuristics yields a small improvement w.r.t. computation time for easy instances, but results in weaker bounds for those instances which could not be solved within the time limit. We further observed that switching off the QCP local search heuristic increases the time until the first feasible solution is found by 93% and the time until the optimal solution is found by 26%. For RENS, the numbers are 12% and 43%, accordingly. Therefore, we still consider applying these techniques to be worthwhile.
7.
Conclusions. In this paper, we have shown how a framework for constraint integer programming can be extended towards a solver for general MIQCPs. We implemented methods to correctly handle the quadratic constraints. In order to speed up computations we further implemented MIQCP specific presolving, propagation, and separation methods. Furthermore, we discussed two large neighborhood search heuristics for MIQCP.
The computational results indicate that this already suffices for building a solver which is competitive to state-of-the-art solvers like CPLEX, BARON, Couenne, and LindoGlobal. SCIP performed particularly well on the Miqp and Micp test sets, which contain a large number of linear constraints and a few quadratic constraints. These results meet our expectations, since SCIP already features several sophisticated MILP technologies. We conclude that the extension of a full-scale MILP solver for handling MIQCP is a promising approach. The next step towards a full-scale MIQCP solver will be the incorporation of further MIQCP specific components into SCIP, e.g., more sophisticated separation routines [5, 24] and specialized constraint handlers, e.g., for bilinear covering constraints [25] .
APPENDIX
In this section, detailed problem statistics are presented for the three test sets, Micp (Table 5) , Miqp, and Minlp (both in Table 6 ). The columns belonging to "original problem" state the structure of the original problem. The "presolved problem" columns show statistics about the MIQCP after SCIP has applied its presolving routines, including the ones described in Section 3.1. The columns "vars", "int", and "bin" show the number of all variables, the number of integer variables, and the number of binary variables, respectively. The columns "linear", "quad", and "soc" show the number of linear, quadratic, and second-order cone constraints, respectively. The column "conv" indicates whether all quadratic constraints of the presolved MIQCP are convex or whether at least one of them is nonconvex. 164  0  41  125  2  164  0  41  125  0  2  shortfall_40_1  164  0  41  125  2  164  0  41  125  0  2  shortfall_50_0  204  0  51  155  2  204  0  51  155  0  2  shortfall_50_1  204  0  51  155  2  204  0  51  155  0  2  shortfall_100_0  404  0 101  305  2  404  0 101  305  0  2  shortfall_100_1  404  0 101  305  2  404  0 101  305  0  2  shortfall_200_0  804  0 201  605  2  804  0 201  605  0  2  shortfall_200_1  804  0 201  605  2  804  0 201  605  0  2 
