Abstract-Software development is a social activity. Teams of developers join together to coordinate their efforts to produce software systems. This effort encompasses the development of a shared understanding surrounding multiple artifacts throughout the process. Frameworks are a powerful technique for large-scale reuse, but its complexity makes them hard to understand and learn how to use. Developers resort to their colleagues for help and insight, at the expense of time and intrusion, as documentation is often outdated and incomplete. This paper presents an approach to harness this collective knowledge of the team through a collaborative environment. Teams can share, rank and recommend their learning knowledge without too much intrusion and follow best practices of framework understanding. (Abstract) 
INTRODUCTION
As software systems evolve in size and complexity, frameworks are becoming increasingly more important in many kinds of applications, in different technologies (objectorientation and recently aspect-orientation too), in new domains, and in different contexts: industry, academia, and single organizations.
Frameworks are a powerful technique for large-scale reuse that helps developers to improve quality and to reduce costs and time-to-market. However, before being able to reuse a framework effectively, developers have to invest considerable effort on understanding it. Especially for first time users, frameworks can become difficult to learn, mainly because its design is often very complex and hard to communicate, due to its abstractness, incompleteness, superfluous flexibility, and obscurity.
Understanding a piece of software is an important activity of software development, with a big social emphasis. Advances in global software development are leading to teams continuously becoming more and more distributed. A software development project requires people to collaborate. Trends toward distributed development, extensible IDEs, and social software influence makers of development tools to consider how to better assist the social aspects of development.
This paper presents on-going research work that aims at improving framework understanding by providing a collaborative environment where teams can share their learning knowledge and where best practices are supported. It follows a PhD thesis proposal structure, addressing the state-of-the-art, thesis statement and proposed approach. It also presents some preliminary results.
II. STATE-OF-THE-ART

A. Program Comprehension
Program comprehension research can be characterized by both the theories that provide rich explanations about how programmers comprehend software as well as the tools that are used to assist in comprehension tasks.
Figure 1 -Program Comprehension topics
Since the time of the first software engineering workshop [1] , challenges in understanding programs became too familiar. The main goal of the community is to build an understanding of these challenges, with the ultimate objective of developing more effective tools and methods that supports them [2] . A multitude of differences in program characteristics, programmer ability and software tasks have led to many diverse theories, research methods and tools. Figure 1 briefly summarizes these topics. Strategies for program comprehension range from top-down [3] , bottom-up [4] , integrated [6] and knowledge-based [5] , where they can be applied using an opportunistic [6] , systematic [7] or "asneeded" behavior. These strategies revolve around cognitive concepts (mental model, cognitive model, programming plans, etc.) that map the knowledge a programmer develops during the comprehension process.
Choosing the most appropriate strategy depends on both programmer and program characteristics. A programmer can be a novice or an expert, acting differently towards the program. Trends to more sophistication in IDEs, programmers coming from diverse domain areas, and teams being more distributed are affecting the comprehension of programs. Programs, by themselves, are also trending towards higher levels of abstraction, distributed architectures, aspect-orientation, new development practices and diverse sources of information, which also contribute to diversify the comprehension process.
To support comprehension, tools have been developed that fit one of three categories, according to their purpose: extraction, analysis and presentation. These tools have tried to satisfy a set of requirements [8] 
B. Framework Understanding
Framework understanding deals with understanding and learning about a framework for usage, implementation, and evolution.
Object-oriented frameworks are a powerful form of reuse but they can be difficult to understand and reuse correctly. They are promoted as having the potential to provide the benefits of large-scale reuse [10] [11] [12] . While practical evidence does suggest that framework usage can increase reusability and decrease development effort [13] , experience has identified a number of issues that complicate framework application and limit potential benefits [14] . One of the major challenges is effective framework understanding -a specialized kind of program comprehension. An overall depiction of the main ideas behind framework understanding is shown in Figure 2 .
Figure 2 -Framework understanding topics
Over the past decade a large range of candidate documentation techniques have been proposed to support framework understanding, including design patterns [10] , pattern languages [15] , example-based learning [16] , cookbooks [17] , hooks [18] and exemplars [19] .
However, the lack of investigation of these techniques and their impact in framework understanding, together with the lack of insight into problems that limit the comprehension and reuse of software frameworks, spurred a few studies, which identified some concerns and bases for future research in the field. Two of the most important studies where carried out by: Shull et al. [16] where observations concluded that framework users use either a example-based approach or a hierarchical-based approach to try to understand a framework; and Kirk et al. [20] whose work identified four major problems in framework understanding: mapping concepts to framework components, understanding functionality, understanding interactions and understanding the architecture.
Of the several documentation techniques, several other tools emerged that may contribute to improving framework understanding, namely design fragments [21] and architectural primitives [22] . In this domain, tools follow the same trends as program comprehension.
C. Collaborative Software Environments
Software projects usually involve a team or multiple teams that have to work together. For some time now, there has been a concern on how to coordinate these teams of developers to be able to efficiently work together. Research areas such as Groupware and Computer-Supported Collaborative Work (CSCW) rose to address collaboration supported by software. The goal of Groupware is to assist groups in communicating, in collaborating and in coordinating their activities [23] , and has been focusing on since 1978. The fact that most groupware tools failed to be widely adopted made clear the need for a better understanding of how groups of people work together: CSCW emerged. "CSCW is the scientific discipline that motivates and validates groupware design. It is the study and theory of how people work together, and how computer and related technologies affect group behaviour." [24] . It addresses issues like awareness, articulation work and appropriation within groups and identifies systems regarding application, functional and technical criteria. Recent trends like mobile technologies, web2.0, a strong commercial interest and the delocalization of groups are presenting new challenges for CSCW researchers.
The Collaborative Software Engineering domain deals with collaboration within the software development process.
Software engineering projects are inherently cooperative, requiring many software engineers to coordinate their efforts to produce a large software system [25] . As such, this effort encompasses the development of a shared understanding surrounding multiple artifacts, each embodying its own model, over the entire development process.
Collaboration techniques in software engineering have evolved to address our limitations: humans are slow and error-prone, especially when working at high-levels of abstraction; our natural language is expressive but ambiguous; our memory skips the details of large projects and we can't keep track of what everyone is doing.
Figure 3 -Collaborative Software Engineering model
There are still several areas to be addressed for improving collaboration in software engineering and which may reveal the future trends on this domain of expertise: integrating web and desktop environments, broader participation in design, capturing rationale argumentation, using novel communication and presence technologies, and an improved assessment of collaboration technology.
D. Open Issues
From the state-of-the-art review, a number of open research issues arise. An insight of the most relevant ones follows, as a means to focus the intended research and proposed work:
• Frameworks are often hard to understand and use. This is mainly due to framework designs being usually very complex, and thus hard to communicate.
• Framework documentation is often outdated and inaccurate. Despite being a good tool, documentation still regarded as of low importance within the framework development process, where its update is often discarded or neglected.
• Programmers (both experts and novices) recurrently tackle with understanding problems. Reusing code requires understanding it. Choosing the adequate strategy should not be difficult.
• The process of understanding a framework is not properly dealt with. The framework user has to navigate through a plethora of tools trying to figure out where the relevant information might be.
• Collective knowledge of the development team is
often not harnessed at its best. Despite software development being a highly social process, it is not easy to go for the team. Interruption and lack of awareness throws members at a loss.
• Implicit developers' knowledge is not captured and shared as effectively as it could be if well supported. Developers go to great lengths to create and maintain rich mental models of design and code that are rarely permanently recorded. "Lots of [useful] information is kept in peoples' heads" [26] . f) What kind of information is presented to framework learners that they mostly look for? What do they look for that isn't there? g) What is missing from existing development environments to assist on framework understanding?
III. RESEARCH OBJECTIVES AND APPROACH
A. Research Questions
B. Thesis Statement
Based on the issues and questions presented before, the thesis statement of this proposal is the following:
"Providing a collaborative environment that supports the best practices of framework understanding, will allow framework learners, both expert and novice, to produce and share relevant knowledge, and thus to improve their learning process and therefore the effectiveness of framework reuse."
C. Objectives
The main objective of this research work is the following:
To improve framework learning for both novice and expert developers, by enabling them to share their expertise and allowing the intrinsic learning knowledge to be captured and harnessed in a non-intrusive way. This will be achieved in two ways: a) By guiding learners on following best practices for framework understanding: Learning how to use a framework is a recurrent task in a software developer's life. Providing them with a proven set of best practices (patterns) will shorten their learning curve and improve their learning outcome.
b) By laying grounds for the development of tools to support framework understanding through a collaborative environment: Devising a collaborative environment suitable for framework learning that supports the learning process. Also, Providing a subset of tools that aid in the capture, storage, sharing, ranking, presentation and recommendation of acquired learning knowledge.
D. Proposed Approach
Learning how to use a framework is not a trivial task. From the continuous research work, the author proposes to address this matter as follows: "The learner is usually engaged in a process composed of a series of activities. This process has best practices that can be followed to improve its outcome. These practices could be actively applied and improved having tools to support them".
Figure 4 -Proposed approach guiding steps
These three phases (shown in Figure 4 ) will be the basis for the proposed work and are detailed in the following sections.
1) Process
In this particular domain, there is range of activities that may characterize the developer's behavior while trying to understand a framework. These activities may fall into three categories:
• Code. Where is all that we need to know? The problem is that what we need to know is not explicitly in front of us. Furthermore, frameworks make it particularly difficult to find what we need to know. As an example, recovering design knowledge implicit in the code is a recurring practice to help clarify the framework's structure and purpose. The questions reside on what kind of design artifacts, to what kind of audience, and how to store and present the results so that they are useful.
• Documentation. When the developer wants to learn how to use a framework (or any reusable software artifact, for that matter), she goes for the documentation, if it exists. But, is there always documentation? And is that documentation clear, well suited and complete? Does it have all the answers? There are known ways of producing good documentation for frameworks [27] . The issue is nurturing the developers to easily produce and access that documentation, even during the learning process.
• Social network. When all else fails, the developer loses her self-sufficiency as a learner and resorts to her contacts, that is, strong candidates to bear knowledge that might help her. Call it team, peers, social network, buddies or any other term, there is knowledge that one can't find anywhere else but on people's minds. It is called intrinsic knowledge. Getting this knowledge is intrusive. There should be ways of harnessing this knowledge without such intrusiveness.
Figure 5 -Framework learning environment (extended from [4])
Putting it short, a framework learner looks at the code, reads the documentation, visualizes information and asks her colleagues for help, as going through a learning process of understanding how to use the framework. Figure 5 depicts this scenario. Scientific methods (real world observations from where this model was derived) were used to reach this conclusion, and will drive the remaining refining work.
2) Best Practices (Patterns)
Within this environment, and associated with the learning process, there is a series of good practices on how to deal with each stage of the learning process that the authors intends to capture into a pattern language, to which some work has already been done [28] . Scientific methods (real world observations from where this model was derived) were used to reach this conclusion, and will drive the remaining refining work.
The expected result is to devise a collaborative environment where these good practices can be followed by supplying the learner with tool support integrated into that environment.
3) Supporting Tools
Depending on several factors (learner's experience, existing artifacts, learning goal, etc.) the learning process to undertake may resort to different practices and paths. What works for some, might not work for others, and may even vary between frameworks. Novices and experts will take different paths.
Yet, in a truly collaborative environment, where, at first, there is no distinction between who is expert and who is novice, sharing experiences and advising the global community proves useful [29] . The importance given to an advice or counsel is measured by its actual applicability. You became experienced and expert by giving valid and helpful feedback into the community.
By supporting this sharing of knowledge, the learners may benefit from their collective intelligence, thus improving their own learning processes. Therefore, the supporting tools should be prepared to capture this knowledge, share it and assist other learners in their tasks.
In practice, the authors intend to develop a (set of) small tool(s) integrated in an existing collaborative software development environment, that will support capturing and sharing the learning process and will enable the ranking and recommendation of directions to take when trying to reach similar learning goals. This overall supporting process is depicted on Figure 6 .
Figure 6 -Supporting steps to improve the learning process
The purpose will be to capture the learning steps (based on best practices) taken by the learner. Whether she looks at the code first, goes for documentation, explores certain artifacts, and recovers others, until she reaches a satisfying conclusion. This path taken is then recorded, stored and shared. Sharing means that other learners may reuse it or get assistance through it to guide them on they own learning path. If the shared knowledge really helped them, then they should rank it or improve it. This can be done explicitly or implicitly by the development environment. As the collected knowledge keeps improving (through sharing, usage and ranking), the best learning strategies will be recommended to recurrent learners and thus improving their learning process.
Candidate existing environments are Eclipse, Jazz Team Concert and Visual Studio due to their extensible nature and pluggable architecture. These environments have a notion of context or process-awareness, yet they miss the learning context. The idea is to insert the notion of a learning process and provide tools to assist in that process, supporting the steps depicted in Figure 6 . The tools should be built as plugins to the collaborative environment, introducing a learning context and accompanying the learner throughout the process.
E. Expected Results
The expected results from the proposed approach are:
• Definition of a generic framework learning process.
• Writing a pattern language containing the best practices for framework understanding.
• Development of a sub-set of tools integrated in a collaborative environment that supports the learning process and some of its best practices.
IV. CURRENT WORK AND PRELIMINARY RESULTS
The ongoing research has, so far, produced the following results, some of which are still under development:
• Pattern Language. A pattern language that captures the best practices for framework understanding has been devised and developed [28] . It has been validated by peers and the patterns community through a submission to the PLoP (Pattern Languages of Programming) conference and was accepted for publishing in the proceedings. The pattern language went through a process of shepherding [30] Engineering: There is a prototype under development that establishes a Web-based environment that uses collaboration and awareness tools to support the development of a software project. Each tool should be rational chosen and its usefulness clearly observed and recorded. This prototype aims at extending the Redmine [33] system, a flexible project management web application, with new tools, in the form of plug-ins. This prototype will then be validated and tested within a real-life project scenario.
• Weaki -Awareness through knowledge evolution.
There is wiki-based prototype under development that structures documentation based on pre-defined types or templates that might evolve. This evolution is improved by accounting awareness of who is changing both structure and content.
V. WORK PLAN AND IMPLICATIONS
The plan devised for this remaining research work encompasses several tasks and will make use of diverse research methods and experimental approaches. A brief description of these tasks follows:
• State-of-the-art update. Following the problem definition and to accommodate the research direction shifting that naturally occurred, this task aims at updating the State-of-the-art in the domain areas the planned work will address.
• Problem definition. The precise definition of the research questions and the formulation of a hypothesis will be the main result of this task.
• Best practices refinement. The expected outcome of this task will be to refine and established a wellknown set of best practices for framework understanding, derived from research work already done and continuous exploratory research.
• Pattern language writing. The goal of this task is to convert the best practices of framework understanding into a pattern language, to be revised and validated by the community through peer reviewing and conference publication.
• Defining a collaborative environment. The expected outcome of this task is the definition of the intended collaborative environment to improve framework understanding, with all its features and grounds to enable tool development.
• Tool development. This task will encompass the development of a sub-set of tools that compose the collaborative environment and that support the learning process
• Experiments and trials. Throughout the work, there will be time for experiments and trials to gather both insight and validate research decisions.
• Thesis writing and validation. This task will focus on writing the final thesis document and the validation of the research work through the use of empirical methods, case studies and real-case scenario applications.
• Participation in Conferences. Whenever possible and throughout the whole plan, intermediate results will be submitted to relevant conferences for continuous validation and feedback.
VI. CONCLUSIONS
Frameworks are good software artifacts for reuse, nevertheless they are complex, thus hard to learn. Most of the tools that may help in this task don't encompass the social nature of software development. In distress, learners tend to look for help at their colleagues, often disrupting their work. Supporting the social side of software development by raising awareness and capturing intrinsic knowledge helps improving the learning of software, namely, frameworks. The on-going research work presented in the paper aims at improving framework understanding by providing a collaborative environment where learning knowledge can be captured, shared, ranked and recommended to recurrent learners, both expert and novice, in a non-intrusive way.
