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1 Apresentac¸a˜o
Este documento – que e´ uma versa˜o actualizada de [7] – descreve o corte-e-costura, um pro-
grama criado no aˆmbito do projecto AC/DC [10, 11, 2] com o fim de auxiliar a anotac¸a˜o humana
dos corpos com informac¸a˜o referente a campos semaˆnticos.
Mais especificamente, o programa aplica um conjunto de regras a um corpo previamente ano-
tado pelo PALAVRAS[1] e transformado no “formato AC/DC”[8, 9]. As regras, estabelecidas
pelos anotadores num formato o mais pro´ximo poss´ıvel do usado para interrogar os corpos (o for-
mato do IMS-CWB), modificam, eliminam ou acrescentam novos atributos a` anotac¸a˜o existente
no corpo.
Como ja´ referido, as regras foram primordialmente definidas para melhorar a anotac¸a˜o
semaˆntica, ou seja, para modificarem os atributos sema e grupo. Contudo, muitos dos erros a cor-
rigir da anotac¸a˜o semaˆntica automa´tica eram provenientes de uma deficiente anotac¸a˜o sinta´ctica
inicial, donde o programa corte-e-costura foi pensado e utilizado para estabelecer tantas cor-
recc¸o˜es quantas as que fosse poss´ıvel especificar.
Por outro lado, outras funcionalidades foram sendo acrescentadas, aumentando-se a expressi-
vade das regras. Assim, as regras podem tambe´m ser usadas para identificar casos de expresso˜es
com mais de uma palavra que devam ser consideradas como uma unidade em termos semaˆnticos, o
que corresponde, do ponto de vista do formato AC/DC, a` marcac¸a˜o do atributo estrutural <mwe>,
e modificar os seus atributos. Ale´m disso, tambe´m e´ poss´ıvel apagar tanto elementos estruturais
como posicionais.
O primeiro caso a ser considerado, e aquele em que a maioria dos exemplos deste texto sa˜o
apresentados, foi o campo da cor [14], mas o programa foi desenhado para permitir a melhoria
da anotac¸a˜o a partir de regras independentemente dos campos a que elas se referem. Sera˜o
igualmente dados va´rios exemplos referentes a outros campos semaˆnticos. Ate´ ao momento, o
corte-e-costura foi tambe´m usado para anotar vestua´rio [12], emoc¸o˜es [6] e partes do corpo [3].
A forma como o corte-e-costura e´ usado na anotac¸a˜o do campo semaˆntico, em combinac¸a˜o
com os programas alinhavo, que anota as palavras que a` partida pertencem sempre ao campo
semaˆntico que se esta´ a anotar, e remate, que acrescenta os grupos, e´ apresentado em [6].
No restante documento, apresentamos o manual de utilizador do corte-e-costura, com des-
cric¸a˜o detalhada de todas as opc¸o˜es que podem ser usadas na sua chamada, e alguma documentac¸a˜o
te´cnica.
2 Manual do utilizador
O corte-e-costura e´ um programa escrito em Perl, que leˆ e aplica regras a um corpo no formato
do AC/DC, e gera um novo corpo no mesmo formato resultante da aplicac¸a˜o das regras.
Para aplicar um conjunto de regras a um corpo, o programa e´ invocado com os seguintes
argumentos:
acdc_corte-e-costura.pl
-r REGRAS -p POSIC¸~AO [-l LOG] [-i RECURS~AO] [-d DEPURAR] [-a AVISAR] [CORPO]
O novo corpo, que resulta da aplicac¸a˜o das regras, e´ escrito no STDOUT.
Caso se deseje ver uma breve descric¸a˜o do programa e dos seus paraˆmetros, terminando a sua
execuc¸a˜o em seguida, o mesmo devera´ ser invocado da seguinte forma:
acdc_corte-e-costura.pl -h
2.1 Descric¸a˜o dos argumentos
Com excepc¸a˜o do CORPO que, quando e´ dado, tem sempre de ser o u´ltimo argumento, todos os
outros argumentos podem ser usados por qualquer ordem; apenas -r e -p sa˜o obrigato´rios.
REGRAS e´ o nome do ficheiro que conte´m as regras que va˜o ser aplicadas ao corpo;
CORPO e´ o nome do ficheiro com o corpo a que va˜o ser aplicadas as regras; caso CORPO na˜o seja
dado, este e´ lido do STDIN;
POSIC¸~AO e´ o ı´ndice da coluna onde se encontra o lema. Por exemplo, 5 para o CONDIV, e 1 para
o ENPCPUB;
LOG e´ o nome do ficheiro para escrever um registo de aplicac¸a˜o das regras; caso este paˆrametro
na˜o seja dado, o registo e´ feito no STDERR;
RECURS~AO toma o valor 0 ou 1; com valor 1 repete a aplicac¸a˜o das regras a` frase ate´ na˜o haver
diferenc¸as antes e depois da aplicac¸a˜o das regras; com 0 ou omitindo o paraˆmetro aplica as
regras a cada frase apenas uma vez.
DEPURAR com o valor 1 escreve no ficheiro de registo o formato interno de todas as regras que
foram lidas do ficheiro de regras; se for 0 ou estiver omitido na˜o regista a representac¸a˜o
interna.
AVISAR com o valor 1 escreve no ficheiro de registo mensagens de aviso de poss´ıveis conflitos
entre as regras. Tambe´m alerta para a existeˆncia de caracteres especiais na˜o protegidos (ver
secc¸a˜o 2.3.4).
2.2 Exemplos
acdc_corte-e-costura.pl -r regras.txt -p 3 corpo.txt
cat corpo.txt | acdc_corte-e-costura.pl -r regras.txt -p 3
Duas formas diferentes de invocar o mesmo comando produzindo o mesmo resultado. Gera
um novo corpo por aplicac¸a˜o das regras do ficheiro regras.txt ao corpo corpo.txt. O lema
encontra-se na posic¸a˜o 3 de corpo.txt. As regras que disparam sa˜o mostradas no STDERR
indicando a linha do ficheiro original que possibilitou a activac¸a˜o da regra.
acdc_corte-e-costura.pl -r regras.txt -p 3 -l log.txt corpo.txt > novo.txt
Cria um ficheiro (novo.txt) que corresponde ao resultado de aplicar as regras representadas
em regras.txt a corpo.txt. O registo das regras activadas e´ feito no ficheiro log.txt.
# --------------------------------
# Exemplo de um ficheiro de regras
# --------------------------------





abo´bada de+o pe´ :: abo´bada do pe´[]
brac¸o[:outros] armado
## Regras de correcc¸~ao
[word="Terroso" & lema="terroso"] >> [pos="PROP" & lema="Terroso"]
[word="Branco" & lema="branco"] >> [pos="PROP" & lema="Branco"]
[lema="cor"] a:[lema="ac¸o"] >> a:[pos="ADJ"]
## Regras de marcac¸~ao sema^ntica
[lema="cor"] [lema="de"] z:[lema="laranja"] [lema="e"] b:[lema="amarelo"] >>
z:[sema="cor"] b:[sema="cor"]
[lema="ma´scara"] a:[lema="cor"] [lema="de"] b:[lema="laranja"] >>
<mwe lema="cor=de=laranja" sema="cor"> a: b: </mwe> a:[sema="cor"]
Figura 1: Exemplo de ficheiro de regras
2.3 Formato do ficheiro de regras
O ficheiro de regras e´ constitu´ıdo por uma regra em cada linha, podendo haver uma ou mais linhas
de separac¸a˜o vazias entre as regras (ver figura 1).
Qualquer linha comec¸ada por # e´ considerada um comenta´rio e, consequentemente, e´ ignorada
pelo programa. A u´nica excepc¸a˜o e´ quando a linha e´ iniciada por # e inclui logo a seguir os
campos sema e pos, como se pode ver na figura 1. O valor dos atributos e´ usado para auxiliar a
anotac¸a˜o de expresso˜es multi-palavra quando estas sa˜o fornecidas em formato de lista de palavras,
sendo obrigato´rio nesse caso que o ficheiro inclua pelo menos uma linha deste tipo, imediatamente
antes de uma lista de palavras (a secc¸a˜o 2.3.2 descreve com maior detalhe o formato desta lista
de palavras).
Cada regra e´ constitu´ıda por um antecedente e um consequente separados por >>. Deve existir
pelo menos um espac¸o antes e depois do separador >> Tanto o antecedente como o consequente
sa˜o constitu´ıdos por um ou mais termos.
E´ poss´ıvel omitir o consequente quando se trata de uma regra para delimitar novas expresso˜es
multi-palavra sem usar contexto. Nesse caso, o antecedente limita-se a ser constitu´ıdo pela ex-
pressa˜o multi-palavra que se pretende anotar. Exemplo: cor de rosa





Formato dos termos va´lidos apenas do lado do antecedente:
[ATRIBUTO="VALOR"( & ATRIBUTO="VALOR")*]
*
PALAVRA( PALAVRA)* # Apenas se n~ao tiver consequente, ou seja em regras implı´citas.
Formato dos termos va´lidos apenas do lado do consequente:
REFERE^NCIA:
REFERE^NCIA:APAGAR
Formato dos termos va´lidos apenas em regras impl´ıcitas:
PALAVRA{[SEMA|:SEMA]}( PALAVRA{[SEMA|:SEMA]})*
PALAVRA{[SEMA|:SEMA]}( PALAVRA{[SEMA|:SEMA]})* :: PALAVRA( PALAVRA)*
Descric¸a˜o das varia´veis
REFERE^NCIA Qualquer letra (minu´scula) de a a z usada para nomear um termo no antecedente
de modo a que se possa referenciar esse termo no consequente com o fim de modificar a sua
anotac¸a˜o. A refereˆncia tem de ser u´nica no antecedente e pode ser usada mais do que uma
vez no consequente. Tanto no antecedente como no consequente as refereˆncias podem ser
usadas por qualquer ordem e na˜o precisam ser sequenciais. Caso o consequente sirva para
delimitar expresso˜es multi-palavra, enta˜o a refereˆncia deve ser usada sem especificar o par
atributo-valor (ver secc¸a˜o 2.3.2).
A refereˆncia pode ser omitida em cada uma das seguintes situac¸o˜es:
• existe apenas um termo em cada lado da regra. Exemplo:
[word="Marinho" & lema="marinho"] >> [pos="PROP" & lema="Marinho"]
• no antecedente, quando o termo na˜o e´ modificado pelo consequente. Exemplo:
[lema="cor"] a:[lema="ac¸o"] >> a:[pos="ADJ"]
• no consequente, quando os termos estruturais sa˜o usados para indicar os limites de
novas expresso˜es multi-palavra. Exemplo:
a:[lema="azul"] b:[lema="marinho"] >> <mwe lema="azul=marinho"> \
a: b: </mwe>
ATRIBUTO Qualquer dos atributos previstos para o formato usado no AC/DC.
VALOR Valor do atributo no corpo; caso, no consequente, tenha o valor 0 e o atributo seja sema
enta˜o verifica se o atributo grupo tambe´m fica a 0, pois caso na˜o fique escreve uma mensagem
de aviso no ficheiro de registo. Ver secc¸a˜o 2.3.4 para informac¸o˜es sobre a utilizac¸a˜o de
caracteres especiais nesta var´ıavel.
PALAVRA Palavra de um composto. Quando se usa uma sequeˆncia de palavras para expressar o
antecedente, esta na˜o pode ser usada em combinac¸a˜o com mais nenhum tipo de termo e na˜o
pode existir consequente. A secc¸a˜o 2.3.2 explica em maior detalhe alguns paraˆmetros que
podem ser usados quando se especifica listas de multi-palavras.
* Termo usado no antecedente para especificar expresso˜es multi-palavra com comprimento
varia´vel. E´ obrigato´rio que seja especificado entre marcadores estruturais, tal como se ilustra
nos seguintos exemplos:
<mwe> * </mwe>
<mwe pos="N"> * </mwe>
2.3.1 Regras para modificar os atributos de unidades
As regras para modificar atributos de unidades existentes no corpo sa˜o sempre constitu´ıdas por
antecedente e consequente.
Existem dois tipos de unidades nos corpos do AC/DC: posicionais e estruturais. Tanto o
antecedente como o consequente da regra podem ser formados combinando termos de ambos os
tipos, o que permite alterar atributos de ambos os tipos ao mesmo tempo.
Exemplos:
a:[lema="camisa"] b:[lema="salm~ao" & pos="N"] >> a:[sema="roupa"] \
b:[pos="ADJ" & gen="F" & sema="cor"]
Neste exemplo, o programa adiciona (ou substitui, se ja´ existir) o atributo sema do termo referido
por a, “camisa”, com o valor “roupa” e os atributos pos, gen e sema do termo referido por b,
“salma˜o”, com os respectivos valores indicados no consequente.
[pos="N"] a:<mwe pos="N"> b:[lema="cor"] [lema="de"] [lema="laranja"] </mwe> >> \
a:<pos="ADJ"> b:[sema="cor"]
Este exemplo modifica o atributo pos do marcador estrutural que delimita a expressa˜o multi-
palavra “cor de laranja” e ale´m disso adiciona (ou modifica) o atributo sema do primeiro elemento
do composto, “cor”.
Se o atributo a modificar for sema e o novo valor for 0 enta˜o ale´m de actualizar o atributo no
corpo com esse valor, o programa verifica se o valor do grupo tambe´m ficou a 0. Caso na˜o tenha
ficado, e´ escrita uma mensagem de aviso no ficheiro de registo.
2.3.2 Regras de delimitac¸a˜o de compostos
Existem duas formas de delimitar compostos: implicitamente e explicitamente.
De forma impl´ıcita, a regra e´ geralmente constitu´ıda apenas pela sequeˆncia de lemas que se
deseja delimitar. Exemplo:
cor de ac¸u´car queimado
No in´ıcio da lista de palavras correspondente a um campo semaˆntico diferente, deve ser inclu´ıda
uma linha iniciada pelo s´ımbolo de comenta´rio # seguido dos atributos sema e pos, associados aos
valores com que se deve anotar no corpo os compostos dessa lista, bem como o primeiro constituinte












Quando na˜o se quer atribuir o campo semaˆntico definido no in´ıcio da lista de palavras a` primeira
palavra do composto, quer por se querer especificar um outro valor para o campo semaˆntico
quer por se querer atribuir o campo semaˆntico a outra ou outras palavras do composto, cada
palavra a` qual deva ser associado o campo semaˆntico pre´-definido deve ser seguida por [], ou por
[CAMPO SEMANTICO] para atribuir um campo diferente do pre´-definido. Caso o campo semaˆntico
seja o mesmo, mas a classe seja mais espec´ıfica, antecede-se o CAMPO SEMANTICO por :. Ilustram-se





Finalmente, quando o lema que se deseja atribuir ao composto e´ diferente do lema que esta´
anotado no corpo, explicita-se o novo lema a seguir ao lema que devera´ estar no corpo, separando
um do outro por ::. Exemplo:
segundo m~ao :: segunda m~ao
Isto indica que os lemas a procurar no corpo sa˜o “segundo ma˜o”, mas o lema do composto
devera´ ser “segunda ma˜o”.
A regra seguinte exemplifica uma regra expl´ıcita sem contexto, que e´ equivalente a` definida
mais acima implicitamente para cor de ac¸u´car queimado:
a:[lema="cor"] [lema="de"] [lema="ac¸u´car"] b:[lema="queimado"] >> a:[sema="cor"] \
<mwe lema="cor=de=ac¸u´car=queimado" pos="ADJ" sema="cor"> a: b: </mwe>
A regra seguinte exemplifica uma regra expl´ıcita com contexto:
[lema="ma´scara"] a:[lema="cor"] [lema="de"] b:[lema="laranja"] >> \
a:[sema="cor"] <mwe> a: b: </mwe>
Como se mostra nos dois u´ltimos exemplos, quando a delimitac¸a˜o dos compostos e´ feita de
forma expl´ıcita, o primeiro e o u´ltimo constituinte do composto devem ser precedidos no antece-
dente por uma refereˆncia. Desse modo sera´ poss´ıvel indicar no consequente que se deve colocar o
marcadores estruturais <mwe> e </mwe>, respectivamente, antes e depois desses constituintes.
Se a expressa˜o multi-palavra que se pretende anotar ja´ existir no corpo, enta˜o o programa em
vez de adicionar os marcardores estruturais faz a fusa˜o das propriedades existentes na expressa˜o
no corpo com as especificadas no consequente da regra: substitui os valores dos atributos que ja´
existiam e adiciona os novos que ainda na˜o existirem.
Ao mesmo tempo que se adiciona os marcadores tambe´m e´ poss´ıvel modificar qualquer outro
termo presente no antecedente. No exemplo anterior, o primeiro elemento do composto recebe o
campo semaˆntico cor.
2.3.3 Regras para eliminar elementos estruturais ou posicionais
Qualquer elemento, seja estrutural ou posicional, pode ser eliminado usando o termo APAGAR a
seguir a` refereˆncia desse elemento no consequente. Exemplo:
a:<mwe> [lema="cor"] [lema="de"] [lema="laranja"] b:</mwe> >> a:APAGAR b:APAGAR
a:[lema="cor"] b:[lema="de"] c:[lema="laranja"] >> \
a:[word="cor=de=laranja" & lema="cor=de=laranja"] b:APAGAR c:APAGAR
No primeiro caso, a delimitac¸a˜o da expressa˜o multi-palavra sera´ eliminada do corpo. No
segundo caso, sa˜o eliminadas as unidades cujos lemas sa˜o “de” e “laranja” e adicionalmente a
forma “cor” e´ transformada em “cor=de=laranja”, bem como o seu lema.
2.3.4 Protecc¸a˜o de s´ımbolos especiais no valor de atributos
Caso seja necessa´rio incluir caracteres com significado especial para o corte-e-costura ou para
o IMS-CWB, como sejam:
., [, ], |, <, >, *, ?, {, }, \
estes devem ser precedidos por \. Para verificar se o ficheiro de regras conte´m caracteres especiais
na˜o protegidos, deve-se invocar o corte-e-costura adicionalmente com o argumento opcional
-a 1. Se forem encontradas regras com caracteres especiais na˜o protegidos, o corte-e-costura,
avisa e termina a execuc¸a˜o sem aplicar as regras ao corpo. Depois de confirmar que os caracteres
na˜o protegidos esta˜o a ser bem usados, o corte-e-costura deve ser invocado sem -a 1 ou com
com -a 0.
3 Documentac¸a˜o te´cnica
Nesta pequena secc¸a˜o indicamos brevemente a forma como o programa foi idealizado, quais os
requisitos para a sua invocac¸a˜o, problemas poss´ıveis, e melhorias que tera˜o de ficar para o futuro.
3.1 Descric¸a˜o do funcionamento
Dado um corpo, C, e um ficheiro de regras, R, o programa e´ executado de acordo com o algoritmo
inclu´ıdo na figura 2.
.Converter as regras de R num formato interno R’
. Para cada frase F do corpo C aplicar regras R’ da seguinte forma:
.. F’<- F
.. Enquanto houver diferenc¸as entre F e F’ repetir:
... Para cada elemento E de F executar:
.... Para cada regra de R’ verificar:
..... Se a regra e´ activada a partir do elemento E ent~ao executa consequente da
regra modificando F
..... Sen~ao passa a` pro´xima regra
.. Apresentar F como resultado
Figura 2: Algoritmo de processamento do corpo
As regras sa˜o todas lidas uma u´nica vez do ficheiro de regras, sendo guardadas em memo´ria
durante a execuc¸a˜o do programa. Cada regra e´ convertida num formato interno, em que os
antecedentes sa˜o guardados num vector e os consequentes noutro vector. Este formato interno e´
semelhante ao formato em que as regras sa˜o escritas, mas facilita a aplicac¸a˜o das regras.
Se existir alguma regra que apo´s convertida para o formato interno tem o mesmo antecedente
de uma regra lida anteriormente, o programa alerta que foi encontrada uma regra nessas condic¸o˜es,
mas apenas no caso de o argumento -a 1 ter sido especificado.
3.1.1 Formato interno das regras
Cada termo do antecedente e do consequente e´ convertido em um ou mais termos indexados por
um algarismo que indica a sua posic¸a˜o na sequeˆncia de termos que constitui o antecedente. Assim,
uma regra como:
[word="Marinho" & lema="marinho"] >> [pos="PROP" & lema="Marinho"]
e´ convertida no seguinte formato interno:
0[word="Marinho"] 0[lema="marinho"] >> 0[pos="PROP"] 0[lema="Marinho"]
Isto quer dizer que cada atributo de um mesmo termo no antecedente da regra original ira´
constituir um novo termo no antecedente da regra no formato interno, e sera´ indexado pelo mesmo
algarismo. Esse algarismo representa a posic¸a˜o do termo original no antecedente. Uma vez que so´
existe um termo no antecedente e no consequente, o termo do consequente e´ igualmente indexado
pelo algarismo 0.
A regra seguinte:
<mwe> [word="azul"] [word="pru´ssia"] </mwe> [lema=","] c:[lema="sangue-de-boi"] \
>> c:[sema="cor"]
e´ por sua vez transformada em:
0<mwe.*> 1[word="azul"] 2[word="pru´ssia"] 3</mwe> 4[lema=","] \
5[lema="sangue-de-boi"] >> 5[sema="cor"]
Neste caso, o termo do consequente no formato interno e´ indexado pelo ı´ndice nume´rico do
termo que e´ referido no antecedente por c, uma vez que e´ essa a refereˆncia do u´nico termo no
consequente. Ale´m disso, o termo <mwe> do antecedente foi convertido em <mwe.*> para expressar
que este termo devera´ emparelhar com qualquer marcador estrutural <mwe> no corpo quaisquer
que sejam os seus atributos.
A seguinte regra, que insere uma nova unidade multi-palavra:
a:[word="peito"] [word="de"] b:[word="rola"] [word="e"] c:<mwe> \
d:[word="aurora"] [word="boreal"] </mwe> >> a:[sema="cor"] \
<mwe lema="peito=de=rola" pos="N" sema="cor"> a: b: </mwe> \
c:<lema="aurora=boreal" sema="cor"> d:[sema="cor"]
e´ convertida internamente em:
0[word="peito"] 1[word="de"] 2[word="rola"] 3[word="e"]
4<mwe.*> 5[word="aurora"] 6[word="boreal"] 7</mwe> >>
0[sema="cor"] 0<mwe> 0<lema="peito=de=rola"> 0<pos="N">
0<sema="cor"> 2</mwe> 4<lema="aurora=boreal"> 4<sema="cor"> 5[sema="cor"]
Dado que se trata da inserc¸a˜o de uma multi-palavra, os termos <mwe...> e </mwe> do conse-
quente sera˜o indexados pelos ı´ndices nume´ricos das refereˆncias que se encontram delimitadas por
esses marcadores, respectivamente. Indicando que o termo 0 devera´ ser antecedido de <mwe> e o
termo 2 devera´ ser precedido por </mwe>.
Finalmente, com a regra:
a:<mwe sema="cor"> * </mwe> [lema="ou"] [lema="de"] d:[lema="pe^ssego"] >> \
d:[sema="cor"]
ilustramos a conversa˜o de uma regra cujo antecedente inclui uma multi-palavra de comprimento
varia´vel, e que e´ convertida em:
0<mwe.*> 0<sema="cor"> 1* 2</mwe> 3[lema="ou"] 4[lema="de"] \
5[lema="pe^ssego"] >> 5[sema="cor"]
Dado que, no momento em que a regra e´ lida, na˜o se sabe ainda o comprimento da multi-
palavra, o que depende das multi-palavras a que se aplicar, os termos a seguir a * sa˜o normalmente
indexados sequencialmente a partir do ı´ndice de *. No entanto, quando se aplica a regra, o termo
1* vai emparelhar enquanto na˜o se encontrar o marcador final </mwe>, e os ı´ndices dos termos
seguintes tera˜o em conta o comprimento da unidade multi-palavra que se encontra no corpo (ver
secc¸a˜o 3.1.2).
Verificac¸a˜o do formato das regras Mesmo que uma das regras na˜o verifique o formato esta-
belecido, o programa continua a ler as regras seguintes ate´ ter lido todas as regras. No entanto,
sempre que o programa encontra uma regra na˜o va´lida produz uma mensagem de erro, e no fim de
ter lido todas as regras, caso tenha sido encontrado alguma regra inva´lida, a execuc¸a˜o do programa
e´ interrompida.
As regras nas seguintes condic¸o˜es tambe´m sera˜o consideradas inva´lidas e uma mensagem de
erro a indica´-lo sera´ produzida:
• Repitac¸a˜o de refereˆncias no antecedente;
• Uso de refereˆncias no consequente que na˜o existem no antecedente;
3.1.2 Aplicac¸a˜o das regras
As regras sa˜o aplicadas sequencialmente frase a frase pela ordem em que se encontram no ficheiro
de regras. Em cada iterac¸a˜o, apenas uma frase se encontra em memo´ria, sendo esta representada
por um vector de unidades desde <s.*> ate´ </s>.
Cada regra e´ aplicada desde o in´ıcio da frase, a cada elemento da mesma. Uma regra so´
e´ activada e consequentemente executada, se existir pelo menos uma sequeˆncia que comece no
elemento que esta´ a ser nesse momento processado e em que cada um dos seus elementos satisfac¸a
um a um cada um dos termos do antecedente da regra. Uma regra pode ser activada mais do que
uma vez para a mesma frase numa mesma iterac¸a˜o, se existir mais do que uma sequeˆncia na frase
que satisfac¸a as restric¸o˜es expressas no antecedente da regra, assim como pode existir mais do que
uma regra a ser activada numa mesma iterac¸a˜o para sequeˆncias diferentes.
Sempre que uma regra e´ activada e´ executada de imediato. Isso quer dizer que uma regra pode
tanto fornecer a alterac¸a˜o necessa´ria para que uma outra regra possa ser por sua vez activada
como impedir que uma regra posterior possa ser activada.
Assim que existir um termo de uma regra que na˜o e´ verificado, o processamento avanc¸a para
a pro´xima regra.
A execuc¸a˜o da regra corresponde a actualizar os atributos dos elementos da sequeˆncia que fez
disparar a regra, de acordo com os termos e respectivos ı´ndices especificados no consequente. Ou
seja, se o consequente incluir, por exemlo, um termo indexado por 3 cujo par atributo-valor e´
sema="cor", quer dizer que o atributo sema do quarto elemento da sequeˆncia que fez disparar a
regra sera´ actualizado com o valor cor.
Por causa de ser poss´ıvel especificar no antecedente termos que emparelham com mais do que
um termo no corpo, sempre que uma regra e´ aplicada e´ criado um mapa de indexac¸a˜o entre os
ı´ndices presentes no formato interno do antecedente da regra e os ı´ndices finais que sera˜o usados
pelo consequente da regra. Caso a regra na˜o contenha unidades multi-palavra de comprimento
varia´vel, o mapa e´ equivalente a` identidade, ou seja, na˜o ha´ alterac¸a˜o dos ı´ndices.
Regras com unidades multi-palavra de comprimento varia´vel As regras cujo antecedente
inclui unidades multi-palavra de comprimento varia´vel, correspondente a` sequeˆncia de termos
<mwe> * </mwe>, sa˜o aplicadas de um modo ligeiramente diferente de todas as outras. Em parti-
cular, quando o termo * e´ encontrado depois de ter sido validado o termo <mwe>, o programa aceita
como estando conforme ao antecedente da regra todos os elementos dessa unidade multi-palavra
no corpo, ate´ encontrar o termo </mwe>. Ale´m disso, o mapeamento dos ı´ndices dos restantes
termos do antecedente sera´ feito tendo em conta o comprimento da unidade multi-palavra que foi
encontrada recorrendo a` sequeˆncia de termos <mwe> * </mwe>.
Desta forma, se tivermos a regra:
<mwe> * </mwe> a:[pos="N"] >> a:[pos="ADJ"]
cuja representac¸a˜o interna e´:
0<mwe> 1* 2</mwe> 3[pos="N"] >> 3[pos="ADJ"]
e esta regra for disparada por existir uma unidade multi-palavra de comprimento 3 no corpo,
em vez de ser criado um mapa de indexac¸a˜o M((0,0),(1,1),(2,2),(3,3)), sera´ criado o mapa
M’((0,0),(1,1),(2,4),(3,5)).
Dessa forma, quando o consequente e´ executado, o elemento que sera´ actualizado na sequeˆncia
na˜o sera´ o quarto (dado pelo ı´ndice 3 original), mas sim o sexto (dado pelo ı´ndice correspondente
a 3 no mapa, ou seja, 5).
Regras de inserc¸a˜o de unidades multi-palavra A inserc¸a˜o de novas unidades multi-palavra
e´ expressa no consequente escrevendo a sequeˆncia de termos:
<mwe( $ATRIBUTO="$VALOR")*> REF1: REF2: </mwe>
cuja representac¸a˜o interna e´:
i:<mwe> ( i:<$ATRIBUTO="$VALOR">)* j:</mwe>
em que i e j sa˜o os ı´ndices correspondentes a`s refereˆncias REF1 e REF2 no antecedente. Quando
o consequente e´ executado, se na˜o existir ainda uma unidade multi-palavra na sequeˆncia que
fez disparar a regra que coincida com a unidade multi-palavra que se esta´ a tentar inserir, o
marcador inicial var ser concatenado ao ı´nicio do elemento i dessa sequeˆncia e o marcador final
vai ser concatenado ao fim do elemento j dessa sequeˆncia; caso a unidade multi-palavra ja´ esteja
marcada no corpo, enta˜o em vez de inserir novamente os marcadores, os atributos do marcador
inicial sa˜o actualizados com os valores que estiverem especificados no marcador inicial presente no
consequente.
Isto quer dizer que depois de ser inserida a unidade multi-palavra o comprimento da frase
representada em memo´ria por um vector de unidades (posicionais e estruturais) continua o mesmo.
Com a representac¸a˜o actual da frase em vector, a inserc¸a˜o, idealmente em termos de repre-
sentac¸a˜o do problema, mas talvez na˜o em termos de eficieˆncia computacional num programa que ja´
de si e´ lento, deveria aumentar o tamanho do vector e inserir dois novos elementos. Na˜o tenta´mos
no entanto esta abordagem.
3.2 Requisitos te´cnicos
Este programa, escrito em Perl, foi testado com Perl v5.8.5 e v5.8.8, em sistema operativo Linux
e Mac OS X.
Tanto os corpos como as regras estavam codificados em ISO-8859-1.
As verso˜es dos corpos do AC/DC eram as de Setembro de 2009.
3.3 Problemas
Embora va´rios testes tenham sido levados a cabo, e´ poss´ıvel que configurac¸o˜es inesperadas dos
atributos de novos corpos produzam problemas.
O programa aplica as regras a unidades delimitadas por <s>. Se houver casos em que essa
delimitac¸a˜o na˜o ocorra ou esteja deficiente e´ poss´ıvel que o programa perca partes do corpo.
O maior problema conhecido e´ o tempo de execuc¸a˜o: o programa e´ extremament lento.
Na˜o foram feitos testes para perceber o que acontece quando na˜o e´ poss´ıvel escrever mais (nos
ficheiros de dia´rio, ou no STDOUT). Caso os ficheiros na˜o possam ser criados ou na˜o existam, a
execuc¸a˜o do programa termina.
3.4 Melhorias
Uma melhoria o´bvia seria aumentar o desempenho, em termos de tempo de execuc¸a˜o, deste pro-
grama.
Tambe´m se baseia na informac¸a˜o r´ıgida da ordem das colunas: para tornar o programa mais
flex´ıvel poder-se-ia imaginar que a ordem fosse variada e especificada por corpo, ou por invocac¸a˜o.
Finalmente, a sintaxe de especificac¸a˜o de regras idealmente seria em tudo semelhante a` do IMS-
CWB, permitindo assim regras que recorressem a expresso˜es como within s ou [pos!=¨N.*¨]*.
Isso facilitaria a escrita das regras ao linguista, assim como permitiria uma expressividade muito
superior.
4 Trabalho futuro
Este programa foi desenvolvido no aˆmbito da melhoria do processo de revisa˜o da anotac¸a˜o dos
corpos do grupo de projectos relacionados com o AC/DC (que herdam ou herdaram a maior parte
do processo de anotac¸a˜o), que ja´ desde a altura da revisa˜o da anotac¸a˜o sinta´ctica do COMPARA [5,
4] sab´ıamos que era um processo moroso, complicado, e repetitivo.
O nosso objectivo era produzir mecanismos e processos de uma anotac¸a˜o semaˆntica semi-
automa´tica que produzissem bons resultados em pouco tempo, e inicia´mos essa tentativa pelo
campo da cor, seguido pelos da roupa, este u´ltimo inspirado pelo ConDiv [13], das emoc¸o˜es e das
partes do corpo.
Finalmente, na˜o e´ de excluir a hipo´tese de que uma reimplementac¸a˜o deste programa venha a
ser levada a cabo com o formalismo da CG em que o PALAVRAS foi escrito, se se considerar que
a anotac¸a˜o semaˆntica e a sua correcc¸a˜o sejam mais naturalmente levadas a cabo nesse ambiente.
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