Explicit representation of time and change is an essential feature for building medical decision support systems. In this paper, we propose to use one of the well-known general theories of time and change, namely the Event Calculus [Ko86], to represent temporal aspects in intelligent medical monitoring systems. In particular, we explore the application of CEC [Ch96a] (an efficient implementation of the Event Calculus) to the management of mechanical ventilation, using it to interpret change in data over time, assess patient status and its evolution, and choose the proper respiratory therapy. First, we present the prototype we have built, which has been extensively tested on patient's data reflecting several real clinical situations. Then, we provide a thorough evaluation of the obtained results, pointing out both strengths and weaknesses of adopting the Event Calculus as a temporal reasoning formalism in patient monitoring. We also identify a number of extensions which can be extremely useful in order to ease the scaling up of the possible medical applications of the approach.
Introduction and Motivation
In data-rich clinical environments such as Intensive Care Units (ICUs) or operating rooms, there is a crucial need for intelligent monitoring systems that can help the clinician to deal with the massive flux of information. These systems should be able: (i) to acquire and exploit the mass of data available to propose a diagnosis of the patient's state, (ii) to filter the numerous alarms from monitors to indicate only those that require a human intervention, and (iii) to propose specific therapeutic strategies depending on the evolution of the patient's state. Explicit time and change representation is essential for building such intelligent monitoring systems. In this Section, we point out the motivations for our work, both from the temporal reasoning and the application point of view.
The Temporal Dimension
Time is a central factor in intelligent monitoring systems that are supposed to interact with real dynamic environments. The need for time representation in these systems concerns two major aspects:
-Modelling of temporal concepts and inferences performed by the physician: the physician i)
builds dynamically an interpretation of the time course of the patient's disease, ii) predicts the patient's evolution with regard to previous states, and iii) constructs and executes a plan of actions to drive the patient to an expected state. The physician adapts his/her strategy to the history of the patient's disease and to the time the patient spent in a given state. To build a global dynamic interpretation of the patient's behaviour, he/she must construct gradually specific abstractions at several levels, recognizing relevant changes for each level [Do96a] .
-Respect of real-time constraints: the system should be able to i) acquire physiological data provided by several monitors and the clinical staff, ii) plan the sequencing of the three fundamental tasks in medical reasoning [St92] -observation, diagnosis, and then therapyeach task being in turn decomposable in several sub-tasks, and iii) have a prompt reaction in alarming situations, which impose to short-cut some sub-tasks.
The need for an explicit representation of time in medical systems has been advocated by several researchers, but very few clinical decision support systems incorporate clear formalisms for temporal reasoning [Sh90] . Recently, several research efforts have been devoted to define ontologies and mechanisms for medical temporal reasoning and abstraction independently of a specific medical application [Do96a, Ke96, La95, Mi95, Sh94] . From this point of view, the Event Calculus (EC), the well-known general theory of time and change proposed by [Ko86] , appears to be an interesting framework. In particular, EC (i) is a general and thus likely to be reusable approach, (ii) is well-founded and has been thoroughly formally studied (some works dealing with formal aspects of the EC are [Ce95, Sa95, Sr95, Va95] , just to mention the most recent ones), and (iii) adheres to a model with events, states and cause-effect relationships, which seems well adapted for temporal reasoning in medical domains [Do96a, Ke96, La93] .
The Situation Calculus [Mc69] shares the same general aim of EC, i.e. to formalise common sense reasoning about the initiation and persistence of properties and relationships over the course of time. We prefer EC for our domain, because, as pointed out by [Ko94] : (i) whereas EC was intended primarily for reasoning about actual events, the Situation Calculus was designed primarily for reasoning about hypothetical actions and situations (which is not our case), and (ii) whereas the Situation Calculus deals with transitions between global situations, EC allows to deal with the effect of actions on local states.
Although EC derives a significant representational power from its roots in Logic
Programming augmented with negation-as-failure as a mechanism for default reasoning, it was found to be rather inefficient to meet the harsh requirements of fast decision-support response [Sr95] . For this reason, EC has not been used for the design of intelligent monitoring systems up to now, but an efficient implementation [Ch96a] of EC has been recently proposed. In this paper, we exploit this efficient implementation in order to explore the application of EC in the context of mechanical ventilation management, with the general aim of testing the adequacy of EC to model temporal reasoning in medical monitoring.
Intelligent Systems for Mechanical Ventilation Management
A typical clinical application of intelligent monitoring systems is the management of the mechanical respiratory assistance provided to patients who suffer from a lung disease and are hospitalised in ICUs. Recent physiological studies [Br94, Va91] have convinced physicians to mechanically ventilate patients as soon as possible with partial assistance modalities: a variable level of mechanical assistance is added to the spontaneous respiratory activity of the patient.
Although partial mechanical support such as pressure support ventilation (PSV) [Ma86] is simple in its principle, its use generally requires the presence of a trained and experienced physician who adapts the level of assistance to the evolution of the patient's state. This is emphasised when the physician, applying specific strategies, tries to decrease gradually the assistance and appreciates the patient's capability to breathe alone. This procedure (called weaning procedure) must be performed carefully to improve the quality and the success rate of such a difficult process.
Many decisions and adjustments performed on the ventilator settings are based on objective data and can be formalised and modeled with appropriate knowledge representation techniques.
Ideally, the advantages of a knowledge-based system for the management of ventilator therapy are: (i) to function on a 24 hours per day basis, allowing a continuous adaptation of the level of the assistance and a reduction of total duration of ventilation, and (ii) to develop specific weaning strategies, including a gradual decrease of the mechanical support, difficult to obtain in clinical practice without the assistance of a computerised system. Such a system must work in a closed-loop to be useful to the clinical staff. Recently, clinical studies have validated this approach [Do92, Do96c] .
Since the precursor work of Fagan [Fa80] , several systems have been designed to assist respiratory management (see [Uc93] for a broad survey on recent intelligent patient monitoring projects [Co90], [Fa80] ). Unlike these systems, we adopt an explicit and general representation of temporal knowledge and reasoning (i.e., the Event Calculus [Ko86] ), to monitor and control in real-time ventilator therapy. Therefore, the prototype we built serves also the purpose of evaluating strengths and weaknesses of the Event Calculus in the medical monitoring domain.
Temporal Ontology and Inference in EC
Kowalski and Sergot's Event Calculus (EC) is a general approach to representing and reasoning about events and their effects in a logic programming framework [Ko86] . From a description of events which occur in the real world and properties they initiate or terminate, EC derives the maximal validity intervals (MVIs) over which properties hold. It takes the notions of event, property, time-point and time-interval as primitives and defines a model of change in which events happen at time-points and initiate and/or terminate time-intervals over which some property holds. It embodies a notion of default persistence according to which properties are assumed to persist until an event occurs that interrupts them.
A model of the world based on events, whose occurrence modifies the state of the world and properties that have a tendency to persist during time, is well adapted to our applications [Do96a] .
In the following, we adopt PROLOG's convention of beginning variables' names with an uppercase letter and constants with a lowercase letter. In order to help the reader who is not familiar with PROLOG syntax, we provide a natural language formulation to the right of each axiom we introduce.
The Basic Event Calculus
Formally, we represent an event occurrence by means of the happens_at(event, timePoint) The initiates_at (terminates_at) clause states that each event of type event1 (event2) initiates (terminates) a period of time during which property holds, provided that n (possibly zero) given conditions hold at instant T. In EC, both initiates_at and terminates_at are contextindependent predicates: they do not admit preconditions. However, even when modeling very simple real-world examples, the context is essential to decide which properties are initiated or terminated by the occurrence of an event. For example, the event "turn on the switch" in a simple light bulb circuit, initiates the property "the light is on" at a given instant, only if the property "electrical power is supplied" holds at that instant [Ch96a] . Thus, as indicated above, we added preconditions to initiates_at and terminates_at in order to model complex domains, such as mechanical ventilation management.
Initial conditions describe a possibly partial initial state of the world and are specified by means of a number of events of type initially(prop).
The EC model of time and change is defined by means of the following axioms: To face these efficiency problems, we extended EC with a caching mechanism that records MVIs of properties in the form of mholds_for facts for later use in query processing, and updates them as soon as a new event occurrence is entered in the database. Unlike general caching mechanisms, the Cached Event Calculus (CEC) does not only add and/or remove assertions, but also clips and/or extends existing MVIs according to domain and temporal knowledge.
Moreover, it replaces the generate-and-test strategy with a more focused one.
[Ch96a] describes in detail the architecture and the implementation of CEC and formally proves the computational complexity of EC and CEC. We only summarize here the complexity results, shown in Table 1 . The query columns give the cost of deriving the full set of MVIs for a given property, the update columns give the cost of adding a new event to the database. We assumed that the database contains n initiating events and n terminating events for any property (with n ≥ 1). Since a precondition in a context-dependent initiates_at or terminates_at may itself be context-dependent, we considered in general an arbitrary nesting level of preconditions:
the parameter Lbk is the maximum level of nesting from a single property and can be statically determined for a given knowledge base [Ch96a] . The complexity is measured in terms of the number of accesses to facts in the database. In summary, CEC moves computational complexity from query to update processing, and features an absolute improvement of performance, because its update processing costs less than EC query processing. Note that these results refer to the worst-case complexity analysis.
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Experimental results show that CEC is even better on the average case and that the chronological acquisition of events (as it is typically the case of the mechanical ventilation domain) further increases performance.
Using CEC to Reason about Time and Change in Mechanical Ventilation Management
In this Section, we describe the use of CEC to model time and change in the proposed intelligent monitoring system for ventilator therapy management. The medical expertise was obtained from clinicians at the Henri Mondor Hospital, in France. Clinicians provided more than 50 rules covering both interpretation of data, prediction of patient's evolution and therapeutic decisions. This domain knowledge has been modeled using events and properties.
Temporal reasoning is performed by CEC to interpret the status of the patient, assess the evolution of patient's ventilation, and choose the proper therapy. CEC relies on an additional module for interface and data acquisition purposes.
Architecture of the Prototype
The implemented prototype is organized in two different parts, as depicted in Figure 1 . The
Interface allows clinical staff to initialize the system according to information about the patient:
name, weight, type of pathology, and type of connection (intubation or tracheotomy). It receives incoming data from the gas analyzer (for expiratory partial pressure of CO 2 : PCO2) and from the ventilator (for tidal volume VT and respiratory rate RR) and provides them to CEC in a proper format. CEC performs all the inferential activity needed to interpret the data received by the Interface and take the proper therapeutic decisions. The interface modifies the ventilator settings (level of PSV, mode of ventilation) according to CEC decisions, and presents the inferences performed by CEC to the clinical staff. Therapeutic decisions concern: (i) the level of PSV assistance, (ii) the ventilation mode: controlled mechanical ventilation (CMV) can be judged as more appropriate than PSV in some cases, and (iii) disconnection, if the patient is judged to be able to breathe without assistance. The Interface reads the values of the clinical parameters with a frequency of 0.1 Hz, for a period of time whose duration can be changed (by CEC) according to the current clinical situation. At the end of this observation period, the Interface sends to CEC the averages of the clinical parameters read all over the period. As a result, CEC performs its inferential activity, updating its database in response to the new information available about the patient. When the database update ends, the Interface reads the current value of those properties that prescribe the current level of assistance and the duration of next observation period, respectively. The former are sent to the ventilator, and the new observation period is started. In some cases, CEC may also determine that an alarm should be raised for the clinical staff, because some specific situation is occurring (for example, patient is hypoventilated and the mode of ventilation should be changed to Control Mechanical Ventilation, or despite successive increases in assistance, the ventilation remains incorrect).
CEC
At a more detailed level, the task of determining the adequate therapy after observation is divided into two ordered main activities: diagnosis and therapy. Diagnosis is further divided into two steps. In the first step (patient classification), CEC has to classify the patient ventilation according to the observed values of the clinical parameters received from the Interface. These values are compared with the threshold values set (as a function of patient's pathology and morphology) at the initialization of the system. In the second step (evolution assessment), CEC has to assess the evolution of the patient status by considering its history over previous periods of observation and judge patient's response to therapy. This second step can also start and assess the progress of the weaning procedure, in order to test the patient's capability to breathe without assistance. The kinetic of the weaning procedure (duration of the ventilation stability before starting the procedure, tolerance of instabilities) depends on the initial severity of the patient status (the PSV level required by the patient is used to appreciate the severity). In the therapy prescription activity, CEC chooses the adequate ventilator therapy in response to the results of the diagnosis activity. 
Using Events and Properties to Represent Ventilation Management Expertise
In this Section, we present how the considered domain, and especially the temporal part of the expertise, was modelled in terms of events and properties. Some examples, extracted from the prototype knowledge base, are used to illustrate specific points.
Events
The sequencing of the three main tasks (patient classification, evolution assessment, therapy prescription) is represented using three types of events that control the interactions between CEC and the Interface. The first type of event models the reception of new values for the observed clinical parameters and has the form receive(VT,PCO2,RR), where VT, PCO2 and RR are numerical values for the tidal volume (in ml), expiratory partial pressure of CO 2 (in mmHg) and respiratory rate (in cycles/min), respectively. The second and the third type of event serve control purposes, by modeling requests for the assessment of the evolution of the patient status (evolutionRequest event), and for the determination of therapy (therapyRequest event). The introduction of events only for control purposes is further discussed in Section 4.3.
The reasoning tasks illustrated in the previous Section take place as follows. When an observation period ends, the Interface sends to CEC a receive(VT,PCO2,RR) event containing the averages of the observed clinical parameters (starting the patient classification task). When the processing of the event is completed, the Interface sends an evolutionRequest event (starting the evolution assessment task), and later it sends a therapyRequest event (starting the therapy prescription task). The time of occurrence of each of these three subsequent events is read from a system clock and sent to CEC together with the event (this allows to keep track of the precise times at which each activity started). After the third event is processed, the Interface reads the current suggested therapy from CEC and is ready to send commands to the ventilator and to start a new observation period, or to warn the clinical staff that some special case is occurring.
Looking only at recorded events over the time line, it could be thus noticed that instances of each of the three types of events mentioned above, regularly occur in sequence at the end of each observation period, as exemplified by Figure 3 . Table 2 summarizes the main properties that have been defined to model the domain. As it can be noticed, all these properties have an homogeneous structure with one variable argument (denoted as X in the Table) . Moreover, the values each argument can take are mutually exclusive.
Properties
This allows us to assume that when a property with a certain argument value starts to hold, the previously holding property with the same name but with a different value in the argument is terminated. Thus, we expressed a termination condition valid for all the properties of this specific domain in a compact and practical way, by using just one terminates_at clause. This clause states that a generic property Property (characterized by a value Value for its argument)
terminates at instant T whenever an event Event, that initiates the same property but with a different argument value (NewValue), happens at instant T. All the other clauses in the knowledge base will be initiates_at clauses. The weak interpretation (see Section 2.1) considers by default all the properties to be concatenable [Sh87] : whenever they hold over two consecutive intervals (i.e. two consecutive periods of observation), they hold over their union. Properties concerning the evolution of the patient are initiated by events of the form evolutionRequest. The main property in this group is the evolutionStatus(ES) property, which gives an assessment of the evolution of the patient state over previous periods of observation.
For example, evolutionStatus(s0) indicates that the patient is actually normal and he/she has not been abnormally ventilated (tachypnea or insufficient ventilation) since evolutionStatus(s0) was initiated. An example of a clause describing a change in evolutionStatus is the following: This clause states that whenever an evolutionRequest event happens, and evolutionStatus(s0)
holds, and patientStatus(PtnSts) holds with PtnSts equal to tachypnea or insufficientVentilation, then the property evolutionStatus(s1) is initiated. The property evolutionStatus(s1) indicates that the patient is in tachypnea or insufficient ventilation for the first time since the instant when s0 was started.
The evolutionStatus property is crucial in the therapy activity, because it is often necessary to consider more than one single observation period to determine the appropriate assistance level. For example, in case of tachypnea, the level of assistance is raised as soon as the tachypneic status is observed. But in order to tolerate short instabilities without modifying the global therapy, the initial level of assistance is restored if in the next two observations the patient's status returns normal. On the contrary, the new level is maintained if another tachypneic status is observed in one of the next two observation periods.
The assistanceLevel(X) property indicates which level of assistance the ventilator has to deliver to the patient during the next observation period. As a response to therapyRequest events, the previous value of the assistance can be incremented or decremented by a variable step. Consider, for example, the clause: This clause states that whenever a therapyRequest event happens, and the argument of the evolutionStatus property at that time is s1, while it was s0 in the previous MVI (a simple previous predicate is used to derive which was the value of a given property in the MVI immediately preceding the MVI containing a given time instant), and the planned amount (which depends on the level of assistance already delivered, and is represented by the deltaAssist property) for the next variation (if any) in the level of assistance is D, and the level of the assistance is X, then assistanceLevel(NewX) initiates, with NewX being the minimum between 40 and X+D (a simple min predicate finds the minimum among two given numbers).
Examples
The application of CEC to the patient monitoring problem presented in this paper has been extensively tested on patient's data reflecting several real clinical situations.
This The example in Figure 5 takes into account a larger time span (dotted lines highlight periods for which events sent to CEC are not shown, because they did not cause changes in the illustrated properties). In the considered situation, after 30 minutes of normal ventilation the level of assistance is decremented from 11 to 9, and after 30 more minutes, the system starts the weaning procedure. That is, the assistance is gradually decreased in function of the stability of ventilation, and when the patient tolerates a low level of assistance (9 cmH 2 O), a specific strategy is adopted to test the patient's ability to breathe without assistance. 
Evaluation
In this Section, we thoroughly analyze from several perspectives the experimental activity previously reported, pointing out both strengths and weaknesses of the proposed approach. We also highlight the features of the approach which are relevant from a temporal reasoning point of view, and identify a number of extensions which can be extremely useful in order to ease the scaling up of the possible medical applications of the approach.
Computational Complexity
CEC allows to introduce an explicit time and change representation into real-time patient monitoring systems while ensuring computational tractability. The response time of the prototype is within the bounds required by the application and it is equal to few seconds on a portable 80386 computer and fractions of a second on a Sun SparcStation 2. As shown in the paper, the worst-case computational complexity for a CEC update increases polynomially with the number of recorded events. Nevertheless, response within a given specified time can be guaranteed when events are entered chronologically, because in this case only a constant number of the most recent events has to be considered to perform the update, and only the most recent MVI for each property may need to be modified.
We are exploring the possibility of maximizing the performance by making some assumptions which simplify the calculus still keeping its usefulness in the context of monitoring and control. In particular, we have identified the two following assumptions:
-Single-argument properties. Experience in building the mechanical ventilation management system has shown that to represent the evolution of a certain attribute over time in EC, an homogeneous schema for properties can be adopted (see Section 3.2.2). More precisely, the attribute is formally expressed as a property with a single variable argument, that describes the current value of the attribute. For example, property patientStatus(X) (where X can be instantiated with values such as normal, tachypneic, insufficientlyVentilated,...), or property assistanceLevel(X) (where X is instantiated with a numeric value). While EC allows in general more than one variable argument in properties (e.g. takesCareOf(ClinicianName, PatientName)), this assumption restricts it to single-argument properties.
-Mutually exclusive values. In EC, each instance of a property is independent from other instances with different values (e.g., the instances takesCareOf(smith, jones) and takesCareOf(smith, ford) can hold simultaneously). Unfortunately, this applies also to the properties that describe alternative states of a unique entity, and requires some care in definining initiates_at and terminates_at axioms for them. This assumption restricts the calculus to mutually exclusive values, i.e. for each property p(X), one and only one value for X can hold at each time instant. This assumption allows not only to build a more efficient implementation, but also to express more naturally the knowledge about mutually exclusive values.
While these two assumptions undoubtedly restrict the expressivity of EC, this restriction does not limit the building of non trivial applications such as the mechanical ventilation system described in this paper. An implementation of the Event Calculus based on these two simplifying assumptions is presented in detail in [Ch96b] . That implementation drastically decreases the worst-case complexity of update processing from the O(n (k+1)+2 ) of CEC (see Table 1 ), to O(n 2 ). The cost of update processing becomes thus quadratic in the number of events in the database, and is not influenced anymore by the level of nesting of preconditions. It must also be stressed that the worst-case very rarely occurs. On the contrary, it turns out that in the mechanical ventilation application, events are typically recorded chronologically, and thus the last recorded event is also the last in the temporal order of events. In this case, the worst-case complexity of recording a new event with the simplified implementation becomes linear.
We have already tested the full knowledge base of the mechanical ventilation application using the algorithm of [Ch96b] . No modification to the initiates_at clauses of the knowledge base was needed to move from CEC to the new reasoning technique, and the terminates_at clause was simply removed. The increase in performance was immediately noticeable, and empirical analysis of the performance of the new reasoning technique running the medical knowledge base shows that the average performance is significantly better than the worst-case result. Nevertheless, it must be stressed that this simplified implementation can be adopted only if the two assumptions are reasonable in the considered application domain (e.g. it would not be possible to adopt it in order to build a temporal database where tuples of independent values are needed).
Non-monotonic Reasoning
An interesting feature, which comes at no additional cost when using CEC (or its simplified version sketched in the previous Section), is the ability of not only to monitor and control in real-time the therapy, but also to reason non-monotonically about the data that were recorded in the database. For example, it is possible to change the initial conditions or add events referring to the past, by simply inserting them into the database. The contents of the database will be nonmonotonically revised in response to new information. For example, Figure 6 shows a clinical scenario where this feature is useful. The value of CO 2 pressure in arterial blood (PaCO 2 ) reflects the quality of blood gas exchange. This measurement requires a blood sample and thus is performed only episodically (once a day), but PaCO 2 can also be deduced from the non invasive measurement of PetCO 2 (monitored by the prototype) via the relation PaCO 2 = PetCO 2 + ∆, where ∆ is a constant. Thus, if we consider a PaCO 2 lower or equal to 60 mmHg as acceptable, PetCO 2 must be lower or equal to (60 -∆). The value of ∆ may vary in accordance to the blood gas test (measurement of PaCO 2 ) during the mechanical ventilation process. In the specific case shown in Figure 6 , a blood sample has been taken at time 7:56, while the results of the test have become available at 8:58. As a result of the blood test, ∆ varies from 5 to 10 mmHg. This is represented by the event bloodSampleDelta(∆) with ∆=10, occurring at time 7:56, and entered into the database at time 8:58. 
Modeling of Events
Two main positions on the distinction between active (event-type) and passive (state-type) temporal entities can be identified in the medical informatics literature. One possibility is not to differentiate (essentially for reasons of simplicity) between them. For example, this perspective is taken in [Ke96] , where a formal ontology based on the notion of time-objects (which are both time-points and time-intervals) and atemporal properties associated with time-objects is introduced. The other possibility is to distinguish between active and passive temporal entities.
For example, this perspective is taken by [Sh94] , where the notion of parameter schema is introduced to denote a measurable aspect or a describable state of the world (such as patient's temperature), and the notion of event proposition is used to represent the occurrence of an external volitional action or process (such as administering a drug).
In our work, we adopt the latter perspective, modeling the patient's evolution as a state transition problem and change as a discrete process. Events are active entities which introduce an abrupt change in passive states (i.e., properties). Events are instant-based entities, while properties are interval-based entities bounded by events. Similar considerations have been adopted in other medical contexts (for example [La93] uses state transition to model hemodynamics evolution over time after cardiac surgery), but instead of adopting customtailored temporal-reasoning methods, our approach is based upon the Event Calculus, a sound formalism that can be extended and adapted to the purposes of the application.
Our experimentation with the mechanical ventilation management system pointed out a major expressivity problem in the modeling of events with the EC ontology. Since in EC a change in a property is the effect of an event, then there must always be a specific event recorded in the database in order to cause that change. Unfortunately, there are situations where no such event can be observed in the real word, and this leads to the introduction of what we called ghost events in the database. Ghost events are events whose only goal is to cause the derivation of a property, but have no real existence in the application domain. For example, considering the type of events presented in Section 3.2.1, while the receive event has a correspondence in the real-world, the introduction of the evolutionRequest and therapyRequest events is not so natural. When ghost events are introduced, EC is used more as a programming language, than a modeling language.
A solution to this problem would be to initiate a property when a number of given properties start to hold simultaneously (i.e. the property initiates at the beginning of a non-empty intersection of the given properties), without needing to invent a specific type of event for that purpose. We are currently experimenting this extension of the calculus, by introducing initiates_at(ListOfIntersectingProperties,InitiatedProperty,T) clauses which do not require the specification of an initiating event. It turns out that, although this mechanism can be easily implemented in PROLOG, an efficient implementation requires some care. In order to keep the efficiency of CEC, we thus identified and exploited two distinctive features of the properties initiated by this new kind of initiation: (i) the best order of evaluation of the initiation of these properties can be statically (and automatically) determined by analyzing the definitions given in the database, determining which property is precondition of which, and (ii) there is no need for evaluating arbitrary intersections of intervals in the database: only when an event occurs and causes some initiation/termination of properties in the database at its time of occurrence, then there is the need of evaluating if that change has also affected the relevant intersections of properties at that time.
Temporal Abstractions
A general consensus from researchers on time-oriented reasoning in medical domains is emerging about the need to define ontologies and mechanisms for temporal abstractions.
Significant research efforts have been devoted to propose systems able to combine physiological data and to abstract them into higher levels concepts, forgetting non relevant data [Do94, Sh94] , and to detect significant trends from low level data [La95, Mi95] . The importance of the representation of context for the abstraction forming mechanism has been pointed out [Do95, Sh95] . All these attempts for an explicit representation of temporal abstraction mechanisms in medical expertise contribute to the large effort of AI community for building reuseable and sharable domain-independent reasoning methods.
From this point of view, a major weakness of the approach proposed in this paper is its inability to facilitate high level abstractions. For example, in mechanical ventilation we would like to state that, in the context of PSV, the level of pressure is continuously decreasing during the last hours of assistance. This temporal abstraction "PSV_level_continuously_decreasing" is a favorable factor to trigger a strategy for weaning, and would also enable the system to answer typical clinician queries such as 'Is the assistance continuously decreasing since the beginning of the administration of drug X?'. A significant improvement of the proposed formalism would thus consist in the introduction of facilities to represent temporal abstractions that could be automatically compiled into lower level initiates_at and terminates_at axioms. Furthermore, a limitation of the EC temporal ontology which has been already pointed out in the literature [Ke96] is that EC does not allow multiple granularities (and the resulting vagueness in the occurrence of events). While this was not a problem in our specific application, it could be a major impediment to the exploitation of EC in other medical applications. In 
Temporal Databases
Temporal aspects are often crucial in managing medical clinical information. Recent medical database applications explicitly include a temporal dimension [Co93] . This requires to represent specific temporal relations in the databases to store information and support temporal queries [Je94] . The data base must often provide mechanisms to support nonmonotonicity (truth maintenance system and updates propagation).
CEC can be considered as a temporal data base. We are exploiting this aspect of CEC for another work in an health care domain [Ch95] , where we are building a temporal database devoted to keep track of the (preventive and extraordinary) maintenance activity on the various machines owned by a hospital. Preventive maintenance is a periodic verification of the normal functioning of machines, while extraordinary maintenance is performed following sudden
failures. An example of an event in this domain is the reception of a failure report concerning a machine from one of the hospital divisions. An example of a property is the availability of a machine (a machine can be available, partially available, or unavailable).
Both in the prototype described in this paper and in [Ch95] , the same conclusion emerged:
while CEC is an interesting tool to maintain and query the temporal database dynamically built, it lacks a powerful temporal query language, and complex queries becomes thus awkward to express just using the basic EC predicates. For these reasons, we are considering the addition of a TSQL interface to CEC.
The addition of new functions to allow the comparison of histories of different patients can also contribute to the improvement of the actual system.
Control Knowledge
The control of the reasoning is a complex part of a medical expertise. It is the clinical context that allows clinicians to evaluate therapeutic choices, to tolerate some discrepancies between observed values and normal values, and to adapt the proposed therapy. Control inferences allow to dynamically modify the strategy as required by the context. As seen in Section 3.1, three main tasks are typically performed in sequence in the considered application. However, this sequence of tasks may actually need to be broken, especially in alarming situations when an action on the ventilator must be performed as soon as possible. Moreover, specific knowledge (tolerance of instabilities, duration of the patient's observation) and the administration of the therapy (strategy for the weaning) have to be adapted depending on history of the patient ventilation.
The interest of the distinction between control and domain knowledge is now well recognized [Cl85, Co89] . This separation is particularly useful in medicine where the same (or almost the same) control knowledge can often be applied to different knowledge modules [Ba94] . 
Representation of rules: CEC vs. NéoGanesh
Recently, we have proposed a knowledge representation framework mixing object-oriented programming and rule-based programming to represent medical knowledge and facilitate reuse within an intensionally limited bandwidth [Do96b] . Using this framework, we designed NéoGanesh, a system for the management of mechanical ventilation. After building a domain layer with proper classes and methods, we used 59 rules to represent the inference and control layers (41 rules and 18 metarules, respectively).
Using CEC for the same application, the number of rules becomes slightly higher, and rules are flatly organized into initiates_at and terminates_at axioms, while in NéoGanesh a part of knowledge is placed at the level of the objects, and the inheritance mechanism, via factorization, reduces the quantity of information needed. However, the encapsulation principle of objectoriented programming impairs the declarative and explicative capacities of the NéoGanesh system. Moreover, there are difficulties in giving a proper formalization to NéoGanesh, while EC is built on a solid formal basis.
Conclusions
This paper presented an experimental work where one of the well-known general theories of time and change, namely the Event Calculus [Ko86] , has been used in order to build a mechanical ventilation management system. After presenting in detail the prototype, we thoroughly evaluated the obtained results, pointing out both strengths and weaknesses of adopting the Event Calculus as a temporal reasoning formalism in patient monitoring, and identifying a number of useful extensions to the approach.
In summary, the conclusions of the evaluation are that the approach is adequate to build working systems which incorporate temporal reasoning with several interesting features (generality, efficiency, non-monotonic reasoning, basic temporal data base facilities). However, the analysis pointed out a number of significant limitations essentially due to lack of expressiveness (absence of temporal abstractions and multiple granularities mechanisms, limited query language, no facilities to separate domain and control knowledge). Extending CEC in order to overcome these limitations will allow to scale up the size of the considered applications. These extensions are the subject of our further research activity.
