




























































Työssä	 toteutettiin	 web-ohjelmointiteknologioita	 käyttäen	 web-sovellus,	 sekä	 käyttäjän	
päätelaitteelle	sijoitettava	tietokoneen	käyttöä	analysoiva	sovellus.	Web-sovellus	ohjelmoi-
tiin	kahdessa	eri	osassa:	web-selainsovelluksena	sekä	palvelinsovelluksena.	Palvelinsovellus	
toteutettiin	 käyttäen	 LAMP-sovelluskokoelmaa	 hyödyntäen	 useita	 valmiita	 sovelluskom-































































































































































































































































































































































































ristössä	 siten,	 että	 sovellukseen	 kirjataan	 tietokoneen	 mittausdatan	 ohella	 myös	
muuta	tekijän	elämään	liittyvää	dataa.	Tällöin	tätä	muuta	dataa	voidaan	peilata	tieto-

































Tietokoneen	 käytön	 mittaamiseen	 on	 markkinoilla	 vaihtoehtoja	 valittavaksi	 asti.	
Useimmat	näistä	sovelluksista	ovat	alustariippuvaisia	toimien	pelkästään	esimerkiksi	
Windows-käyttöjärjestelmään	asennettuna.	Sovellukset	myös	mittaavat	hyvin	toisis-







































































































































vistustakaan,	millaisia	 vaatimuksia	 toteutuksella	 on	 teknologioiden	 osalta,	 ei	 sovel-
lusta	kannata	yrittää	 toteuttaa	suunnittelemalla,	vaan	pikainen	siirtyminen	”yritä	 ja	
erehdy”	–tyyppiseen	toteutukseen	on	suositeltavaa.	Kokenut	ohjelmistosuunnittelija	
osaa	 kuitenkin	 etukäteen	 aavistaa	 mahdolliset	 sudenkuopat	 ja	 on	 siten	 askeleen	
edellä.	
Opinnäytetyö	sisälsi	kokonaisuuksia,	joista	aiempaa	kokemusta	ei	ohjelmointitiimin	si-

























































voitiin	olla	 lähestulkoon	varmoja	siitä,	että	 järjestelmä	 itsessään	ei	 tule	asettamaan	











































on	 niin	 kutsuttu	 dokumenttitietokanta,	 jossa	 tieto	 tallennetaan	 yleensä	 JSON-
tyyppisenä	dokumentteihin.	Epärelaatiotietokannassa	ei	määritellä	datan	välisiä	suh-
teita	avaimilla,	vaan	suhteet	muodostetaan	asettamalla	emäobjektin	sisään	aliobjek-












Datavarastoille	 asetettavat	 vaatimukset	 riippuvat	 suurimmaksi	 osaksi	 sovelluksen	
luonteesta	ja	karkea	rajaus	voidaankin	vetää	sen	mukaan,	millaista	dataa	sovellukseen	
halutaan	tallentaa.	Epärelaatiotietokannat	ovat	suhteessa	helpommin	skaalattavia	ja	

















Tietokannanhallintajärjestelmäksi	 valittiin	 MariaDB,	 joka	 on	 avoimen	 lähdekoodin	
jatke	MySQL-tietokannanhallintajärjestelmälle.	MariaDB	käyttää	oletuksena	InnoDB-
tietokantamoottoria,	joskin	mahdollista	on	käyttää	myös	koko	joukkoa	muita	tietokan-
tamoottoreita	 (XtraDB	and	 InnoDB	2016).	 InnoDB	on	hyvä	yleiskäyttöinen	moottori	
moniin	kohteisiin	sisältäessään	muun	muassa	transaktiokäsittelyt	ja	tietokannan	sisäi-

















nee	 myös	 sama	 merkkiuskollisuus,	 mikä	 tavallisten	 työpöytäkäyttöjärjestelmienkin	
suhteen:	mikäli	 jokin	käyttöjärjestelmä	on	koettu	hyväksi	 ja	toimivaksi,	ei	siitä	 liene	
mitään	syytä	siirtyä	pois.	
Yleisesti	suosiossa	ovat	kuitenkin	olleet	helposti	saatavilla	olevat	ja	pienen	aloituskyn-
















HTTP-palvelinohjelma	 on	 palvelinkäyttöjärjestelmään	 asennettava	 sovellus,	 jonka	
pääasiallinen	tarkoitus	on	vastaanottaa	asiakassovelluksilta	tulevia	pyyntöjä	ja	vastata	
niihin	toivotulla	tavalla	(Eftaiha	2012).	HTTP-palvelinohjelmia	on	saatavilla	Linux-ym-
















































tumapohjainen	 JavaScript-palvelin,	 joka	 on	 suunnattu	 nimenomaan	 skaalattavien	
web-sovelluksien	toteutukseen	(Capan	2013).	Node.js:n	käyttämä	paketinhallintajär-
jestelmä,	 npm	 (node	 package	manager),	 on	maailman	 suurin	 paketinhallintajärjes-
telmä	lähestulkoon	puolella	miljoonalla	paketillaan.	
Yhteenvetona	















































































nön	 tasolla	 kaikista	 korkeamman	 tason	 selainohjelmointiteknologioista	 generoituu	
aina	joko	HTML:ää	(HyperText	Markup	Language),	CSS:ää	(Cascading	Style	Sheet)	tai	
JavaScriptiä.	 Tällä	 tavoin	menetellään	 siksi,	 että	 käytännössä	 selaimet	 tukevat	 vain	











vaScriptiä,	 joka	 sivun	 latautumisen	 jälkeen	 suoritetaan	 sivustolla.	Ohjelmakoodi	 voi	
esimerkiksi	 liikuttaa,	 muokata,	 tyhjentää,	 tai	 poistaa	 HTML-elementtejä,	 tai	 se	 voi	








ohjelmoinnin	osioille.	 Seuraavissa	kappaleissa	käydään	 läpi	muutamia	 suosittuja	eri	
selainsovelluskehyksiä	pohjustaen	selainsovelluskehyksen	valintaa.	
AngularJS	



















kaikki	HTML-dokumenttiin	 ja	 sovelluskehys	 kytkettäisiin	DOMiin	 käyttämällä	HTML-
elementtien	attribuutteja,	Reactissa	elementti	tehdään	sovelluslogiikan	puolella,	jol-













Käyttöliittymän	ehostamiseen	on	 saatavilla	monenlaisia	erilaisia	 toteutuksia.	 Suurin	
osa	 näistä	 kirjastoista	 toimii	 sillä	 periaatteella,	 että	 luokitellaan	 käyttöliittymäkom-
ponentteja	eri	luokkamääreillä,	joiden	mukaan	ne	saavat	erilaisia	toiminnallisia	ja	vi-
suaalisia	ominaisuuksia.	Käytännön	tasolla	kirjasto	voi	siis	olla	yksi	tyylitiedosto,	joka	
lisätään	web-sivulle	mukaan.	 Tällaisia	 kirjastoja	 ovat	mm.	Materialize	 ja	Bootstrap,	
joka	 lienee	 tällaisista	 yleiskäyttöisistä	 css-pohjaisista	 käyttöliittymäkirjastoista	 kaik-
kein	suosituin.	Tällaisen	kirjaston	valinnassa	on	kyse	lähinnä	mausta	–	kaikki	toimivat	
käytännössä	samalla	idealla,	mutta	lopputulos	on	eri	näköinen.	
Toisaalta	 saatavilla	 on	 myös	 kokonaisia	 käyttöliittymäkomponenttikirjastoja.	 Nämä	





Opinnäytetyössä	 käyttöliittymän	 komponenttikirjastoksi	 valittiin	Angular	Material	 -
käyttöliittymäkomponenttikirjasto,	joka	toteuttaa	Material	Design	-käyttöliittymäide-
ologiaa	 tarjoamalla	ohjelmoijan	käyttöön	koko	 joukon	erinäisiä	Angular-direktiivejä.	





































nen	 sovelluskehys,	 jossa	 hyvin	 karkeasti	 käytännön	 tasolla	 on	 yhdistetty	Node.js	 ja	












hyksillä,	 koska	 työpöytäsovelluksen	 idea	 on	 lähinnä	 pysyä	 piilossa	 käyttäjän	 huo-






























tettiin	 tätä	 keinoa	 ja	 toteutettiin	 sen	 avulla	 REST-tyyppinen	 JSON-rajapinta,	 jonka	
kautta	sovellukseen	voidaan	viestiä	myös	varsinaisen	selainsovelluksen	ulkopuolelta.	






















kin	sovelluksen	vastuualueet	on	 jaoteltava	selkeästi,	 jottei	päällekkäistä	 toiminnalli-






3. Palvelinsovelluksen	 alustava	 toiminta	 (autentikoituminen,	 käyttäjien	 lisäys-,	 muok-
kaus-	ja	poisto-operaatiot)	
4. Selainsovelluksen	alustava	toiminta	(käyttöliittymän	pohjat,	peruskonfiguraatiot)	











































SELECT * FROM USER; 




















rajapinnan	 päätepisteen	 (endpoint)	 tyypin	 kuvaamiseen.	 Usein	 puhutaan	 CRUD-
operaatioista	(Create,	Read,	Update,	Delete),	joita	siten	vastaavat	POST-,	GET-,	PUT-	
ja	DELETE-metodit.	(Pautasso	2009.)	
Toisaalta	 rajapinta	 voidaan	 määrittää	 enemmänkin	 verbaalisesti	 kuvailevampaan	








rää	 ja	sotii	 täysin	sitä	ajatusta	vastaan,	ettei	GET-metodin	 tulisi	missään	tilanteessa	
muuttaa	palvelinsovelluksen	 tilaa.	 Toisaalta	 tunnelointi	 POST-metodin	 kautta	 tekee	
välimuistin	 käytöstä	mahdotonta	 tekemällä	mahdottomaksi	 etukäteen	 tietää,	 onko	
päätepiste	mahdollisesti	 jokin	web-resurssi,	 joka	 selaimen	 tulisi	mahdollisesti	 voida	
tallentaa	välimuistiin.	(Pautasso	2009.)	
Työssä	toteutettua	rajapintaa	lähdettiin	vastoin	yleistä	suositusta	toteuttamaan	kuvai-
























































yksikkö-	 ja	 integraatiotestaukseen	 sekä	 web-selainsovelluksen	 automaatiotestauk-
seen.	Web-palvelinsovelluksen	testauksessa	käytettiin	suosittua	PHPUnit-testaustyö-
kalua,	 joka	on	sellaisenaan	upotettuna	 jo	palvelinohjelmoinnissa	käytettävään	Sym-
fony-sovelluskehykseen.	 Web-selainsovelluksen	 automaatiotestaus	 toteutettiin	 sen	
sijaan	 käyttämällä	 robot-sovellustestauskehystä,	 joka	 mahdollistaa	 niin	 kutsutun	














telyä.	 Uuden	 projektin	 luominen	 Symfony-sovelluskehyksellä	 on	 kuitenkin	 helppoa	
noudattamalla	Symfonyn	omia	ohjeita.	
Uuden	 Symfony-projektin	 luonti	 onnistuu	 käyttämällä	 Symfony-asennusohjelmaa.	
Asennusohjelma	ladataan,	jonka	jälkeen	se	asetetaan	ajettavaksi	polusta	siirtämällä	se	
polkuun	määriteltyyn	hakemistoon.	 Tämän	 jälkeen	uusi	 projekti	 luodaan	 Symfonyn	























jolloin	 esimerkiksi	 PHPUnit	 voidaan	 asettaa	 käyttämään	 eri	 konfiguraatiotiedostoa	
kuin	muu	sovellus.	
Composer-paketinhallintajärjestelmä	
Symfony	 käyttää	 paketinhallintajärjestelmänään	 composer-paketinhallintajärjestel-




salle.	 Composer	 voidaan	 asentaa	 joko	 polkuun	 tai	 vaihtoehtoisesti	 voidaan	 ladata	
composer.phar-tiedosto,	joka	suoritetaan	parametrisoituna	tarvittavilla	lisäparamet-
















malla	 SQL-lausekkeita	 niitä	 tulkkaavalle	 tietokantamoottorille.	 Suuressa	 projektissa	
esimerkiksi	tietokannan	rakenteen	ylläpito	ja	kehitys	voi	kuitenkin	käydä	tällä	tavoin	
melko	työlääksi.	Onkin	toteutettu	koko	joukko	erilaisia	tietokannan	ja	sovelluksen	vä-





















































soida	 yhden	 komennon,	doctrine:migrations:diff,	 suorittamiseen.	 Kun	 aiemmin	 luo-
dulle	 User-entiteettiluokalle	 lisätään	 yksi	 ominaisuus	 ja	 generoidaan	 migraatiotie-
dosto,	nähdään	luodusta	tiedostosta,	kuinka	migraatiot	muodostetaan	eteen	(up)-	ja	
taaksepäin	 (down)	yhteensopiviksi	 (ks.	kuvio	13).	Tällöin	 tietokannan	versioissa	voi-
daan	joustavasti	palata	myös	taaksepäin.	Kuviosta	14	voidaan	havaita,	kuinka	migraa-













sisältämää	 route-toiminnallisuutta.	 Kukin	 erillinen	 sovelluksen	 osio	 jaetaan	 omaan	















Symfony	 toteuttaa	 sisäisesti	 HTTP-pyynnön	 ja	 varsinaisen	 rajapinnan	muodostavan	
metodin	 käsittelemisen	 välillä	 eräänlaisen	 HTTP-pyynnön	 abstraktion	 tason.	 Tämä	
taso	 muuttaa	 PHP:n	 käyttämät	 superglobaalit	 muuttujat	 luokkapohjaiseksi	 ker-
rokseksi,	jota	käyttämällä	voidaan	testausvaiheessa	virtuaalisesti	luoda	HTTP-pyyntöjä	




















































































Koska	 sovellukseen	 tallennetaan	 koskematonta	 dataa	 useista	 lähteistä	 vaihtelevilla	






























ketut	rivit,	hakee	 ja	 laskee	dataa	tiettyjen	sääntöjen	mukaan	useista	eri	 tauluista	 ja	










































































































































AngularJS:n	 käyttöönotto	 web-sivulle	 tapahtuu	 yksinkertaisimmillaan	 lataamalla	 si-









































































Materialin	 tyylitiedosto	 täytyy	 sisällyttää	 tyylimäärittelyjen	 toimimiseksi.	 Tämän	 jäl-
keen	kirjasto	on	käyttövalmis,	eikä	muuta	konfigurointia	tarvita.	
Työskentely	Angular	Materialin	kanssa	muodostuu	hyvin	pitkälti	sen	tarjoamien	ele-































sella	käyttäjän	 istunnon	voimassaolo	tarkastetaan	 ja	 tarvittaessa	uudelleenohjataan	
käyttäjä	 esimerkiksi	 sisäänkirjautumissivulle	 istunnon	 puutteen	 tai	 vanhentumisen	
myötä.	Koska	ohjelmoitu	sovellus	on	kuitenkin	yksisivuinen,	eikä	varsinaisia	sivunla-
tauksia	käytännössä	tapahdu,	täytyi	istunnon	hallinta	hoitaa	toisella	tapaa.	
Käyttäjän	 istunnon	 voimassaolon	 tarkastamiseksi	 voitaisiin	 lähtökohtaisesti	 luottaa	





vaittavaa	 päättymisaikaa.	 Tällöin	 sovelluksen	 tulee	 osata	 ilmoittaa	 istunnon	 puute	
käyttäjälle	 uudelleenohjaamalla	 käyttäjä	 sisäänkirjautumissivulle.	 Kyseinen	 tilanne	
kierretään	ohjelmoimalla	sovellukseen	jokaisella	sijainnin	muutoksella	toteutettavaksi	


















vievää,	 kun	 taas	 toimivan	kieliversiojärjestelmän	käyttö	on	 täsmälleen	yhtä	nopeaa	
kuin	sovelluksen	tekstien	ohjelmoiminen	kovakoodatusti	HTML-tiedostoihin.	
AngularJS-sovelluksissa	 kieliversioiden	 hallintaan	 suunnattujen	 kirjastojen	 markki-




















Opinnäytetyössä	 sovellukseen	 varastoidun	 datan	 visualisointiin	 käytettiin	 erilaisten	
kaavioiden	muodostamiseen	suunnattua	AngularJS-moduulia.	Moduuli	on	toisen,	var-
sinaisen	kaavion	piirtologiikan	toteuttavan,	Chart.js-kirjaston	päälle	toteutettu	Angu-
larJS-abstraktio.	 Tämä	 helpottaa	 varsinaisen	 kaaviokirjaston	 käyttöä	 toteutettaessa	
AngularJS-sovellusta	mahdollistaen	muun	muassa	 datan	 sidonnan	 suoraan	 kaavion	
muodostavaan	AngularJS-direktiiviin.	
Sovellukseen	tallennetun	datan	vertailuliittymä	mahdollistaa	käytettäväksi	kolme	eri	
































tään	 web-selainsovellukseen	 piirrettäväksi	 ruudulle.	 Kuvaaja	muodostetaan	 käyttä-
mällä	PHP:n	GD-kuvanmanipulointikirjastoa	luomalla	tausta	ja	tämän	jälkeen	yhdistä-





täen	 näppäimistöä	 esittävää	 käyttöliittymäkomponenttia.	 Komponenttiin	 haetaan	
näppäimenpainallusten	lukumäärä	ryhmiteltynä	näppäimittäin	tietylle	aikajaksolle	ja	
sidotaan	näistä	suhteutettuna	tietty	punaisen	väri	kuhunkin	komponentin	näppäintä	
kuvastavaan	elementtiin	 (ks.	kuvio	30).	Tällä	 tavoin	käyttäjälle	voidaan	 informatiivi-










detaan	 tieto	 näppäimenpainallusten	 lukumäärästä.	 Tämän	 jälkeen	 käyttäen	 Angu-
larJS:n	 ngRepeat-direktiiviä	 iteroidaan	 kukin	 objektin	 elementti	 käyttöliittymään	 si-
toen	 kuhunkin	 elementtiin	 sitä	 vastaavassa	 JavaScript-objektissa	 määritellyn	 arvon	
mukaisesti	web-palvelinsovellukselta	haetusta	datasta	tietty	arvo	(ks.	kuvio	31).	Väri-























NWJS	 perustuu	 lyhyesti	 ilmaistuna	 ajatukseen,	 jossa	 työpöytäsovellus	 toteutetaan	





















telijoiden	 toteuttaminen	on	 sinällään	 jo	 hieman	epäilyttävää,	 koska	 niin	 kutsutuilla	
näppäilyn	tallentajilla	 (keylogger)	on	 jo	 lähtökohtaisesti	huono	maine	niiden	ollessa	
hyvin	käytettyjä	esimerkiksi	salasanojen	ja	käyttäjätunnusten	urkintaan	ihmisten	tie-
tokoneilta.	 Kuitenkin	 varsinaisen	 tavoitteen	 täyttämiseksi	 vaihtoehtoisia	 keinoja	 ei	
käytännössä	ole	olemassa.	
Koska	opinnäytetyössä	työpöytäsovellus	toteutettiin	käyttämällä	sinällään	monialus-




































Kuuntelijoita	 toteutettaessa	 sovelluksen	 sisään	muodostettiin	 oma	 taso,	 joka	 yhte-









































jakson	verran	 ja	 lähettää	 tämä	koko	 tuona	aikana	kerätty	data	yhdellä	kertaa	web-























tään	 käyttäjän	 itse	 suoritettavaa.	 Minimissään	 sovelluksen	 oli	 kuitenkin	 tarjottava	
käyttäjälle	yksinkertainen	tapa	kertoa,	kuka	hän	on	ja	mihin	sovelluksen	tulisi	dataansa	
lähettää.	 Tätä	 varten	 hyvin	 yksinkertainen	 käyttöliittymä	 oli	 käytännössä	 ehdotto-
muus.	
Koska	NWJS	on	käytännössä	yhtä	web-selaimen	kanssa,	voitiin	käyttöliittymä	ohjel-







helpottamaan	 reaaliajassa	 päivittyvät	 indikaattorit	 aktiiviselle	 sovellukselle,	 näp-
päimistölle	ja	hiirelle	(ks.	kuvio	34).	Nämä	komponentit	olivat	pääosin	samoja	jo	aiem-
min	web-selainsovellukseen	toteutettujen	komponenttien	kanssa.	
Käyttäjän	 tunnistautumiseen	 sovellus	 käyttää	web-sovelluksen	 tarjoamaa	 rajapinta-




























































tosten	 voimaan	 saattamiseksi.	 Uudelleenkäynnistyksen	 jälkeen	 kaikki	 järjestelmän	





































teutettu,	 useista	 Symfonyn	 komennoista	 muodostuva	 shell-skripti	 create_data-
base.sh.	 Skripti	 luo	 tietokannan	 parametreissa	 määritellyllä	 nimellä,	 jonka	 jälkeen	
muodostaa	tietokantaan	skeeman	sovelluskoodissa	esiintyvistä	entiteeteistä.	Näiden	
jälkeen	tietokantaan	ajetaan	kaikki	tallennetut	proseduurit	ja	funktiot	sekä	muodoste-
taan	 aikadimensiotaulu.	 Tietokantamigraatiot	 ajetaan	 yksi	 kerrallaan	 tietokantaan,	









tyjä	 toimintoja.	 Apache-palvelinohjelman	määrittelytiedostoon	 lisättiin	 ehto	 uudel-
leenohjaukselle,	joka	ohjaa	kaikki	/api-polkuun	tulleet	HTTP-pyynnöt	Symfony-sovel-
















tisesti	 tiedostot	 web-palvelimen	 hakemistosta	 /var/www/html,	 josta	 ilman	 muita	
määrityksiä	se	etsii	 index-nimistä	tiedostoa.	Täten	siirryttäessä	web-selaimella	web-
palvelimen	 ulkoiseen	 osoitteeseen	 joko	 erillisen	 domainin	 tai	 suoran	 ip-osoitteen	
avulla,	palauttaa	Apache-palvelinohjelma	oletushakemistosta	 index-tiedoston,	 jonka	
sisällön	web-selain	omalla	tavallaan	esittää	käyttäjälle.	




kopioimalla	 env-hakemiston	 sisältä	 löytyvä	 env.example.js-tiedosto	 uudeksi	 tiedos-
toksi.	Tiedostossa	määriteltyjä	vakioita	sovellus	tulisi	myöhemmin	käyttämään	tehdes-

































Lämpötilaa	 mittaavan	 moduulin	 toteutuksessa	 periaatteellisena	 ajatuksena	 oli	 niin	
kutsuttu	quick	and	dirty	-menetelmä,	joka	tarkoittaa	käytännössä	tavoitteen	saavutta-






Mitatuista	 arvoista	 sovellus	 laskee	minuutin	 ajalle	 keskiarvon,	 jonka	 lähettää	 sitten	
sarjaliikenneväylää	pitkin	Raspberry	Pi	-minitietokoneelle	jatkokäsiteltäväksi.	Minuu-
tin	 jakson	 jälkeen	 mittaustulokset	 nollataan	 ja	 keskiarvon	 laskeminen	 aloitetaan	
alusta.	
Raspberry	Pi	-minitietokoneelle	toteutettiin	sovellus,	joka	toimii	ikään	kuin	välittäjänä	

















rointitiedostoon.	 Varmuuskopiointi	 suoritetaan	 määrittelyjen	 jälkeen	 suorittamalla	
komentorivillä	komento	php	bin/console	--env=prod	dizda:backup:start,	 jonka	tulok-
sena	 syntyvä	 varmuuskopiotiedosto	 lähetetään	 Dropbox-pilvipalveluun	 käyttämällä	
Dropboxista	 saatavaa	 rajapinta-avainta.	 Lisäksi	manuaalisen	varmuuskopioinnin	 tar-






lisia	 uusia	 viestejä	 web-palvelimelta	 tietyin	 väliajoin,	 toteutettiin	 opinnäytetyössä	










täminen	 tai	 edes	mahdollistaminen	 ei	 ole	 välttämätöntä	muun	 sovelluksen	 toimin-
nalle.	Web-palvelinsovelluksessa	WebSocket-ohjelmointiin	 käytettiin	 Ratchet-kirjas-












































sadasta	 rivistä	 tyylimäärittelyjä	 (ks.	 kuvio	 42).	Web-palvelinsovelluksen	 haukatessa	
merkittävimmän	osan	käytetystä	lähdekoodista	(ks.	kuvio	43)	voidaan	todeta	logiikan	











Tärkeä	osa	 sovelluksen	 toteutusta	 on	myös	 sen	 testauttaminen	 sillä	 tai	 vastaavalla	
henkilöryhmällä,	jolle	sovellus	tullaan	myöhemmin	ottamaan	käyttöön.	Testauttami-













































painallusten	 rekisteröinnissä	 eri	 näppäimistöasetteluilla,	 minkä	 myötä	 näppäinten	
kuormituskuvaajaan	täytyy	käytetystä	käyttöjärjestelmästä	ja	näppäimistöstä	riippuen	
suhtautua	hieman	skeptisesti.	




man	 vaiheen,	 sovelluksen	 käyttöönoton,	 ohjeet	 saatiin	 kuitenkin	 dokumentoitua.	
Myöskään	 työpöytäsovellukselle	 asetettua	 vaatimusta	 sovelluksen	 asentamisen	 ja	
käyttöönoton	helppoudesta	ei	saatu	toteutettua.	
6.4 Kehitysideat	ja	–haaveet	









mien	käsittely	 sovelluksen	 sisällä.	 Tällöin	 voitaisiin	 kerätä	dataa	käyttäjäkohtaisesti,	
mutta	 esimerkiksi	 järjestelmärajapintojen	 osalta	 kerättyä	 tietoa	 voitaisiin	 verrata	





























Sovellukseen	 toteutettiin	 rajapintojen	käsittelytoiminnot	hyvin	karkealla	 tasolla:	 so-
vellukseen	 voidaan	 automaattisesti	 lukea	 yksitasoisia	 rajapintoja,	 joista	 luettu	 data	
voidaan	käskeä	muotoiltavaksi	tietyllä	tavalla.	Rajapintojen	käsittelyn	edistäminen	on-
kin	yksi	ensimmäisistä	jatkokehitystoimenpiteistä.	Rajapintojen	lukuun	tullaan	toteut-











Muita	 sovellukseen	 suunniteltuja	 käyttöä	helpottavia	 toimintoja	olisivat	 esimerkiksi	







jestelmästä	 sisään	 tai	mahdollisesti	 vietäessä	dataa	ulos	esimerkiksi	 analysoitavaksi	
sitä	toisessa	sovelluksessa	tai	mahdollisesti	haluttaessa	muotoilla	datasta	jokin	tulos-
tettava	dokumentti.	Tällöin	data	tulisi	voida	määrittelyiden	mukaisesti	tuoda	sovelluk-
seen	eri	 formaateista	 kuin	myös	 viedä	ulos	 sovelluksesta	 tietyssä	muodossa,	 kuten	
JSON-	tai	XML-formaatissa.	































Yhteenvetona	 opinnäytetyöprojekti	 onnistuttiin	 pitämään	 ehyenä	 kokonaisuutena,	
vaikka	 aihe	oli	 sinällään	 laaja	 ja	mielenkiintoa	olisi	 riittänyt	 jatkokehitysideoidenkin	
edistämiseen	jo	opinnäytetyön	toteutusvaiheen	aikaan.	Opinnäytetyöhön	etukäteen	
asetetut	vaatimukset	ja	tavoitteet	saatiin	pääosin	toteutettua,	minkä	myötä	opinnäy-
tetyöprojektia	voidaan	pitää	pääosin	onnistuneena.	
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