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1. まえがき
ソフトウェア保守を困難にする要因としてコ
ードクローンがある.コードクローンとは，ソ
ースコード中の間ーもしくは類似したコード片
のことで，統存のコードの「コピーとベース
トJによる再利用や頻繁に用いられる同一処理
などによってブρログラム中に作りこまれる.も
し，複数のコードクローンを持つコード片を修
正するならば，そのコードクローン全てに閉じ
修正を行うかどうかを確認する必要がある.し
かし，全てのコードクローンに対して一貫した
確認・修正を行うことはきわめて困難である.
これまでに様々なコードクローン検出法が提
案されている [1][2].我々の研究グループ。にお
いてもツール CCFinder[5]を開発したが，その出
力中，コードクローン情報はソースコードの行
番号で提示されており，当然ながら，機能追加
等のために修正されたソースコードとコードク
ローン情報との間に行番号のずれが生じる.従
って，複数街所の修正(機能追加)を一度に行
う場合にはそのずれを意識しながら作業しなけ
ればならず作業効率が悪くなる.
本稿では，コードクローン情報をソースコー
ド中にコメントとして付加するツールに関して
述べる.
2. コードクローン検出ツールCCFinder
コードクローン検出ツール CCFinderは，単一
又は複数のソースコード中から会コードクロー
ンを検出し，コードクローンの位置情報を出力ぜ
する.その主な特徴は以下の通りである.
(1)ソースコードをトークン単位で直接比較する
ことによりコードクローンを検出する.
(2)コードクローン検出アルゴリズムにサフイツ
クス木[3]を用いて高速化を鴎り，数百万行規
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模のシステムを実用時間で解析可能である.
(3)実用上，意味のないコードクローン(モジュ
ールの先頭にあるテーブルの初期化文の繰り
返し等)は検出しない.
(4)複数のプログラミング含語へ対応している.
3. コードクローン情報付加ツール
3.1想定する利用状況
本ツールは，ソースコードの変更(パグ修正・
機能追加)時の利用を想定している.兵体的には，
次の(1)~(4) 中の作業を支援する.
(1)CCFinderから得られた解析結果を基にあらか
じめソースコード中にクローン情報をコメン
トとして付加しておく.コメントにはクロー
ンクラス(クローンの同値類[4])毎に一意に
付けた IDを利用する.
(2)変受箇所を特定し，変更を行う
(3)変更笛所のコメントを調べ，コメント中のク
ローンクラス IDをたどって，そのクローン全
てに対して，変更が必要であるか検討し，必
要であれば変交する.
(4)全ての必要箇所に対して検討・変更を行った
後で，不要となったコメントを除去する.
3.2ツールの概要
3.1で述べた利用状況に対する支援を実現する
ために以下の 4つの機能が実装されている.
(1)コメント追加機能
クローンの位置情報をコメントとして，ソー
スコードに付加する(ただし，編集するための
時的なファイルを作り，元のファイルには
追加しなし、). 
(2)ファイルオーフ。ン機能
コメントを追加したファイルを編集するため
にエディタを開く.
(3)コメント除去機能
不婆となったコメントを，クローンクラスの
IDを指定して除去する.複数を同時に除去す
ることも，クローン情報に関する全コメント
を除去することもできる.
(4)ファイルコピー機能
編集用の一時的ファイルの変更を元のファイ
ルに反狭するために，全コメントを除去した
のちにコピーする.
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4. 適用例
疑似デバッグにより本ツールの適用例を示す.
ここでは日本詩人力システム「かんなJ[6]のパ
ージョン 3.6と 3.6p1の聞でのセキュリティ問
題の修正を例題とした.この修正は，バッファ
のオーバーフローを調べる処理の追加でファ
イル全 20箇所に同じ修正を行っている.
まずかんな」のパージョン 3.6の全ソー
スコード(92ファイル，約 9万行)に対して本ツ
ールでクローン情報をコメントとして追加した.
この処理には約 3秒の実行時間を要した.コメ
ント追加後のソースコードの 部を図 1{こ示す.
圏 lの太字で示される笛所が本ツールの機能に
よって追加されたコメントである.例えば Aの
箇所の場合，この行がクローンクラス 1311 と
1318に含まれることを意味している.
次に，図 1のソースコード中の Aの次行に上
述のバッファオーバーフロー検査処理を追加す
る.具体的には以下の2行が挿入される.
if(Request.type7.datalen!=SIZEOFSHORT* 3) 
return ( -1 ); 
この修正によりソースコードの行番号は変化し
てしまうが，コードクローン情報をコメントと
して追加しているため，他のコードクローンに
対して修工Eを行し、たい場合にも行番号のずれを
意識せずに済む.他の修正筒所を探すときには
付近にあるコメントのクローンクラス 1Dを手が
かりとすればよい.この例の場合，この関数中
には 1311，1317， 1318という 3つのクローンクラ
スがあることがわかるので，そのクローンクラ
スを含む他の箇所に対しでも修正処理の追加の
是非を検討する必要がある.
最後に，あるクローンクラスに対する修正を
終えた時点で，あるいはすべての修正を終えた
時点で，コメント除去機能により不要になった
クローンクラスのコメントを捺去すればよい
5. 考察
本ツールを利用することで，複数箇所の修正
を一度に行し、たい場合に，修正によるコードク
ローン情報とソースコードとの間の行番号のず
れを意識せずに作業できることがわかる.
また， grep等の検索ツールで修正箇所を探す
場合には，ユーザが明示的に検索対象のコー|、
片を指定する必要があり，結果がユーザの能力
に依存すると考えられるが，本ツールの場合は，
指定する必要がないので，そのような心配はな
いと期待される.
6. まとめと今後の課題
本稿では，ソフトウェア保守支援を目指した
コードクローン情報付加ツールについて述べた.
今後の課題としては，実際の保守現場での適用
と評価が考えられる.
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