The objective of this research is to develop metaheuristic methods by using the differential evolution (DE) algorithm for solving the U-shaped assembly line balancing problem Type 1 (UALBP-1). The proposed DE algorithm is applied for balancing the lines (manufacturing a single product within a fixed given cycle time), where the aim is to minimize the number of workstations. After establishing the method, the results from previous research studies were compared with the results from this study. For the UALBP, two groups of benchmark problems were used for the experiments: (1) For the medium-sized UALBP (21-45 tasks), it was found that the DE algorithm DE/best/2 to Exponential Crossover 1 produced better solutions when compared to the other metaheuristic methods: it could generate 25 optimal solutions from a total of 25 instances, and the average time used for the calculation was 0.10 seconds/instance; (2) for the large-scale UALBP (75-297 tasks), it was found that the basic DE algorithm and improved differential evolution algorithm generated better solutions, and DE/best/2 to Exponential Crossover 1 generated the optimal solutions and achieved the minimum solution search time when compared to the other metaheuristic methods: it could generate 36 optimal solutions from a total of 62 instances, and the average time used for the calculation was 4.88 seconds/instance. From the comparison of the DE algorithms, it was found that the improved differential evolution algorithm generated optimal solutions with a better solution search time than the search time of the basic differential evolution algorithm. The basic and improved DE algorithm are the effective methods for balancing UALBP-1 when compared to the other metaheuristic methods.
Introduction
Nowadays, the degree of competition in many industries is very high. Therefore, organizations that respond quickly to changes in their customers' needs, require less effort to control the storage of their inventory, and spend less time in production will certainly achieve business advantages over their competitors. Moreover, organizations need to show continuous improvement and development of their products' values in order to respond to the needs of their customers by reducing costs and improving product quality during the production process. This has resulted in changes to the production system, such as the change from the push system to the pull system, which has reduced the volume of each batch size produced. The changes also include replacing the traditional production layout of straight lines with U-shaped production lines or U-lines. When compared to the traditional production layout of positional weight technique) for solving a large-sized UALBP (111 tasks), which contained problems derived from previous research studies. These problems were more complicated than traditional problems because the tasks could be placed from forward to backward, from backward to forward, or from both directions simultaneously according to a sequential flowchart. A year later, [11] developed three mathematical exact algorithms to solve the UALBP. The dynamic programming (DP) formulation was used in the first algorithm, and the other two were breadth-first and depth-first branch and bound (B&B) algorithms. The results of the calculation revealed that B&B was more effective than the DP-based algorithm, and breadth-first spent less time on calculation than depth-first, but depth-first could find the optimal solutions faster. Later, [12] conducted research entitled "The Mixed-Model U-line Balancing Problem" and developed a heuristic method for solving the mixed-model UALBP with a precedence graph of each batch size with 25 tasks. In the same year, [13] presented a formulation for Integer Programming (IP) for finding the optimal balance to solve the UALBP. This formulation solved the large-scale problems better than the traditional ones. Later, [14] proposed a DP formulation for solving problems of numerous U-lines with a maximum of 22 tasks. The objective was to assign the tasks to workstations in various ways, aiming to minimize the number of workstations and time wasting [15, 16] . This integrated model was solved with a black hole optimization based algorithm. The quality of the heuristic solution was checked with special data sets. A year later, proposed a black hole optimization (BHO) based algorithm dealing with a multi objective supply chain model is presented. The sensitivity of the enhanced algorithm is tested with benchmark functions. Numerical results with different datasets demonstrate the efficiency of the proposed model and validate the usage of Industry 4.0 inventions in first mile and last mile (FMLM) delivery.
The principles proposed could be effective methods for ALB and Rebalancing the UALBP. Later, [17] developed a heuristic method for solving the UALBP with nine U-lines, where there were 18 tasks in each U-line with the same cycle time. The time between work and the time between U-lines were used in the consideration. A year later, [18] produced a thesis called "Incorporating Ergonomics Criteria into Assembly Line Balancing" and developed three heuristic methods: (1) multiple ranking heuristic, (2) combinatorial genetic algorithm (GA), and (3) problem-space GA. These methods were developed by employing the criteria for ergonomic designs (such as a reduction in cycle time and the loss of grip strength due to fatigue at workstations) for the consideration of solutions of the I-shaped and U-shaped line ALB in order to obtain the lowest values. Consequently, many industrial factories benefited from the results of the study in terms of both production and ergonomics. Later, [19] carried out a study entitled "ULINO: Optimally balancing U-shaped JIT assembly lines" by implementing a B&B method that was developed from the simple assembly line balancing optimization method (SALOME). The SALOME method, which had been previously used for solving straight-line problems, was used for solving U-line problems with 297 tasks. This new method was called ULINO (U-line optimizer). The method was based on depth-first branch and bound and dominance rules. The purpose was to minimize the number of workstations, cycle time, or both. In 2003, a method for obtaining the optimal solution of UALB with parallel stations was developed by using multiple lower bounding and a new heuristic method for finding the upper bounding. The results from the two developed methods were improved over the traditional methods.
A year later, [20] applied the genetic algorithm (GA), which had been used for solving the SALBP, for solving the UALBP-1. Then, the optimal solutions from previous studies were compared. The results from the study showed that the GA could generate the optimal solutions or nearest solutions in the very first rounds of the experiment. Later, [21] published "A Shortest Route Formulation of Simple U-Type Assembly Line Balancing Problem", which applied the theory of the shortest route formulation. The theory was proposed by [22] for solving the SALBP. However, the principles of the theory were further developed to solve the UALBP. In addition, some examples of the calculations of this method were published in many research articles and, In the same year, [23] achieved the goal of developing an equation formulation for the UALBP that was based on the integer linear programming formulation developed for the UALBP, as well as an equation formulation for the SALBP. The principles were flexible, helping in decision making in the UALBP for cases with many conditions. In the same year, [24] carried out research called "The Stochastic U-line Balancing Problem: A Heuristic Procedure". The authors explained the reason why the U-lines were popular: it was because the JIT (just-in-time) production system played a major role in production. Therefore, U-shaped assembly lines were replacing the traditional straight assembly lines. The issue that was emphasized as needing consideration in the UALBP was the unreliability of the task time due to workers and other factors with unpredictable timing.
The developed heuristic approach was divided into two parts: finding basic solutions and improving basic feasible solutions. The results of the calculation revealed the effectiveness of the method used. In another study, conducted by [25] , simulated annealing (SA) was developed for solving the UALBP. This method is widely used at present. The aim of this method is to minimize the number of workstations (Type-I). The effectiveness of the principles was evaluated by a solution search for large-scale problems and by comparing the results with ULINO (U-Line optimizer), which was B&B based on the heuristic procedure. In addition, [26] the authors proposed recommendations for further research studies as follows: (1) SA methods should be used for more difficult problems, such as mixed-/multi-model lines, stochastic task time, and U-line with other characteristics; (2) the principles of other metaheuristic methods should be utilized for solving the UALBP; (3) exact methods for solving U-line problems at a large scale should be developed; (4) the principles of other metaheuristic methods should be used for solving problems of Type-II (min. c, given m). Since the study, many researchers have explored methods for solving the UALBP by developing GA metaheuristic methods. In [27] , a GA was presented for solving the UALBP by using the Just-In-Time (JIT) approach for solving the UALBP. The results were better than those of the traditional approaches that were employed for solving the UALBP. Therefore, the GA was used for solving UALBP. The results from the verification showed that greater effectiveness was achieved. The criteria used for consideration were the number of workstations of assembly lines and the variation of the workloads. The results from the experiment showed that the proposed method was effective because the workstations were well grouped and the workload formats were improved.
Moreover, many researchers used metaheuristic methods for solving the UALBP. They proposed the ant colony system (ACS) algorithm for finding solutions and proposed four heuristic methods: the method of Kilbridge and Wester (K&W), ranked positional weight (RPW), maximum task time (Max. T. T.), and total maximum number of following tasks (Max. N.F.). The four methods were then compared to the metaheuristic method of ACS for finding solutions, and it was found that the ACS method generated better solutions than the four heuristic methods. Later, other researchers studying methods for solving the UALBP developed a heuristic method and metaheuristic method by using the max-min ant system (MMAS) of max. task time and min. task time, together with a local search method for solving the SALBP and UALBP. For the SALBP, a large-scale benchmark problem set with 45-111 tasks and the large-scale benchmark problem set of Lapierre's Tabu Search (TS) with 297 tasks were tested. For solving the UALBP, experiments were conducted on the benchmark problem set using Max. RPW and the medium-sized UALBP with 21-45 tasks, and the benchmark problem set with some given information consisted of a large-scale problem with 75-297 tasks. From the results of the study, it was concluded that the developed Max-Min Ant system was the most efficient method when compared to the heuristic method and Max. RPW method. From the experiments, Min. task time generated the worst solution. When compared to other methods, and when there was a change that increased cycle time, the results showed that there was no effect on the capacity of the Max-Min Ant system for finding the solution. Therefore, it was concluded that the developed method was highly efficient. After that, other methods for solving the UALBP were researched by other researchers.
U-Shape Assembly Line Balancing by Using Differential Evolution Algorithm
Assembly line balancing (ALB) by using the differential evolution algorithm for solving the ALBP has been studied by many researchers. In [28] , the differential evolution algorithm was studied and proposed for solving the SALBP from the benchmark problem (retrieved from http://www. assembly-line-balancing.de) with 7-111 tasks. The purpose was to find the minimum number of workstations with the condition that the time of each station must not exceed the production cycle time and the preceding conditions must be met. The results of the study revealed that the proposed method generated a good solution with a minimum search time. This generated an initial solution from the sampling of real numbers, and the solution was further optimized. Later, [29] carried out research by using the differential evolution (DE) algorithm for solving the SALPB-1. The proposed heuristic is composed of four main steps: (1) initialization, (2) mutation, (3) crossover, and (4) selection processes. In the study, the mutation and crossover processes were combined, and a new method was found. The computational results based on many tests using a set of standard instances showed that the proposed DE algorithm was very competitive for solving the SALPB-1.
Differential Evolution Algorithm for Solving Other Problems
Differential evolution (DE) algorithms have been used for solving other research problems which aim to generate solutions as follows. The mutation DE algorithm was used in [24] and involved the positions of the optimal vectors in the population of each batch and employed the crossover or recombination of positions which were exchanged between vectors through the comparison of the crossover rate (CR) with random positions. This method was found to be effective and, in 2011, [30] developed the DE algorithm for solving assignment problems by improving two main crucial parameters in the DE process: the weighting factor (F) and crossover rate (CR). The improved differential evolution (IDE) was used for allowing an adjustable F, and the CR changed in terms of taxonomy steps. The sample problems were compared with the solutions of opposition-based differential evolution (ODE) and adaptive differential evolution (JADE). The results revealed that the developed IDE generated better solutions than the other two methods in terms of cost reduction and increased performance in the system. A year later, [31] developed the Pareto Utility Discrete Differential Evolution (PUDDE) algorithm for handling operator allocation problems (OAP) in order to allocate jobs appropriately for the balance control of assembly lines when multiobjective functions and conditions were formulated, and a decision based on only a single objective cannot be made. The procedure, which included the discrete event simulation DES model, was used in the general simulation, and PUDDE was employed for solving OAPs by improving the operator condition in two ways: decreasing the number of operators or increasing the number of operators. The results from the experiment concluded that PUDDE could find the solutions effectively. However, this method was suitable for decreasing the number of operators. When compared to the traditional DE, the PUDDE algorithm had a much better performance when finding objectives of multi-assembly lines in the same problem.
From the literature and related research studies above, it can be concluded that the DE algorithm was the method able to find the optimal solutions for large-scale complicated problems within the possible solution area by using a short search time when compared to the other metaheuristic methods. It was reported by [32] that DE algorithms with an evolution algorithm procedure were a new technique for increasing the efficiency of and capacity for handling problems with nondifferentiable, nonlinear, and multimodal objective functions, particularly large-scale complicated problems. It was found that the speed of the solution search of DE was better than that of other methods. Therefore, the DE method can be used for solving the ALBP and increasing the efficiency of the solution search for the ALBP. Hence, DE was chosen for solving the UALBP-1 in the current study.
U-line Assembly Line Balancing Problem Pattern and Mathematical Model
Only the UALBP-1 was focused on in this study, and the details of the problem are as follows:
U-line Assembly Line Balancing Problem (UALBP)
The UALBP-1 can be divided into three problem versions which are similar to the divisions of the Simple Assembly Line Balancing Problem [10, 19] :
UALBP-1: Given the cycle time (c), minimize the number of stations (m); 2.
UALBP-2: Given the number of stations (m), minimize the cycle time (c).; 3.
UALBP-E: Maximize the line efficiency (E) for c and m being variable.
U-line Assembly Line Balancing Problem (UALBP) Pattern: The UALBP of each task can be located at only one station and is performed before its predecessor and after its successor tasks. The total time of each station cannot exceed more than the cycle time according to the conditions of the workstation assignment in the UALBP-1. The UALBP-1 can be explained using the benchmark problem called the Jackson Problem, shown in Figure 1 , which is illustrated as a precedence diagram of the ALBP (11 tasks): the number inside each box represents the name of each task, and the number above each box represents the time of that task. When applying the example of Figure 1 to the UALBP, given c = 10, an optimal solution with m = 5 can be found, which is shown in Figure 2 U-line Assembly Line Balancing Problem (UALBP) Pattern: The UALBP of each task can be located at only one station and is performed before its predecessor and after its successor tasks. The total time of each station cannot exceed more than the cycle time according to the conditions of the workstation assignment in the UALBP-1. The UALBP-1 can be explained using the benchmark problem called the Jackson Problem, shown in Figure 1 , which is illustrated as a precedence diagram of the ALBP (11 tasks): the number inside each box represents the name of each task, and the number above each box represents the time of that task. When applying the example of Figure 1 to the UALBP, given c = 10, an optimal solution with m = 5 can be found, which is shown in Figure 2 
Mathematical Model of the U-Shaped Assembly Line.
This section presents the mathematical model for the UALBP-1, adapted from Bowman [34] . The indices, parameters, and decision variables are as defined below.
Indices
n denotes the index of a task, where n = 1 …. N k denotes the index of workstation k, where k = 1 … M N denotes the total number of tasks U-line Assembly Line Balancing Problem (UALBP) Pattern: The UALBP of each task can be located at only one station and is performed before its predecessor and after its successor tasks. The total time of each station cannot exceed more than the cycle time according to the conditions of the workstation assignment in the UALBP-1. The UALBP-1 can be explained using the benchmark problem called the Jackson Problem, shown in Figure 1 , which is illustrated as a precedence diagram of the ALBP (11 tasks): the number inside each box represents the name of each task, and the number above each box represents the time of that task. When applying the example of Figure 1 to the UALBP, given c = 10, an optimal solution with m = 5 can be found, which is shown in Figure 2 
Mathematical Model of the U-Shaped Assembly Line.
This section presents the mathematical model for the UALBP-1, adapted from Bowman [34] . The indices, parameters, and decision variables are as defined below. 
Mathematical Model of the U-Shaped Assembly Line
Indices
n denotes the index of a task, where n = 1 . . . . N k denotes the index of workstation k, where k = 1 . . . M N denotes the total number of tasks M denotes the total number of workstations 3.2.2. Parameter P n denotes the processing time of task n CT denotes the cycle time of a workstation P nj denotes the relationship of task n to task j F nj = 1 if task n is predecessor of task j 0 otherwise
Decision Variables
X nk = 1 if task n is assigned to station k 0 otherwise
Objective function:
Equation (1) represents an objective function of the model to minimize the number of stations. Equation (2) guarantees that task n must be assigned to exactly one workstation. Equation (3) ensures that the precedence constraints are not violated on the U-line. Equation (4) ensures that the total processing time used by all tasks assigned to a particular workstation must not exceed a prespecified cycle time (CT). Finally, Equation (5) ensures that the station will be opened successively according to the station number.
General Differential Evolution Algorithm

Differential Evolution Algorithm
DE is a population-based random search method where an initial population of size N of D-dimensional vector is randomly generated, and a new population is generated through the cycles of calculations. A solution in DE algorithm is represented by D-dimensional vector, and each value in the D-dimensional space is represented as a real number. The key idea behind DE which makes the algorithm from other evolutionary algorithms (EAs) is its mechanisms for generating new solutions, called trial vectors, by mutation and crossover operation. In DE, each vector is served as a target vector which is then combined with other vectors in the population to form a new vector, called a mutant vector. Next, the mutant vector is crossover with its corresponding occurs only if the trial vector outperforms its corresponding target vector. The evolution process of DE population continues through repeated cycles of three main operator; mutation, crossover, and selection until some stopping criteria are met [30] .
The general procedure of DE consists of several steps: (1) construct a set of initial target vectors, (2) perform a mutation process, (3) perform a recombination process, and (4) perform a selection process. The design of the procedure application is shown in Figure 3 . continues through repeated cycles of three main operator; mutation, crossover, and selection until some stopping criteria are met [30] . The general procedure of DE consists of several steps: (1) construct a set of initial target vectors, (2) perform a mutation process, (3) perform a recombination process, and (4) perform a selection process. The design of the procedure application is shown in Figure 3 . From the general differential evolution algorithm procedure in Figure 3 , an initial vector is generated and the designed vector is further optimized by mutation, recombination, and selection processes. The procedure can be illustrated using the Bowman problem as an example, as shown in Figure 4 . 
Procedure of UALB-1 by Using Differential Evolution Algorithm
The procedure of UALB-1 using the general differential evolution algorithm from the Bowman problem set in Figure 4 , which presents the precedence diagram of the ALBP (8 tasks), can be From the general differential evolution algorithm procedure in Figure 3 , an initial vector is generated and the designed vector is further optimized by mutation, recombination, and selection processes. The procedure can be illustrated using the Bowman problem as an example, as shown in Figure 4 . continues through repeated cycles of three main operator; mutation, crossover, and selection until some stopping criteria are met [30] . The general procedure of DE consists of several steps: (1) construct a set of initial target vectors, (2) perform a mutation process, (3) perform a recombination process, and (4) perform a selection process. The design of the procedure application is shown in Figure 3 . From the general differential evolution algorithm procedure in Figure 3 , an initial vector is generated and the designed vector is further optimized by mutation, recombination, and selection processes. The procedure can be illustrated using the Bowman problem as an example, as shown in Figure 4 . 
The procedure of UALB-1 using the general differential evolution algorithm from the Bowman problem set in Figure 4 , which presents the precedence diagram of the ALBP (8 tasks), can be 
The procedure of UALB-1 using the general differential evolution algorithm from the Bowman problem set in Figure 4 , which presents the precedence diagram of the ALBP (8 tasks), can be interpreted as follows. The number in each circle represents the name of each task and the number above each circle represents the time of that task. Before balancing assembly lines, the values used in the calculation must be set. The variables are as follows: R = Round, NP = Numbers of tasks, F = Scaling factor, and CR = Crossover rate. In this problem's calculation, these suitable variables were set from the experiment as R = 1, NP = 5, F = 0.8, CR = 0.8 [35] , and CT (Cycle Time) = 20. The General Differential Evolution Algorithm "DE/rand/1" and binomial crossover were used in the calculation as follows.
4.2.1. Calculation Using the General Differential Evolution Algorithm DE/rand/1 and Binomial Crossover (1) Initial population. In this step, a randomized real number between 0 and 1 for each task is obtained. This is the formulation of the target vector or initial solutions for the decision value in the workload allocation to the workstations, and the initial vector will be used further in Mutation and crossover, as shown in Table 1 . In the table, the initial population calculation is presented by a randomized real number between 0 and 1 for each task. A target vector will be generated for each task in order to generate the initial solution and decision value in the workload allocation to the workstations. The workload allocation to the workstations must in line with the conditions of UALB by arranging the random numbers in ascending order for workstation allocation. From the table, NP = 5 vectors. The benchmark problem is illustrated in Figure 4 , and it is described in Table 1 . (2) Mutation. In this step, a position of the vector is mutated to obtain new solutions that differ from the initial population number by targeting the mutation. The calculation for the mutant vector (V i,j,G+1 ) is shown in Equation (6) , and an example of a mutation is illustrated in Table 2 .
where:
V i,j,G = Mutant Vector X r1,j,G , X r2,j,G , X r3,j,G = Random vector from G round F = Scaling factor (random real number between 0 and 2) The results of the mutation in Vector 1 by using "DE/rand/1" are depicted in Table 2 . Table 2 presents the results of Mutation in Vector 1 by using the DE/rand/1 method, where X r1,j,G , X r2 , j,G , and X r3,j,G are randomized to form Vectors 1, 2, and 3, respectively, and F = 0.8 is set so that at position 6, X r1,j,G = 0.53, X r2,j,G = 0.44, and X r3,j,G = 0.62 substituted into the equation as V i,j,G = X r1,j,G + F(X r2,j,G -X r3,j,G ) will be V i,j,G = 0.53 + 0.8(0.44 − 0.62) = 0.39. Therefore, Mutant Vector 1's position 6 is 0.39. After that, the calculation for every position is done until all eight positions are calculated.
(3) Crossover or Recombination. In this step, vector positions are exchanged. New vectors, both better and worse, are generated. The Trial Vector (U i,j,G+1 ) is formulated, and the Trial Vectors are compared and exchanged as in Equation (7). The examples are presented in Tables 3 and 4 .
where: Table 3 shows the results of binomial crossover in Vector 1 if CR = 0.8; therefore, the value of the target vector will be used in the Trial Vector at positions 4 and 7. For other positions, the values of the mutant vector are used.
From Table 4 , when employing the trial vector obtained for UALB according to the preceding conditions, the total time of each workstation must not exceed the production cycle time, which can be satisfied by considering a Trial Vector with low values before assigning the tasks to workstations. Therefore, a solution of 5 workstations is found.
(4) Selection. In this step, the next generation is selected (G + 1): only better solutions are selected by comparing the results of the Target Vector with the Trial Vector for cases in which the number of workstations of the Trial Vector is lower than/equal to that of the Target Vector. Therefore, the Trial Vector is selected as the next generation, as in Equation (8):
where: In sum, from the selection step for selecting the next generation, the Trial Vector of the 5 assigned workstations is found with the values higher than those of the Target Vector for 4 workstations. Therefore, the Target Vector is selected as the optimal solution, and the process is repeated for the next generation.
Procedure of UALB-1 by Using the Improved Differential Evolution Algorithm
(1) Improved DE. In mutation process, a mutant vector (V i,j,G ) will be calculated from one or more selected target vector (X i,j,G ). Traditionally, the mutation process of DE is performed using Equations (6) [30] . Improved DE was developed by applying the four Mutation Equations DE/best/1, DE/rand-to-best/1, DE/best/2, and DE/rand/2, as seen from Equations (9), (10), (11) and (12), respectively, as follows:
Let r1, r2, r3, r4, and r5 denote the vectors which are randomly selected from a set of target vectors j. represent the best vector found so far in the algorithm. F is a predefined integer parameter (scaling factor). In the proposed heuristics, F is set to 2; i is vector number which starts from 1 to NP, and j is position of a vector which run from 1 to D.
(2) Improved DE. The result of mutation process is a set of mutant vector V i,j,G (i run from 1 to NP). Then a mutant vector will apply recombination equations (13) and (14) to yield trial vector (U i,j,G ) as a product of recombination processes. In traditional DE for UALBP-1, a binomial recombination Equations (7) is applied in the basic differential evolution algorithm [30] . Improved DE was developed by applying two crossover or recombination equations: Exponential Crossover 1 position and Exponential Crossover 2 position, as seen in Equations (13) and (14), as follows:
Let randb i , to be random number between 0 and 1, and CR is recombination probability which is the predefined parameters in the proposed heuristics. randb i , randb i,1 and randb i,2 are random integer numbers which are used to represent position of a vector and these random numbers ranges from 1 to D.
On the basis of the explanations in steps 1-4, the Improved Diff. is shown in Algorithm 1. 
Developed by applying the two Crossover or Recombination Equations
Produce new target vector (selection\process)
End do End do
Select best solution from all DE in the iteration End do Show/select best solution from all DE in all iteration
Analysis of the Results from the Experiment on DE for Solving UALBP
The results obtained from the experiment on DE for solving the UALBP by using the basic DE algorithm and improved DE algorithm were analyzed. Six methods from the 15 methods for generating optimal solutions with the minimum search time were selected through the experiment. Then, the selected methods were compared. The results from the experiment were compared with other metaheuristic methods.
DE for solving the UALBP: the basic DE algorithm and improved DE algorithm consisted of six methods as follows:
DE/Best/2 to Exponential Crossover 2 Position (improved)
The ALBP can be solved by applying the Java program (operated on a computer with Core i3, 2.3 GHz, 2 GB RAM, and the operating system Windows 7). The metaheuristic methods developed, including the Basic UALB and Improved UALB for solving the U-shaped Assembly Line Balancing Problem Type 1 (UALBP-1), used the data retrieved from http://www.assembly-line-balancing. de The variables used in the calculation for ALB were defined as follows: R = Round, NP = Number of tasks, F = Scaling factor, and CR = Crossover rate. In this problem's calculation, these variables were set at R = 30, NP = 30, F = 0.8, and CR = 0.8 [35] . Then, the experiment for finding the optimal solutions was conducted as follows.
1) The benchmark problems of Sawyer (30 tasks, 8 instances) and Arcus 1 (83 tasks, 16 instances) were used. The results of the experiment on the UALBP-1 by using the basic DE algorithm and improved DE algorithm are depicted in Table 5 . Notes: m is the number of station (m* is the optimal). c is the cycle time. DE1* = DE/rand/1 to Binomial Crossover. DE2** = DE/rand/1 to Exponential Crossover 1 position. DE3*** = DE/rand/1 to Exponential Crossover 2 position. DE4**** = DE/rand-to-best/1 to Exponential Crossover 1 position. DE5***** = DE/best/2 to Exponential Crossover 1 position. DE6****** = DE/best/2 to Exponential Crossover 2 position.
From Table 5 , the results from the experiment on the UALBP-1 by using the basic method and improved DE algorithm with the Sawyer and Arcus 1 problems show that all six DE algorithms generated the optimal solution of 24 instances from a total of 24 instances. The DE or DE/Best/2 Exponential Crossover 1 position was the best method to calculate the optimal solutions with the minimum average times (0.17 seconds).
The comparison of the basic and improved DE algorithm using the optimal solution search time with the Sawyer problem (30 tasks, 8 instances) is shown in Figure 5 . DE4**** = DE/rand-to-best/1 to Exponential Crossover 1 position. DE5***** = DE/best/2 to Exponential Crossover 1 position. DE6****** = DE/best/2 to Exponential Crossover 2 position.
The comparison of the basic and improved DE algorithm using the optimal solution search time with the Sawyer problem (30 tasks, 8 instances) is shown in Figure 5 . From Figure 6 , it is seen that the Improved DE algorithm DE/Best/2 to Exponential Crossover 1 was the best method for generating optimal solutions with the minimum solution search time when compared to the other DE methods. The average optimal solution search time was 0.22 seconds.
The Results from the Comparison of DE Algorithm and Other Metaheuristic Methods
From the experimental results, it can be seen that the DE algorithm DE/Best/2 to Exponential From Figure 6 , it is seen that the Improved DE algorithm DE/Best/2 to Exponential Crossover 1 was the best method for generating optimal solutions with the minimum solution search time when compared to the other DE methods. The average optimal solution search time was 0.22 seconds.
From the experimental results, it can be seen that the DE algorithm DE/Best/2 to Exponential Crossover 1 was the method for the optimal solution search when finding the number of workstations and minimizing the solution search time. Therefore, the DE algorithm DE/Best/2 to Exponential Crossover 1 was compared with other metaheuristic methods in order to determine the efficiency of the optimal solution search. MMAS (no local search) was used for the comparison [36] with the benchmark problems of the medium-sized UALBP-1 (21-45 tasks), which is presented in Table 3 , and of the large-scale UALBP-1 (75-297 tasks), which is presented in Table 6 . Notes: E = ∑ t mc × 100; E = Efficiency of Balance. m* is the optimal solution (data set) MMAS** (no local search). DE1*** = DE/best/2 to Exponential 1 position. m is the number of stations. % is the average relative deviation from the best-known solution.
From Table 6 , the experimental results of the ULAB benchmark problems with the medium-sized UALBP-1 (21-45 tasks) by using the DE algorithm DE/Best/2 to Exponential Crossover 1 with MMAS (no local search) (operated on a computer with Pentium 4, 3.0 GHz, 512 MB RAM, and the operating system Window XP) are presented. Four sets of the medium-sized UALBP (21-45 tasks) were tested: Mitchell's, Heskiaoff's, Sawyer's, and Kilbridge and Wester's problems, which were retrieved from http://www.assembly-line-balancing.de. Twenty-five instances resulted from calculating the minimum number of workstations, as depicted in the table. It was found that the DE algorithm DE/Best/2 to Exponential Crossover 1 can generate 25 optimal solutions from 25 instances. The method can find optimal solutions better than MMAS (no local search), which can generate 21 optimal solutions from 25 instances. The average solution search time of DE/Best/2 to Exponential Crossover 1 was 0.10 seconds, which is less than the solution search time of MMAS (no local search), which was 9.19 seconds. Table 7 presents the experimental results of the ULAB benchmark problem with the large-scale UALBP-1 (75-297 tasks) by using the DE algorithm DE/Best/2 to Exponential Crossover 1 with MMAS (no local search) (operated on a computer with Pentium 4, 3.0 GHz, 512 MB RAM, and the operating system Window XP). Three sets of the large-scale UALBP (75-297 tasks) were used: Wee-mag's, Arcus 1's, and Scholl's problems were used, and the problems were retrieved from http://www.assembly-line-balancing.de. Sixty-two instances resulted from calculating the minimum number of workstations, as presented in the Table. It was found that the DE algorithm DE/Best/2 to Exponential Crossover 1 can generate 36 optimal solutions from 62 instances. The method can find optimal solutions better than MMAS (no local search), which can generate 35 optimal solutions from 62 instances. The average solution search time of DE/Best/2 to Exponential Crossover 1 was 4.88 seconds, which is less than the solution search time of MMAS (no local search), which was 5.70 seconds. Notes: E = ∑ t mc × 100 E = Efficiency of Balance. m* is the optimal solution (data set). MMAS** (no local search). DE1*** = DE/best/2 to Exponential 1 position. m is the number of stations. % is the average relative deviation from the best-known solution.
Conclusions and Suggestions
Recently, the U-shaped line has been utilized in many production lines in place of the traditional straight-line configuration due to the use of the just-in-time principle. The shape of U-lines improves visibility and allows for the construction of stations containing tasks on both sides of the line. This arrangement, combined with cross-trained operators, provides greater flexibility in station construction than is available with a comparable straight production line. The UALBP and the DE algorithm of the metaheuristic for assigning tasks to stations are presented in this paper. The performance of the metaheuristic was applied to solve a large number of benchmark problems obtained from previously published research. The computational results indicate that one of the metaheuristic rules (DE algorithm) can be satisfied by the proposed algorithm, and the computational requirements are not high. This study has taken a step in the direction of finding good metaheuristic rules for solving the UALBP-1. For further research, it would be interesting to use other metaheuristics, (e.g., bee algorithm, particle swarm optimization, simulated annealing, etc.) and find more flexible solutions of the larger UALBP.
The improved DE algorithm DE/Best/2 to Exponential Crossover 1 was the most effective method with the minimum search time for finding optimal solutions, and the basic DE algorithm was the worst because it spent the maximum amount of time searching for optimal solutions when compared to the other DE methods. In the optimal solution search for the number of workstations, it was found that every method received the same answer when compared to the other DE methods.
The comparison of the method in this paper, UALBP-1 by using the DE algorithm, with other metaheuristic methods for the medium-sized UALBP (21-45 tasks) and large-scale UALBP (75-297 tasks) leads to the conclusion that the basic DE algorithm and the improved DE algorithm is better at generating optimal solutions in the search for workstations and spends less time searching for optimal solutions than MMAS (no local search).
Further studies should develop the DE algorithm methods with more difficult problems, such as the mixed-/multi-model line, stochastic task time, and U-lines with other characteristics, as well as develop other metaheuristic principles for solving the large-scale UALBP and develop the principles of other metaheuristic methods or other types of methods for solving the UALBP-2, i.e., given the number of stations (m), minimize the cycle time (Min. c, given m), and the UALBP-E, i.e., maximize the line efficiency (E) for c and m being variable (Max. E, given c, m).
In addition, the proposed DE algorithms in this study [37] can be applied to solve more realistic assembly line balancing problem in many industries; garment, automobile, electronical appliance; etc. for productivity improvement by minimizing the workstations and labor costs.
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