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Agile methoden zijn ontstaan als reactie op traditionele methoden zoals de watervalmethode en 
zouden geschikter zijn naarmate de requirements vaag en veranderlijk zijn. De veranderlijke en 
vage requirements treden ook op bij projecten waarbij complexe standaard pakketsoftware, ook 
wel aangeduid als Commercial-Off-The-Shelf (COTS) software, wordt geïmplementeerd. Een con-
creet voorbeeld van complexe COTS software is Enterprise Resource Planning (ERP) software. 
Ondanks het vele onderzoek dat uitgevoerd is naar het achterhalen van de zogenaamde kritieke 
succesfactoren die van toepassing zijn op ERP implementaties (Shaul & Tauber, 2013), blijkt dat 
nog steeds bijna de helft van de ERP implementatieprojecten als niet succesvol wordt ervaren 
(Chen, Law, & Yang, 2009). Bij software ontwikkelprojecten wordt getracht dit te verbeteren 
door het toepassen van een agile benadering.  
 
De doelstelling van dit onderzoek is om te komen tot een aanbeveling over de toepasbaarheid 
van een agile benadering bij het implementeren van complexe COTS software. De hoofdvraag 
voor het onderzoek luidt: 
 
Op welke wijze kan een agile benadering bekend uit het software engineering domein een 
bijdrage leveren aan het implementeren van complexe COTS software? 
 
Om te komen tot een antwoord op deze hoofdvraag, is als eerste een literatuuronderzoek uitge-
voerd om te bepalen waaruit een dergelijke agile benadering bestaat en op welke wijze deze een 
bijdrage zou kunnen leveren aan het implementeren van complexe COTS software.  
 
Agile software ontwikkeling is gebaseerd op de uitgangspunten en de principes van het Agile 
Manifest (Fowler & Highsmith, 2001). Volgens de definitie die Qumer en Henderson-Sellers 
(2008) opgesteld hebben voor agile software ontwikkeling, kan een software methode als agile 
beschouwd worden, als deze: 
 mens- en communicatie-gericht is; 
 flexibel is: kan elk moment zich aanpassen aan verwachte of onverwachte veranderingen; 
 snel is: stimuleert snelle en iteratieve ontwikkeling van het product in kleine releases; 
 simpel is: richt zich op het verkorten van termijnen en het minimaliseren van de kosten 
en op het verhogen van de kwaliteit; 
 responsief is: reageert adequaat op verwachte en onverwachte veranderingen; 
 evaluatief is: richt zich op verbetering tijdens en ook na de ontwikkeling van het product. 
 
In de literatuur worden de onderstaande problemen genoemd als mogelijke oorzaak voor het 
mislukken van complexe COTS software projecten: 
 Probleem #1: De onwil of tegenzin van de eindgebruikers om het nieuw geïmplemen-
teerde ERP-systeem in gebruik te nemen (Nah, Tan, & Teh, 2004); 
 Probleem #2: Bedrijven slagen er niet in om de werkelijke behoeften van de organisatie 
en de systemen op elkaar af te stemmen zodat de zakelijke problemen worden opgelost 
(Ehie & Madsen, 2005); 
 Probleem #3: Er is sprake van een kenniskloof bij de personen die bij de implementatie 
betrokken zijn: De beoogde gebruikers begrijpen de ERP functionaliteit onvoldoende en 
tegelijkertijd hebben de ERP consultants onvoldoende inzicht in alle bedrijfsprocessen 
(Soh, Kien, & Tay-Yap, 2000). 
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Op basis van dit literatuuronderzoek werd geconcludeerd dat een agile benadering toepast zou 
kunnen worden door het implementatieproces op een andere manier vorm te geven waarbij re-
kening gehouden wordt met de agile principes en door gebruik te maken van agile technieken. 
Eerdere onderzoeken stellen voor om de agile principes te vertalen naar specifieke acties voor 
COTS implementatietrajecten (Alleman, 2002) en om agile technieken toe te passen bij derge-
lijke projecten (Stender, 2002). 
 
Het empirisch gedeelte van het onderzoek haakt aan bij deze onderzoeken. Hiervoor is een en-
kelvoudige casestudy uitgevoerd, waarbij is gekozen is voor het uitvoeren van semigestructu-
reerde interviews, gevolgd door een focus-interview. De deelnemers waren experts op het ge-
bied van complexe COTS software implementaties. Het resultaat van dit verkennend onderzoek 
bestaat uit een lijst van mogelijke acties en een overzicht van agile technieken, die volgens de 
geïnterviewde experts toegepast zouden kunnen worden tijdens implementaties van complexe 
COTS software. Door de mogelijke acties te combineren met de antwoorden van de experts, zijn 
de onderstaande richtlijnen afgeleid die toepast dienen te worden bij het agile implementeren 
van complexe COTS software: 
 Richtlijn #1: Maak het systeem incrementeel beschikbaar; 
 Richtlijn #2: Implementeer de COTS software zo veel mogelijk out-of-the-box; 
 Richtlijn #3: Neem de business use cases als uitgangspunt. 
 
Op basis van het literatuuronderzoek en het empirische onderzoek kan geconcludeerd worden 
dat een agile benadering toepasbaar is bij het implementeren van complexe COTS software. Door 
het proces in te richten volgens de afgeleide richtlijnen, het toepassen van de mogelijke acties en 
de agile technieken zoals deze uit het empirisch onderzoek naar voren zijn gekomen, is het te 
verwachten dat het implementatie proces van complexe COTS software op een agile manier uit-
gevoerd kan worden. Het is aannemelijk dat het implementeren van complexe COTS software op 
een agile manier, mee zou kunnen helpen om de problemen die in de literatuur genoemd wor-
den als mogelijke oorzaak voor het mislukken van complexe COTS software projecten te voorko-
men of te minimaliseren. 
 
Vanuit het onderzoek zijn ook een aantal aandachtspunten naar boven gekomen: 
 In de literatuur wordt, op basis van empirisch onderzoek, geconcludeerd dat om een 
agile benadering succesvol toe te passen, het een voorwaarde is dat er sprake is van een 
agile cultuur binnen de organisatie waar de complexe COTS software wordt geïmplemen-
teerd. Dit houdt in dat niet alleen het project agile dient te zijn, maar de agile waarden 
dienen ook in de bedrijfscultuur verankerd te zijn. 
 Een van de verschillen tussen complexe COTS software projecten en software ontwikkel-
projecten is dat bij COTS projecten de processen aangepast dienen te worden aan de soft-
ware, en dat bij software ontwikkelprojecten de software aangepast kan worden. Dit 
verschil zorgt voor een mogelijk probleem, doordat de term agile geassocieerd wordt 
met software ontwikkeling. Hierdoor kan de verwachting ontstaan bij de klant dat de 
COTS software eenvoudig aangepast kan worden, terwijl het streven bij complexe COTS 
software projecten is om zoveel mogelijk out-of-the-box te implementeren. 
 Vaak zijn projecten waarbij complexe COTS software wordt geïmplementeerd van het 
type fixed-price. Door de experts werd dit als een mogelijk probleem genoemd om flexibel 
te zijn en open te staan voor wijzigingen. 
  




Veel software projecten blijken niet succesvol te zijn en als mogelijke oorzaak hiervan wordt het 
niet toepassen van de beschikbare theorieën genoemd (McConnell, 2002). Binnen het vakgebied 
van softwareontwikkeling en softwaremanagement bestaat blijkbaar een kloof tussen de theorie 
en de praktijk. De toepassing van best practices zou leiden tot een verhoging van de interne en 
externe software kwaliteit en een verlaging van het aantal mislukte software projecten (Thomas, 
2002). 
 
Een populaire mogelijkheid hiervoor is het toepassen van de principes van het Agile Manifest 
(Fowler & Highsmith, 2001). Daarbij gaan deze principes volgens Cao en Ramesh (2007) verder 
dan alleen een verzameling van best practices. Met name moet agile ontwikkeling ook in lijn zijn 
met een aantal basisprincipes die gehanteerd worden in gangbare management- en organisa-
tietheorieën. Agile methoden zijn ontstaan als reactie op traditionele methoden zoals de water-
valmethode en zouden geschikter zijn naarmate de requirements vaag en veranderlijk zijn. De 
veranderlijke en vage requirements treden ook op bij projecten waarbij complexe standaard 
pakketsoftware, ook wel aangeduid als Commercial-Off-The-Shelf (COTS) software, wordt geïm-
plementeerd1. Bij deze projecten ligt de nadruk op het implementeren van bestaande software 
en niet op het ontwikkelen van software, maar de vele configuratie en customizatie mogelijkhe-
den bij dergelijke pakketten zorgen voor een groot aantal aan mogelijke variaties, waardoor de 
implementaties hiervan een ingewikkeld traject kunnen zijn. 
 
Een concreet voorbeeld van complexe COTS software is Enterprise Resource Planning (ERP) soft-
ware. Ondanks het vele onderzoek dat uitgevoerd is naar het achterhalen van de zogenaamde 
kritieke succesfactoren die van toepassing zijn op ERP implementaties (Shaul & Tauber, 2013), 
blijkt dat nog steeds ongeveer 40-50% van de ERP implementatieprojecten als niet succesvol 
wordt ervaren (Chen et al., 2009). 
 
Het hoge percentage van niet succesvolle complexe COTS software implementatietrajecten geeft 
aanleiding voor het onderzoeken van een andere benadering bij het implementeren van com-
plexe COTS software. Het wordt geconstateerd dat de agile benadering in lijn zou zijn met de ba-
sisprincipes die gehanteerd worden in gangbare management- en organisatietheorieën. Omdat 
implementaties van complexe COTS software overeenkomsten hebben met software ontwikkel-
projecten is het denkbaar dat de agile benadering ook succesvol en voordelig toegepast kan wor-
den bij het implementeren van software projecten waarbij complexe COTS software wordt geïm-
plementeerd. Of deze verwachting correct is, wordt onderzocht in het onderhavig onderzoek. 
1.2 Doelstelling 
Bijna de helft van complexe COTS software implementatieprojecten wordt als niet succesvol er-
varen. Bij software ontwikkelprojecten wordt getracht dit te verbeteren door het toepassen van 
een agile benadering. De doelstelling van dit onderzoek is om te komen tot een aanbeveling over 
de toepasbaarheid van een agile benadering bij het implementeren van complexe COTS software. 
Vanuit deze doelstelling is de onderstaande hoofdvraag geformuleerd: 
 
Op welke wijze kan een agile benadering bekend uit het software engineering domein een 
bijdrage leveren aan het implementeren van complexe COTS software? 
                                                             
1 Tenzij anders vermeld, wordt implementeren in dit verslag gebruikt in de zin van installeren, configureren 
en in gebruik nemen van de COTS software. 
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1.3 Onderzoeksmodel 
In Figuur 1 is schematisch het geplande verloop van het onderzoek weergegeven. 
 
Figuur 1 Onderzoeksmodel 
 
Om te komen tot een antwoord op de hoofdvraag zoals geformuleerd in paragraaf 1.2, is het 
onderzoek opgedeeld in drie delen. Allereerst wordt een literatuuronderzoek uitgevoerd om te 
bepalen waaruit een dergelijke agile benadering bestaat en op welke wijze deze een bijdrage zou 
kunnen leveren aan projecten waarbij complexe COTS software wordt geïmplementeerd. De 
resultaten van het literatuuronderzoek zijn in hoofdstuk 2 besproken. 
 
Tijdens het tweede deel van het onderzoek wordt een empirisch onderzoek uitgevoerd. Dit on-
derzoek is verkennend van aard en bestaat uit een casestudy dat wordt uitgevoerd bij Siemens 
PLM Software, een organisatie die zich voornamelijk bezighoudt met het implementeren van 
complexe COTS software. De aanpak van dit empirisch onderzoek staat beschreven in hoofdstuk 
3 en in hoofdstuk 4 zijn de resultaten opgenomen en worden deze tevens besproken. 
 
Het onderzoek wordt afgesloten met een analyse van de resultaten van het literatuuronderzoek 
en het empirisch onderzoek en het formuleren van de conclusies en de aanbevelingen op basis 
van deze analyse. In hoofdstuk 5 zijn deze conclusies en aanbevelingen beschreven tezamen met 
een product- en procesreflectie.  
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2 Theoretisch kader: Agile en COTS software projecten 
2.1 Onderzoeksvragen 
Om te achterhalen waaruit de agile benadering bekend uit het software engineering domein be-
staat en op welke wijze deze een bijdrage zou kunnen leveren aan het implementeren van com-
plexe COTS software, zijn voor het literatuuronderzoek de onderstaande deelvragen geformu-
leerd: 
1. Wat is er in de literatuur bekend over agile software ontwikkeling? 
1.1. Wat wordt verstaan onder agile software ontwikkeling? 
1.2. Welke agile methoden zijn er en welke technieken worden hierbij toegepast? 
1.3. Welke succesfactoren zijn van toepassing op agile softwareprojecten? 
2. Wat is er in de literatuur bekend over het managen van complexe COTS software projecten? 
2.1. Wat wordt er verstaan onder complexe COTS software projecten? 
2.2. Hoe worden complexe COTS software projecten aangepakt? 
2.3. Welke succesfactoren zijn van toepassing op projecten waarbij complexe COTS 
software geïmplementeerd wordt? 
2.4. Wat zijn de problemen bij complexe COTS software implementaties? 
2.5. Wat is er bekend over het gebruik van agile in combinatie met complexe COTS 
software projecten? 
 
In de komende paragrafen zal worden ingegaan op de bovenstaande vragen waarbij dezelfde 
volgorde wordt gehanteerd. 
2.2 Agile 
2.2.1 Agile software ontwikkeling 
Bij traditionele methoden, zoals de watervalmethode, wordt aangenomen dat alle problemen 
volledig te specificeren zijn en dat er voor elk probleem een optimale en te voorspellen oplossing 
bestaat. Het proces van software ontwikkeling zou een efficiënte en voorspelbare activiteit wor-
den door het gebruik van uitgebreide planning, vastgelegde processen en rigoureus hergebruik 
(Boehm, 2002). Als reactie op deze traditionele plangestuurde methoden is agile software ont-
wikkeling ontstaan in de jaren negentig (Nerur, Mahapatra, & Mangalaraj, 2005). Bij agile soft-
ware ontwikkeling wordt de nadruk gelegd op mensen en hun creativiteit om te komen tot een 
succesvol eindresultaat. Tabel 1 geeft een samenvatting van de verschillen tussen traditionele en 
agile methoden. 
 
Tabel 1 Verschillen tussen traditionele en agile methoden (Nerur et al., 2005) 
 Traditioneel Agile 
Fundamentele 
veronderstellingen 
Systemen zijn volledig te 
specificeren, voorspelbaar, en zijn 
gebouwd volgens een vaste 
methode en uitgebreide planning 
Hoogwaardige kwalitatieve 
software is ontwikkeld door kleine 
teams volgens de principes van 
continue verbetering van het 
ontwerp en het testen op basis van 
snelle feedback en verandering 
Controle Processen centraal Mensen centraal 
Management stijl Bevelen en controleren Leiderschap en samenwerking 
Kennismanagement Expliciet Impliciet 
Toewijzing van rollen Individueel, op basis van 
specialisatie 
Zelforganiserende teams, 
stimulering van wisselen van 
rollen 
Communicatie Formeel Informeel 
Rol van klant Belangrijk Essentieel 
Project cyclus Gestuurd door taken of activiteiten Gestuurd door product kenmerken 
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 Traditioneel Agile 
Ontwikkelmodel Levenscyclus modellen zoals 






Mechanisch, bureaucratisch met 
hoge vorm van formalisering 
Organisch, flexibel en 
participerend 
Technologie Geen beperking Bij voorkeur object georiënteerde 
technologieën 
 
Hoewel agile software ontwikkeling al ontstaan is aan het einde van de vorige eeuw, werd de 
term pas voor het eerst gebruikt in de publicatie van het Agile Manifest (Fowler & Highsmith, 
2001). Dit manifest is opgesteld tijdens een informele bijeenkomst door een groep van software-
ontwikkelaars en hierin staat het volgende: 
 
“Wij laten zien dat er betere manieren zijn om software te ontwikkelen door in de praktijk aan te 
tonen dat dit werkt en door anderen ermee te helpen. Daarom verkiezen we  
 
Mensen en hun onderlinge interactie boven processen en hulpmiddelen 
Werkende software boven allesomvattende documentatie 
Samenwerking met de klant boven contractonderhandelingen 
Inspelen op verandering boven het volgen van een plan 
 
Hoewel wij waardering hebben voor al hetgeen aan de rechterkant staat vermeld, hechten wij méér 
waarde aan wat aan de linkerzijde wordt genoemd.” 
 
Uit het manifest volgen de onderstaande principes: 
1. Onze hoogste prioriteit is het tevreden stellen van de klant door het vroegtijdig en 
voortdurend opleveren van waardevolle software. 
2. Verwelkom veranderende behoeftes, zelfs laat in het ontwikkelproces. Agile processen 
benutten verandering tot concurrentievoordeel van de klant. 
3. Lever regelmatig werkende software op. Liefst iedere paar weken, hooguit iedere paar 
maanden. 
4. Mensen uit de business en ontwikkelaars moeten dagelijks samenwerken gedurende het 
gehele project. 
5. Bouw projecten rond gemotiveerde individuen. Geef hen de omgeving en ondersteuning die 
ze nodig hebben en vertrouw erop dat ze de klus klaren. 
6. De meest efficiënte en effectieve manier om informatie te delen in en met een 
ontwikkelteam is door met elkaar te praten. 
7. Werkende software is de belangrijkste maat voor voortgang. 
8. Agile processen bevorderen constante ontwikkeling. De opdrachtgevers, ontwikkelaars en 
gebruikers moeten een constant tempo eeuwig kunnen volhouden. 
9. Voortdurende aandacht voor een hoge technische kwaliteit en voor een goed ontwerp 
versterken agility. 
10. Eenvoud, de kunst van het maximaliseren van het werk dat niet gedaan wordt, is essentieel. 
11. De beste architecturen, eisen en ontwerpen komen voort uit zelfsturende teams. 
12. Op vaste tijden, onderzoekt het team hoe het effectiever kan worden en past vervolgens zijn 
gedrag daarop aan. 
 
Het manifest en de daaruit volgende principes geven een beschrijving van de richtlijnen om te 
komen tot een succesvol eindresultaat bij het ontwikkelen van software, maar er wordt geen for-
mele definitie gegeven voor het begrip agile. In de bestudeerde literatuur is ook geen eenduidige 
definitie te vinden voor wat er verstaan wordt onder agile software ontwikkeling. 
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Volgens de definitie die Qumer en Henderson-Sellers (2008) hanteren, kan een software me-
thode als agile beschouwd worden, als deze: 
 mens- en communicatie-gericht is; 
 flexibel is: kan elk moment zich aanpassen aan verwachte of onverwachte veranderingen; 
 snel is: stimuleert snelle en iteratieve ontwikkeling van het product in kleine releases; 
 simpel is: richt zich op het verkorten van termijnen en het minimaliseren van de kosten 
en op het verhogen van de kwaliteit; 
 responsief is: reageert adequaat op verwachte en onverwachte veranderingen; 
 evaluatief is: richt zich op verbetering tijdens en ook na de ontwikkeling van het product. 
2.2.2 Agile methoden en technieken 
In de wetenschappelijke literatuur zijn verschillende methoden beschreven die passen binnen 
de uitgangspunten en de principes van het Agile Manifest. Om meer inzicht te krijgen in deze me-
thoden en de bijbehorende technieken, zullen een aantal van deze methoden hieronder verder 
uitgewerkt worden. 
 
Voor dit onderzoek is gekozen om die methoden uit te werken, die in de verschillende studies 
terugkomen (Abrahamsson, Salo, Ronkainen, & Warsta, 2002; Cohen, Lindvall, & Costa, 2004; 
Dybå & Dingsøyr, 2008). Tabel 2 geeft een overzicht van deze methoden inclusief de vermelding 
van de eerste publicatie. Tabel 3 en Tabel 4 geven een overzicht van de technieken die horen bij 
de meest onderzochte agile methode (XP) en de meest toegepaste agile methode (Scrum). Op de 
website http://guide.agilealliance.org (Agile Alliance, 2013) is een uitgebreide lijst te vinden van 
agile technieken met de bijbehorende toelichting. 
 











DSDM is een raamwerk dat toegepast kan worden voor incrementele 
softwareontwikkeling. Het fundamentele idee achter DSDM is dat de 
te maken functionaliteit bepaald wordt door de beschikbare tijd en 
middelen. Er wordt gestart met globale specificaties die elk een prio-
riteit krijgen en gedurende het proces worden deze requirements 
steeds verder uitgebreid met details die ook elk weer een prioriteit 
krijgen. 
 
Team grootte: maximaal 100 mensen 
Iteratieduur: maakt niet uit 
Crystal Cockburn 
(1998) 
Crystal bevat een aantal verschillende methoden met dezelfde onder-
liggende kernwaarden en beginselen. Elke methode wordt aangege-
ven met een kleur (bijv. Crystal Clear, Crystal Yellow, Crystal Orange, 
Crystal Red, enz.) en hoe donkerder de kleur, hoe zwaarder de me-
thode is. Afhankelijk van het type project en de omvang van het pro-
ject kan de geschikte methode gekozen worden. 
 
Team grootte: maximaal 100 mensen 






XP is een verzameling van bekende software engineering technieken. 
XP is erop gericht succesvolle ontwikkeling van software bij vage of 
constant veranderende software eisen en maakt gebruik van de tech-
niek zoals weergegeven in Tabel 3. 
 
Team grootte: 2 – 10 mensen 
Iteratieduur: 2 weken 











ASD biedt oplossingen voor de ontwikkeling van grote en complexe 
systemen. De methode stimuleert incrementele en iteratieve ontwik-
keling in combinatie met voortdurende prototyping. 
 
Team grootte: maximaal 100 mensen 
Iteratieduur: maakt niet uit 
Scrum Schwaber 
(2002) 
De Scrum aanpak is ontwikkeld voor het beheersen van het soft-
wareontwikkelingsproces in een veranderlijke omgeving. Het is een 
iteratieve en incrementele methode waarbij het ontwikkelproces 
opgedeeld is in korte iteraties met een vaste duur (sprints). Scrum is 
vooral gericht op het beheer en zegt niets over de te gebruiken 
software ontwikkelmethode. 
 
Team grootte: < 10 mensen 








FDD is een procesgeoriënteerde softwareontwikkelingsmethode voor 
het ontwikkelen van bedrijfskritische systemen en richt zich op de 
ontwerp- en bouwfases. 
 
Team grootte: maximaal 100 mensen 






Agile Modeling (AM) is een methode gebaseerd op waarden, princi-
pes en technieken om software te modelleren en te documenteren. 
Doordat AM de nadruk legt op modelleren en documenteren, kan het 
relatief eenvoudig gebruikt worden met iedere willekeurige softwa-
remethode. 
 
Team grootte: maakt niet uit 
Iteratieduur: maakt niet uit 
 
Tabel 3 XP - agile technieken 
Techniek Toelichting 
Planning game Aan het begin van elke iteratie komen de stakeholders (klanten, managers en 
ontwikkelaars) samen om de volgende release te schatten en te plannen. 
Small/short 
releases 
Minimaal eens per maand wordt een nieuwe versie van het systeem vrijgegeven.  
Metaphor De ontwikkelaars en de klant delen een gemeenschappelijk beeld van het 
systeem (metaphor). 
Simple design De nadruk ligt op het ontwerpen van de meest eenvoudige oplossing. 
Testing De ontwikkeling van nieuwe software wordt gestuurd door de testen. De 
functionele testplannen worden door de klant geschreven. 
Refactoring De ontwikkelaars zorgen continu voor herstructurering van het systeem om het 
zo eenvoudig mogelijk te houden. 
Pair 
programming 
Twee ontwikkelaars werken samen op een computer. 
Collective code 
ownership 
Iedereen kan op elk moment de code wijzigen. 
Continuous 
integration 
Nieuwe code wordt zo snel mogelijk geïntegreerd in het systeem. 
40-hour week Het is toegestaan om maximaal 40 uur per week te werken. Als er twee 
aaneengesloten weken wordt overgewerkt, wordt dit gezien als een probleem 
dat opgelost dient te worden. 
On-site customer De klant moet te allen tijde aanwezig en beschikbaar zijn voor het team. 
Coding 
standards 
Standaarden voor het coderen bestaan. 
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Techniek Toelichting 
Open workspace Het team werkt bij voorkeur in een grote open ruimte. 
Just rules Het team heeft zijn eigen regels die gevolgd worden, maar deze regels kunnen 
elk moment gewijzigd worden. 
 
Tabel 4 Scrum - agile technieken 
Techniek Toelichting 
Product backlog Definieert het resterende werk voor het product en bestaat uit een lijst van 
backlog items. 
Effort estimation Een iteratief proces waarbij de schattingen gedaan worden voor de backlog 
items. Het Scrum team is samen met de klant verantwoordelijk voor deze 
schattingen. 
Sprint Tijdens de sprint wordt een nieuwe versie van het systeem geproduceerd. De 
gemiddelde duur van een sprint is vier weken. 
Sprint planning 
meeting 
Tijdens deze vergadering wordt de inhoud bepaald van de volgende sprint en 
vastgelegd in de sprint backlog. 




Korte dagelijks bijeenkomst van ongeveer 15 minuten met als doel om de 
voortgang te bewaken. 
Sprint review 
meeting 
Op de laatste dag van de sprint worden de resultaten (een werkend systeem) 
getoond aan de stakeholders. Deze stakeholders beoordelen het resultaat en 
beslissen over de volgende activiteiten. 
2.2.3 Succesfactoren voor agile softwareprojecten 
Agile software methoden worden steeds meer toegepast bij het ontwikkelen van software, maar 
het succes hiervan is grotendeels anekdotisch en empirisch onderzoek hiernaar is schaars 
(Chow & Cao, 2008; Serrador & Pinto, 2015). In de literatuur zijn wel verschillende empirische 
onderzoeken beschreven naar de factoren die bijdragen aan een succesvolle toepassing van agile 
technieken (Lindvall et al., 2002; Chow & Cao, 2008; Misra, Kumar, & Kumar, 2009). Deze facto-
ren worden kritieke succesfactoren (Critical Succes Factor, CSF) genoemd. 
 
Hoewel in de literatuur een groot aantal mogelijke kritieke factoren beschreven zijn, conclude-
ren Chow and Cao (2008) dat er slechts een klein aantal hiervan werkelijk van belang zijn. 
Slechts 6 van 12 door hun onderzochte kritieke succesfactoren, blijken de kans op succes te ver-
groten. In het onderzoek van Misra et al. (2009) wordt dit, in iets minder mate, ook bevestigd: 9 
van de 14 mogelijk kritieke factoren blijven overeind. Tabel 5 geeft een overzicht van de kritieke 
succesfactoren die in de verschillende onderzoeken geïdentificeerd zijn als de factoren die er 
werkelijk toe te doen. Hierbij is het opvallend dat een onderzoek een bepaalde succesfactor iden-
tificeert, dat door een ander onderzoek wordt afgewezen als succesfactor. Een mogelijke oorzaak 
hiervoor is dat het identificeren van succesfactoren een complexe aangelegenheid is (Misra et al., 
2009). 
 
Tabel 5 Succesfacoren voor agile software ontwikkeling 










Proces Maak gebruik van agile procestechnieken, zoals 
bijvoorbeeld het nauwkeurig bijhouden van de 
voortgang, organiseer dagelijkse meetings. 
√  √ 
Technisch Het gebruik van agile software technieken. √   
Lever regelmatig werkende software op en lever 
eerst de belangrijkste onderdelen op. 
√   
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Mensen Zorg voor competente mensen in het team. 
  
√ √ √ 
De sociale cultuur, bijvoorbeeld een cultuur waar 
medewerkers vrijuit met elkaar communiceren.  
√ √ 
Continu leren.  √  
Organisaties die agile willen zijn, hebben een om-
geving nodig die snelle communicatie tussen de 
teamleden mogelijk maakt. Bijvoorbeeld doordat 
alle teamleden zich op dezelfde locatie bevinden. 
√  √ 
Organisatie Zorg voor een grote klanttevredenheid.  √  
Hoe groter de medewerking van de klanten in de 
projecten, hoe groter de kans zou zijn op het suc-
ces van de agile projecten. 
 √  
Zorg voor een grote klantbetrokkenheid.  √  
Hoe sneller de beslissingen worden genomen in 
projecten, hoe waarschijnlijker dat de projecten 
succesvol zijn. 
 √  
Een agile bedrijfscultuur; niet alleen het project 
dient agile te zijn, maar de agile waarden dienen in 
de bedrijfscultuur verankerd te zijn. 
√ √ √ 
Hoe meer kwalitatieve controles van de projecten, 
hoe groter de kans zou zijn op het succes van de 
agile projecten. 
 √  
2.3 Complexe COTS software projecten 
2.3.1 Complexe COTS software 
COTS is een acroniem voor commercial off-the shell en deze term wordt gebruikt voor stan-
daardpakket software die commercieel verkrijgbaar is. De term complexe COTS software heeft 
betrekking op software die ook wel aangeduid wordt met de term Enterprise Systems. Een 
Enterprise System maakt het voor een bedrijf mogelijk om alle gebruikte gegevens binnen een 
organisatie te integreren in een software pakket (Davenport, 1998). 
 
Vaak worden deze systemen aangeduid als Enterprise Resource Planning systemen (ERP) en deze 
standaardpakket software oplossingen trachten het volledige scala van processen en functies 
binnen een bedrijf te integreren met als doel een holistische kijk op de zaken te presenteren van-
uit een enkele informatie- en IT-architectuur (Klaus, Rosemann, & Gable, 2000).  
 
Nah et al. (2003) omschrijven een ERP systeem als volgt: “Een ERP systeem is een software pak-
ket dat een organisatie in staat stelt om efficiënt en effectief gebruik te maken van zijn resources 
(materialen, mensen, financiën, etc.) door het aanbieden van een volledig geïntegreerde oplos-
sing voor zijn informatie behoefte. Een ERP-systeem ondersteunt een procesgeoriënteerde kijk 
op een organisatie en standaardiseert bedrijfsprocessen in de hele onderneming.” 
2.3.2 Aanpak complexe COTS software projecten 
In de literatuur worden verschillende modellen besproken die kunnen helpen om een ERP im-
plementatie succesvol te laten verlopen. Shaul & Tauber (2013) concluderen op basis van de ver-
schenen literatuur uit de periode 2000-2010, dat er vier opeenvolgende fundamentele fases on-
derscheiden kunnen worden in deze implementatiemodellen: 
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1. Planning: In deze fase worden alle voorbereidingen getroffen die nodig zijn ten behoeve 
van het implementatie project zoals bijv. opstellen business case, selectie ERP pakket, be-
palen budget, bepalen opleidingsplan. 
2. Implementation: Bij deze fase horen alle activiteiten om het systeem in gebruik te 
nemen. 
3. Stabilization: Het systeem wordt in gebruik genomen en is onderdeel van de dagelijkse 
processen. 
4. Enhancement: Het systeem wordt geleidelijk aan verbeterd en tevens worden de gebrui-
kers extra opgeleid. 
 
Om wat dieper in te gaan op de verschillende fases die onderscheiden kunnen worden tijdens de 
implementatie van een ERP systeem, worden hieronder drie van deze implementatiemodellen 
toegelicht. Er is voor deze modellen gekozen omdat deze vaak geciteerd worden. 
 
Project Phase Model (Parr & Shanks, 2000) 
Het Project Phase Model (PPM) is opgesteld door Parr & Shanks (2000) door gebruik te maken 
van modellen van andere auteurs en bestaat uit drie fases: 
1. Planning: In deze fase wordt het ERP pakket geselecteerd, de projectomvang bepaald, er 
wordt bepaald welke resources benodigd zijn en tevens wordt een projectmanager aan-
gesteld. 
2. Project: Tijdens de project fase vindt de daadwerkelijke implementatie plaats. Deze fase 
is onderverdeeld in vijf sub-fases: 
a. Set up: In deze fase wordt het implementatie team samengesteld. 
b. Re-engineer: De bestaande processen worden geanalyseerd en er wordt bekeken hoe 
deze passen in de beschikbare ERP functies en tevens wordt het project team 
opgeleid. 
c. Design: In deze fase wordt het systeem ontworpen in overleg met de beoogde ge-
bruikers. 
d. Configuration & Testings: Het systeem wordt geconfigureerd en getest met reële data. 
e. Installation: Tijdens deze fase worden benodigde installatieactiviteiten uitgevoerd en 
tevens wordt aandacht besteed aan de opleiding van de gebruikers. 
3. Enhancement: In deze fase, die zich kan uitstrekken over meerdere jaren, worden proble-
men opgelost en het systeem eventueel uitgebreid. 
 
Enterprise System Experience Cycle (Markus & Tanis, 2000) 
Dit model, opgesteld door Markus & Tanis (2000), is ook tot stand gekomen door gebruik te ma-
ken van bestaande modellen en bestaat uit vier fases: 
1. Project chartering: Tijdens deze fase worden de kaders van het project opgesteld: Opstel-
len business case, ERP pakket selectie, aanstellen projectleider, bepalen van budget en 
het opstellen van een opleidingsplan. Het resultaat van deze fase is dat er gekozen wordt 
om wel of niet verder te gaan met de ERP implementatie. 
2. The Project (configure & rollout): Tot deze fases behoren alle activiteiten die nodig zijn 
om het systeem in gebruik te nemen. 
3. Shakedown: Dit is de fase waarbij de organisatie het systeem gaat gebruiken en eindigt 
als de organisatie bekend is met het systeem of als de organisatie besluit om te stoppen 
met de implementatie. 
4. Onward and upward: Het systeem wordt gebruikt en eventueel vervangen door een 
upgrade of een geheel nieuw systeem. 
 
Five-stage ERP implementation model (Ehie & Madsen, 2005) 
Ehie & Madsen (2005) hebben een implementatiemodel opgesteld op basis op basis van bestaan-
de modellen en op basis van interviews met ervaren ERP consultants. Dit model bestaat uit vijf 
fases: 
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1. Project Preparation: In deze fase wordt het project team samengesteld, de scope bepaald 
en tevens wordt al een gedetailleerde project planning gemaakt. 
2. Business Blueprint: De bestaande bedrijfsprocessen worden geanalyseerd en na selectie 
van het ERP pakket worden de nieuwe bedrijfsprocessen vastgelegd. 
3. Realization: Het systeem wordt geïnstalleerd en geconfigureerd. 
4. Final Preparation: Tijdens deze fase vinden de testen plaats en worden de 
eindgebruikers opgeleid. 
5. Go Live and Support: Het systeem wordt in gebruik genomen en geleidelijk aan wordt het 
systeem verbeterd en uitgebreid. 
 
In de drie besproken modellen zijn ook de eerder genoemde fundamentele fases te herkennen 
(zie Tabel 6). 
 
Tabel 6 Fases van ERP Project 
Auteur(s) Planning Implementation Stabilization Enhancement 
Parr & Shanks 
(2000) 
Planning Project Enhancement Enhancement 
Markus & Tanis 
(2000) 
Chartering Project Shakedown Onward and 
upward 




Realization Final preparation Go Live & Support 
 
De opeenvolgende fasering die toegepast wordt bij de ERP implementatiemodellen vertonen 
overeenkomsten met de watervalmethode. 
2.3.3 Succesfactoren complexe COTS software implementaties 
Veel studies in de gevonden literatuur hebben onderzocht welke factoren bijdragen aan een suc-
cesvolle implementatie van complexe COTS software, de zogenaamde kritieke succesfactoren 
(CSF’s). Voor dit onderzoek worden kritieke succesfactoren gedefinieerd als de factoren die aan-
wezig moeten zijn om een complex COTS software implementatie project succesvol te laten zijn. 
 
In de literatuur zijn heel wat kritieke succesfactoren te vinden. Shaul & Tauber (2013) komen op 
basis van hun onderzoek tot een aantal van 94 (!) kritieke succesfactoren. In Tabel 7 zijn de 11 
belangrijkste kritieke succesfactoren opgesomd zoals beschreven door Nah & Lau (2001). Deze 
factoren komen ook terug in artikelen van andere auteurs (Shaul & Tauber, 2013). 
 
Tabel 7 Overzicht kritieke succesfactoren (Nah & Lau, 2001) 
Kritiek succesfactor Omschrijving 
ERP teamwork and 
composition 
Het ERP team moet bestaan uit een mix van consultants en de best 
beschikbare mensen uit de organisatie. Zowel technische kennis als kennis 
van de organisatie zijn cruciaal voor succes. Het team dient fulltime 
toegewezen te zijn aan het implementatie project en bij voorkeur dienen ze 
allen aanwezig te zijn op een locatie.  
Top management 
support 
De ondersteuning van het top management is nodig tijdens alle fases van 
het implementatie project. Het project heeft de goedkeuring nodig van het 
top management en tevens dient het in lijn te zijn met de strategische 
doelstellingen van de organisatie. Het top management dient expliciet het 
project aan te merken als de top prioriteit. Tevens is het taak van het 
management om te bemiddelen in het geval van conflicten tijdens het 
project. 
Business plan and 
vision 
Een duidelijk plan en visie is nodig om richting te geven aan het project. Het 
plan rechtvaardigt de benodigde investeringen en beslissingen. 
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Kritiek succesfactor Omschrijving 
Effective 
communication 
Effectieve communicatie is cruciaal voor een succesvolle implementatie. De 
verwachtingen dienen op elk niveau te worden gecommuniceerd en het is 
belangrijk dat de werknemers van te voren geïnformeerd worden over de 
scope, doelstellingen, activiteiten en wijzigingen. 
Project management Het is belangrijk om de scope te bepalen en ook te controleren. In het geval 
van wijzigingen, dient de impact op kosten en tijd vastgelegd te worden. De 
milestones dienen formeel vastgelegd te worden en het kritiek pad dient 
bepaald te worden. Snelle succesvolle oplevering zijn belangrijk naast een 
constante opvolging van de planning en het budget. 
Project champion Een senior manager, die de macht heeft om de doelstellingen te formuleren 
en wijzigingen door te voeren, dient het project door de organisatie heen te 
loodsen. Tevens dient de project champion er continu naar te streven om 
conflicten op te lossen en het wegnemen van weerstand bij andere 
managers. 
Appropriate business 
and legacy systems 
In de beginfase van het project dient een stabiele omgeving beschikbaar te 
zijn waar het ERP systeem geïmplementeerd kan worden. Op basis hiervan 
kan de impact op IT en organisatie bepaald worden. 
Change management 
program and culture 
Change management is belangrijk gedurende het gehele project. Openheid 
en acceptatie van nieuwe technologieën en bereidheid tot verandering 
kunnen leiden tot een succesvolle implementatie. Als onderdeel van de 
implementatie is het belangrijk om de gebruikers te betrekken bij het 
ontwerp en de implementatie van de bedrijfsprocessen en het ERP 
systeem. Eventuele twijfels van gebruikers dienen opgevolgd te worden. Er 
dient fors geïnvesteerd te worden in opleiding, zodat iedereen goed 





De organisatie moet bereid zijn om de bedrijfsprocessen aan te passen aan 
het ERP systeem en hierbij zo min mogelijk aanpassingen aan het ERP 




De ERP architectuur dient bij aanvang van het project bepaald te worden, 
zodat her-configuratie tijdens de implementatie voorkomen wordt. Tevens 
dient een besluit genomen te worden welke legacy systemen met het ERP 
systeem zullen interfacen en op welke wijze dit zal gaan gebeuren. Het is 
cruciaal om fouten in het systeem snel op te sporen. Om software fouten 
snel op te lossen, is het noodzakelijk om goed samen te werken met de 




Gedurende het gehele project is het belangrijk dat de voortgang van het 
project actief wordt gevolgd door gebruik te maken van milestones en 
doelstellingen. Tevens dienen deze doelstellingen te worden geëvalueerd. 
De bevindingen dienen te worden gedeeld en geanalyseerd te worden met 
de leden van het project team. Daarnaast dienen de voorgang en eventuele 
successen gerapporteerd te worden. 
2.3.4 Problemen bij complexe COTS software implementaties 
Ondanks het vele onderzoek dat uitgevoerd is naar het achterhalen van de zogenaamde kritieke 
succesfactoren die van toepassing zijn op ERP implementaties (Shaul & Tauber, 2013), blijkt dat 
nog steeds ongeveer 40-50% van de ERP implementatieprojecten als niet succesvol worden er-
varen omdat deze niet voldoen aan de vooraf opgestelde business case (Chen et al., 2009). 
 
In het onderstaande overzicht zijn drie mogelijke oorzaken opgenomen: 
 Probleem #1: Eén van de meest genoemde redenen voor ERP mislukkingen is de onwil of 
tegenzin van de eindgebruikers om het nieuw geïmplementeerde ERP-systeem in ge-
bruik te nemen (Nah et al., 2004). 
 Probleem #2: Ehie & Madsen (2005) constateren dat de ERP mislukkingen niet worden 
veroorzaakt doordat de ERP software niet goed werkt, maar doordat de bedrijven er niet 
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in slagen om de werkelijke behoeften van de organisatie en de systemen op elkaar af te 
stemmen zodat de zakelijke problemen worden opgelost. 
 Probleem #3: Tevens is er sprake van een kenniskloof bij de personen die bij de imple-
mentatie betrokken zijn: De beoogde gebruikers begrijpen de ERP functionaliteit onvol-
doende en tegelijkertijd hebben de ERP consultants onvoldoende inzicht in alle bedrijfs-
processen (Soh et al., 2000). 
2.3.5 Agile in combinatie met complexe COTS software projecten 
In paragraaf 2.2 is de toepassing van de agile principes in de software ontwikkelprojecten be-
sproken. In Tabel 8 zijn de verschillen weergegeven tussen COTS implementatie projecten en 
software ontwikkelprojecten. 
 
Tabel 8 Verschillen tussen COTS projecten en software ontwikkelprojecten (Raghu B. Korrapati, 2003) 
Aspect COTS projecten Software ontwikkelprojecten 
Business / IT Business gedreven IT gedreven 
Bedrijfsprocessen Processen dienen aangepast te worden aan 
de software 
Software wordt aangepast aan de 
processen 
Tijdsduur Tijd tot implementatie is beduidend korter, 
maar tijdbesparing wordt in veel gevallen 
teniet gedaan door de benodigde training 
Langdurig 
Aard Organisatorisch Technologisch 
Releases Releases van het COTS product en upgrades 
kunnen het project beïnvloeden 
Releases worden volledig 
bepaald door project Team 
 
Het is de vraag of, ondanks de bovenstaande verschillen, het toch mogelijk is om de agile benade-
ring ook toe te passen bij complexe COTS implementatie projecten. Tijdens het literatuuronder-
zoek zijn enkele relevante studies gevonden die ingaan op de mogelijke toepassing van agile 
principes bij het uitvoeren van complexe COTS projecten. 
 
Alleman (2002) beschrijft op welke wijze agile principes toegepast kunnen worden tijdens de 
implementatie van ERP projecten. Op basis van de door hem bestudeerde literatuur, vertaalt hij 
de principes bekend van de agile methode Agile Modeling (Ambler, 2002), naar specifieke acties 
die toegepast zouden kunnen worden tijdens de implementatie van een ERP project (zie Tabel 
9). 
 




Vaak is de eenvoudigste oplossing ook de beste; het overbouwen van het systeem 
of van een artefact dient ten allen tijde te worden vermeden. De projectmanager 
moet de moed hebben om alleen die taken uit te voeren en alleen die artefacten te 
produceren die onmiddellijk voordeel opleveren voor de stakeholders. 
Embrace 
Change 
Diverse veranderingen zijn een natuurlijk onderdeel van een ERP project: 
Veranderde eisen, andere stakeholders, veranderde standpunten en hierdoor ook 
een veranderde doelstelling en criteria voor het succes van het project. 
Enabling The 
Next Effort 
Zelfs als een werkend systeem wordt opgeleverd, kan het project als mislukt 
beschouwd worden. Naast het doel om te voldoen aan de behoeften van de 
betrokkenen, is het ook nodig om te waarborgen dat het systeem robuust genoeg 
is om te worden uitgebreid. 
Incremental 
Change 
Het is beter om een klein deel van het systeem op te leveren en dit gedeelte te 




Stakeholders investeren middelen (tijd, geld, faciliteiten, enz.) om een systeem te 
creëren dat aan hun behoeften voldoet. Zij verwachten dat hun investering op de 
beste manier zal worden toegepast. 
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Principe Toelichting 
Manage With A 
Purpose 
Door het creëren van artefacten die van waarde zijn voor de stakeholders: 
Identificeer wie het artefact nodig heeft en tevens wat het doel is van het creëren 
van dit artefact. 
Multiple 
Project Views 
Om effectief te communiceren met alle stakeholders en vanwege de complexiteit 
van het system, is er de behoefte aan een breed scala van presentatievormen. 
Rapid 
Feedback 
De tijd tussen een actie en de feedback hierop moet worden geminimaliseerd. Dit 
kan onder andere gerealiseerd worden door nauw samen te werken met de 
stakeholders. 
Working 
Software Is The 
Primary Goal 
Elke activiteit die niet direct bijdraagt aan de doelstelling van het produceren van 
werkende software, dient te worden onderzocht om de toegevoegde waarde 
ervan te bepalen. 
Travel Light Aangezien elk artefact moet worden onderhouden gedurende zijn levenscyclus, 
dient de inspanning die hiervoor nodig is te worden afgewogen tegen de waarde 
van het desbetreffende artefact. 
 
In het artikel van Stender (2002) wordt een model opgesteld dat gebruikt kan worden om agile 
technieken te gebruiken bij het implementeren van ERP. In deze studie zijn de agile technieken 
bestudeerd die toegepast worden bij de ontwikkelmethode Extreme Programming (XP). Bij de 
toepassing van dit model, het zogenaamde Incremental Enterprise System Implementation Model 
(AI2M), wordt het project opgedeeld in kleiner release cycli waarbij gebruik wordt gemaakt van 
de agile techniek Planning Game voor het definiëren van de doelstelling en de identificatie van de 
relevant modules. De auteur concludeert dat de incrementele benadering andere eisen aan de 
projectmedewerkers stelt. De gebruikers moeten een goed begrip hebben van de bedrijfsdoel-
stellingen en daarnaast dienen de ERP consultants naast de technische kennis van het systeem, 
ook een gedegen kennis te hebben van de bedrijfsprocessen. 
 
Fetouh and Transport (2011) vergelijken twee implementatie benaderingen bij het implemente-
ren van ERP: De Big Bang benadering en de agile benadering. Bij de Big Bang benadering wordt 
het ERP systeem geïmplementeerd volgens de waterval methode en bij de agile benadering 
wordt het systeem gefaseerd opgeleverd. De auteurs zijn van mening dat aan beide benaderin-
gen nadelen kleven en dat deze opgelost kunnen worden door een hybride benadering. Deze 
hybride benadering heeft ook een incrementeel karakter, maar in plaats van het opleveren per 
module wordt er een set van modules opgeleverd. 
2.4 Samenvatting en conclusies 
Deelvraag 1.1 
Allereerst is achterhaald wat er verstaan wordt onder agile software ontwikkeling. Agile soft-
ware ontwikkeling is gebaseerd op de uitgangspunten en de principes van het Agile Manifest 
(Fowler & Highsmith, 2001). Volgens de definitie die Qumer en Henderson-Sellers (2008) opge-
steld hebben voor agile software ontwikkeling, kan een software methode als agile beschouwd 
worden, als deze: 
 mens- en communicatie-gericht is; 
 flexibel is: kan elk moment zich aanpassen aan verwachte of onverwachte veranderingen; 
 snel is: stimuleert snelle en iteratieve ontwikkeling van het product in kleine releases; 
 simpel is: richt zich op het verkorten van termijnen en het minimaliseren van de kosten 
en op het verhogen van de kwaliteit; 
 responsief is: reageert adequaat op verwachte en onverwachte veranderingen; 
 evaluatief is: richt zich op verbetering tijdens en ook na de ontwikkeling van het product. 
 
Deelvraag 1.2 
De meest gebruikte agile software methoden zijn in kaart gebracht (zie Tabel 2) en van enkele 
van deze methoden (XP en Scrum) zijn de bijbehorende agile technieken beschreven. Deze agile 
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technieken zijn de manier om de uitgangspunten en de principes van het Agile Manifest in de 
praktijk te brengen. 
 
Deelvraag 1.3 
Om meer inzicht te krijgen hoe de agile methoden op een succesvolle manier toegepast kunnen 
worden, zijn de kritieke succesfactoren verzameld zoals deze naar voren zijn gekomen in de ver-
schillende empirische onderzoeken (zie Tabel 5). Door het toepassen van de agile technieken 
wordt voldaan aan de meeste van deze kritieke succesfactoren. Daarnaast blijkt dat het ook een 
voorwaarde is dat er sprake dient te zijn van een agile cultuur binnen de organisatie waar soft-
ware op een agile manier wordt ontwikkeld. Dit houdt in dat niet alleen het project agile dient te 
zijn, maar de agile waarden dienen ook in de bedrijfscultuur verankerd te zijn. 
 
Deelvraag 2.1 
De term complexe COTS software heeft betrekking op software die ook wel aangeduid wordt met 
de term Enterprise Systems. Een Enterprise System maakt het voor een bedrijf mogelijk om alle 
gebruikte gegevens binnen een organisatie te integreren in een software pakket (Davenport, 
1998). Deze systemen worden vaak aangeduid als Enterprise Resource Planning systemen (ERP) 
en deze standaardpakket software oplossingen trachten het volledige scala van processen en 
functies binnen een bedrijf te integreren met als doel een holistische kijk op de zaken te presen-
teren vanuit een enkel informatie- en IT-architectuur (Klaus et al., 2000). 
 
Deelvraag 2.2 
In de modellen, die gehanteerd worden voor het implementeren van complexe COTS software, 
kunnen vier opeenvolgende fundamentele fases onderscheiden worden: Planning, 
Implementation, Stabilization en Enhancement (Shaul & Tauber, 2013). Deze opeenvolgende fa-
sering vertonen overeenkomsten met de watervalmethode. 
 
Deelvraag 2.3 
Ook voor het implementeren van complexe COTS software zijn de kritieke succesfactoren verza-
meld (zie Tabel 7). Deze succesfactoren lijken niet conflicterend te zijn met de kritieke succes-
factoren die van toepassing zijn op agile softwareprojecten. 
 
Deelvraag 2.4 
Voor het mislukken van complexe COTS projecten worden de onderstaande redenen genoemd: 
 Probleem #1: De onwil of tegenzin van de eindgebruikers om het nieuw geïmplemen-
teerde ERP-systeem in gebruik te nemen (Nah et al., 2004); 
 Probleem #2: Bedrijven slagen er niet in om de werkelijke behoeften van de organisatie 
en de systemen op elkaar af te stemmen zodat de zakelijke problemen worden opgelost 
(Ehie & Madsen, 2005); 
 Probleem #3: Er is sprake van een kenniskloof bij de personen die bij de implementatie 
betrokken zijn: De beoogde gebruikers begrijpen de ERP functionaliteit onvoldoende en 
tegelijkertijd hebben de ERP consultants onvoldoende inzicht in alle bedrijfsprocessen 
(Soh et al., 2000). 
 
Deelvraag 2.5 
Ten slotte is ook onderzocht naar wat er al bekend is over het gebruik van agile in combinatie 
met complexe COTS software projecten. Hierbij is eerst gekeken naar de verschillen tussen com-
plexe COTS software projecten en software ontwikkelprojecten (Tabel 8). In de literatuur wor-
den de onderstaande suggesties gedaan voor het toepassen van een agile benadering bij het uit-
voeren van complexe COTS software projecten:  
 Alleman (2002) beschrijft op welke wijze agile principes toegepast kunnen worden tij-
dens de implementatie van ERP projecten; 
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 In het onderzoek van Stender (2002) wordt de mogelijke toepassing van agile tech-
nieken, bekend van de ontwikkelmethode Extreme Programming (XP), nader bekeken; 
 Fetouh and Transport (2011) stellen een hybride benadering voor, waarbij de software 
op incrementele wijze wordt geïmplementeerd. 
 
Op basis van de bestudeerde literatuur is het aannemelijk dat een agile benadering, bekend uit 
het software engineering domein, ook een positieve bijdrage zou kunnen leveren aan het imple-
menteren van complexe COTS software. Dit zou kunnen door het implementatieproces op een 
andere manier vorm te geven waarbij rekening gehouden wordt met de principes van het Agile 
Manifest en door gebruik te maken van agile technieken. Daarbij dient ook rekening gehouden te 
worden met de kritieke succesfactoren zoals die geïdentificeerd zijn voor agile softwarepro-
jecten (zie Tabel 5) en complexe COTS software implementaties (zie Tabel 7). Doordat complexe 
COTS software projecten wezenlijk verschillen van software ontwikkelprojecten, is aanvullend 
onderzoek nodig om de impact te bepalen van deze verschillen op de bijdrage van een agile be-
nadering. In de volgende hoofstukken zal dit onderzoek worden beschreven.  
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3 Onderzoeksaanpak 
3.1 Onderzoekvragen empirisch onderzoek 
Complexe COTS software projecten verschillen wezenlijk van software ontwikkelprojecten, 
waardoor aanvullend onderzoek nodig is om de impact te bepalen van deze verschillen op de bij-
drage van een agile benadering. Eerdere onderzoeken stellen voor om de agile principes te ver-
talen naar specifieke acties voor COTS implementatietrajecten (Alleman, 2002) en om agile tech-
nieken op complexe COTS software projecten toe te passen (Stender, 2002). Dit onderzoek haakt 
aan bij deze onderzoeken en voor het empirisch onderzoek zijn de onderstaande deelvragen van 
toepassing: 
 
I. Hoe kunnen de agile principes, zoals voorgesteld door Alleman (2002), vertaald worden 
naar specifieke acties die toepasbaar zijn tijdens de implementatie van complexe COTS 
software? 
II. Welke agile technieken zijn toepasbaar tijdens de implementatie van complexe COTS 
software? 
 
Door de antwoorden op de bovenstaande deelvragen te combineren met de resultaten van het 
literatuuronderzoek, is het de verwachting dat de hoofdvraag van het onderzoek beantwoord 
kan worden: 
 
Op welke wijze kan een agile benadering bekend uit het software engineering domein een 
bijdrage leveren aan het implementeren van complexe COTS software? 
3.2 Onderzoeksstrategie 
Er zijn diverse methoden te gebruiken voor empirische onderzoeken. De vijf belangrijkste 
onderzoeksstrategieën zijn volgens Verschuren en Doorewaard (2007, pagina 161): Survey, 
experiment, casestudy, gefundeerde theoriebenadering en bureauonderzoek. 
 
Yin (2009) stelt dat de te kiezen methode afhankelijk is van drie voorwaarden: het type van de 
onderzoeksvraag, de controle die de onderzoeker heeft op het gedrag van de te onderzoeken ge-
beurtenissen en de focus die het onderzoek heeft op historische of tijdelijke gebeurtenissen. Yin 
geeft aan dat de casestudy de te prefereren methode is, in het geval van hoe en waarom onder-
zoeksvragen, als de onderzoeker weinig controle heeft op de te onderzoeken gebeurtenissen en 
als het onderzoek gericht is op tijdelijke gebeurtenissen. Aangezien de onderzoeksvragen die ge-
formuleerd zijn voor het empirisch onderzoek (zie paragraaf 3.1) voldoen aan deze voorwaar-
den, is gebruik gemaakt van de casestudy. 
 
Het empirisch onderzoek is te typeren als een verkennend onderzoek (Saunders et al., 2011, 
pagina 116) en een enkelvoudige casestudy is goed te gebruiken voor dit type onderzoek (Baarda 
et al., 2009, pagina 122). De context van deze casestudy is het implementeren van complexe 
COTS software. Binnen deze context is getracht om antwoorden te vinden op de empirische on-
derzoeksvragen 
3.3 Dataverzameling 
De drie belangrijkste manieren waarop je verkennend onderzoek kunt uitvoeren, zijn volgens 
Saunders et al. (2011, pagina 117): 
 een literatuuronderzoek; 
 praten met experts op het desbetreffende gebied; 
 het houden van een focusinterview. 
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Alle drie manieren zijn tijdens dit onderzoek toegepast. De resultaten van het literatuuronder-
zoek zijn al besproken in het vorige hoofdstuk. 
 
Tijdens de casestudy is als eerste empirische data verzameld door te praten met experts op het 
gebied van complexe COTS software implementaties. Deze gesprekken zijn in de vorm van semi-
gestructureerde interviews uitgevoerd. Voor deze interviews is gebruik gemaakt van een inter-
viewtemplate die speciaal voor dit onderzoek opgezet is (zie Bijlage I). Allereerst is ieder agile 
principe, zoals voorgesteld door Alleman (2002), voorgelegd aan de expert en hem gevraagd op 
welke wijze dit principe toegepast kan worden tijdens het implementeren van complexe COTS 
software. Daarnaast is de expert ook gevraagd om aan te geven welke agile technieken hierbij 
toegepast kunnen worden. Een member check (Verschuren & Doorewaard, 2007, pagina 264) is 
uitgevoerd door de uitgeschreven interviews voor te leggen aan de geïnterviewden om te chec-
ken of deze zich erin herkennen. 
 
Het resultaat van de interviews is: 
1. Een lijst van specifieke acties die toepasbaar zijn tijdens de implementatie van complexe 
COTS software, gecategoriseerd naar de agile principes die door Alleman (2002) zijn 
voorgesteld (zie Tabel 9); 
2. Een lijst van agile technieken die toepasbaar zijn tijdens de implementatie van complexe 
COTS software. 
 
Aansluitend zijn focusinterviews uitgevoerd, om te komen tot een resultaat dat door alle experts 
wordt gedragen. Hiervoor is gebruik gemaakt van de Delphi-techniek. De Delphi-techniek is een 
vorm van focusinterview: je vraagt aan een groep mensen te reageren op een bepaald afgeba-
kend onderwerp (Baarda et al., 2009, pagina 239). Deze techniek past men speciaal toe bij het 
ondervragen van deskundigen en is een techniek van kennisgenerering (Verschuren & 
Doorewaard, 2007, pagina 233). Het belangrijkste voordeel is volgens Verschuren en 
Doorewaard dat de deelnemers tot een weloverwogen oordeel kunnen komen, waarbij diverse 
gezichts- en standpunten tegen elkaar zijn afgewogen. 
 
De Delphi-techniek is toegepast door op basis van het resultaat van de interviews een lijst van 
mogelijke acties te formuleren en deze in twee ronden voor te leggen aan de geïnterviewden: In 
de eerste ronde is gevraagd om de voorgestelde acties te beoordelen en in de tweede ronde is 
dezelfde vraag nogmaals gesteld, maar nu was ook het gemiddelde van de beoordelingen van alle 
experts zichtbaar. In paragraaf 4.4 wordt verder ingegaan op het deel van het onderzoek waarbij 
de Delphi-techniek is toegepast. 
3.4 Bronnen 
Verschuren en Doorewaard (2007, pagina 215) onderscheiden de volgende bronnen om rele-
vante informatie te achterhalen: personen, media, werkelijkheid, documenten en literatuur. Tij-
dens het literatuuronderzoek is gebruik gemaakt van literatuur als bron en de verzameling van 
empirische data vond plaats door gebruik te maken van personen als bron. Deze personen waren 
experts op het gebied van complexe COTS software implementaties. Deze experts zijn werkzaam 
in dezelfde organisatie waar de onderzoeker werkzaam is en het management had toestemming 
gegeven voor het uitvoeren van het onderzoek. De naam van deze organisatie is Siemens PLM 
Software. 
 
Siemens PLM Software is een leverancier van Product Lifecycle Management (PLM) software en 
biedt daarnaast ook diensten aan om deze software te implementeren. Een PLM systeem is een 
informatiemanagement systeem dat een naadloze integratie mogelijk maakt van alle informatie 
gedurende de gehele levenscyclus van een product en deze beschikbaar te maken aan iedereen 
in de organisatie op elk bestuurlijk en technisch niveau (Zhang, Lee, Huang, Zhang, & Huang, 
2005). Een PLM systeem is te beschouwen als complexe COTS software (zie paragraaf 2.3.1) en 
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de implementaties hiervan hebben nagenoeg dezelfde karakteristieken als de ERP implementa-
ties uit het literatuuronderzoek. De te selecteren experts zijn allemaal betrokken bij PLM imple-
mentaties in de Benelux bij relatief grote bedrijven (500+ werknemers). 
 
Vanwege de beschikbare tijd is er gebruik gemaakt van vijf experts. Deze experts voldoen aan de 
onderstaande criteria: 
 Minimaal 10 jaar ervaring met het implementeren van complexe COTS software in de rol 
van architect; 
 Bekend met agile software ontwikkeling. 
 
Aangezien de onderzoeker in dezelfde organisatie werkzaam is als de te selecteren experts, heeft 
de onderzoeker de rol van intern onderzoeker vervuld. In deze rol dien je extra uit te kijken voor 
ethische problemen (Saunders et al., 2011, pagina 164). Om problemen met betrekking tot 
ethische kwesties te voorkomen, waren de onderstaande richtlijnen van toepassing gedurende 
het onderzoek: 
 De privacy van potentiële en van feitelijke deelnemers wordt gewaarborgd; 
 Deelnemers deden vrijwillig mee en konden op ieder moment afzien van deelname; 
 De resultaten van de interviews zijn geanonimiseerd. 
 
Bij de eerste benadering van de experts zijn de bovenstaande richtlijnen verteld. Tevens is ook 
voor aanvang van de interviews nogmaals uitgelegd dat hun deelname vrijwillig is en dat ze ook 
de mogelijkheid hebben om het interview op ieder moment af te breken. Ook is benadrukt dat de 
geïnterviewden het recht hebben om hun interview terug te trekken tot het moment dat het on-
derzoeksverslag is ingeleverd. 
3.5 Betrouwbaarheid en validiteit 
De betrouwbaarheid heeft bij kwalitatief onderzoek te maken met de vraag of verschillende on-
derzoekers dezelfde informatie zouden verkrijgen. Bij het gebruik van semigestructureerde in-
terviews, kan er bezorgdheid ontstaan over de betrouwbaarheid door het probleem met betrek-
king tot vertekening (Saunders et al., 2011, pagina 282-283). Vertekening werd zoveel mogelijk 
tegengegaan door gebruik te maken van de interviewtemplate en de resultaten te laten verifi-
ëren door de geïnterviewden. Daarnaast zijn de interviews gedocumenteerd en opgenomen in 
dit verslag. 
 
Externe validiteit heeft te maken met de generaliseerbaarheid van de onderzoeksresultaten. 
Hoewel het onderzoek slechts een enkelvoudige casestudy betreft, is het toch de verwachting dat 
de resultaten te gebruiken zijn onder andere omstandigheden. De te interviewen experts hebben 
ervaring met complexe COTS software implementaties die nagenoeg dezelfde karakteristieken 
hebben als de projecten die beschreven zijn in de literatuur. Bij de analyse van de onderzoeksre-
sultaten zal hier verder op ingegaan worden. 
 
Yin (2009, pagina 40) stelt dat de interne validiteit te maken heeft met de mate waarin het rede-
neren binnen een onderzoek juist is en dat deze niet van toepassing zou zijn op verkennende ca-
sestudies. Desondanks wordt in dit onderzoek getracht de interne validiteit te borgen door het 
interviewen van meerdere experts en het toepassen van de Delphi-techniek.  




In dit hoofdstuk worden de resultaten van het empirisch onderzoek weergegeven. Deze resulta-
ten worden gebruikt om antwoord te geven op de voor het empirisch onderzoek geformuleerde 
vragen: 
 
I. Hoe kunnen de agile principes, zoals voorgesteld door Alleman (2002), vertaald worden 
naar specifieke acties die toepasbaar zijn tijdens de implementatie van complexe COTS 
software? 
II. Welke agile technieken zijn toepasbaar tijdens de implementatie van complexe COTS 
software? 
 
Allereerst wordt ingegaan op de organisatie waar het onderzoek is uitgevoerd en de wijze 
waarop zij hun projecten uitvoeren. Daarna wordt ingegaan op de resultaten van de interviews, 
gevolg door het bespreken van de resultaten van het Delphi onderzoek. Het hoofdstuk wordt af-
gesloten met de beantwoording van de bovenstaande vragen. 
4.2 Organisatiebeschrijving 
Het onderzoek is uitgevoerd bij de organisatie Siemens PLM Software (Benelux), een leverancier 
van Product Lifecycle Management (PLM) software. Naast het leveren van de software, biedt 
deze organisatie ook diensten aan om deze software te implementeren. Een PLM systeem is een 
informatiemanagement systeem dat overeenkomt met de complexe COTS software zoals bespro-
ken in paragraaf 2.3.1. In totaal werken er ongeveer 8000 personen bij Siemens PLM Software, 
waarvan er ongeveer 150 personen werkzaam zijn bij Siemens PLM Software (Benelux). 
 
Bij het implementeren van de software wordt gebruik gemaakt van door Siemens PLM Software 
ontwikkelde implementatiemodellen. Tot voor kort werd gebruik gemaakt van het implementa-
tiemodel Product Lifecycle Management Value (PLM VDM). Op dit moment wordt bij nieuwe pro-
jecten gebruikt gemaakt van Advantedge Delivery. 
 
Product Lifecycle Management Value (PLM VDM) 
Bij de toepassing van dit implementatiemodel worden de onderstaande fases doorlopen (zie 
Figuur 2): 
 Pre-align: Het doel van deze fase is om de scope van het project vast te stellen en een glo-
baal inzicht te verkrijgen in de requirements van de klant. 
 Align: Deze fase dient om te komen tot een beter begrip van alle aspecten van het project. 
 Plan: Het resultaat van deze fase is een gedetailleerde planning en een technisch ont-
werp. 
 Build: In de fase wordt de oplossing gebouwd en getest. 
 Test: Deze fase dient om te controleren of de oplossing gereed is om uitgerold te worden 
in de productieomgeving. 
 Deploy: De oplossing wordt opgeleverd in de productieomgeving. 
 Close: In deze fase wordt het project geëvalueerd. 
 
 
Figuur 2 Product Lifecycle Management Value Delivery Methodology 
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PLM VDM is gebaseerd op de standaarden zoals afgeleid door het Project Management Institute 
(http://www.pmi.org). De toepassing van PLM VDM zou leiden tot een betere herhaalbaarheid 




Bij dit implementatiemodel worden de onderstaande fases doorlopen (zie Figuur 3): 
 Affirm Value: In deze fase wordt de scope van het project bepaald en tevens wordt de 
complete oplossing in een enkel view vastgelegd (Big-Block). 
 Validate Solution Definition: De oplossing wordt gevalideerd door het valideren van de 
business use cases tegen de mogelijkheden van het systeem en op het eind van deze fase 
liggen de scope en de business requirements vast. 
 Iterative Configuration & Verification: De oplossing wordt in delen geconfigureerd, ge-
valideerd en beschikbaar gemaakt aan de gebruikers d.m.v. scenario-based maturity 
reviews. 
 Key User Exposure: Na iedere maturity review gaan de gebruikers de opgeleverde scena-
rio’s valideren. 
 Deploy: Het systeem wordt in productie genomen. 
 Sustain: Het systeem wordt gebruikt en gevalideerd tegen de geleverde business waarde. 
 Business Adoption & Readiness: Deze fase is om er voor te zorgen dat alle stakeholders be-
trokken zijn (en blijven) en daarnaast wordt er op toegezien dat de gebruikers voorbe-
reid zijn om het systeem te gaan gebruiken. 
 
 
Figuur 3 Advantedge Delivery 
 
Bij Advantedge Delivery wordt gebruik gemaakt van iteratieve opleveringen zoals die ook van 
toepassing zijn bij de agile methoden, maar iedere verwijzing naar agile wordt vermeden in de 
beschrijving van het implementatiemodel. In de volgende paragraaf zal hier bij het bespreken 
van de interviews verder op ingegaan worden. 
4.3 Resultaten interviews 
4.3.1 Aanpak 
Voor het onderzoek zijn vijf personen geïnterviewd die allen werkzaam zijn bij Siemens PLM 
Software. Deze vijf personen zijn minimaal 10 jaar betrokken bij projecten waarbij complexe 
COTS software wordt geïmplementeerd. De interviews zijn verlopen volgens de onderstaande 
procedure: 
 Inleiding: Allereerst is de geïnterviewde bedankt voor zijn medewerking en is uitleg ge-
geven over het onderzoek en het verloop ervan. Tevens is de geïnterviewde op de hoogte 
gesteld van de richtlijnen zoals deze beschreven zijn in paragraaf 3.4. 
 Interview: Tijdens het interview is gebruik gemaakt van een interviewtemplate dat be-
staat uit twee delen (zie Bijlage I). Allereerst is ieder agile principe, zoals voorgesteld 
door Alleman (2002), voorgelegd aan de geïnterviewde en hem gevraagd op welke wijze 
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dit principe toegepast kan worden tijdens het implementeren van complexe COTS soft-
ware. Daarnaast is de expert ook gevraagd welke agile technieken, bekend van de agile 
methoden XP en Scrum, hierbij toegepast kunnen worden.  
 Afsluiting: Ter controle zijn de antwoorden samen met de geïnterviewde doorgenomen. 
 
De uitgewerkte interviews zijn als bijlage opgenomen in dit rapport (zie Bijlage II). In de vol-
gende paragrafen wordt afzonderlijk ingegaan op de resultaten met betrekkingen tot de agile 
principes en de agile technieken. 
4.3.2 Resultaten agile principes 
Tijdens het interview is ieder agile principe, zoals voorgesteld door Alleman (2002), voorgelegd 
aan de geïnterviewde en hem de vraag gesteld op welke wijze dit principe toegepast zou kunnen 
worden tijdens het implementeren van complexe COTS software. De antwoorden van alle geïn-
terviewden zijn gebruikt om te komen tot een lijst van mogelijke acties die in het tweede deel 
van het onderzoek nogmaals zijn voorgelegd aan de experts (zie paragaaf 4.4.2). In het vervolg 
van deze paragraaf wordt verder ingegaan op de bijzonderheden die besproken zijn tijdens de 
interviews. Allereerst worden deze bijzonderheden besproken zoals die na voren kwamen bij 
ieder principe en daarna zal kort terugblikt worden op de algemene opmerkingen. 
 
1. Assume Simplicity 
Het wordt als iets vanzelfsprekends ervaren om de oplossing zo simpel mogelijk te houden. Wel 
wordt er gewezen op een mogelijk probleem indien men streeft om eerst een simpele voorstel-
ling van de oplossing te maken. Door eerst te focussen op hoofdzaken, bestaat het risico dat je 
later met issues te maken te krijgt doordat bepaalde details over het hoofd worden gezien. Deze 
details kunnen een grote impact hebben op de gekozen oplossing. 
 
2. Embrace Change 
Het wordt onderkend dat er altijd veranderingen zullen optreden gedurende het project, maar 
de mogelijkheden zijn wel gelimiteerd door de software. Bij COTS software projecten is het niet 
altijd mogelijk om het systeem aan te passen aan de gevraagde wijzigingen zonder aanpassingen 
door te voeren in de software. Een ander mogelijk probleem is dat het contract bij COTS soft-
ware projecten vaak van het type fixed-price is. Hierdoor dient voor iedere wijziging bepaald te 
worden of het in scope is of dat het change betreft. 
 
3. Enabling The Next Effort 
Om aan dit principe te voldoen, wordt voorgesteld om het systeem zoveel mogelijk out-of-the-
box (OOTB) te implementeren. Tevens wordt gesteld dat door het opleveren van het systeem in 
kleine stappen, wordt voorkomen dat het systeem niet voldoet. 
 
4. Incremental Change 
Alle respondenten zijn het er over eens dat het opleveren van het systeem in kleine stappen bij 
kan dragen aan een succesvolle implementatie. 
 
5. Maximize Stakeholder Value 
Het is belangrijk om continu hiervoor met de stakeholders te overleggen en het is extra belang-
rijk om het hogere management hierbij ook te betrekken. Er dient focus te zijn op de voordelen 
voor de business en de waarde die het oplevert. Hierbij bestaat een mogelijk probleem doordat 
de klant moeite heeft om de toegevoegde waarde te bepalen of dat de klant terughoudend is om 
deze waarde in geld uit te drukken. 
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6. Manage With A Purpose 
Hoewel dit niet expliciet is vastgelegd in het toegepaste implementatiemodel, volgt dit wel impli-
ciet uit de te doorlopen fases. Voor iedere stap die doorlopen wordt, is het nodig om de bijbeho-
rende documentatie te maken. 
 
7. Multiple Project Views 
Dit is van ook toepassing op complexe COTS software projecten: Managers hebben een andere 
behoefte dan de eindgebruikers of applicatie engineers. Hierbij wordt wel aangegeven dat het 
nodig is om de onderliggende relatie bewaken. 
 
8. Rapid Feedback 
Dit wordt verwezenlijkt door het systeem incrementeel op te leveren. Hierbij dient er wel voor 
gezorgd te worden dat de gebruikers ook in staat zijn om feedback te geven. Dit kan door er voor 
te zorgen dat ze de juiste training gehad hebben en tevens door het regelen van begeleiding tij-
dens het testen. 
 
9. Working Software Is The Primary Goal 
Dit wordt als vanzelfsprekend ervaren. Hierbij wordt aangegeven dat er binnen het project ook 
activiteiten noodzakelijk zijn, die niet direct bijdragen het produceren van werkende software. 
 
10. Travel light 
Hierbij wordt aangegeven dat documentatie altijd nodig is en dat er ook zeker documentatie be-
nodigd is ter motivatie van bepaalde beslissingen die gedurende het project worden genomen. 
Wel wordt aangegeven dat de behoefte aan documentatie kleiner is bij kleinere project teams. 
 
Tijdens de interviews worden ook nog de onderstaande punten opgemerkt door de responden-
ten: 
 Een mogelijk probleem bij complexe COTS software projecten, is dat het budget vaak 
vast ligt doordat deze projecten op een fixed-price manier worden uitgevoerd. Hierdoor 
is het lastig om open te staan voor wijzigingen, omdat deze van invloed zijn op het bud-
get. 
 De term agile wordt geassocieerd met software ontwikkeling en hierdoor kan een on-
juiste verwachting ontstaan bij de klant. In die situatie verwacht de klant dan dat de 
COTS software eenvoudig aangepast kan worden, terwijl het streven bij complexe COTS 
software projecten is om zoveel mogelijk OOTB te implementeren. 
 Het uitvoeren van projecten op een agile manier, vereist dat de projectmedewerkers 
naast product kennis ook industrie (domein) kennis dienen te hebben. Zij moeten in 
staat zijn om de business use cases van de klant te kunnen vertalen naar de mogelijkhe-
den van het te implementeren systeem. 
 Bij het implementatiemodel Advantedge Delivery wordt een poging gedaan tot het toe-
passen van agile, maar eigenlijk is het meer een richting dan dat agile werkelijk toege-
past wordt. 
4.3.3 Resultaten agile technieken 
Tijdens het tweede deel van het interview zijn de verschillende agile technieken, zoals deze wor-
den toegepast bij de agile methoden XP en Scrum, voorgelegd aan de geïnterviewde en hem ge-
vraagd of deze toegepast zouden kunnen worden tijdens het implementeren van complexe COTS 
software. Bij dit deel van het onderzoek bleek dat de respondenten mogelijkheden zagen om de 
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Van de voorgestelde XP technieken werden de onderstaande technieken als niet toepasbaar be-
schouwd: 
 Metaphor: Hoewel deze niet toepasbaar lijkt, lijkt deze overeen te komen met het zoge-
naamde Big-Block. Dit is een afbeelding van de te leveren oplossing in een single view.  
 Testing: Zeker bij aanvang van het project is het voor de klant nog niet mogelijk om de 
functionele testplannen te schrijven. 
 Refactoring: Dit is wel een activiteit die als zinvol wordt beschouwd, maar het is lastig 
om in het geval van complexe COTS software de toegevoegde waarde hiervan zichtbaar 
te krijgen voor klant. Dit wordt veroorzaakt doordat de voordelen van dergelijke activi-
teiten niet direct zichtbaar zijn voor de gebruikers.  
 Pair programming: Dit werd beschouwd als een techniek die vooral van toepassing is op 
software ontwikkeling en daardoor zou deze niet van toepassing zijn op complexe COTS 
software projecten. 
 40-hour week: Deze wordt niet toegepast en ook als niet toepasbaar beschouwd. 
De overige XP technieken (Planning game, Small/short releases, Simple design, Collective code 
ownership, Continuous integration, On-site customer, Coding standards, Open workspace en Just 
rules) werden als toepasbaar beschouwd. 
 
Alle Scrum technieken (Product backlog, Effort estimation, Sprint, Sprint planning meeting, Sprint 
backlog, Daily Scrum meeting en Sprint review meeting) werden allemaal als toepasbaar be-
schouwd. De Scrum technieken worden ook herkend in het implementatiemodel Advantedge 
Delivery, maar daar worden deze onder een andere benaming toepast. 
4.4 Resultaten Delphi onderzoek 
4.4.1 Aanpak 
Op basis van de antwoorden van alle geïnterviewden in het eerste deel van het onderzoek, zijn 
per agile principe, zoals voorgesteld door Alleman (2002), een aantal acties afgeleid. Om te ko-
men tot een resultaat dat door alle experts wordt gedragen, wordt in dit deel van het onderzoek 
gebruik gemaakt van de Delphi-techniek. De Delphi-techniek is een vorm van focusinterview: je 
vraagt aan een groep van mensen te reageren op een bepaald afgebakend onderwerp (Baarda et 
al., 2009, pagina 239). De Delphi-techniek werd hier toegepast door de lijst van mogelijke acties 
in twee ronden voor te leggen aan de geïnterviewden: In de eerste ronde werd gevraagd om 
deze te beoordelen (zie Figuur 4) en in de tweede ronde werd dezelfde vraag nogmaals gesteld, 
maar nu is ook het gemiddelde van de beoordelingen van alle geïnterviewden zichtbaar (zie 
Figuur 5). 
 
Figuur 4 Voorbeeld formulier ronde 1 
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Figuur 5 Voorbeeld formulier ronde 2 
 
Vanwege de eensgezindheid over de mogelijke toepassing van agile technieken tijdens de inter-
views, is er voor gekozen om de agile technieken niet mee te nemen in dit deel van het 
onderzoek. 
4.4.2 Resultaten agile principes 
De antwoorden van alle geïnterviewden zijn gebruikt om de agile principes, zoals voorgesteld 
door Alleman (2002), te vertalen naar specifieke acties voor COTS implementatietrajecten. In to-
taal leverde dit een lijst op van 53 acties die in twee ronden aan de geïnterviewden is voorgelegd 
om deze te beoordelen. 
 
In Bijlage III is de totale lijst met acties te vinden en tevens zijn de gegeven scores in deze lijst 
weergegeven. Uiteindelijk bleek dat in 80% van de gevallen, de voorgestelde actie met de score 
Eens of Volledig mee eens werd beoordeeld (zie Figuur 6). Bij het bekijken van het uiteindelijke 
gemiddelde van de score per actie, bleek dat uiteindelijk 58% van de voorgestelde acties met een 
3 (Eens) of hoger (Volledig mee eens) beoordeeld te zijn (zie Figuur 7). Dit percentage komt 
overeen met 31 acties. 
 
 
Figuur 6 Verdeling scores 
 
Figuur 7 Gemiddelde score 
 
In de onderstaande tabel zijn de belangrijkste acties weergegeven per principe. De belangrijk-
heid is bepaald aan de hoogte van de score (minimaal 3) en daarnaast is ook rekening gehouden 
in hoeverre deze actie generiek toepasbaar zou kunnen zijn op complexe COTS software pro-
jecten. Voor het principe Manage With A Purpose was geen overeenstemming over mogelijk ac-
ties. De nummering van de principes in deze tabel komt overeen met de nummering uit de oor-
spronkelijke lijst van acties (zie Bijlage III). 
 
Tabel 10 Acties voor de principes voor agile COTS 
Principe Actie 
Assume Simplicity 1) OOTB beginnen en dan de hiaten ontdekken. 
3) In het begin van het project, dien je het concept van proces en datamodel 
vast te leggen; hiervoor heb je nog geen software nodig. 
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Principe Actie 
Embrace Change 8) Door het project op time & material-basis uit te voeren in plaats van 
fixed-price basis, is het mogelijk om open te staan voor wijzigingen. 
10) Definieer objecten pas als je ze nodig hebt. 
14) Mogelijkheden met betrekking tot wijzigingen zijn wel gelimiteerd door de 




16) Zoveel mogelijk OOTB blijven. 
17) Doordat de business use cases als uitgangspunt dienen voor de 
requirements, wordt de kans verkleind dat het opgeleverde systeem niet 
voldoet aan de behoefte van de business. 
18) Door het systeem in kleine stappen op te leveren en beschikbaar te maken 
aan de gebruikers, wordt de kans verkleind dat het systeem niet voldoet. 
19) Eventuele aanpassingen in het systeem (customizaties) kunnen issues 
veroorzaken in het geval van upgrades; het streven dient te zijn om deze 
dan ook te beperken. 
Incremental 
Change 
22) Lever het systeem incrementeel op: Dit zorgt voor focus en maakt het 
behapbaar en geeft de klant de kans om het systeem te leren kennen; 
anders is het te veel in één keer voor de klant. 
23) Door de business use cases als uitgangspunt te nemen, kan het systeem per 
een of meerdere business use cases opgeleverd worden en beschikbaar 




29) Door de stakeholders zo snel mogelijk met het systeem te laten werken; 
hierdoor komt snel duidelijkheid over de juistheid van de processen juist 
en de geboden functionaliteit. 
31) Betrek het hogere management; zorg ervoor dat het op de hoogte is van de 
baten, risico’s en ook de issues. 





37) Elke stakeholder heeft behoefte aan zijn eigen soort documentatie: 
Bijvoorbeeld managers hebben een andere behoefte dan de eindgebruikers 
of applicatie engineers. Hierbij is het wel nodig om de onderliggende relatie 
te bewaken. 
Rapid Feedback 40) Incrementele oplevering van het systeem zorgt voor Rapid Feedback. 
42) Na iedere oplevering is het nodig dat de gebruikers meteen het systeem 
gaan testen en binnen een van te voren afgesproken periode (bijv. binnen 
een week) terugkoppeling geven. 
43) Om het testen van de gebruikers te versnellen is het nodig om hen hierbij 
ondersteuning te bieden (bijv. door een lid van het implementatie team). 
Working 
Software Is The 
Primary Goal 
45) Het streven moet zijn om de oplossing zo veel mogelijk OOTB op te leveren. 
46) De rol van Technical Manager kan hier aan bijdragen; hierdoor kunnen de 
technische projectmedewerkers zich focussen op de techniek en hoeven zij 
zich niet met randzaken bezig te houden. 
47) Goed testen voordat het systeem beschikbaar gemaakt wordt aan de 
gebruiker. 
Travel Light 50) Documentatie is wel benodigd ter motivatie van bepaalde beslissingen. 
4.5 Samenvatting en conclusies 
Deelvraag I 
In het eerste deel van het onderzoek zijn interviews afgenomen met vijf experts op het gebied 
van complexe COTS software implementaties. Tijdens deze interviews zijn de agile principes, zo-
als voorgesteld door Alleman (2002), voorgelegd aan de respondenten. Op basis van de resulta-
ten van de interviews (zie Bijlage II) is een lijst gegenereerd van 53 mogelijke acties (zie Bijlage 
III) die toegepast zouden kunnen worden tijdens het implementeren van complexe COTS soft-
ware op een agile manier. Tijdens het tweede deel van het onderzoek bleken 31 acties uiteinde-
lijk beoordeeld te zijn met een gemiddelde score van 3 (Eens) of hoger (Volledig mee eens). In 
Tabel 10 zijn de belangrijkste acties weergegeven per principe. 
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Op basis van de afgeleide acties tezamen met de antwoorden van de respondenten, kunnen de 
een aantal richtlijnen afgeleid worden die toepast dienen te worden bij het agile implementeren 
van complexe COTS software. Hieronder zijn deze drie richtlijnen beschreven en daarnaast is 
voor iedere richtlijn aangegeven welke acties uit Tabel 10 geleid hebben tot de desbetreffende 
richtlijn. 
 
Richtlijn #1: Maak het systeem incrementeel beschikbaar (relevante acties: 18, 22, 23, 29, 40, 42 
en 43) 
Door het systeem op een incrementele wijze beschikbaar te maken aan de gebruikers, wordt 
voorkomen dat het systeem niet voldoet aan hun verwachtingen. De gebruikers krijgen hiermee 
de mogelijkheid om hun processen in een vroeg stadium te valideren en hier hun terugkoppeling 
op te geven. Daarnaast biedt het hen ook de mogelijk om het systeem stapsgewijs te leren ken-
nen. 
 
Richtlijn #2: Implementeer de COTS software zo veel mogelijk out-of-the-box (relevante acties: 1, 
16, 19 en 45) 
Bij complexe COTS software projecten dient het streven te zijn om de complexe COTS software 
zo veel mogelijk OOTB te implementeren. Hierdoor kan op een snelle manier een werkend sys-
teem opgeleverd worden en is de kans op problemen geminimaliseerd bij upgrades. Te allen tij-
den moet voorkomen worden dat wijzigingen worden aangebracht in de kern van de software. 
 
Richtlijn #3: Neem de business use cases als uitgangspunt (relevante acties: 17 en 23) 
De business use case is een functionele beschrijving van het bedrijfsproces waarbij het systeem 
als een black box wordt beschouwd. Door deze als uitgangspunt te nemen kan het snel gevali-
deerd worden dat de bedrijfsprocessen van de klant passen in het systeem. Als dat niet het geval 
is, dan dienen deze aangepast te worden aan het systeem (ze ook vorige richtlijn). De business 
use cases kunnen ook gebruikt worden om de incrementele opleveringen te plannen. 
 
Deelvraag II 
Tijdens de interviews zijn de verschillende agile technieken, zoals deze worden toegepast bij de 
agile methoden XP en Scrum, voorgelegd aan de experts met de vraag of deze toegepast zouden 
kunnen worden tijdens het implementeren van complexe COTS software. Volgens de experts is 
het mogelijk om de onderstaande agile technieken toe te passen: 
 XP: Planning game, Small/short releases, Simple design, Collective code ownership, 
Continuous integration, On-site customer, Coding standards, Open workspace en Just rules 
 Scrum: Product backlog, Effort estimation, Sprint, Sprint planning meeting, Sprint backlog, 
Daily Scrum meeting en Sprint review meeting 
 
Op basis van het empirische onderzoek, dat verkennend van aard was, kan geconcludeerd wor-
den dat het mogelijk is om een agile benadering bij het implementeren van complexe COTS soft-
ware. Wel zijn er een aantal aandachtspunten die tijdens het onderzoek aangemerkt worden die 
het toepassen van een agile benadering kunnen bemoeilijken: 
 Complexe COTS software projecten zijn vaak fixed-price projecten, waardoor het lastig 
kan zijn om open te staan voor wijzigingen. 
 Doordat de term agile geassocieerd wordt met software ontwikkeling, kan de verwach-
ting ontstaan bij de klant dat de COTS software eenvoudig aangepast kan worden, terwijl 
het streven bij complexe COTS software projecten is om zoveel mogelijk OOTB imple-
menteren. 
 
Voor wat betreft de externe validiteit (generaliseerbaarheid) dienen hierbij wel de onderstaande 
kanttekeningen bij de onderzoeksresultaten geplaatst te worden: 
 Er is gebruik gemaakt van een relatief kleine onderzoekspopulatie; 
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 De ondervraagde experts zijn voornamelijk betrokken bij implementaties in Nederland 
bij relatief grote bedrijven (500+ werknemers); 
 De geïnterviewden zijn experts op het gebied van PLM software. 
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5 Conclusies en aanbevelingen 
5.1 Conclusies 
De doelstelling van het onderzoek was om te komen tot een aanbeveling over de toepasbaarheid 
van een agile benadering bij het implementeren van complexe COTS software. Vanuit deze doel-
stelling was de onderstaande hoofdvraag geformuleerd: 
 
Op welke wijze kan een agile benadering bekend uit het software engineering domein een 
bijdrage leveren aan het implementeren van complexe COTS software? 
 
Om te komen tot een antwoord op deze hoofdvraag, is als eerste een literatuuronderzoek uitge-
voerd om te bepalen waaruit een dergelijke agile benadering bestaat en op welke wijze deze een 
bijdrage zou kunnen leveren aan het implementeren van complexe COTS software. Op basis van 
dit literatuuronderzoek werd geconcludeerd dat een agile benadering toepast zou kunnen wor-
den door het implementatieproces op een andere manier vorm te geven waarbij rekening gehou-
den wordt met de agile principes en door gebruik te maken van agile technieken (zie paragraaf 
2.4). Aansluitend op het literatuuronderzoek is het empirisch onderzoek uitgevoerd. Het resul-
taat van dit verkennend onderzoek bestaat uit een aantal richtlijnen, een lijst van mogelijke ac-
ties en een overzicht van de agile technieken die gebruikt kunnen worden tijdens het implemen-
teren van complexe COTS software op een agile manier en daarbij (zie paragraaf 4.5). 
 
De eindconclusie van het onderzoek is dat door het proces in richten volgens de afgeleide richt-
lijnen, het toepassen van de mogelijke acties en de agile technieken zoals deze uit het empirisch 
onderzoek naar voren zijn gekomen, het te verwachten is dat het implementatie proces van 
COTS software op een agile manier uitgevoerd kan worden. Volgens Qumer en Henderson-
Sellers (2008) kan dit proces als agile beschouwd worden, als deze: 
 mens- en communicatie-gericht is; 
 flexibel is: kan elk moment zich aanpassen aan verwachte of onverwachte veranderingen; 
 snel is: stimuleert snelle en iteratieve oplevering van het product in kleine releases; 
 simpel is: richt zich op het verkorten van termijnen en het minimaliseren van de kosten 
en op het verhogen van de kwaliteit; 
 responsief is: reageert adequaat op verwachte en onverwachte veranderingen; 
 evaluatief is: richt zich op verbetering tijdens en ook na de oplevering van het product. 
 
Het is aannemelijk dat de bovenstaande eigenschappen mee kunnen helpen om de problemen 
die genoemd worden als mogelijke oorzaak voor het mislukken van complexe COTS software 
projecten te voorkomen of te minimaliseren: 
 Probleem #1: De onwil of tegenzin van de eindgebruikers om het nieuw geïmplemen-
teerde ERP-systeem in gebruik te nemen (Nah et al., 2004); 
 Probleem #2: Bedrijven slagen er niet in om de werkelijke behoeften van de organisatie 
en de systemen op elkaar af te stemmen zodat de zakelijke problemen worden opgelost 
(Ehie & Madsen, 2005); 
 Probleem #3: Er is sprake van een kenniskloof bij de personen die bij de implementatie 
betrokken zijn: De beoogde gebruikers begrijpen de ERP functionaliteit onvoldoende en 
tegelijkertijd hebben de ERP consultants onvoldoende inzicht in alle bedrijfsprocessen 
(Soh et al., 2000). 
 
Vanuit het onderzoek zijn ook een aantal aandachtspunten naar boven gekomen: 
 In de literatuur wordt, op basis van empirisch onderzoek, geconcludeerd dat om een 
agile benadering succesvol toe te passen, het een voorwaarde is dat er sprake is van een 
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agile cultuur binnen de organisatie waar de complexe COTS software wordt geïmplemen-
teerd. Dit houdt in dat niet alleen het project agile dient te zijn, maar de agile waarden 
dienen ook in de bedrijfscultuur verankerd te zijn. 
 Een van de verschillen tussen complexe COTS software projecten en software ontwikkel-
projecten is dat bij COTS projecten de processen aangepast dienen te worden aan de soft-
ware, en dat bij software ontwikkelprojecten de software aangepast kan worden (zie ook 
Tabel 8). Dit verschil zorgt voor een mogelijk probleem, doordat de term agile geassoci-
eerd wordt met software ontwikkeling. Hierdoor kan de verwachting ontstaan bij de 
klant dat de COTS software eenvoudig aangepast kan worden, terwijl het streven bij 
complexe COTS software projecten is om zoveel mogelijk OOTB implementeren. 
 Vaak zijn projecten waarbij complexe COTS software wordt geïmplementeerd van het 
type fixed-price. Door de experts werd dit als een mogelijk probleem genoemd om flexibel 
te zijn en open te staan te voor wijzigingen. 
5.2 Aanbevelingen 
Het onderzoek heeft, op basis van het literatuuronderzoek in combinatie met een verkennend 
empirisch onderzoek, geleidt tot een aanbeveling op welke wijze een agile benadering toegepast 
kan worden en tevens is het aannemelijk gemaakt dat deze benadering kan leiden tot succesvol-
lere implementaties. 
 
Tijdens een vervolgonderzoek kunnen de bevindingen van dit verkennende onderzoek, getoetst 
worden op bruikbaarheid in een empirisch onderzoek. 
 
Daarnaast is het ook interessant om te onderzoeken hoe omgegaan wordt met contracten bij 
agile softwareontwikkeling projecten. Bij deze projecten is dezelfde problematiek met betrek-
king tot fixed-price projecten te verwachten zoals deze in het onderzoek naar voren is gekomen. 
5.3 Reflectie 
5.3.1 Productreflectie 
De conclusies zijn tot stand gekomen door het uitvoeren van een verkennend onderzoek. Bij dit 
onderzoek zijn vijf experts op het gebied van complexe COTS software projecten ondervraagd. 
Deze vijf experts zijn allen werkzaam voor hetzelfde softwarebedrijf. Ook zijn zij allen betrokken 
bij vergelijkbare projecten: Implementaties van complexe COTS software in Nederland bij rela-
tief grote bedrijven (500+ werknemers). 
 
Aangezien de experts werkzaam zijn bij een softwarebedrijf dat verantwoordelijk is voor de im-
plementaties van complexe COTS software, is het aannemelijk dat een eenzijdig beeld wordt ge-
geven van de mogelijke effecten van het toepassen van een agile benadering. 
 
Na het interviewen van de experts is een Delphi-onderzoek uitgevoerd waarbij gebruik gemaakt 
werd van een vragenlijst. Het nadeel van deze manier van onderzoeken is dat er geen mogelijk-
heid bestond om te achterhalen waarom een respondent een bepaald antwoord gaf. 
 
Ondanks de bovenstaande beperkingen, is het toch te verwachten dat de conclusies van het on-
derzoek gebruikt kunnen worden bij het implementeren van complexe COTS software. Daar-
naast kunnen de resultaten ook gebruikt worden voor vervolgonderzoek waarbij de bevindingen 
getoetst worden op bruikbaarheid. 
5.3.2 Procesreflectie 
Het traject is een langdurig en moeizaam proces geweest en is doorlopen in twee fases. Tijdens 
de eerste fase ben ik vol zelfvertrouwen begonnen aan het traject, maar door verschillende oor-
zaken heb ik in die eerste fase nauwelijks voortgang geboekt. Uiteindelijk is het traject zelfs tot 
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stilstand gekomen. Na het uit dienst gaan van mijn vorige begeleider en de toewijzing van een 
nieuwe begeleider is de tweede fase van het traject gestart. Door de moeizame start en de inge-
laste pauze is veel tijd is verloren en mede daardoor is het ook lastig geweest om vertrouwen te 
hebben in een goede afloop. 
 
Als ik terugkijk op mijn onderzoeksproces, dan ben ik van mening dat de eerste stap van het pro-
ces, waarbij de onderzoeksopdracht wordt geformuleerd, de meest belangrijke is van alle stap-
pen. Deze stap bepaalt de vervolgstappen en zorgt ervoor dat je de juiste focus houdt. 
 
Vanwege de duur van het onderzoeksproces is het belangrijk om te kiezen voor een onderzoeks-
ontwerp dat aansluit bij je interesses. In mijn geval was dat zeker het geval, maar mede doordat 
mijn voorlopige opdrachtformulering niet voldoende precies was, heb ik te veel tijd besteed aan 
het zoeken naar relevante literatuur. Pas na het preciezer maken van mijn opdrachtformulering 
na afronding van het literatuuronderzoek, is het onderzoeksproces pas een beetje gaan lopen. 
 
Door het zelf mogen uitvoeren van het onderzoek heb ik een beter beeld gekregen van weten-
schappelijk onderzoek. Ik heb geleerd dat wetenschappelijk onderzoek verloopt volgens een be-
paalde methode en dat het hierbij belangrijk is dat de resultaten te verifiëren zijn. Het belang-
rijkste wat ik ervan geleerd heb, is dat ik een kritischere houding heb aangenomen zowel in mijn 
werk als in mijn privé situatie. 
 
Tot slotte wil ik Anda Counotte-Potman bedanken voor haar ondersteuning en bemiddeling, 
waardoor ik mijn afstudeertraject weer kon hervatten na een periode van stilstand. En in het bij-
zonder wil ik mijn begeleider Christoph Bockisch bedanken voor zijn begeleiding en voor zijn 
kritische houding. Door zijn begeleiding en onze gesprekken heb ik uiteindelijk weer vertrouwen 
gekregen in een goede afloop en, niet onbelangrijk, ook weer plezier gekregen in het uitvoeren 
van het onderzoek. Dank hiervoor! 
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Bijlage I Interviewtemplate 
 
Algemeen 
Aantal jaren ervaring met COTS  
Bekend met agile   
AM principes => mogelijke acties 
1. Assume Simplicity: Vaak is de eenvoudigste oplossing ook de beste; het overbouwen van het 
systeem of van een artefact dient ten allen tijde te worden vermeden. De projectmanager moet de 
moed hebben om alleen die taken uit te voeren en alleen die artefacten te produceren die 
onmiddellijk voordeel opleveren voor de stakeholders. 
Mogelijk actie(s)  
2. Embrace Change: Diverse veranderingen zijn een natuurlijk onderdeel van een ERP project: 
Veranderde eisen, andere stakeholders, veranderde standpunten en hierdoor ook een veranderde 
doelstelling en criteria voor het succes van het project. 
Mogelijk actie(s)  
3. Enabling The Next Effort: Zelfs als een werkend systeem wordt opgeleverd, kan het project als 
mislukt beschouwd worden. Naast het doel om te voldoen aan de behoeften van de betrokkenen, is 
het ook nodig om te waarborgen dat het systeem robuust genoeg is om te worden uitgebreid. 
Mogelijk actie(s)  
4. Incremental Change: Het is beter om een klein deel van het systeem op te leveren en dit gedeelte 
te laten evolueren op een incrementele wijze. 
Mogelijk actie(s)  
5. Maximize Stakeholder Value: Stakeholders investeren middelen (tijd, geld, faciliteiten, enz.) om 
een systeem te creëren dat aan hun behoeften voldoet. Zij verwachten dat hun investering op de 
beste manier zal worden toegepast. 
Mogelijk actie(s)  
6. Manage With A Purpose: Door het creëren van artefacten die van waarde zijn voor de 
stakeholders: Identificeer wie het artefact nodig heeft en tevens wat het doel is van het creëren van 
dit artefact. 
Mogelijk actie(s)  
7. Multiple Project Views: Om effectief te communiceren met alle stakeholders en vanwege de 
complexiteit van het system, is er de behoefte aan een breed scala van presentatievormen. 
Mogelijk actie(s)  
8. Rapid Feedback: De tijd tussen een actie en de feedback hierop moet worden geminimaliseerd. 
Dit kan onder andere gerealiseerd worden door nauw samen te werken met de stakeholders. 
Mogelijk actie(s)  
9. Working Software Is The Primary Goal: Elke activiteit die niet direct bijdraagt aan de 
doelstelling van het produceren van werkende software, dient te worden onderzocht om de 
toegevoegde waarde ervan te bepalen. 
Mogelijk actie(s)  
10. Travel light: Aangezien elke artefact moet worden onderhouden gedurende zijn levenscyclus, 
dient de inspanning die hiervoor nodig is te worden afgewogen tegen de waarde van het 
desbetreffende artefact. 
Mogelijk actie(s)  
XP techniek => wel of niet toepasbaar 
1. Planning game: Aan het begin van elke iteratie komen de stakeholders samen (klanten, 
managers en ontwikkelaars) om de volgende release te schatten en te plannen. 
Wel / Niet  
2. Small/short releases: Minimaal eens per maand wordt een nieuwe versie van het systeem 
vrijgegeven. 
Wel / Niet  
3. Metaphor: De ontwikkelaars en de klant delen een gemeenschappelijk beeld van het systeem 
(metaphor). 
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Wel / Niet  
4. Simple design: De nadruk ligt op het ontwerpen van de meest eenvoudige oplossing. 
Wel / Niet  
5. Testing: De ontwikkeling van nieuwe software wordt gestuurd door de testen. De functionele 
testplannen worden door de klant geschreven. 
Wel / Niet  
6. Refactoring: De ontwikkelaars zorgen continu voor herstructurering van het systeem om het zo 
eenvoudig mogelijk te houden. 
Wel / Niet  
7. Pair programming: Twee ontwikkelaars werken samen op een computer. 
Wel / Niet  
8. Collective code ownership: Iedereen kan op elk moment de code wijzigen. 
Wel / Niet  
9. Continuous integration: Nieuwe code wordt zo snel mogelijk geïntegreerd in het systeem. 
Wel / Niet  
10. 40-hour week: Het is toegestaan om maximaal 40 uur per week te werken. Als er twee 
aaneengesloten weken wordt overgewerkt, wordt dit gezien als een probleem dat opgelost dient te 
worden. 
Wel / Niet  
11. On-site customer: De klant moet te allen tijde aanwezig en beschikbaar zijn voor het team. 
Wel / Niet  
12. Coding standards: Standaarden voor het coderen bestaan. 
Wel / Niet  
13. Open workspace: Het team werkt bij voorkeur in een grote open ruimte. 
Wel / Niet  
14. Just rules: Het team heeft zijn eigen regels die gevolgd worden, maar deze regels kunnen elk 
moment gewijzigd worden. 
Wel / Niet  
Scrum techniek => wel of niet toepasbaar 
1. Product backlog: Definieert het resterende werk voor het product en bestaat uit een lijst van 
backlog items. 
Wel / Niet  
2. Effort estimation: Een iteratief proces waarbij de schattingen gedaan worden voor de backlog 
items. Het Scrum team samen met de klant is verantwoordelijk voor deze schattingen. 
Wel / Niet  
3. Sprint: Tijdens de sprint wordt een nieuwe versie van het systeem geproduceerd. De gemiddelde 
duur van een sprint is vier weken. 
Wel / Niet  
4. Sprint planning meeting: Tijdens deze vergadering wordt de inhoud bepaald van de volgende 
sprint en vastgelegd in de sprint backlog. 
Wel / Niet  
5. Sprint backlog: Een lijst van product backlog items die geïmplementeerd worden in de volgende 
sprint. 
Wel / Niet  
6. Daily Scrum meeting: Korte dagelijks bijeenkomst van ongeveer 15 minuten met als doel om de 
voortgang te bewaken. 
Wel / Niet  
7. Sprint review meeting: Op de laatste dag van de sprint worden de resultaten (een werkend 
systeem) getoond aan de stakeholders. Deze stakeholders beoordelen het resultaat en beslissen 
over de volgende activiteiten. 
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Bijlage II Uitgewerkte interviews 
 
Algemeen 
Respondent 1: Aantal jaren 
ervaring met COTS; Bekend met 
agile 
15 jaar; Ja, bekend met de principes en theorie. In sommige 
gevallen ook bewust toegepast: Daily Scrum meetings; 
oplossingen opbreken in lossen onafhankelijke stukken; eerst 
prototype uitwerken en deze gebruiken voor feedback; rekening 
houden met het feit dat niet alles de eerste keer goed gaat en dat 
dit lastig is voor projectmanagers. 
Respondent 2: Aantal jaren 
ervaring met COTS, Bekend met 
agile 
25 jaar; globaal bekend met agile en de bijbehorende principes. 
Respondent 3: Aantal jaren 
ervaring met COTS, Bekend met 
agile 
20 jaar; Ja, in algemene zin bekend met agile. Een aantal 
technieken (bijv. Daily Scrum meetings) ook toegepast. 
Respondent 4: Aantal jaren 
ervaring met COTS, Bekend met 
agile 
10 jaar; bekend met agile, maar niet bewust toegepast. 
Respondent 5: Aantal jaren 
ervaring met COTS, Bekend met 
agile 
10 jaar; Ja, al eerder eens gekeken naar de toepasbaarheid van 
agile technieken bij het uitvoeren van onze projecten. 
AM principes => mogelijke acties 
1. Assume Simplicity: Vaak is de eenvoudigste oplossing ook de beste; het overbouwen van het 
systeem of van een artefact dient ten allen tijde te worden vermeden. De projectmanager moet de 
moed hebben om alleen die taken uit te voeren en alleen die artefacten te produceren die 
onmiddellijk voordeel opleveren voor de stakeholders. 
Respondent 1  Goed lezen, bepalen wat de klant bepaalt. 
 De oplossing niet mooier maken dan de klant vraagt. 
 Je moet je beperken. 
 Tegen de klant ingaan en niet meteen alles willen automatiseren. 
 Objecten pas definiëren als je ze nodig hebt. 
 In het begin van het project, dien je het concept van proces en datamodel vast 
te leggen; hiervoor heb je nog geen software nodig. 
 Probeer niet veel functionaliteit in een object vast te leggen; hanteer het 
principe ‘separation of concerns’. 
Respondent 2  De methodiek die wij tegenwoordig hanteren (‘Advantedge’), streeft hiernaar 
door eerst een simpele voorstelling van de oplossing (‘Validate Solution 
Design’) te maken. Maar het risico van eerst te focussen op hoofdzaken, is dat 
je later met issues te maken te krijgt doordat de details over het hoofd 
worden gezien (‘The devil is in the details’). Er blijkt altijd discussie te 
ontstaan over aspecten (zoals bijvoorbeeld security, naamgeving, vrijheid van 
gebruikers) die een grote impact kunnen hebben op de gekozen oplossing. 
Vanuit de praktijkervaring van de respondent, stelt hij dat het lastig is om 
aan dit principe te voldoen. 
Respondent 3  Wordt altijd al toegepast: Klant wil vaak oude systeem nabouwen en dit is 
niet de bedoeling bij COTS projecten. 
 Bij lead projecten worden de eisen door het systeem bepaalt => OOTB 
beginnen en dan de hiaten ontdekken. 
Respondent 4  Alleen die documenten maken die van belang zijn; een voorbeeld hiervan is 
het maken van gedetailleerde configuratie documentatie die uiteindelijk toch 
niet gebruikt worden. 
 Door vanuit de Business Processen te werken, wordt de requirements op een 
andere manier beschreven. 
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Respondent 5  Het is belangrijk om een onderscheid te maken tussen het proces en het 
systeem. 
 Allereerst de bedrijfsprocessen in kaart brengen en deze daarna proberen te 
mappen op het systeem. 
 Het systeem zou leiden moeten zijn. 
 Begin met het implementeren van het eenvoudigste bedrijfsproces. Hiermee 
wordt voor elkaar kregen dat de gebruikers snel het systeem kunnen 
gebruiken voor het uitvoeren van hun bedrijfsprocessen. 
2. Embrace Change: Diverse veranderingen zijn een natuurlijk onderdeel van een ERP project: 
Veranderde eisen, andere stakeholders, veranderde standpunten en hierdoor ook een veranderde 
doelstelling en criteria voor het succes van het project. 
Respondent 1  Probeer niet te veel functionaliteit in een object vast te leggen; pas hierbij het 
principe ‘Separation of concerns’ toe. 
 Veranderingen worden ook veroorzaakt door de opbouwende kennis bij de 
klant en implementator. 
 Objecten pas definiëren als je ze nodig hebt. 
 Mogelijkheden zijn wel gelimiteerd door de software en hierbij dient rekening 
te onderhouden met toekomstige upgrades. 
 Je zou dit kunnen verwezenlijken door het proces OOTB te implementeren. 
Maar dat wil niet zeggen dat je hierbij geen gebruik kunt maken van relatief 
kleine customizaties; het zou geen principe moeten zijn om alleen OOTB te 
moeten blijven, aangezien kleine aanpassingen veel kunnen opleveren qua 
acceptatie bij de gebruiker. 
Respondent 2  Door het regelmatig opleveren van een oplossing en deze te laten reviewen 
door de klant, wordt getracht om hieraan te voldoen. In de praktijk wordt dit 
niet echt toegepast doordat dan problemen kunnen ontstaan met het budget 
(fixed-priced project). 
Respondent 3  Implementeer het proces eerst OOTB en bouw hierop dan verder door. 
 Beperk aanmaak van attributen bij aanvang project 
 Rapid prototyping is een mogelijkheid om gebruikers het systeem te laten 
voelen. 
Respondent 4  Het Change Management proces voorziet hierin, maar er ontstaat een 
probleem met het contract en het is niet te rijmen met de commerciële 
doelstellingen van onze organisatie. Als het project op basis van fixed-price 
wordt uitgevoerd dan dient voor iedere wijziging bepaald te worden of het in 
scope is of dat het change betreft. 
 Door het project op time & material basis uit te voeren in plaats van 
fixed-price basis, is het mogelijk om open te staan voor wijzigingen van de 
business. 
Respondent 5  Door de bedrijfsprocessen te beschrijven en op basis hiervan het systeem in te 
richten, kan snel de impact bepaald worden van wijzingen. 
 Door het oplossing op te breken in componenten met een duidelijk input en 
output, is het relatief makkelijk om later wijzingen aan te brengen. 
3. Enabling The Next Effort: Zelfs als een werkend systeem wordt opgeleverd, kan het project als 
mislukt beschouwd worden. Naast het doel om te voldoen aan de behoeften van de betrokkenen, is 
het ook nodig om te waarborgen dat het systeem robuust genoeg is om te worden uitgebreid. 
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Respondent 1  Hou rekening met toekomstige upgrades 
 Hou rekening met toekomstige wijzingen in software en wijzingen van de 
klant. 
 Geen aanpassingen in de kern van de software, aangezien dit vrijwel zeker 
problemen gaat geven bij toekomstige upgrades. 
 Ga uit van business use cases, maar hou er rekening mee dat deze niet alle 
details vertellen; praten, context, kennis en gezond verstand blijven 
belangrijk. 
 Lever het systeem incrementeel op: Dit zorgt voor focus en maakt het 
behapbaar en geeft de klant de kans om het systeem te leren kennen. Anders 
is het te veel in één keer voor de klant. 
 Eerste concepten zijn belangrijk, omdat sommige keuzes lastig terug te 
draaien zijn (bij datamodel aanpassingen). 
Respondent 2  Functionaliteit scheiden van OOTB objecten 
 Ook al opgeleverde functionaliteit die niet correct werkt, kan waarde hebben 
voor het project. 
 Bouwblokken gebruiken die herbruikbaar zijn. 
Respondent 3  Zoveel mogelijk OOTB blijven. 
 Lead => door het toepassen van best practices => Eerst de bedrijfsprocessen 
aan de klant tonen los van het systeem en daarna in de het systeem => 
hiermee worden requirements duidelijk. 
 Requirements driven => In dit geval zijn er nog geen best practices 
voorhanden en dienen deze nog samen met de klant ontwikkeld te worden. 
Deze kunnen dan later weer hergebruikt worden bij andere klanten. 
 Vanuit de use cases worden de Maturity Reviews gepland. 
Respondent 4  Onze software is schaalbaar, maar hier IT beheer bij de klant is hier 
terughoudend in vanwege de kosten. 
Respondent 5  Doordat de bedrijfsprocessen als uitgangspunt dienen voor de requirements, 
wordt voorkomen dat het opgeleverde systeem niet voldoet aan de behoefte 
van de business. 
 Door het systeem in kleine stappen op te leveren en beschikbaar te maken 
aan de gebruikers, wordt voorkomen dat het systeem niet voldoet. 
 Eventuele aanpassingen in het systeem (customizaties) kunnen issues 
veroorzaken in het geval van upgrades; het streven dient te zijn om deze dan 
ook te beperken. 
4. Incremental Change: Het is beter om een klein deel van het systeem op te leveren en dit gedeelte 
te laten evolueren op een incrementele wijze. 
Respondent 1  Lever het systeem incrementeel op: Dit zorgt voor focus en maakt het 
behapbaar en geeft de klant de kans om het systeem te leren kennen. Anders 
is het te veel in één keer voor de klant. 
 Eerste concepten zijn belangrijk, omdat sommige keuzes lastig terug te 
draaien zijn (bij datamodel aanpassingen). 
Respondent 2  Globale architectuur dient wel vast te liggen, zodat het systeem in kleine 
delen opgeleverd kan worden. 
 Voor sommige gebruikers het is lastig om alleen het opgeleverde deel te 
beoordelen. 
Respondent 3  Het is goed om te laten zien waar je mee bezig bent; zo veel mogelijk laten 
aansluiten bij OOTB systeem. 
 Bepaalde beslissingen zijn lastig terug te draaien en kosten veel tijd (bijv. 
migratie van al aangemaakte objecten. 
Respondent 4  Vanwege de impact wordt getracht om op 1 moment de oplossing live te 
brengen. 
 Vanuit onze methodiek (‘Advantedge’) wordt d.m.v. de template aanpak snel 
80% van de gevraagde functionaliteit beschikbaar te maken en daarna de 
rest. 
 Toegepast tijdens Maturity Reviews in TEST omgeving. 
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Respondent 5  Door de bedrijfsprocessen als uitgangspunt te nemen, kan het systeem per een 
of meerdere bedrijfsprocessen opgeleverd worden en beschikbaar gemaakt te 
worden aan de gebruikers. 
 De totale oplossing kan opgedeeld worden in functionele componenten en 
deze per component beschikbaar te maken aan de gebruikers. 
5. Maximize Stakeholder Value: Stakeholders investeren middelen (tijd, geld, faciliteiten, enz.) om 
een systeem te creëren dat aan hun behoeften voldoet. Zij verwachten dat hun investering op de 
beste manier zal worden toegepast. 
Respondent 1  Maak gebruik van ervaringen bij andere klanten. 
 Probeer tegengas te geven aan de wens van de klant om het oude systeem na 
te bouwen; hou hierbij rekening met de mogelijkheden van het te 
implementeren software, zodat customizing beperkt wordt. 
 Laat de gebruikers zo snel mogelijk met het systeem werken. 
 Wellicht probleem, omdat de klant moeite heeft om de waarde uit te drukken 
in geld. Dit komt waarschijnlijk voort uit het feit dat wantrouwen is t.o.v. de 
leverancier. Daarnaast is er nog sprake van verschillende belangen: De 
gebruiker prefereert gemak, maar het management (sponsor) probeert de 
kosten zo laag mogelijk te houden. 
 Baten zijn vaak moeilijk in geld uit te drukken. Dat hoeft ook niet. Klant 
beslist vaak niet op geld alleen. 
 Het is belangrijk te bepalen wat de klant nodig heeft en wat de klant daar 
voor wil betalen voor aanvang van het project door het maken van een 
redelijke inschatting. Als een grote gap bekend wordt tijdens het project is het 
een foute boel!  
 De business case moet bekend en geaccepteerd zijn voor aanvang van het 
project; implementators zijn geen sales mensen. 
Respondent 2  Nadenken over voordelen voor de business door met de stakeholders hierover 
te overleggen. 
 Stakeholders zo snel mogelijk met het systeem laten werken. 
 Sommige voordelen worden pas na langere tijd zichtbaar voor de 
stakeholders. 
Respondent 3  Door snel live te gaan door OOTB te blijven. 
 Het is belangrijk te bepalen wat de klant nodig heeft en wat de klant daar 
voor wil betalen? Dit is het doel van de Maturity Reviews: Kloppen de 
processen en klopt de functionaliteit? 
Respondent 4  Betrek het hogere management; zorg ervoor dat het op de hoogte is van de 
baten, risico’s en ook issues. 
 Door gebruik te maken van 3 X 3-matrix wordt getracht de waarde uit te 
drukken. 
 Klant heeft moeite en is ook terughoudend om waarde in geld uit te drukken. 
Respondent 5  De gebruikers moeten zo snel mogelijk met systeem werken. 
 In het geval van gevraagde wijzigingen dient tevens de toegevoegde waarde 
van zo’n wijziging bepaald te worden. 
6. Manage With A Purpose: Door het creëren van artefacten die van waarde zijn voor de 
stakeholders: Identificeer wie het artefact nodig heeft en tevens wat het doel is van het creëren van 
dit artefact. 
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Respondent 1  Je architectuur dien je bij aanvang op orde te hebben. 
 Klant schrijft business use case in zijn bewoordingen en wordt besproken wat 
uiteindelijk een definitieve beschrijving oplevert. De architect/lead consultant 
beschrijft hoe dit geïmplementeerd kan worden in het systeem inclusief een 
rationale (work/implementation instructie). Daarnaast wordt de centrale 
configuratie sheet aangepast (vermijden van conflicten) en walk-through 
gemaakt die de implementatie van use case in het systeem beschrijft. 
 Zowel functionele documentatie als technische documentatie is belangrijk. 
 Documentatie heb je wel nodig; documentatie heb je van te voren gepland en 
bouw je op gedurende het project. Dit houdt de documentatie correct en up-
to-date. Bij achteraf documenteren gaat er veel informatie verloren. In 
sommige gevallen wordt de documentatie pas opgeleverd als het nodig is. 
 Swimlanes kunnen helpen, maar ze bevatten niet voor iedereen voldoende 
informatie. 
Respondent 2  Swimlane diagrammen maken om te bepalen hoe een bepaalde proces wordt 
geïmplementeerd. 
 Voor klanten is het lastig om de waarde te bepalen en het doel helder te 
krijgen. 
 De rationale dient vastgelegd te worden, dit kan mede voor elkaar gekregen 
worden door de requirements te linken aan de implementatie. 
 Moet niet worden verward met laksheid! 
Respondent 3  We doen dit wel, maar is geen onderdeel van het proces. 
 De nadruk zou moeten liggen nadruk op functionele documentatie i.p.v. 
technische documentatie. 
Respondent 4  Configuration sheet 
 ‘Advantedge’: Per fase wordt aangegeven aan welke documenten opgeleverd 
dienen te worden. 
 Continu proces => wordt toegepast 
Respondent 5  Bij iedere wijziging dient duidelijk te zien voor wie de wijziging bestemt is, 
wat het oplevert en wat de kosten zijn van deze wijziging. Dit zou 
bewerkstelligd kunnen worden door het bijhouden van een centrale issuelijst. 
7. Multiple Project Views: Om effectief te communiceren met alle stakeholders en vanwege de 
complexiteit van het system, is er de behoefte aan een breed scala van presentatievormen. 
Respondent 1  Van te voren organiseren dat de klant meteen gaat testen na opleveren van 
(een deel) van het systeem en dat hij binnen een van te voren afgesproken 
periode issues meldt. De klant moet genoeg tijd hebben om te testen, te 
evalueren en de bevindingen te documenteren; dit geeft betere kwaliteit van 
de feedback. 
 Incrementele oplevering van het systeem zorgt voor Rapid Feedback 
 De tijd tussen iedere oplevering dient beperkt te worden tussen maximaal 6 
weken. Maar veel minder dan 6 weken geeft te weinig tijd voor het bouwen, 
documenteren en interne testen. Je moet voorkomen dat de testers zich 
implementators gaan voelen. 
 Na iedere oplevering dient te worden gestart met de voorbereidingen van de 
volgende oplevering; ideaal is dat al tijdens de implementatie gestart wordt 
met de voorbereidingen van de nieuwe oplevering. 
Respondent 2  Dit is van toepassing op COTS projecten: Managers hebben een andere 
behoefte dan de eindgebruikers of applicatie engineers. Hierbij is het wel 
nodig om de onderliggende relatie bewaken. 
Respondent 3  Elke stakeholder behoefte aan zijn eigen soort documentatie: 
- Gebruikers: UI, Managers: processen => van belang is om dit in lijn 
met elkaar te houden. 
 Je maakt pas documentatie als je het nodig hebt; hierdoor voorkom je dat je 
onnodige documentatie oplevert. 
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Respondent 4  2 vormen om issues te rapporteren: Gedetailleerde issuelist en een overview 
(ppt) voor de stuurgroep. 
 Maak gebruik van swimlanes => voor alle Stakeholders hetzelfde. 
 Features & Functions worden vastgelegd in template. 
Respondent 5  De gevisualiseerde bedrijfsprocessen zijn voor alle stakeholders te begrijpen. 
 Iedere stakeholder heeft zijn eigen soort documentatie nodig: Architectuur 
plaatjes voor het management, configuratie documentatie voor het beheer. 
8. Rapid Feedback: De tijd tussen een actie en de feedback hierop moet worden geminimaliseerd. 
Dit kan onder andere gerealiseerd worden door nauw samen te werken met de stakeholders. 
Respondent 1  Het project team moet “zo klein zijn als het kan en zo groot als het moet” => 
beter een klein team dat er langer over doet, want dit is beter te managen en 
hiermee betrek je ook de ‘tribal knowledge’ (kennis die niet is 
gedocumenteerd) en hierdoor verkleint ook de behoefte aan communicatie. 
 Documentatie is wel benodigd ter motivatie van bepaalde beslissingen. 
 Bij grote projecten is behoefte aan extra documentatie om alle 
implementators op de hoogte te houden. 
Respondent 2  Hier gaat het vaak mis in onze projecten, ook bij het toepassen van 
gedeeltelijk opleveringen: De verwachting is dat de eindgebruiker in relatief 
korte tijd feedback kan geven; hier wordt te weinig aandacht aangegeven en 
te weinig wordt de klant hierbij geholpen. bij COTS projecten krijgt de 
gebruiker snel te maken met een compleet systeem en dit is niet te 
ondervangen met training. Waarschijnlijk is dit op te lossen door: 
- Resource vrijmaken ter begeleiding 
- Training geven op basis van de oplossing 
 Klanten vinden het lastig om een issue te loggen: Is lastig; kost veel tijd om 
het nauwkeurig te omschrijven. Hierbij hebben ze hulp nodig. 
Respondent 3  Door het uitvoeren van de Maturity Reviews; 
 Eventuele aanpassingen in het systeem zijn lastig door te voeren omdat deze 
impact hebben op de rest van het beschreven proces waardoor deze ook 
aangepast dient te worden. 
Respondent 4  Het houden van Maturity Reviews. 
 Hoe korter, hoe beter; door de kortere cyclustijd hoeft er mindere geregeld te 
worden (plannen e.d.) en iedereen weet wat er van hem verwacht werd => 
wel afgebakende processen/scenario’s (zou doelstelling moeten zijn). 
Respondent 5  Na iedere oplevering is het nodig dat de gebruikers meteen het systeem gaan 
testen en binnen een van te voren afgesproken periode (bijv. binnen een 
week) terugkoppeling geven. 
 Om het testen van de gebruikers te versnellen is het nodig om hen hierbij 
ondersteuning te bieden door een lid van het implementatie team. 
9. Working Software Is The Primary Goal: Elke activiteit die niet direct bijdraagt aan de 
doelstelling van het produceren van werkende software, dient te worden onderzocht om de 
toegevoegde waarde ervan te bepalen. 
Respondent 1  De business use case dient te beschrijven wat het systeem moet doen en 
hiermee wordt voorkomen dat er onnodige features ingebouwd worden. 
 Goed testen voordat het systeem beschikbaar gemaakt wordt aan de 
gebruiker. 
 De consultant dient zijn eigen use case te presenteren tijdens de oplevering in 
hetzelfde systeem waar de klant ook gaat testen; dit ter controle dat de use 
case juist is geïmplementeerd. 
Respondent 2  Vanzelfsprekend; Binnen het project zijn ook activiteiten die hier niet aan 
bijdragen, maar deze kunnen wel belangrijk zijn. 
Respondent 3  Zoveel mogelijk OOTB. 
 Reviews sessies houden, om er zo achter te komen of de software voldoet. 
Respondent 4  Wordt niet afgedwongen in projecten; ‘Advantedge’ voorziet daar niet in. 
 De rol van Technical Manager draagt hieraan bij; hierdoor kunnen de 
technische projectmedewerkers zich focussen op de techniek en hoeven zij 
zich niet met randzaken bezig te houden. 
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Respondent 5  Het streven moet zijn om de oplossing zo veel mogelijk OOTB op te leveren. 
10. Travel light: Aangezien elke artefact moet worden onderhouden gedurende zijn levenscyclus, 
dient de inspanning die hiervoor nodig is te worden afgewogen tegen de waarde van het 
desbetreffende artefact. 
Respondent 1  Het project team moet “zo klein zijn als het kan en zo groot als het moet” => 
beter een klein team dat er langer over doet, want dit is beter te managen en 
hiermee betrek je ook de ‘tribal knowledge’ (kennis die niet is 
gedocumenteerd) en hierdoor verkleint de ook behoefte aan communicatie. 
 Documentatie is wel benodigd ter motivatie van bepaalde beslissingen. 
 Bij grote projecten is behoefte aan extra documentatie om alle 
implementators op de hoogte te houden. 
Respondent 2  Let op: Rationale vastleggen => requirements linken aan design 
 Persoonlijke voorkeur: Requirements helder => design maken => uitwerken 
=> agile niet verwarren met laksheid 
Respondent 3  Het systeem is de specificatie, dus er dient zo weinig mogelijk 
gedocumenteerd te worden. Wel is het nodig om de configuratie te 
documenteren. 
 De methode ‘Advantedge’ is relatief light. 
Respondent 4  Intern is dit ook lastig en dit dient zo efficiënt mogelijk te gebeuren; een 
voorbeeld hiervan is het gebruik van voorbeeld SVN voor het bijhouden van 
de configuraties waardoor er minder behoefte is om alle wijzigingen te 
documenteren. 
Respondent 5  Door het beschrijven en visueel maken van de bedrijfsprocessen is er minder 
behoefte aan uitvoerige documentatie. 
 Beperk de documentatie met betrekking tot het inrichten van het systeem; 
deze informatie is ook relatief eenvoudig uit het systeem te halen. 
XP techniek => wel of niet toepasbaar 
1. Planning game: Aan het begin van elke iteratie komen de stakeholders samen (klanten, 
managers en ontwikkelaars) om de volgende release te schatten en te plannen. 
Respondent 1 Wel 
Respondent 2 Wel, state gate meeting => probleem dat use case scenario’s niet beschikbaar zijn 
en ook niet goed genoeg beschreven. 
Respondent 3 Wel, release is Maturity Review. 
Respondent 4 Wel, Maturity Review planning meeting. 
Respondent 5 Wel, zie Sprint planning meeting. 
2. Small/short releases: Minimaal eens per maand wordt een nieuwe versie van het systeem 
vrijgegeven. 
Respondent 1 Wel, minimaal eens per 6 weken een oplevering. 
Respondent 2 Wel, maturity review. 
Respondent 3 Wel, Maturity Reviews. 
Respondent 4 Wel, Maturity Review. 
Respondent 5 Wel, vergelijkbaar met Sprints. 
3. Metaphor: De ontwikkelaars en de klant delen een gemeenschappelijk beeld van het systeem 
(‘metaphor’). 
Respondent 1 Niet, wellicht architectuur overview of business use case van de klant. 
Respondent 2 Niet, wel nastreven maar is heel lastig. 
Respondent 3 Niet 
Respondent 4 Niet, het Big Block komt hierbij het dichtste in de buurt. 
Respondent 5 Niet, wellicht architectuur overzicht. 
4. Simple design: De nadruk ligt op het ontwerpen van de meest eenvoudige oplossing. 
Respondent 1 Wel, zaken zo eenvoudig mogelijk 
Respondent 2 Wel, maar de klant wil vaak een lastige oplossing. In de ogen van de klant is de 
meest eenvoudige oplossing de meest geautomatiseerde en voor de leverancier is 
het de oplossing die met de minste effort kan worden gerealiseerd. 
Respondent 3 Wel, zoveel mogelijk OOTB. 
Respondent 4 Wel 
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Respondent 5 Wel, door zoveel mogelijk OOTB op te leveren. 
5. Testing: De ontwikkeling van nieuwe software wordt gestuurd door de testen. De functionele 
testplannen worden door de klant geschreven. 
Respondent 1 Niet, passen we niet toe want de klant heeft hiervoor de benodigde kennis niet en 
weet vaak ook nog niet hoe het systeem werkt. 
Respondent 2 Niet 
Respondent 3 Niet, niet met Advantedge; de use cases bepalen de testplannen 
Respondent 4 Niet, scenario beschrijving worden gebruikt als uitgangspunt; zou wel 
toegevoegde waarde hebben. 
Respondent 5 Niet, klant kent het systeem hiervoor nog niet goed genoeg voor. 
6. Refactoring: De ontwikkelaars zorgen continu voor herstructurering van het systeem om het zo 
eenvoudig mogelijk te houden. 
Respondent 1 Niet, want voor dit klant is het voordeel hier niet direct zichtbaar en wil hiervoor 
dus ook niet betalen. Een voorbeeld hiervan is optimaliseren van workflows. 
Respondent 2 Niet, gebeurt te weinig. 
Respondent 3 Niet veel, maar proberen te voorkomen => waarde/kosten moet duidelijk zijn. 
Respondent 4 Niet, rol bestaat wel binnen onze methodiek, maar wordt vaak niet uitgevoerd. 
Respondent 5 Wel, alleen is het lastig om de toegevoegde waarde hiervan zichtbaar te maken 
aan de klant. 
Wel / Niet  
7. Pair programming: Twee ontwikkelaars werken samen op een computer. 
Respondent 1 Niet 
 
Respondent 2 Niet 
Respondent 3 Niet 
Respondent 4 Niet 
Respondent 5 Niet 
8. Collective code ownership: Iedereen kan op elk moment de code wijzigen. 
Respondent 1 Wel, iedereen heeft toegang nodig tot de configuration sheet en hierdoor kun je 
sneller wijzigen implementeren. 
Respondent 2 Wel 
Respondent 3 Gedeeltelijk, iedereen kan wijzigingen voorstellen (bijv. configuration sheet), 
maar worden wel beoordeeld op impact door gatekeeper. 
Respondent 4 Wel, iedereen kan de configuratie wijzigen; wel gatekeeper. 
Respondent 5 Wel, wel is het nodig om hierop toe te zien (bijv. configuration manager). 
9. Continuous integration: Nieuwe code wordt zo snel mogelijk geïntegreerd in het systeem. 
Respondent 1 Wel, wordt geprobeerd door aanpassingen snel door te voeren en te verspreiden 
onder iedereen. 
Respondent 2 Wel, zo snel mogelijk in ontwikkeling omgeving. 
Respondent 3 Wel, heeft de voorkeur (wel aandacht voor rollback). 
Respondent 4 Wel, via Maturity Reviews. 
Respondent 5 Wel, door het systeem incrementeel op te leveren. 
10. 40-hour week: Het is toegestaan om maximaal 40 uur per week te werken. Als er twee 
aaneengesloten weken wordt overgewerkt, wordt dit gezien als een probleem dat opgelost dient te 
worden. 
Respondent 1 Niet 
Respondent 2 Niet 
Respondent 3 Niet, zouden we wel naar moeten streven => komt kwaliteit ten goede. 
Respondent 4 Niet 
Respondent 5 Niet 
11. On-site customer: De klant moet te allen tijde aanwezig en beschikbaar zijn voor het team. 
Respondent 1 Wel, zeer belangrijk. 
Respondent 2 Wel 
Respondent 3 Gedeeltelijk, klant moet wel beschikbaar zijn in het geval van vragen. 
Respondent 4 Wel, hoeft niet altijd; maar de beschikbaarheid van de klant is wel belangrijk. 
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Respondent 5 Wel, dit draagt bij aan de mogelijkheid om de klant te betrekken bij het 
implementatie proces. 
12. Coding standards: Regels voor het coderen bestaan. 
Respondent 1 Wel, door gebruik te maken van de configuration sheet legt iedereen op dezelfde 
wijze zijn/haar datamodelwijzigingen vast. 
Respondent 2 Wel 
Respondent 3 Wel 
Respondent 4 Wel 
Respondent 5 Wel, draagt bij aan een hogere kwaliteit. 
13. Open workspace: Het team werkt bij voorkeur in een grote open ruimte. 
Respondent 1 Wel, is belangrijk voor de communicatie. 
Respondent 2 Gedeeltelijk, is niet noodzakelijk: Sommige project medewerkers hebben een 
rustige ruimte nodig voor het uitvoeren van hun werkzaamheden. 
Respondent 3 Wel, makkelijk om elkaar vragen te stellen. 
Respondent 4 Wel 
Respondent 5 Wel, is belangrijk voor de communicatie. 
14. Just rules: Het team heeft zijn eigen regels die gevolgd worden, maar deze regels kunnen elk 
moment gewijzigd worden. 
Respondent 1 Wel, regels zijn er om te helpen (om mensen te disciplineren) en niet om tegen te 
werken. 
Respondent 2 Wel, men moet in staat te zijn om flexibel te zijn. 
Respondent 3 Wel, ongeschreven regels zijn van toepassing. 
Respondent 4 Wel 
Respondent 5 Wel, als regels in de weg zitten dienen ze aangepast te worden. 
Scrum techniek => wel of niet toepasbaar 
1. Product backlog: Definieert het resterende werk voor het product en bestaat uit een lijst van 
backlog items. 
Respondent 1 Wel, het is nodig use cases van te voren registreren en te plannen en daarnaast de 
issues te registreren en te plannen op een centrale lijst die voor het project team 
toegankelijk is. 
Respondent 2 Wel, wordt toegepast door het bijhouden van een punchlist, maar zou beter 
kunnen. 
Respondent 3 Wel, project plan en de punchlist. 
Respondent 4 Wel, overzicht van al de activiteiten die je hebt uitgevoerd en het overgebleven 
werk 
Respondent 5 Wel, dit maakt duidelijk wat er al gebeurt is en wat er nog dient te gebeuren. 
2. Effort estimation: Een iteratief proces waarbij de schattingen gedaan worden voor de backlog 
items. Het Scrum team samen met de klant is verantwoordelijk voor deze schattingen. 
Respondent 1 Wel, wordt gebruikt voor planning van de oplevering. 
Respondent 2 Wel, wordt wel gedaan, maar niet samen met klant. 
Respondent 3 Wel, globaal en per Maturity Review. 
Respondent 4 Wel, tijdens Maturity Planning meeting; samen met consultants (niet met klant). 
Respondent 5 Wel, dit maakt het mogelijk om de opleveringen te plannen en tevens de impact 
van wijzingen in kaart te brengen. 
3. Sprint: Tijdens de sprint wordt een nieuwe versie van het systeem geproduceerd. De gemiddelde 
duur van een sprint is vier weken. 
Respondent 1 Wel, de gedeeltelijke opleveringen. 
Respondent 2 Wel elke 6 weken een oplevering. 
Respondent 3 Wel, Maturity Reviews; ongeveer iedere 4 weken. Daarnaast 1 week testen door 
klant met hulp van Siemens. 
Respondent 4 Wel, Maturity Review. 
Respondent 5 Wel, dit is de gedeeltelijk oplevering. 
4. Sprint planning meeting: Tijdens deze vergadering wordt de inhoud bepaald van de volgende 
sprint en vastgelegd in de sprint backlog. 
Respondent 1 Wel, hier kun je de gedeeltelijk oplevering samen met de klant plannen. 
Respondent 2 Wel, maturity review meeting en stage gate meetings. 
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Respondent 3 Wel, Maturity Review planning. 
Respondent 4 Wel, Maturity Review planning meeting. 
Respondent 5 Wel, dit kan gebruikt worden om de gedeeltelijke opleveringen te plannen. 
5. Sprint backlog: Een lijst van product backlog items die geïmplementeerd worden in de volgende 
sprint. 
Respondent 1 Wel 
Respondent 2 Wel, issuelijst. 
Respondent 3 Wel, is dynamisch. 
Respondent 4 Wel, wordt bepaald tijdens Maturity Review planning meeting 
Respondent 5 Wel, nodig om aan te geven wat er opgeleverd gaat worden. 
6. Daily Scrum meeting: Korte dagelijks bijeenkomst van ongeveer 15 minuten met als doel om de 
voortgang te bewaken. 
Respondent 1 Wel, duren wel langer dan 15 min. (ongeveer 60 minuten). 
Respondent 2 Wel, alleen langer dan 15 minuten. 
Respondent 3 Wel, maar duren te lang. 
Respondent 4 Zelf niet toegepast, maar kan wel toegepast worden. 
Respondent 5 Wel, 15 minuten is wel kort. 
7. Sprint review meeting: Op de laatste dag van de sprint worden de resultaten (een werkend 
systeem) getoond aan de stakeholders. Deze stakeholders beoordelen het resultaat en beslissen 
over de volgende activiteiten. 
Respondent 1 Wel => Maturity review meeting 
  
Respondent 2 Wel, maturity review meeting => na de meeting, hebben de gebruikers een 
langere periode nodig om te testen => stakeholders bepalen niet de richting => 
NIET AGILE ! 
Respondent 3 Wel, laatste dag van de Maturity Review. 
Respondent 4 Wel, state gate meeting 
Respondent 5 Wel, geeft aan of de opgeleverde oplossing voldoet. 
Overige opmerkingen 
Respondent 1  Bij projecten zijn 3 variabelen van belang: Tijd, kosten (budget) en scope. Bij 
agile projecten liggen tijd en budget vast, waardoor de scope variabel wordt. 
 De kennis van de projectmedewerkers is belangrijk indien projecten op een 
agile manier worden uitgevoerd. Deze kennis betreft product kennis en ook 
industrie (domein) kennis. 
 Het uitvoeren van project op een agile manier stelt andere eisen aan het team: 
Iedereen is gelijkwaardig in het team en iedereen moet met kritiek kunnen 
omgaan op zijn/haar voorgestelde oplossing. 
Respondent 2  Wel wordt tegenwoordig wel een poging gedaan tot het toepassen van agile, 
maar eigenlijk is het meer een richting dan dat ze werkelijk toegepast 
worden. 
Respondent 3  
Respondent 4  Als het woord Agile wordt gebruikt, dan bestaat bij de klant als snel de 
verwachting dat er sprake is van software ontwikkeling. Maar het streven is 
bij onze projecten dat we zoveel mogelijk OOTB implementeren. 
 Het iteratief werken zou ook gebruikt kunnen worden tijdens vastleggen van 
de business processen. Het is voorwaarde dat de business processen definitief 
zijn, voordat er begonnen wordt met plannen van de Maturity Review 
meetings. 
 Fixed price issue! Door het scheiden van Validation & Implementation wordt 
het risico gespreid. 
 Doel is OOTB => klant moet zelf de business case aanleveren voor benodigde 
customizatie 
Respondent 5  
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1. Assume Simplicity: Vaak is de eenvoudigste oplossing ook de beste; het overbouwen van het systeem of 
van een artefact dient ten allen tijde te worden vermeden. De projectmanager moet de moed hebben om 
alleen die taken uit te voeren en alleen die artefacten te produceren die onmiddellijk voordeel opleveren 
voor de stakeholders. 
 
1) OOTB beginnen en dan de hiaten ontdekken.  1  2 2 3 
2) Maak onderscheid tussen het proces en het systeem.   1 4  2.8 
3) In het begin van het project, dien je het concept van proces en 
datamodel vast te leggen; hiervoor heb je nog geen software nodig. 
   2 3 3.6 
4) Beschrijf eerst de bedrijfsprocessen en probeer deze daarna te 
mappen op het systeem. 
  1 4  2.8 
5) Begin met het implementeren van het eenvoudigste bedrijfsproces; 
hiermee wordt voor elkaar kregen dat de gebruikers snel het systeem 
kunnen gebruiken voor het uitvoeren van hun bedrijfsprocessen. 
  3 1 1 2.6 
6) De oplossing niet mooier maken dan de klant vraagt.   1 2 2 3.2 
7) Tegen de klant ingaan en niet meteen alles willen automatiseren.   1 4  2.8 
2. Embrace Change: Diverse veranderingen zijn een natuurlijk onderdeel van een ERP project: Veranderde 
eisen, andere stakeholders, veranderde standpunten en hierdoor ook een veranderde doelstelling en 
criteria voor het succes van het project. 
 
8) Door het project op time & material-basis uit te voeren in plaats van 
fixed-price basis, is het mogelijk om open te staan voor wijzigingen. 
 1   4 3.4 
9) Leg niet teveel functionaliteit in een object vast.   2 2 1 2.8 
10) Definieer objecten pas als je ze nodig hebt.    2 3 3.6 
11) Door de bedrijfsprocessen te beschrijven en op basis hiervan het 
systeem in te richten, kan snel de impact bepaald worden van 
wijzingen. 
1  2 2  2 
12) Door het oplossing op te breken in componenten met een duidelijk 
input en output, is het relatief makkelijk om later wijzingen aan te 
brengen. 
   4 1 3.2 
13) Beperk aanmaak van attributen in het begin van het project.   1 3 1 3 
14) Mogelijkheden met betrekking tot wijzigingen zijn wel gelimiteerd 
door de software en hierbij dient ook rekening te onderhouden met 
toekomstige upgrades. 
   4 1 3.2 
15) Implementeer het proces eerst OOTB en bouw hierop dan verder door.  2  1 2 2.6 
3. Enabling The Next Effort: Zelfs als een werkend systeem wordt opgeleverd, kan het project als mislukt 
beschouwd worden. Naast het doel om te voldoen aan de behoeften van de betrokkenen, is het ook nodig 
om te waarborgen dat het systeem robuust genoeg is om te worden uitgebreid. 
 
16) Zoveel mogelijk OOTB blijven.   1 1 3 3.4 
17) Doordat de business use cases als uitgangspunt dienen voor de 
requirements, wordt de kans verkleind dat het opgeleverde systeem 
niet voldoet aan de behoefte van de business. 
  1 1 3 3.4 
18) Door het systeem op in kleine stappen op te leveren en beschikbaar te 
maken aan de gebruikers, wordt de kans verkleind dat het systeem 
niet voldoet. 
   2 3 3.6 
19) Eventuele aanpassingen in het systeem (customizaties) kunnen issues 
veroorzaken in het geval van upgrades; het streven dient te zijn om 
deze dan ook te beperken. 
   2 3 3.6 
 Resultaten vragenlijst Pagina 52 van 54 
 
  
0 1 2 3 4 
 














































3. Enabling The Next Effort: Zelfs als een werkend systeem wordt opgeleverd, kan het project als mislukt 
beschouwd worden. Naast het doel om te voldoen aan de behoeften van de betrokkenen, is het ook nodig 
om te waarborgen dat het systeem robuust genoeg is om te worden uitgebreid. 
 
20) Geen aanpassingen in de kern van de software, aangezien deze vrijwel 
zeker problemen gaan geven bij toekomstige upgrades. 
  1 2 2 3.2 
21) Bouwblokken gebruiken die herbruikbaar zijn.    1 4 3.8 
4. Incremental Change: Het is beter om een klein deel van het systeem op te leveren en dit gedeelte te laten 
evolueren op een incrementele wijze. 
 
22) Lever het systeem incrementeel op: Dit zorgt voor focus en maakt het 
behapbaar en geeft de klant de kans om het systeem te leren kennen; 
anders is het te veel in één keer voor de klant. 
   1 4 3.8 
23) Door de business use cases als uitgangspunt te nemen, kan het 
systeem per een of meerdere business use cases opgeleverd worden en 
beschikbaar gemaakt worden aan de gebruikers. 
   3 2 3.4 
24) Eerste concepten zijn belangrijk, omdat sommige keuzes lastig terug 
te draaien zijn (bijv. datamodel aanpassingen). 
   4 1 3.2 
25) De totale oplossing kan opgedeeld worden in functionele 
componenten en deze per component beschikbaar te maken aan de 
gebruikers. 
 2  3  2.2 
5. Maximize Stakeholder Value: Stakeholders investeren middelen (tijd, geld, faciliteiten, enz.) om een 
systeem te creëren dat aan hun behoeften voldoet. Zij verwachten dat hun investering op de beste manier 
zal worden toegepast. 
 
26) Maak gebruik van ervaringen bij andere klanten.    2 3 3.6 
27) Het is belangrijk te bepalen wat de klant nodig heeft en wat de klant 
daar voor wil betalen. 
  1 4  2.8 
28) Wellicht probleem: Klant heeft moeite en is ook terughoudend om 
waarde in geld uit te drukken; wellicht ook doordat er wantrouwen is 
t.o.v. de leverancier. 
   2 3 3.6 
29) Door de stakeholders zo snel mogelijk met het systeem te laten 
werken; hierdoor komt snel duidelijkheid over de juistheid van de 
processen juist en de geboden functionaliteit. 
   3 2 3.4 
30) Nadenken over voordelen voor de business door met de stakeholders 
hierover te overleggen. 
  1 2 2 3.2 
31) Betrek het hogere management; zorg ervoor dat het op de hoogte is 
van de baten, risico’s en ook de issues. 
   2 3 3.6 
32) Door snel live te gaan door OOTB te blijven.  2  3  2.2 
33) In het geval van gevraagde wijzigingen dient naast de benodigde 
effort, tevens de toegevoegde waarde van zo’n wijziging bepaald te 
worden. 
  1 2 2 3.2 
6. Manage With A Purpose: Door het creëren van artefacten die van waarde zijn voor de stakeholders: 
Identificeer wie het artefact nodig heeft en tevens wat het doel is van het creëren van dit artefact. 
 
34) Je architectuur documentatie dien je bij aanvang op orde te hebben.  1 2 1 1 2.4 
35) De nadruk zou moeten liggen nadruk op functionele documentatie 
i.p.v. technische documentatie. 
 2 1  2 2.4 
36) Bij iedere wijziging dient duidelijk te zien voor wie de wijziging 
bestemd is, wat het oplevert en wat de kosten zijn van deze wijziging. 
Dit zou bewerkstelligd kunnen worden door het bijhouden van een 
centrale issuelijst. 
 2 1 2  2 
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7. Multiple Project Views: Om effectief te communiceren met alle stakeholders en vanwege de complexiteit 
van het system, is er de behoefte aan een breed scala van presentatievormen. 
 
37) Elke stakeholder heeft behoefte aan zijn eigen soort documentatie: 
Bijvoorbeeld managers hebben een andere behoefte dan de 
eindgebruikers of applicatie engineers. Hierbij is het wel nodig om de 
onderliggende relatie bewaken. 
   3 2 3.4 
38) Je maakt pas documentatie als je het nodig hebt; hierdoor voorkom je 
dat je onnodige documentatie oplevert. 
 2  2 1 2.4 
39) De gevisualiseerde business use cases (‘swim lanes’) zijn voor alle 
stakeholders te begrijpen. 
 1 2  2 2.6 
8. Rapid Feedback: De tijd tussen een actie en de feedback hierop moet worden geminimaliseerd. Dit kan 
onder andere gerealiseerd worden door nauw samen te werken met de stakeholders. 
 
40) Incrementele oplevering van het systeem zorgt voor Rapid Feedback.    2 3 3.6 
41) De tijd tussen iedere oplevering dient beperkt te worden tussen 
maximaal 6 weken; hoe vaker, hoe beter. 
 2   3 2.8 
42) Na iedere oplevering is het nodig dat de gebruikers meteen het 
systeem gaan testen en binnen een van te voren afgesproken periode 
(bijv. binnen een week) terugkoppeling geven. 
 1  2 2 3 
43) Om het testen van de gebruikers te versnellen is het nodig om hen 
hierbij ondersteuning te bieden (bijv. door een lid van het 
implementatie team). 
   2 3 3.6 
44) Na iedere oplevering dient te worden gestart met de voorbereidingen 
van de volgende oplevering, zodat er niet te veel zit tussen de 
opleveringen. 
1   2 2 2.8 
9. Working Software Is The Primary Goal: Elke activiteit die niet direct bijdraagt aan de doelstelling van 
het produceren van werkende software, dient te worden onderzocht om de toegevoegde waarde ervan te 
bepalen. 
 
45) Het streven moet zijn om de oplossing zo veel mogelijk OOTB op te 
leveren. 
 1  2 2 3 
46) De rol van Technical Manager kan hier aan bijdragen; hierdoor 
kunnen de technische projectmedewerkers zich focussen op de 
techniek en hoeven zij zich niet met randzaken bezig te houden. 
   3 2 3.4 
47) Goed testen voordat het systeem beschikbaar gemaakt wordt aan de 
gebruiker. 
   2 3 3.6 
48) De business use case dient te beschrijven wat het systeem moet doen 
en hiermee wordt voorkomen dat er onnodige features ingebouwd 
worden. 
1   4  2.4 
49) De consultant dient zijn eigen use case te presenteren tijdens de 
oplevering in hetzelfde systeem waar de klant ook gaat testen; dit ter 
controle dat de use case juist is geïmplementeerd. 
1   3 1 2.6 
10. Travel light: Aangezien elke artefact moet worden onderhouden gedurende zijn levenscyclus, dient de 
inspanning die hiervoor nodig is te worden afgewogen tegen de waarde van het desbetreffende artefact. 
 
50) Documentatie is wel benodigd ter motivatie van bepaalde 
beslissingen. 
   3 2 3.4 
51) Door het beschrijven en visueel maken van de bedrijfsprocessen is er 
minder behoefte aan uitvoerige documentatie. 
1  1 3  2.2 
52) Beperk de documentatie met betrekking tot het inrichten van het 
systeem; deze informatie is ook relatief eenvoudig uit het systeem te 
halen. 
 2  2 1 2.4 
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53) Hoe groter het project team en hoe meer wisselend van samenstelling, 
des te meer documentatie is er benodigd ten behoeve van de 
communicatie tussen de projectleden onderling. 
 2  3  2.2 
 
