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Resumen En el contexto de testing, el uso de entradas generadas de
manera automa´tica, sobre las cuales se va a ejecutar el programa bajo
prueba, es una pra´ctica cada vez ma´s comu´n. En el caso particular de ti-
pos de datos complejos, como los encontrados en programacio´n orientada
a objetos, una de las te´cnicas utilizadas se basa en el uso de mecanismos
de reflexio´n provistos por el lenguaje, y especificaciones para evitar la ge-
neracio´n de entradas inva´lidas. Sin embargo, cuando las especificaciones
son de´biles pueden llevar a construir objetos espurios, es decir, inva´lidos
o no construibles por la API asociada al tipo del objeto. Estos objetos
pueden llevar a falsos negativos: tests que fallan cuando no existe un
bug e incrementan el trabajo del tester que debera´ filtrar los tests que
efectivamente evidencian un bug de aquellos que fallan solo por una en-
trada inva´lida; y falsos positivos: tests que deber´ıan fallar pero que no lo
hacen debido a que la entrada inva´lida enmascara el bug. En este traba-
jo evidenciaremos el problema mediante un ejemplo y delinearemos los
componentes y pasos necesarios para construir una te´cnica que detecte
cuando un objeto es inva´lido con respecto al API.
1. Introduccio´n
Garantizar que un producto de software realiza correctamente las tareas para
las cuales fue desarrollado corresponde a una de las tareas ma´s importantes en
ingenier´ıa de software. Corresponde a un problema indecidible que puede ser
atacado mediante enfoques anal´ıticos (ej.: ca´lculo de precondicio´n ma´s debil)
no completamente automatizables, o por un enfoque emp´ırico el cual puede ser
completamente automatizado.
Testing es uno de los enfoques ma´s utilizados para garantizar que un produc-
to de software realiza correctamente las tareas para las cuales fue desarrollado
[6,12,8]. Siendo el testing un enfoque emp´ırico, las garant´ıas que ofrece son de´bi-
les en comparacio´n con enfoques anal´ıticos. Aunque dentro de sus ventajas se
encuentra su facilidad de uso y su escalabilidad, este enfoque consiste en ejecutar
el programa bajo evaluacio´n sobre un conjunto (finito) de entradas y contrastar
el comportamiento del programa obtenido con el esperado [1]. Evidentemente
co´mo se elige el conjunto de entradas sobre las cuales evaluar al programa, tiene
un gran impacto en la garant´ıa de que el programa es correcto, cuando los tests
pasan.
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Generar tests de manera automa´tica es actualmente un a´rea importante de
investigacio´n en ingenier´ıa de software. Para comprender las dificultades de este
problema es necesario considerar las tres partes que constituyen un test. Pre-
paracio´n, la combinacio´n de los argumentos del programa a evaluar y el estado
del sistema sobre el que se va a ejecutar al mismo; Ejecucio´n, la ejecucio´n del
programa sobre el escenario anterior; Evaluacio´n, la evaluacio´n del comporta-
miento obtenido de la ejecucio´n del programa, incluyendo resultados y cambios
de estado del sistema, con respecto al comportamiento esperado. En este trabajo
nos centraremos en la generacio´n automa´tica de entradas.
Para tipos de datos ba´sicos como tipos primitivos, arreglos de tipos primi-
tivos, y algunas estructuras de datos, la generacio´n automa´tica de valores es
relativamente simple. Sin embargo, ciertas estructuras de datos requieren com-
binacio´n de me´todos con determinados valores y en un orden particular para
producir una instancia espec´ıfica de dicha estructura. Un caso simple es una
lista simplemente encadenada con cache de nodos (NodeCachingLinkedList [2]).
Esta estructura funciona como una lista simplemente encadenada con la diferen-
cia de que al eliminar un elemento de la lista, el nodo asociado se guarda en una
cache en lugar de dejar que el garbage collector lo elimine de la memoria, o para
evitar la llamada de me´todos de destruccio´n como en C++, luego al insertar un
elemento se reutilizan los nodos almacenados en la cache. Para esta estructura,
producir una instancia de una lista vac´ıa con dos nodos en la cache, requiere
llamar dos veces al me´todo insertar y luego dos veces al me´todo eliminar. En
la seccio´n 2 se mencionara´n las dos metodolog´ıas ma´s utilizadas para generar
entradas para tipos complejos de datos.
Una de las te´cnicas utilizadas para generar entradas de tipos complejos se
basa en el uso de mecanismos de reflexio´n e invariantes de representacio´n. Cuan-
do estos invariantes son de´biles, es decir, fallan en considerar aspectos cruciales
sobre la correcta implementacio´n de un tipo, estas te´cnicas pueden llevar a la
construccio´n de entradas inva´lidas. Nuestra propuesta es mostrar en detalles este
problema y sus efectos negativos en el contexto de testing, y esbozar una te´cnica
que permita la deteccio´n de estas entradas inva´lidas.
2. Preliminares
Como mencionamos, la generacio´n automa´tica de entradas para datos com-
plejos no es una tarea trivial. Los dos enfoques utilizados actualmente para la
generacio´n de entradas para estructuras de datos complejas son:
Generacio´n basada en reflexio´n y especificaciones, es utilizada en len-
guajes que proveen los mecanismos apropiados para modificar valores de un
objeto en tiempo de ejecucio´n, ignorando los modificadores de acceso al mismo
(ej.: modificar directamente el valor de un campo private en Java). No utilizar
la API para construir las entradas, lleva a que sea posible generar instancias
inva´lidas, por esto es que este tipo de generacio´n requiere que se provea una
especificacio´n del invariante del tipo de la entrada, comu´nmente provista por
un me´todo repOK que no toma para´metros y retorna si una instancia satisfa-
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ce o no el invariante del tipo. Herramientas basadas en este enfoque incluyen
Korat [3] para generacio´n de entradas, y TACO [5] como herramienta de ve-
rificacio´n automa´tica de especificaciones que utiliza reflexio´n y especificaciones
para construir contraejemplos1.
Generacio´n basada en secuencias de me´todos, que utiliza la API del
tipo de la entrada a generar para construir instancias particulares de la misma.
Este enfoque tiene la ventaja de no generar instancias inva´lidas si la implemen-
tacio´n es correcta, mientras que la generacio´n basada en reflexio´n puede utili-
zarse incluso si los me´todos de la API esta´n incorrectamente implementados o
directamente no esta´n provistos. EvoSuite [4] y Randoop [11] son ejemplos de
herramientas que generan entradas2 mediante el uso de secuencias de me´todos.
3. Objetos espurios en generacio´n automa´tica de entradas
En este trabajo nos vamos a centrar en la generacio´n de entradas de tipos
de datos complejos basada en reflexio´n y especificaciones, cuando e´stas u´ltimas
son de´biles, ma´s precisamente, cuando las instancias generadas no pueden ser
construidas mediante los me´todos asociados al tipo de la entrada (API ).
Es necesario, antes de continuar, introducir la nocio´n de invariante de re-
presentacio´n y que significa que e´ste sea de´bil: Un invariante de representacio´n
establece las propiedades que debe cumplir un objeto para ser considerado va´lido
con respecto al tipo abstracto que representa3 [9].
Si la especificacio´n utilizada es muy de´bil habra´ instancias de un tipo concre-
to que sean erro´neamente consideradas como representaciones va´lidas del tipo
abstracto. Por ejemplo, que el invariante de NodeCachingList no exija que un
nodo no pertenezca al mismo tiempo a la cache y a la lista.
A modo de motivacio´n, consideremos un grafo dirigido DirectedGraph im-
plementado mediante listas de adyacencias. La implementacio´n se basa en un
arreglo de ve´rtices donde cada uno posee un identificador y una lista de ve´rtices
adyacentes. El grafo de la Figura 1a deber´ıa estar representado por un arreglo
de 3 ve´rtices con, etiqueta 1 y la lista L1(2,3) para el primero, etiqueta 2 y lista
L2(2,3) para el segundo, y finalmente etiqueta 3 y lista L3() para el tercero.
Si bien los me´todos de grafos sobre listas de adyacencias deber´ıan asegurar la
representacio´n para la instancia anterior, una construccio´n basada en reflexio´n
podr´ıa utilizar la misma lista para los ve´rtices 1 y 2, tal como se muestra en la
Figura 1b, si la especificacio´n del invariante no verifica que cada ve´rtice debe
estar asociado con una lista u´nica. Al utilizar Korat para generar instancias de
DirectedGraph una de las obtenidas es justamente la que acabamos de presentar.
1 Entradas particulares que cumplen con la precondicio´n del programa a evaluar pero
causan que se viole la postcondicio´n del mismo.
2 Como parte de generacio´n automa´tica de tests
3 Desde otra perspectiva, un invariante de representacio´n define el subconjunto de
todas las instancias de un tipo concreto que representan a un tipo abstracto.
4 A modo de simplificacio´n solo se muestran los ve´rtices del grafo con sus correspon-
dientes listas de adyacentes.
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(a) Grafo dirigido con tres nodos.
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(b) Instancia inva´lida representando el gra-
fo en la Figura 1a.4
Figura 1: Ejemplo de objeto espurio.
En el contexto de testing, la segunda instancia podr´ıa llevar a falsos negativos,
es decir, un test que falla porque la entrada es inva´lida; y a falsos positivos cuando
existe un bug pero no es detectado porque la entrada inva´lida hace que e´ste no
sea visible. Consideremos la API de DirectedGraph de la Figura 2 y los dos tests
de la Figura 3.
El primer test de la Figura 3 falla porque al usar la misma lista de adyacentes
para los ve´rtices 1 y 2, al conectar 1 con 1, tambie´n se conecta 2 con 1. El segundo
test utiliza la misma instancia del anterior, y el me´todo disconnectVertex que
esta´ incorrectamente implementado, sin embargo el test pasa porque al estar
compartida la lista de adyacentes entre los ve´rtices 1 y 2, eliminar el ve´rtice 3
de los adyacentes del ve´rtice 1 logra el mismo efecto para el ve´rtice 2.
4. Detectando objetos espurios
Dado un objeto generado mediante reflexio´n, y la API asociada al tipo del
mismo, detectar si este objeto es inva´lido consiste en verificar que e´ste no perte-
nece al conjunto de todos los objetos construibles mediante la API. Considerando
que generar todo el conjunto de objetos construibles resulta imposible o suma-
mente ineficiente en el mejor caso, es necesario considerar el siguiente problema:
Dado un objeto y una API, buscar si existe una secuencia de operaciones
provistas por la misma que permita construir el objeto.
Esto es consistente con un problema de bu´squeda, en el sentido general ya
que el problema consiste en buscar una solucio´n en un conjunto de soluciones
candidatas, a continuacio´n analizaremos todos los subproblemas que requieren
ser resueltos antes de poder desarrollar una te´cnica para detectar si un objeto
generado mediante reflexio´n es inva´lido (no construible mediante la API) o si
es posible su construccio´n, en cuyo caso se deber´ıa proveer una secuencia de
operaciones que lo construye.
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public c lass DirectedGraph {
/∗
∗ Los ve´ r t i c e s de l grafo , cada Vertex t i ene una
∗ e t i que ta asociada y una l i s t a de adyacentes .
∗/
private Vertex [ ] v e r t i c e s ;
/∗∗
∗ Crea un nuevo grafo con n ve´ r t i c e s
∗/
public DirectedGraph ( int n) { . . . }
/∗∗
∗ Conecta e l ve´ r t i c e a con e l ve´ r t i c e b
∗/
public void addEdge ( int a , int b) { . . . }
/∗∗
∗ Remueve la conexi o´n de l ve´ r t i c e a a l b
∗ (no remueve la conexi o´n inversa )
∗/
public void removeEdge ( int a , int b) { . . . }
/∗∗
∗ Remueve todas l a s conexiones hacia un nodo
∗/
public void di sconnectVertex ( int a ) {
for ( Vertex v : v e r t i c e s ) {
i f ( connected (v . label , a ) ) {
removeEdge (v . label , a ) ;
break ; //bug
}
}
}
/∗∗
∗ Retorna true s i y so lo s i e x i s t e un camino
∗ desde e l ve´ r t i c e a a l ve´ r t i c e b
∗/
public boolean connected ( int a , int b) { . . . }
}
Figura 2: Implementacio´n de la clase DirectedGraph.
4.1. Representacio´n
Representar a cada elemento en el espacio de bu´squeda directamente como
un objeto construido mediante la API es posible pero lleva acarreado varios
problemas: dificultad en obtener la secuencia de operaciones que lo construye,
para obtener a la misma ser´ıa necesario llevar un historial de que operaciones (y
con que valores) fueron aplicadas; y dificultad en la implementacio´n de enfoques
asociados a algoritmos gene´ticos, teniendo en cuenta que los elementos dentro de
estos algoritmos se deben representar en forma de genes para las operaciones de
crossover en donde los genes de dos candidatos son entrecruzados para generar
un nuevo candidato [10]. A partir de estas observaciones creemos que la mejor
representacio´n ser´ıa utilizar la secuencia de operaciones (junto a sus argumentos)
que construye cada objeto en el espacio de bu´squeda.
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@Test
public void addEdgeTest ( ) {
//Falso negativo , e l t e s t f a l l a pero no e x i s t e un bug
DirectedGraph graph = inva l i d I n s t an c e ( ) ;
graph . addEdge (1 , 1 ) ;
a s se r tTrue ( graph . connected (1 , 1 ) ) ;
a s s e r tFa l s e ( graph . conneted (2 , 1 ) ) ; // f a l l a
}
@Test
public void disconnectNodeTest ( ) {
//Falso pos i t i vo , e l t e s t pasa cuando e x i s t e un bug
DirectedGraph graph = inva l i d I n s t an c e ( ) ;
graph . d i sconnectVertex (3 ) ;
a s s e r tFa l s e ( graph . connected (1 , 3 ) ) ; //no f a l l a
a s s e r tFa l s e ( graph . connected (2 , 3 ) ) ; //no f a l l a
a s s e r tFa l s e ( graph . connected (3 , 3 ) ) ; //no f a l l a
}
Figura 3: Dos tests para DirectedGraph en donde el tester piensa utilizar el grafo
de la Figura 1a pero obtiene la representacio´n inva´lida de la Figura 1b.
4.2. Exhaustividad del espacio de bu´squeda
El problema tal como fue planteado anteriormente requiere acotar el espacio
de bu´squeda, dentro de las cotas provistas es posible considerar de manera ex-
haustiva a todas las secuencias de operaciones a analizar, o puede considerarse
un subconjunto. La ventaja de no hacer un ana´lisis exhaustivo es principalmente
la disminucio´n en los recursos requeridos (tiempo y memoria principalmente), la
desventaja es que no ser exhaustivo puede llevar a no encontrar una secuencia de
operaciones que existe dentro de las cotas consideradas, aumentando las chances
de dar una respuesta negativa y que se utilicen cotas ma´s grandes que las ne-
cesarias para intentar encontrar una secuencia que construya al objeto buscado.
Esto lleva a una observacio´n importante, si el objeto no pudo ser construido
no necesariamente significa que e´ste sea inva´lido, solo que dentro del espacio de
candidatos evaluado, no existe una secuencia de operaciones que lo construya.
A modo de ejemplo consideremos un tipo List con solo el me´todo add(int),
que agrega un valor al final de la lista, y la instancia (3,3). Las cotas que se deben
establecer son la longitud ma´xima de las secuencias y que valores se van a utilizar
(en este caso por el me´todo add(int)). Definir que valores asignar a estas cotas
no es un problema trivial, cotas muy restrictivas llevan a no poder encontrar
la secuencia que construye el objeto, incluso cuando e´sta existe; mientras que
cotas muy relajadas tienen asociadas un crecimiento del espacio de bu´squeda,
considerando una solucio´n por bu´squeda basada en recorrido de a´rboles (Depth
First Search, Breadth First Search, Best First Search, etc), el taman˜o del espacio
de bu´squeda esta´ dado por la formula
∑h
i=0m
i, con h la cota establecida para el
taman˜o ma´ximo de las secuencias de operaciones a considerar, y m por cuantas
operaciones y valores utilizar. Espec´ıficamente para el ejemplo de List, h es el
taman˜o ma´ximo de las listas, ym la cantidad de valores a utilizar para el me´todo
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add(int). En la Figura 4 se muestra el a´rbol de bu´squeda para el ejemplo de
anterior con las cotas mencionadas.
new List()
. . . new List()
add(2)
new List()
add(2)
add(1)
. . .
new List()
add(3)
new List()
add(3)
add(3)
Figura 4: Bu´squeda para la lista (3,3) dentro de un espacio acotado de todas
las listas de taman˜o 0 a 3 con valores a insertar del 1 al 3 y solo utilizando el
constructor vac´ıo y el me´todo add(int).
4.3. Operaciones redundantes y observadoras
Me´todos observadores: No todas las operaciones asociadas a un tipo realizan
modificaciones al estado, muchas permiten observar datos del objeto (ya sean
datos computados a partir del estado, ej.: List#contains(int), o acceso de lectu-
ra a valores espec´ıficos, ej.: List#size()). Estas operaciones nunca deber´ıan ser
necesarias para construir un objeto particular, y a su vez incrementan el espacio
de bu´squeda.
Detectar cuando una operacio´n es observadora corresponde a un problema
indecidible, aunque es posible dar soluciones aproximadas. En [7] los autores pre-
sentan un sistema de tipos junto a verificacio´n esta´tica para identificar me´todos
observadores (llamados tambie´n puros).
Operaciones redundantes: No es raro encontrar APIs que definen operaciones
similares donde una se puede definir en base a la otra, como por ejemplo las
operaciones de add(int) y add(int, int) de List que agregan un elemento al final
de la lista o en un ı´ndice particular respectivamente, es posible definir la primera
a partir de la segunda como add(i) = add(i, size()). Este tipo de operaciones
no son equivalentes pero generan un conjunto de secuencias representando al
mismo objeto lo que a su vez lleva a incrementar el espacio de bu´squeda. Si bien
este tambie´n es un problema indecidible, resulta incluso ma´s complejo dar una
solucio´n aproximada.
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4.4. Evaluacio´n de un candidato
Finalmente un punto muy importante en todo problema de bu´squeda es
poder determinar cuando la solucio´n es finalmente encontrada. Para el proble-
ma planteado en este trabajo, esta evaluacio´n debera´ constatar si el objeto de
entrada fue construido por alguna secuencia. La comparacio´n se debera´ hacer
entre el objeto a buscar y el objeto generado por la secuencia bajo evaluacio´n.
Comu´nmente funciones como equals o compareTo podr´ıan ser utilizadas pero
tal como la funciones de hash o de representacio´n (al estilo toString() en Java)
muchas veces ignoran ciertos valores de una estructura, o utiliza valores que no
hacen a la misma, particularmente en Java el hash por defecto contiene valores
aleatorios, esto lleva a que objetos distintos puedan ser considerados iguales o
que objetos iguales puedan ser considerados distintos, ambos casos son perjudi-
ciales para el proceso de bu´squeda. Tambie´n es necesario considerar que estas
funciones pueden no estar provistas, o aplicarlas sobre un objeto inva´lido puede
llevar a excepciones.
5. Delineamientos para detectar un objeto espurio
En base a lo discutido en la seccio´n 4 delinearemos a continuacio´n una te´cnica
para detectar objetos espurios. El objetivo es dar un punto de inicio para el desa-
rrollo de una te´cnica eficaz, siempre dentro del contexto de bu´squeda acotada,
y eficiente.
Nuestro primer enfoque se basa la generacio´n exhaustiva acotada de objetos
mediante la API, para la construccio´n del espacio de bu´squeda. El resultado
de esta etapa es un conjunto de objetos, la ventaja de este enfoque inicial es
que es posible cambiar la herramienta de generacio´n del espacio de bu´squeda
sin tener que modificar la bu´squeda en el espacio de candidatos. La evaluacio´n
de candidatos, es decir, dado un candidato c evaluar si se cumple equal(c, o)
donde o representa el objeto objetivo, requiere una representacio´n de los objetos
a comparar, anteriormente en 4.1 se menciono´ el uso de funciones provistas por
el mismo objeto (equals, compareTo, hashCode, y toString), todas con problemas
asociados. Creemos que una representacio´n basada en recorrer la estructura de
un objeto siguiendo un orden determinado de los campos (como recorrido Depth
first search) permite independizarse de la existencia y correcta implementacio´n
de los me´todos anteriores evitando que informacio´n necesaria no sea considerada
e informacio´n irrelevante (como el hash por defecto de cada objeto) lo sea.
La generacio´n exhaustiva acotada basada exclusivamente en el uso de ope-
raciones de la API presenta dos problemas importantes: pueden existir varias
secuencias de operaciones que generen el mismo objeto; y acotar el taman˜o de
las secuencias generadas no necesariamente acota de la misma forma a la estruc-
tura, a modo de ejemplo consideremos una NodeCachingList, para construir la
lista que tiene un solo elemento y dos nodos en la cache es necesario 6 operacio-
nes: la construccio´n de la lista, agregar 3 elementos y eliminar 2; mientras que
la estructura solo contiene 2 nodos en la cache y 1 en la lista. Por lo tanto es
necesario que la herramienta permita utilizar cotas sobre la estructura. Obtener
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automa´ticamente las cotas a utilizar representa un subproblema muy complejo
de resolver, nuestro enfoque considera que las cotas a utilizar son provistas por
el usuario. A su vez, la exhaustividad de la generacio´n estara´ basada en los ob-
jetos a generar, en lugar de las secuencias a generar. Para esto consideraremos
todas las relaciones entre campos y valores de acuerdo a las cotas provistas y
el objetivo consiste en “cubrir” todas las relaciones durante la generacio´n del
espacio de candidatos.
Finalmente la bu´squeda es inicialmente lineal, tal como se puede apreciar en el
algoritmo de la Figura 5, en donde generateCandidates representa la herramienta
de generacio´n exhaustiva, basada exclusivamente en el uso de operaciones de
la API, y fieldBasedRepresentation es el me´todo que retorna la representacio´n
discutida anteriormente.
Para retornar una secuencia de operaciones que construye a un objeto solo
es necesario considerar los candidatos como listas de operaciones y disponer de
un me´todo que retorne un objeto a partir de estas operaciones.
i sVa l i d ( Object o , Bounds b) {
List<Object> cand idates = generateCandidates (b) ;
Representat ion oRep = f i e ldBasedRepre s en ta t i on ( o ) ;
for ( Object c : cand idates ) {
Representat ion cRep = f i e ldBasedRepre s en ta t i on ( c ) ;
i f ( oRep . equa l s ( cRep ) ) {
return true ;
}
}
return fa l se ;
}
Figura 5: Algoritmo inicial para deteccio´n de objetos inva´lidos.
6. Conclusiones
Hemos presentado el problema de objetos inva´lidos en la generacio´n au-
toma´tica de entradas basada en mecanismos de reflexio´n y especificaciones. Ini-
cialmente presentamos un ejemplo de un tipo para el cual la herramienta Korat
genera un objeto inva´lido. Luego presentamos el problema de deteccio´n de ob-
jetos inva´lidos como un problema de bu´squeda detallando que subproblemas
surgen. Finalmente dimos un esbozo de una te´cnica para detectar estos casos.
Es importante destacar que el ejemplo mostrado fue satisfactoriamente detec-
tado con una implementacio´n inicial del algoritmo propuesto. Sin embargo es
claro ver que este enfoque no escala al considerar objetos “ma´s grandes” que
requieren aumentar las cotas utilizadas y por ende realizar la bu´squeda sobre
un espacio de candidatos mucho mayor. Esto abre una v´ıa de investigacio´n para
resolver este problema de manera ma´s eficiente, considerando el objetivo final
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de obtener la secuencia que construye (si existe dentro de las cotas provistas) un
objeto particular.
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