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Abstrakt
Cı´lem te´to diplomove´ pra´ce bylo vytvorˇit na´stroj, ktery´ je schopen generovat ko´d hybrid-
nı´ho funkciona´lnı´ho jazyka e-PFL, urcˇene´ho k modelova´nı´ vestavny´ch syste´mu˚ z poskyt-
nuty´ch diagramu˚ jazyka UML, popisujı´cı´ch dany´ syste´m. V teoreticke´ cˇa´sti je obsazˇeno
kra´tke´ prˇedstavenı´ jazyka e-PFL, da´le kra´tky´ popis jazyka UML, u ktere´ho byl kvu˚li
obecne´ zna´mosti kladen du˚raz spı´sˇe na ne prˇı´lisˇ pouzˇı´vane´ diagramy a take´ prˇedstavenı´
UML profilu MARTE. Tento profil rozsˇirˇuje jazyk UML o mozˇnosti modelova´nı´ vestav-
ny´ch syste´mu˚. Da´le je zde obsazˇena analy´za proble´mu transformace diagramu˚ na ko´d,
samotne´ implementace na´stroje a dva uka´zkove´ prˇı´klady.
Klı´cˇova´ slova: UML, funkciona´lnı´ jazyky, generova´nı´ ko´du, e-PFL, MARTE, vestavne´
syste´my
Abstract
The purpose of this master thesis was the creation of a tool that is able to generate a code
of a e-PFL hybrid functional language from provided UML diagrams. This language is
designed to embedded systems modeling. The theoretical part contains a short introduc-
tion to e-PFL language, a brief description of the well known UML language with focus
to newly added diagrams and introduction to MARTE profile. MARTE profile extends
the UML language modeling capabilities for embedded systems. Second part consists of
transformation analysis, description of tool implementation and two examples of tool
use.
Keywords: UML, functional languages, code generation, e-PFL, MARTE, embedded
systems
Seznam pouzˇity´ch zkratek a symbolu˚
UML – Unified Modeling Language
OMG – Object Management Group
XMI – XML Metadata Interchange
MARTE – Modeling and Analysis of Real Time and Embedded systems
e-PFL – Embedded Process Functional Language
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51 U´vod
Vestavne´ syste´my v soucˇasne´ dobeˇ tvorˇı´ du˚lezˇitou cˇa´st nasˇeho zˇivota a v budoucnosti
jejich rozsˇı´rˇenı´ da´le poroste. Jako prˇı´klad mohou slouzˇit trˇeba gridove´ energeticke´ sı´teˇ
cˇi chytre´ doma´cnosti, cˇi obycˇejne´ doma´cı´ spotrˇebicˇe. Ve velke´ cˇa´sti prˇı´padu˚ jde take´ o
kriticke´ syste´my, jejichzˇ vy´padky mohou zpu˚sobit znacˇne´ sˇkody. Tyto syste´my zacˇı´najı´
take´ ve velke´ mı´rˇe komunikovat mezi sebou a tı´m pa´dem naby´vajı´ na komplexnosti. Na
druhou stranu zde vznika´ tlak na co nejveˇtsˇı´ zkra´cenı´ cˇasu uvedenı´ novy´ch vestavny´ch
zarˇı´zenı´ a syste´mu˚ na trh.
Snı´zˇit riziko mozˇne´ho selha´nı´ syste´mu a tı´m i na´klady na prˇı´padne´ pozdeˇjsˇı´ opravy
a u´pravy (ktere´ mohou beˇhem plne´ho nasazenı´ dane´ho syste´mu ru˚st do astronomicky´ch
vy´sˇek) na u´plne´ minimum lze du˚kladnou analy´zou a na´vrhem pozˇadovane´ho syste´mu.
Kvu˚li naru˚stajı´cı´ spletitosti syste´mu˚ je analyzova´nı´ a na´vrh syste´mu˚ cˇı´m da´l tı´m slozˇi-
teˇjsˇı´ a zejme´na u komplexneˇjsˇı´ch vestavny´ch syste´mu˚ s velky´m mnozˇstvı´m paralelneˇ
pracujı´cı´ch prvku˚ mu˚zˇe by´t teˇzˇke´ nale´zt mozˇne´ kriticke´ body. V tomto smeˇru mu˚zˇe by´t
velmi na´pomocny´ naprˇı´klad jazyk e-PFL, urcˇeny´ pro modelova´nı´ vestavny´ch syste´mu˚,
umozˇnˇujı´cı´ simulovat funkce a vza´jemnou komunikaci mezi prvky modelovane´ho sys-
te´mu.
U´cˇelem te´to pra´ce bylo zamyslet se nad mozˇnostmi generova´nı´ ko´du jazyka e-PFL z
diagramu˚ jazyka UML, ktery´ zacˇı´na´ by´t vyuzˇı´va´n prˇi navrhova´nı´ vestavny´ch syste´mu˚ a
na´sledneˇ vytvorˇit na´stroj, ktery´ toto generova´nı´ umozˇnı´ a ktery´ by mohl prˇı´padneˇ slouzˇit k
urychlenı´ procesu analy´zy vestavne´ho syste´mu pomocı´ jazyka e-PFL. Vytvorˇene´ diagramy
pak take´ mohou slouzˇit take´ prˇi tvorbeˇ dalsˇı´ch artefaktu˚ procesu tvorby syste´mu, cˇi ke
snadneˇjsˇı´mu pochopenı´ kontextu, ve ktere´m dosˇlo k prˇı´padne´ chybeˇ beˇhem simulace.
62 Jazyk e-PFL
2.1 Prˇedstavenı´ jazyka
Jazyk e-PFL (Embedded Process Functional Language - Vestavny´ procesneˇ funkciona´lnı´
jazyk) je hybridnı´ funkciona´lnı´ jazyk, ktery´ je urcˇen pro modelova´nı´ a analy´zu vestav-
ny´ch syste´mu˚ v rany´ch fa´zı´ch vy´voje [1]. Slouzˇı´ k tvorbeˇ funkcˇnı´ho modelu vestavne´ho
syste´mu cˇi alesponˇ jeho neˇjake´ cˇa´sti. Tento jazyk vznik z jazyka PPFL (Parallel Process
Functional Language). Jazyk PPFL byl vytvorˇen kvu˚li potrˇebeˇ tvorby soubeˇzˇneˇ pra-
cujı´cı´ch procesu˚, urcˇeny´ch pro simulaci paralelneˇ spolupracujı´cı´ch funkcˇnı´ch jednotek
vestavne´ho syste´mu. Samotny´ jazyk PPFL zde rozsˇirˇuje jazyk PFL (Process Functional
Language). Ten vycha´zı´ z cˇisteˇ funkciona´lnı´ podmnozˇiny jazyka Haskell a tu obohacuje o
mozˇnost pouzˇitı´ promeˇnny´ch [1].
Jako funkciona´lnı´ jazyk ma´ jazyk e-PFL jednoduchou syntaxi, ktera´ je snadno pocho-
pitelna´ a umozˇnˇuje rychlou tvorbu spustitelne´ho na´vrhu vestavne´ho syste´mu. Umozˇnˇuje
tak v rany´ch cˇa´stech vy´voje syste´mu jesˇteˇ na vysoke´ u´rovni abstrakce analyzovat spusti-
telny´ model vestavne´ho syste´mu a odhalit prˇı´padne´ chyby a nedostatky.
2.2 Syntaxe
Jednotlive´ prvky a pomocne´ funkce jsou definova´ny v za´kladnı´m modulu nazvane´m
Prelude.
Reprezentantem zarˇı´zenı´ simulovane´ho vestavne´ho syste´mu je zde prvek nazvany´
Device. Reprezentuje funkcˇnı´ jednotku dane´ho syste´mu. Definovane´ jednotky Device jsou
slozˇeny z vestavny´ch procesu˚. Tyto procesy jsou popsa´ny datovy´m typem EmbProcess. Ka-
zˇdy´ proces zde reprezentuje jednu funkci vykona´vanou definovanou funkcˇnı´ jednotkou.
Definice teˇchto procesu˚ obsahujı´ vstupnı´ a vy´stupnı´ promeˇnne´, reprezentujı´cı´ komunika-
cˇnı´ kana´ly. Kazˇda´ vstupnı´ cˇi vy´stupnı´ promeˇnna´ procesu zde reprezentuje urcˇity´ vstup cˇi
vy´stup dane´ funkcˇnı´ jednotky. Stejneˇ nazvana´ promeˇnna´ u ru˚zny´ch funkcˇnı´ch jednotek
zde reprezentuje jeden spolecˇny´ komunikacˇnı´ kana´l. Vestavny´ proces mu˚zˇe by´t proveden
pouze v prˇı´padeˇ, kdy jsou dostupne´ vsˇechny vstupnı´ promeˇnne´, tzn. zˇe jsou v odpo-
vı´dajı´cı´ch komunikacˇnı´ch kana´lech umı´steˇny neˇjake´ hodnoty. Na dane´m zarˇı´zenı´ mu˚zˇe
by´t prova´deˇn najednou pouze jeden proces. Proces lze prove´st pouze tehdy, pokud majı´
vstupnı´ komunikacˇnı´ kana´ly dane´ho procesu nastavenu neˇjakou hodnotu. Proble´m zde
nasta´va´, pokud je k prova´deˇnı´ prˇipraveno vı´ce procesu˚ najednou. Proto musı´ by´t defi-
nova´n postup vy´beˇru urcˇite´ho procesu k provedenı´. V jazyce e-PFL lze v tomto smeˇru
vyuzˇı´t dva zpu˚soby - Fair a Unfair. Tento prˇı´stup lze urcˇit prˇi definici dane´ funkcˇnı´
jednotky prˇı´mo v ko´du (viz definice zarˇı´zenı´ sensor ve vy´pisu ko´du 1 nı´zˇe).
Prˇı´stup typu Fair zde znamena´, zˇe jsou vybı´ra´ny elementy na nizˇsˇı´ u´rovni tak, aby
kazˇdy´ potomek ve stromeˇ meˇl stejnou mozˇnost by´t vybra´n [1]. Prˇı´stup typu Unfair zase
znamena´ vy´beˇr procesu podle porˇadı´ v pu˚vodnı´ definici funkcˇnı´ jednotky [1].
Vstupnı´ hodnoty, reprezentovane´ komunikacˇnı´mi kana´ly ztotozˇneˇny´mi s parametry
vestavne´ho procesu jsou procesem prˇi jeho provedenı´ zkonzumova´ny [1]. Po provedenı´ se
dany´ proces snazˇı´ vy´sledek zapsat do komunikacˇnı´ch kana´lu˚, ktere´ jsou reprezentova´ny
7vy´stupnı´mi parametry. Pokud se to procesu nepodarˇı´ - tzn. zˇe je dany´ komunikacˇnı´
kana´l obsazen, nenı´ bra´n jako ukoncˇeny´. Ukoncˇeny´m se stane teprve, azˇ se za´pis do
odpovı´dajı´cı´ho kana´lu podarˇı´.
Funkcˇnı´ jednotky mohou by´t rozdeˇleny do komponent. Ty jsou definova´ny pomocı´
datove´ho typu EmbSystem. Tento typ ma´ dva datove´ konstruktory. Prvnı´m z nich je
Emulator. Prˇi pouzˇitı´ tohoto konstruktoru nebude pro danou komponentu generova´n
cı´lovy´ ko´d, bude pouzˇita pouze prˇi simulaci. Druhy´ konstruktor (ESComponent) ma´ dva
parametry. Pomocı´ prvnı´ho je definova´n na´zev komponenty, druhy´ umozˇnˇuje definovat
prostrˇednı´ka. Prostrˇednı´k zde v podstateˇ reprezentuje jazyk, ve ktere´m bude generova´n
ko´d deklarovane´ komponenty.
Vlastnosti spousˇteˇny´ch komponent lze jesˇteˇ prˇed spusˇteˇnı´m upravovat. Teˇchto u´prav
lze docı´lit pomocı´ anotacı´. Ty jsou definova´ny datovy´m typem Annotation. Programa´to-
rem pouzˇitelnou je zde naprˇı´klad anotace rename, slouzˇı´cı´ pro prˇejmenova´nı´ neˇktere´ho
ze vstupu˚ cˇi vy´stupu˚ urcˇite´ komponenty [1]. Touto anotacı´ tak lze upravovat zapojenı´
jednotlivy´ch komponent a upravit tak vy´slednou strukturu simulovane´ho vestavne´ho
syste´mu.
Po spusˇteˇnı´ simulace jizˇ do struktury a funkcˇnosti jednotlivy´ch komponent syste´mu
zasahovat nelze [1]. Spusˇteˇnı´ cele´ho syste´mu je provedeno ve funkci main. Spusˇteˇnı´ sa-
motny´ch komponent obstara´va´ funkce startDevice. Ta prˇijı´ma´ trˇi vstupnı´ parametry -
zarˇı´zenı´, ktere´ bude dana´ komponenta reprezentovat (typ Device), na´sledneˇ komponentu
(typ EmbSystem) a nakonec pole anotacı´, ktere´ spousˇteˇnou komponentu prˇed spusˇteˇnı´m
upravujı´.
2.3 Uka´zkovy´ prˇı´klad pouzˇitı´ syntaxe
import “Prelude.pfl”
...
sensorOutput :: a Integer −> ...
...
calibration :: ...
...
sensor :: Device
sensor = Unfair [Process sensorOutput, Process calibration]
...
sensorOne :: EmbSystem
sensorOne = ESComponent ”sensor” Emulator
...
main = . . . ’bl’ (startDevice sensor sensorOne [rename “a” ”c”]) ...
Vy´pis 1: U´trzˇek ko´du jazyka e-PFL
Pouzˇitı´ syntaxe jazyka bude prˇedvedeno na na´sledujı´cı´m prˇı´kladu. Jedna´ se o simulaci
syste´mu, ktery´ obsahuje neˇkolik senzoru˚, rˇı´dı´cı´ jednotku a jednotku simulujı´cı´ vy´stup pro
uzˇivatele.
V u´trzˇku ko´du (vy´pis 1), reprezentujı´cı´ho tento syste´m lze videˇt import modulu Pre-
lude. Pod nı´m se nacha´zı´ definice procesu˚ pojmenovany´ch jako sensorOutput a calibration.
Prvnı´ z nich slouzˇı´ k zı´ska´nı´ dat zachyceny´ch urcˇity´m senzorem, druha´ definuje postup
8prˇi kalibraci senzoru. Na´sleduje definice prvku Device, ktery´ je pojmenova´n jako sensor.
Ten slouzˇı´ jako urcˇity´ prˇedpis jednotlivy´ch komponent tvorˇı´cı´ch senzorovou sı´t’. V defi-
nici mu˚zˇeme videˇt, zˇe zde bude pouzˇit prˇı´stup Unfair a to, zˇe Device zde bude obsahovat
dveˇ vy´sˇe definovane´ funkce. Samotny´ jeden senzor je zde reprezentova´n komponentou
pojmenovanou sensorOne. V jeho definici lze videˇt na´zev zarˇı´zenı´, kterou reprezentuje -
sensor. Na konci se nacha´zı´ hlavnı´ metoda main, ktera´ ma´ na starost korektnı´ nastavenı´ a
spusˇteˇnı´ simulovane´ho vestavne´ho syste´mu.
V tomto u´trzˇku ko´du lze take´ videˇt spusˇteˇnı´ komponenty senzoru sensorOne pomocı´
funkce startDevice. V tomto konkre´tnı´m prˇı´padeˇ je zde take´ pouzˇita jedna anotace rename,
ktera´ slouzˇı´ k prˇejmenova´nı´ komunikacˇnı´ho kana´lu a na c.
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Jazyk UML je urcˇen k vizua´lnı´mu modelova´nı´ softwarovy´ch syste´mu˚. Lze jej pouzˇı´t jak
pro pouhe´ zna´zorneˇnı´ detailu˚ navrhovane´ho syste´mu, zaznamena´nı´ mysˇlenek a na´vrhu˚
vy´voja´rˇu˚, tak i pro definova´nı´ samotne´ architektury a na´vrhu syste´mu, cˇi pro na´sledne´
generova´nı´ ko´du ve specificke´m programovacı´m jazyce.
Tento jazyk vznikl na zacˇa´tku devadesa´ty´ch let spojenı´m metodik vy´voje softwaru
vy´voja´rˇu˚ ze spolecˇnosti Rational Software, jmenoviteˇ J. Rumbaugha, G. Booche a I. Ja-
cobsona. Vy´sledkem byl na´vrh UML verze 0.9. V roce 1997 byl tento jazyk ve verzi 1.1.
prˇijat standardizacˇnı´ organizacı´ OMG (Object Management Group). V soucˇasne´ dobeˇ jizˇ
existuje verze 2.4.
Cı´lem konsorcia OMG bylo, jak jizˇ jeho na´zev napovı´da´, specifikova´nı´ a standardizace
objektove´ho prˇı´stupu programova´nı´. Aktua´lneˇ je spı´sˇe zameˇrˇeno na modelova´nı´ syste´mu˚,
ale objektovy´ prˇı´stup je promı´tnut i do tohoto jazyka.
Kvu˚li potrˇebeˇ definova´nı´ jazyka UML a vytvorˇenı´ urcˇite´ho nadhledu na neˇj vznikl
standard Meta-Object Facility. Jedna´ se o architekturu umozˇnˇujı´cı´ definovat metamodely,
ke ktery´m jazyk UML take´ patrˇı´. Tato architektura se skla´da´ ze cˇtyrˇ vrstev:
M3 - Nejvysˇsˇı´ vrstva - meta-metamodel. Umozˇnˇuje definovat samotne´ metamodely,
umı´steˇne´ o vrstvu nı´zˇe.
M2 - Vrstva metamodelu˚, tvorˇı´cı´ch ra´mce pro modelova´nı´ urcˇity´ch proble´mu˚. Zde patrˇı´
UML.
M1 - Vrstva uzˇivatelem vytvorˇeny´ch modelu˚, naprˇı´klad v UML vytvorˇeny´ model ve-
stavne´ho syste´mu.
M0 - Vrstva objektu˚ rea´lne´ho sveˇta, popsany´ch pomocı´ modelu vrstvy M1.
K prˇenosu metadat, ktere´ lze vyja´drˇit pomocı´ MOF, byl vytvorˇen dalsˇı´ standard - jazyk
XMI (XML Metadata Interchange). Vycha´zı´ ze znacˇkovacı´ho jazyka XML. Lze jej pou-
zˇı´t naprˇı´klad k prˇenosu modelu˚ vytvorˇeny´ch jazykem UML. Tento jazyk je v soucˇasne´
dobeˇ vyuzˇı´va´n ru˚zny´mi modelovacı´mi na´stroji, bohuzˇel mnoho teˇchto na´stroju˚ ma´ tento
standard prˇizpu˚soben k vlastnı´m potrˇeba´m.
3.1 Superstruktura jazyka UML
Superstrukturou tohoto jazyka zde oznacˇujeme vsˇechny prvky jazyka UML, ktere´ lze
pouzˇı´t na u´rovni vrstvy M1 pro modelova´nı´ potrˇebny´ch syste´mu˚. Tento obecneˇ zna´my´
jazyk umozˇnˇuje modelovat syste´m jak ze staticke´ho, tak dynamicke´ho pohledu. Soucˇasna´
verze obsahuje 14 druhu˚ diagramu˚, 7 z nich popisujı´cı´ strukturu, dalsˇı´ch 7 urcˇeny´ch pro
popis chova´nı´. V na´sledujı´cı´m textu bude kvu˚li zna´mosti tohoto jazyka, hlavneˇ za´kladnı´ch
cˇa´stı´, uveden pouze kratsˇı´ prˇehled. Text bude spı´sˇe zameˇrˇen na diagramy prˇidane´ v
poslednı´ch verzı´ch tohoto jazyka.
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3.1.1 Struktura´lnı´ diagramy
Diagramy jako trˇı´dnı´, komponentnı´ cˇi diagram nasazenı´ v na´sledujı´cı´m vy´cˇtu kvu˚li sve´
obecne´ zna´mosti rozebı´ra´ny nebudou. Text bude zameˇrˇen na ty me´neˇ pouzˇı´vane´.
Diagram objektu˚ - V podstateˇ se jedna´ o specificky´ trˇı´dnı´ diagram, zna´zornˇujı´cı´ jed-
notlive´ instance trˇı´d a vztahy mezi nimi. Na rozdı´l od trˇı´dnı´ho diagramu, ktery´
popisuje obecny´ pohled na statickou stra´nku projektu, tento diagram zna´zornˇuje
stav syste´mu v jednom bodeˇ cˇasu.
Diagram balı´ku˚ - Pomocı´ tohoto diagramu lze zna´zornit rozdeˇlenı´ staticky´ch prvku˚
syste´mu do skupin a podskupin a jednotlive´ vztahy mezi nimi. Jsou zde pouzˇity
prvky z trˇı´dnı´ho diagramu, du˚raz je ale hlavneˇ kladen na strukturu a vztahy mezi
balı´ky.
Kompozitnı´ diagram - Jedna´ se o diagram doplneˇny´ azˇ ve verzi UML 2.0. Umozˇnˇuje
definovat vnitrˇnı´ strukturu klasifika´toru (objektu˚, ktere´ obsahujı´ neˇjake´ vlastnosti -
promeˇnne´ a metody). Dovoluje popsat jeho vnitrˇnı´ strukturu a vza´jemnou interakci
jeho jednotlivy´ch soucˇa´stı´ a interakci s okolnı´m prostrˇedı´m. Kompozitnı´ diagram
ma´ neˇkolik zpu˚sobu˚ pouzˇitı´. Lze jej pouzˇı´t pro tvorbu diagramu vnitrˇnı´ struktury,
ktery´ umozˇnˇuje zna´zornit vnitrˇnı´ strukturu klasifika´toru. V neˇm jsou zna´zorneˇny
jeho vnitrˇnı´ cˇa´sti (jeho vlastnosti a objekty jiny´ch trˇı´d hrajı´cı´ urcˇite´ role) a vztahy
mezi nimi. Samotny´ klasifika´tor zde tvorˇı´ obde´lnı´k s na´zvem klasifika´toru. Uvnitrˇ
tohoto obde´lnı´ku jsou umı´steˇny jednotlive´ role, tvorˇene´ opeˇt obde´lnı´ky. Tyto role
mohou obsahovat vlastnı´ role a vlastnosti. Vlastnosti jsou v tomto diagramu zob-
razeny jako obde´lnı´ky s okraji tvorˇeny´mi prˇerusˇovanou cˇarou. Jednotlive´ vztahy
mezi cˇa´stmi klasifika´toru jsou zna´zorneˇny pomocı´ plne´ cˇa´ry. Zna´zorneˇny´ klasifi-
ka´tor mu˚zˇe komunikovat s okolı´m pomocı´ portu˚ (obde´lnı´ky umı´steˇne´ na hraneˇ
obde´lnı´ku klasifika´toru). Tyto porty mohou vyuzˇı´t i jednotlive´ role obsazˇene´ uvnitrˇ
klasifika´toru.
Dalsˇı´ mozˇnostı´ vyuzˇitı´ kompozitnı´ho diagramu je tvorba diagramu spolupra´ce (Ob-
ra´zek 1). Na rozdı´l od prˇedchozı´ho diagramu vnitrˇnı´ struktury jsou zde zna´zorneˇny
jednotlive´ instance klasifika´toru˚ spolupracujı´cı´ch prˇi plneˇnı´ neˇjake´ho cı´le syste´mu.
Ohranicˇenı´ te´to spolupracujı´cı´ mnozˇiny instancı´ modelovane´ho syste´mu je zde zna´-
zorneˇno pomocı´ ova´lu tvorˇene´ho prˇerusˇovanou cˇarou. Instance trˇı´d zde opeˇt tvorˇı´
obde´lnı´ky a jejich jednotlive´ interakce jsou zde zna´zorneˇny plnou cˇarou.
Na jednotlive´ spolupra´ce instancı´ se lze odkazovat v diagramu vnitrˇnı´ struktury.
Tato reference je zde zna´zorneˇna ova´lem tvorˇeny´m prˇerusˇovanou cˇarou a na´zvem
pouzˇite´ spolupra´ce uvnitrˇ. Tuto referenci lze na´sledneˇ nava´zat na cˇa´sti klasifika´toru
pomocı´ vztahu prova´za´nı´ rolı´ (role binding).
Diagram profilu - (Obra´zek 2) Tı´mto diagramem lze vytva´rˇet nove´ dialekty jazyka UML,
ktere´ mohou le´pe podchytit vlastnosti specificky´ch syste´mu˚ (jako naprˇı´klad jizˇ zmı´-
neˇny´ profil MARTE). Jedna´ se o klasicky´ trˇı´dnı´ diagram, ve ktere´m je umı´steˇn balı´k
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Obra´zek 1: Uka´zka diagramu spolupra´ce (Zdroj: http://orca.xf.cz).
oznacˇeny´ pomocı´ stereotypu «profile» a ve ktere´m jsou definova´ny jednotlive´ stereo-
typy profilu (trˇı´dy oznacˇene´ pomocı´ stereotypu «stereotype»). Tyto noveˇ definovane´
stereotypy lze propojit s prvky metamodelu jazyka UML (jako naprˇı´klad MetaClass
cˇi MetaAttribute) pomocı´ vztahu Extension (v diagramu je zna´zorneˇn pomocı´ sˇipky
reprezentovane´ plnou cˇa´rou a vyplneˇnou hlavicˇkou). Tı´m jsou oznacˇeny prvky me-
tamodelu, u na ktere´ lze dany´ stereotyp aplikovat. Samotne´ stereotypy lze take´
rozsˇirˇovat jiny´mi stereotypy. Pokud je stereotyp aplikova´n na neˇjaky´ prvek modelu
syste´mu, lze jeho vlastnosti pouzˇı´t jako tzv. tagged values, pomocı´ ktery´ch mu˚zˇeme
dany´ prvek le´pe popsat v ra´mci aplikovane´ho profilu.
Obra´zek 2: Je zde videˇt rozsˇı´rˇenı´ prvku ActivityPartition metamodelu jazyka UML pomocı´
stereotypu AllocateActivityGroup. Balı´k Alloc zde nenı´ oznacˇen pomocı´ stereotypu «profile»,
protozˇe se jedna´ o vnorˇeny´ balı´k (Zdroj: UML Profile for MARTE: Modeling and Analysis of
Real-Time Embedded Systems
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3.1.2 Diagramy chova´nı´
Diagram prˇı´padu˚ uzˇitı´ - Tento diagram poskytuje funkcˇnı´ na´hled na syste´m z pohledu
uzˇivatele a syste´mu˚ interagujı´cı´ch s navrhovany´m syste´mem. Je vyuzˇit na pocˇa´tku
procesu vy´voje syste´mu a slouzˇı´ pro sbeˇr pozˇadavku˚ od budoucı´ch uzˇivatelu˚.
Diagram aktivit - Popisuje na´vaznost jednotlivy´ch aktivit syste´mu mezi sebou. K prˇe-
chodu na dalsˇı´ aktivitu mu˚zˇe dojı´t pouze po skoncˇenı´ aktua´lnı´ aktivity. Mezi hlavnı´
prvky tohoto diagramu patrˇı´ samotne´ aktivity, rozhodovacı´ uzly a veˇtve. Prˇi na´vrhu
syste´mu se take´ podobneˇ jako diagram prˇı´padu˚ uzˇitı´ pouzˇı´va´ spı´sˇe v drˇı´veˇjsˇı´ch fa´-
zı´ch vy´voje.
Stavovy´ diagram - Slouzˇı´ k popisu mozˇny´ch stavu˚ syste´mu nebo jeho jednotlivy´ch cˇa´stı´ a
mozˇne´ prˇechody mezi nimi. Zmeˇnu stavu mu˚zˇe vyvolat naprˇı´klad zmeˇna hodnoty
neˇjake´ promeˇnne´ nebo vola´nı´ neˇjake´ metody.
Sekvencˇnı´ diagram - Tento diagram slouzˇı´ k popisu cˇasovy´ch sekvencı´ interakce mezi
jednotlivy´mi objekty trˇı´d syste´mu. Patrˇı´ mezi nejcˇasteˇji pouzˇı´vane´ diagramy cho-
va´nı´. Je uzˇitecˇny´ hlavneˇ prˇi vizua´lnı´m zna´zorneˇnı´ neˇjake´ du˚lezˇiteˇjsˇı´ interakce, prˇi
popisu slozˇiteˇjsˇı´ho algoritmu interakce mezi objekty se mu˚zˇe sta´t neprˇehledny´m.
Komunikacˇnı´ diagram - Tento diagram interakce slouzˇı´ ke zna´zorneˇnı´ specificke´ komu-
nikace urcˇite´ podmnozˇiny objektu˚ tvorˇı´cı´ch syste´m. Lze jı´m popsat stejne´ situalce
u ktery´ch lze pouzˇı´t sekvencˇnı´ diagram, nabı´zı´ ale jiny´ u´hel pohledu.
Diagram prˇehledu interakcı´ - Pomocı´ tohoto diagramu lze modelovat tok rˇı´zenı´ v ra´mci
syste´mu. Vycha´zı´ z aktivitnı´ho diagramu, uzly aktivit jsou zde nahrazeny vy´skyty
interakcı´. Vy´skyt interakce je zde zna´zorneˇn pomocı´ klasicke´ho ra´mce sekvencˇ-
nı´ho diagramu, jenzˇ odkazuje na specificky´ sekvencˇnı´ diagram (interakcˇnı´ ra´mec
ref), nebo prˇı´mo zna´zorneˇny´m sekvencˇnı´m diagramem. Tyto uzly jsou propojeny
toky aktivit, jejichzˇ pru˚beˇh je rˇı´zen uzly zna´my´mi z aktivitnı´ho diagramu, jako je
naprˇı´klad rozhodovacı´ uzel cˇi veˇtvenı´.
Diagram cˇasova´nı´ - Tento novy´ diagram jazyka UML, jenzˇ je modifikacı´ sekvencˇnı´ho dia-
gramu umozˇnˇuje zna´zornit cˇasova´ omezenı´ zˇivota modelovane´ho objektu syste´mu.
Lze jı´m zachytit zmeˇny stavu objektu v pru˚beˇhu cˇasu. Horizonta´lnı´ osa diagramu
zde reprezentuje cˇas (v podstateˇ se jedna´ o cˇa´ru zˇivota, pouzˇı´vanou v sekvencˇnı´m
diagramu a ve ktere´m je vedena vertika´lneˇ), a vertika´lnı´ osa jednotlive´ stavy dane´ho
objektu. Stejneˇ jako u sekvencˇnı´ho diagramu je zde zna´zorneˇn pouze jeden sce´na´rˇ,
ktery´ reprezentuje urcˇity´ pru˚rˇez funkcˇnostı´ syste´mu.
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4 UML prˇi na´vrhu vestavny´ch syste´mu˚
4.1 Soucˇasne´ mozˇnosti modelova´nı´ vestavny´ch syste´mu˚ pomocı´ jazyka
UML
V soucˇasne´ dobeˇ, kdy zvysˇova´nı´ vy´pocˇetnı´ho vy´konu fyzicky´ch zarˇı´zenı´ umozˇnˇuje vy-
tva´rˇet komplexnı´ vestavne´ syste´my za nı´zkou cenu a vyuzˇı´vat jejich mozˇnostı´ ve sta´le
sˇirsˇı´ sˇka´le oblastı´ (automobily, energetika, doma´cı´ spotrˇebicˇe, atd.) roste i potrˇeba v teˇchto
komplexnı´ch syste´mech nale´zt co nejvı´ce chyb beˇhem rany´ch fa´zı´ch vy´voje, kdy jsou na´-
klady na opravu zjisˇteˇny´ch chyb nı´zke´.
V tomto smeˇru je velice uzˇitecˇna´ tvorba modelu˚ vestavny´ch syste´mu˚. Do teˇchto oblastı´
take´ zacˇalo pronikat modelova´nı´ pomocı´ jazyka UML. Mnoho postupu˚ prˇi vy´voji software
pomocı´ jazyka UML lze aplikovat i prˇi vy´voji vestavny´ch syste´mu˚.
Jsou zde vsˇak oblasti modelova´nı´ a analy´zy teˇchto syste´mu˚, kde prostrˇedky jazyka
UML selha´vajı´. Jedna´ se zejme´na o mozˇnosti analy´zy syste´mu s ohledem na pla´nova´nı´
prova´deˇnı´ jednotlivy´ch funkcı´ syste´mu na ru˚zny´ch, paralelneˇ pracujı´cı´ch soucˇa´stech a
jejich vza´jemne´ cˇasova´nı´ a synchornizaci (schedulability analysis) a o analy´zu vy´konu ([4]).
Prˇi analy´ze a na´sledne´m vy´beˇru softwarove´ a hardwarove´ platformy je take´ nutne´
bra´t v potaz omezenı´, ktere´ na klasicky´ software by´t kladeny nemusı´. Zde patrˇı´ naprˇı´klad
pracovnı´ podmı´nky, ve ktery´ch musı´ spolehliveˇ fungovat cˇi spotrˇeba elektricke´ energie
samotne´ho zarˇı´zenı´.
Kvu˚li potrˇebeˇ zahrnout do modelova´nı´ a analy´zy syste´mu tyto pozˇadavky vzniklo
neˇkolik rozsˇı´rˇenı´ jazyka UML.
4.1.1 Dostupne´ metody modelova´nı´ vestavny´ch syste´mu˚ pomocı´ jazyka UML
Prvnı´ z mozˇny´ch voleb jazyka pro vizua´lnı´ modelova´nı´ vestavny´ch syste´mu˚ je jazyk
SysML. Jedna´ se o profil jazyka UML standardizovany´ skupinou OMG. K vyda´nı´ verze
1.0 dosˇlo v listopadu 2005. Cı´lem tohoto profilu je vyuzˇitı´ jazyka UML prˇi rˇesˇenı´ pro-
ble´mu˚ a modelova´nı´ komplexnı´ch syste´mu˚ v syste´move´m inzˇeny´rstvı´. Obsahuje dva
nove´ diagramy (diagram pozˇadavku˚ a parametricky´ diagram) a dı´ky redukci cˇa´stı´ jazyka
UML, ktere´ jsou spı´sˇe zameˇrˇene´ na software, je jeho syntaxe ve srovna´nı´ se syntaxı´ UML
take´ jednodusˇsˇı´. Umozˇnˇuje modelovat sˇirokou sˇka´lu syste´mu˚, naprˇı´klad hardware, ru˚zna´
zarˇı´zenı´, informacˇnı´ a persona´lnı´ syste´my atd.
V roce 2001 byl vytvorˇen profil nazvany´ “UML Profile for Schedulability, Performance
and Time”, jehozˇ u´cˇelem bylo le´pe pokry´t modelova´nı´ syste´mu v oblastech vestavny´ch
syste´mu˚ a popsat je le´pe z pohledu cˇasova´nı´, vy´konu a interakce paralelneˇ beˇzˇı´cı´ch cˇa´stı´
teˇchto syste´mu˚.
Tento profil byl na´sledneˇ nahrazen profilem MARTE (Modeling and Analysis of Real-
Time and Embedded systems). Ten by meˇl le´pe pokry´vat mozˇnosti modelova´nı´ vestav-
ny´ch syste´mu˚ a jejich na´slednou analy´zu.
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5 UML profil MARTE
Toto rozsˇı´rˇenı´ jazyka UML 2 bylo vyda´no v listopadu 2009 a momenta´lneˇ je ve verzi 1.0.
Profil je tvorˇen cˇtyrˇmi hlavnı´mi cˇa´stmi, jejich podrobneˇjsˇı´ popis je uveden v na´sledujı´cı´m
textu.
5.1 MARTE Foundations
Ja´dro samotne´ho profilu, obsahuje za´kladnı´ trˇı´dy, ktere´ jsou rozsˇirˇova´ny v dalsˇı´ch cˇa´stech.
Hlavnı´m balı´kem te´to cˇa´sti je CoreElements. Ten obsahuje balı´ky Foundations a Causality. V
balı´ku Foundations se nacha´zı´ za´kladnı´ elementy pro popis samotny´ch entit vestavne´ho
syste´mu, balı´k Casuality zase obsahuje za´kladnı´ elementy pro popis chova´nı´ modelova-
ne´ho syste´mu.
V balı´ku CoreElements se naprˇı´klad nacha´zı´ stereotyp Configuration, umozˇnˇujı´cı´ defi-
nova´nı´ konfigurace syste´mu, kterou reprezentuje mnozˇina neˇjaky´ch aktivnı´ch elementu˚.
Tento stereotyp rozsˇirˇuje trˇı´dy metamodelu UML StructuredClassifier a Package. Dalsˇı´mi
stereotypy tohoto balı´ku lze rozsˇı´rˇit mozˇnosti stavove´ho diagramu. Stereotyp Mode zde
umozˇnˇuje prˇidat dalsˇı´ uzˇitecˇne´ informace pro stav objektu, ModeTranzition k prˇechodu˚m
mezi jednotlivy´mi stavy a ModeBehavior samotne´mu stavove´mu diagramu.
Da´le se v te´to cˇa´sti nacha´zı´ prvky umozˇnˇujı´cı´ popis nefunkcˇnı´ch vlastnostı´ vestavne´ho
syste´mu, jako naprˇı´klad taktovacı´ frekvence, prˇenosove´ rychlosti, nebo vlastnostı´ Quality
of Service (balı´k NFPs - Non-Functional Properties) a take´ stereotypy rozsˇirˇujı´cı´ jazyk UML
o mozˇnosti modelova´nı´ cˇasovy´ch charakteristik vestavne´ho syste´mu (balı´k Time), ktere´
lze na´sledneˇ pouzˇı´t naprˇı´klad ve vy´sˇe uvedeny´ch nefunkcˇnı´ch vlastnostech syste´mu.
Prvky, obsazˇene´ v balı´ku NFPs jsou naprˇı´klad pouzˇity prˇi definova´nı´ ru˚zny´ch velicˇin,
obsazˇeny´ch v knihovneˇ profilu MARTE (MARTE Library), umı´steˇne´ v cˇa´sti Annexes. Je
zde naprˇı´klad umı´steˇn vy´cˇet PowerUnitKind, definujı´cı´ jednotky vy´konu (W, mW, kW).
Samotny´ vy´cˇet je rozsˇı´rˇen pomocı´ stereotypu Dimension. V neˇm obsazˇene´ litera´ly jsou
zase rozsˇı´rˇeny pomocı´ stereotypu Unit.
Balı´k, zaby´vajı´cı´ se cˇasovy´mi charakteristikami syste´mu v tomto profilu umozˇnˇuje
naprˇı´klad definovat jednotlive´ hodiny, obsazˇene´ v modelovane´m syste´mu. Doka´zˇe zde
rozlisˇovat mezi chronometricky´mi a logicky´mi hodinami (pouzˇity´mi naprˇ. prˇi taktova´nı´
procesoru). Da´le umozˇnˇuje definovat naprˇı´klad cˇasem vyvolane´ uda´losti (stereotyp Ti-
medEvent) nebo trˇeba rozsˇı´rˇit aktivity o informace kdy zacˇı´najı´, kdy koncˇı´ cˇi o jejich de´lce
trva´nı´.
Dalsˇı´m balı´kem, nacha´zejı´cı´m se v prvnı´ cˇa´sti profilu MARTE je balı´k GRM (Gene-
ric Resource Modeling) umozˇnˇujı´cı´ na vysoke´ u´rovni abstrakce modelovat cˇa´sti real-time
syste´mu bez ohledu na to, zda se jedna´ o software cˇi hardware.
Za´kladnı´m prvkem tohoto diagramu je stereotyp Resource (rozsˇirˇujı´cı´ prvky Clas-
sifier, InstanceSpecification, Property, Lifeline cˇi ConnectableElement). Jedna´ se o abstrakci,
umozˇnˇujı´cı´ definovat neˇjaky´ prostrˇedek syste´mu. Rozsˇirˇujı´ jej naprˇı´klad stereotypy Com-
putingResource (naprˇ. procesor), StorageResource (naprˇ. pameˇt’), TimingResource cˇi Commu-
nicationMedia.
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Obra´zek 3: Uka´zka vyuzˇitı´ stereotypu˚ balı´ku HRM prˇi modelova´nı´ hardware.
Dalsˇı´m zajı´mavy´m stereotypem tohoto balı´ku je Scheduler. Umozˇnˇuje u rozsˇı´rˇene´ho
elementu definovat prˇı´stup k mnozˇineˇ prostrˇedku˚ poskytujı´cı´ch neˇjakou funkcionalitu
(naprˇ. u ProcessingResource).
Poslednı´ obsazˇeny´ balı´k (Alloc) obsahuje elementy umozˇnˇujı´cı´ popis alokace funkcˇ-
nı´ch elementu˚ aplikace na dostupne´ zdroje. Mezi obsazˇene´ stereotypy zde patrˇı´ Allocated
(umozˇnˇuje urcˇit elementy diagramu, ktere´ mohou by´t alokova´ny a take´ prvky, na ktere´
lze jine´ alokovat), Allocate (rozsˇirˇujı´cı´ vztah Abstraction a dovolujı´cı´ zna´zornit alokova´nı´
prvku˚ na poskytnute´ prostrˇedky), nebo naprˇı´klad Assign (dovolujı´cı´cı´ specifikovat sa-
motnou alokaci pomocı´ komenta´rˇe).
5.2 MARTE Design Model
Tato cˇa´st profilu rozsˇirˇujı´cı´ MARTE Foundations se zaby´va´ cˇisteˇ na´vrhem samotne´ho sys-
te´mu. Obsahuje trˇi hlavnı´ balı´ky - Generic Component Model (GCM), High-Level Application
Modeling (HLAM) a Detailed Resource Modeling (DRM).
Balı´k GCM obsahuje stereotypy, podporujı´cı´ komponentneˇ orientovany´ prˇı´stup k na´-
vrhu syste´mu. Je zde videˇt zameˇrˇenı´ na prvky komponentnı´ho diagramu (naprˇ. ste-
reotypy FlowPort, ClientServerPort). Zajı´mavy´m stereotypem je zde naprˇı´klad DataPool
(rozsˇirˇujı´cı´ prvek Property), umozˇnˇujı´cı´ naprˇı´klad definovat pomocı´ vy´cˇtu DataPoolOr-
deringKind typ rˇazenı´ prvku˚ (LIFO, FIFO, UserDefined), obsazˇeny´ch v dane´ vlastnosti.
Neˇkolik zde obsazˇeny´ch stereotypu˚ take´ rozsˇirˇuje jednotlive´ akce v aktivitnı´m diagramu
(DataEvent, GCMTrigger).
Balı´k HLAM zde rozsˇirˇuje mozˇnosti balı´ku CoreElements, umı´steˇne´ho v prvnı´ cˇa´sti
a balı´k GRM. Nejzajı´maveˇjsˇı´ jsou zde stereotypy RtUnit a PpUnit (oba rozsˇirˇujı´cı´ trˇı´du
BehavioredClassifier). Prvnı´ z nich slouzˇı´ k oznacˇenı´ aktivnı´ cˇa´sti syste´mu, prova´deˇjı´cı´
neˇjakou funkcˇnost, druha´ zase umozˇnˇuje oznacˇit pasivnı´ prvky syste´mu (jako naprˇı´klad
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zdroje dat). U takto oznacˇeny´ch prvku˚ syste´mu lze take´ vybrat real-time sluzˇby, a to
pomocı´ stereotypu RtService (rozsˇirˇujı´cı´ BehavioredFeature - nadtrˇı´du prvku˚ Operation a
Reception).
Poslednı´m balı´kem te´to cˇa´sti je Detailed Resource Modeling (DRM). Ten rozsˇirˇuje balı´k
GRM prvnı´ cˇa´sti profilu a obsahuje dva hlavnı´ balı´ky - Software Resource Modeling (SRM) a
Hardware Resource Modeling (HRM). Jak jejich na´zvy napovı´dajı´, zaby´vajı´ se jizˇ nizˇsˇı´ u´rovnı´
na´vrhu a umozˇnˇujı´ popsat syste´m detailneˇji jak z pohledu software, tak i hardware.
Balı´k SRM rozsˇirˇuje velkou cˇa´st stereotypu˚ obsazˇeny´ch v balı´ku GRM. Obohacujı´ je o
vlastnosti, umozˇnˇujı´cı´ pouzˇı´t je prˇi na´vrhu ze softwarove´ho pohledu na modelovany´ sys-
te´m. Patrˇı´ sem naprˇı´klad stereotypy SwTmerResource, SwSchedulableResource (obeˇ deˇdı´cı´
ze SwResource) cˇi SwCommunicationResource (deˇdı´cı´ ze stereotypu CommunicationMedia).
Balı´k HRM, stejneˇ jako balı´k SRM rozsˇirˇuje mnoho stereotypu˚ z balı´ku GRM, ale
z pohledu hardware. Definovane´ stereotypy umozˇnˇujı´ do detailu definovat vlastnosti
hardwarovy´ch cˇa´stı´. Naprˇı´klad stereotyp HwProcessor (deˇdı´cı´ z HwComputingResource),
umozˇnˇuje u dane´ho prvku definovat typ instrukcˇnı´ sady, pocˇet jader, pocˇet ALU a FPU
jednotek atd.
5.3 MARTE Analysis Model
Trˇetı´ cˇa´stı´ profilu MARTE je MARTE Analysis Model. Tato cˇa´st se zaby´va´ hlavneˇ analy´zou
vestavne´ho syste´mu - umozˇnˇuje naprˇı´klad specifikovat prˇı´stup paralelneˇ pracujı´cı´ch cˇa´stı´
ke sdı´leny´m prostrˇedku˚m, omezenı´ ty´kajı´cı´ se vy´konnosti, zabezpecˇenı´, vyuzˇitı´ pameˇti
apod. Nacha´zejı´ se zde trˇi hlavnı´ balı´ky - Generic Quantitative Analysis Modeling (GQAM),
Schedulability Analysis Modeling (SAM) a Performance Analysis Modeling (PAM).
Balı´k GQAM definuje obecne´ koncepty pro ru˚zne´ typy analy´z, a ktere´ jsou na´sledneˇ
vyuzˇity v na´sledujı´cı´ch dvou balı´cı´ch.
Balı´k SAM umozˇnˇuje pomocı´ v neˇm obsazˇeny´ch stereotypu˚ definovat parametry
analy´zy prova´deˇnı´ jednotlivy´ch funkcı´ syste´mu a jejich cˇasova´nı´. Cˇa´st stereotypu˚ zde
rozsˇirˇuje stereotypy balı´ku GRM. Umozˇnˇujı´ zde naprˇı´klad definovat minima´lnı´ a maxi-
ma´lnı´ dobu trva´nı´ odesla´nı´ zpra´vy v sekvencˇnı´m diagramu.
Balı´k PAM zase pomocı´ svy´ch stereotypu˚ umozˇnˇuje analyzovat syste´m z pohledu
pozˇadavku˚ na vy´kon, vyuzˇitı´ pameˇti apod.
Na´zorne´ prˇı´klady vyuzˇitı´ profilu MARTE prˇi analy´ze vestavny´ch syste´mu˚ jsou uve-
deny v materia´lu UML Profile for MARTE: Modeling and Analysis of Real-Time Embedded
Systems [4].
5.4 Annexes
Poslednı´ cˇa´st profilu MARTE obsahuje prˇı´lohy doplnˇujı´cı´ prˇedchozı´ cˇa´sti. Je zde naprˇı´klad
umı´steˇn jazyk VSL (Value Specification Language) - textovy´ jazyk pro specifikaci hodnot v
ra´mci UML jazyka. Da´le jsou zde obsazˇeny normativnı´ knihovny, ktere´ rozsˇirˇujı´ primitivnı´
typy, definovane´ v jazyce UML, definujı´ jednotlive´ operace nad nimi a prˇida´vajı´cı´ novy´
typ DateTime. Jsou zde take´ umı´steˇny definice hodnot ru˚zny´ch fyzika´lnı´ch velicˇin (mm,
m, J, W atd.), pouzˇitelny´ch prˇi modelova´nı´ vestavny´ch syste´mu˚.
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6 Vy´beˇr modelovacı´ho na´stroje
Pro u´cˇely te´to pra´ce je potrˇebne´ vybrat na´stroj, ve ktere´m bude mozˇno modelovat vestavne´
syste´my a na jehozˇ vy´stupu bude moci by´t provedena samotna´ transformace. V soucˇasne´
dobeˇ existuje velke´ mnozˇstvı´ na´stroju˚ umozˇnˇujı´cı´ch modelova´nı´ syste´mu˚ v jazyce UML.
Na´stroj potrˇebny´ pro dalsˇı´ postup ale musı´ splnˇovat na´sledujı´cı´ krite´ria:
• Vytvorˇene´ modely musı´ by´t ulozˇeny ve vhodne´m forma´tu dat. Ten musı´ by´t jedno-
dusˇe zpracovatelny´.
• Na´stroj musı´ dovolovat modelova´nı´ ve verzi 2.x jazyka UML.
• S prˇedchozı´m pozˇadavkem take´ u´zce souvisı´ mozˇnost rozsˇı´rˇenı´ dane´ho na´stroje o
vyuzˇitı´ profilu MARTE, ktery´ je rozsˇı´rˇenı´m verze UML 2.x.
Z mnozˇiny dostupny´ch na´stroju˚ zde tedy automaticky vypada´vajı´ ty, ktere´ prˇi ukla´-
da´nı´ projektu˚ vyuzˇı´vajı´ proprieta´rnı´ prˇı´stup. Nejvhodneˇjsˇı´m zpu˚sobem reprezentace dat
je zde forma´t XMI. Druhy´ bod zde v soucˇasne´ dobeˇ splnˇuje velka´ cˇa´st na´stroju˚. Co se ty´cˇe
poslednı´ podmı´nky, ta je splneˇna pouze u peˇti na´sledujı´cı´ch na´stroju˚:
IBM Rational Rhapsody - Prostrˇedı´ pro modelova´nı´ vestavny´ch syste´mu˚ a proble´mu˚
syste´move´ho inzˇeny´rstvı´. Podporuje generova´nı´ ko´du v jazycı´ch jako je naprˇı´klad
Java, C, C++ cˇi C#.
IBM Rational Software Architect - Modelovacı´ a vy´vojove´ prostrˇedı´ pro navrhova´nı´ ar-
chitektury v C++ a pro platformu J2EE. Je postaven na prostrˇedı´ Eclipse.
MagicDraw - Komercˇnı´ na´stroj s podporou jazyku˚ UML, BPMN cˇi SysML a du˚razem na
spolupra´ci v ty´mu.
Modelio - Open-ource na´stroj podporujı´cı´ UML2 a BPMN2. Rozsˇirˇitelny´ o profil MARTE
pomocı´ prˇı´davne´ho modulu.
Papyrus UML - Open-source na´stroj postaveny´ na prostrˇedı´ Eclipse. Je take´ dostupny´
jako plugin pro zmı´neˇne´ prostrˇedı´.
Z teˇchto na´stroju˚ jsem na´sledneˇ zvazˇoval poslednı´ dveˇ mozˇnosti. Jedna´ se totizˇ o
open-source na´stroje, jsou tedy lehce dostupne´. Nakonec jsem vybral na´stroj Papyrus
UML.
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7 Papyrus UML
Jedna´ se o open source na´stroj zalozˇeny´ na prostrˇedı´ Eclipse, urcˇeny´ pro modelova´nı´
syste´mu˚ pomocı´ jazyka UML. Lze jej rozsˇı´rˇit o mozˇnosti modelova´nı´ pomocı´ jazyka
SysML (System Modeling Language), o UML profil MARTE, nebo naprˇı´klad CCM (CORBA
Component Model).
Uzˇivatelske´ rozhranı´ ma´ klasicke´ rozlozˇenı´ na´stroje Eclipse (viz obra´zek 4) - vlevo je
seznam dostupny´ch projektu˚, umı´steˇny´ch v pracovnı´ slozˇce tohoto na´stroje. Pod nimi
je okno obsahujı´cı´ stromovou strukturu jednotlivy´ch objektu˚ UML modelu, obsazˇeny´ch
v XML souboru projektu. V hlavnı´m okneˇ na´stroje lze tvorˇit samotne´ diagramy pomocı´
prvku˚, ktere´ jsou umı´steˇny v paleteˇ u´plneˇ vpravo. Pod hlavnı´m oknem je okno vlastnostı´,
kde mu˚zˇe uzˇivatel upravovat vlastnosti samotny´ch UML objektu˚.
Ve vy´chozı´m stavu nenı´ zˇa´dny´ rozsˇirˇujı´cı´ profil dostupny´, profil MARTE je nutne´ doin-
stalovat pomocı´ klasicke´ho mechanismu instalace rozsˇı´rˇenı´ platformy Eclipse. Podrobny´
postup je uveden na stra´nka´ch na´stroje.
Prˇi vytvorˇenı´ projektu nove´ho modelu je automaticky vytvorˇen diagram nazvany´
Default. Ten umozˇnˇuje modelovat syste´m pomocı´ prvku˚ dostupny´ch v trˇı´dnı´m a kom-
ponentnı´m diagramu. Da´le lze ze struktura´lnı´ch diagramu˚ jazyka UML prˇida´vat trˇı´dnı´
a komponentnı´ diagramy, diagramy nasazenı´, diagramy prˇı´padu˚ uzˇitı´ cˇi kompozitnı´ di-
agramy. Zby´vajı´cı´ diagramy struktury (objektovy´ diagram, diagram balı´ku˚ cˇi diagram
profilu) lze vytva´rˇet pomocı´ trˇı´dnı´ho diagramu. Samostatneˇ zde lze jesˇteˇ prˇida´vat sek-
vencˇnı´ diagramy. Aktivitnı´ a stavove´ diagramy samostatneˇ vkla´dat nelze, mohou by´t
vlozˇeny pouze do jizˇ existujı´cı´ch struktura´lnı´ch prvku˚ modelu jako je naprˇı´klad Compo-
nent cˇi Class. Chybı´ zde implementace pouzˇitı´ diagramu cˇasova´nı´ a diagram prˇehledu
interakcı´.
Papyrus UML mimo jine´ dovoluje reprezentovat jeden objekt syste´mu v ru˚zny´ch dia-
gramech. Stacˇı´ pouze dany´ objekt vytvorˇit naprˇı´klad ve trˇı´dnı´m diagramu, a pote´ jej ze
stromu struktury modelu zobrazene´m v okneˇ Outline prˇeta´hnout do jine´ho diagramu.
7.1 Struktura ulozˇeny´ch dat
UML model dane´ho vestavne´ho syste´mu je v na´stroji Papyrus UML ulozˇen ve dvou
souborech typu XML. Prvnı´ z nich s prˇı´ponou *.di2 obsahuje grafickou reprezentaci jed-
notlivy´ch diagramu˚ a jejich prvku˚, druhy´ s prˇı´ponou *.uml reprezentuje jednotlive´ prvky
UML modelu a jejich vlastnosti. Struktura prvnı´ho souboru vypada´ na´sledovneˇ:
<?xml version=”1.0” encoding=”ASCII”?>
<xmi:XMI xmi:version=”2.0” xmlns:xmi= ... >
<di2:Diagram isVisible=”true” fontFamily=”Arial ” lineStyle=”solid ” fontColor= ... name=”
DefaultDiagram”>
<contained xsi:type=”di2:GraphNode” isVisible=”true” fontFamily=”Arial” ... size=”723:345”>
...
<contained xsi:type=”di2:GraphNode” isVisible= ... >
...
<semanticModel xsi:type=”di2:Uml1SemanticModelBridge” ... >
<element xsi:type=”uml:DataType” href=”myUMLModel.uml#
zaZo8MXBEeCvJv0xhw8fDw”/>
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</semanticModel>
</contained>
</contained>
...
<contained xsi:type=”di2:GraphEdge” isVisible=”true” . . . anchor=”/0/@contained.0/
@anchorage.0 /0/@contained.1/@anchorage.0”>
...
<owner xsi:type=”di2:Uml1SemanticModelBridge”>
<element xsi:type=”uml:Model” href=”myUMLModel.uml# pOLskMXBEeCvJv0xhw8fDw”/>
</owner>
</di2:Diagram>
<di2:Diagram isVisible=”true” ... type=”ActivityDiagram”>
...
Vy´pis 2: Struktura XMI souboru diagramu˚
Je zde videˇt jasne´ rozdeˇlenı´ na jednotlive´ diagramy, ktere´ jsou umı´steˇny uvnitrˇ ele-
mentu˚ di2:Diagram a struktura diagramu˚, skla´dajı´cı´ch se z uzlu˚ (elementy contained s
atributem xsi:type, ktery´ obsahuje hodnotu di2:GraphNode) a hran (opeˇt elementy conta-
ined, ale s atributem xsi:type, obsahujı´cı´m hodnotu di2:GraphEdge). Jsou zde take´ videˇt
atributy obsahujı´cı´ informace o samotne´m zobrazenı´. V uzlech contained je take´ obsazˇen
element semanticModel, ktery´ v hodnoteˇ atributu xsi:type nese informaci o typu UML ob-
jektu a ve ktere´m je v atributu href umı´steˇna reference na reprezentovany´ UML objekt,
obsazˇene´m ve druhe´m souboru modelu. Struktura tohoto souboru vypada´ na´sledovneˇ:
<?xml version=”1.0” encoding=”UTF−8”?>
<xmi:XMI xmi:version=”2.1” xmlns:xmi= ... >
<uml:Model xmi:id=”...” name=”myUMLModel”>
<packageImport xmi:id=”...”>
<importedPackage xmi:type=”uml:Model” href=”pathmap://UML LIBRARIES/UMLPrimitiveTypes.
library.uml# 0”/>
</packageImport>
<packagedElement xmi:type=”uml:Class” xmi:id=” ...” name=”Class 0” classifierBehavior=”
...”>
<generalization xmi:id=” ... ” general=” ... ”/>
<ownedAttribute xmi:id=”...” name=”Property 0” ... isUnique=”false”/>
<ownedBehavior xmi:type=”uml:StateMachine” xmi:id=”...” name=”StateMachine 0”
>
<region xmi:id=” ... ” name=”Region 0”>
...
<packagedElement xmi:type=”uml:SendSignalEvent” xmi:id=”...” name=”SendEvt1”/>
<packagedElement xmi:type=”uml:ReceiveSignalEvent” xmi:id=”...” name=”RecvEvt1”/>
. . .
</uml:Model>
<GRM:ComputingResource xmi:id=”...” isProtected=”true” isActive=”true” base Classifier=”...”
resMult=”212”/>
<Time:ClockType xmi:id=”...” nature=”dense” isLogical=”true” base Class=”...”/>
...
Vy´pis 3: Struktura XMI souboru jazyka UML
Element uml:model zde reprezentuje samotny´ model vestavne´ho syste´mu. Uvnitrˇ neˇj
jsou zanorˇeny prvky UML jazyka, jako naprˇı´klad zde element packagedElement s atribu-
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Obra´zek 4: Uzˇivatelske´ rozhranı´ na´stroje Papyrus UML
tem xmi:type obsahujı´cı´m hodnotu uml:Class, definujı´cı´m neˇjakou trˇı´du. Je v neˇm vnorˇen
element ownedAttribute urcˇujı´cı´ vlastnost te´to trˇı´dy nazvanou Property 0. Da´le je zde vi-
deˇt, zˇe tato trˇı´da deˇdı´ z jine´ (element generalization). Je zde take´ definova´no chova´nı´ te´to
trˇı´dy pomocı´ stavove´ho diagramu (vnorˇeny´ element ownedBehavior). Na konci souboru
jsou umı´steˇny jednotlive´ uda´losti chova´nı´ syste´mu. Kazˇdy´ prvek modelu zde ma´ urcˇen
jedinecˇny´ identifika´tor umı´steˇny´ v atributu xmi:id. V tomto souboru se take´ nacha´zejı´
prvky, ktere´ nejsou zobrazeny v zˇa´dne´m diagramu (tzn. zˇe na neˇ nenı´ odkazova´no z vy´sˇe
prˇedstavene´ho souboru diagramu˚).
Prˇi aplikaci rozsˇirˇujı´cı´ho profilu jazyka UML jsou aplikovane´ stereotypy reprezento-
va´ny odpovı´dajı´cı´mi elementy, umı´steˇny´mi za element uml:Model. Dva takove´ prˇı´pady lze
videˇt i v segmentu obsahu souboru *.uml zobrazene´m vy´sˇe. Aplikovane´ stereotypy pro-
filu MARTE jsou zde reprezentova´ny elementy GRM:ComputingResource a Time:ClockType.
Jaky´koliv element reprezentujı´cı´ neˇjaky´ stereotyp zde obsahuje stejneˇ jako dalsˇı´ elementy
standardu XMI jedinecˇny´ identifika´tor. V kazˇde´m z nich musı´ by´t take´ obsazˇena infor-
mace o objektu, na ktery´ byl dany´ stereotyp aplikova´n. Ve vy´sˇe uvedeny´ch prˇı´padech jsou
identifika´tory odpovı´dajı´cı´ch objektu˚ umı´steˇny v atributech nazvany´ch base Classifier re-
spektive base Class. Z teˇchto na´zvu˚ jde mimochodem take´ vycˇı´st, jaky´ typ metamodelu
dany´ stereotyp rozsˇirˇuje. Zde se jedna´ o typ Classifier, ktery´ je nadrˇazenou trˇı´dou pro
prvky jazyka UML jako je naprˇı´klad DataType, Interface cˇi Class a o typ Class, reprezentu-
jı´cı´ obecneˇ zna´my´ prvek trˇı´da.
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8 Nacˇı´ta´nı´ UML modelu
8.1 Knihovna Loader
Pro nacˇtenı´ modelu syste´mu do pameˇti ze souboru˚ XML vytvorˇeny´ch v na´stroji Papyrus
UML byla vytvorˇena knihovna Loader. Prˇi tvorbeˇ te´to knihovny bylo zanedba´no nacˇı´ta´nı´
diagramu˚ prˇı´padu˚ uzˇitı´ a prvky umozˇnˇujı´cı´ tvorbu novy´ch profilu˚ jazyka UML, protozˇe
z pohledu generova´nı´ ko´du jazyka e-PFL zˇa´dny´ smysl nemajı´.
Hlavnı´ trˇı´du te´to knihovny tvorˇı´ trˇı´da Loader, ktera´ obstara´va´ nacˇtenı´ modelu z XML
souboru˚ a obsahuje reference na jednotlive´ nacˇtene´ diagramy. Pro vyuzˇitı´ te´to knihovny
je zapotrˇebı´ nejprve nastavit na´zvy cest souboru˚ struktury a diagramu˚, ze ktery´ch ma´ by´t
struktura syste´mu nacˇtena. Pokud nenı´ nastaven na´zev souboru diagramu˚, je automaticky
hleda´n soubor ve stejne´ slozˇce a se stejny´m na´zvem jako soubor struktury, ale s prˇı´ponou
zmeˇneˇnou na *.di2. Ve trˇı´deˇ Loader jsou take´ obsazˇeny vsˇechny nacˇtene´ diagramy modelu.
Kazˇdy´ typ diagramu zde reprezentuje jedna genericka´ kolekce typu List<Diagram>.
Reference na vsˇechny prvky modelu syste´mu, ktere´ se nacha´zejı´ v diagramech jsou
spolecˇneˇ s referencemi na prvky, na ktere´ nenı´ ze souboru diagramu˚ odkazova´no (viz
7.1) umı´steˇny do objetku typu Pool (viz 8.2), ktery´ obsahuje kolekce se vsˇemi objekty
obsazˇeny´mi v nacˇı´tane´m UML modelu.
Pro samotne´ nacˇtenı´ struktury je potrˇeba zavolat metodu LoadModel, ve ktere´ jsou
nejprve nastaveny jmenne´ prostory jazyka XML, ktere´ popisujı´ elementy a atributy XMI,
obsazˇene´ v nacˇı´tany´ch souborech. Nejprve je nacˇten soubor diagramu˚. Z neˇj jsou postupneˇ
vybra´ny elementy s na´zvem di2:Diagram a pro kazˇdy´ z nich zavola´na metoda AddDia-
gram. Pomocı´ nı´ je zjisˇteˇn odpovı´dajı´cı´ typ diagramu a ze stromu elementu˚ vnorˇeny´ch do
elementu di2:Diagram jsou rekurzivnı´m vola´nı´m priva´tnı´ metody GetIDs zı´ska´ny iden-
tifika´tory jednotlivy´ch prvku˚, zobrazeny´ch ve vybrane´m diagramu. Ostatnı´ informace
nejsou potrˇebne´, ty´kajı´ se pouze formy zobrazenı´ v pracovnı´m prostrˇedı´ na´stroje.
U kazˇde´ho diagramu je take´ zjisˇteˇn jeho vlastnı´k, objekty UML modelu zde totizˇ mo-
hou vlastnit naprˇı´klad ru˚zne´ diagramy chova´nı´. Pro kazˇdy´ zı´skany´ diagram je v metodeˇ
AddDiagram vytvorˇen odpovı´dajı´cı´ objekt a prˇida´n do seznamu diagramu˚ stejne´ho typu.
Na´sledneˇ je provedeno nacˇtenı´ objektu˚ ze souboru s prˇı´ponou *.uml. V metodeˇ LoadModel
jsou vybra´ny pouze prvky na prvnı´ u´rovni XML stromu elementu˚, ty ktere´ jsou potomky
korˇenove´ho elementu, prˇı´padneˇ potomky elementu uml:Model. Ty jsou pote´ vlozˇeny do
odpovı´dajı´cı´ch diagramu˚. Pro oveˇrˇenı´, zda je v neˇjake´m diagramu obsazˇen a k jeho prˇı´-
padne´mu vlozˇenı´ do dane´ho diagramu slouzˇı´ metoda DiagramOfElement. Pokud nenı´
vybrany´ prvek obsazˇen v zˇa´dne´m diagramu, je vlozˇen do vy´sˇe zmı´neˇne´ho objektu typu
Pool. Prvky zanorˇene´ na nizˇsˇı´ch u´rovnı´ch stromu jsou nacˇteny kaska´doveˇ a to nejprve
beˇhem vola´nı´ metod Insert odpovı´dajı´cı´ch trˇı´d a pote´ v konstruktorech jednotlivy´ch trˇı´d,
reprezentujı´cı´ch objekty UML diagramu˚.
8.2 Pool vsˇech objektu˚ modelu
Trˇı´da Pool zde reprezentuje entitu obsahujı´cı´ reference na vsˇechny objekty diagramu˚ ja-
zyka UML, obsazˇeny´ch v nacˇı´tane´m modelu. Nacha´zı´ se zde dveˇ kolekce typu Dictionary<string,
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XMIObject>, nazvane´ events a pool. Klı´cˇ v teˇchto kolekcı´ch tvorˇı´ identifika´tor dane´ho
prvku modelu a hodnotu reference na neˇj. Kolekce pool zde obsahuje reference na vsˇechny
objekty modelu, kolekce events pouze reference na uda´losti jazyka UML. Ty nejsou nikdy
v zˇa´dne´m diagramu zobrazeny, nenı´ tedy ani zapotrˇebı´ zjisˇt’ovat, zda je neˇjaky´ diagram
obsahuje.
V te´to trˇı´deˇ se nacha´zı´ dveˇ metody pojmenovane´ jako Insert, ktery´mi je mozˇno do
kolekcı´ vkla´dat reference. Prvnı´ z nich s parametry typu XmlNode a Parameter je zavola´na
v prˇı´padeˇ, zˇe dany´ objekt nenı´ obsazˇen v zˇa´dne´m diagramu. V tomto prˇı´padeˇ je zjisˇteˇno,
o jaky´ objekt se jedna´ a je vytvorˇena instance trˇı´dy, ktera´ jej reprezentuje.
Druha´ metoda s parametry typu string a XMIObject slouzˇı´ pro vlozˇenı´ reference jizˇ
vytvorˇene´ho objektu.
8.3 Trˇı´dy reprezentujı´cı´ diagramy
Diagram UML modelu zde reprezentuje abstraktnı´ trˇı´da Diagram. Ta obsahuje na´zev da-
ne´ho diagramu, identifika´tor objektu vlastnı´ka tohoto diagramu a seznam identifika´toru˚
prvku˚ zobrazeny´ch v tomto diagramu. Da´le tato trˇı´da implementuje rozhranı´ IEquatable,
jehozˇ implementovana´ metoda Equals zajisˇt’uje porovna´va´nı´ ru˚zny´ch instancı´ te´to trˇı´dy.
Du˚lezˇity´m prvkem te´to trˇı´dy je abstraktnı´ metoda Insert, prˇijı´majı´cı´ jako parametr
objekt trˇı´dy XmlNode. Ta slouzˇı´ k implementaci nacˇı´ta´nı´ prvku˚ dane´ trˇı´dy, specificky´ch
pro jednotlive´ diagramy.
8.4 Struktura ko´du
Jednotlive´ diagramy a jejich prvky jsou pro zprˇehledneˇnı´ rozdeˇleny do slozˇek. V kazˇde´
z nich je umı´steˇn soubor, reprezentujı´cı´ odpovı´dajı´cı´ trˇı´du diagramu a dalsˇı´ dveˇ slozˇky
- elements a links. Prvnı´ obsahuje prvky dane´ho diagramu, druha´ jejich vza´jemne´ vztahy.
Jedinou vy´jimku zde tvorˇı´ obsah slozˇky AcivityDiagram, ktera´ obsahuje navı´c slozˇku
Actions. Ta byla prˇida´na pro zprˇehledneˇnı´ z du˚vodu vysoke´ho pocˇtu souboru˚ obsahujı´cı´ch
typy reprezentujı´cı´ jednotlive´ akce aktivitnı´ho diagramu.
Kazˇda´ trˇı´da diagramu obsahuje kromeˇ implementace abstraktnı´ metody Insert take´
kolekce jednotlivy´ch prvku˚ odpovı´dajı´cı´ho diagramu.
Du˚lezˇity´m prvkem je v knihovneˇ Loader take´ trˇı´da Stereotype, reprezentujı´cı´ aplikovany´
stereotyp. Jsou v nı´ obsazˇeny vlastnosti, reprezentujı´cı´ na´zev stereotypu, jmenny´ prostor,
ze ktere´ho stereotyp pocha´zı´, da´le reference na XML element, ktery´ jej reprezentuje a
nakonec samotny´ objekt stereotypu.
8.5 Zjednodusˇena´ reprezentace struktury jazyka UML
Samotny´ metamodel jazyka UML obsahuje vı´ce jak dveˇ stovky ru˚zny´ch trˇı´d, umozˇnˇujı´cı´ch
popsat syste´m z ru˚zny´ch u´hlu˚ pohledu. Jako prˇı´klad jeho obsa´hlosti mu˚zˇe slouzˇit soubor
umı´steˇny´ v prˇı´loze (UML Superstructure.vsd) vytvorˇeny´ v aplikaci Microsoft Visio. Obsahuje
cˇa´st metamodelu jazyka UML, umozˇnˇujı´cı´ popis struktury syste´mu a ktery´ jsem vytvorˇil
kvu˚li tomu, abych zı´skal lepsˇı´ prˇehled o samotne´ strukturˇe tohoto jazyka popsane´ v
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dokumentu OMG Unified Modeling Language (OMG UML), Superstructure [3]. Na´sledneˇ
jsem jej take´ vyuzˇil beˇhem u´vah o samotne´ transformaci a vy´beˇru pouzˇitelny´ch stereotypu˚
profilu MARTE.
Reprezentace prvku˚ jazyka UML je v souboru XMI rozdı´lna´ a prˇizpu˚sobena´ stromove´
strukturˇe jazyka XML.
Kvu˚li obsa´hlosti struktury a rozdı´lne´ reprezentaci v souboru XMI jsem se rozhodl
samotnou strukturu zjednodusˇit a prˇizpu˚sobit. Snazˇil jsem se vybrat ty nejpodstatneˇjsˇı´
cˇa´sti a strukturu trˇı´d, reprezentujı´cı´ jednotlive´ prvky jazyka UML prˇizpu˚sobit strukturˇe
XMI a urychlit tak samotne´ nacˇı´ta´nı´.
Prˇi zjisˇt’ova´nı´ struktury XMI jsem take´ vytvorˇil veˇtsˇı´ mnozˇstvı´ testovacı´ch prˇı´padu˚,
ktere´ na´sledneˇ poslouzˇily k otestova´nı´ te´to knihovny.
Celkova´ struktura knihovny Loader je videˇt v trˇı´dnı´m diagramu ClassDiagram1, umı´steˇ-
ne´m ve slozˇce projektu te´to knihovny. V textu nı´zˇe budou popsa´ny pouze jejı´ nejvy´znam-
neˇjsˇı´ prvky.
8.5.1 XMIObject
Hlavnı´ trˇı´dou, reprezentujı´cı´ prvek jazyka UML je zde trˇı´da XMIObject. Jedna´ se o trˇı´du,
ze ktere´ deˇdı´ vsˇechny ostatnı´ trˇı´dy, reprezentujı´cı´ prvky jazyka UML. Tato trˇı´da obsahuje
dveˇ vlastnosti (ID a IsInDiagram) a kolekce diagramu˚, vlastneˇny´ch instancı´ te´to trˇı´dy. ID
zde reprezentuje jedinecˇny´ identifika´tor v ra´mci nacˇı´tane´ho modelu a je vyuzˇit naprˇı´klad
v poolu vsˇech prvku˚ modelu (8.2). Vlastnost IsInDiagram zde poma´ha´ oznacˇit ty instance,
ktere´ jsou v neˇjake´m diagramu zobrazeny a ma´ tedy smysl uvazˇovat je v na´sledne´ trans-
formaci. Ve strukturˇe modelu vestavne´ho syste´mu, obsazˇene´ v souboru XMI se mohou
nacha´zet prvky, ktere´ byly v neˇjake´m diagramu smaza´ny a ktere´ nebyly jizˇ da´le v jine´m
diagramu pouzˇity a nemusı´ mı´t tedy zˇa´dnou souvislost s modelovany´m syste´mem. V
te´to trˇı´deˇ jsou take´ obsazˇeny kolekce, obsahujı´cı´ diagramy, vlastneˇne´ tı´mto prvkem mo-
delu. Na´stroj Papyrus UML umozˇnˇuje vkla´dat diagramy prˇı´mo do urcˇite´ho prvku jazyka
UML a ten se na´sledneˇ sta´va´ jejich vlastnı´kem. ID vlastnı´ka dane´ho diagramu lze nale´zt
v souboru diagramu˚ (viz struktura souboru˚ 7.1). Pro pra´ci s vlastneˇny´mi diagramy zde
slouzˇı´ trˇi metody - GetOwnedDiagrams, DifferentOwner a GetOwnedBhaviorDiagram.
Poslednı´m du˚lezˇity´m prvkem te´to trˇı´dy je zde kolekce stereotypu˚, aplikovany´ch na
tento objekt. Tu tvorˇı´ instance trˇı´dy Stereotype.
Z te´to trˇı´dy deˇdı´ naprˇı´klad prvky jako PackageImport, PackageMerge, Comment, Genera-
lization a dalsˇı´, u ktery´ch nenı´ zapotrˇebı´ vlastnostı´, obsazˇeny´ch ve trˇı´da´ch umı´steˇny´ch v
hierarchii nı´zˇe.
Dalsˇı´ du˚lezˇitou trˇı´dou, z deˇdı´cı´ z te´to trˇı´dy je trˇı´da Value. Ta slouzˇı´ jako rodicˇov-
ska´ trˇı´da pro prvky LiteralUnlimitedNatural, LiteralNull, OpaqueExpression, InstanceValue,
LiteralString, LiteralBoolean a LiteralInteger.
8.5.2 NamedElement, Element a ExtendedElement
Trˇı´da NamedElement rozsˇirˇuje trˇı´du XMIObject a umozˇnˇuje definovat na´zev dane´ho prvku.
Tuto trˇı´du da´le rozsˇirˇuje trˇı´da Element, obohacujı´cı´ prvky o mozˇnost definice viditelnosti.
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Z te´to trˇı´dy deˇdı´ naprˇı´klad trˇı´da Node (a z neˇj deˇdı´cı´ ForkNode, JoinNode, DataStoreNode
atd.), trˇı´da Message (slouzˇı´cı´ jako rodicˇovska´ trˇı´da zpra´v, pouzˇı´vany´ch v sekvencˇnı´m
diagramu) cˇi trˇı´da Action (reprezentujı´cı´ vsˇechny mozˇne´ akce, pouzˇitelne´ v aktivitnı´m
diagramu).
Da´le z te´to trˇı´dy deˇdı´ naprˇı´klad reprezentant vztahu˚ mezi prvky trˇı´dnı´ho diagramu,
trˇı´da Link (Use cˇi Dependency) a jı´ rozsˇirˇujı´cı´ ExtendedLink (majı´cı´ pod sebou vztahy jako
Abstraction cˇi Realization).
ExtendedElement, deˇdı´cı´ z prvku Element slouzˇı´ jako rodicˇovska´ trˇı´da pro prvky UML
jazyka jako Activity, StateMachine a Interaction. Da´le tuto trˇı´du rozsˇirˇuje DeploymentEle-
ment, zasˇtit’ujı´cı´ prvky diagramu nasazenı´ (Node, Device, Node a ExecutionEnviroment).
Du˚lezˇity´m potomkem trˇı´dy ExtendedElement je take´ trˇı´da Classifier, obsahujı´cı´ operace
a vlastnosti. Rozsˇirˇujı´ ji naprˇı´klad trˇı´dy Class, DataType, Signal cˇi Interface.
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9 Nacˇı´ta´nı´ UML profilu MARTE
9.1 Knihovna MARTE
Stereotypy UML profilu MARTE jsou obsazˇeny v knihovneˇ dll, nazvane´ MARTE. Beˇhem
tvorby jsem se snazˇil zachovat strukturu, definovanou ve specifikaci. Kvu˚li rozsa´hlosti
profilu a potrˇebeˇ pouze specificke´ mnozˇiny stereotypu˚ (viz vyuzˇitı´ tohoto profilu beˇhem
transformace 10.3) jsem neimplementoval vsˇe.
I tak ma´ tato knihovna aktua´lneˇ 142 trˇı´d a pomocny´ch vy´cˇtu˚. Neˇktere´ z obsazˇeny´ch
prvku˚ vyuzˇı´vajı´ trˇı´dy obsazˇene´ v knihovneˇ Loader.
9.2 Nacˇı´ta´nı´ stereotypu˚
Samotne´ nacˇtenı´ stereotypu˚, aplikovany´ch na jednotlive´ prvky UML modelu ma´ zde na
starosti trˇı´da MARTE Loader, ktera´ je obsazˇena v knihovneˇ MARTE. V jejı´m konstruktoru
dojde pomocı´ reflekce k nacˇtenı´ vsˇech typu˚, obsazˇeny´ch v te´to knihovneˇ. Ty jsou na´sledneˇ
vyuzˇity prˇi nacˇı´ta´nı´ stereotypu˚. Pouzˇitı´ reflekce take´ umozˇnˇuje prˇı´padneˇ strukturu te´to
knihovny da´le upravovat.
Nejprve jsou nacˇteny jednotlive´ jmenne´ prostory a jejich obsah. K jejich reprezentaci
zde slouzˇı´ trˇı´da Namespace, obsahujı´cı´ na´zev jmenne´ho prostoru a kolekci obsazˇeny´ch
typu˚.
Na´zvy jednotlivy´ch elementu˚ souboru XMI, reprezentujı´cı´ch stereotypy se skla´dajı´
ze dvou cˇa´stı´ - z prˇı´mo nadrˇazene´ho jemnne´ho prostoru a samotny´m na´zvem dane´ho
stereotypu, viz 7.1. Proto jsou prˇi nacˇı´ta´nı´ obsahu knihovny bra´ny v potaz pouze tyto
cˇa´sti cesty k dane´mu prvku v knihovneˇ.
Pro samotne´ nacˇtenı´ stereotypu˚ a prˇirˇazenı´ odpovı´dajı´cı´m cˇa´stem modelu zde slouzˇı´
metoda LoadStereotypes, ktera´ ma´ dva vstupnı´ parametry - korˇenovy´ uzel stromu XMI
struktury modelu a referenci na pool objektu˚ modelu, viz 8.2.
Jsou zde postupneˇ procha´zeni potomci korˇenove´ho uzlu, a pokud odpovı´dajı´ neˇkte-
re´mu typu z knihovny MARTE, je zjisˇteˇn identifika´tor objektu (viz 7.1), se ktery´m je tento
stereotyp prova´za´n, odpovı´dajı´cı´ objekt vybra´n z poolu a pote´ odpovı´dajı´cı´ stereotyp
vlozˇen do kolekce stereotypu˚ tohoto objektu.
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10 Transformace
10.1 Pohled ze strany jazyka e-PFL
Pro pohled na struktura´lnı´ stra´nku vestavne´ho syste´mu zde nejle´pe poslouzˇı´ trˇı´dnı´ dia-
gram. Jedna´ se totizˇ o ten nejza´kladneˇjsˇı´ diagram a generovat ko´d z modelu, vytvorˇene´m
v jazyce UML a neobsahujı´cı´m zˇa´dny´ trˇı´dnı´ diagram, nebo jaky´koliv diagram zna´zornˇu-
jı´cı´ strukturu nema´ smysl. Mnoho prvku˚ trˇı´dnı´ho diagramu je navı´c pouzˇito i v ostatnı´ch
diagramech jazyka UML.
10.1.1 Prvky Device
Za´kladnı´m prvkem jazyka e-PFL je prvek Device. Ten obsahuje neˇjake´ procesy a pro jejich
vykona´va´nı´ mu˚zˇe vyuzˇı´vat dalsˇı´ funkce a promeˇnne´. V UML jazyce mu˚zˇe tento prvek
reprezentovat jaky´koliv typ, deˇdı´cı´ ze trˇı´dy Classifier. Tato mnozˇina prvku˚ zahrnuje prvky
jako je Class, Component, Signal, Interface, DataType atd.
Device je v podstateˇ abstrakcı´ jednotlivy´ch komponent. Pro dalsˇı´ u´vahy bude pouzˇit
diagram na obra´zku 5. V trˇı´dnı´m diagramu mu˚zˇe samotne´ Device reprezentovat prakticky
jaky´koliv prvek. Jednotlive´ prvky trˇı´dnı´ho diagramu zde mohou reprezentovat jak aktivnı´
cˇa´sti - jednotlive´ prvky Device a komponenty EmbSystem - tak i pasivnı´ cˇa´sti - naprˇı´klad
zdroje dat.
Na extrakci potrˇebny´ch reprezentantu˚ zarˇı´zenı´ ze struktura´lnı´ho diagramu by se dalo
dı´vat neˇkolika ru˚zny´mi zpu˚soby.
Vztah mezi Device a EmbSystem by zde mohl by´t naprˇı´klad reprezentova´n pomocı´
neˇjake´ho vztahu abstrakce nebo generalizace. Prˇi pohledu na diagram v obra´zku 5 na-
sta´va´ proble´m, pokud bude Device reprezentova´n trˇı´dou ClassA a komponenty EmbSystem
budou reprezentova´ny prvky, ktere´ z nı´ deˇdı´. ClassC tvorˇı´cı´ kvu˚li deˇdeˇnı´ ze trˇı´dy ClassA
komponentu, take´ realizuje interface InterfaceE. Pokud bude i toto rozhranı´ povazˇova´no
za reprezentaci Device, jaky´m zpu˚sobem bude ve vygenerovane´m e-PFL ko´du tento vztah
reprezentova´n?
Lze take´ uvazˇovat prˇı´pad, kdy aktivnı´ komponentu tvorˇı´ jedina´ trˇı´da, nerozsˇirˇujı´cı´
zˇa´dny´ dalsˇı´ prvek diagramu. Prvek UML diagramu typu Classifier mu˚zˇe tedy v jednom
reprezentovat jak Device, tak i samotnou komponentu EmbSystem.
Ve vy´sledku tedy z trˇı´dnı´ho diagramu automaticky moc informacı´ vyextrahovat nelze,
bude zde zapotrˇebı´ pomoc uzˇivatele, ktery´ vybere aktivnı´ prvky modelovane´ho vestav-
ne´ho syste´mu. Vı´ce informacı´ pu˚jde zı´skat, pokud bude v modelu aplikova´n UML profil
MARTE.
10.1.2 Prvky EmbSystem
Pro prvky EmbSystem, reprezentujı´cı´ konkre´tnı´ vy´skyt dane´ho zarˇı´zenı´ Device lze apliko-
vat stejnou u´vahu jako pro samotny´ prvek Device popsanou vy´sˇe. Bez pomoci uzˇivatele
se zde na´stroj take´ da´le nehne.
Pro co nejmensˇı´ za´teˇzˇ uzˇivatele beˇhem procesu transformace bude take´ vy´hodneˇjsˇı´
po neˇm pozˇadovat pouze vy´beˇr komponent a prˇı´padneˇ jesˇteˇ jejich mnozˇstvı´. Uzˇivatel
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Obra´zek 5: Trˇı´dnı´ diagram
bude take´ muset definovat ty vlastnosti komponent, ktere´ nelze implicitneˇ zı´skat z UML
diagramu˚.
Z uzˇivatelem definovany´ch komponent lze pak automaticky zpeˇtneˇ definovat jednot-
liva´ zarˇı´zenı´ Device.
10.1.3 Procesy
Pro lepsˇı´ zna´zorneˇnı´ u´vah obsazˇeny´ch v na´sledujı´cı´m textu jsem vytvorˇil obra´zek 6. Jedna´
se o graficke´ zna´zorneˇnı´ ko´du jazyka e-PFL popisujı´cı´ho chova´nı´ vy´dejnı´ho automatu.
Jsou v neˇm na´zorneˇ videˇt jednotlive´ komponenty syste´mu, jejich procesy a jednotlive´
komunikacˇnı´ kana´ly. Z pu˚vodnı´ho ko´du byly v obra´zku kvu˚li zprˇehledneˇnı´ vynecha´ny
trˇi komponenty, majı´cı´ na starost o vy´stup na obrazovku.
Lze v neˇm na´zorneˇ videˇt proble´my, ktere´ mohou nastat prˇi generova´nı´ jazyka e-PFL z
UML diagramu˚ a ktere´ budou podrobneˇji rozvedeny nı´zˇe.
Proces mu˚zˇe v prvku UML diagramu typu Classifier (da´le klasifika´tor) reprezentovat
jaka´koliv obsazˇena´ operace cˇi vlastnost. Je tedy zapotrˇebı´ neˇjaky´m zpu˚sobem zjistit, ktere´
to jsou. Neˇktere´ z operacı´ totizˇ mohou tvorˇit pomocne´ funkce dane´ho prvku Device,
volane´ v ra´mci procesu, ty v mnozˇineˇ procesu˚ zahrnuty nebudou.
V jazyce e-PFL je proces jednolity´ kus ko´du, ktery´ cˇeka´ na doplneˇnı´ vsˇech vstupnı´ch
parametru˚ a beˇhem sve´ho prova´deˇnı´ s ostatnı´mi procesy nekomunikuje, ale azˇ na konci
vra´tı´ vy´stupnı´ parametry. Pomocı´ jazyka UML lze ale modelovat i situace, kdy je z jedne´
metody vola´na operace jine´ho prvku, ktery´ mu˚zˇe pracovat paralelneˇ a mu˚zˇe tedy repre-
zentovat beˇhem simulace jine´ zarˇı´zenı´. Tyto prˇı´pady je trˇeba neˇjaky´m zpu˚sobem osˇetrˇit.
Jako prˇı´klad bude pouzˇita na´sledujı´cı´ situace:
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Obra´zek 6: Vy´dejnı´ automat
bool Operation (int a, int b)
{
...
return !comp2.Call(a + b);
}
Vy´pis 4: Uka´zkova´ operace
Metoda Operation neˇjake´ho objektu zde pro provedenı´ sve´ funkcionality a vra´cenı´
pozˇadovane´ho vy´sledku potrˇebuje vy´sledek metody Call objektu reprezentujı´cı´ho jinou
komponentu, zde nazvane´ho comp2. Pokud bude tato metoda povazˇova´na za proces
neˇjake´ho prvku Device, bude zapotrˇebı´ jesˇteˇ prˇed provedenı´m tohoto procesu zı´skat
vy´sledek metody Call.
Je tedy trˇeba navı´c do vstupnı´ch parametru˚ procesu umı´stit vy´stup te´to metody. Na to
abychom tento vy´stup zı´skali, musı´me tomuto procesu poskytnout neˇjaka´ vstupnı´ data.
Ty jsou ale vy´sledkem prova´deˇnı´ samotne´ho procesu Operation.
Na prvnı´ pohled by se mohlo zda´t, zˇe se tyto operace dostaly do stavu, kdy na
sebe navza´jem cˇekajı´. Tento proble´m lze ale vyrˇesˇit definova´nı´m pocˇa´tecˇnı´ch hodnot pro
parametry a a b ve funkci main. Vy´sledne´ u´seky ko´du jazyka e-PFL budou vypadat takto:
Operation :: c Bool −> a Integer −> b Integer −> (r Bool, in Integer)
Operation c a b = ...
...
Call :: x Integer −> y Bool
Call x = ...
...
setA :: a Integer −> ()
setA x = ()
...
setB :: b Integer −> ()
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setB x = ()
...
main = setA 2 ´bl´ setB 3 ...
Vy´pis 5: Vy´sledna´ struktura
U´cˇelem simulace vestavne´ho syste´mu pomocı´ jazyka e-PFL je take´ tyto prˇı´padna´ uva´z-
nutı´ na mrtve´m bodeˇ nale´zt a vyrˇesˇit je jesˇteˇ beˇhem analy´zy modelovane´ho vestavne´ho
syste´mu.
Prˇı´pad popsany´ vy´sˇe by mohl by´t naprˇı´klad zobrazen podobneˇ, jako proces GetItem
zarˇı´zenı´ Memory, zna´zorneˇne´m v obra´zku 6. Tento proces take´ potrˇebuje pro zı´ska´nı´
vstupnı´ch promeˇnny´ch, a tedy jeho provedenı´ vy´sledek ze dvou ru˚zny´ch procesu˚ jiny´ch
zarˇı´zenı´.
Na obra´zku zmı´neˇne´m vy´sˇe lze take´ naprˇı´klad videˇt prˇı´pad procesu (proces Served
zarˇı´zenı´ Controller), majı´cı´ za vstup parametr pocha´zejı´cı´ pouze z jednoho jine´ho procesu
a jehozˇ vy´stup je take´ pouzˇit pouze v jednom procesu. Tento prˇı´pad lze v pseudoko´du
OOP jazyka by sˇel zapsat na´sledujı´cı´m zpu˚sobem (pro zjednodusˇenı´ byl dalsˇı´ vstupnı´
parametr procesu RemoveItem zarˇı´zenı´ Memory odstraneˇn):
int Served (int soldItem)
{
int remove = ...
...
return RemoveItem(remove);
}
Vy´pis 6: Reprezentace procesu s jednı´m vstupnı´m a jednı´m vy´stupnı´m parametrem
V tomto prˇı´padeˇ nenı´ zapotrˇebı´ prˇida´vat do vstupnı´ch cˇi vy´stupnı´ch parametru˚ dalsˇı´
dodatecˇne´.
Take´ by se dalo uvazˇovat naprˇı´klad nad prˇı´padem, kdy by do procesu vstupovala
data z jine´ho procesu a na jeho vy´stupu by za´visely dva jine´ procesy. Samotny´ pseudoko´d
by mohl vypadat na´sledovneˇ:
int methodA (...)
{
x [] = methodB(parameterA);
... methodC(x[0], parameterB);
... methodD(x[1]);
}
Vy´pis 7: Reprezentace procesu s jednı´m vstupnı´m a dveˇmi vy´stupnı´mi parametry
Jedna´ se o sekvenci prˇı´kazu˚, jejichzˇ vy´sledkem je prˇeda´nı´ vy´sledku˚ do dvou jiny´ch
procesu˚ (cˇi metod paralelneˇ pracujı´cı´ch objektu˚). Sekvence prˇı´kazu˚ v pseudoko´du, repre-
zentujı´cı´ch tuto situaci ale mu˚zˇe by´t take´ u´plneˇ jina´.
Tyto situace se vstupnı´mi a vy´stupnı´mi daty, pocha´zejı´cı´mi ze dvou ru˚zny´ch procesu˚
lze zobecnit i na vysˇsˇı´ pocˇty neza´visly´ch procesu˚, z nichzˇ jsou zı´ska´va´na vstupnı´ data,
prˇı´padneˇ jim zası´la´na vy´sledna´ dat.
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Jde mi o to uka´zat, zˇe zde bude muset by´t take´ bra´no v potaz prˇı´padne´ prˇida´va´nı´
parametru˚ do procesu˚ modelovane´ho syste´mu tak, aby sˇlo o vhodnou reprezentaci sys-
te´mu a to z du˚vodu nemozˇnosti interagovat s ostatnı´mi cˇa´stmi syste´mu beˇhem prova´deˇnı´
samotne´ho procesu.
Modelovany´ syste´m bude s nejveˇtsˇı´ pravdeˇpodobnostı´ odpovı´dat uka´zkove´mu prˇı´-
kladu a mu˚zˇe zde by´t proble´m automaticky urcˇit vhodne´ prˇidane´ parametry. Za´lezˇı´ zde
hodneˇ na poskytnuty´ch diagramech, s nejveˇtsˇı´ pravdeˇpodobnostı´ nebude du˚kladneˇ po-
psa´no cele´ chova´nı´ syste´mu. Proto je zde du˚lezˇite´ nejprve vytvorˇit sce´na´rˇ, ktery´ bude
pocˇı´tat pouze s trˇı´dnı´m, prˇı´padneˇ jiny´m struktura´lnı´m diagramem, interakcı´ s uzˇivate-
lem a samotny´ proces pote´ prˇı´padneˇ rozsˇı´rˇit o analy´zu doplnˇkovy´ch diagramu˚. Diagramy
chova´nı´ v modelu vestavne´ho syste´mu budou spı´sˇe popisovat specia´lnı´ sce´na´rˇe nezˇ cel-
kove´ chova´nı´ syste´mu. Steˇzˇejnı´m je zde vzˇdy trˇı´dnı´ diagram.
Prova´za´nı´ procesu˚ vestavne´ho syste´mu proto musı´ by´t beˇhem samotne´ transformace
bra´na v potaz a bude zde nutna´ take´ u´cˇast uzˇivatele.
10.1.4 Komunikacˇnı´ kana´ly
Komunikacˇnı´ kana´ly mezi jednotlivy´mi zarˇı´zenı´mi ve vestavne´m syste´mu simulovane´m
pomocı´ jazyka e-PFL jsou reprezentova´ny promeˇnny´mi, nacha´zejı´cı´mi se na vstupech a
vy´stupech jednotlivy´ch procesu˚.
Kazˇdy´ komunikacˇnı´ kana´l je zde reprezentova´n jedinecˇny´m na´zvem. Zde nasta´va´
proble´m prˇi definici vestavne´ho syste´mu pomocı´ jazyka UML, ten totizˇ zˇa´dny´ takovy´to
mechanismus implicitneˇ neobsahuje. Syste´m bude s nejveˇtsˇı´ pravdeˇpodobnostı´ modelo-
va´n bez ohledu na tento mechanismus. Diagramy chova´nı´ nemusı´ kvu˚li zameˇrˇenı´ spı´sˇe
na specificke´ sce´na´rˇe poskytnout dostatek vodı´tek pro automatickou konstrukci teˇchto
komunikacˇnı´ch kana´lu˚. Proto bude i zde nutna´ intervence uzˇivatele.
Definice jednotlivy´ch komunikacˇnı´ch kana´lu˚ a prova´za´nı´ jednotlivy´ch procesu˚ u´zce
souvisı´. Na´zev vstupnı´ho parametru jednoho procesu sva´zane´ho s vy´stupnı´m paramet-
rem musı´ odpovı´dat na´zvu tohoto vy´stupnı´ho parametru a reprezentovat tak jeden ko-
munikacˇnı´ kana´l. Proto by meˇl by´t proces prova´za´nı´ parametru˚ procesu˚ obsazˇen spolecˇneˇ
s definicı´ komunikacˇnı´ch kana´lu˚ v jednom kroku transformace.
10.2 Pohled ze strany jazyka UML
Diagramy jazyka UML, reprezentujı´cı´ vestavny´ syste´m nemusı´ obsahovat kompletnı´ in-
formace o dane´m syste´mu. Tyto informace take´ mohou by´t neprˇesne´ a nekonzistentnı´
a nelze jı´m obsa´hnout neˇktere´ vlastnosti. Na´sledujı´cı´ text ma´ za u´kol popsat na´slednou
reprezentaci co nejvı´ce cˇa´stı´ jazyka UML ve vy´sledne´m ko´du a to tak, aby byl co nej-
vı´ce zachova´n pu˚vodnı´ vy´znam a funkcˇnost modelovane´ho syste´mu, ktery´ bude pomocı´
jazyka e-PFL simulova´n.
Stereotypy profilu MARTE budou v textu rozebra´ny pozdeˇji. Uzˇivatel je prˇi modelo-
va´nı´ vestavne´ho syste´mu nemusı´ pouzˇı´t, proto zde bude reprezentova´n nejprve pohled
prˇi pouzˇitı´ cˇiste´ho jazyka UML.
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Na´sledujı´cı´ text je zameˇrˇen na reprezentaci jednotlivy´ch prvku˚ jazyka UML prˇi gene-
rova´nı´ pomocne´ho ko´du. Samotne´ prvky jazyka e-PFL jako Device, procesy cˇi EmbSystem
budou vybra´ny prˇı´mo uzˇivatelem, viz 10.1.2.
10.2.1 Struktura´lnı´ pohled
10.2.1.1 Trˇı´dnı´ diagram a prvky spolecˇne´ pro vsˇechny diagramy Na´stroj Papyrus
UML prˇi tvorbeˇ nove´ho projektu modelu vytvorˇı´ vy´chozı´ diagram (viz 7). Ten obsahuje
prvky trˇı´dnı´ho diagramu, ale umozˇnˇuje vkla´dat i komponenty. Trˇı´dnı´ diagram take´ ob-
sahuje mnoho prvku˚ vyuzˇitelny´ch v ostatnı´ch typech diagramu˚. V te´to cˇa´sti pra´ce budou
postupneˇ rozebra´ny tyto spolecˇne´ prvky, od teˇch nejsna´ze transformovatelny´ch azˇ po ty
komplexneˇjsˇı´. Na´sledujı´cı´ text se bude zaby´vat prvky, ktere´ budou transformova´ny na
pomocny´ ko´d.
10.2.1.1.1 Komenta´rˇ, omezenı´ a vy´cˇet Prvnı´ prvky, ktere´ zde budou rozebra´ny, jsou
komenta´rˇe a omezenı´. Komenta´rˇ zde jisteˇ nema´ smysl podrobneˇji rozebı´rat, v ko´du e-PFL
bude zobrazen jako klasicky´ komenta´rˇ (bude uveden pomocı´ ”- -”). Omezenı´ je v jazyce
UML v podstateˇ text, obsahujı´cı´ omezujı´cı´ pravidla, kladena´ na dany´ objekt cˇi syste´m,
se ktery´m je toto omezenı´ propojeno. Toto omezenı´ mu˚zˇe by´t napsa´no jako obycˇejna´
pozna´mka, nebo mu˚zˇe by´t specifikova´no pomocı´ specia´lnı´ho jazyka, jako je naprˇı´klad
OCL (Object Constraint Language).
Pokud by bylo omezenı´ popsa´no naprˇı´klad pomocı´ vy´sˇe zmı´neˇne´ho OCL, meˇlo by
smysl se jı´m hloubeˇji zaby´vat, pro zacˇa´tek ale bude ve vy´sledne´m ko´du reprezentova´n
jako prosty´ komenta´rˇ. Pro odlisˇenı´ od klasicke´ho komenta´rˇe bude text omezenı´ uveden
pomocı´ komenta´rˇe ” - - CONSTRAINT > ”.
Oba tyto prvky budou uvedeny u kazˇde´ho fragmentu ko´du reprezentujı´cı´ho objekt
UML modelu, se ktery´m jsou propojeny.
Dalsˇı´m, jednodusˇe reprezentovatelny´m prvkem jazyka UML je vy´cˇet. V jazyce Haskell
ma´ sve´ho prˇı´me´ho reprezentanta [2], v generovane´m ko´du jazyka e-PFL bude ale re-
prezentova´n jako datovy´ typ s odpovı´dajı´cı´m na´zvem. Jednotlive´ litera´ly zde budou
reprezentovat datove´ konstruktory tohoto datove´ho typu.
Reprezentaci vy´cˇtu v jazyce e-PFL lze videˇt ve fragmentu ko´du nı´zˇe, spolecˇneˇ s ko-
menta´rˇem a omezenı´m.
...
−− CONSTRAINT > Text omezenı´ kladene´ho na vy´cˇet
−− COMMENT > Text komenta´rˇe propojene´ho s vy´cˇtem
data Colors = Black | White
...
Vy´pis 8: Prvky jazyka UML v e-PFL ko´du
10.2.1.1.2 Primitivnı´ typy a viditelnost Jazyk UML obsahuje neˇkolik prˇeddefinova-
ny´ch primitivnı´ch typu˚ - Boolean, Integer, UnlimitedNatural a String. Vsˇechny z nich majı´
sve´ proteˇjsˇky i v jazyce e-PFL. Typu Boolean zde odpovı´da´ Bool, Integer je pojmenova´n
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stejneˇ, UnlimitedNatural zase odpovı´da´ typu Real a nakonec String poli znaku˚ - [Charac-
ter]. Stacˇı´ tedy beˇhem generova´nı´ ko´du prˇizpu˚sobit jejich na´zvy.
Jazyk e-PFL neumozˇnˇuje neˇjaky´m zpu˚sobem zohlednit viditelnost jednotlivy´ch prvku˚
syste´mu. Proto nema´ smysl se zde zaby´vat typy viditelnostı´, definovatelny´ch pomocı´
jazyka UML.
Viditelnost by v jazyce e-PFL sˇla alesponˇ neˇjaky´m minima´lnı´m zpu˚sobem reprezen-
tovat, pokud by byla u tohoto jazyka rozsˇı´rˇena syntaxe, ty´kajı´cı´ se definice modulu˚
zpu˚sobem, jaky´m to je naprˇı´klad provedeno v jazyce Haskell [2]:
module DataModule (select, Insert, Delete) where
import ConnectionModule
...
select x y =
...
Vy´pis 9: Export funkcı´ v jazyce Haskell
Pokud by zde jeden modul reprezentoval jeden balı´k, byly by exportova´ny funkce
(uvedene´ v uka´zce v za´vorka´ch za na´zvem deklarovane´ho modulu) typu public. Zby´vajı´cı´
prvky (typu private, protected a package), by byly pro ostatnı´ moduly nedostupne´.
Musely by zde by´t take´ bra´ny v potaz vztahy mezi prvky, umı´steˇny´mi v ru˚zny´ch
modulech. Naprˇı´klad prˇi pouzˇitı´ viditelnosti typu protected musı´ by´t dany´ UML prvek,
reprezentovany´ v ko´du funkciona´lnı´ho jazyka viditelny´ pro vsˇechny prvky z neˇj deˇdı´cı´.
Ty se mohou nacha´zet v jiny´ch modulech.
10.2.1.1.3 Klasifika´tory Klasifika´tory, reprezentujı´cı´ trˇı´dy objektu˚ majı´cı´ neˇjake´ vlast-
nosti, nemajı´ ve funkciona´lnı´m jazyce e-PFL zˇa´dnou prˇı´mou reprezentaci. Nelze zde tvorˇit
zˇa´dne´ instance cˇi jejich prˇedpisy jako v klasicky´ch objektoveˇ orientovany´ch jazycı´ch. Proto
ve vygenerovane´m ko´du pu˚jde spı´sˇe o samotnou reprezentaci funkcı´ v klasifika´torech
obsazˇeny´ch. Pokud bude chtı´t uzˇivatel neˇjaky´m zpu˚sobem pouzˇı´vat v ko´du objektovy´
prˇı´stup, bude jej muset podstatneˇ zmeˇnit a prˇidat minima´lneˇ neˇjakou reprezentaci stavu˚
syste´mu.
Pro zprˇehledneˇnı´ a zjednodusˇenı´ generovane´ho ko´du by v tomto smeˇru mozˇna´
prˇispeˇlo jazyku e-PFL mensˇı´ prˇikloneˇnı´ k objektove´mu paradigmatu. Velice by se zde
hodilo doimplementova´nı´ vyuzˇitı´ mechanismu typovy´ch trˇı´d, pouzˇı´vane´mu naprˇı´klad
v jazyce Haskell [2]. Ulehcˇilo by to naprˇı´klad zna´zorneˇnı´ vztahu˚ mezi objekty jako je
generalizce, cˇi realizace rozhranı´.
V generovane´m ko´du proto budou tyto jednotlive´ klasifika´tory reprezentova´ny pouze
svy´mi funkcemi a vlastnostmi. Doplnˇkove´ informace o klasifika´torech budou prˇida´ny
pomocı´ komenta´rˇu˚.
Mezi klasifika´tory, jejichzˇ vlastnosti budou v generovane´m ko´du reprezentova´ny,
patrˇı´ Signal, Primitive Type, Data Type, Class a Component. Nebude zde provedena gene-
race funkcı´ rozhranı´. Rozhranı´ budou zohledneˇna azˇ beˇhem jejich realizace, viz vztahy
10.2.1.1.7.
Kazˇdy´ klasifika´tor bude ve vy´sledne´m ko´du reprezentova´n komenta´rˇem, obsahujı´cı´m
typ klasifika´toru, jeho na´zev a cestu v ra´mci stromu UML modelu. Navı´c zde budou vy-
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psa´ny na´zvy jednotlivy´ch diagramu˚ chova´nı´, asociovany´ch s tı´mto prvkem (viz nacˇı´ta´nı´
UML modelu 8.1). Ty mu˚zˇe uzˇivatel beˇhem doplnˇova´nı´ vygenerovane´ho ko´du prˇı´padneˇ
vyuzˇı´t jako pru˚vodce.
Jedinou vy´jimkou ve zpu˚sobu reprezentace zde bude prvek PrimitiveType. Ten bude
ve vy´sledne´m ko´du reprezentova´n jako novy´ datovy´ typ pomocı´ klı´cˇove´ho slova data,
stejneˇ jako vy´chozı´ primitivnı´ typy Integer, Bool apod. Tato deklarace bude prˇida´na pod
odpovı´dajı´cı´ komenta´rˇe, viz fragment ko´du nı´zˇe:
...
−−−−SIGNAL−−−−
−−name > CommunicationSignal
−−path > System Communication
...
−−−−CLASS−−−−
−−name > CommunicationEndPoint
−−path > System Communication
...
−−−−PRIMITIVE TYPE−−−−
−−name > SignalArray
−−path > System Communication
data System Communication SignalArray
...
Vy´pis 10: Reprezentace klasifika´toru˚ v ko´du jazyka e-PFL
10.2.1.1.4 Vlastnosti klasifika´toru˚ Vlastnosti jednotlivy´ch klasifika´toru˚ jsou v jazyce
UML reprezentova´ny prvky, deˇdı´cı´mi ze trˇı´d StructuralFeature (naprˇ. Property a tento
prvek rozsˇirˇujı´cı´ Port) a BehavioralFeture (Reception a Operation).
Kvu˚li nemozˇnosti reprezentovat vhodny´m zpu˚sobem v jazyce e-PFL trˇı´dy objektu˚
bude do na´zvu˚ vlastnostı´ klasifika´toru˚ zahrnuta take´ jejich cesta ve stromu UML modelu.
Vlastnosti klasifika´toru˚, zmı´neˇne´ vy´sˇe budou v generovane´m ko´du reprezentova´ny
na´sledovneˇ:
...
−− // Properties
−− name
−− type > [Character]
System Users name = ”Jan Nova´k”
−− age
−− type > Integer
System Users age = 38
−− children
−− type [Character]
System Users children = −− length > ∗
...
Vy´pis 11: Reprezentace vlastnostı´ klasifika´toru˚ v ko´du jazyka e-PFL
Je zde videˇt zakomponova´nı´ cesty k dane´ vlastnosti (System Users ...), ktera´ je potrˇebna´
pro odlisˇenı´ operacı´ a atributu˚ dane´ho klasifika´toru od prˇı´padneˇ stejneˇ pojmenovany´ch
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atributu˚ a operacı´ jiny´ch klasifika´toru˚, obsazˇeny´ch ve stejne´m modulu. Uzˇivatel dı´ky
tomu take´ mu˚zˇe prˇı´mo videˇt, o kterou vlastnost cˇi operaci se jedna´.
Atributy budou v generovane´m ko´du uvedeny pomocı´ komenta´rˇe - - // Properties.
U kazˇde´ho z nich bude da´le v komenta´rˇi o rˇa´dek nı´zˇe uveden jeho cˇisty´ na´zev, bez
zakomponova´nı´ cesty k neˇmu v ra´mci stromu UML modelu. O rˇa´dek nı´zˇe bude jesˇteˇ
informace o typu atributu.
V prˇı´padeˇ existence vy´chozı´ hodnoty atributu je tato hodnota take´ do vy´sledne´ho
ko´du vlozˇena.
Prˇi generova´nı´ atributu mimo jine´ musı´ by´t zohledneˇno, zda se jedna´ o pole, nebo ne.
Pokud se bude jednat o pole, bude k dane´mu atributu prˇida´n komenta´rˇ o jeho prˇı´padne´
de´lce (viz atribut children v uka´zce vy´sˇe).
Pokud se zde bude jednat o atribut, reprezentujı´cı´ referenci na neˇjakou instanci, bude
tento atribut pouze reprezentova´n komenta´rˇem.
Prvky deˇdı´cı´ z typu BehavioralFeature (Operation a Reception), obsazˇene´ v dane´m kla-
sifika´toru zde budou reprezentova´ny jako obycˇejne´ funkce. V syntaxi jazyka e-PFL je
nelze neˇjak odlisˇit. Pro jejich odlisˇenı´ bude pouze na zacˇa´tku jejich definice komenta´rˇem
uvedeno, zda se jedna´ o operaci cˇi o prˇijetı´ signa´lu.
Samotna´ transformace operacı´ je velice jednoducha´, nejprve bude uveden na´zev ope-
race a po neˇm na´zvy vstupnı´ch parametru˚. Vy´stupnı´ parametry budou bez znalosti vnitrˇnı´
struktury odpovı´dajı´ funkce uvedeny za komenta´rˇ, na stejny´ rˇa´dek, jako definice funkce.
V jazyce UML lze definovat cˇtyrˇi typy smeˇru parametru - in, out, return a inout.
Reprezentace prvnı´ch trˇı´ typu˚ ve vy´sledne´m ko´du je zrˇejma´, u vstupneˇ vy´stupnı´ho typu
bude v definici funkce dany´ parametr vygenerova´n jako vstupnı´ i jako vy´stupnı´.
Vy´jimku prˇi generova´nı´ parametru˚, zde podobneˇ jako u atributu˚, tvorˇı´ parametry
reprezentujı´cı´ typy, deklarovane´ v ra´mci modelu. Jelikozˇ samotny´ jazyk e-PFL jako funk-
ciona´lnı´ jazyk nedovoluje pouzˇı´vat reference na objekty ve smyslu instancı´ objektoveˇ
orientovane´ho programova´nı´, nema´ smysl tento typ parametru˚ ve vstupnı´ch paramet-
rech dane´ funkce zˇa´dny´m zpu˚sobem reprezentovat. V prˇı´padeˇ potrˇeby mu˚zˇe by´t v teˇle
funkce, vytvorˇene´m uzˇivatelem, zavola´na odpovı´dajı´cı´ funkce, reprezentujı´cı´ potrˇebnou
operaci dane´ trˇı´dy.
Nad samotnou definici funkce bude jesˇteˇ uvedena informace o typech vstupnı´ch a
vy´stupnı´ch parametru˚ a cˇisty´ na´zev operace, bez zakomponovane´ cesty pro odlisˇenı´ od
dalsˇı´ch funkcı´.
...
−− // Operations
<<Integer::hours, Real::hourlyWage>> ClaculatePayment <<Integer::payment>>
System Users CalculatePayment hours hourlyWage = −− payment
...
−− // Receptions
...
Vy´pis 12: Reprezentace operacı´ klasifika´toru˚ v ko´du jazyka e-PFL
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10.2.1.1.5 Balı´ky Balı´k, reprezentujı´cı´ urcˇitou podmnozˇinu prvku˚ dane´ho syste´mu
bude ve vy´sledne´m ko´du nejjednodusˇsˇı´ reprezentovat pomocı´ jednoho modulu. Ve funk-
ciona´lnı´m programova´nı´ modul reprezentuje urcˇitou kolekci funkcı´, typu˚ a typovy´ch
trˇı´d. Umozˇnˇuje rozdeˇlit komplexneˇjsˇı´ ko´d do mensˇı´ch cˇa´stı´ pro lepsˇı´ prˇehlednost, nebo
prˇı´padneˇ dovoluje kus ko´du, obsazˇeny´ v dane´m modulu pouzˇı´t i v jiny´ch projektech.
Proble´m zde ale nasta´va´ v prˇı´padeˇ zanorˇenı´ balı´ku˚, v jednom definovane´m modulu
jizˇ dalsˇı´ vytvorˇit nelze. Zanorˇenı´ zde proto bude suplova´no mechanismem importova´nı´
modulu˚. Kazˇdy´ balı´k zde bude tvorˇit jeden modul. Pokud bude naprˇı´klad v modelu
zanorˇen balı´k A v balı´ku B, bude zde vytvorˇen modul A a modul B, kde modul A bude
importovat modul B.
Kvu˚li lepsˇı´ prˇehlednosti prˇi prˇı´padne´m veˇtsˇı´m pocˇtu vygenerovany´ch modulu˚ bude
prˇi tvorbeˇ na´zvu generovane´ho modulu zohledneˇna i jeho cesta. Dı´ky tomu dojde i
k vyvarova´nı´ se prˇı´padu˚, kdy by byly do stejne´ slozˇky projektu generova´ny soubory
modulu˚ se stejny´m na´zvem, ale kde kazˇdy´ z nich je umı´steˇn v jine´ cˇa´sti hierarchie UML
modelu.
Reprezentace zanorˇenı´ prvku˚ v jazyce e-PFL nema´ vy´znam, vsˇe je po importu glo-
ba´lneˇ dostupne´, Rozdeˇlenı´ do modulu˚ ma´ smysl pouze pro zprˇehledneˇnı´ a pro zvidi-
telneˇnı´ struktury pu˚vodnı´ho UML modelu. Prˇi provedenı´ importu modulu do neˇjake´ho
modulu projektu v jazyce e-PFL dojde k automaticke´mu zprˇı´stupneˇnı´ funkcı´ obsazˇeny´ch
v importovane´m modulu vsˇem ostatnı´m modulu˚m.
V tomto smeˇru take´ nema´ smysl zaby´vat se ostatnı´mi definovatelny´mi vztahy mezi
balı´ky, jako Package Import, Package Merge a Element Import.
10.2.1.1.6 Zna´zorneˇnı´ zanorˇeny´ch prvku˚ V jazyce UML lze do jednotlivy´ch trˇı´d,
podobneˇ jako do balı´ku, vkla´dat dalsˇı´, zanorˇene´ prvky (jako naprˇı´klad dalsˇı´ trˇı´dy, rozhranı´
apod.). Prˇı´padne´ zanorˇenı´ dane´ho prvku lze v trˇı´dnı´m diagramu zna´zornit bud’ prˇı´my´m
vlozˇenı´m potrˇebne´ trˇı´dy do jine´, cˇi pomocı´ vazby Containement Connection.
Prˇı´pady trˇı´d a komponent, obsahujı´cı´ch jesˇteˇ jine´ prvky (mimo operace a vlastnosti)
zde budou reprezentova´ny stejny´m zpu˚sobem jako balı´ky - pomocı´ samostatny´ch mo-
dulu˚. kazˇdy´ z nich zde bude obsahovat ko´d, reprezentujı´cı´ jednotlive´ vnorˇene´ prvky.
Kazˇdy´ takovy´to modul bude uveden informacı´, zˇe se jedna´ o reprezentaci prvku se
zanorˇeny´mi prvky. Po te´to informaci bude uvedena samotna´ definice trˇı´dy. Tato repre-
zentace bude provedena stejneˇ jako u klasicky´ch klasifika´toru˚, viz 10.2.1.1.3. Po tomto
kusu ko´du budou na´sledovat samotne´ reprezentace zanorˇeny´ch prvku˚.
10.2.1.1.7 Vztahy mezi prvky diagramu V textu da´le budou rozebra´ny jednotlive´
typy vztahu˚, ktere´ umozˇnˇuje trˇı´dnı´ diagram zna´zornit a jejich vyuzˇitı´ prˇi generova´nı´
ko´du.
Prvnı´m z teˇchto vztahu˚ je asociace. Ta zna´zornˇuje vyuzˇitı´ funkcˇnosti jednoho klasifi-
ka´toru jiny´m klasifika´torem. Ve vy´sledku je tedy instance druhe´ho klasifika´toru vlastnostı´
toho prvnı´ho a jedna´ se tedy o vlastnost, ktera´ je definova´na ve trˇı´deˇ prvnı´ho klasifika´-
toru. Jelikozˇ zde v jazyce e-PFL mozˇnost reprezentovat neˇjaky´m zpu˚sobem instance nenı´,
a jelikozˇ jsou vsˇechny funkce globa´lneˇ dostupne´, nema´ smysl se touto vazbou zaby´vat.
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Dalsˇı´m vztahem, pouzˇitelny´m mezi prvky trˇı´dnı´ho diagramu je za´vislost - Dependency.
Je zde reprezentova´na prˇerusˇovanou cˇarou a klasickou sˇipkou. Tento vztah je pouzˇı´va´n v
prˇı´padeˇ da´le nedefinovane´ za´vislosti mezi dveˇma klasifika´tory. Kvu˚li nemozˇnosti prˇı´mo
definovat v jazyce e-PFL trˇı´dy objektu˚, tak jak jsou zna´my z objektove´ho paradigmatu,
nenı´ zde trˇeba tento vztah beˇhem generova´nı´ ko´du bra´t v potaz.
To same´ platı´ i pro vztahy, ktere´ vztah Dependency rozsˇirˇujı´. K nim patrˇı´ naprˇı´klad
Usage cˇi Abstraction.
Zajı´mave´ z hlediska generova´nı´ ko´du jsou dva vztahy rozsˇirˇujı´cı´ trˇı´du Abstraction -
Realization a Interface Realization. Prˇi prova´za´nı´ neˇjake´ trˇı´dy s rozhranı´m cˇi jinou trˇı´dou
pomocı´ jednoho z teˇchto vztahu˚ dojde beˇhem generova´nı´ ko´du k prˇida´nı´ funkcı´ dane´ho
rozhranı´ cˇi trˇı´dy k funkcı´m trˇı´d, na neˇ nava´zany´ch. Dojde take´ k prˇida´nı´ odpovı´dajı´cı´ch
informacˇnı´ch komenta´rˇu˚ (viz u´ryvek ko´du nı´zˇe).
Stejny´m zpu˚sobem bude proveden mechanismus deˇdeˇnı´ pomocı´ vztahu generalizace.
Funkce, ktere´ nejsou prˇi generalizaci upravova´ny a lze je tedy i volat z funkcı´ trˇı´dy, ze
ktere´ dana´ trˇı´da deˇdı´, bude moci uzˇivatel prˇı´padneˇ po vygenerova´nı´ smazat.
...
−− // //////// Realization of > IEquatable
−− // Operations
<<Bool::isEqual>> Equals <<[Character]::a, [Character]::b>>
...
−− // //////// Inherited Members
−−From > General
...
Vy´pis 13: Realizace rozhranı´ a generalizace v ko´du jazyka e-PFL
Prˇi vy´sˇe zmı´neˇne´ implementaci mechanismu typovy´ch trˇı´d (viz 10.2.1.1.3) do jazyka
e-PFL, by bylo vyuzˇitı´ teˇchto rozsˇirˇujı´cı´ch vztahu˚ mnohem na´zorneˇjsˇı´, prˇı´meˇjsˇı´ a pro
uzˇivatele o moc prˇehledneˇjsˇı´.
10.2.1.2 Objekty UML modelu, umı´steˇne´ ve vı´ce diagramech najednou V potaz
musı´ by´t beˇhem generova´nı´ ko´du bra´ny i objekty, ktere´ jsou modelova´ny ve vı´ce diagra-
mech za´rovenˇ (viz 7 - prˇetahova´nı´ objektu˚ ze stromu XMI do urcˇite´ho diagramu). Beˇhem
generova´nı´ ko´du bude muset by´t take´ kontrolova´no, zda na´hodou jizˇ dany´ objekt nebyl
neˇkde vytvorˇen drˇı´ve. Pokud ano, bude generova´nı´ ko´du, reprezentujı´cı´ho tento prvek
prˇeskocˇeno.
10.2.1.3 Diagram objektu˚ a diagram balı´ku˚ Diagramy objektu˚ a diagramy balı´ku˚
lze v na´stroji Papyrus UML vytvorˇit pomocı´ trˇı´dnı´ho diagramu, budou tedy i jako trˇı´dnı´
diagramy bra´ny beˇhem samotne´ho generova´nı´ ko´du a transformace jejich jednotlivy´ch
prvku˚ bude provedena zpu˚sobem popsany´m vy´sˇe.
10.2.1.4 Diagram profilu Prvky diagramu profilu, jako je naprˇı´klad balı´k oznacˇeny´
stereotypem «Profile», cˇi vztah nazvany´ Extension nemajı´ z hlediska generova´nı´ ko´du urcˇe-
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Obra´zek 7: Diagram nasazenı´
ne´ho pro simulaci vestavne´ho syste´mu smysl, proto nebudou prˇi samotne´ transformaci
bra´ny v potaz.
10.2.1.5 Komponentnı´ diagram Tento diagram, zna´zornˇujı´cı´ jednotlive´ komponenty
syste´mu obsahuje azˇ na pa´r vy´jimek stejne´ prvky, jako trˇı´dnı´ diagram. Samotna´ kom-
ponenta zde reprezentuje jaky´si kontejner, obsahujı´cı´ dalsˇı´ prvky, vykona´vajı´cı´ urcˇitou
funkcˇnost a ktera´ poskytuje neˇjaka´ rozhranı´ a jina´ zase pro svoji funkcˇnost vyzˇaduje.
Z pohledu tvorby prvku˚ jazyka e-PFL ma´ smysl ji bra´t pouze jako jaky´si kontejner. V
ra´mci jedne´ komponenty se naprˇı´klad mu˚zˇe nacha´zet neˇkolik paralelneˇ pracujı´cı´ch jed-
notek, ktere´ ma´ smysl pomocı´ jazyka e-PFL simulovat a ve vy´sledne´m ko´du reprezentovat
samostatneˇ. Proto bude uzˇivatel beˇhem transformace vyzva´n, aby z teˇchto zanorˇeny´ch
prvku˚ ty aktivnı´ prˇı´padneˇ vybral.
Prˇi tvorbeˇ pomocne´ho ko´du zde take´ nema´ smysl jı´t v analy´ze jednotlivy´ch komponent
do hloubky. Jednotlive´ obsazˇene´ prvky jiny´m zpu˚sobem nezˇ vy´cˇtem jejich vlastnostı´ a
funkcı´ reprezentovat nelze. Kvu˚li zprˇehledneˇnı´ ale ma´ smysl pro komponentu obsahujı´cı´
dalsˇı´ cˇa´sti vytvorˇit samostatny´ modul (viz 10.2.1.1.6).
10.2.1.6 Diagram nasazenı´ Diagram nasazenı´, jenzˇ je urcˇen pro zobrazenı´ implemen-
tacˇnı´ho pohledu na syste´m, konkre´tnı´ho nasazenı´ jednotlivy´ch prvku˚ beˇhem vykona´va´nı´
a mu˚zˇe zobrazovat naprˇı´klad za´vislost na jednotlivy´ch platforma´ch. Je pouzˇı´va´n spı´sˇe
v pozdeˇjsˇı´ch fa´zı´ch vy´voje syste´mu. Z pohledu vyuzˇitı´ prˇi generova´nı´ jazyka e-PFL moc
velky´ vy´znam nema´. Naprˇı´klad na obra´zku 7 artefakt Order.jar reprezentuje trˇı´du Order a
je nasazen na uzlu AppServer. Pro generova´nı´ ko´du jazyka e-PFL je zde ale du˚lezˇita´ pouze
trˇı´da Order, dalsˇı´ prvky lze zanedbat. Co se ty´cˇe komunikace mezi jednotlivy´mi uzly,
kterou obstara´va´ vazba CommunicationPath, ta umozˇnˇuje prˇenos dat mezi jednotlivy´mi
artefakty nasazeny´mi na ru˚zny´ch uzlech. Pokud dane´ trˇı´dy, reprezentovane´ artefakty po-
trˇebujı´ mezi sebou komunikovat, na vysˇsˇı´ u´rovni abstrakce - v trˇı´dnı´m cˇi komponentnı´m
diagramu - je tato komunikace reprezentova´na klasickou asociacı´ (viz obra´zek 7). Prˇi
tvorbeˇ ko´du lze tedy CommunicationPath zanedbat. Z tohoto typu diagramu budou bra´ny
v potaz pouze prvky, ktere´ ma´ tento diagram spolecˇne´ s trˇı´dnı´m a komponentnı´m.
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10.2.1.7 Kompozitnı´ diagram Tento diagram, prˇidany´ ve verzi 2 jazyka UML, umozˇnˇuje
vytvorˇit detailneˇjsˇı´ pohled na vnitrˇnı´ strukturu klasifika´toru˚ a jejich vza´jemnou spolu-
pra´ci. Protozˇe se jedna´ o novy´ diagram a proto nenı´ jesˇteˇ tolik pouzˇı´va´n, je prˇi procesu
transformace kladen du˚raz na pouzˇı´vaneˇjsˇı´ diagramy. Prˇi transformaci z neˇj budou pou-
zˇity pouze prvky, ktere´ ma´ spolecˇne´ s ostatnı´mi struktura´lnı´mi diagramy.
10.2.1.7.1 Diagram spolupra´ce Pomocı´ prvku˚, obsazˇeny´ch v kompozitnı´m diagramu
lze vytvorˇit diagram spolupra´ce. Tento diagram, umozˇnˇujı´cı´ pohled na vza´jemnou spolu-
pra´ci jednotlivy´ch instancı´, tvorˇı´cı´ch syste´m by mohl by´t uzˇitecˇny´ prˇi generova´nı´ prvku˚
jazyka e-PFL. Instance, spolupracujı´cı´ pro dosazˇenı´ neˇjake´ho cı´le syste´mu zde mohou
tvorˇit paralelneˇ pracujı´cı´ jednotky. Zde bude du˚lezˇite´ urcˇit, ktere´ z nich to jsou a take´
blı´zˇe specifikovat jednotlive´ komunikacˇnı´ kana´ly, propojujı´cı´ jednotlive´ funkcˇnı´ jednotky.
Jedna vazba typu Connector, propojujı´cı´ dveˇ cˇa´sti syste´mu mu˚zˇe hostit neˇkolik komuni-
kacˇnı´ch kana´lu˚. Co se ty´cˇe aktivnı´ch cˇa´stı´ syste´mu, zde mu˚zˇou pomoci stereotypy UML
profilu MARTE. U komunikacˇnı´ch kana´lu˚ bude zapotrˇebı´ pomoc uzˇivatele, jedna´ se totizˇ
o dost specifickou vlastnost jazyka e-PFL.
10.2.1.7.2 Diagram vnitrˇnı´ struktury Dalsˇı´m diagramem, ktery´ lze vytvorˇit pomocı´
prvku kompozitnı´ho diagramu je diagram vnitrˇnı´ struktury. Umozˇnˇuje vytvorˇit detail-
neˇjsˇı´ pohled na vnitrˇnı´ strukturu klasifika´toru, nezˇ naprˇı´klad diagram trˇı´dnı´. I zde nasta´va´
proble´m s urcˇenı´m aktivnı´ch cˇa´sti modelovane´ho klasifika´toru, ktere´ by mohly prˇı´padneˇ
tvorˇit funkcˇnı´ jednotky jazyka e-PFL. V samotne´m klasifika´toru mohou by´t obsazˇeny
instance jiny´ch klasifika´toru˚, ktere´ zde take´ mohou tvorˇit funkcˇnı´ jednotky. I zde bude
proble´m definovat jednotlive´ komunikacˇnı´ kana´ly. V prˇı´padeˇ vyuzˇitı´ tohoto diagramu
beˇhem transformace bude i zde zapotrˇebı´ spolupra´ce uzˇivatele.
10.2.2 Pohled na chova´nı´
10.2.2.1 Diagram aktivit a stavovy´ diagram Stavovy´ diagram umozˇnˇuje zachytit
stavy objektu a jednotlive´ prˇechody mezi teˇmito stavy. Jelikozˇ se v neˇm pracuje prˇı´mo s
objekty, bude teˇzˇke´ definovat neˇjaky´ postup automaticke´ transformace na ko´d ve funk-
ciona´lnı´m jazyce a to z du˚vodu nemozˇnosti neˇjaky´m jednoduchy´m zpu˚sobem jednotlive´
stavy v samotne´m ko´du reprezentovat (na rozdı´l od imperativnı´ch jazyku˚).
Je zde mozˇnost pokusit se o definici jaky´chsi stavu˚ prvku˚ jazyka e-PFL, jako je proces
cˇi zarˇı´zenı´. S tı´m by ale musel by´t uzˇivatel podrobneˇ sezna´men a musel by je bra´t v potaz
beˇhem tvorby diagramu˚. Ve veˇtsˇineˇ prˇı´padu˚ ale pu˚jde o vyuzˇitı´ jazyka e-PFL beˇhem fa´ze
analy´zy tvorby vestavne´ho syste´mu a da´le uzˇ nemusı´ by´t pouzˇit, proto by bylo take´
zbytecˇne´ pro vytvorˇenı´ modelu syste´mu v tomto jazyce vytva´rˇet specia´lnı´ diagramy.
Postupna´ transformace stavove´ho diagramu na urcˇitou cˇa´st vy´sledne´ho ko´du s po-
mocı´ uzˇivatele by sˇla naprˇı´klad zakomponovat do vytva´rˇene´ho na´stroje, nasta´va´ zde vsˇak
ota´zka, zda samotne´ procha´zenı´ jednotlivy´mi okny spolu s ostatnı´mi kroky transformace
nezabere nakonec vice cˇasu, nezˇ prˇı´me´ napsa´nı´ samotne´ho programu.
39
K podobne´mu proble´mu docha´zı´ u aktivitnı´ho diagramu, ktery´ je zvla´sˇtnı´m prˇı´padem
stavove´ho. Za samotnou akcı´, zobrazenou v diagramu mohou sta´t dalsˇı´, vnorˇene´ akce.
Nasta´va´ zde take´ proble´m stanovenı´, co je akce. Akci mu˚zˇe tvorˇit naprˇı´klad tvorˇit vola´nı´
funkce, zı´ska´nı´ hodnoty neˇjake´ho atributu, urcˇity´ krok uvnitrˇ funkce, cˇi vyvola´nı´ neˇjake´
uda´losti.
Zde take´ bez neˇjake´ prˇesne´ definice, podle ktere´ by se uzˇivatel musel beˇhem tvorby
diagramu rˇı´dit, nebo neˇjake´ho delsˇı´ho pru˚vodce transformacı´ automaticky mnoho zı´skat
nelze.
Vy´sˇe uvedene´ diagramy jsou z pohledu automaticke´ transformace UML diagramu˚ na
ko´d prˇı´lisˇ abstraktnı´.
10.2.2.2 Sekvencˇnı´ diagram Sekvencˇnı´ diagram umozˇnˇuje zna´zornit du˚lezˇite´ sce´-
na´rˇe, ty´kajı´cı´ se interakce jednotlivy´ch instancı´ cˇa´stı´ syste´mu beˇhem jejich zˇivotnı´ho cyklu.
Samotne´ instance trˇı´d syste´mu jsou zde reprezentova´ny zˇivotnı´mi drahami objektu, mezi
ktery´mi probı´ha´ komunikace pomocı´ zası´la´nı´ zpra´v.
Tento typ UML diagramu umozˇnˇuje zna´zornˇovat urcˇite´ sce´na´rˇe chova´nı´ syste´mu a
jejich alternativy. Prˇi zna´zornˇova´nı´ slozˇiteˇjsˇı´ch algoritmu˚ lze dojı´t do bodu, kdy bude
vizua´lnı´ zna´zorneˇnı´ pomocı´ tohoto diagramu slozˇiteˇjsˇı´, nezˇ jeho reprezentace v ko´du
neˇjake´ho jazyka.
Lze jej ale zprˇehlednit naprˇı´klad pomocı´ interakcˇnı´ch ra´mcu˚, ty budou rozebra´ny
podrobneˇji nı´zˇe.
10.2.2.2.1 Pohled ze strany jazyka e-PFL Tento diagram bude uzˇitecˇny´ z pohledu
generova´nı´ teˇl funkcı´ a procesu˚. Z pohledu jazyka e-PFL zde bude du˚lezˇite´ rozlisˇovat,
zda samotne´ zˇivotnı´ dra´hy reprezentujı´ procesy zarˇı´zenı´ jazyka e-PFL, nebo se jedna´ o
pomocne´ funkce.
Pokud bude naprˇı´klad jedna zˇivotnı´ dra´ha reprezentovat prova´deˇnı´ urcˇite´ho procesu,
bude zapotrˇebı´ rozlisˇovat mezi vola´nı´m funkcı´ z odpovı´dajı´cı´ zˇivotnı´ cˇa´ry a vola´nı´m
procesu zarˇı´zenı´.
Proble´m zde nasta´va´, pokud se bude jednat o vola´nı´ procesu. Procesy jednotlivy´ch
zarˇı´zenı´ jsou zde prova´deˇny najednou, proces v jazyce e-PFL je jednolity´ kus ko´du, ktery´
cˇeka´ na doplneˇnı´ vsˇech vstupnı´ch parametru˚ a beˇhem sve´ho prova´deˇnı´ s ostatnı´mi pro-
cesy nekomunikuje, ale azˇ na konci vra´tı´ vy´stupnı´ parametry. Azˇ pote´ mohou ostatnı´
procesy neˇjaky´m zpu˚sobem na vytvorˇeny´ vy´sledek reagovat. V prˇı´padeˇ vola´nı´ procesu
jiny´m procesem zde proto bude muset by´t provedeno nava´za´nı´ doplnˇkovy´ch komunika-
cˇnı´ch kana´lu˚, viz cˇa´st zaby´vajı´cı´ se procesy 10.1.3.
Dalsˇı´m prˇı´padem, ktery´ je nutne´ zohlednit prˇi generova´nı´ ko´du je vola´nı´ operace, ktera´
byla vybra´na jako vestavny´ proces, pomocnou funkcı´. Tento prˇı´pad bude muset prˇı´pad
od prˇı´padu osˇetrˇit sa´m uzˇivatel, naprˇı´klad vhodnou funkcı´, fungujı´cı´ jako prostrˇednı´k.
10.2.2.2.2 Interakcˇnı´ ra´mce Jednotlive´ interakcˇnı´ ra´mce mohou velmi pomoci prˇi
nastı´neˇnı´ tvorby kostry veˇtvenı´ a cyklu˚ uvnitrˇ jednotlivy´ch procesu˚ a funkcı´. V textu
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nı´zˇe budou postupneˇ po jednom rozebra´ny a bude u nich uveden prˇı´padny´ prˇı´nos pro
generova´nı´ ko´du.
ref - Tento ra´mec v podstateˇ oznacˇuje odkaz na jinou interakci. Tato interakce bude take´
zahrnuta do tvorby kostry veˇtvenı´ vnitrˇnı´ struktury dane´ho procesu cˇi funkce.
loop - Tento ra´mec umozˇnˇuje oznacˇit se´rii opakujı´cı´ch se zpra´v a take´ prˇı´padny´ pocˇet opa-
kova´nı´. V jazyce e-PFL lze definovanou smycˇku zobrazit tvorbou pomocne´ funkce,
obsahujı´cı´ rekurzivnı´ vola´nı´.
alt, opt - Tyto druhy ra´mcu˚ umozˇnˇujı´ v sekvencˇnı´m diagramu zobrazit konstrukci if..then..else.
Tato konstrukce je v syntaxi jazyka e-PFL zahrnuta.
strict - Zpra´vy, obsazˇene´ v tomto ra´mci musı´ by´t zasla´ny v porˇadı´, ve ktere´m jsou zobra-
zeny.
neg - Omezuje zpra´vy, prova´deˇjı´cı´ chybnou, cˇi neproveditelnou sekvenci vola´nı´. Prˇi
generova´nı´ ko´du bude tato cˇa´st ignorova´na.
par - Oznacˇuje paralelnı´ prova´deˇnı´ ko´du. Tento ra´mec by mohl mı´t vy´znam prˇi tvorbeˇ
paralelnı´ch procesu˚, bude zde ale vzˇdy za´lezˇet na aktua´lnı´m kontextu.
U zby´vajı´cı´ch ra´mcu˚ nelze definovat neˇjake´ obecne´ vyuzˇitı´ beˇhem generova´nı´ ko´du,
jejich vyuzˇitı´ bude za´lezˇet hlavneˇ na okolnı´ch podmı´nka´ch.
10.2.2.3 Diagram prˇı´padu˚ uzˇitı´ a zby´vajı´cı´ diagramy chova´nı´ Diagram prˇı´padu˚
uzˇitı´ nema´ z hlediska generova´nı´ ko´du zˇa´dny´ vy´znam.
Jelikozˇ nenı´ v na´stroji Papyrus UML implementova´na podpora tvorby diagramu cˇa-
sova´nı´, diagramu prˇehledu interakcı´ a komunikacˇnı´ho diagramu, take´ nebyly do u´vah o
transformaci zahrnuty.
10.3 Vyuzˇitı´ profilu MARTE beˇhem transformace
Profil MARTE prˇi modelova´nı´ nabı´zı´ sˇirokou sˇka´lu stereotypu˚ umozˇnˇujı´cı´ch popsat ru˚zne´
aspekty vestavne´ho syste´mu (je jich v neˇm obsazˇeno vı´ce jak sto). Mohou by´t na´pomocne´
prˇi generova´nı´ ko´du v jazyce e-PFL. Je zde nutne´ vybrat mnozˇinu stereotypu˚, ktere´ bude
mı´t beˇhem transformace smysl pouzˇı´t. Proto je nutne´ nejprve definovat pravidla, podle
ktery´ch budou tyto vhodne´ stereotypy vybı´ra´ny.
Prˇi aplikaci stereotypu˚ tohoto profilu na prvky UML modelu vestavne´ho syste´mu
nemusı´ by´t vzˇdy pouzˇity ty nejvhodneˇjsˇı´, proto je vzˇdy nutne´ jesˇteˇ prˇı´padneˇ pocˇı´tat s
pomocı´ uzˇivatele.
Vhodne´ stereotypy by meˇly poskytovat dodatecˇne´ informace - ty ktere´ nenı´ schopen
poskytnout cˇisty´ jazyk UML.
Prvnı´m typem informacı´, usnadnˇujı´cı´ch transformaci je informace o tom, zda se jedna´
o samostatnou, paralelneˇ pracujı´cı´ cˇa´st syste´mu, ktera´ obsahuje neˇjake´ funkce. V tomto
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smeˇru se da´ mnozˇina vhodny´ch kandida´tu˚ omezit na stereotypy, ktere´ jsou aplikovatelne´
na klasifika´tory, tj. prvky, obsahujı´cı´ neˇjake´ operace a vlastnosti (viz 10.2.1.1.3).
Vsˇechny operace, obsazˇene´ v klasifika´toru nemusı´ automaticky reprezentovat posky-
tovane´ funkce funkcˇnı´ jednotky. Mohou take´ reprezentovat pouze pomocne´ operace, se
ktery´mi nemusı´ okolı´ prˇijı´t do styku.
Jednotlive´ funkcˇnı´ jednotky musı´ mezi sebou neˇjaky´m zpu˚sobem komunikovat. Zde
mu˚zˇe nastat proble´m prˇi zjisˇt’ova´nı´ jednotlivy´ch komunikacˇnı´ch kana´lu˚. Jeden komu-
nikacˇnı´ kana´l reprezentovany´ v UML diagramu zde mu˚zˇe naprˇı´klad reprezentovat neˇ-
kolik komunikacˇnı´ch kana´lu˚, charakteristicky´ch pro jazyk e-PFL. Jako prˇı´klad lze uve´st
naprˇı´klad situaci, zna´zorneˇnou na obra´zku vy´dejnı´ho automatu 6 v cˇa´sti 10.1.3. Dva ko-
munikacˇnı´ kana´ly, nacha´zejı´cı´ se mezi funkcˇnı´mi jednotkami Controller a Serving (kana´ly
SoldItem a Choice) mohou by´t reprezentova´ny v UML diagramu jako jediny´ komunikacˇnı´
kana´l. Komunikacˇnı´ kana´l zde take´ mu˚zˇe reprezentovat naprˇı´klad vola´nı´ neˇjake´ operace.
Mu˚zˇe zde take´ nastat prˇı´pad, ve ktere´m mu˚zˇe by´t samotny´ komunikacˇnı´ kana´l, zna´-
zorneˇny´ v UML diagramech, reprezentova´n jako samostatna´ funkcˇnı´ jednotka, poskytujı´cı´
neˇjake´ funkce.
V na´sledujı´cı´m textu budou postupneˇ probra´ny jednotlive´ cˇa´sti profilu MARTE a
popsa´ny jednotlive´ pouzˇitelne´ stereotypy a jejich vy´znam prˇi transformaci. Byly zde
vybı´ra´ny hlavneˇ ty stereotypy, ktere´ ma´ smysl vyuzˇı´t v prvnı´ cˇa´sti transformace, prˇi
vyuzˇitı´ struktura´lnı´ch prvku˚ jazyka UML.
10.3.1 MARTE Foundations
Stereotypy, pouzˇitelne´ pro zı´ska´nı´ potrˇebny´ch informacı´ o vestavne´m syste´mu se nacha´-
zejı´ azˇ v balı´ku Generic Resource Modeling. V podstateˇ se jedna´ o vsˇechny stereotypy, deˇdı´cı´
ze stereotypu Resource. Ten reprezentuje jaky´si abstraktnı´ prostrˇedek a mu˚zˇe prˇı´padneˇ
reorezentovat funkcˇnı´ jednotku vestavne´ho syste´mu. Mezi vhodne´ stereotypy zde patrˇı´
StorageResource, ClockResource, ComputingResource cˇi DeviceResource. Jejich na´zvy mluvı´
samy za sebe.
Stereotypy z balı´ku˚ Timing, NFPs a Alloc nema´ smysl uvazˇovat, popisujı´ syste´m na
nizˇsˇı´ u´rovni abstrakce a informace v nich obsazˇene´ prˇi tvorbeˇ modelu vyuzˇı´t nelze.
10.3.2 MARTE Design Model
V te´to cˇa´sti se nacha´zejı´ vhodne´ stereotypy v balı´ku High-Level Application Modeling.
Vhodny´mi kandida´ty jsou stereotypy PpUnit a RtUnit, ktere´ umozˇnˇujı´ definovat pasivnı´,
respektive aktivnı´ cˇa´sti modelovane´ho syste´mu a lze je tedy vyuzˇı´t prˇi definova´nı´ funkcˇ-
nı´ch jednotek jazyka e-PFL.
Pro urcˇenı´ procesu˚ teˇchto funkcˇnı´ch jednotek jsou vhodne´ stereotypy RtAction a Rt-
Serivce, ktere´ lze aplikovat na prvky, deˇdı´cı´ z typu BehavioralFeature. K nim patrˇı´ trˇı´dy
Operation a Reception.
Je zde take´ nutne´ bra´t v potaz to, zˇe by prvek, rozsˇı´rˇeny´ pomocı´ stereotypu PpUnit
mohl by´t take´ reprezentova´n aktivnı´ funkcˇnı´ jednotkou.
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Dalsˇı´ v te´to cˇa´sti umı´steˇny´ balı´k, Detailed Resource Modeling, take´ obsahuje vhodne´
stereotypy. Tento balı´k je rozdeˇlen na dveˇ cˇa´sti (Software Resource Modeling a Hardware
Resource Modeling) ale na vysoke´ u´rovni abstrakce modelu vestavne´ho syste´mu, vytvorˇe-
ne´m pomocı´ jazyka e-PFL na´s vsˇak nemusı´ zajı´mat, zda se jedna´ o prvky ze softwarove´,
cˇi hardwarove´ cˇa´sti.
Pro tyto dva balı´ky platı´, zˇe pouzˇitelne´ stereotypy rozsˇirˇujı´ vhodne´ stereotypy, umı´steˇne´
v balı´ku Generic Resource Modeling. Stacˇı´ tedy pouze zjistit, zda dany´ stereotyp nedeˇdı´ z
vhodne´ho nadrˇazene´ho stereotypu.
Mezi prˇijatelne´ stereotypy ze softwarove´ cˇa´sti patrˇı´ naprˇı´klad SwCommunicationRe-
source, SwConcurrentResource cˇi MessageComResource. Z hardwarove´ cˇa´sti sem patrˇı´ Hw-
ComputingResource, HwCoolingSupply, HwDMA cˇi HwProcessor.
10.3.3 MARTE Analysis Model
V te´to cˇa´sti, skla´dajı´cı´ se ze trˇı´ balı´ku˚, se take´ nacha´zejı´ vhodne´ stereotypy, ktere´ deˇdı´ z
teˇch, obsazˇeny´ch v balı´ku Generic Resource Modeling. Jsou pouze obohacene´ o informace,
ktere´ jsou potrˇebne´ pro jednotlive´ typy analy´z. O vyuzˇitı´ teˇchto informacı´ na abstraktnı´
u´rovni, na ktere´ je vytvorˇen spustitelny´ model syste´mu pomocı´ jazyka e-PFL, nema´ smysl
uvazˇovat.
10.3.4 Za´veˇr
Ve vy´sledku zde na te´to u´rovni abstrakce, prˇi generova´nı´ struktury modelu vestavne´ho
syste´mu, ma´ smysl pouze vyuzˇitı´ stereotypu˚, ktere´ jsou obsazˇeny v balı´cı´ch Generic Re-
source Modeling a High-Level Application Modeling. Prˇi vy´beˇru vhodny´ch reprezentantu˚ je
take´ zapotrˇebı´ bra´t v potaz situaci, kdy mu˚zˇe by´t na neˇktery´ prvek syste´mu aplikova´n ste-
reotyp, popisujı´cı´ jej jako pasivnı´ cˇa´st, ale v generovane´m modelu ma´ smysl reprezentovat
jej funkcˇnı´ jednotkou.
10.4 Vy´sledny´ postup transformace
Samostatny´ proces transformace musı´ by´t co nejvı´ce automaticky´. Na druhou stranu ale
musı´ uzˇivateli dovolit samotnou transformaci vhodneˇ upravovat podle jeho prˇedstav. V
tomto prˇı´padeˇ ale nesmı´ samotny´ postup transformace sklouznout do sekvence velke´ho
mnozˇstvı´ kroku˚, kdy by mohl proces transformace trvat de´le, nezˇ klasicke´ manua´lnı´
napsa´nı´ ko´du odpovı´dajı´cı´ho syste´mu.
Syste´m nebude pomocı´ jazyka UML s nejveˇtsˇı´ pravdeˇpodobnostı´ vytvorˇen do nejme-
nsˇı´ch detailu˚, pro ru˚zne´ situace budou pouzˇity ru˚zne´ diagramy, popisujı´cı´ du˚lezˇite´ vlast-
nosti syste´mu a situacı´ beˇhem jeho beˇhu. Beˇhem vytva´rˇenı´ modelu syste´mu mu˚zˇe take´
dojı´t k nechteˇny´m nejednoznacˇnostem, nebo situacı´m, ktere´ nepu˚jde du˚kladneˇ pomocı´
jazyka UML popsat. Proto jsou beˇhem transformace bra´ny v potaz hlavneˇ struktura´lnı´
diagramy, diagramy chova´nı´ budou bra´ny pouze jako doplneˇk (viz sekvencˇnı´ diagram
10.2.2.2.2).
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Uzˇivatel bude muset nejprve vybrat z projektu diagramy, ktere´ popisujı´ proble´m,
ktery´ ma´ by´t simulova´n pomocı´ jazyka e-PFL. Uzˇivatel mu˚zˇe naprˇı´klad chtı´t simulovat
pouze neˇjakou podmnozˇinu navrhovane´ho vestavne´ho syste´mu.
Na´sledneˇ bude provedeno automaticke´ prohleda´nı´ struktur obsazˇeny´ch v diagramech
a vybra´ny vsˇechny prvky, ktere´ mohou komponenty vestavne´ho syste´mu reprezentovat
(prvky typu Classifier, viz 10.1.1).
10.4.1 Vy´beˇr diagramu˚, komponent a jejich na´sledna´ u´prava
Uzˇivateli bude pote´ zobrazen seznam vhodny´ch kandida´tu˚ komponent syste´mu i s jejich
vlastnostmi. Zde bude umozˇneˇno uzˇivateli jednotlive´ komponenty upravovat. To zna-
mena´ vybrat vhodne´ reprezentanty procesu˚ z dostupny´ch vlastnostı´ komponenty, urcˇit
typ prˇı´stupu k vy´beˇru procesu urcˇene´ho k prova´deˇnı´ (viz 2.2), typ generovane´ho ko´du
(Emulator, Hume, MicroNET - viz 2.2), a prˇı´padneˇ jesˇteˇ v prˇı´padeˇ potrˇeby upravit na´zev
dane´ komponenty cˇi vlastnosti.
V tomto kroku by meˇlo by´t take´ umozˇneˇno vytvorˇit vı´ce reprezentantu˚ urcˇite´ kom-
ponenty modelovane´ho syste´mu. Tento pocˇet totizˇ nemusı´ by´t z dostupny´ch diagramu˚
jasneˇ zrˇetelny´.
Dalsˇı´ krok bude zameˇrˇen na samotne´ prova´za´nı´ jednotlivy´ch procesu˚ komponent
pomocı´ komunikacˇnı´ch kana´lu˚. Zde bude moci uzˇivatel prova´zat vstupnı´ a vy´stupnı´
parametry jednoho procesu cˇi je sva´zat se vstupnı´mi nebo vy´stupnı´mi parametry jine´ho
procesu (viz 10.1.3).
10.4.2 Extrakce prvku˚ Device a anotacı´ Rename
V te´to fa´zi jsou jizˇ dostupne´ informace o jednotlivy´ch komponenta´ch, obsazˇeny´ch proce-
sech a jejich vza´jemne´m prova´za´nı´. Z nich jizˇ lze vytvorˇit samotne´ prvky Device. Proces
jejich zı´ska´nı´ bude na´sledujı´cı´:
Nejprve jsou jednotlive´ komponenty rozdeˇleny do dvou mnozˇin podle definovane´ho
prˇı´stupu k procesu˚m (viz 2.2).
Na´sledneˇ jsou v teˇchto dvou mnozˇina´ch komponenty roztrˇı´deˇny podle pocˇtu obsazˇe-
ny´ch procesu˚.
V kazˇde´ takto zı´skane´ mnozˇineˇ je vybra´na jedna komponenta, vytvorˇena nova´ mnozˇina,
do ktere´ je umı´steˇna, a na´zvy jejich jednotlivy´ch procesu˚ jsou porovna´va´ny s na´zvy pro-
cesu˚ zby´vajı´cı´ch komponent. Pokud jsou na´zvy procesu˚ neˇjake´ komponenty identicke´ s
na´zvy procesu˚ vybrane´ komponenty, je tato komponenta prˇida´na do te´to nove´ mnozˇiny.
Takto jsou porovna´ny vsˇechny komponenty a na konci jsou vytvorˇeny mnozˇiny, ktere´
obsahujı´ komponenty s identicky´mi na´zvy procesu˚.
V kazˇde´ takove´ mnozˇineˇ ale mohou existovat procesy, ktere´ sice majı´ stejny´ na´zev,
ale mohou v porovna´nı´ s ostatnı´mi obsahovat rozdı´lneˇ vstupnı´ a vy´stupnı´ parametry
(nejprve budou porovna´va´ny jejich pocˇty, pote´ jednotlive´ typy). Kvu˚li tomu jsou jesˇteˇ
vsˇechny procesy se stejny´mi na´zvy v dane´ mnozˇineˇ komponent zkontrolova´ny i v tomto
smeˇru. V prˇı´padeˇ neshody pro kazˇdy´ takovy´ prˇı´pad vytvorˇena nova´ mnozˇina, do ktere´
jsou pak jesˇteˇ prˇı´padneˇ prˇida´ny dalsˇı´, ekvivalentnı´ komponenty.
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Ve vy´sledku jsou zde zı´ska´ny mnozˇiny komponent, kde kazˇda´ reprezentuje jedno
zarˇı´zenı´ Device. Kazˇde´ zarˇı´zenı´ ma´ odpovı´dajı´cı´ prˇı´stup k vy´beˇru procesu k prova´deˇnı´
(Fair cˇi Unfair) a seznam procesu˚ s odpovı´dajı´cı´mi vstupnı´mi a vy´stupnı´mi parametry.
Zby´va´ zde jesˇteˇ vyextrahovat anotace ”rename” (viz 2.2). To bude provedeno tak, zˇe na´-
stroj z kazˇde´ mnozˇiny komponent dane´ho zarˇı´zenı´ vybere jednoho reprezentanta, ktery´
bude bra´n jako vy´chozı´ a pro kazˇdou komponentu, obsahujı´cı´ neˇjaky´ proces s rozdı´l-
ny´m pojmenova´nı´m vstupnı´ho cˇi vy´stupnı´ho parametru, bude pro danou komponentu
vytvorˇena nova´ anotace reflektujı´cı´ tento rozdı´l. Pro kazˇde´ z teˇchto zarˇı´zenı´ je take´ au-
tomaticky vygenerova´n na´zev. Uzˇivatel by meˇl mı´t na´sledneˇ mozˇnost tyto na´zvy podle
potrˇeby jesˇteˇ upravit.
10.4.3 Generova´nı´ ko´du
V tomto bodeˇ byly od uzˇivatele zı´ska´ny vsˇechny potrˇebne´ informace a nynı´ bude pro-
veden samotny´ proces generova´nı´ ko´du jazyka e-PFL. Nejprve bude vygenerova´n ko´d
modulu, ktery´ bude obsahovat definici jednotlivy´ch zarˇı´zenı´, jejich procesu˚, komponent
a metoda main. Budou zde umı´steˇny take´ vlastnosti a funkce, ktere´ nebyly prˇi tvorbeˇ
komponent oznacˇeny jako budoucı´ procesy.
Pro zprˇehledneˇnı´ budou jednotlive´ definice zarˇı´zenı´ a komponent uvedeny komen-
ta´rˇem. Tı´m bude take´ zvy´razneˇno oddeˇlenı´ prˇı´padny´ch pomocny´ch funkcı´ dane´ho zarˇı´-
zenı´.
Je zde nutne´ take´ bra´t v potaz prˇı´pady, kdy se v parametrech operace, oznacˇene´
jako budoucı´ proces nacha´zı´ parametry reprezentujı´cı´ neˇjake´ objekty trˇı´d, obsazˇeny´ch
v modelu. Kvu˚li nemozˇnosti vhodny´m zpu˚sobem reprezentovat samotne´ instance trˇı´d
budou v definici procesu uvedeny na´zvy teˇchto parametru˚, nebude ale uveden jejich
typ. Uzˇivatel jej bude muset vhodny´m zpu˚sobem nahradit, prˇı´padneˇ je smazat. Pokud
se bude jednat o objekty trˇı´d, vybrany´ch za reprezentanty funkcˇnı´ch jednotek syste´mu,
budou tyto parametry odstraneˇny a funkcionalitu, pozˇadovanou od dane´ho objektu bude
muset uzˇivatel reprezentovat vhodny´m prova´za´nı´m s odpovı´dajı´cı´mi procesy (viz 10.1.3
Procesy).
Musı´ by´t take´ osˇetrˇeno prˇı´padne´ vkla´da´nı´ procesu˚ cˇi pomocny´ch funkcı´ a vlastnostı´ se
stejny´m jme´nem. Pokud bude v dane´m kontextu jizˇ obsazˇen proces se stejny´m na´zvem,
bude k na zacˇa´tek na´zvu noveˇ prˇida´vane´ho doplneˇn na´zev zarˇı´zenı´, ke ktere´mu patrˇı´.
Stejny´ zpu˚sob bude pouzˇit i u pomocny´ch funkcı´ a vlastnostı´, zde ale bude provedeno
prˇida´nı´ na´zvu komponenty.
Na´sledneˇ bude pro kazˇdy´ vybrany´ UML diagram vytvorˇen jeden modul s prvky
obsazˇeny´mi v dane´m diagramu. Pro vsˇechny prvky diagramu˚, zachycujı´cı´ stromovou
strukturu syste´mu (jako naprˇı´klad balı´ky, trˇı´dy cˇi komponenty - viz 10.2.1.1.6) jsou take´
vytvorˇeny samostatne´ moduly.
V te´to cˇa´sti generova´nı´ ko´du mohou by´t take´ vyuzˇity diagramy chova´nı´ (hlavneˇ sekve-
ncˇnı´ diagramy) pro vytvorˇenı´ kostry vnitrˇnı´ struktury jednotlivy´ch procesu˚ a pomocny´ch
funkcı´.
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11 Implementace transformace
V te´to cˇa´sti bude nejprve popsa´na struktura ko´du cele´ho na´stroje a pote´ prova´deˇnı´ trans-
formace. Samotna´ implementace transformace bude popsa´na nejprve z pohledu uzˇivatele
a vytvorˇene´ho uzˇivatelske´ho rozhranı´, azˇ pak z hlubsˇı´ho pohledu na u´rovni ko´du.
11.1 Struktura na´stroje
Na´stroj byl implementova´n v jazyce C# ve vy´vojove´m prostrˇedı´ Microsoft Visual Studio
2010. Uzˇivatelske´ rozhranı´ bylo vytvorˇeno za pomocı´ jmenne´ho prostrˇedı´ Windows.Forms,
ktere´ patrˇı´ pod technologii .NET.
Tento na´stroj se skla´da´ z knihovny Loader.dll, majı´cı´ na starost nacˇtenı´ modelu vestav-
ne´ho syste´mu popsane´ho v jazyce UML, da´le knihovny MARTE.dll, reprezentujı´cı´ struk-
turu stereotypu˚ a pomocny´ch prvku˚ UML profilu MARTE a knihovny Transformation.dll,
majı´cı´ za u´kol samotny´ proces transformace.
Interakci s uzˇivatelem obstara´va´ uzˇivatelske´ rozhranı´ implementovane´ ve spustitel-
ne´m souboru UML2EPFL.exe.
11.2 Uzˇivatelske´ rozhranı´
11.2.1 Hlavnı´ okno
Hlavnı´ okno tohoto na´stroje je tvorˇeno hlavnı´ nabı´dkou a ovla´dacı´m prvkem TabControl,
ktery´ je urcˇen pro zobrazenı´ ko´du jednotlivy´ch modulu˚ vestavne´ho syste´mu. Samotny´
ko´d je zobrazova´n pomocı´ ovla´dacı´ho prvku EditTab, rozsˇirˇujı´cı´ho komponentu TabPage.
Tato rozsˇı´rˇena´ komponenta obsahuje komponentu RichTextBox, ktera´ umozˇnˇuje editaci
vygenerovane´ho ko´du. Pro lepsˇı´ viditelnost vygenerovane´ho ko´du byl font prvku Rich-
TextBox zmeˇneˇn na Courier New a velikost pı´sma na 10 bodu˚. Ten je take´ naprˇı´klad
pouzˇı´va´n pro zobrazenı´ ko´du v na´stroji PSPad cˇi sadeˇ Visual Studio.
Hlavnı´ nabı´dka je tvorˇena pomocı´ cˇtyrˇ tlacˇı´tek, nebylo zapotrˇebı´ vytva´rˇet kvu˚li cˇtyrˇem
mozˇnostem rolovacı´ menu. Tato nabı´dka obsahuje tvorbu nove´ transformace z jazyka
UML do jazyka e-PFL, da´le otevrˇenı´ jizˇ drˇı´ve vygenerovane´ho ko´du, ulozˇenı´ aktua´lneˇ
vygenerovane´ho ko´du a nakonec nastavenı´ adresa´rˇe, obsahujı´cı´ho drˇı´ve vygenerovane´ a
ulozˇene´ projekty a nastavenı´ cesty k pracovnı´ slozˇce na´stroje Papyrus UML.
Prˇi volbeˇ ulozˇenı´ aktua´lnı´ho ko´du se zobrazı´ dialogove´ okno Save, umozˇnˇujı´cı´ zadat
na´zev ukla´dane´ho projektu. Pokud nenı´ v adresa´rˇi projektu˚ zˇa´dna´ slozˇka se stejny´m
na´zvem prˇı´tomna, je vytvorˇena nova´ slozˇka se zadany´m na´zvem a do nı´ ulozˇeny vsˇechny
vygenerovane´ moduly. Pomocı´ tlacˇı´tka New mu˚zˇe uzˇivatel prove´st transformaci UML
modelu vestavne´ho syste´mu na ko´d jazyka e-PFL.
11.2.2 Okna prova´zejı´cı´ procesem transformace
Prvnı´m oknem je uzˇivatel nejprve vyzva´n k vy´beˇru souboru˚ s prˇı´ponou uml a di2, ktere´
dany´ vestavny´ syste´m reprezentujı´. Pokud uzˇivatel zada´ pouze soubor s prˇı´ponou uml,
je v dane´m umı´steˇnı´ automaticky vyhleda´n take´ soubor *.di2 se stejny´m na´zvem. Po
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Obra´zek 8: Vlevo se nacha´zı´ okno pro u´pravu budoucı´ch komponent a jejich procesu˚,
vpravo je zobrazeno okno urcˇene´ pro prova´za´nı´ jednotlivy´ch procesu˚ komunikacˇnı´mi
kana´ly.
kliknutı´ na tlacˇı´tko Continue je pomocı´ knihovny Loader obsah souboru˚ nacˇten do pa-
meˇti. Pote´ je zobrazeno okno umozˇnˇujı´cı´ vy´beˇr diagramu˚, ktere´ budou prˇi generova´nı´
ko´du e-PFL pouzˇity. Vy´beˇr diagramu˚ struktury a diagramu˚ chova´nı´ je oddeˇlen. Po potvr-
zenı´ vybrany´ch diagramu˚ jsou z diagramu˚ struktury nacˇteny vsˇechny prvky UML, ktere´
mohou reprezentovat prvky jazka e-PFL jako je Device a ESComponent (viz 10.2.1.1.3). Z
teˇch mu˚zˇe uzˇivatel vybrat konkre´tnı´ reprezentanty generovane´ho ko´du. Tyto prvky jsou
zobrazeny v ovla´dacı´m prvku CheckedListBox. U kazˇde´ho je pro zprˇehledneˇnı´ uvedena
cesta v ra´mci jednotlivy´ch diagramu˚. Uzˇivatel mu˚zˇe vybrat vsˇechny prvky najednou
zasˇkrtnutı´m volby Select All.
Po kliknutı´ na tlacˇı´tko Continue je zobrazeno okno umozˇnˇujı´cı´ definova´nı´ vlastnostı´
jednotlivy´ch komponent, pojmenovane´ Select Components (viz obra´zek 8). V leve´ cˇa´sti je
seznam prvku˚ vybrany´ch v prˇedesˇle´m kroku. Kazˇda´ komponenta je zde reprezentova´na
ovla´dacı´m prvkem Comp, ktery´ tvorˇı´ dva tlacˇı´tka - jedno pro smaza´nı´ komponenty ze se-
znamu, druhe´ pro vytvorˇenı´ kopie dane´ komponenty a prˇida´nı´ te´to kopie do seznamu. Jejı´
jme´no je automaticky vygenerova´no tak, aby bylo unika´tnı´, ale vycha´zı´ z na´zvu pu˚vodnı´
komponenty. Na´zev komponenty je uveden v prvku typu Label. Po kliknutı´ na vybrany´
prvek Comp jsou v prave´ cˇa´sti zobrazeny jednotlive´ vlastnosti vybrane´ komponenty.
V te´to cˇa´sti se nacha´zı´ uzˇivatelske´ rozhranı´ pro samotnou u´pravu vygenerovany´ch
komponent. Je zde ovla´dacı´ prvek TextBox umozˇnˇujı´cı´ u´pravu na´zvu komponenty, dva
ovla´dacı´ prvky ComboBox - jeden pro vy´beˇr typu prˇı´stupu vy´beˇru procesu, ktery´ ma´
by´t aktua´lneˇ proveden (Fair a Unfair) a druhy´ pro vy´beˇr konstruktoru, pouzˇite´ho prˇi
definici samotne´ komponenty. Prˇi u´praveˇ na´zvu je automaticky upravova´n i na´zev v
ovla´dacı´m prvku Comp, ktery´ vybranou komponentu v seznamu reprezentuje. Pokud jizˇ
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existuje komponenta s dany´m na´zvem, uzˇivatel je na to upozorneˇn a provedena´ u´prava
na´zvu je vra´cena zpeˇt. Pod teˇmito ovla´dacı´mi prvky se jesˇteˇ nacha´zı´ CheckedListBox,
umozˇnˇujı´cı´ vy´beˇr jednotlivy´ch procesu˚ a vlastnostı´ vybrane´ komponenty. Uzˇivatel zde
jesˇteˇ mu˚zˇe upravit na´zvy budoucı´ch procesu˚ a pomocny´ch funkcı´ a to vy´beˇrem dane´ho
procesu/vlastnosti v prvku CheckedBoxList a na´sledny´mi potrˇebny´mi zmeˇnami v prvku
TextBox, umı´steˇne´ho nad seznamem funkcı´ a vlastnostı´.
11.2.3 Prova´za´nı´ parametru˚ procesu˚ a tvorba komunikacˇnı´ch kana´lu˚
Po kliknutı´ na tlacˇı´tko Continue v okneˇ u´pravy komponent dojde k zobrazenı´ okna Bind
Processes (viz obra´zek 8), slouzˇı´cı´ho k prova´za´nı´ jednotlivy´ch procesu˚ komponent. V
hornı´ cˇa´sti tohoto okna se nacha´zı´ cˇtyrˇi ovla´dacı´ prvky typu ComboBox umozˇnˇujı´cı´ vybrat
dva procesy ze dvou komponent a na´sledneˇ je prova´zat komunikacˇnı´mi kana´ly pomocı´
specia´lnı´ho ovla´dacı´ho prvku OperationBinder.
Tento ovla´dacı´ prvek se skla´da´ ze trˇı´ cˇa´stı´. Prava´ a leva´ strana obsahuje samotne´
procesy u´cˇastnı´cı´ se operace prova´za´nı´, prostrˇednı´ slouzˇı´ k nastavenı´ na´zvu aktua´lneˇ vy-
tvorˇene´ho, nebo vybrane´ho kana´lu. Samotne´ procesy jsou zde reprezentova´ny na´zvem a
seznamem vstupnı´ch a vy´stupnı´ch parametru˚. Ty samotne´ reprezentujı´ specia´lnı´ ovla´dacı´
prvky ProcessParameter.
Uzˇivatel zde nejprve v hornı´ cˇa´sti okna vybere prvnı´ a druhou komponentu a na´-
sledneˇ jejich procesy, urcˇene´ k prova´za´nı´. Pak jizˇ pouze v prvku OperationBinder prova´zˇe
jednotlive´ parametry. Prova´za´nı´ je provedeno kliknutı´m na na´zev neˇjake´ho parametru,
umı´steˇne´ho v prvnı´m cˇi druhe´m procesu a na´sledny´m kliknutı´m na druhy´ parametr,
se ktery´m jej chce uzˇivatel prova´zat. Tato komponenta umozˇnˇuje prova´zat parametr s
parametry ostatnı´ch skupin. Jednu skupinu parametru˚ zde reprezentuje seznam vstup-
nı´ch nebo vy´stupnı´ch parametru˚ prvnı´ cˇi druhe´ komponenty. Celkoveˇ jsou zde cˇtyrˇi. Lze
tedy naprˇı´klad prova´zat vstupnı´ parametr prvnı´ho procesu s vy´stupem toho same´ho pro-
cesu nebo se vstupnı´m, cˇi vy´stupnı´m parametrem druhe´ho procesu. Prova´zat lze pouze
parametry stejne´ho typu.
Tato komponenta take´ umozˇnˇuje prˇida´nı´ nove´ho parametru do vybrane´ho procesu.
Lze prˇidat pouze parametr jine´ho procesu. Pro jeho prˇida´nı´ musı´ uzˇivatel kliknout na
text «IN», respektive «OUT» procesu, kde ma´ by´t novy´ parametr prˇida´n a z druhe´ho
procesu vybere parametr jine´ skupiny, ktery´ ma´ by´t do dane´ skupiny prvnı´ho procesu
prˇida´n. Noveˇ vytvorˇeny´ parametr obsahuje pouze typ vybrane´ho parametru, jeho na´zev
nenı´ nastaven, z pohledu dalsˇı´ho zpracova´nı´ na´s jizˇ nemusı´ zajı´mat. Pokud je jizˇ exis-
tujı´cı´ parametr prova´za´n s jiny´m, je na´zev komunikacˇnı´ho kana´lu prˇeveden i do noveˇ
vytvorˇene´ho parametru. Ve vy´chozı´m stavu ma´ text vsˇech parametru˚ oranzˇovou barvu.
Pokud dojde k prova´za´nı´, je do tohoto textu prˇida´n automaticky na´zev prova´za´nı´ - ko-
munikacˇnı´ho kana´lu a barva textu je u obou koncovy´ch parametru˚ zmeˇneˇna na zelenou.
Prˇi prova´za´nı´ mohou nastat trˇi mozˇnosti:
Zˇa´dny´ parametr nenı´ jesˇteˇ s jiny´m prova´za´n - je automaticky vygenerova´n novy´ na´zev
komunikacˇnı´ho kana´lu a prˇida´n k obeˇma parametru˚m.
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Je nastaven komunikacˇnı´ kana´l jednoho z vybrany´ch parametru˚ - dojde k automatic-
ke´mu prˇida´nı´ na´zvu komunikacˇnı´ho kana´lu do parametru, ktery´ jej jesˇteˇ neobsa-
huje.
Jsou nastaveny komunikacˇnı´ kana´ly obou parametru˚ - Uzˇivatel je vyzva´n k vy´beˇru jed-
noho z obsazˇeny´ch komunikacˇnı´ch kana´lu˚. Vybrany´ kana´l je nastaven i v druhe´m
parametru.
Prova´za´nı´ lze zrusˇit kliknutı´m na symbol X u vybrane´ho parametru. Prˇi te´to akci je barva
textu parametru zmeˇneˇna na oranzˇovou a je odstraneˇn na´zev komunikacˇnı´ho kana´lu.
Prˇi opeˇtovne´m kliknutı´ na tento symbol je text parametru zmeˇneˇn na kurzı´vu a barva
nastavena na cˇervenou - dany´ parametr nebude prˇi generova´nı´ jazyka e-PFL pouzˇit.
Opeˇtovneˇ jej pouzˇı´t lze kliknutı´m na symbol +. Tı´mto zpu˚sobem lze take´ ze seznamu
parametru˚ u´plneˇ odstranit noveˇ prˇidane´ parametry.
11.2.4 Potvrzenı´ vygenerovany´ch prvku˚ Device a zobrazenı´ vytvorˇene´ho ko´du
Po vytvorˇenı´ potrˇebny´ch vazeb mezi komponentami a kliknutı´m na tlacˇı´tko Continue
dojde k automaticke´mu vygenerova´nı´ prvku˚ Device, ktere´ jsou na´sledneˇ zobrazeny uzˇi-
vateli. K tomu slouzˇı´ nove´ okno, obsahujı´cı´ seznam specia´lnı´ch uzˇivatelsky´ch prvku˚
DeviceSummary. V kazˇde´m je zobrazen automaticky vygenerovany´ na´zev nove´ho Device,
ktery´ lze upravovat, a zpu˚sob vy´beˇru procesu - Fair cˇi Unfair. Da´le se pod na´zvem nacha´zı´
seznam komponent dane´ho zarˇı´zenı´, ze ktery´ch byl tento prvek Device vygenerova´n a
vlevo jsou vypsa´ny jednotlive´ obsazˇene´ procesy. Po potrˇebny´ch u´prava´ch na´zvu˚ mu˚zˇe
uzˇivatel pokracˇovat kliknutı´m na tlacˇı´tko Confirm. Zde dojde k extrakci anotacı´ Rename,
vygenerova´nı´ samotne´ho ko´du a jeho zobrazenı´ v panelech hlavnı´ho okna.
11.3 Transformace na nizˇsˇı´ u´rovni
11.3.1 Sbeˇr potrˇebny´ch informacı´
Sbeˇr potrˇebny´ch informacı´ zde probı´ha´ na uzˇivatelske´ u´rovni, v uzˇivatelske´m rozhranı´
aplikace (spustitelny´ soubor UML2EPFL.exe). Zı´skane´ informace jsou obsazˇeny v objektu
trˇı´dy Context.
Prˇi prvnı´m kroku transfrmace - vy´beˇru souboru UML modelu syste´mu - je ihned po
kliknutı´ na tlacˇı´tko ”Continue >>” nacˇten model syste´mu do pameˇti a jeho reference
prˇeda´na do objektu, reprezentujı´cı´m kontext.
V dalsˇı´m kroku, po vy´beˇru pouzˇity´ch diagramu˚, dojde ke vlozˇenı´ referencı´ vybrany´ch
diagramu˚ do dvou kolekcı´, umı´steˇny´ch v objektu kontextu - Structure a Behavior.
Po prˇechodu na dalsˇı´ krok dojde k vy´beˇru vhodny´ch kandida´tu˚ na funkcˇnı´ jednotky. Ti
jsou reprezentova´ni objekty, jejichzˇ trˇı´dy deˇdı´ ze trˇı´dy Classifier (viz 10.1.1). Tyto objekty
jsou postupneˇ vybra´ny pru˚chodem stromovy´mi strukturami struktura´lnı´ch diagramu˚,
obsazˇeny´ch ve vy´sˇe zmı´neˇne´ kolekci Structure. Pro korektnı´ nacˇtenı´ vsˇech vhodny´ch
49
kandida´tu˚ zde slouzˇı´ metody LoadDeploymentDiagram, LoadDeploymentContent, LoadC-
lassContent, LoadPackageContent, LoadComponentContent, LoadClassDiagram a LoadCompo-
nentDiagram. Tito kandida´ti jsou umı´steˇni do kolekce tvorˇene´ objekty typu UMLObject.
Objekty te´to trˇı´dy reprezentujı´ prostrˇednı´ky mezi objektem UML modelu a objektem,
reprezentujı´cı´ danou komponenentu v jazyce e-PFL. Obsahujı´ referenci na dane´ho kandi-
da´ta, kolekci operacı´ a vlastnostı´, ktere´ mohou by´t pouzˇity jako procesy dane´ho zarˇı´zenı´
a take´ informace, ktere´ jsou zobrazeny uzˇivateli v dalsˇı´m kroku.
Vhodne´ procesy jsou zde reprezentova´ny trˇı´dou Process, obsahujı´cı´ vstupnı´ a vy´stupnı´
parametry spolecˇneˇ s dalsˇı´mi dodatecˇny´mi informacemi. Do vhodny´ch kandida´tu˚ pro-
cesu˚ jsou zahrnuty i operace a vlastnosti z nadrˇazeny´ch trˇı´d a z realizovany´ch rozhranı´.
Uzˇivatel vybere v prvku uzˇivatelske´ho rozhranı´ typu CheckedListBox potrˇebne´ kandi-
da´ty na funkcˇnı´ jednotky. Reference na vybrane´ kandida´ty jsou pak prˇi prˇechodu na dalsˇı´
krok transformace (u´prava vybrany´ch kandida´tu˚) umı´steˇny do objektu kontextu.
V tomto kroku je pro kazˇde´ho vybrane´ho kandida´ta vytvorˇen objekt typu Comp,
ktery´ se stara´ o zobrazenı´ dane´ho kandida´ta uzˇivateli a obsahuje metody, umozˇnˇujı´cı´ s
tı´mto kandida´tem manipulovat. K nim patrˇı´ naprˇı´klad AddActual, starajı´cı´ se o zobrazenı´
podrobnostı´ o vybrane´ komponenteˇ, AddComp klonujı´cı´ aktua´lneˇ vybranou kompoentu
cˇi RemoveComp, odstranˇujı´cı´ aktua´lneˇ vybranou komponentu ze seznamu kandida´tu˚.
Tato trˇı´da take´ obsahuje reprezentanta prvku ESComponent, ktery´ bude na´sledneˇ pou-
zˇit beˇhem generova´nı´ ko´du a jehozˇ vlastnosti budou v tomto kroku upravova´ny. V te´to
cˇa´sti transformace jsou take´ osˇetrˇova´ny prˇı´padne´ u´pravy na´zvu a je kontrolova´no, zda
jizˇ nebyla komponenta se stejny´m na´zvem vytvorˇena.
Po prˇechodu na dalsˇı´ krok je uzˇivateli nabı´dnuta mozˇnost procesy vybrany´ch kompo-
nent prova´zat pomocı´ komunikacˇnı´ch kana´lu˚. Dva procesy, jejichzˇ komunikacˇnı´ kana´ly
chce prova´zat mu˚zˇe vybrat pomocı´ cˇtyrˇ prvku˚ uzˇivatelske´ho rozhranı´ typu ComboBox. K
jejich prova´za´nı´ zde slouzˇı´ specia´lnı´ prvek uzˇivatelske´ho rozhranı´ typu OperationBinder,
viz 11.2.3. Tento prvek se take´ stara´ o automaticke´ generova´nı´ nove´ vytvorˇene´ho kana´lu
a o kontrolu, zda dany´ na´zev nebyl v dane´m kontextu jizˇ pouzˇit.
Po provedenı´ potrˇebny´ch u´prav a kliknutı´ na tlacˇı´tko ”Continue >>” dojde k extrakci
zarˇı´zenı´ z obsazˇeny´ch komponent, K tomu slouzˇı´ trˇı´da ExtractDevices. Samotny´ proces
odpovı´da´ postupu popsane´m v cˇa´sti 10.4.2. Seznam takto vytvorˇeny´ch zarˇı´zenı´ je pote´
prˇeda´n objektu kontextu (kolekce devices). Jedno zarˇı´zenı´, reprezentovane´ instancı´ trˇı´dy
Device zde obsahuje seznam jednotlivy´ch obsazˇeny´ch komponent a take´ informaci o typu
prˇı´stupu k vy´beˇru procesu (Fair cˇi Unfair).
Pote´ je uzˇivateli zobrazen seznam vyextrahovany´ch komponent, u ktery´ch jesˇteˇ mu˚zˇe
jejich automaticky vygenerovane´ na´zvy upravit I zde je kontrolova´no, zda nenı´ vlozˇeny´
na´zev jizˇ v kontextu obsazˇen. Po potvrzenı´ vsˇech potrˇebny´ch u´prav kliknutı´m na tlacˇı´tko
”Confirm >>” dojde ke generova´nı´ vy´sledne´ho ko´du.
11.3.2 Generova´nı´ ko´du
K provedenı´ generova´nı´ ko´du zde slouzˇı´ knihovna TransformationEPFL. Vstupnı´m bo-
dem ke generova´nı´ je zde trˇı´da Transformation, ktere´ jsou v konstrukturu prˇeda´ny jako
parametry vsˇechny vybrane´ diagramy struktury a chova´nı´.
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V te´to trˇı´deˇ je take´ vlozˇena pomocna´ vnorˇena´ trˇı´da, nazvana´ Modules. Ta obsahuje
vsˇechny potrˇebne´ informace o celkove´m kontextu transformace. Obsahuje reference na
hlavnı´ modul, kolekci modulu˚, reprezentujı´cı´ jednotlive´ diagramy a kolekci obsahujı´cı´
moduly, reprezentujı´cı´ dalsˇı´ prvky UML modelu, jako naprˇı´klad Package cˇi Class, obsa-
hujı´cı´ vnorˇene´ prvky. Obsahuje take´ dveˇ pomocne´ metody, umozˇnˇujı´cı´ vygenerovat jedi-
necˇny´ na´zev modulu a jedinecˇny´ na´zev generovane´ho prvku, jenzˇ jesˇteˇ nebyl v dane´m
kontextu obsazˇen.
Generova´nı´ ko´du je zde vyvola´no zavola´nı´m metody Transform. V te´ dojde k vytvorˇenı´
modulu, reprezentujı´cı´ho hlavnı´ modul vy´sledne´ho ko´du a ktery´ bude obsahovat definice
jednotlivy´ch zarˇı´zenı´, jejich procesu˚, komponent a take´ funkci main. Pote´ jsou vytvorˇeny
moduly, reprezentujı´cı´ jednotlive´ diagramy, u´cˇastnı´cı´ se transformace.
11.3.3 Tvoba struktury vy´sledne´ho ko´du
Struktura vy´sledne´ho ko´du je zde reprezentova´na pomocı´ objektu˚ trˇı´dy CodeStructure.
Ten obsahuje na´zev dane´ho segmentu ko´du (reprezentujı´cı´ho naprˇı´klad funkci), rˇeteˇzec
code, obsahujı´cı´ ko´d reprezentujı´cı´ tento segment a rˇeteˇzec comment, obsahujı´cı´ prˇı´padne´
komenta´rˇe k tomuto segmentu. Da´le jsou zde jesˇteˇ obsazˇeny dveˇ kolekce objektu˚ trˇı´dy
CodeStructure, reprezentujı´cı´ segmenty ko´du umı´steˇne´ nad, respektive pod dany´m seg-
mentem vy´sledne´ho ko´du.
Strukturu ko´du jednoho modulu zde reprezentuje strom objektu˚ typu CodeStructure.
Ten je umı´steˇn ve trˇı´deˇ Code, kde vlastnost structure reprezentuje jeho korˇenovy´ uzel. Je
v nı´ da´le obsazˇen na´zev samotne´ho modulu (moduleName), rˇeteˇzec obsahujı´cı´ vy´sledny´
ko´d modulu (code) a referenci na uzel struktury, obsahujı´cı´ jednotlive´ importy potrˇeb-
ny´ch modulu˚ (imports). Jeden objekt trˇı´dy Code zde reprezentuje strukturu ko´du jednoho
modulu, nacˇı´tane´ho naprˇı´klad pomocı´ vy´sˇe zmı´neˇne´ metody Transform.
Po vytvorˇenı´ objektu tohoto modulu je zavola´na metoda GenerateStructure, ktera´ ma´
jako vstupnı´ parametr objekt diagramu. V nı´ dojde k pru˚chodu stromu dane´ho diagramu,
vlozˇenı´ jednotlivy´ch prvku˚ do struktury modulu a v prˇı´padeˇ potrˇeby vytvorˇenı´ nove´ho
modulu - pokud bude naprˇı´klad nalezen balı´k, cˇi trˇı´da nebo komponenta, obsahujı´cı´
zanorˇene´ prvky. Pro kazˇdy´ typ prvku, obsahujı´cı´ zanorˇene´ elementy je zde obsazˇena me-
toda, nacˇı´tajı´cı´ jeho obsah (metody GeneratePackage, GenerateClass a GenerateComponent).
V kazˇde´m modulu, reprezentujı´cı´m prvek se zanorˇeny´mi elementy je vlozˇen import
na nadrˇazeny´ modul. Na´zev kazˇde´ho noveˇ vytvorˇene´ho modulu reprezentuje jeho cestu
ve stromu UML modelu syste´mu a za´rovenˇ tak vytva´rˇı´ jeho jedinecˇny´ na´zev.
Pro vlozˇenı´ jednotlivy´ch reprezentacı´ prvku˚ UML modelu do struktury modulu zde
slouzˇı´ metody GetClass, GetComponent, GetSignal, GetPrimitiveType, a GetDataType.
Jsou zde take´ umı´steˇny pomocne´ metody LoadBehavioralDiagrams, LoadAbstractions,
InsertImport a CodeStructure. Metoda CodeStructureAdd se zde stara´ o korektnı´ vlozˇenı´
reference dane´ho fragmentu reprezentovane´ho objektem typu CodeStructure do kolekce
CodeStructure ID, obsazˇene´ ve trˇı´deˇ Modules. Tato kolekce je na´sledneˇ vyuzˇita beˇhem
prova´deˇnı´ asociace prova´zany´ch prvku˚ (viz kapitola 11.3.6).
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11.3.4 Hlavnı´ modul
Hlavnı´ modul, obsahujı´cı´ jednotlive´ funkcˇnı´ jednotky, procesy, komponenty a funkci main
je zde reprezentova´n trˇı´dou MainCode, deˇdı´cı´ ze trˇı´dy Code. Oproti nadrˇazene´ trˇı´deˇ Code
je zde navı´c deklarova´n objekt typu CodeStructure, reprezentujı´cı´ zarˇı´zenı´, ve ktere´m jsou
obsazˇeny fragmenty ko´du, reprezentujı´cı´ jednotliva´ zarˇı´zenı´. Je zde i dalsˇı´ objekt typu
CodeStructure reprezentujı´cı´ fragment ko´du, obsahujı´cı´ funkci main. Vy´sledna´ struktura
tohoto modelu je vytvorˇena jizˇ v konstruktoru te´to trˇı´dy.
11.3.5 Trˇı´da EpflCode
O vytvorˇenı´ reprezentace UML prvku˚ ve vy´sledne´m ko´du se starajı´ metody v te´to trˇı´deˇ
obsazˇene´. Jsou pomocı´ nı´ vytvorˇeny jak fragmenty pomocne´ho ko´du, tak i fragmenty
hlavnı´ho ko´du, obsazˇene´ho v modulu Main.
11.3.6 Asociace
Po vygenerova´nı´ struktury jednotlivy´ch modulu˚ je jesˇteˇ zapotrˇebı´ postarat se o prvky,
ktere´ jsou s jednotlivy´mi fragmenty prova´za´ny, ale informace o nich nenı´ prˇı´mo pre-
zentova´na v dane´ cˇa´sti UML modelu. Jmenoviteˇ se zde jedna´ o komenta´rˇe, omezenı´ a
vztahy abstrakce a realizace. Nelze je na odpovı´dajı´cı´ prvky nava´zat ihned, protozˇe se
beˇhem nacˇı´ta´nı´ jesˇteˇ nemusı´ ve stromu struktury dane´ho modelu nacha´zet. Proto jsou
tyto prvky beˇhem generova´nı´ struktury nejprve odkla´da´ny do struktury pojmenovane´
AssociatedObjects.
Pro jejich prova´za´nı´ proto musı´ by´t jesˇteˇ prˇed samotny´m generova´nı´m ko´du zavola´na
metoda AssociateObjects. Prˇi prova´za´nı´ je zde velmi na´pomocna´ kolekce CodeStructure ID,
o ktere´ byla jizˇ zmı´nka drˇı´ve.
11.3.7 Generova´nı´ ko´du
Nakonec je zapotrˇebı´ v metodeˇ Transform pro kazˇdy´ modul zavolat metodu GenerateCode.
O samotny´ pru˚chod stromem ko´du se zde stara´ metoda GoThrough. Strom zde procha´zen
metodou INORDER a jednotlive´ fragmenty jsou postupneˇ vkla´da´ny do vy´sledne´ho ko´du.
Vy´sledny´ ko´d modulu je pak obsazˇen ve vlastnosti code.
V metodeˇ Transform je jesˇteˇ nakonec provedeno vlozˇenı´ importu˚ modulu˚ reprezentu-
jı´cı´ch diagramy do hlavnı´ho modulu. Nakonec je vy´sledny´ obsah jednotlivy´ch modulu˚
zobrazen uzˇivateli.
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12 Uka´zkove´ prˇı´klady
Na´sledujı´cı´ text obsahuje dva uka´zkove´ prˇı´klady. Jeden je inspirova´n existujı´cı´m ko´dem
jazyka e-PFL, druhy´ prˇı´klad reprezentuje neˇkolik diagramu˚ UML modelu syste´mu, skla´-
dajı´cı´ho se z roboticke´ho ramene, komunikacˇnı´ cˇa´sti a rˇı´dı´cı´ cˇa´sti.
Prvnı´ z nich poslouzˇı´ k porovna´nı´ na´strojem vygenerovane´ho ko´du s pu˚vodnı´m, na
druhe´m prˇı´kladu bude uka´za´no prˇı´padne´ vyuzˇitı´ stereotypu˚ profilu MARTE.
12.1 Prˇı´klad 1: Vy´dejnı´ automat
Pro tvorbu tohoto prˇı´kladu poslouzˇil ko´d jazyka e-PFL, nacha´zejı´cı´ se v souboru vending.pfl
a reprezentujı´cı´ spustitelny´ model vy´dejnı´ho automatu. Jeho grafickou reprezentaci lze
naprˇı´klad videˇt na obra´zku 6. Tento prˇı´klad bude slouzˇit k porovna´nı´ pu˚vodnı´ho ko´du
s vygenerovany´m. V na´stroji Papyrus UML jsem vytvorˇil model, reprezentujı´cı´ tento
syste´m pomocı´ jazyka UML. V dane´m modelu kazˇdou funkcˇnı´ jednotku reprezentuje
jedna trˇı´da. To neplatı´ pouze pro jednotky testInput a testInput2. Ty jsem zde reprezentoval
pomocı´ jedine´ trˇı´dy. Obsahujı´ totizˇ operace se stejny´mi vstupy a vy´stupy (jeden vstupnı´
parametr typu Integer a dva vy´stupnı´, stejne´ho typu) a take´ pole s hodnotami typu Integer,
ktere´ obsahujı´ vstupnı´ hodnoty vestavne´ho syste´mu. Samotne´ vztahy mezi jednotlivy´mi
jednotkami jsou zde reprezentova´ny pouze pomocı´ vztahu Usage, nezaby´val jsem se
jimi podrobneˇji, samotne´ komunikacˇnı´ kana´ly totizˇ mohou by´t reprezentova´ny mnoho
ru˚zny´mi zpu˚soby (viz procesy 10.1.3).
Pro prˇedvedenı´ extrahova´nı´ anotace rename jsem beˇhem transformace upravil vy´-
sledny´ syste´m tak, aby byly sloucˇeny zarˇı´zenı´ testInput a testInput2.
Prˇi samotne´ transformaci zde bude v prvnı´m kroku, po vybra´nı´ souboru projektu, nej-
prve vybra´ny diagramy, ktere´ budou pouzˇity beˇhem transformace. Zde se jedna´ pouze o
diagram nazvany´ DefaultDiagram. Po prˇechodu do dalsˇı´ho kroku transformace je zapo-
trˇebı´ vybrat vhodne´ reprezentanty funkcˇnı´ch jednotek a vybrat jejich procesy. V tomto
prˇı´padeˇ zde budou vybra´ny vsˇechny zobrazene´ komponenty. Komponentu testInput zde
bude zapotrˇebı´ naklonovat pomocı´ tlacˇı´tka ”+” tak, aby mohly by´t ve vy´sledne´m ko´du
prezentova´ny dveˇ samostatne´ jednotky testInput.
V tomto kroku nebude kvu˚li prˇedvedenı´ extrahova´nı´ anotace rename prˇejmenova´na
operace Operation 0, takzˇe ve vy´sledku budou tyto komponenty kvu˚li obsahu stejny´ch
prvku˚ sloucˇeny v jedno zarˇı´zenı´.
U funkcˇnı´ch jednotek budou (azˇ na vlastnosti testInputData u jednotek testInput a
testInput2 a memoryData jednotky memory) oznacˇeny vsˇechny vlastnosti jako procesy
jednotlivy´ch funkcˇnı´ch jednotek.
Da´le je zapotrˇebı´ nastavit prˇı´stup k vy´beˇru procesu k provedenı´ u jednotek memory a
counter. Ten u nich bude nastaven na Unfair.
V na´sledujı´cı´m kroku je nutne´ prova´zat jednotlive´ vstupnı´ a vy´stupnı´ parametry
samotny´ch procesu˚. Pro zjednodusˇenı´ jsem do operacı´, umı´steˇny´ch v UML modelu umı´stil
parametry, reprezentujı´cı´ vsˇechny potrˇebne´ komunikacˇnı´ kana´ly. Samotne´ parametry
operace ale nemusı´ reprezentovat vsˇechny potrˇebne´ informace, viz Procesy 10.1.3.
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Jednotlive´ vygenerovane´ na´zvy komunikacˇnı´ch kana´lu˚ pak bylo nutne´ prˇejmenovat
tak, aby odpovı´daly na´zvu˚m v porovna´vane´m ko´du.
V na´sledujı´cı´m kroku je jesˇteˇ nutne´ prˇı´padneˇ upravit na´zvy generovany´ch zarˇı´zenı´.
Po jejich u´praveˇ a potvrzenı´ je nakonec zobrazen vy´sledny´ ko´d.
Fragmenty ko´du, umozˇnˇujı´cı´ srovna´nı´ pu˚vodnı´ho a vygenerovane´ho ko´du jsou pro
porovna´nı´ uvedeny nı´zˇe. Cely´ vygenerovany´ ko´d je umı´steˇn v prˇı´loze ve slozˇce Tool Workspace.
import ”Prelude.pfl”
...
testInputData = [0,2,2,2,1,1,1,1]
testInput :: a Integer −> (a Integer, input Integer)
testInput x = ( x+1, (x \% (length testInputData)) !! testInputData )
testInputDevice :: Device
testInputDevice = Process testInput
testInputData2 = [5,5,10,10,20,2,2,5]
testInput2 :: b Integer −> (b Integer, coin Integer)
testInput2 x = (x+1, (x \% (length testInputData2)) !! testInputData2 )
testInputDevice2 :: Device
testInputDevice2 = Process testInput2
...
main = (setData memoryData)‘bl‘(setActive (Value Active))‘bl ‘( setA 0) ‘ bl ‘( setB 0) ‘ bl ‘( startDevice
testInputDevice Simulator []) ‘ bl ‘( startDevice testInputDevice2 Simulator []) ‘ bl ‘( startDevice
printer Simulator []) ‘ bl ‘( startDevice controller Simulator []) ‘ bl ‘( startDevice serving
Simulator []) ‘ bl ‘( startDevice counter Simulator []) ‘ bl ‘( startDevice memory Simulator [])
Vy´pis 14: Pu˚vodnı´ ko´d vy´dejnı´ho automatu
import ”Prelude.pfl”
import ”DefaultDiagram.pfl”
−−−−−−− DEVICES −−−−−−−
−−−−−−− DEVICE −−−−−−−
Operation 0 :: A Integer −> (A Integer, input Integer)
Operation 0 A = (A, input)
deviceInput :: Device
deviceInput = Process Operation 0
−−−−−−− COMPONENTS of device 0 −−−−−−−
testInput = ESComponent ”deviceInput” Emulator
−−−−−−− auxiliary functions and properties
TestInputData = ()
testInput 0 = ESComponent ”deviceInput” Emulator
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−−−−−−− auxiliary functions and properties
TestInputData 0 = ()
...
−−−−−−− MAIN −−−−−−−
main = (startDevice device 0 testInput []) ‘ bl ‘ (startDevice device 0 testInput 0 [rename ”A” ”B”,
rename ”input” ”Coin”, ]) ‘ bl ‘ (startDevice servingDevice Serving []) ‘ bl ‘ (startDevice
controllerDevice Controller []) ‘ bl ‘ (startDevice CounterDevice Counter []) ‘bl ‘ (startDevice
MemoryDevice Memory [])
Vy´pis 15: Vygenerovany´ ko´d vy´dejnı´ho automatu
Prˇi porovna´nı´ s pu˚vodnı´m ko´dem je zde videˇt navı´c import modulu ”DefaultDia-
gram.pfl”, ktery´ reprezentuje diagram, pouzˇity´ beˇhem generova´nı´ ko´du a obsahuje po-
mocne´ definice. Na´stroj zde take´ sloucˇil drˇı´ve zmı´neˇna´ zarˇı´zenı´ testInput a testInput2 a
vytvorˇil z nich jedine´ zarˇı´zenı´. Pro kazˇdou komponentu jsou zde pod komenta´rˇem ob-
sahujı´cı´m text ”auxiliary functions and properties” umı´steˇny definice pomocny´ch funkcı´
a vlastnostı´. Jedna´ se o ty vlastnosti a funkce, ktere´ nebyly uzˇivatelem oznacˇeny jako
procesy.
Ve funkci main je prˇi spousˇteˇnı´ komponenty testInput 0 pomocı´ funkce startDevoce
videˇt pouzˇitı´ anotacı´ rename. Odpovı´dajı´cı´ prˇejmenovane´ komunikacˇnı´ kana´ly a jejich
vyuzˇitı´ je na´zorneˇ videˇt na obra´zku 6.
12.2 Prˇı´klad 2: Robot
Druhy´ uka´zkovy´ prˇı´klad reprezentuje syste´m, skla´dajı´cı´ se z rˇı´dı´cı´ stanice, ovladacˇe a
roboticke´ho ramene. Tento prˇı´klad byl vybra´n z dokumentu ”UML Profile for MARTE:
Modeling and Analysis of Real-Time Embedded Systems” [4], protozˇe obsahuje na´zorne´ vy-
uzˇitı´ stereotypu˚ profilu MARTE. Pokusı´m se zde prˇedve´st jejich vyuzˇitı´ beˇhem tvorby
spustitelne´ho modelu.
Model tohoto syste´mu se skla´da´ z neˇkolika diagramu˚. Ty jsou umı´steˇny v prˇı´loze.
12.2.1 Sce´na´rˇ chova´nı´
Nejprve se pokusı´m popsat jeden sce´na´rˇ chova´nı´ syste´mu, reprezentovany´ sekvencˇnı´m
diagramem na obra´zku 9.
Ten popisuje odesla´nı´ informacı´ o stavu serv na rˇı´dı´cı´ jednotku, kde jsou tyto data
zobrazena.
Sekvence zpra´v zacˇı´na´ u dra´hy zˇivota objektu ControllerClock, u ktere´ho je pouzˇit
stereotyp TimerResource. Tento objekt bude ve vy´sledne´m ko´du reprezentova´n funkcˇnı´
jednotkou, protozˇe periodicky vyvola´va´ operaci Report objektu Reporter. Tato funkcˇnı´
jednotka bude obsahovat pouze jeden proces, umist’ujı´cı´ data a prˇijı´majı´cı´ data z jednoho
kana´lu, ktery´ bude jako vstupnı´ parametr vyuzˇit u procesu Report funkcˇnı´ jednotky
reprezentujı´cı´ objekt Reporter.
Uvnitrˇ tohoto procesu budou zı´ska´ny data z pole, ktere´ bude reprezentovat objekt
Servos Data, obsahujı´cı´ data o servech. Toto pole bude vygenerova´no do pomocne´ho
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Obra´zek 9: Sekvencˇnı´ diagram
ko´du. Jeho trˇı´da je v UML modelu oznacˇena stereotypem PpUnit, jedna´ se tedy o pasivnı´
cˇa´st syste´mu. Proto take´ nebude beˇhem vy´beˇru funkcˇnı´ch jednotek vybra´na.
Na vy´stupu tohoto procesu budou umı´steˇna data, reprezentovana´ objektem Status.
Jelikozˇ nenı´ v modelu uvedena jeho prˇesna´ specifikace, bude zapotrˇebı´ tento vy´stup
upravit po vygenerova´nı´ ko´du. Pro zjednodusˇenı´ mu˚zˇe by´t reprezentova´n hodnotou
Integer.
Tato hodnota je pomocı´ komunikacˇnı´ho kana´lu prˇeda´na procesu SendStatus, umı´steˇ-
ne´ho ve funkcˇnı´ jednotce ControllerCommunication, reprezentujı´cı´ zde objekt Controller Comm.
Objekt CAN bus zde bude prˇeskocˇen, jedna´ se pouze o reprezentanta sbeˇrnice, po ktere´
jsou prˇena´sˇena data. Zde bude stacˇit pouze prˇeda´nı´ hodnoty procesu Transmitted funkcˇnı´
jednotky Station Comm. Vy´stup tohoto procesu bude propojen se vstupem procesu Upda-
teDisplay jednotky DisplayRefresher. V tomto procesu dojde ke zobrazenı´ prˇijaty´ch dat na
uzˇivatelsky´ vy´stup.
Objekt DisplayData je zde pasivnı´ cˇa´stı´ syste´mu, nebude tedy vybra´n jako funkcˇnı´
jednotka a bude prˇeskocˇen.
12.2.2 Transformace
Postup transformace bude proveden klasicky´m zpu˚sobem s prˇihle´dnutı´m na vy´sˇe zmı´-
neˇne´ okolnosti, hlavneˇ co se ty´cˇe prova´za´nı´ jednotlivy´ch procesu˚ komunikacˇnı´mi kana´ly.
Uka´zka vy´sledne´ho ko´du je videˇt nı´zˇe. Cely´ vygenerovany´ ko´d je umı´steˇn v prˇı´loze
ve slozˇce Tool Workspace.
import ”Prelude.pfl”
import ”DefaultDiagram.pfl”
import ”Deployment diagram of myUMLModel.pfl”
−−−−−−− DEVICES −−−−−−−
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−−−−−−− DEVICE −−−−−−−
UpdateDisplay :: AD Integer −> () −− vlozeni uzivatelskeho vystupu
UpdateDisplay AD = ()
...
device 0 :: Device
device 0 = Fair [Process UpdateDisplay, Process UpdateGraphics, Process displayData]
−−−−−−− COMPONENTS of device 0 −−−−−−−
DisplayRefresher = ESComponent ”device 0” Emulator
...
−−−−−−− DEVICE −−−−−−−
Invoke :: AA Integer −> (AA Integer)
Invoke AA = (AA)
device 3 :: Device
device 3 = Process Invoke
−−−−−−− COMPONENTS of device 3 −−−−−−−
ControllerClock = ESComponent ”device 3” Emulator
...
−−−−−−− DEVICE −−−−−−−
Report :: AA Integer −> (AB Integer)
Report AA = (AB)
device 4 :: Device
device 4 = Process Report
−−−−−−− COMPONENTS of device 4 −−−−−−−
Reporter = ESComponent ”device 4” Emulator
Vy´pis 16: Vygenerovany´ ko´d syste´mu s roboticky´m ramenem
Ve vy´sledne´m ko´du lze naprˇı´klad videˇt proces UpdateDisplay, ktery´ ma´ na starost
uzˇivatelsky´ vy´stup. Vypı´sˇe prˇijatou hodnotu Integer na obrazovku. Pod nı´m je v uka´zce
umı´steˇna definice procesu Invoke funkcˇnı´ jednotky device 3, starajı´cı´ se o periodicke´
vyvola´nı´ zasla´nı´ reportu. Stejny´ komunikacˇnı´ kana´l (AA) s tı´mto procesem sdı´lı´ proces
Report, jehozˇ definici lze videˇt o neˇkolik nı´zˇe.
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13 Mozˇnosti rozsˇı´rˇenı´
Generova´nı´ ko´du z poskytnute´ho modelu, vytvorˇene´ho pomocı´ jazyka UML rozsa´hlou
problematiku a je zde mnoho ru˚zny´ch mozˇnostı´, jak tento na´stroj rozsˇı´rˇit. Jednou z mozˇ-
nostı´ rozsˇı´rˇenı´ by mohlo by´t zakomponova´nı´ mozˇnostı´ kompilace a spusˇteˇnı´ ko´du a jeho
na´slednou analy´zu prˇı´mo do na´stroje.
Dalo by se zde take´ dopracovat sˇirsˇı´ vyuzˇitı´ diagramu˚ chova´nı´ jazyka UML prˇi ge-
nerova´nı´ kostry chova´nı´ a prˇı´padneˇ zakomponovat informace, obsazˇene´ ve stereotypech
profilu MARTE.
Z pohledu uzˇivatele by se zde urcˇiteˇ vı´ce hodilo kvu˚li veˇtsˇı´ prˇehlednosti neˇjake´ vizu-
a´lnı´ zpracova´nı´ prova´za´nı´ parametru˚ jednotlivy´ch procesu˚. Co se ty´cˇe vy´sledny´ch u´prav
a dokoncˇova´nı´ ko´du uzˇivatelem, bylo by mozˇne´ naprˇı´klad zvy´raznit syntaxi vygenero-
vane´ho ko´du v editoru.
Zjednodusˇit samotny´ proces transformace by sˇlo naprˇı´klad i omezenı´m dostupny´ch
operacı´ a vlastnostı´ klasifika´toru˚, zobrazeny´ch uzˇivateli v okneˇ beˇhem prova´za´nı´ procesu˚.
Zobrazeny by zde mohly by´t pouze prvky, ktere´ jsou pro vybranou komponentu v ra´mci
UML modelu viditelne´.
Zby´va´ zde take´ dopracovat vyuzˇitı´ profilu MARTE beˇhem zı´ska´va´nı´ informacı´ od
uzˇivatele (mohly by by´t uzˇitecˇne´ pro orientaci uzˇivatele beˇhem transformace) a jejich
na´sledne´ vyuzˇitı´ beˇhem generova´nı´ ko´du.
Stereotypy profilu MARTE by zde mohly by´t take´ uzˇitecˇne´ naprˇı´klad prˇi prˇechodu od
modelu ke skutecˇne´mu nasazenı´ vestavne´ho syste´mu. Prˇi analy´ze modelu a definova´nı´
struktury samotne´ho syste´mu by mohli by´t pomocı´ pouzˇity´ch stereotypu˚ (a definovane´ho
jazyka, ve ktere´m bude generova´n ko´d vestavne´ho syste´mu) vybra´ni a uzˇivateli nabı´dnuti
vhodnı´ reprezentanti jednotlivy´ch cˇa´stı´ syste´mu (dostupne´ mikroprocesory, pameˇti atd.)
V tomto smeˇru by se mohlo hodit rozsˇı´rˇenı´ jazyka e-PFL o mozˇnost realisticˇteˇjsˇı´ simu-
lace vestavne´ho syste´mu (naprˇı´klad o mozˇnosti u´pravy rychlosti zpracova´nı´ cˇi prˇenosove´
rychlosti komunikacˇnı´ch kana´lu˚ ve formeˇ anotacı´ a umozˇnˇujı´cı´ tak beˇhem simulace ana-
lyzovat naprˇı´klad vytı´zˇenı´ jednotlivy´ch funkcˇnı´ch jednotek).
Zajı´mavou mozˇnostı´ by mohla by´t take´ tvorba rozsˇirˇujı´cı´ho modulu pro neˇktery´ z
dostupny´ch modelovacı´ch na´stroju˚, podporujı´cı´ch profil MARTE. Tento plugin by mohl
umozˇnˇovat generova´nı´ ko´du e-PFL, jeho editaci a na´sledne´ prova´deˇnı´ simulace vestav-
ny´ch syste´mu˚ prˇı´mo v dane´m na´stroji.
13.1 UML profil pro jazyk e-PFL
Uzˇitecˇna´ by mohla by´t take´ tvorba UML profilu, sˇite´ho na mı´ru jazyku e-PFL. Kvu˚li velke´
obecnosti extrakce mozˇny´ch zarˇı´zenı´ a komponent (viz 10.1.1) a na druhou stranu sˇiro-
ke´mu spektru stereotypu˚, dostupny´ch v profilu MARTE, zameˇrˇeny´ch spı´sˇe na pozdeˇjsˇı´
fa´ze analy´zy by rychla´ u´prava UML diagramu˚ mohla pomoci uzˇivatelu˚m, kterˇı´ nejsou s
profilem MARTE sezna´meni.
Samotny´ profil by mohl vypadat na´sledovneˇ:
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Stereotyp Device - S vlastnostı´ IsFair a polem typu EmbSystem - Na´zev vlastnosti Is-
Fair zde hovorˇı´ sa´m za sebe, pole typu EmbSystem by zde reprezentoval jednotlive´
komponenty, vyuzˇı´vajı´cı´ procesy dane´ho zarˇı´zenı´. Tento stereotyp by rozsˇirˇoval
klasifika´tory (typy, deˇdı´cı´ z typu Classifier, jako naprˇ. trˇı´da cˇi rozhranı´).
Typ EmbSystem - Typ reprezentujı´cı´ komponentu, obsahujı´cı´ vlastnosti jako Name, Me-
diator, a pole anotacı´.
Typ Rename - Reprezentace anotace rename, se dveˇma vlastnostmi, reprezentujı´cı´mi
stary´ a novy´ na´zev komunikacˇnı´ho kana´lu.
Vy´cˇet Mediator - Vy´cˇet, umozˇnˇujı´cı´ definovat, zda bude provedena pouze simulace (li-
tera´l Emulator) cˇi definovat na´zev jazyka, ve ktere´m bude generova´n ko´d reprezen-
tovane´ho vestavne´ho syste´mu (naprˇı´klad litera´l MicroNET cˇi Hume).
Stereotyp Process - Tento stereotyp by slouzˇil pro oznacˇenı´ procesu zarˇı´zenı´. Byla by zde
obsazˇena vlastnost IsPropagated, ktera´ by oznacˇovala, zda ma´ by´t dana´ vlastnost
reprezentujı´cı´ proces pouzˇita i v potomcı´ch klasifika´toru, ve ktere´m je tato vlastnost
definova´na. Tento stereotyp by rozsˇirˇoval prvky metamodelu jazyka UML, ktere´
deˇdı´ z typu Feature.
Tento profil by mohl podstatneˇ zjednodusˇit postup transformace. Prˇı´padneˇ by se
mohlo jednat o rozsˇı´rˇenı´ profilu MARTE.
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14 Za´veˇr
Tato pra´ce mi umozˇnila podı´vat se hloubeˇji na samotny´ jazyk UML a dovolila mi podı´vat
se take´ hloubeˇji na problematiku modelova´nı´ vestavny´ch syste´mu˚. Na pra´ci s vestavny´mi
syste´my jsem beˇhem sve´ho studia moc cˇasto nenarazil, stejneˇ tak na pra´ci s funkciona´lnı´mi
jazyky. Sezna´mil jsem se zde take´ s UML profilem MARTE a obecneˇ s mozˇnostmi tvorby
a vyuzˇitı´ profilu˚ jazyka UML prˇi modelova´nı´ specificky´ch proble´mu˚.
Nejvı´ce cˇasu mi zde zabrala implementace knihovny, urcˇene´ pro nacˇı´ta´nı´ UML modelu
a knihovny reprezentujı´cı´ profil MARTE. Knihovnu, urcˇenou pro nacˇı´ta´nı´ UML modelu
jsem kvu˚li rozsa´hlosti metamodelu jazyka UML zjednodusˇil a nacˇı´tana´ data jsem vı´ce
prˇizpu˚sobil strukturˇe XMI souboru˚.
Prˇi samotne´ transformaci jsem se zameˇrˇil hlavneˇ na stra´nku struktury vy´sledne´ho
ko´du, umozˇnˇujı´cı´ vytvorˇit za´kladnı´ sce´na´rˇ transformace. Postup generova´nı´ chova´nı´
modelovane´ho vestavne´ho syste´mu jsem rozpracoval v textu pra´ce. Proces transformace
UML modelu na ko´d jazyka e-PFL lze dı´ky rozsa´hlosti jazyka UML a profilu MARTE jesˇteˇ
vı´ce rozsˇirˇovat a je zde mnoho dalsˇı´ch mozˇnostı´, jak tento na´stroj rozsˇı´rˇit.
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