This tutorial shows how to build object-oriented simulation models in C++.
INTRODUCTION
The idea of an "object-oriented" simulation has great intuitive appeal because it is very easy to view the real world as being composed of objects. In a manufacturing cell, objects that should come to mind include the machines, the workers, the parts, the tools, and the conveyors. Also, the part routings, the schedule, the work plan, and other information items could be viewed as objects.
It is also quite easy to describe existing simulation languages using object terminology.
A simulation language or simulation package provides a user with a set of pre-defined object classes from which the simulation modeler can create needed objects. For example, a network-based queuing language will typically view a system as having entity objects that travel through a network of queue objects, being served by resource objects.
Using the language (object classes), the modeler would declare the network by defining the node objects and their connecting branch objects. The node objects would be described as queues and activities, with and without resources, and sinks (where entities leave the network).
Pre-defined entity objects, sometimes called transactions, can be made to arrive to the network through source nodes. Most languages permit attributes that can be altered to be attached to the transactions. Resource objects and their behavior would need to be defined.
Simulation support objects include the distributions, the global variables, statistical tables and histograms. The modeler creates objects and specifies their behavior through the parameters available.
The integration of all the objects into a single packages provides the complete simulation model. Some simulation packages/languages provide for special functionality, such as that needed for manufacturing simulations. Object classes may be defined for machines, conveyors, transporters, cranes, robots, and so forth.
These special objeets have direct usefulness in particular situations. Simulation packages centered around such objects are directed at specific vertical application areas such as AGVS, robotics, FMS, etc.
Two Critical Weaknesses of Existing Languages
Most simulation languages suffer from two important weaknesses. Because the languages offer pre-specified functionality produced in another language (assembly language, C, FORTRAN, etc.) , the user cannot access the internal function of the language. Instead, a user must rely on vendor description of the algorithms, procedures, and data used to implement the concepts. Only the vendor can make modifications to the internal functionality.
Second, users have limited opportunity to extend an existing language feature.
Some simulation languages allow for certain programming-like expres-
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Joines, Powell, and Roberts sions or statements, which are inherently limited. Most languages allow the insertion of procedural routines written in other general-purpose programming languages. However, none of this is fully satisfactory because, at best, they provide only procedural extension.
For example, it might be easy to write a procedure to make a complicated computation of an activity time, but if you wanted to create a different activity, there is insufficient access to existing activity information. Any procedure written cannot use and change the behavior of a pre-existing object class and any new object classes defined by a user in general programming language do not coexist directly with vendor code. At a more fundamental level, the language structure may be inherently awkward for some purposes.
For instance, consider the difficulties of modeling a tennis match using a queuing network language.
The new Arena software (Pegden and Davis 1992) provides a template approach to representing blocks of Siman statements so that higher levels of models can be used directly (as can their graphical representation).
However, lower levels still remain bound to the Siman language.
A Way to Overcome these Problems
Object-oriented simulation deals directly with the limitation of extensibility by permitting data abstraction as well as procedural abstraction. Data abstraction means that new data types with their own behavior can be added arbitrarily to the programming language. When the new data type is added, it can assume just as important role as implicit data types. For example, a user-defined data type that manages complex numbers can be as fundamental to a language ("first class") as the implicitly defined integer data type. In the simulation language context, a new user-defined robot class can be added to a language that contains standard resources without compromising any aspect of the existing simulation language and the robot may be used where a more complex resource was needed.
Purpose of this Paper
The purpose of this paper is to illustrate object-oriented simulation using the C++ language (this paper is a modification of the one from last year's conference, see Joines, Powell, and Roberts 1992 (graphical symbols could be used). Building the simulation model requires the modeler to select from the predefined set of node types and integrate these into a network. The network is constructed about a set of entities which are called transactions that flow through the network. The transaction has exactly the same interpretation it has in the other simulation languages. The transactions are routed through the network according to some logic that represents the system being modeled.
Transactions may require resources to serve them at activities and thus may need to queue to await resource availability. Resources may be fixed or mobile in YANSL, and one or more resources may be required at an activity.
Unlike some network languages, resources in YANSL are active entities, like transactions, and may be used to model a wide variety of real-world items (notice this feature is, in fact, more powerful than some existing languages). Although you may regard YANSL as pale in comparison with existing simulation lan-
guages, we will demonstrate how easily a knowledgeable user can extend its power and functionality.
The Harbor Problem
Ships on the ocean enter and leave a harbor (the interested reader can contrast this example with the TV Inspection problem considered in Joines, Powell, and Roberts 1992) . Within the harbor, they dock at berths where they load and unload cargo. Just as in other network languages, transactions are used to represent the ships. The resource needed is the berth. There are three berths. The network is composed of a source node which describes how the ships arrive, a queue for possible wait for a berth, the unloadfload activity with its requirement for the berth, and a sink where ships leave Building Object-Oriented Simulations with C+ + 81 the harbor. Transactions branch from the source to the berth queue, are served at the unload/load activity, and branch to the sink. The data used in the simulation are the interarrival time of ships, which is exponentially distributed with a mean interarrival time of 5.8 minutes, and the service time (unload/load), which is exponentially distributed with a mean of 5.0 minutes.
The YANSL Model
The YANSL network has all the graphical and intuitive appeal of any network based simulation language. A graphical user interface could be built to provide "convenient" modeling with error checking and on-line help offered to the user. Whatever the modeling system used, the ultimate computer readable representation of the model would appear as follows: /**** ************************** ***
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Tanker problem **************** **************/ The first is the declaration ofobjects in the model and the second is function calls to structure the model. The same division of statements occurs in existing simulation languages. The only order requirement forstatements is that an object must be declared before it is used. Thus, we decided to order the statements by declaring first the general information needed (like the distributions) and then we specified the network entities (resources, nodes, and branches).
Object Declarations
The objects in YANSL are declared in a form consistent with C and C++ . The object class is specified first, then the objects are named. Initialization of specific objects aredone in parentheses. For instance, been compiled under Borland C++ 3.1 (Borland 1992). C++ is strongly typed, so error checking is very good. Also, the simulation is easily linked into other C++ libraries which may be used for graphics and statistical analysis. In a sense, YANSL has the same relationship to C++ that GASP IV (Pritsker 1974) has to FOR-TRAN. The major difference is that whereas GASP was a set of FORTRAN functions that the model builder called, YANSL is a set of both the functions and their data organized about simulation objects (rather than simulation functions).
As such, YANSL is more like SLAM, but fully compatible with the entire C++ language, rather than simply permitting general procedures to be "inserted" into a specific simulation structure like SLAM.
CLASSES AND THEIR USE
The class concept is fundamental to object-oriented software.
The classes provide a "pattern" for creating 
PolymorphEm
The Exponential class has two constructors so users may specify either floating point or integer arguments for the mean interarrival time. Although it is not necessary in this case (C++ will make the right conversions), it does illustrate the use of polymorphism --where the same property applies to different objects. Thus, the Exponential object is appropriately specified, regardless of whether an integer or double is given. This encapsulation of the data makes the addition of new types for parameters very easy and localized.
EMBELLISHMENTS TO HARBOR MODEL
To illustrate the broader use of an object-oriented simulation language, we present several embellishments to the Harbor problem (the reader is referred to the paper in last year's conference that considered floating resources, transaction attributes, assignment nodes, queue ranking, dependent service times, and grouped transactions within the context of TV inspect and repair problem).
Although the embellishments may appear very complicated, they are handled easily and provide direct extensions to YANSL modeling capabilities.
More Flexible Resources
Some resources can service more than one queue and choose their next service. Further, transactions can continue use of their resources, producing activities that are required for some resources and chosen by others. Suppose now that ships entering the harbor must be pulled by a tug. The tug brings the ship from the ocean into the harbor and then to the dock where the ship berths.
Also, when a ship finishes unload/load and is ready to leave, a tug must be summoned before the ship deberths and is pulled out into the ocean. Thus the ships now experience two queues which wait for the tug: wait to berth, wait to leave the berth. The tug becomes a new resource. Now this tug must serve at two new activities, the berthing activity and the deberthing activity. These two new activities also require the berth (as does the unload/load activity).
The revised model is given below: Obviously, a Storm class is rather narrow in application and specific to the harbor problem. When the storm comes, it prevents any new service by the tug. An idle tug is prevented from doing any new service, while a busy tug will finish its current service and then become idle. When the storm is over, the idle tug is activated.
Greater Cooperation among Entities
One of the most difficult modeling problems occurs when there is a great deal of cooperation among resources and transactions.
In the case of the harbor problem, consider the following configuration of the berths: In this example, we have added load/unload cranes, which are modeled by a new set of resources. 
IMPLEMENTATION
The embellishments in Section 4 have employed a number of features of object oriented simulation. The embellishments reveal no distinction between the base features of YANSL and its extensions, illustrating the "seamless" nature of user additions.
In this section, we want to describe in more detail the actual C++ implementation of some of these developments. The virtual function permits any class derived from BUFFER to determine resource availability.
Template Issues
Some network simulation languages approach the need for parameterized classes by having more general node types, likean "operation" node, but these general types cannot, in general, yield specific objects --only their subtypes create objects (in C++, such a class would be "pure virtual class").
Inheritance andDerived Classes
Inheritance provides a fundamental means of relating object classes. Inthe development of the storm activity, a storm class was needed: Here, the class Storm is derived from the Node class since storm "is-a" kind of node and thus inherits all the properties ofthe Node class. Because the Storm isa Node, storm can do all the things a Node can do, such as be placed in anetwork. In contrast, storm ''has" two random data objects corresponding to the occurrence and duration of the storm. Recall our discussion of is-a and has-a in Section 3.2. Now, whatever the node, the appropriate executeEntering function is executed, even though it had not been explicitly identified.
StMicand Dynamic Objects
The objects in a YANSL simulation can be either static ordynarnic. Thestatic objects from the Harbor exmple are declared within themaino function and are created at compile time.
In contrast to the static objects, dynarnic objects are created during run time whenever the simulation logic requires their existence. For example, the exact number of Transactions traveling through the networkis unknown at compile time, so it inconvenient tocreate these objects when they enter the network and destroy them as they exit. In C++, this is accomplished through the new and delete operators. 
CONCLUSIONS
Modeling and simulation in an object-oriented language possesses many advantages. Wehaveshown howinternal functionality of a language now beeomes available toauser (at thediscretion of the class designer). Such access means that existing behavior can be altered and new objects with new behavior introduced.
The objectoriented approach provides a consistent means of handling these problems (other general object oriented languages include Smalltalk (Goldberg and Robson 1989) and EMel (Meyer 1992) (Fishwick 1992) .
The user of a simulation in C++ is granted lots of speed in compilation and execution. The C language has been a language of choice by many computer users and now C++ is beginning to supplant it. With the new C++ standard (Ellis and Stroustrup 1991) , all C++ compilers are expected to accept the same C++ language. We can build an executable simulation on one machine and run it on another, only as long as the operating systems are compatible --you don't need a C++ compiler on both machines. Most commercial simulation languages require some proprietary executive. Because C++ has many vendors, the price of compilers is low, while the environments are excellent. For example, the Borland package includes a optimizing compiler, a fully interactive debugger, an object browser, a profiler, and an integrated environment that allows you to navigate between a code editor and the other facilities.
Also numerous class libraries for windowing, graphics, and so forth are appearing that are fully compatible with C++. Graphical user interfaces for simulation modeling, animation of simulation, and statistical analysis of simulation results could be offered by individual vendors. Their interoperability would be insured by their use of a common means for defining and using objects.
To take full advantage of object-oriented simulation will require more skill from the user. However, that same skill would be required of any powerful simulation modeling package, but with greater limitations.
