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Riassunto 
 
L’obiettivo di questa tesi è quello di fornire uno strumento utile a chi lavora nel campo del 
Data Mining ed in particolare agli analisti della Marketing BI (Marketing Business Intelligence) 
attraverso la realizzazione delle varie fasi del processo di KDD applicato ad un caso di studio: 
valutare la propensione dei clienti a rispondere ad una nuova promozione nel contesto della 
vendita al dettaglio. 
Partendo da un dataset reale, contenente informazioni sugli acquisti effettuati in un certo 
intervallo di tempo in diversi punti vendita della Grande Distribuzione, costruiamo due 
software parametrici per lo svolgimento delle fasi di Comprensione e Preparazione dei Dati. 
Tali software consentono di rendere più rapida e agevole la realizzazione di quello che sarà 
l’output della fase di Modellazione al fine di caratterizzare i clienti redenti in precedenza e 
costruire un modello predittivo della loro propensione ad aderire a nuove campagne 
promozionali. 
Nel contesto della vendita al dettaglio un cliente si dice redento se risponde positivamente ad 
una promozione in termini di quantità di articoli acquistati in promozione e di percentuale di 
spesa ad essi dedicata. 
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INTRODUZIONE 
 
Le aziende oggi dispongono di un’ingente quantità di dati ad un livello di dettaglio e con 
qualità variabili, la cui natura è strettamente connessa all’attività gestionale. L’analisi di 
suddetti dati può essere fatta attraverso metodi appartenenti alla statistica classica che lasciano 
il posto alle esigenze di interpretazione dei risultati e di costruzione di processi decisionali 
integrati nell’operatività dell’azienda, inoltre la funzione “Analytics” (analisi dati) assume 
sempre più un ruolo strategico e trasversale rispetto alle funzioni di business. E’ proprio in uno 
scenario di questo tipo che si colloca il Data Mining come strumento facilitatore: 
 
"il data mining è un processo atto a scoprire correlazioni, relazioni e tendenze nuove e 
significative, setacciando grandi quantità di dati immagazzinati nei repository, usando tecniche 
di riconoscimento delle relazioni e tecniche statistiche e matematiche"(Gartner Group) 
 
Lo scopo del DM è quello di scoprire e ricavare nuova conoscenza direttamente dai dati 
servendosi di tecniche provenienti da ambiti differenti; esso quindi non è una tecnica di analisi, 
bensì un processo che si serve di tecniche. 
Il mutato contesto di mercato e lo sviluppo della tecnologia spingono le aziende verso un 
utilizzo massivo dei dati prodotti dalle rispettive gestioni operative (milioni di transazioni se 
pensiamo ad esempio alle banche o alle compagnie telefoniche), rivolto alla conoscenza di 
caratteristiche, comportamenti e aspettative dei propri clienti - in questo affonda le radici il 
Customer Relationship Management (CRM) o Analytical CRM. 
La maggior parte delle aziende dispone di una notevole quantità di dati sui clienti attivi e 
inattivi nonché sul loro comportamento e, essendo in grado di sfruttare il potenziale 
informativo racchiuso in essi, può generare vantaggio competitivo. Il Data Mining si pone 
quindi come strumento per ricavare informazioni utili e preziose dalle banche dati.  
Con il processo di DM è, ad esempio, possibile determinare il profilo di clienti in procinto di 
orientarsi in modo diverso, ossia di abbandonare l’azienda, e ovviare a tale minaccia attraverso 
una campagna di marketing imperniata sulla fidelizzazione della clientela; oppure è possibile 
identificare e selezionare gruppi di clienti specifici che verosimilmente reagiranno 
positivamente ad una nuova offerta. 
Il Data Mining si dedica, tramite procedimenti matematico-statistici, alla ricerca sistematica 
di modelli e strutture nascoste in grandi banche dati. 
 L’obiettivo di questo lavoro di tesi è quello di supportare al meglio lo svolgimento dell’attività 
di data mining, in particolare ci proponiamo di implementare un tool di supporto 
all’elaborazione dei dati soprattutto per la fase di Preprocessamento (Comprensione e 
Preparazione). 
Ripercorriamo pertanto le fasi di un processo di KDD (Knowledge Discovery in Databases) 
secondo il modello CRISP applicato ad un caso di studio reale nel corso del quale descriviamo 
passo per passo come noi stesse ci siamo mosse: il nostro ipotetico committente è un’azienda di 
retailing, che vuole proporre nei mesi a venire una nuova promozione e capire al tempo stesso 
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quanto sia conveniente farlo, individuando i clienti più propensi a rispondere. Uno studio di 
questo tipo rientra nell’ambito della Predictive Modeling, il cui obiettivo è prevedere il 
comportamento del cliente rispetto ad un target di interesse (nel nostro caso la nuova 
promozione), fissato in base ad un determinato obiettivo di business da raggiungere (ad es. 
massimizzare il risultato aziendale). Da un punto di vista reale, studiare la propensione dei 
clienti a rispondere ad una nuova promozione, analizzando lo storico del venduto, può risultare 
utile in fase di programmazione e controllo - se si prevede con una certa accuratezza che ci sia 
una buona risposta da parte dei clienti, può essere vantaggioso attuare la nuova promozione – 
oltre che in fase di budgeting, consentendo di fare una stima circa quanti clienti risponderanno 
positivamente e quanto spenderanno nell’acquisto di articoli in promozione. 
Il nostro obiettivo non è tanto quello di rispondere allo specifico quesito posto dal 
committente, nel nostro caso di studio esso rappresenta il mezzo per la realizzazione di un 
software a supporto delle fasi di Comprensione e Preparazione dei dati di un generico processo 
di Data Mining applicato al settore della vendita al dettaglio.  
 Un lavoro di questo tipo può rivestire grande importanza nella comunità di Data Mining in 
quanto può tradursi in un risparmio di tempo e può facilitare il lavoro degli analisti del settore. 
La tesi si articola in sette capitoli nel primo dei quali  illustriamo i concetti del data mining e 
il modello CRISP come standard per lo svolgimento di un generico processo di mining; nei 
capitoli successivi approfondiamo ogni singola fase del processo CRISP, affrontandone aspetti 
teorici e, attraverso l’applicazione al nostro caso di studio, anche aspetti pratici. Infine 
discutiamo i possibili sviluppi futuri e le conclusioni dal lavoro di tesi da noi realizzato. 
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Capitolo 1 
IL DATA MINING: Stato dell’Arte 
 
 
Il Data Mining è un processo sviluppato per far fronte all'esigenza di sfruttare il patrimonio 
informativo contenuto nelle grandi raccolte di dati di cui dispongono le aziende; queste ultime 
non vogliono più archiviare semplicemente i dati, ma hanno sempre più bisogno di capire dai 
dati, a causa anche della rapida evoluzione del mercato che richiede rapidità di adattamento.  
È dunque importante riuscire a sfruttare la potenziale ricchezza di informazioni di cui si 
dispone per generare vantaggio competitivo. 
Il capitolo illustra la disciplina e il modello CRISP, utilizzato per lo svolgimento del nostro 
caso di studio. 
 
 
1.1 Knowledge Discovery 
 
Fin dai tempi dell’antica grecia, l’uomo ha sempre amato il sapere, la conoscenza, la filosofia 
ed è da questo amore che l’uomo moderno ha sviluppato teorie e tecnologie utili alla sua 
crescita. 
“Ogni conoscenza umana parte da intuizioni,  
procede attraverso concetti  
e culmina in idee” 
E. Kant 
Il termine Knowledge Discovery in Databases (KDD), coniato nel 1989, si riferisce all’intero 
processo, interattivo ed iterativo, di scoperta della conoscenza che consiste nell’identificazione 
di relazioni tra dati, che siano valide, nuove, potenzialmente utili e comprensibili (figura 2.1), 
mediante l’uso di learning machine, statistica, intelligenza artificiale e base di dati.  
 
Figura 1.1 Processo di Knowledge Discovery 
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Il processo KDD può essere scomposto in più fasi tra le quali il Data Mining, che riveste un 
ruolo centrale1.  
Il primo passo, “individuare gli obiettivi dell’utente finale”, ha molto in comune con le fasi 
iniziali di un qualunque progetto commerciale, durante le quali si individuano gli obiettivi di 
business da raggiungere. In questa fase è importante la collaborazione che si stabilisce tra gli 
analisti del business e gli analisti dei dati, i quali devono comprendere il dominio applicativo ed 
estrarre la conoscenza già esistente. 
Il punto di partenza per un qualsiasi progetto è la definizione dell’ “aspettativa” in funzione 
della quale si potrà stabilire il successo o meno dello stesso. 
Individuati gli obiettivi dell’utente, è necessario creare un insieme di dati “selezionando” un 
sottoinsieme delle variabili o un campione della Base di Dati da analizzare. L’obiettivo della 
selezione è identificare le sorgenti di dati disponibili ed estrarne un campione per le analisi 
preliminari. Oltre le variabili selezionate, è necessario acquisire le corrispondenti informazioni 
semantiche (metadati), indispensabili per capire il significato di ciascuna variabile. I metadati 
potrebbero includere la definizione dei dati, la descrizione dei tipi, i valori potenziali, il loro 
sistema sorgente e com’è formato. I dati selezionati devono essere pre-elaborati al fine di 
rimuovere eventuali inconsistenze, rimuovere o ridurre l’effetto del rumore (noise), eliminare 
casi limite (outlier), decidere le strategie per la gestione dei valori nulli, scartare dati obsoleti. La 
pre-elaborazione è quindi finalizzata a migliorare la qualità dei dati selezionati. Spesso potrebbe 
essere necessario trasformare i dati selezionati al fine di isolare caratteristiche utili a 
rappresentare i dati in base agli obiettivi dell’analisi. Questo passo è fondamentale per garantire 
l’accuratezza dei risultati che dipende da come gli analisti decidono di strutturare i dati di input. 
La scelta del task di Data Mining (classificazione, regressione, clustering, regole di associazione, 
ecc..), è una fase fondamentale del processo KDD: essa influenza anche la scelta dell’algoritmo 
per scoprire nuove relazioni, indipendentemente, dal tipo di rappresentazione che si decide di 
usare per le relazioni estratte, e conduce a risultati utili solo se i passi precedenti del processo 
KDD sono stati correttamente eseguiti. Infine nel processo KDD le relazioni scoperte devono 
essere interpretate alla luce della conoscenza pregressa, valutate rispetto all’obiettivo di business 
e comunicate alle parti interessate mediante opportuna reportistica [TSK06]. 
 
 
1.2 Cos’è il Data Mining 
 
La maggior parte delle aziende utilizza strumenti OLAP (On Line Analytic Processing) per 
eseguire interrogazioni specifiche sui database aziendali, oggi sempre più di grandi dimensioni. 
Il data mining consente agli utenti degli strumenti OLAP di andare oltre i report riassuntivi. 
Il data mining dice perché si sta verificando un certo fenomeno, mentre l'OLAP si limita a 
dire cosa sta accadendo (si limita a descrivere il fenomeno stesso). Le relazioni fra i dati e le 
linee di tendenza sono spesso nascosti nei report riassuntivi. Il data mining aiuta le aziende a 
scoprire queste preziose informazioni. 
                                                           
1 Ultimamente si tende sempre più a intendere il Data Mining come sinonimo di KDD. In questa tesi terremo divise 
le due definizioni. 
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Volendo dare una definizione precisa di tale disciplina, vediamo che vi sono differenti 
definizioni per il Data Mining, ma tutte accomunate dalla presenza di alcune espressioni come: 
database di grandi dimensioni, relazioni nei dati e tecniche di analisi avanzate. 
Alcune definizioni sono legate alla presenza di tecniche specifiche, come le reti neurali2 o gli 
algoritmi genetici3, altre presentano il data mining come soluzione a tutti i problemi aziendali. 
Tutte queste definizioni non tengono conto del fatto che il data mining non è legato a 
nessuna tecnica specifica e non rappresenta una soluzione universale.  
Nella realtà dell’analisi dei dati i migliori risultati vengono raggiunti combinando una serie di 
tecniche distinte e la miglior definizione che si può azzardare a dare è la seguente: 
 
"Il data mining è un processo atto a scoprire correlazioni, relazioni e tendenze nuove e 
significative, setacciando grandi quantità di dati immagazzinati nei repository, usando tecniche 
di riconoscimento delle relazioni e tecniche statistiche e matematiche" 
 
Tenendo presente, però, la grande differenza esistente tra statistica e data mining, vediamo 
che per le analisi statistiche la fase della trasformazione dei dati è critica poiché alcune 
metodologie (statistiche) richiedono che i dati siano linearmente collegati ad una variabile 
obiettivo, normalmente distribuiti e liberi dagli outliers. I metodi dell'intelligenza artificiale e 
del machine learning, invece, non richiedono rigorosamente che i dati siano normalmente 
distribuiti o lineari e alcuni (metodi) – come gli alberi decisionali - non richiedono neppure che 
gli outliers siano trattati preventivamente. Gli algoritmi del machine learning hanno la capacità 
di trattare automaticamente distribuzioni non lineari e non normali, anche se in molti casi gli 
algoritmi lavorano meglio se questi criteri sono verificati. 
Altre definizioni sono ancora legate al concetto di data warehouse e anche se data mining e 
data warehousing sono complementari, non possiamo definirli senza distinzioni. E’ si bene 
utilizzare progetti di Data Warehouse con ingenti quantità di dati, ma è anche vero che non può 
sussistere Data Warehouse senza l’applicazione di tecniche di Data Mining, le quali ci consento 
di avere un ritorno sugli investimenti di Data Warehouse. A questo proposito l’uso di tali 
tecniche sta sempre più prendendo piede, in quanto abbiamo: 
• miglior accesso ai dati – oltre che molti più dati a cui accedere; 
• grande incremento delle capacità di elaborazione, in particolare dei desktop; 
• miglior educazione statistica; 
• grandi cambiamenti nei software, ora più facili e intuitivi da utilizzare. 
Se quindi è vero che le origini del data mining appartengono all’analisi dei dati, è anche vero 
che molto cose sono cambiate notevolmente. 
                                                           
2 È un insieme di neuroni biologici tra loro interconnessi. Nell'uso moderno, però, con rete neurale si intende di solito una rete 
di neuroni artificiali, che cerca di simulare il funzionamento dei neuroni all'interno di un sistema informatico. Può essere 
composta sia da programmi che da hardware dedicato. Spesso viene utilizzata in congiunzione alla logica fuzzy. 
3 È un algoritmo di analisi dei dati, appartenente ad una particolare classe di algoritmi utilizzati in diversi campi, tra cui 
l'intelligenza artificiale. È un metodo euristico di ricerca ed ottimizzazione, ispirato al principio della selezione naturale di 
Charles Darwin che regola l'evoluzione biologica. Questo tipo di algoritmi è detto genetico perché mutua terminologia dalla 
genetica, branca della biologia. Gli algoritmi genetici sono applicabili alla risoluzione di un'ampia varietà di problemi di 
ottimizzazione non indicati per gli algoritmi classici, compresi quelli in cui la funzione obiettivo è discontinua, non derivabile, 
stocastica o fortemente non lineare. 
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Il data mining trova delle relazioni nei dati, ma non prende decisioni; esso fornisce ai 
decision-maker le informazioni necessarie a fronteggiare le difficoltà dei mercati competitivi. 
I fattori critici di successo in un progetto di data mining sono la conoscenza del business e la 
esperienza maturata nel tempo. Questi fattori si combinano alle migliori informazioni ottenute 
con il data mining creando un processo sinergico che porta a decisioni brillanti e veloci. Il 
miglior software di data mining gestisce autonomamente i dettagli tecnici in modo tale che gli 
utenti possano concentrarsi sulle decisioni [HMS01]. 
  
 
1.3 Modello CRISP 
 
CRISP è l’acronimo di Cross Industry Standard Process for Data Mining. E' un approccio 
standard alle analisi di data mining che fornisce una struttura per tale processo indipendente 
dalla tipologia di business e una guida ai potenziali problemi aziendali e alle loro soluzioni. 
Una delle peculiarità del modello CRISP-DM, è quella di non aver l’obbligo di seguire 
sistematicamente tutte le fasi e sottofasi che esso propone; infatti gli analisti possono decidere di 
osservare un insieme di dati, che presentano tendenze relative o circostanze eccezionali, 
nell’arco di settimane, mesi, anni, seguendo due politiche alternative di analisi: le tecniche di 
datamining oppure la completa comprensione dei dati. 
Entrambe le analisi sono utili ed efficienti nell’identificare gli aspetti delle operazioni 
organizzative, partendo dalla produzione fino alla vendita, ma la politica da noi adottata in 
questo progetto è quella basata sulle tecniche di data mining. 
Scopo del modello è definire e convalidare uno schema di approccio indipendente dalla 
tipologia di business, in modo tale da rendere l'implementazione di grandi progetti di data 
mining più veloce, più efficiente, più sicura e meno costosa. Gli aspetti affrontati sono:  
• passaggio da problemi di business a quelli di data mining; 
• acquisizione e comprensione dei dati; 
• identificazione e soluzione dei problemi inerenti i dati; 
• applicazione di tecniche di data mining; 
• interpretazione dei risultati di data mining nel contesto aziendale; 
• diffusione e manutenzione dei risultati raggiunti; 
• acquisizione e trasferimento del know-how a beneficio di progetti futuri. 
Il modello si snoda in sei fasi (figura 2.2) comprendenti sotto-fasi e aspetti elencati di seguito. 
12 
 
 
 
 
 
 
Business Understanding  
 
Letteralmente tradotto “Comprensione del Business”, prevede la determinazione degli 
obiettivi di Business, attraverso Background, Obiettivi di business, Criteri di successo del 
business. Per poi passare alla valutazione della situazione con inventario delle risorse, requisiti, 
assunzioni e vincoli, rischi e contingenze, terminologia, costi e benefici. Si prosegue con la 
determinazione degli obiettivi di Data Mining con obiettivi di Data Mining e criteri di successo 
del Data Mining. Infine troviamo la produzione del piano di progetto con piano di progetto, 
valutazione iniziale di strumenti e tecniche. 
 
 
Data Understanding 
 
Letteralmente tradotto “Comprensione dei Dati”, prevede la raccolta dei dati iniziali, la 
descrizione dei dati anch’essi, l’esplorazione dei dati e la verifica della qualità dei dati, tutti 
opportunamente inseriti in report appositi. 
 
 
Business 
Understanding 
Data 
Understanding 
Data 
Preparation 
Modeling 
Evaluation 
Deploiment 
DATI 
Figura 1.2 Modello CRISP 
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Data Preprocessing 
 
Letteralmente tradotto “Preparazione dei Dati”, prevede la descrizione della base di dati, la 
selezione dei dati con annessi i criteri per inclusione ed esclusione, la pulizia dei dati con report, 
sotruzione dei dati con attributi derivati e record generati, integrazione dei dati e infine 
impostazione dati, dati reimpostati. 
 
 
Modeling 
 
Letteralmente tradotto “Modellazione”, prevede la scelta della tecnica di modellizzazione, la 
generazione del progetto di test e infine il progetto di test, la costruzione del modello con 
l’impostazione dei parametri e descrizione del modello stesso, la valutazione del modello con 
una possibile reimpostazione dei parametri. 
 
 
Evaluation 
 
Letteralmente tradotto “Valutazione”, in questa sotto fase si valuta i risultati di Data Mining in 
relazione ai criteri di successo del business e modelli approvati, si revisiona il processo e si 
determinano i passi successivi elencando le possivili azioni e decisioni. 
 
 
 Deployment 
 
Letteralmente tradotto “Utilizzo”, prevede la formazione del piano di utilizzo, del piano di 
monitoraggio e mantenimento, della produzione del report finale e presentazione finale, e 
infine la recensione del progetto con la presentazione della documentazione dell’esperienza. 
 
 
 
 
 
1.4 Conclusioni 
 
Il capitolo ha illustrato i tratti teorici che stanno alla base di un qualunque processo di 
mining, facendo una panoramica su come si snoda il processo KDD secondo il modello CRISP e 
su cosa è e cosa non è data mining4, al fine di avere un quadro chiaro per la realizzazione del 
lavoro succesivo. 
 
 
 
 
                                                           
4
 Cosa è data mining: Scoprire che alcuni cognomi (Benetton, Troncon, Cavasin) sono molto comuni in specifiche aree 
d'Italia; fare una ricerca nel web su una parola chiave e classificare i documenti trovati secondo un criterio semantico 
(p. es. "corriere": nome di giornale, professione, ecc.) 
Cosa non è data mining: Cercare un numero di telefono nell'elenco; fare una ricerca in Internet su "vacanze alle 
Maldive". 
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Capitolo 2 
COMPRENSIONE DEL BUSINESS 
 
 
 
 
Questa prima fase del modello Crisp, è quella in cui si definisce il Piano di Progetto. Essa ha 
lo scopo di studiare il dominio, ovvero di capire come si sviluppano le operazioni di 
business/organization,  per poi proseguire con un’analisi più dettagliata. 
Il fatto che il primo passo formalizzato dell’analisi sia denominato Comprenzione de Business 
esplica da subito il suo orientamento all’analisi nell’ambito del business, definendo chiaramente 
come l’obiettivo del Data Mining sia quello di estrarre dai dati l’informazione più indicata per 
fornire supporto nella risoluzione di una particolare questione posta dal business. 
 
 
2.1 Cos’è la comprensione del business 
 
Il Data Mining si pone come strumento aggiuntivo di supporto alle decisioni, pertanto 
comprendere quale sia l’obiettivo di business è di cruciale importanza per il resto dell’analisi: 
avendo chiare le idee sul settore di business in cui si opera, si può procedere alla conversione di 
tale conoscenza in un problema di DM da risolvere e alla definizione di un piano per 
raggiungere gli obiettivi stabiliti. 
L’informazione estratta può rivelarsi in seguito utile al di là delle questioni poste 
inizialmente, ma il fatto cruciale è che la sua estrazione ha un fine ben preciso: la soluzione di 
una problematica complessa. 
Come accennato nel capitolo precedente la Comprenzione del Business ha 4 sottofasi: 
1. determinazione dell’obiettivo di Business: si cerca di capire cosa il cliente vuole 
realmente e di individuare i fattori determinanti per il risultato del progetto; 
2. valutazione della situazione: si attua un’indagine esplorativa più dettagliata circa 
risorse, vincoli, presupposti ecc...; 
3. determinazione degli obiettivi di data mining: si stabiliscono gli obiettivi di mining in 
relazione a quelli che sono gli obiettivi di business e si definiscono tecnicamente gli 
statements del processo; 
4. produzione del piano di progetto: in questa fase si definisce il piano di progetto per il 
raggiungimento degli obiettivi di data mining. 
 
 
2.2 La comprensione del business nel nostro caso di studio 
 
Ripercorriamo ora le sottofasi della Comprensione del Business mediante la loro applicazione 
ad un caso di studio nell’ambito della vendita al dettaglio. 
 
2.2.1 Obiettivi di Business 
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L’obiettivo di business che vuole perseguire il nostro committente è quello di proporre una 
nuova promozione e per fare questo vuole capire quante promozioni attuate in passato e simili 
alla nuova abbiano avuto successo. 
Il problema principale consiste nel valutare la propensione dei clienti a rispondere a 
precedenti promozioni per capire quanto ciò ha contribuito alla creazione di un risultato 
economico positivo, fare una valutazione a consuntivo delle promozioni attuate in passato e 
profilare eventuali promozioni future (ad es. scegliere gli articoli/settori da coinvolgere oppure 
il target di destinazione). 
 
 
2.2.2 Criteri di successo 
 
Supponendo che la catena della grande distribuzione disponga di un sistema di spedizione 
che effettua la campagna pubblicitaria inviando a tutti i soci un volantino, un criterio di 
successo potrebbe essere quello di ottenere un tasso di redenzione maggiore rispetto al quello 
medio ottenuto per promozioni fatte senza l’ausilio del Data Mining [Rai03]. 
 
 
2.2.3 Obiettivi di Data Mining 
 
Mentre per gli obiettivi di business si definisce il target finale secondo un’ottica economica, per quelli 
di mining si analizza la parte tecnica dell’obiettivo finale. 
Ciò che ci prefiggiamo di fare in questi termini è: 
• caratterizzare le promozioni che si ripetono nel corso dell’anno; 
• caratterizzare i clienti; 
• costruire  un software che consenta di parametrizzare la preparazione dei dati sui quali 
addestrare un modello predittivo della propensione dei clienti a rispondere ad una nuova promozione. 
 
 
2.2.4 Piano di progetto 
 
Il piano per raggiungere gli obiettivi di data mining e quindi quelli di business è costituito dai 
seguenti passi: 
 
Piano di progetto Strumenti e tecniche 
- Esplorazione dei dati e preparazione. 
- Costruzione del dataset per l’analisi statica 
del comportamento del cliente. 
-SQL Developement 
-Programma in linguaggio java, implementato da 
noi per calcolare le statistiche di analisi. 
- Estrazione del classificatore e predittore. Clementine. 
- Valutazione dei risultati dell’analisi 
statistica. 
Clementine. 
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Capitolo 3 
COMPRENSIONE E PREPARAZIONE DEI DATI 
 
 
 
La fase di Comprensione dei Dati è un momento cruciale dell’intero processo: in questa e 
nella fase successiva (Preparazione dei Dati) si raggiunge un obiettivo molto delicato, ossia la 
preparazione del dataset finale da utilizzare nella modellizzazione vera e propria. Le due fasi 
appena citate rivestono un ruolo di grande importanza e di grande assorbimento di risorse (circa 
il 70% del tempo totale) nel rispetto del così detto principio “Garbage In, Garbage Out” 
(letteralmente “spazzatura entra, spazzatura esce”), un modo colorito per dire che se i dataset 
analizzati sono di bassa qualità, lo saranno anche i risultati. 
Questa è anche la fase principale del nostro lavoro di tesi in quanto, attraverso l’applicazione 
al nostro caso di studio, effettuiamo la vera e propria implementazione di due software 
parametrici per la comprensione dei dati e la creazione del dataset che diverrà poi l’imput della 
fase successiva. 
 
 
3.1 Fasi di compresione e preparazione dei dati 
 
 
3.1.1 Comprensione dei dati 
Presenta le segueti sottofasi: 
 
Collezione di dati - acquisisizione e caricamento dei dati per la loro comprensione. 
Descrizione di dati - esame dei dati e report dei risultati. 
Esplorazione dei dati - esplorazione dei dati mediante interrogazioni, viste sui dati e 
distribuendo chiavi, risultati di funzioni di aggregazioni, rapporti delle join, proprietà delle 
sottopopolazioni significative e facendo analisi statistiche semplici. 
 
 
 
3.1.2 Preparazione dei dati 
Riguarda tutte le attività svolte al fine di costruire il gruppo di dati finale, avviene in periodi 
multipli senza un ordine prestabilito e riguarda la pulizia dei records e la loro eventuale 
trasformazione prima della modellazione. 
Possiamo individuarne le seguenti sottofasi: 
 
Selezione dei dati.  Si identificano le fonti di dati disponibili e si estraggono i dati 
necessari per le analisi preliminari in previsione del mining. Questa fase ovviamente varia in 
funzione degli obiettivi di business da perseguire. Per meglio comprendere il significato dei dati 
oltre alle variabili significative è necessario estrapolare le informazioni semantiche 
corrispondenti (metadati). 
Esistono tre tipi di variabili: 
 
1. Categorie: possono assumere soltanto valori finiti. Esse si dividono in nominali (sulle 
quali non è possibile effettuare un ranking) e ordinali (che sono, invece, ordinabili in 
base al valore). Ad esempio è una variabile nominale lo status familiare (i possibili valori: 
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“single”, “sposato”, ecc… non sono ordinabili) mentre è ordinale la frequenza d’acquisto 
(“regolare”, “occasionale”, “rara”); 
2. Quantitative: per le quali si è in grado di calcolare una misura della differenza tra i 
possibili valori. Esse si dividono in variabili continue (i cui valori sono numeri reali) e 
discrete (i cui valori sono, invece, numeri interi). Ad esempio è una variabile continua la 
media d’acquisto di un prodotto, mentre è discreta il numero di impiegati di un’impresa; 
3. Binarie: le variabili che possono assumere soltanto due valori (tipicamente 0 ed 1). 
 
Dal punto di vista dell’analisi, abbiamo invece: 
• Variabili attive, scelte per il data mining e attivamente usate per distinguere i segmenti, 
fare predizioni o compiere qualche altro tipo di operazione di mining; 
• Variabili supplementari, non utilizzate direttamente nell’analisi di data mining, ma 
funzionali per la visualizzazione e l’esplicazione dei risultati. 
Una importante considerazione da fare nel momento in cui si effettua la selezione dei dati 
riguarda la loro “expected shelf life”, ossia il tempo dopo il quale perdono il loro valore e 
devono pertanto essere rimisurati (obsolescenza dei dati). 
 
 
Pulizia dei dati e pre elaborazione.  Scopo del preprocessing è quello di assicurare la 
qualità dei dati scelti, la cui pulizia e comprensibilità sono infatti un chiaro prerequisito per il 
successo di un progetto di data mining. 
Si tratta della parte più problematica del secondo step, in quanto i dati selezionati sono 
generalmente poco documentati e raccolti da numerose fonti eterogenee e inconsistenti. 
Il data preprocessing ha inizio con una recensione generale della struttura dei dati e con 
qualche misurazione della loro qualità. Gli approcci adottati per svolgere queste operazioni 
iniziali possono essere svariati, ma generalemente si ricorre ad una combinazione di metodi 
statistici e tecniche di visualizzazione dei dati. 
Più specificatamente: 
• con variabili categorical, la comprensione è spesso aiutata dalla distribuzione delle 
frequenze dei valori e per una loro rappresentazione grafica si utilizzano istogrammi, 
grafici a torta, ecc… 
• quando si ha invece a che fare con variabili quantitative, vengono utilizzate misure quali 
media, mediana, valore massimo, ecc… Da un punto di vista grafico tipici strumenti 
utilizzati sono, invece, i diagrammi di dispersione (scatterplots), che permettono di 
predire l’andamento di una variabile in funzione del valore di una seconda variabile, e i 
boxplots, utili per confrontare la media e/o la deviazione standard di due o più variabili. 
Durante la fase di preparazione, due problemi che possono presentarsi più comunemente sono 
quelli inerenti ai “dati rumorosi” e i “valori mancanti”: 
1. Dati “rumorosi”: una o più variabili aventi valori decisamente diversi da quelli che sarebbe 
lecito attendersi. Le osservazioni in cui occorrono questi noisy values vengono chiamate 
“outliers” e la loro presenza può essere dovuta a diversi fattori: 
• errore umano (in fase di caricamento dei dati, ad esempio, si memorizza un’età di 150 
anni invece che di 15); 
• modifiche del sistema operazionale che non sono ancora state replicate all’interno 
dell’ambiente di data mining (ad esempio, la variazione dei codici-prodotto); 
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• campionamento inefficace (ad esempio, quando vengono confrontati i redditi di un 
centinaio di pensionati, ma sono presenti per sbaglio anche un paio di professionisti 
ancora in attività); 
2. Valori mancanti: valori non presenti o non validi. La mancanza di alcuni valori può 
derivare da un errore umano, dal fatto che l’informazione non era disponibile al momento 
dell’input o che i dati provengono da fonti eterogenee. Qui di seguito elenchiamo le 
tecniche per trattare i missing values utilizzate dagli analisti: 
• eliminazione delle osservazioni con valori mancanti (problematica nel caso in cui il 
volume di dati sia basso, oppure quando l’applicazione di data mining è volta alla fraud 
detection); 
• eliminazione della variabile nel caso in cui, per un significativo numero di 
osservazioni, manchi proprio il valore di quella variabile (problematica, in quanto la 
variabile che viene eliminata potrebbe essere molto importante per l’analisi); 
• sostituzione del valore mancante. Per le variabili quantitative, il sostituto può essere il 
valore più probabile (media o mediana); per quelle categorical, la moda o una nuova 
variabile (ad esempio: “UNKNOWN”). Un approccio più sofisticato può essere 
implementato mediante l’utilizzo di un modello predittivo. 
E’ importante, però, sottolineare che, sebbene siano disponibili diverse tecniche per 
combattere il problema dei missing values, occorre fare scelte oculate perché più congetture si 
fanno e maggiore è l’influenza di queste sull’accuratezza e la validità dei risultati. 
 
 
Costruzione dei dati e Trasformazione dei dati.  Riguarda la costruzione dei dati e ha 
come obiettivo quello di trasformare i dati preprocessati, producendo ad esempio attributi 
derivati, nuovi record o trasformando opportunamente valori di attributi esistenti, al fine di 
generare il modello analitico dei dati. Tale modello è una ristrutturazione consolidata, integrata 
e time-dependent dei dati selezionati e preprocessati, raccolti dalle diverse fonti (operazionali 
ed esterne). Una volta costruito il modello, i dati vengono revisionati per assicurarsi che 
corrispondano ai requisiti degli algoritmi di data mining che devono essere usati.  
Le tecniche di data transformation più utilizzate sono: 
•   householding: si tratta di una tecnica molto utilizzata nell’ambito della Gestione del 
Rapporto con il Cliente (Customer Relationship Management o anche CRM) e consiste 
nell’accorpamento dei registri relativi ai propri consumatori, al fine di costruire un 
profilo delle proprie relazioni con uno specifico nucleo familiare; 
•   riduzione dei dati : consiste nella riduzione del numero totale di variabili per il 
processing, ottenuta mediante la combinazione di più variabili esistenti in una nuova 
variabile; questa tecnica presenta, però, alcune difficoltà legate all’individuazione delle 
variabili più propense alla combinazione sopracitata e all’interpretazione del risultato 
finale; 
•   discretizzazione dei dati: conversione delle variabili quantitative in variabili categorical; 
  uno-di-N: conversione di una variabile categorica in una rappresentazione numerica 
(utilizzata tipicamente nel campo delle reti neurali, per preparare gli inputs) [Mos04]. 
 
 
Integrazione dei dati e Data Mining.    L’obiettivo di questo terzo step è chiaramente 
quello di applicare gli algoritmi di data mining selezionati ai dati preprocessati; prende in 
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visione tutti quei metodi utili a racchiudere i dati in tabelle o records multipli per generare cosi’ 
nuovi records o valori. 
Nonostante, in questo generico processo, la fase di data mining è rappresentata come 
indipendente, nella realtà essa è praticamente inscindibile dal quarto step (analisi dei risultati), 
così come è molto raro che essa possa essere ultimata senza tornare, almeno una volta, alla fase 
precedente (preparazione dei dati). 
Ciò che accade durante questa fase varia notevolmente in base al tipo di applicazione che si sta 
sviluppando: nel caso della segmentazione di un database possono essere più che sufficienti uno 
o due “passaggi” degli algoritmi sui dati. Situazione ben diversa si ha quando si sviluppa un 
modello predittivo: il training può richiedere infatti decine e decine di “passaggi”. 
 
 
Formattare i dati e Analisi dei dati.  Questa sottofase si occupa delle modifiche 
sintattiche che vengono apportate ai dati dagli analisti ed è uno degli step più importanti 
dell’intero processo. Il suo obiettivo è quello di rispondere alla domanda: “abbiamo trovato 
qualcosa di interessante, valido e utilizzabile?”.  
Mentre le tecniche statistiche si limiterebbero ad un secco “sì/no”, i risultati del data mining 
sono in grado di suggerire la risposta o, nella peggiore delle ipotesi, indicare la direzione da 
intraprendere in una successiva ricerca. 
Nel momento in cui viene sviluppato un modello predittivo, uno degli obiettivi cruciali è 
quello di testare la sua accuratezza, e a questo scopo il data mining ci fornisce numerosi 
strumenti, con l’ausilio delle “confusion matrixes” (che indicano quanto sono giuste le 
predizioni sulla base di risultati già noti) e dell’ “input sensitivity analysis” (che misura 
l’importanza relativa attribuita a ciascuna variabile in input). 
In questa fase si deve prestare particolare attenzione a una delle più comuni cause di errore 
nella costruzione di un modello predittivo, ossia la scelta di variabili troppo predittive. Un’altro 
problema è quello dell’overtraining: il modello predice bene sui dati utilizzati per il training, ma 
male su quelli reali(dicotomia tra adattamento e generalizzazione). 
E’ inoltre importante considerare il livello di confidenza relativamente alle cosiddette 
“association rules”: se è troppo basso, il modello predittivo individua regole che in realtà regole 
non sono; se, viceversa, è troppo alto vengono individuate soltanto le regole più generali, quindi 
comunque inutili perché già note agli addetti ai lavori. 
L’analisi dei dati chiude il ciclo con lo scopo di trasformare in azione le  nuove informazioni 
individuate. 
Le sfide principali da affrontare in questo contesto sono due:  
1.presentare le nuove scoperte in maniera convincente e business-oriented;  
2.individuare le modalità con cui le nuove informazioni possono essere sfruttate al meglio. 
La specifica azione di business da intraprendere varia anche in questo caso in funzione del 
tipo di applicazione che si sviluppa e delle esigenze del mnagement aziendale emerse nella 
prima fase del processo di mining. 
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3.2 Comprensione e Preparazione dei dati nel nostro caso di studio 
 
Il nostro obiettivo è quello di predire la propensione dei clienti di una catena della grande 
distribuzione a rispondere ad una nuova promozione. Dobbiamo quindi costruire un modello 
che ci permetta di rispondere in maniera il più possibile efficace al quesito posto in essere 
dall’obiettivo di business: “chi dei soci risponderà ad una nuova promozione?”, o meglio: “chi 
dei soci sarà più propenso a rispondere ad una nuova promozione?”. 
In questa fase ci dedichiamo alla comprensione dei dati contenuti nel DW della grande 
distribuzione, individuando quale fatto di interesse il venduto e quali dimensioni di analisi i 
clienti e le promozioni. 
A partire da questi costruiamo poi un nuovo complesso di informazioni (misure calcolate), 
che saranno utili per il proseguo del processo di KDD, rappresentando l’input della fase di 
Modellazione. 
 
 
3.2.1 Il nostro DW 
 
Il Data Warehouse, che utilizziamo nel nostro caso di studio, è orientato per produrre analisi 
di tipo OLAP ed è stato progettato dal gruppo BI-COOP procedendo per attività. 
 
La prima attività implementata è quella dei flussi ETL; il gruppo ha utilizzato flussi dalle 
sorgenti dei dati (tabelle operazionali) al database Oracle su cui risiede il Data Warehouse di 
sviluppo, utilizzando come strumento Oracle Warehouse Builder. Sono state inoltre progettate: 
procedure e tabelle di appoggio utili ai flussi di ETL; attività di controllo degli errori; modalità 
di scheduling dei flussi; strumenti per lo studio delle performance e per l’ottimizzazione. 
 
La seconda attività definita dal gruppo è l’analisi dei requisiti di reportistica; sono stati 
specificati: requisiti, in termini di struttura, aggiornamento, protezione e accesso ai report; 
tipologie di utenti aventi accesso al Data Warehouse (progettisti di report, personale marketing, 
category manager, direttori di negozio, management, ecc …). 
Sono poi stati definiti datamart per analizzare i dati e sviluppare report mediante 
l’implementazione di cubi multidimensionali di tipo ROLAP e MOLAP. 
Il nostro Data Warehouse contiene dati per effettuare analisi su eventi di vendita (scontrini, 
pagamenti, articoli, punti) relativamente a dimensioni temporali (data, ora), negozio di vendita, 
prodotti, clienti-soci, promozioni, forme di pagamento, ecc… 
La struttura a costellazione del DWcomprende quattro tabelle dei fatti: 
• pagamenti, che modella la singola forma di pagamento di uno scontrino; 
• venduto, che modella il singolo articolo venduto in uno scontrino; 
• punti, contenente informazioni circa l’evento di raccolta/utilizzo punti e le 
promozioni target; 
• classificazione, che descrive la tipologia di ciascun socio relativamente ad un 
determinato periodo. 
 
 
In queste troviamo diverse dimensioni conformate di analisi: 
 
DATA.    Illustra la dimensione temporale di acquisto; comprende tabelle come Data e Periodo 
con date che partono dal 1/1/2005 fino alla fine del processo di ETL. 
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ORARIO.    Rappresenta la dimensione temporale di analisi, con gerarchie su minuti ed ore, e su 
fascia5 oraria; comprende una sola tabella omonima che contiene orari che vanno da 00:00 a 
23:59. 
 
NEGOZIO.   È la dimensione dei punti vendita, con canali di vendita come “Super”, “Iper” e 
“GestInCoop” e “E-commerce”. 
 
CLIENTE.  Illustria la dimensione dei clienti, soci e non, con gerarchie geografiche ed 
anagrafiche; comprende un’unica tabella Cliente. 
 
ETA CLIENTE.  Rappresenta la fasci di età dei cliente soci e non della catena della grande 
distribuzione; comprende un’unica tabella omonima. 
 
TIPOLOGIA CLIENTE.  Illustra la dimensione della tipologia del cliente. Al momento si 
assume la classificazione in socio di tipo costante, saltuario o inattivo relativamente ad un 
negozio: 
• Costante:  se fa almeno due acquisti al mese nel medesimo negozio nell’arco 
temporale di 3 mesi sugli ultimi 4.   
La definizione è estendibile anche ai clienti non soci suddivisi per classi di spesa: < € 
100 mensili, tra € 100 e € 200, tra € 200 e € 300, tra € 300 e €400, tra €400 e €500, oltre 
€500. 
 
• Saltuario:  se effettua almeno un acquisto nel medesimo negozio negli ultimi 4 
mesi, ma non tanti per arrivare a essere costante. 
    La definizione è estendibile anche ai clienti non soci. 
 
• Inattivo: se non effettua alcun acquisto negli ultimi 4 mesi, ma si è iscritto nel 
negozio. 
La definizione non è estendibile anche ai clienti non soci. 
 
• Tipologia da assegnare 
  In tutti gli altri casi (es., non-soci, soci di altri punti vendita). 
La dimensione viene rappresentata da una singola tabella, denominata Tipologia. 
 
Ma troviamo anche diverse dimensioni private di analisi: 
• pagamenti, modalità di pagamento, livello di prestito sociale, uso del salvatempo, 
percentuale spesa; 
• venduto, articolo, promozione, linea , prezzo, sacchetto; 
• punti, tipologia di raccolta/utilizzo. 
Analizzando la tipologia di dati a livello dei canali di vendita notiamo come il DW continene 
informazioni relative ai negozi “Super”, “Iper”, “GestInCoop” e “Ecommerce”, ma non 
comprende quelle relative ai canali “Cooperativa Associata” e “Magazzino”. 
                                                           
5
 La definizione delle fasce orarie è lasciata agli utenti finali 
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Scendendo nel dettaglio del negozio, il Data Warehouse ci fornisce i dati di vendita relativi 
agli scontrini (testate, dettaglio e sacchetti), mentre sono esclusi i dati relativi alle fatture 
emesse. Inoltre dati che possono essere di particolare rilievo per il sistema informativo, sono di 
norma esclusi nella progettazione Data Warehouse in  quanto finalizzati a scopi operativi e non 
significativi per le analisi; questo è il caso dei numeri di carta socio e delle sezioni di risparmio 
(rappresentano una suddivisione dei negozi legata ai depositi e all’autorizzazione all’uso del 
salva tempo). 
Per l’implementazione del Data Warehouse è stato utilizzato  un meccanismo di  Slowly 
Changing Dimension6 per aggiornare le tabelle delle dimensioni.  
Per ciò che riguarda le gerarchie non viene riportato il livello radice, tipicamente 
denominato livello “All” e di norma automaticamente incluso dagli strumenti OLAP; nel caso in 
cui ciò non accade, la sua realizzazione consiste semplicemente nel definire una colonna 
calcolata della tabella dimensione con valore costante “All”. 
Illustriamo di seguito la tabella dei fatti del Venduto, in versione a stella, in quanto la 
riteniamo la più importante (Figura 3.1) [Isti07]. 
 
                                                           
6Il meccanismo SCD è ricorrente nelle grandi basi di dati in quanto vi sono molte variazioni e il problema sta nel decidere 
quando è opportuno aggiornare la base di dati. Vi sono tre possibilità di aggiornamento: 
- sovrascrivere il record con le nuove informazioni senza mantenere lo storico; 
- aggiungere un nuovo record con le nuove informazioni, ma con chiave che riecheggia quella del record con 
informazioni vecchie; 
- aggiungere al record esistente un attributo con il nuovo valore in modo tale che un solo record abbia sia lo storico che 
la modifica. 
 
Figura 3.1 Tabella dei fatti di Venduto 
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Nei paragrafi successivi discutiamo in dettaglio le due dimensioni che ci interessano e che 
dobbiamo analizzare in questa fase del processo di KDD per condurre e guidare le fasi 
successive: i clienti e le promozioni. 
 
 
3.2.2 La dimensione clienti 
 
All’interno del datawarehouse abbiamo la tabella CLIENTE che contiene i dati relativi ai 
clienti registrati come soci del punto vendita, soci di altri punti vendita che hanno fatto almeno 
un acquisto e infine clienti definiti “Non socio”. Tale tabella contiene 864.851 record e i 
seguenti 29 campi [Isti07]: 
cliente_id number(8) Chiave surrogata.  
categoria varchar2 (25) Identifica il cliente come appartenente al 
punto vendita, ad altri punti vendita oppure 
Non socio. 
 
cooperativa varchar2 (25) Se il cliente appartiene ad altre coop 
specifica la coop di appartenenza. 
 
nro_cliente number(8) Esiste se il cliente è un Socio Unicoop 
Tirreno, in caso contrario ha NULL. (Codice 
operazionale) 
Filtrato 
nro_carta number(8) È presente se il cliente appartiene ad altre 
coop. 
(Codice operazionale) 
Filtrato 
nome varchar2 (200) È una stringa costruita in modo diverso a 
seconda della categoria di appartenenza. 
Se non socio: “Non Socio”. 
Se socio Unicoop Tirreno: cognome + “” + 
nome. (in tabella abbiamo un campo vuoto 
per la privacy dei stessi clienti) 
Se socio altre coop: cooperativa + “;” + 
numero carta. (in tabella si presenta solo il 
numero carta) 
Filtrato 
 
cliente_base_id number(8) Identificativo per nuovi clienti, che 
mantiene il valore per aggiornamenti 
Filtrato 
I campi elencati qui di seguito (sempre della tabella CLIENTE) sono relativi ai clienti soci 
Unicoop e di altre Coop, per quelli non soci essi risultano vuoti. 
data_associazione date Socio unicoop: minimo tra quando ha 
fatto domanda e quando è diventato socio. 
Soci altre coop: prima data in cui si è 
rilevato l’acquisto. 
 
anno_socio number(4) Anno di data_socio Filtrato 
fascia_anno_socio varchar2(20) Fasca decennio anno_socio Filtrato 
Ci sono infine i campi sottostanti, che hanno dei valori solo per i Soci Unicoop Tirreno, mentre 
per gli altri sono nulli. 
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data_nascita date Con formato gg/mm/aa.  
sesso char(5)   
stato_civile varchar2(20) Coniugato, Celibe, Non Indicato, 
Vedovo, Separato, Divorziato. 
 
professione varchar2(200)   
titolo_studio varchar2(200)   
geocode char(1) Indirizzo di georeferenziazione. 
(in tabella è tutto null). 
Filtrato 
longitudine number(22,20) Null. Filtrato 
latitudine number(22,20) Null. Filtrato 
indirizzo varchar2(200) Formato da via + num civico. Filtrato 
cap char(5)   
citta varchar2(200)   
provincia char(4)   
regione varchar2(25)   
fl_invio_rivista char(2)   
data_esclusione date Data esclusione da socio. (quasi tutti 
null) 
Filtrato 
motivo_esclusione char(1) D = deccesso. 
E = esclusione. 
(quasi tutti null) 
Filtrato 
cod_negozio number(4) Chiave operazionale del negozio in cui 
il socio si è iscritto. 
Filtrato 
data_creazione  Settata a 1-JAN-05 Filtrato 
data_scadenza  Null. Filtrato 
 
Per quanto riguarda le gerarchie di analisi abbiamo: 
• geografica 
cliente_id  con level name: nome, attributes: nro_cliente, nro_carta 
cap, citta, provincia, regione 
I campi segnati come “Filtrato” sono stati considerati non interessanti per l’analisi e quindi 
eliminati. Abbiamo poi creato una nuova tabella, CLIENTI_ATTIVI, per individuare gli id dei 
clienti soci Unicoop Tirreno (aventi cioè id diverso da zero) presenti nella tabella PAGAMENTI  
e quindi di quei clienti che hanno effettuato acquisti di recente. Per fare questo abbiamo 
eseguito la seguente query: 
CREATE TABLE clienti_attivi (cliente_id) AS 
(SELECT DISTINCT pagamenti.cliente_id 
FROM  pagamenti 
WHERE pagamenti.cliente_id <> 0) 
Nella tabella CLIENTI abbiamo poi ristretto i record lasciando solo quelli relativi ai clienti 
attivi e abbiamo così creato la tabella definitiva dei clienti che ci interessano, denominata 
CLIENTI_NEW. 
CREATE TABLE NEW_VENDUTO 
(DATA_ID,ORARIO_ID,NEGOZIO_ID,CLIENTE_ID,CAPO_FAM_ID,ETA_ID,ARTICOLO_ID,PROMODETTAGLIO_ID,CASSA, 
SCONTRINO,ALIQUOTA,TIPOLOGIA_ID,PERCENTUALE_ID,SACCHETTO_ID,LINEAPREZZO_ID,OMOGENEO,IMPORTO, 
SCONTO,ALTRI_SCONTI,I_MARGINAZIONE,QTA_PEZZI,QTA_PESO,VOLUME,N_SCONTRINI,N_CLIENTI,N_NUCLEI,ANNO
,DATA,GIORNO,GIORNO_N,GIORNO_SETTIMANA,GIORNO_SETTIMANA_N,MESE,MESE_N,PERIODO_ID,SETTIMANA_AN
NO, SETTIMANA_COMMERCIALE,TIPOLOGIA,TRIMESTRE,TRIMESTRE_N,COD_SETT) AS 
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(SELECT  VENDUTO.*, DATA.ANNO, DATA.DATA, DATA.GIORNO, DATA.GIORNO_N, DATA.GIORNO_SETTIMANA, 
DATA.GIORNO_SETTIMANA_N, DATA.MESE, DATA.MESE_N, DATA.PERIODO_ID, 
DATA.SETTIMANA_ANNO, DATA.SETTIMANA_COMMERCIALE, DATA.TIPOLOGIA, DATA.TRIMESTRE, 
DATA.TRIMESTRE_N,MARKETING.COD_SETT 
FROM VENDUTO, data, contipiruzza.CLIENTI_NEW, ARTICOLO,MARKETING 
WHERE  contipiruzza.CLIENTI_NEW.cliente_id = VENDUTO.CLIENTE_ID and VENDUTO.ARTICOLO_ID = 
ARTICOLO.ARTICOLO_ID and VENDUTO.DATA_ID = DATA.data_id and ARTICOLO.COD_MKT_ID = 
MARKETING.COD_MKT_ID) 
 
3.2.3 La dimensione promozioni 
La dimensione promozioni è modellata mediante tre tabelle: 
 PROMO, PROMODETTAGLIO, PROMOMECCANICA 
Il nostro data set contiene informazioni circa le promozioni effettuate dal 01-GEN-05 al 12-
DIC-07 e riguardanti i canali: 
 
 
 
 
 
 
individuati mediante la seguente query: 
SELECT DISTINCT  NEGOZIO.CANALE 
FROM NEGOZIO 
A noi interessano, però, solo le promozioni svolte attraverso il canale ‘Iper’ e dirette ai soci, 
pertanto tramite la seguente query: 
CREATE TABLE  PROMO_IPER (PROMO_ID, CANALE, COD_PROMO_UT, COD_PROMO_IP, DESCRIZIONE, DATA_INIZIO, 
DATA_FINE, ANNO, MESE, TIPO_PROMO) AS  
(SELECT PROMO.PROMO_ID, PROMO.CANALE, PROMO.COD_PROMO_UT, PROMO.COD_PROMO_IP, 
PROMO.DESCRIZIONE, PROMO.DATA_INIZIO, PROMO.DATA_FINE, PROMO.ANNO, 
PROMO.MESE, PROMO.TIPO_PROMO 
FROM PROMO 
WHERE PROMO.CANALE='Iper') 
creiamo una nuova tabella, PROMO_IPER, contenente tutte le informazioni relative alle 
promozioni effettuate esclusivamente nel canale ‘Iper’. 
Analizzando più dettagliatamente le promozioni che ci interessano (relative al canale ‘Iper’ e 
dirette ai soci) notiamo che ve ne sono alcune aventi descrizione = ‘**********’ e, per capire quanto 
queste siano interessanti per l’analisi, decidiamo di eseguire la seguente query: 
SELECT DISTINCT  PROMO.PROMO_ID, PROMODETTAGLIO.TARGET, PROMO.DESCRIZIONE, PROMO.DATA_INIZIO, 
PROMO.DATA_FINE, ARTICOLO.DES_ART, MARKETING.SETTORE, MARKETING.REPARTO, 
MARKETING.CATEGORIA, MARKETING.SOTTOCATEGORIA, MARKETING.SEGMENTO 
FROM PROMO, ARTICOLO, MARKETING, PROMODETTAGLIO 
WHERE PROMODETTAGLIO.ARTICOLO_ID = ARTICOLO.ARTICOLO_ID 
 AND ARTICOLO.COD_MKT_ID = MARKETING.COD_MKT_ID 
 AND PROMO.PROMO_ID = PROMODETTAGLIO.PROMO_ID 
 AND(PROMO.DESCRIZIONE  = '**********') 
 AND(PROMODETTAGLIO.TARGET = 'Solo per soci' OR PROMODETTAGLIO.TARGET  = 'Per tutti + extra per soci') 
 AND PROMO.CANALE = 'Iper' 
Ci accorgiamo che le promozioni aventi descrizione = ‘**********’ hanno tutti i campi relativi 
all’articolo e alla categoria di marketing vuoti e pertanto riteniamo opportuno non considerarle 
nell’analisi. 
Limitandoci quindi alle sole promozioni svolte attraverso il canale ‘Iper’, aventi come target 
‘Solo per soci’ o ‘Per tutti + extra per soci’ e aventi PROMO.descrizione ≠ da '**********', 
otteniamo la tabella PROMO_VALIDE e individuiamo 88 promozioni. 
CANALE 
E-commerce 
GestInCoop 
Super 
Iper 
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In particolare tali promozioni riguardano esclusivamente l’anno 2007 e, facendo un’analisi 
temporale più accurata, possiamo notare come alcune di esse si verifichino nello stesso mese 
(vedi tabella ). 
MESE NumPromoNelMese 
gennaio 5 
febbraio 7 
marzo 4 
aprile 7 
maggio 7 
giugno 5 
luglio 5 
agosto 8 
settembre 10 
ottobre 10 
novembre 12 
dicembre 8 
 
Ognuna delle promozioni interessa un certo numero di articoli, come è possibile vedere nella 
tabella seguente: 
 
PROMO_ID NOME_PROMO num_articoli_in_promo 
1053 2X1 - SCONTO 50% 12 
158 3X2 + CONVENIENZA 19 
30 ALIMENTA IL TUO BENESSERE 5 
1065 ANNIVERSARIO 9 
139 ANTICIPO SCUOLA 7 
1042 APERTURA QUARTO 06/12/2007-13/12/2007 2 
1045 CAT.REGALO QUARTO 06/12/2007-24/12/2007 2 
116 CATALOGO ARIA APERTA 2 
210 CATALOGO GIOCATTOLO 35 
149 CATALOGO SCUOLA 17 
60 CONVENIENZA 26 
110 CONVENIENZA 4 
185 CONVENIENZA 13 
1001 CONVENIENZA 25 
112 CONVENIENZA AGGIUNTIVA 2 FUORIDEPLIANT 1 
69 CONVENIENZA AGGIUNTIVA 4 DEPLIANT 1 
76 CONVENIENZA FOOD E NO FOOD 12 
196 CONVENIENZA FOOD E NO FOOD 6 
151 CONVENIENZA FOOD LOCALE + NON FOOD NAZIONALE 16 
172 CONVENIENZA FOOD-NO FOOD+PRIMA COLAZIONE 6 
5 CONVENIENZA NOFOOD 1 
71 CONVENIENZAFOOD E NON FOOD 26 
175 DEDICATO A TV 1 
159 ESTATE IPERCOOP 1 
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12 FAIDATE + CONVENIENZA NO FOOD 4 
11 FASCE SCONTO 10 
114 FASCE SCONTO 16 
137 FASCE SCONTO 17 
209 FASCE SCONTO 30-40-50% + CONV. NO FOOD 5 
1018 FORTISSIMA CONVENIENZA - SOTTOCOSTO UF 1 
21 GIARDINAGGIO 1 2 
47 GIARDINAGGIO 2 E JEANS 9 
1003 JOLLY IPER CONV+VIAGGIO 3 
138 LAST MINUTE E TELEFONIA 3 
1017 NATALE 1 8 
1023 NATALE 2 9 
214 OFFERTA SOCI DAL 1 AL 15 NOVEMBRE UTI 16 
1013 OFFERTA SOCI DAL 1 AL 15 OTTOBRE 16 
1036 OFFERTA SOCI DAL 1/12 AL 15/12 UTI 20 
215 OFFERTA SOCI DAL 16 AL 30 NOVEMBRE UTI 9 
200 OFFERTA SOCI DAL 16 AL 31 OTTOBRE 16 
1041 OFFERTA SOCI FORNO CLASSICO COOP  UTI 3 
213 OFFERTA SOCI MESE DI NOVEMBRE UTI 8 
1035 OFFERTA SOCI MESE DICEMBRE UTI 8 
2 OFFERTA SOCI MESE OTTOBRE UTI 12 
1064 OFFERTA SOCI MESE SETTEMBRE 2007 10 
1063 OFFERTA SOCI MULTICANALE 1-15  SETTEMBRE 12 
184 OFFERTA SOCI MULTICANALE DAL 16 AL 30 SETTEMBRE 17 
1040 OFFERTA SOCI STRENNA 2007 UTI 2 
84 PASQUA 19 
111 PULIZIA DI PRIMAVERA 2 
4 RISPARMIO DI VALORE 3 
1054 RITORNO A CASA TAVOLA E CUCINA+CONVENIENZA NO FOOD 4 
1016 SCONTO 40 % PAM 1 SETTIMANA 2 
1039 SCONTO 40% PAM 10 SETTIMANA 1 
216 SCONTO 40% PAM 2 SETTIMANA 1 
217 SCONTO 40% PAM 3 SETTIMANA 1 
1021 SCONTO 40% PAM 4 SETTIMANA 1 
1022 SCONTO 40% PAM 5 SETTIMANA 3 
1032 SCONTO 40% PAM 6 SETTIMANA 1 
1033 SCONTO 40% PAM 7 SETTIMANA 1 
1038 SCONTO 40% PAM 8 SETTIMANA 3 
1034 SCONTO 40% PAM 9 SETTIMANA 1 
122 SOTTOCOSTO IPER UT 6 
32 SPECIALE ABBIGLIAMENTO 12 
31 SPECIALE BELLEZZA 2 
61 SPECIALE BICI E MOTO 2 
62 SPECIALE BIMBI 3 
174 SPECIALE BIMBI 3 
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106 SPECIALE CASA E INFORMAZIONE 4 
1 SPECIALE CASA UT 2 
115 SPECIALE COLORE IN CASA 1 
1051 SPECIALE FAIDATE 22 
78 SPECIALE FITNESS 4 
48 SPECIALE INFORMATICA 1 
1050 SPECIALE INTIMO 2 
72 SPECIALE MARE E SPORT OUTDOOR 9 
124 SPECIALE PISCINE E PICNIC 3 
152 SPECIALE RINNOVO CASA 9 
105 SPECIALE RISPARMIO 6 
123 SPECIALE RISPARMIO 19 
1049 SPECIALE RISPARMIO 14 
45 SPECIALE RISPARMIO DI VALORE 9 
119 SPECIALE TV - MP3 2 
10 SPECIALE UFFICIO 6 
1067 SPECIALE WELLNESS 1 
81 TESTE DI SERIE MULTIMEDIA SPECIALE RISPARMIO 1 
1002 VIAGGIO 3 
 
Le nostre promozioni possono inoltre essere distinte in due tipologie: 
- riguardanti un solo settore: gli articoli in promozione sono diversi, ma hanno gli stessi 
valori degli attributi nella gerarchia 
settore  reparto  categoria  sottocategoria  segmento 
- riguardanti più settori: gli articoli in promozione appartengono a settori differenti. 
All’interno della stessa promozione la combinazione di articoli rimane invariata da negozio a 
negozio, è possibile, però, che alcuni articoli siano proposti con un prezzo scontato solo per i 
soci, mentre altri (sempre all’interno della stessa promozione) siano scontati per tutti con in più 
uno sconto extra per i soci (vedi ad es. la promozione avente promo_id = 2, che ha alcuni articoli 
scontati solo per i soci e altri per tutti, ma con uno sconto extra per i soci). 
Per analizzare la durata di ciascuna promozione creiamo due nuovi campi: 
• NumGiorniPromo, la durata della promozione espressa in giorni; 
• NumSettimanePromo, la durata della promozione espressa in settimane. 
NumGiorniPromo Conteggio 
14 50 
7 11 
15 6 
16 4 
10 3 
31 3 
30 2 
8 1 
11 1 
13 1 
17 1 
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19 1 
28 1 
33 1 
42 1 
46 1 
Più della metà delle promozioni ha una durata di 14 giorni, ovvero due settimane, cui 
seguono quelle aventi durata di una settimana e di 15 giorni (tabella ). 
Le promozioni per noi interessanti sono quelle frequenti, ossia che rispettano le seguenti 
condizioni: 
1. hanno lo stesso valore del campo DESCRIZIONE , pur avendo PROMO_ID differente; 
2. hanno DATA_INIZIO differente, ossia si verificano più di una volta nel corso dell’anno; 
ognuna delle volte sarà per noi un’occorrenza della stessa unica promozione; 
3. ogni occorrenza della promozione presenta la stessa combinazione di articoli e la 
tipologia di sconto rimane invariata; se ad esempio vi sono due promozioni aventi stessa 
DESCRIZIONE e DATA_INIZIO differente, ma l’una presenta uno sconto 3x2 e l’altra 
un taglio prezzo, si tratta certamente di due promozioni distinte e non di due occorrenze 
della stessa promozione. 
Chiamiamo frequenza della promozione il tempo medio (espresso in giorni, settimane e mesi) 
intercorrente tra un’occorrenza e l’altra della stessa. 
Per ogni promozione frequente addestriamo il modello su training set di volta in volta 
diversi: essi contengono ad ogni passo i dati relativi ai soci che hanno effettuato acquisti nel 
periodo precedente un’occorrenza della promozione. La dimensione del training set dipende 
dalla frequenza della promozione, se ad esempio questa si ripete con frequenza trimestrale il 
training set contiene di volta in volta le informazioni relative ai soci che hanno effettuato 
acquisti nei tre mesi precedenti un’occorrenza della promozione. E’ pertanto importante che la 
frequenza sia dell’ordine di uno o più mesi, se così non fosse infatti i training set sarebbero 
troppo piccoli e pressoché identici. 
Analizzando le 88 promozioni quelle che presentano la stessa DESCRIZIONE e si svolgono in 
date differenti nell’anno 2007 sono le seguenti: 
 
1) FASCE SCONTO 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
11 FASCE SCONTO 11/01/2007 24/01/2007 
114 FASCE SCONTO 26/04/2007 09/05/2007 
137 FASCE SCONTO 19/07/2007 01/08/2007   
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg Durata_in_settimane 
FASCE SCONTO 95 13 3 14 2 
 
che si ripete tre volte nell’anno con frequenza trimestrale e durata di 2 settimane. 
 
 
2) CONVENIENZAFOOD E NO FOOD 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
76 CONVENIENZA FOOD E NO FOOD 25/01/2007 07/02/2007 
71 CONVENIENZAFOOD E NON FOOD 07/06/2007 20/06/2007 
196 CONVENIENZA FOOD E NO FOOD 25/10/2007 07/11/2007 
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DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
CONVENIENZA FOOD E NO FOOD 137 19 5 14 2 
 
che si ripete 3 volte nel corso dell’anno, ogni 5 mesi e con una durata di 14 giorni. 
 
3) CONVENIENZA 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
110 CONVENIENZA 22/02/2007 07/03/2007 
60 CONVENIENZA 10/04/2007 25/04/2007 
1001 CONVENIENZA 21/06/2007 04/07/2007 
185 CONVENIENZA 11/10/2007 24/10/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
CONVENIENZA 77 11 3 14 2 
 
che, come vediamo dalle tabelle, si ripete 4 volte nel corso dell’anno, con frequenza 
trimestrale e durata di 2 settimane. 
 
4) NATALE 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
1017 NATALE 1 02/12/2007 11/12/2007 
1023 NATALE 2 12/12/2007 24/12/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
NATALE 10 1 0 10 1 
 
che si ripete solo 2 volte nell’anno 2007, con distanza di 10 giorni l’una dall’altra e durata 
anch’essa di 10 giorni; l’ultima delle due promozioni natalizie risulta quindi 
immediatamente successiva alla prima. 
 
5) SCONTO 40% PAM 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
1016 SCONTO 40 % PAM 1 SETTIMANA 24/09/2007 30/09/2007 
216 SCONTO 40% PAM 2 SETTIMANA 01/10/2007 07/10/2007 
217 SCONTO 40% PAM 3 SETTIMANA 08/10/2007 14/10/2007 
1021 SCONTO 40% PAM 4 SETTIMANA 15/10/2007 21/10/2007 
1022 SCONTO 40% PAM 5 SETTIMANA 22/10/2007 28/10/2007 
1032 SCONTO 40% PAM 6 SETTIMANA 29/10/2007 04/11/2007 
1033 SCONTO 40% PAM 7 SETTIMANA 05/11/2007 11/11/2007 
1038 SCONTO 40% PAM 8 SETTIMANA 12/11/2007 18/11/2007 
1034 SCONTO 40% PAM 9 SETTIMANA 19/11/2007 25/11/2007 
1039 SCONTO 40% PAM 10 SETTIMANA 26/11/2007 02/12/2007   
avente una frequenza settimanale e una durata di sette giorni (vedi tabella sottostante). 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
SCONTO 40 % PAM 1 SETTIMANA 7 1 0 7 1 
 
Anche in questo caso ciascuna promozione del tipo SCONTO 40% PAM inizia nel giorno 
immediatamente successivo alla fine della precedente. 
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6) OFFERTA SOCI MESE … 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
1064 OFFERTA SOCI MESE SETTEMBRE 2007 01/09/2007 30/09/2007 
2 OFFERTA SOCI MESE OTTOBRE UTI 01/10/2007 31/10/2007 
213 OFFERTA SOCI MESE DI NOVEMBRE UTI 01/11/2007 30/11/2007 
1035 OFFERTA SOCI MESE DICEMBRE UTI 01/12/2007 31/12/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
OFFERTA SOCI MESE 30 4 1 30 4 
 
che si ripete quattro volte nell’anno con frequenza e durata mensile. 
 
7) SPECIALE RISPARMIO 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
105 SPECIALE RISPARMIO 08/02/2007 21/02/2007 
123 SPECIALE RISPARMIO 24/05/2007 06/06/2007 
1049 SPECIALE RISPARMIO 02/08/2007 15/08/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
SPECIALE RISPARMIO 88 12 3 14 2 
 
che si ripete tre volte con frequenza trimestrale e durata di 14 giorni. 
 
8) SPECIALE BIMBI 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
62 SPECIALE BIMBI 10/04/2007 25/04/2007 
174 SPECIALE BIMBI 13/09/2007 26/09/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
SPECIALE BIMBI 156 22 5 16 2 
 
che si ripete solamente due volte nel corso dell’anno, con una distanza di 5 mesi l’una 
dall’altra e una durata di 16 giorni. 
 
9) OFFERTA SOCI DAL 16 AL 30 DEL MESE 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
184 OFFERTA SOCI MULTICANALE DAL 16 AL 30 SETTEMBRE 16/09/2007 30/09/2007 
200 OFFERTA SOCI DAL 16 AL 31 OTTOBRE 16/10/2007 31/10/2007 
215 OFFERTA SOCI DAL 16 AL 30 NOVEMBRE UTI 16/11/2007 30/11/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
OFFERTA SOCI DAL 16 AL 30 31 4 1 15 2 
 
che si ripete tre volte nel corso dell’anno con frequenza mensile e durata di 15 giorni. 
 
 
10) OFFERTA SOCI DAL 1 AL 15 DEL MESE 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_FINE 
1063 OFFERTA SOCI MULTICANALE 1-15  SETTEMBRE 01/09/2007 15/09/2007 
1013 OFFERTA SOCI DAL 1 AL 15 OTTOBRE 01/10/2007 15/10/2007 
214 OFFERTA SOCI DAL 1 AL 15 NOVEMBRE UTI 01/11/2007 15/11/2007 
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1036 OFFERTA SOCI DAL 1/12 AL 15/12 UTI 01/12/2007 15/12/2007 
 
DESCRIZIONE freq_in_gg freq_in_settimane freq_in_mesi durata_in_gg durata_in_settimane 
OFFERTA SOCI DAL 1 AL 15 30 4 1 15 2 
 
che si ripete quattro volte nel corso dell’anno con frequenza mensile e durata di 15 giorni 
A questo punto restringiamo ulteriormente il campo di analisi eliminando le promozioni: 
1. NATALE; 
2. SCONTO 40% PAM e 
3. OFFERTA SOCI MESE … 
la loro frequenza è infatti pari a un giorno: ogni occorrenza della promozione inizia nel giorno 
immediatamente successivo a quello in cui finisce la precedente e, come già detto sopra, ciò non 
ci permette di avere training set utili. 
Dobbiamo ora vedere se le sette promozioni rimanenti sono effettivamente 
definibili frequenti secondo la condizione 3. Le tipologie di sconto possibili sono: 
 
ed eseguendo la seguente query 
SELECT DISTINCT PROMOMECCANICA.TIPO_SCONTO 
FROM FILTRO_PROMODETTAGLIO, PROMOMECCANICA, 
(SELECT  PROMO_VALIDE.*  
FROM PROMO_VALIDE 
WHERE (PROMO_VALIDE.PROMO_ID)=11 Or (PROMO_VALIDE.PROMO_ID)=114 Or 
(PROMO_VALIDE.PROMO_ID)=137 or (PROMO_VALIDE.PROMO_ID)=76 Or (PROMO_VALIDE.PROMO_ID)=71 Or 
(PROMO_VALIDE.PROMO_ID)=196 or (PROMO_VALIDE.PROMO_ID)=110 Or (PROMO_VALIDE.PROMO_ID)=60 Or 
(PROMO_VALIDE.PROMO_ID)=1001 Or (PROMO_VALIDE.PROMO_ID)=185 or (PROMO_VALIDE.PROMO_ID)=105 Or 
(PROMO_VALIDE.PROMO_ID)=123 Or (PROMO_VALIDE.PROMO_ID)=1049 or (PROMO_VALIDE.PROMO_ID)=62 Or 
(PROMO_VALIDE.PROMO_ID)=174 Or (PROMO_VALIDE.PROMO_ID)=184 Or (PROMO_VALIDE.PROMO_ID)=200 or 
(PROMO_VALIDE.PROMO_ID)=215 Or (PROMO_VALIDE.PROMO_ID)=1063 Or (PROMO_VALIDE.PROMO_ID)=1013 or 
(PROMO_VALIDE.PROMO_ID)=214 Or (PROMO_VALIDE.PROMO_ID)=1036) TEMP 
WHERE  FILTRO_PROMODETTAGLIO.MECCANICA_ID = PROMOMECCANICA.MECCANICA_ID AND 
FILTRO_PROMODETTAGLIO.PROMO_ID=TEMP.PROMO_ID; 
verifichiamo effettivamente che tali promozioni presentano tutte uno sconto di tipo TAGLIO 
PREZZO. 
Altra cosa che facciamo è verificare l’effettiva presenza nel venduto di dati per ogni 
occorrenza delle sette promozioni rimaste. Con questa query: 
SELECT DISTINCT promo.promo_id,  promo.descrizione 
FROM contipiruzza.a_cn_v_d, promodettaglio,promo 
WHERE   contipiruzza.a_cn_v_d.promodettaglio_id = promodettaglio.promodettaglio_id 
 AND promo.promo_id = promodettaglio.promo_id 
 AND promo.descrizione <> '**********' 
ORDER BY promo.descrizione 
individuiamo nel venduto 159 promozioni e facciamo un’ulteriore query per vedere se fra 
queste compaiono le sette promozioni che ci interessano (le cui informazioni sono ora 
contenute nella tabella SETTE_PROMO_VALIDE, creata prendendo esclusivamente i record 
della tabella PROMO relativi a tali promozioni): 
SELECT DISTINCT  promo.promo_id, promo.descrizione, 
contipiruzza. sette_promo_valide.data_inizio, 
contipiruzza. sette_promo_valide.data_inizio_id, 
contipiruzza. sette_promo_valide.data_fine, 
contipiruzza. sette_promo_valide.data_fine_id 
FROM contipiruzza.a_cn_v_d, promodettaglio, promo, contipiruzza.sette_promo_valide 
WHERE  contipiruzza. sette_promo_valide.promo_id = promo.promo_id 
AND contipiruzza.a_cn_v_d.promodettaglio_id = promodettaglio.promodettaglio_id 
AND promo.promo_id = promodettaglio.promo_id 
AND promo.descrizione <> '**********' 
ORDER BY promo.descrizione 
TIPO_SCONTO 
Erogazione punti 
MxN 
Non disponibile 
Percentuale 
Taglio prezzo 
Valore 
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Un’occorrenza della promozione “OFFERTA SOCI DAL 1 AL 15 DEL MESE”, avente 
PROMO_ID=1036, non compare nel venduto e pertanto può non essere considerata nell’analisi, 
le altre occorrenze, invece, compaiono tutte. 
 
 
3.2.4 Creazione dei campi data_inizio_id e data_fine_id 
 
Le date nella tabella VENDUTO sono espresse in numero mentre in quella PROMO non lo 
sono e, dal momento che ci interessa studiare attraverso lo storico del venduto la rispondenza 
dei clienti alle promozioni passate, è necessario che sia possibile confrontare le date della prima 
tabella con quelle della seconda. 
Creiamo pertanto una nuova tabella, PROMO7_CON_DATA_ID, per trovare la 
corrispondenza tra le date delle promozioni e il loro identificativo espresso in numero. Essa è il 
risultato di due join fra la tabella SETTE_PROMO_VALIDE (ottenuta considerando solo i 
record della tabella PROMO relativi alle sette promozioni in esame) e la tabella DATA: per ogni 
occorrenza della promozione creiamo con la prima query il campo data_inizio_id e con la 
seconda il campo data_fine_id. 
Vediamo nella tabella sottostante la corrispondenza 
data_iniziodatai_nizio_id e data_finedata_fine_id 
per ogni occorrenza delle promozioni frequenti. 
 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_INIZIO_ID DATA_FINE DATA_FINE_ID 
11 FASCE SCONTO 11/01/2007 741 24/01/2007 754 
114 FASCE SCONTO 26/04/2007 846 09/05/2007 859 
137 FASCE SCONTO 19/07/2007 930 01/08/2007 943 
110 CONVENIENZA 22/02/2007 783 07/03/2007 796 
60 CONVENIENZA 10/04/2007 830 25/04/2007 845 
1001 CONVENIENZA 21/06/2007 902 04/07/2007 915 
185 CONVENIENZA 11/10/2007 1014 24/10/2007 1027 
76 CONVENIENZA FOOD E NO FOOD 25/01/2007 755 07/02/2007 768 
71 CONVENIENZAFOOD E NON FOOD 07/06/2007 888 20/06/2007 901 
196 CONVENIENZA FOOD E NO FOOD 25/10/2007 1028 07/11/2007 1041 
1063 OFFERTA SOCI MULTICANALE 1-15  SETTEMBRE 01/09/2007 974 15/09/2007 988 
1013 OFFERTA SOCI DAL 1 AL 15 OTTOBRE 01/10/2007 1004 15/10/2007 1018 
214 OFFERTA SOCI DAL 1 AL 15 NOVEMBRE UTI 01/11/2007 1035 15/11/2007 1049 
62 SPECIALE BIMBI 10/04/2007 830 25/04/2007 845 
174 SPECIALE BIMBI 13/09/2007 986 26/09/2007 999 
105 SPECIALE RISPARMIO 08/02/2007 769 21/02/2007 782 
123 SPECIALE RISPARMIO 24/05/2007 874 06/06/2007 887 
1049 SPECIALE RISPARMIO 02/08/2007 944 15/08/2007 957 
184 
OFFERTA SOCI MULTICANALE DAL 16 AL 30 
SETTEMBRE 16/09/2007 989 30/09/2007 1003 
200 OFFERTA SOCI DAL 16 AL 31 OTTOBRE 16/10/2007 1019 31/10/2007 1034 
215 OFFERTA SOCI DAL 16 AL 30 NOVEMBRE UTI 16/11/2007 1050 30/11/2007 1064 
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3.2.5 Creazione della tabella TIPI_PROMO_FREQUENTI 
 
A partire dalla tabella PROMO7_CON_DATA_ID ne creiamo una nuova, 
TIPI_PROMO_FREQUENTI, avente gli stessi campi della prima e un nuovo campo calcolato, 
tipo_promo_id. 
Facciamo questo per consentire una facile individuazione delle occorrenze dello stesso tipo, 
ossia appartenenti alla stessa promozione frequente. 
La query di creazione è la seguente: 
 
CREATE TABLE TIPI_PROMO_FREQUENTI (tipo_promo_id,   promo_id,   descrizione,   data_inizio,   data_inizio_id,   data_fine,   
data_fine_id,   anno,   mese,   tipo_promo) AS 
  (SELECT(  CASE  WHEN(descrizione LIKE 'FASCE SCONTO') THEN 1 
     ELSE( 
       CASE  WHEN(descrizione LIKE 'CONVENIENZA') THEN 2 
       ELSE( 
CASE   WHEN(descrizione LIKE 'CONVENIENZA FOOD E NO FOOD' OR descrizione 
LIKE 'CONVENIENZAFOOD E NON FOOD') THEN 3 
          ELSE( 
CASE  WHEN(descrizione LIKE 'OFFERTA SOCI DAL 1/12 AL 15/12 UTI' OR descrizione 
LIKE 'OFFERTA SOCI MULTICANALE 1-15  SETTEMBRE' OR descrizione LIKE 
'OFFERTA SOCI DAL 1 AL 15 OTTOBRE' OR descrizione LIKE 'OFFERTA SOCI DAL 1 
AL 15 NOVEMBRE UTI') THEN 4 
            ELSE( 
             CASE   WHEN(descrizione LIKE 'SPECIALE BIMBI') THEN 5 
              ELSE( 
                 CASE  WHEN(descrizione LIKE 'SPECIALE RISPARMIO') THEN 6 
                ELSE 7 
                 END)   END)  END) END) END) END) 
  AS tipo_promo_id, promo_id, descrizione, data_inizio, data_inizio_id, data_fine, data_fine_id, anno, mese, tipo_promo 
FROM contipiruzza.promo7_con_data_id 
WHERE promo_id<>1036) 
 
Eliminiamo la promozione 1036 perchè come visto in precedenza non compare nel venduto. 
Per creare il nuovo campo tipo_promo_id abbiamo anche pensato alla possibilità di utilizzare 
java e gli oggetti della classe StringTokenizer, ma dopo un’attenta riflessione abbiamo ritenuto 
opportuno optare per il linguaggio SQL: i nomi delle diverse occorrenze di una stessa 
promozione (contenuti nel campo descrizione della tabella PROMO), rappresentano l’unico 
modo per identificare le promozioni della stessa tipologia e non sempre si ripetono in maniera 
identica, quindi se avessimo implementato un programma java per il controllo delle stringhe 
avremmo dovuto in molti casi passare tutti i nome delle promozioni, similmente a quanto 
facciamo con la query al DW. 
 
 
 
 
 
3.2.6 Analisi della numerosità e scelta delle promozioni 
Occorre ora analizzare la numerosità di ciascuna promozione al fine di scegliere due 
promozioni frequenti che abbiano maggiore numerosità, ad es. in termini di quantità vendute di 
articoli coinvolti, numero di clienti che le hanno acquistate, ecc … 
Creiamo pertanto un file java, Analisi_Numerosità, per analizzare le singole occorrenze delle 
promozioni frequenti e individuarne due o tre con le quali proseguire nell’analisi. Tale file si 
connette al DW e accede alla tabella, ANALISI_NUMER, creata mediante la seguente query 
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SELECT TIPI_PROMO_FREQUENTI.* 
FROM TIPI_PROMO_FREQUENTI 
ORDER BY TIPI_PROMO_FREQUENTI.TIPO_PROMO_ID 
 
utile per analizzare consecutivamente le promozioni dello stesso tipo e contenente tutte le 
informazioni relative alle sette promozioni frequenti individuate. 
Per ogni valore della colonna PROMO_ID (e quindi per ogni occorrenza delle promozioni), il 
programma crea un insieme di dati temporaneo, chiamato TIME_FRAME_promoId (ad es. 
TIME_FRAME_11 per la promozione avente promo_id 11), conenente tutti i record della 
tabella NEW_VENDUTO aventi data_id compresa fra la data di inzio e quella di fine 
dell’occorrenza in esame (come detto prima espresse in numero). 
Riportiamo un esempio di creazione del TIME_FRAME_11: 
 
CREATE  TABLE TIME_FRAME_11 
(DATA_ID,ORARIO_ID,NEGOZIO_ID,CLIENTE_ID,CAPO_FAM_ID,ETA_ID,ARTICOLO_ID,PROMODETTAGLIO_I
D,CASSA,SCONTRINO,ALIQUOTA,TIPOLOGIA_ID,PERCENTUALE_ID,SACCHETTO_ID,LINEAPREZZO_ID,OMOG
ENEO,IMPORTO,SCONTO,ALTRI_SCONTI,I_MARGINAZIONE,QTA_PEZZI,QTA_PESO,VOLUME,N_SCONTRINI,N_
CLIENTI,N_NUCLEI,ANNO,DATA,GIORNO,GIORNO_N,GIORNO_SETTIMANA,GIORNO_SETTIMANA_N,MESE,ME
SE_N,PERIODO_ID,SETTIMANA_ANNO,SETTIMANA_COMMERCIALE,TIPOLOGIA,TRIMESTRE,TRIMESTRE_N,NE
W_ID) 
AS (SELECT NEW_VENDUTO.*  
FROM NEW_VENDUTO 
WHERE NEW_VENDUTO.DATA_ID BETWEEN 741 AND 754) 
741 e 754 sono rispettivamente data_inizio_id e data_fine_id della promozione avente promo_id 
11 (‘FASCE SCONTO’). 
Per disporre rapidamente di tutte le informazioni circa le promozioni creiamo una nuova tabella 
PROMODETTAGLIO_NEW, risultante dalla join tra le due tabelle PROMO_IPER e 
PROMO_DETTAGLIO_FILTRATO, contenenti rispettivamente le informazioni circa le 
promozioni effettuate attraverso il solo canale “Iper” e quelle riguardanti il dettaglio delle 
promozioni aventi target “Solo per soci” oppure “Per tutti + extra per soci”; proseguiamo così 
l’analisi della numerosità utilizzando questa nuova tabella. 
Riassumendo in linea generale (per il dettaglio del codice rimandiamo all’Appendice A), 
diciamo che il programma Analisi_Numerosità calcola: 
- per ogni occorrenza delle promozioni frequenti: 
1. il numero di articoli messi in promozione con essa; 
2. il numero complessivo di clienti che acquistano articoli in promozione; 
3. la quantità complessiva di articoli acquistati in promozione; 
- per ogni settore coinvolto: 
4. quanti clienti hanno acquistato in quel settore: 
5. quanti articoli (in pezzi,peso o volume???) sono stati acquistati complessivamente 
dagli stessi clienti 
- per ogni articolo coinvolto: 
6. quanti clienti hanno acquistato l’articolo; 
7. la quantità dell’articolo complessivamente acquistata dai clienti. 
L’output del programma è salvato in un file di testo, Analisi_Numerosità.txt, per avere una 
visione d’insieme dei risultati. 
Per scegliere le promozioni da analizzare consideriamo i valori complessivi di ogni 
promozione frequente in termini di: 
- numero di occorrenze; 
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- numero di clienti che hanno acquistato articoli considerando tutte le occorrenze della 
promozione; 
- quantità di articoli in promozione, espressa in volume, complessivamente acquistata dai 
clienti in tutte le occorrenze della promozione. 
Riportiamo di seguito tali valori per ciascuna tipologia di promozione: 
 
Tipologia Occorrenze Clienti Kg 
FASCE SCONTO 3 3006 15101.838 
CONVENIENZA 4 4306 17525.643 
CONVENIENZAFOOD E NO FOOD 3 2139 2289.739 
OFFERTA SOCI DAL 1 AL 15 DEL MESE 3 6154 9217.151 
SPECIALE BIMBI 2 338 1655.36 
SPECIALE RISPARMIO 3 2774 49986.5 
OFFERTA SOCI DAL 16 AL 30 DEL MESE 3 1591 10149.79 
 
 
Privilegiando il numero di occorrenze e il numero di clienti rispondenti, abbiamo scelto le 
seguenti due promozioni frequenti con le quali proseguire nell’analisi: 
1) CONVENIENZA 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_INIZIO_ID DATA_FINE DATA_FINE_ID 
110 CONVENIENZA 22/02/2007 783 07/03/2007 796 
60 CONVENIENZA 10/04/2007 830 25/04/2007 845 
1001 CONVENIENZA 21/06/2007 902 04/07/2007 915 
185 CONVENIENZA 11/10/2007 1014 24/10/2007 1027 
 
per la quale hanno acquistato articoli 4306 clienti e sono stati venduti un totale di 13630 
pezzi e 17525.643 Kg; 
2) OFFERTA SOCI DAL 1 AL 15 DEL MESE 
PROMO_ID DESCRIZIONE DATA_INIZIO DATA_INIZIO_ID DATA_FINE DATA_FINE_ID 
1063 OFFERTA SOCI MULTICANALE 1-15  SETTEMBRE 01/09/2007 974 15/09/2007 988 
1013 OFFERTA SOCI DAL 1 AL 15 OTTOBRE 01/10/2007 1004 15/10/2007 1018 
214 OFFERTA SOCI DAL 1 AL 15 NOVEMBRE UTI 01/11/2007 1035 15/11/2007 1049 
 
per la quale hanno acquistato articoli 6154 clienti e sono stati venduti un totale di 6482 pezzi e 
9217.151 Kg; 
Come si vede dalle date inoltre le diverse occorrenze delle due promozioni frequenti non si 
accavallano. 
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3.3 Caratterizzazione dei clienti 
 
Come già detto più volte il nostro obiettivo è quello di prevedere la propensione dei clienti a 
rispondere ad una nuova promozione e per far questo dobbiamo caratterizzare i clienti in modo 
adeguato. 
L’idea è quella di svolgere tutte le operazioni necessarie a creare una tabella finale di 
caratterizzazione dei clienti, avente un record per ogni cliente attivo (ossia per ogni socio 
Unicoop Tirreno che ha effettuato acquisti di recente e il cui cliente_id compare nella tabella 
che abbiamo denominato ClENTI_NEW) e i cui campi siano idealmente divisi in due gruppi: 
1. quelli già presenti nella tabella CLIENTI e che non sono stati filtrati perché ritenuti 
interessanti per l’analisi; 
2. quelli che forniscono informazioni aggiuntive e non sono presenti nel DW, ma 
possono essere derivati da esso; questi campi calcolati sono ulteriormente suddivisi in 
tre categorie: 
• statistiche generali, danno ulteriori informazioni circa gli articoli, sia in 
promozione che non (proprio per questo generali), acquistati dal cliente; 
• statistiche specifiche, riguardano la singola promozione in esame e forniscono 
informazioni circa il comportamento del cliente rispetto agli articoli scontati 
con essa; 
• statistiche di redenzione, forniscono informazioni circa la rispondenza del 
cliente ad una promozione (che si tratti della promozione in esame o di 
un’altra). 
Rimandiamo ai paragrafi successivi la discussione più dettagliata dei tre gruppi di 
informazioni calcolate. 
 
 
3.3.1 Tre finestre temporali di analisi 
 
L’idea base del nostro lavoro è quella di determinare, per ogni occorrenza della promozione 
frequente di volta in volta analizzata, tre finestre temporali, che da ora in poi chiameremo 
TIME FRAME e le quali individuano tre diversi intervalli di tempo precedenti la data di inizio 
dell’occorrenza stessa. 
Essi sono: 
• TIME FRAME_I 
detto anche time frame di transazione, contenente i dati relativi alle vendite effettuate 
nei k mesi precedenti la promozione (se ad es. consideriamo 2 mesi e la data di inizio 
della promozione è 783, tale time frame comprende tutti i record della tabella 
VENDUTO il cui data_id è compreso tra 722 e 782); a partire da questo time frame 
calcoliamo le statistiche generali di cui discuteremo in seguito; 
 
 
• TIME FRAME_II 
detto anche time frame di redenzione, contenente i dati relativi alle vendite effettuate 
negli h anni precedenti la promozione (consideriamo per semplicità 1 anno, espresso 
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comunque in giorni); su questo time frame calcoliamo le statistiche generali e di 
redenzione (anche queste ultime descritte in seguito); 
• TIME FRAME_III 
detto anche time frame specifico, contenente i dati relativi alle vendite effettuate in un 
intervallo di tempo comprendente i giorni in cui si svolgono le n occorrenze precedenti 
dello stesso tipo di quella presa in esame (se per es. la promozione p ha data inizio 280 e 
siano p1 e p2 le due occorrenze precedenti p in ordine temporale, tale time frame 
comprende tutti i record della tabella VENDUTO aventi data_id compresa tra la data di 
inizio della promozione p1 e 279); a partire da questo calcoliamo le statistiche specifiche 
(anche queste ultime descritte in seguito). 
 
 
3.3.2 Statistiche generali 
 
Come già detto in precedenza sono misure riferite a tutti gli articoli che il cliente acquista, 
sia in promozione che non. In particolare queste statistiche sono calcolate considerando i time 
frame di transazione e di redenzione relativi all’occorrenza della promozione di volta in volta in 
esame. 
 
Le statistiche generali sono: 
 
LOR - Numero di giorni che intercorrono tra la data in cui il cliente compare per la prima volta 
(effettua cioè il suo primo acquisto) e la fine del time frame, da notare che la differenza che c’è 
tra il primo giorno di acquisto e ultimo giorno di acquisto è denominata distanza. 
 
RECENCY - Numero di giorni che intercorrono tra l’ultima volta in cui il cliente effettua un 
acquisto e la fine del time frame. 
 
MONETARY - Ammontare complessivo della spesa effettuata dal cliente. 
 
PAGAMENTO CONTANTI - Numero di volte in cui il cliente paga in contanti. 
 
PAGAMENTO ELETTRONICO - Numero di volte in cui il cliente utilizza forme di pagamento 
elettroniche (bancomat o carta di credito). 
 
PAGAMENTO IN ALTRE FORME - Numero di volte in cui il cliente utilizza altre forme di 
pagamento (diverse cioè da contanti, bancomat e carta di credito). 
 
FREQUENCY - Numero di volte in cui il cliente si reca al supermercato; questa statistica è 
espressa in giorni e viene incrementata di un’unità ogni qual volta il cliente si reca al 
supermercato in giorni distinti; ciò significa che se, ad esempio, il cliente compie tre viaggi nello 
stesso giorno, la frequency viene incrementata di 1 e non di 3. 
FREQUENCY_2-3 - Come la frequency, ma considerando per il calcolo solo i giorni inclusi 
negli ultimi 2/3 del time frame. 
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FREQUENCY_1-3 - Come la frequency, ma considerando per il calcolo solo i giorni inclusi 
nell’ultimo terzo del time frame. 
 
MEAN FREQUENCY - Numero medio di volte in cui il cliente si reca al supermercato nei 
giorni compresi fra il suo primo acquisto e la fine del time frame; questa misura è calcolata come 
rapporto FREQUENCY/ LOR . 
 
MEAN FREQUENCY_2-3 - Numero medio di volte in cui il cliente si reca al supermercato nei 
giorni inclusi negli ultimi 2/3 del time frame; questa misura è calcolata come rapporto 
FREQUENCY_2-3/ LOR . 
 
MEAN FREQUENCY_1-3 - Numero medio di volte in cui il cliente si reca al supermercato nei 
giorni inclusi nell’ultimo terzo del time frame; questa misura è calcolata come rapporto 
FREQUENCY_1-3/ LOR . 
 
MEAN MONETARY - Misura calcolata come MONETARY/ LOR, rappresenta la spesa media 
complessiva del cliente nei giorni compresi fra il suo primo acquisto e la fine del time frame. 
 
VARIANZA - Misura prettamente statistica7, nel nostro caso 
abbiamo che, 
• n: frequency, xi: distanza, µ: mean_frequency. 
 
VARIANZA2_3 - Misura prettamente statistica, nel nostro 
caso abbiamo che, 
• n: frequency, xi: distanza, µ: mean_frequency2_3. 
 
VARIANZA1_3 - Misura prettamente statistica, nel nostro 
caso abbiamo che, 
• n: frequency, xi: distanza, µ: mean_frequency1_3. 
 
 
3.3.3 Statistiche specifiche 
 
Sono statistiche inerenti la specifica promozione analizzata e forniscono informazioni circa 
il comportamento di acquisto del cliente rispetto agli articoli scontati con essa. In particolare 
queste statistiche sono calcolate considerando il time frame specifico relativo all’occorrenza 
della promozione di volta in volta in esame. 
Le statistiche specifiche sono le seguenti: 
 
                                                           
7  Varianza: È definita come indicatore di dispersione, in quanto è nulla solo nei casi in cui tutti i valori sono uguali tra di loro, e 
pertanto uguali alla loro media, e la varianza cresce con il crescere delle differenze reciproche dei valori. 
Da tenere presente che trattandosi di una somma di valori (anche negativi) al quadrato, è evidente che la varianza non sarà mai 
negativa. 
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QTA_PESO_PROMO - Quantità complessiva di articoli in promozione acquistata dal cliente; 
tale misura è calcolata per ogni cliente ed è espressa in peso. 
 
QTA_PEZZI_PROMO - Quantità complessiva di articoli in promozione acquistata dal cliente; 
tale misura è calcolata per ogni cliente ed è espressa in pezzi. 
 
QTA_VOLUME_PROMO - Quantità complessiva di articoli in promozione acquistata dal 
cliente; tale misura è calcolata per ogni cliente ed è espressa in volume. 
 
QTA_PESO_SETT - Quantità complessiva di articoli dello stesso settore acquistati dal cliente 
nel time frame; questa misura è calcolata per ogni cliente e per ogni settore coinvolto nella 
promozione ed è espressa in peso. 
 
QTA_PEZZI_SETT - Quantità complessiva di articoli dello stesso settore acquistati dal cliente 
nel time frame; questa misura è calcolata per ogni cliente e per ogni settore coinvolto nella 
promozione ed è espressa in pezzi. 
 
QTA_VOLUME_SETT - Quantità complessiva di articoli dello stesso settore acquistati dal 
cliente nel time frame; questa misura è calcolata per ogni cliente e per ogni settore coinvolto 
nella promozione ed è espressa in volume. 
 
MEAN_PESO_PROMO - Quantità complessiva di articoli in promozione mediamente 
acquistata dal cliente; tale misura è calcolata per ogni cliente, è espressa in peso ed è data dal 
rapporto QTA_PESO_PROMO/Lor. 
 
MEAN_PEZZI_PROMO - Quantità complessiva di articoli in promozione mediamente 
acquistata dal cliente; tale misura è calcolata per ogni cliente, è espressa in pezzi ed è data dal 
rapporto QTA_PEZZI_PROMO/Lor. 
 
MEAN_VOLUME_PROMO - Quantità complessiva di articoli in promozione mediamente 
acquistata dal cliente; tale misura è calcolata per ogni cliente, è espressa in volume ed è data dal 
rapporto QTA_VOLUME_PROMO/Lor. 
 
MEAN_PESO_SETT - Quantità complessiva di articoli dello stesso settore mediamente 
acquistata dal cliente; questa misura espressa in peso è calcolata per ogni cliente e per ogni 
settore coinvolto nella promozione,è data dal rapporto QTA_PESO_SETT/Lor. 
 
MEAN_PEZZI_SETT - Quantità complessiva di articoli dello stesso settore mediamente 
acquistata dal cliente; questa misura espressa in pezzi è calcolata per ogni cliente e per ogni 
settore coinvolto nella promozione ed è data dal rapporto QTA_PEZZI_SETT/Lor. 
 
MEAN_VOLUME_SETT - Quantità complessiva di articoli dello stesso settore mediamente 
acquistata dal cliente; questa misura espressa in volume è calcolata per ogni cliente e per ogni 
settore coinvolto nella promozione ed è data dal rapporto QTA_VOLUME_SETT/Lor. 
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MONETARY_PROMO - Ammontare complessivo della spesa effettuata dal cliente per 
l’acquisto degli articoli in promozione; questa misura è calcolata per ogni cliente ed è relativa 
agli articoli acquistati in peso, pezzi o volume. 
 
MONETARY_TOT_TF3 - Ammontare complessivo della spesa effettuata dal cliente nei giorni 
in cui la promozione è in atto; questa misura è calcolata per ogni cliente ed è relativa a tutti gli 
articoli acquistati in peso, pezzi o volume. 
RELATIVE_MONETARY_PROMO - Percentuale di spesa del cliente dedicata all’acquisto di 
articoli in promozione; questa misura è calcolata per ogni cliente considerando i giorni in cui la 
promozione è attiva ed è data dal rapporto MONETARY_PROMO/MONETARY_TOT_TF3 
 
MONETARY_SETT - Ammontare complessivo della spesa effettuata dal cliente per l’acquisto di 
articoli nello stesso settore; questa misura è calcolata per ogni cliente e per ogni settore 
coinvolto nella promozione e considerando tutti gli articoli espressi in peso, pezzi o volume. 
 
MEAN_MONETARY_PROMO - Spesa media effettuata dal cliente per l’acquisto degli articoli 
in promozione; questa misura è calcolata per ogni cliente ed è data dal rapporto 
MONETARY_PROMO/Lor. 
 
MEAN_MONETARY_SETT - Spesa media effettuata dal cliente per l’acquisto di articoli nello 
stesso settore; questa misura è calcolata per ogni cliente e per ogni settore coinvolto nella 
promozione ed è data dal rapporto MONETARY_SETT/Lor. 
 
 
 
3.3.4 Statistiche di redenzione 
 
Sono misure volte a fornire informazioni circa la rispondenza del cliente ad una promozione 
(che si tratti della promozione in esame o di una qualunque altra promozione svolta in passato 
nello store) e possono essere distinte in assolute e relative. In particolare queste statistiche sono 
calcolate considerando il time frame di redenzione  relativo all’occorrenza della promozione di 
volta in volta in esame. 
 
 
Le statistiche assolute di redenzione sono: 
 
REDENZIONE GENERALE.  Numero di volte in cui il cliente risponde ad una generica 
tipologia di promozione, ossia acquista un articolo coinvolto nello stesso tipo di promozione (ad 
es. taglio prezzo, NxM, valore, ecc ...); questa misura è calcolata per ogni cliente e per ogni 
tipologia di promozione alla quale egli aderisce. 
 
REDENZIONE SETTORIALE. Numero di volte in cui il cliente acquista un articolo in 
promozione appartenente allo stesso settore; questa misura è calcolata per ogni cliente e per 
ogni settore coinvolto nelle promozioni attive nell’intervallo temporale considerato nel time 
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frame di redenzione; se ad es. vi sono due promozioni attive, p1 e p2, che riguardano 
rispettivamente i settori {s1,s2} ed {s1,s3}, per ogni cliente abbiamo tre numeri di redenzione 
(per i settori s1,s2 ed s3). 
 
REDENZIONE SETTORIALE_2_3.  Numero di volte in cui il cliente acquista un articolo in 
promozione appartenente allo stesso settore; questa misura è calcolata per ogni cliente e per 
ogni settore coinvolto nelle promozioni attive negli ultimi due terzi del time frame di 
redenzione. 
 
REDENZIONE SETTORIALE_1_3.  Numero di volte in cui il cliente acquista un articolo in 
promozione appartenente allo stesso settore; questa misura è calcolata per ogni cliente e per 
ogni settore coinvolto nelle promozioni attive nell’ultimo terzo del time frame. 
 
MEAN REDENZIONE GENERALE. Percentuale di volte in cui il cliente risponde ad una 
generica tipologia di promozione, calcolata per ogni cliente e per ogni tipologia di promozione 
alla quale egli aderisce e data dal rapporto REDENZIONE_GENERALE/Frequency. 
 
MEAN REDENZIONE SETTORIALE. Percentuale di volte in cui il cliente acquista un 
articolo in promozione appartenente allo stesso settore, calcolata per ogni cliente e per ogni 
settore coinvolto nelle promozioni attive nell’intervallo temporale considerato nel time frame di 
redenzione e data dal rapporto REDENZIONE_SETTORIALE/Frequency. 
 
MEAN REDENZIONE SETTORIALE_2_3.  Percentuale di volte in cui il cliente acquista 
un articolo in promozione appartenente allo stesso settore, calcolata per ogni cliente e per ogni 
settore coinvolto nelle promozioni attive negli ultimi due terzi dell’intervallo temporale 
considerato nel time frame di redenzione e data dal rapporto 
REDENZIONE_SETTORIALE2_3/Frequency2_3. 
 
MEAN REDENZIONE SETTORIALE_1_3.  Percentuale di volte in cui il cliente acquista 
un articolo in promozione appartenente allo stesso settore, calcolata per ogni cliente e per ogni 
settore coinvolto nelle promozioni attive nell’ultimo terzo dell’intervallo temporale considerato 
nel time frame di redenzione e data dal rapporto 
REDENZIONE_SETTORIALE1_3/Frequency1_3. 
 
 
Le statistiche relative di redenzione sono: 
 
REDENZIONE REALTIVA GENERALE.  Numero medio di volte in cui il cliente 
risponde ad una generica tipologia di promozione, calcolato per ogni cliente e per ogni tipologia 
di promozione alla quale egli aderisce e dato dal rapporto REDENZIONE_GENERALE/Lor. 
 
REDENZIONE RELATIVA SETTORIALE. Numero medio di volte in cui il cliente 
acquista un articolo in promozione appartenente allo stesso settore, calcolato per ogni cliente e 
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per ogni settore coinvolto nelle promozioni attive nell’intervallo temporale considerato nel time 
frame di redenzione e dato dal rapporto REDENZIONE_SETTORIALE/Lor-recency. 
 
MEAN REDENZIONE REALTIVA GENERALE.  Numero medio percentuale di volte in 
cui il cliente risponde ad una generica tipologia di promozione, calcolato per ogni cliente e per 
ogni tipologia di promozione alla quale egli aderisce e dato dal rapporto 
REDENZIONE_RELATIVA_GENERALE/Frequency. 
 
MEAN REDENZIONE RELATIVA SETTORIALE.  Numero medio percentuale di volte 
in cui il cliente acquista un articolo in promozione appartenente allo stesso settore, calcolato per 
ogni cliente e per ogni settore coinvolto nelle promozioni attive nell’intervallo temporale 
considerato nel time frame di redenzione e dato dal rapporto 
REDENZIONE_RELATIVA_SETTORIALE/Frequency. 
 
 
Per il calcolo delle statistiche specifiche e di redenzione creiamo una nuova tabella 
Negozi_Date mediante la seguente query: 
 
create table Negozi_Date (negozio_id, data_id) as 
(select distinct contipiruzza.NEW_VENDUTO.NEGOZIO_ID,contipiruzza.NEW_VENDUTO.DATA_ID 
from contipiruzza.NEW_VENDUTO 
where contipiruzza.NEW_VENDUTO.PROMODETTAGLIO_ID<>0 
group by contipiruzza.NEW_VENDUTO.NEGOZIO_ID,contipiruzza.NEW_VENDUTO.DATA_ID 
having count(*)>1) 
 
nella quale sono memorizzate le date in cui nei vari punti vendita (negozi) della grande 
distribuzione le promozioni risultano attive. 
 
 
3.3.5 Implementazione Java e parametrizzazione 
 
La creazione dei tre time frame di cui abbiamo discusso in precedenza e la preparazione dei 
dati per l’analisi finale avvengono in maniera parametrica attraverso interrogazioni al Data 
Warehouse della grande distribuzione preso in esame. 
La parametrizzazione di questa fase viene fatta in Java  mediante l’implementazione di una 
classe, TimeFrame. Questa contiene al suo interno: 
• i metodi per l’esecuzione delle query al data warehouse (di visualizzazione, creazione, 
inserimento e cancellazione tabelle); 
• i metodi per il calcolo delle Statistiche Generali, di Redenzione e Specifiche; 
• il main per l’esecuzione del programma. 
I parametri di input sono passati mediante un file di testo, denominato File_parametri, che 
contiene una riga di intestazione e a seguire una riga per ogni occorrenza delle promozioni 
frequenti scelte per l'analisi. 
Elenchiamo di seguito tali parametri: 
- PROMO_ID, l'id dell'occorrenza della promozione frequente da analizzare; 
- TIME_FRAME_I, l'intervallo in giorni da considerare per la creazione del time frame di 
transazione; 
- TIME_FRAME_II, l'intervallo in giorni da considerare per la creazione del time frame di 
redenzione; 
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- NUM_OCCORRENZE_PREC, il numero di occorrenze che precedono la promozione, 
utili per creare il time frame specifico. 
La presenza di un file dei parametri consente di modificare rapidamente l’intervallo 
temporale considerato nei time frame di transazione e di redenzione oltre che di specificare un 
numero di occorrenze facoltativo per la creazione del time frame specifico. 
Per ogni occorrenza presa in esame il software crea i tre time frame e fa la stessa cosa per le k 
occorrenze precedenti secondo quanto indicato nel file dei parametri. Fatto ciò crea due tabelle 
finali: 
- UNION_INFO_CLIENTI_promoID, che, con l’aggiunta della variabile classe, costituirà il 
training set per l’addestramento del modello; questa è il risultato di una join fra i time 
frame di ogni occorrenza precedente e di una union fra le tabelle risultanti dalle join; 
- INFO_CLIENTI_promoID, che è il risultato della join fra i tre time frame dell’occorrenza 
corrente presa in esame e, con l’aggiunta della variabile classe,  rappresenterà il nostro 
test set. 
Vi sono da considerare due casi particolari: 
1) l’attuale occorrenza in esame non ha occorrenze precedenti dello stesso tipo (aventi cioè 
stesso tipo_promo_id): in questo caso non si crea alcun time frame e, essendo assenti le 
statistiche specifiche, non si può addestrare il modello predittivo; 
2) l’occorrenza corrente, ad es. O1, risulta averne una sola dello stesso tipo svolta in passato, 
ad es. O-1: in tal caso per l’occorrenza O-1 si creano tutti i time frame, ma per quello 
specifico si pongono tutti i valori dei campi a zero, e si fa la join creando la tabella 
UNION_ INFO_CLIENTI_promoID, mentre per l’occorrenza corrente O1 si procede 
normalmente e si fa la join, creando INFO_CLIENTI_promoID. 
 
Chiariamo meglio con un esempio quanto detto: consideriamo la promozione avente 
promo_id 1001, le cui occorrenze precedenti sono, in ordine temporale, la 110 e la 60; il 
software (come mostrato in figura) per ognuna delle suddette promozioni crea i tre time frame e 
ne fa la join, dando come risultato una tabella INFO_CLIENTI_promo_id; in seguito, solo 
limitatamente alle occorrenze precedenti della 1001, effettua la union delle tabelle 
INFO_CLIENTI_promo_id, generando la tabella UNION_INFO_CLIENTI_1001. (Figura 3.2) 
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La tabella UNION_INFO_CLIENTI_1001, con l’aggiunta della variabile obiettivo, costituirà il 
data set per l’addestramento di un classificatore nella fase di Modellazione, mentre la tabella 
INFO_CLIENTI_1001, anch’essa con l’aggiunta della variabile obiettivo, rappresenterà il data 
set per la verifica del modello. 
Il codice della classe TimeFrame può essere analizzato più dettagliatamente in appendice B. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 3.2 Esempio esplicativo del funzionamento del programma. 
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Capitolo 4 
MODELLAZIONE 
 
 
 
Il prodotto della fase di preparazione dei dati è l’input per la Modellazione, il cuore del Data 
Mining,che rappresenta il vero punto di svolta, in cui i dati, per quanto puliti e modificati, sono 
passati ai modelli che forniscono come output l’informazione.  
Durante questa fase si possono calcolare svariati modelli seguendo diverse impostazioni 
metodologiche e arrivando così alla definizione della combinazione migliore per la produzione 
di informazione ad alto valore. 
Questa fase non rappresenta il fulcro vero e proprio del nostro lavoro di tesi, ma un punto di 
arrivo e di verifica del software parametrico da noi realizzato. 
 
 
4.1 Uno sguardo alla modellazione 
 
Affrontando la fase di modellazione, percorriamo delle sottofasi, di cui di seguito ne diamo 
una breve definizione: 
 
Selezione delle tecniche di modellazione.  Si seleziona la tecnica di modellazione che 
deve essere presa in considerazione per l’analisi (alberi decisionali, reti neurali,…). 
 
Generazione del piano di verifica.  Precedente lo sviluppo vero e proprio del modello, 
riguarda la generazione di una procedura o meccanismo per verificarne la qualità e validità (ad 
es. il tasso di errore). Esempi: nella classificazione si usa il tasso di errore per tale   verifica. 
 
Costruzione del modello.  Costruzione vera e propria del modello. Solitamente si 
ricorre a software apposito (ad es. Clementine, Weka, …). 
 
Valutazione del modello.  Questo step interpreta il modello secondo la sua conoscenza 
del dominio, i criteri di successo del data mining e i test di verifica; contrariamente alla 
valutazione, che considera tutti i risultati di progetto, questa sottofase esamina esclusivamente il 
modello. 
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Ricordiamo che molte sono le applicazioni del data mining come esplicato nella seguente 
tabella: 
 Gestione mercato Gestione rischi Gestione frodi 
Applicazioni di 
Business 
- target marketing; 
- customer 
relationship 
management; 
- market basket 
analysis; 
- cross selling; 
- market 
segmentation. 
- forecasting; 
- customer retention; 
- improved 
underwriting; 
- quality control; 
- competitive 
analysis. 
 
- Fraud detection 
Operazioni di 
Data Mining 
Modelli predittivi Segmentazione 
del database 
Analisi dei link Scoperta di 
deviazioni 
Tecniche di 
Data Mining 
- classification; 
- value 
prediction. 
- Demographic 
clustering; 
- Neural 
clustering. 
 
- Associations 
discovery; 
- sequential 
pattern 
discovery; 
- similar time 
sequence 
discovery. 
- visualization; 
- statistics. 
 
 
 
4.2  Applicazioni di Business 
 
Vediamo in particolare quali sono le applicazioni commerciali alle quali il data mining 
fornisce il proprio contributo. 
 
 
4.2.1 Market-Driven Management (Gestione guidata dal mercato) 
 
Si tratta di una politica di sviluppo aziendale di lungo periodo orientata al mercato e 
incentrata sulla gestione del valore del cliente. Essa è caratterizzata da un confronto diretto e 
costante con la concorrenza, volto a determinare la propria posizione competitiva e le variabili 
su cui intervenire per raggiungere un livello competitivo superiore rispetto ai rivali. 
La gestione market-driven presuppone: 
- attività incentrate sulla concorrenza e sulla domanda, anziché sulla sola customer 
satisfaction; 
- innovazione continua, al fine di soddisfare una domanda mutevole e instabile; 
- nuove misure di valutazione dei fattori determinanti la performance d’impresa 
(soprattutto immateriali). 
In mercati aperti in cui vi è forte instabilità della domanda e alta intensità della concorrenza, 
le imprese che vogliono sopravvivere e proliferare in essi devono comprendere e anticipare la 
Tabella n 4.1  Rappresentazione schematica del data mining 
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domanda (chi sono i nostri clienti e cosa vogliono?) e le azioni dei concorrenti. Tutte le funzioni 
aziendali (produzione, vendite, programmazione e controllo, marketing e finanza) devono 
perciò essere coinvolte nella comprensione, nella creazione e nel trasferimento del valore a 
segmenti selezionati di clientela; valore che deve essere maggiore di quello fornito dalla 
concorrenza e contemporaneamente deve garantire un adeguato ritorno economico all'impresa. 
L’applicazione più diffusa del data mining nell’ambito del market management è il database 
marketing, in cui si cerca di individuare clusters di consumatori aventi caratteristiche comuni 
mediante l’analisi dei dati contenuti nei database aziendali, incrociati con informazioni di 
dominio pubblico. I risultati ottenuti sono poi utilizzati per guidare il marketing e fare 
campagne promozionali mirate ad uno o più clusters individuati.  
Un altro ambito in cui il data mining trova applicazione è la determinazione dei modelli di 
acquisto dei clienti (ad es. mediante l’analisi del carrello o delle transazioni effettuate nel 
tempo), che consente di fare promozioni “just-in-time”. 
Il data mining risulta utile infine per le campagne di cross-selling, volte a rendere più 
attraente un prodotto o un servizio, associando ad esso ad esempio buoni sconto o condizioni 
particolarmente vantaggiose [Bro07]. 
 
 
4.2.2 Risk Managment (Gestione dei rischi) 
 
Riguarda la gestione del rischio in generale, non soltanto di quello legato ad investimenti e 
assicurazioni, ma anche quello che può scaturire dal business nel suo complesso, ovvero 
potenziali problemi con i clienti e/o fornitori, minacce competitive, ecc … 
Il primo è più importante obiettivo del risk management è l’analisi costi/benefici, come dice 
infatti Pete Herzog “non si può gestire ciò che non si può misurare” e in questo contesto il data 
mining trova oggi grande apllicazione. In particolare in ambito assicurativo viene utilizzato per 
il calcolo delle potenziali perdite derivanti dal sottoscrittore di una polizza o per praticare il così 
detto variable pricing, ossia un prezzo differente a seconda della “pericolosità” dell’individuo (si 
pensi alla polizza auto). 
Nel settore bancario, invece, gli algoritmi di data mining aiutano spesso ad individuare i 
clienti ai quali è preferibile concedere un prestito (ad es. clienti di vecchia data e con un buon 
reddito costante nel tempo) [Gri07]. 
 
 
4.2.3  Fraud management (Gestione delle frodi) 
 
Si tratta di tutte quelle attività che consentono ad un’impresa di gestire le frodi. In qualunque 
settore esse sono inevitabili, ma con l’aiuto del data mining si può cercare di ridurle. 
Gli algitimi di data mining analizzando i dati contenuti nei database aziendali, individuano 
modelli di comportamento fraudolento, evitando così casi reali o potenziali di truffa. 
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4.3  Operazioni di Data Mining 
In questo paragrago approfondiremo nel dettaglio le quattro principali operazioni di data 
mining [HK06]. 
 
Modelli predittivi.  A partire dalle osservazioni si crea un modello delle caratteristiche 
significative derivanti da un certo fenomeno, similmente a quanto accade nell’apprendimento 
umano 
Nel data mining questo tipo di modelli viene utilizzato per analizzare un database esistente al 
fine di determinare qualche caratteristica significativa dei dati osservati. Il modello deve essere 
in grado di fornire la risposta corretta di fronte ad alcuni casi precedentemente risolti, prima 
che possa essere utilizzato su nuove osservazioni – si parla in questo caso di approccio basato 
sull’apprendimento supervisionato: processo automatico di creazione di un modello di 
classificazione, a partire da un insieme di records chiamato “training set” -.  
I modelli predittivi vengo sviluppati in due fasi: 
1 addestramento: costruzione di un nuovo modello a partire dati storici; 
2 verifica: test del modello su dati nuovi, precedentemente non noti, per determinarne 
accuratezza e performances. 
L’approccio della modellazione predittiva trova la sua più ampia applicazione nei settori del 
Gestione del Mantenimento del Cliente (Customer Retention Management), del credit approval, 
del cross selling e del target marketing. 
Esistono due specializzazioni del predictive modeling, che tuttavia condividono lo stesso 
obiettivo di base (effettuare congetture interessanti su variabili): 
- classificazione (o categorizzazione): dato un insieme finito e predeterminato di classi, 
permette di stabilire la specifica classe di appartenenza per ogni record contenuto nel 
database. 
Esempi di classificazione basati sull’approccio supervisionato, sono alberi decisionali e 
regole IF-THEN; 
- previsione del valore: utilizzato per stimare un valore numerico continuo, associato al 
record di un database, ad es. il lifetime value di un nuovo consumatore. Un ulteriore 
specializzazione del value prediction è lo “scoring”, dove la variabile che deve essere 
predetta è una probabilità. 
 
Segmentazione della Base di Dati.  Anche detta “clustering”, ha lo scopo di partizionare un 
database in segmenti di record simili, che condividono tra loro un numero di proprietà tale da 
poterli considerare omogenei, senza nessun intervento da parte dell’utente in merito ai tipi o al 
numero di segmenti che ci si aspetta di individuare – approccio “unsupervised learning”, in cui 
non vengono usate variabili obiettivo –  
Le principali tecniche di database segmentation sono: 
- clustering demografico: opera principalmente su record con variabili categoriche, 
sfruttando una tecnica di misurazione delle distanze basata sul principio del voto di 
Condorset; 
- clustering neurale: opera principalmente su input numerici, ma è possibile 
trasformare gli input categorici in variabili quantitative sfruttando una tecnica di 
misurazione basata sulle distanze euclidee. 
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(entrambe sono discusse più dettagliatamente sotto). 
La segmentazione si pone obiettivi meno precisi rispetto ai modelli preditivi e risulta più senbile 
a caratteristiche ridondanti e irrilevanti dei dati. Questo problema può essere, però, aggirato 
forzando l’algoritmo di segmentazione a ignorare certi sottoinsiemi di attributi o assegnando un 
certo “peso” a ciascuna variabile. 
 
Analisi dei Link. Cerca di stabilire connessioni (associazioni) tra singoli record o insiemi di 
record di un database. Una classica applicazione di questa operazione è l’ scoperta di associazioni 
(associations discovery), che ha l’obiettivo di individuare relazioni tra prodotti o servizi che i 
consumatori tendono ad acquistare insieme o con una certa continuità temporale. 
Esistono comunque tre specializzazioni dell’analisi dei link: 
- scoperta di associazioni: può essere utilizzata per rilevare eventuali affinità nascoste 
tra i prodotti attraverso l’analisi dei beni acquistati nella stessa transazione (market 
basket analysis o product affinity analysis); 
- scoperta di schemi sequenziali: ha lo scopo di identificare eventuali associazioni tra le 
transazioni effettuate nel tempo, al fine di rivelare informazioni sulla sequenza con 
cui i consumatori acquistano certi beni o servizi; 
- similar time sequence discovery: è volta alla scoperta di collegamenti tra due insiemi 
di dati, rappresentati come serie temporali ed è basata sul livello di somiglianza tra gli 
andamenti delle stesse. E’ ad es. utilizzata per scoprire se l’andamento delle vendite di 
un prodotto contrasta quello di un altro prodotto. 
 
Scoperta di Deviazioni. E’ finalizzata ad individuare eventuali outliers presenti nei dati e 
spesso si avvale di metodi statistici come la regressione lineare. 
 
Occorre notare che solitamente vi è un legame tra operazioni e applicazioni, ma non è detto 
che ciò sia la regola e il legame sia fisso, talvolta infatti i risultati migliori derivano dall’utilizzo 
di operazioni non intuitive. Le operazioni di data mining inoltre non risultano essere 
mutuamente esclusive: nell’ambito della customer retention, ad esempio, l’approccio più 
utilizzato prevede come prima cosa la segmentazione del database e successivamente 
l’applicazione di modelli predittivi ai segmenti risultanti. 
 
 
 
4.4  Tecniche di Data Mining 
 
Si tratta di specifiche implementazioni di algoritmi, utilizzate per realizzare le operazioni di 
data mining precedentememente discusse. 
La relazione esistente tra tecniche e operazioni è più forte di quella che intercorre tra 
operazioni e applicazioni, ma anche in questo caso non è detto che vi sia necessariamente un 
legame. 
Per implementare una certa operazione sono disponibili svariati algoritmi, i quali possono 
differire per numerosi apsetti: il range di input accettati, la trasparenza dell’output di mining, la 
capacità di gestire ampi volumi di dati, ecc… 
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L’area del data mining è comunque in rapida espansione e allo stato attuale non vi è una 
tecnica che si possa reputare migliore delle altre per implementare una specifica 
applicazione/operazione. 
Per un determinato problema di business inoltre non esiste un'unica tecnica di analisi così 
come per una tecnica di analisi non esiste un'unica tecnologia che la supporta. 
Ogni analista può scegliere di utilizzare metodi predittivi o metodi descrittivi; se sceglie i 
primi, adopera alcune variabili per predire valori sconosciuti o futuri di altre variabili 
(Classification, Regression, Deviation Detection); se opta per i secondi, trova pattern che 
descrivono i dati e aventi un’interpretazione facilmente comprensibile (Clustering, Association 
Rule Discovery, Sequential Pattern Discovery). 
Descriviamo di seguito con maggiore dettaglio le tecniche di data mining note in letteratura, 
tenendo conto del loro comune (ma ribadiamo, non necessario) legame con le operazioni 
[Kan03]. 
 
 
4.4.1 Tecniche di Modellazione Predittiva 
 
Albero Decisionale 
 
Appartenente alla categoria delle tecniche di tree induction,  costruisce un modello 
predittivo sotto forma di albero di decisione. Per semplicità spieghiamo il funzionamento di 
questa tecnica limitatamente al caso binario, in cui di volta in volta vengono generati due 
sottoinsiemi dei dati. 
L’algoritmo inizia il suo lavoro identificando la variabile più significativa, cioè la più 
rilevante per la classificazione e in base ai valori di questa divide il database in due parti. 
Il processo di induzione prosegue con l’identificazione della seconda variabile, della terza, 
ecc.. fino a quando l’albero non è completamente creato; nel caso in cui le variabili non siano 
categorical, la divisione avviene tra gruppi di valori. 
Ogni punto decisionale inserito nella costruzione dell’albero viene chiamato nodo (node), 
mentre ogni punto finale, dove si possono leggere le osservazioni, prende il nome di foglia 
(leave). 
Questa tecnica comporta dei vantaggi che riguardano la sua efficienza in termini di tempo di 
processamento dei dati oltre che l’intuitività e l’utilità derivanti dalla razionalizzazione del 
processo. Si devono, però, considerare anche i suoi svantaggi, quali la difficoltà nel trattare dati 
continui ed evantuali valori mancanti e il fatto che può affrontare esclusivamente problemi 
risolvibili dividendo lo spazio delle soluzioni in aree sempre più piccole. 
Volendo dare una definizione informatica dell’argomento, possiamo dire: 
 
“Dato un large set di dati di addestramento della forma {A1, A2, … , An, C},  
il suo obiettivo è di apprendere un modello accurato di come  
i valori degli attributi (Ai) possano determinare un class-label C”. 
 
Questa tecnica ripartisce quindi il dataset in una serie di passi, mediante relazioni che legano 
la variabile target, che si vuole prevedere, a una serie di variabili utilizzate come predittori. 
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Il risultato è un modello predittivo che può essere rappresentato da una struttura ad albero o 
da un insieme di regole di classificazione disgiunte di tipo if-then, aventi una alta accuratezza 
predittiva. Gli attributi che compaiono nelle regole di classificazione influenzano il risultato 
finale della classificazione, dando maggior luce alla comprensibilità degli obiettivi che si 
vogliono perseguire. 
Elenchiamo di seguito i passi dell’algoritmo di decisione: 
• si sceglie l’insieme e lo si passa come radice;  
• si sceglie una prima soglia di divisione di tale insieme, per identificare gli elementi 
“buoni” e quelli “cattivi”; 
• si continua scegliendo soglie nei sottoinsiemi “buoni”, finché non si è raggiunto un 
insieme “buono” per cui non si trovano più soglie; 
• si ripercorre l’albero così creato e si estrapolano delle regole. 
La peculiarità di tale modello sta nel fatto che si può costruire l’albero con due approcci 
differenti: supervisionato e non supervisionato.  
Se si decide di utilizzare la “tecnica di apprendimento supervisionata” si dispone di una 
variabile target, cioè si conosce in qualche modo il risultato e ciò guida la costruzione del 
modello. 
Alcuni degli algoritmi utilizzati in questo approccio sono CHAID, C5.0 e CART, che 
differiscono tra loro per i criteri di selezione delle variabili usate per ripartire i dati nei vari 
passi, per il numero di rami ottenibili ad ogni split e per il tipo di variabili target/predittori 
utilizzate. 
Se si opta, invece, per la “tecnica di apprendimento non supervisionata” non si dispone di 
una variabile target e dunque non si ha alcuna informazione circa il risultato. Algoritmi 
utilizzati solitamente in questo approccio sono quelli di clustering, in cui la classe target, per 
l’appunto, non è nota a priori. 
Gli Alberi Decisionali utilizzati come tecnica di data mining completano e suppliscono altri 
approcci quali la regressione e altre apllicazioni di business intelligence che incorporano report 
a tabella, cubi OLAP o cubi multidimensionali, inoltre possono essere utilizzati come forma di 
intelligenza artificiale [SPS01]. 
 
 
Reti naurali 
 
Le reti neurali, come suggerisce il nome, cercano di riprodurre il processo di apprendimento 
del cervello umano. 
Appartenenti alla categoria delle tecniche di neural induction, servono ad implementare 
modelli predittivi e vengono costruite per prevedere il valore assunto da una variabile obiettivo. 
Sono caratterizzate da strati di neuroni e tutti i neuroni di uno strato sono collegati ad ogni 
neurone dello strato successivo mediante connessioni pesate: lo strato di input associa i neuroni 
alla variabile target in base alla sua natura e tra questi 2 strati vi può essere un certo numero di 
strati nascosti, ma in genere se ne utilizza uno solo. Vedi figura 4.1 
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Come si puo’ notare dalla figura 5.1, una rete neurale può essere vista come un’architettura di 
nodi e di collegamenti pesati, che connettono input, output e processing. 
Graficamente, le unità di processing sono rappresentate da cerchi; ciascuna unità di uno 
strato è connessa con tutte quelle dello strato successivo e viene indicato un valore che esprime 
la forza della relazione (peso). Questi pesi, rappresentati come linee, sono inizialmente impostati 
su un valore prossimo a zero, che viene però aggiustato durante la fase di training della rete, in 
modo che l’output della rete stessa sia conforme alle classi di valori desiderate, calcolate a 
partire dai dati. In sostanza si formula una previsione e si confronta il valore previsto con quello 
reale. 
Nel caso in cui l’output reale differisce da quello previsto, viene elaborata una correzione, la 
quale parte dagli ultimi strati e retrocede, se necessario, anche fino allo strato di input; tale 
correzione viene poi applicata al processing nei nodi della rete. 
Questo procedimento si arresta quando è verificata una preimpostata condizione di stopping, 
che può riguardare: 
- una prefissata percentuale di record classificati correttamente nel corso dell’ultimo 
passaggio; 
- un certa accuratezza di previsione richiesta dal numero di iterazioni (passaggi 
attraverso la rete dei dati); 
- il tempo trascorso dall’inizio della costruzione del modello. 
Molti analisti criticano l’induzione neurale per il suo approccio black-box8 alla creazione di 
un modello.  
                                                           
8 Nell’ambito della modellazione dei fenomeni ambientali di larga scala, sono state individuate tre categorie principali di 
modelli: 
Figura 4.1 Esempio di rete neurale 
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Tale limite può essere, però, aggirato mediante due soluzioni: 
- input sensitivity analysis, in cui l’analista stabilisce quali sono i campi dell’input più 
influenti; 
- confusion matrices, che offrono una misura del livello di efficienza del modello di 
classificazione, mostrando il numero di classificazioni corrette/non corrette per ogni 
possibile valore della variabile per la quale si sta effettuando l’operazione. 
Comunque sia i modelli generati medianti le reti neurali richiedono un gran dispendio di 
risorse e non sempre è facile interpretarne i risultati. Di contro possiamo dire che riescono a 
riprodurre interazioni complesse nei dati, non catturabili con modelli lineari. 
 
 
 
4.4.2  Tecniche di Analisi dei Cluster (o Segmentazione di Database) 
 
Le tecniche di Analisi dei Cluster consentono di analizzare un dataset per diversi gruppi di 
individui considerando i valori da questi assunti su una serie di variabili, senza fissare una 
variabile obiettivo (ricordiamo infatti che siamo nell’ambito degli approcci non supervisionati). 
In questo tipo di analisi si cerca una partizione ottimale degli individui e il criterio di 
ottimalità è quello di raggruppare nello stesso segmento individui il più possibili simili tra loro 
(alta omogeneità intra cluster, bassa omogeneità extra cluster). 
Diversi algoritmi, noti in letteratura, permettono di segmentare in base a tale criterio, ma i 
piu’ usati sono due: il metodo delle K medie e le mappe di Kohonen9. 
Il metodo delle k-means10 è una algoritmo di clustering non gerarchico11 ripreso dalla 
statistica classica. Le variabili utilizzate sono di tipo quantitativo e come criterio di somiglianza 
                                                                                                                                                                                                 
- White Box (WB), si tratta di modelli basati sulla conoscenza fisica del fenomeno, la cui struttura matematica e i 
cui parametri sono noti a priori o possono essere misurati sul campo; necessitano pertanto di una descrizione 
completa e puntuale del dominio fisico; 
- Grey Box (GB), sono modelli concettuali, la cui struttura matematica viene costruita a partire dalla conoscenza 
fisica pregressa del fenomeno, mentre i parametri necessari sono stimati attraverso il monitoraggio dell’input e 
dell’output del sistema fisico. I modelli GB assumono pertanto strutture matematiche più leggere e 
l’informazione contenuta nei dati può essere totalemente utilizzata per la stima dei parametri; 
- Black Box (BB), anche detti modelli data-driven, hanno struttura e parametri sconosciuti e determinati attraverso 
il monitoraggio dell’input e dell’output del sistema fisico. Proprio perché basati esclusivante sui dati del 
monitoraggio, i modelli BB hanno forte capacità di adattamento ma scarsa capacità di generalizzazione: 
assumono infatti strutture matematiche in grado di gestire esclusivamente (effettuando simulazioni e previsioni) 
lo specifico processo fisico su cui sono stati costruiti, senza fornire alcuna informazione aggiuntiva che possa far 
comprendere meglio il fenomeno stesso [GSL]. 
9
 Mappa di Kohoenen: tipico esempio di rete neurale introdotta nel 1960 dal professore finlandese Teuvo Kohonen, da cui 
prende il nome. Lo scopo di tale mappa è quello di tracciare vettori input di una dimensione arbitraria N su una mappa discreta 
di 1-2 dimensioni, con la caratteristica di mantenere l’ordine topologico, ovvero se nella dimensione arbitraria abbiamo vettori 
all’interno di altri, essa dovrà valere anche nella mappa. Si viene così a formare una rete, detta appunto di Kohonen, formata da 
una griglia di unità output con N unità input, le quali, pesate da valori inizialmente piccoli e scelti casualmente, sono alimentate 
dagli output. 
10
 Metodo delle k-means: stabilisce a priori il numero di cluster che si intendono ottenere; si parte da un insieme di punti che 
rappresentano i centri di tali cluster e si instaura un procedimento iterativo. Ad ogni passo si associano ai centroidi i punti più 
vicini e per ogni raggruppamento generato si calcola il baricentro, che diventa il nuovo centroide; si prosegue poi in questo 
modo fino a che i centroidi si stabilizzano, trovando così i raggruppamenti definitivi. 
11
 Il clustering non gerarchico è di tipo aggregativo e produce un’unica partizione; i gruppi sono formati tramite l’aggregazione 
ottimale a tipologie prestabilite. 
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tra due individui si considera la distanza12 calcolata su tali variabili. Ad ogni passo l’algoritmo 
associa un individuo al cluster fra i k disponibili a cui è più vicino e il numero k di cluster in 
output deve essere specificato a priori. 
 
 
4.4.3  Tecniche di Analisi dei Link 
 
Scoperta di Associazioni 
 
Lo scopo di questa tecnica è quello di individuare oggetti che implicano la presenza di altri 
oggetti nella medesima transazione. Se applicata, ad esempio, ad un database contenente le 
transazioni di un supermercato, può portare a scoprire affinità nell’insieme di articoli venduti; 
queste affinità sono rappresentate da regole associative che illustrano, in formato testuale, quali 
articoli implicano la presenza di altri articoli. 
Le regole risultanti sono generalmente espresse nel formato “if X then Y”, dove X è detta 
“rule body” e Y è invece la “rule head”. Ad esempio, nella regola: “se un consumatore compra un 
maglione, allora comprerà anche una camicia”, il maglione è la rule body, mentre la camicia è la 
rule head. 
Il concetto sembra elementare, ma il problema degli analisti è tuttavia quello di dover dare 
un giudizio sulla validità e sull’importanza delle regole scoperte. A questo fine vengono 
utilizzati alcuni parametri: 
1. support factor, che indica la ricorrenza relativa della regola di associazione 
individuata, all’interno dell’insieme complessivo delle transazioni; 
2. confidence factor, che indica quanto la regola sia vera nei record individuali; 
3. lift, che indica di quanto aumenta la probabilità di scegliere l’oggetto identificato “rule 
head”, se l’acquirente ha già scelto quello della “rule body”. 
La peculiarità della tecnica di Associations Discovery sta nel conteggio di tutte le possibili 
combinazioni di oggetti. Dal punto di vista della macchina, dunque, vengono utilizzati in 
sequenza vettori unidimensionali, matrici e modelli a tre e più dimensioni, in funzione del 
numero di variabili prese in esame. Tale numero influenza ovviamente anche le performance 
generali degli algoritmi di associations discovery. 
                                                           
12
 Distanza: quando si parla di distanza in materia di cluster analisys ci si può riferire ad una delle seguenti distanze: 
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Dal punto di vista dell’utente, al contrario, tale tecnica è molto semplice: è necessario infatti 
impostare solamente i fattori di supporto e confidenza per ottenere risultati che portano 
direttamente a interpretazioni intuitive. 
Questa tecnica presenta, però, lo svantaggio di non poter assegnare valori di business alle 
associazioni: per gli algoritmi non esistono associazioni più importanti di altre. 
 
 
Scoperta di Pattern Sequenziali 
 
Altra tecnica di  Link Analysis,mira a scoprire modelli tra le transazioni all’interno di un 
database temporalmente esteso, come la presenza di un insieme di oggetti seguita da un altro 
insieme di oggetti,. 
Così come per l’associations discovery, il concetto di support factor è importante, ma in 
questo contesto indica la frequenza relativa del modello sequenziale individuato, nell’insieme 
generale delle transazioni, mette, cioè, in relazione il numero totale dei consumatori con il 
numero dei consumatori che rispettano la sequenza. 
La particolarità della tecnica sta nel fatto che essa si basa sul conteggio di ogni combinazione 
di transazioni che è possibile estrarre dalle sequenze di acquisti dei consumatori e nel mostrare 
in seguito  quei modelli sequenziali la cui frequenza relativa è maggiore rispetto al support 
factor minimo pre-impostato dall’analista. 
Pur differendo dalla Associations Discovery, i vantaggi e gli svantaggi sono praticamente gli 
stessi. 
 
 
 
4.4.4  Tecniche di Scoperta di Deviazioni (o Deviation Detection) 
 
Visualizzazione 
 
La visualizzazione è la tecnica di Deviation Detection più potente per l’identificazione di 
modelli poiché consente molteplici modi per rappresentare i dati. Solitamente si usa 
rappresentare le variabili – dati unidimensionali - con istogrammi, scatterplots, boxplots o 
ancora con grafici a torta; se invece si trattano dati a bassa dimensionalità, ovvero con al 
massimo 3 variabili, si utilizzano diagrammi o grafici multidimensionali. 
Si tratta, però, di tools non adeguati a rappresentare dati a più alta dimensionalità, in quanto 
questi ultimi richiedono diverse modalità di rappresentazione, per le quali è indispensabile 
l’aiuto delle tecnologie informatiche. 
Le tecniche di visualizzazione dei dati comunque non sono legate esclusivamente alla 
deviation detection, ma possono aiutare, ad esempio, a comprendere meglio i risultati di una 
segmentazione o di un ciclo di associations discovery. 
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Statistiche 
 
E’ un’altra tecnica di Devetion Detection, ma mentre la Visualizzazione è utilizzata per 
individuare le deviazioni, la statistica è utilizzata per misurare il loro livello di significatività, 
detto anche interesse. 
E’ inoltre utile  in fase di data preparation, per capire la natura dei dati (ivi inclusa l’eventuale 
presenza di outliers), e di analisi dei risultati, per testare ad esempio la qualità dei segmenti 
prodotti da una database segmentation, attraverso la misurazione dell’omogeneità interna ad 
ogni singolo segmento. 
 
 
4.4.5  La modellazione nel nostro caso di studio 
L’obiettivo di mining nel nostro caso di studio, come più volte menzionato,  è quello di 
costruire un modello predittivo della propensione dei clienti di una catena della grande 
distribuzione a rispondere ad una nuova promozione. 
In questa fase del processo di KDD, l’input è rappresentato dall’output generato in fase di 
Preparazione dei Dati, ossia dal risultato dell’esecuzione del software da noi implementato (la 
classe TimeFrame – appendice B): per ogni occorrenza della promozione frequente di volta in 
volta analizzata, disponiamo di due data set, INFO_CLIENTI_promo_id e 
UNION_INFO_CLIENTI_promo_id. 
La nostra variabile obiettivo deve dare risposta al seguente quesito: “il cliente è redento?”, 
intendendo per redento colui che accoglie positivamente la promozione, contribuendo a 
determinare il buon esito della stessa. 
Si pone, però, il problema di definire colui che è redento  nei termini delle informazioni di 
cui disponiamo per ciascun cliente, in parte date – i campi non filtrati della tabella CLIENTI -, e 
in parte calcolate – le varie statistiche. 
Scegliamo pertanto di creare la variabile classe mediante un ulteriore programma 
implementato in java, AggiungiClasse, passando come parametri l’identificativo dell’occorrenza 
della promozione in esame (promo_id) e tre soglie relative alle seguenti statistiche specifiche del 
cliente: 
 
qta_pezzi_promo, la quantità totale di articoli in promozione acquistata dal cliente ed 
espressa in pezzi; 
 
monetary_promo, l’ammontare complessivo della spesa effettuata dal cliente per l’acquisto di 
articoli in promozione; 
 
relative_monetary_promo , la percentuale di spesa complessiva dedicata all’acquisto di articoli in 
promozione, con riferimento all’intervallo di tempo in cui egli effettivamente si reca al punto 
vendita. 
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Se i valori di questi attributi del cliente superano contemporaneamente le soglie, la variabile 
classe assume valore 1 (il cliente per noi è redento), altrimenti 0 (il cliente non è redento). 
Per la scelta delle soglie analizziamo la distribuzione dei valori dei campi suddetti e infine 
effettuiamo la creazione della variabile obiettivo sempre mediante un’interrogazione al DW, e 
generiamo una nuova tabella, TRAINING_SET_promo_id, a partire dalla seguente query: 
 
SELECT *,  
(CASE WHEN qta_pezzi_promo >= soglia_pezzi  
AND  monetary_promo >= soglia_spesa 
AND  relative_monetary_promo >= soglia_spesa% 
THEN 1 
ELSE 0 
END) AS CLASSE 
FROM union_info_clienti_promoID 
 
E’ possibile visionare i dettagli di implementazione di questo ulteriore programma in 
appendice C. 
Una volta terminata l’esecuzione del programma, esportiamo la nuova tabella contenente 
tutte la informazioni di caratterizzazione del cliente in un file .csv da passare al software 
Clementine per l’addestramento del modello. 
Vediamo il primo esempio di modellazione relativa alla seconda occorrenza, la 60, della 
promozione CONVENIENZA (ricordiamo che per la prima occorrenza, la 110, non essendoci 
occorrenze precedenti non può essere addestrato alcun classificatore). 
La tabella UNION_INFO_CLIENTI_60 è il risultato di una full outer join sulle tabelle 
TIME_FRAME_1_110, TIME_FRAME_2_110 e TIME_FRAME_3_110; quest’ultimo in quanto 
la promozione 110 non ha occorrenze precedenti presenta i valori di tutti i campi uguali a zero. 
La distribuzione dei valori delle tre statistiche specifiche suddette è quindi in questo caso la 
seguente: 
 
 
Figura 4.2 Distribuzione del campo QTA_PEZZI_PROMO in training_set_60 
 
 
Figura 4.3 Distribuzione del campo MONETARY_PROMO in training_set_60 
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Figura 4.4 Distribuzione del campo RELATIVE_MONETARY_PROMO in training_set_60 
 
e scegliamo pertanto questi valori delle soglie: 
 soglia_pezzi = 0 
soglia_spesa = 0 
soglia_spesa% = 0 
La variabile classe risulta avere per ogni cliente valore 0 e ciò comporta che il modello 
predittivo viene addestrato su un data set costituito interamente da clienti non redenti. 
Per generare il classificatore utilizziamo il nodo C5.0 di Clementine basato sugli alberi 
decisionali (vedi figura ) e la regola risultante in questo caso è del tipo if(true) then 0, ossia 
“qualunque siano le caratteristiche del cliente egli non è certamente redento”. 
 
 
Figura 4.5 Stream di creazione del modello predittivo 
 
Vediamo che tipo di regola genera, invece, l’algoritmo, se il nostro training set è quello 
relativo all’occorrenza successiva, la 1001. 
Analizziamo innanzitutto la distribuzione dei valori delle tre statistiche specifiche suddette: 
 
 
Figura 4.6 Distribuzione di qta_pezzi_promo in UNION_INFO_CLIENTI_1001 
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Figura 4.7 Distribuzione di monetary_promo in UNION_INFO_CLIENTI_1001 
 
 
Figura 4.8 Distribuzione di relative_monetary_promo in UNION_INFO_CLIENTI_1001 
 
Anche in questo caso non possiamo far altro che scegliere i valori soglia pari a zero e 
ottenere, similmente a quanto accaduto per l’occorrenza precedente, un training set costituito 
interamente da clienti non redenti. 
Addestrando poi il modello anche in questo caso esso classifica tutti i clienti come non 
redenti. 
Non proseguiamo ulteriormente con la modellazione, che non rappresenta l’obiettivo 
principale del nostro lavoro di tesi, ma alla luce delle distribuzioni e dei classificatori ottenuti 
per le promozioni 60 e 1001, facciamo una considerazione: in fase di preparazione dei dati e 
quindi implementazione del software parametrico per creare la tabella finale di 
caratterizzazione dei clienti abbiamo effettuato una full outer join tra i tre time frame generati 
per ogni occorrenza di volta in volta in esame; abbiamo fatto questo perché non volevamo 
perdere alcuna informazione sui clienti prendendo sia quelli presenti nel time frame di 
transazione, che di redenzione, che specifico, ma in questo modo per i clienti che non sono 
nell’intersezione dei tre time frame la maggior parte dei valori sono nulli e questo può aver 
compromesso distribuzioni e risultati. 
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Capitolo 5 
VALUTAZIONE 
 
 
 
 
L’output dei modelli costituisce l’input per la fase successiva: la valutazione dei risultati. 
Questa fase è strettamente collegata a quella iniziale di Comprensione del Business: il punto 
chiave è la valutazione della performance dei modelli in relazione al reperimento di 
informazione di supporto alla risoluzione delle questioni di business esplicitate, infatti il costo di 
una classificazione non è tanto associato alla classificazione erronea (falso positivo o falso 
negativo), quanto alla decisione che viene presa in base a quella classificazione. 
Si valuta quindi la capacità dei modelli di fornire valore aggiunto all’analisi e la completezza 
della risposta fornita dai risultati. 
Alla fine di questa fase l’analista arriva ad una decisione derivante dai risultati di data mining. 
 
5.1  La valutazione dei risultati nel suo dettaglio 
 
Percorrendo la quinta fase del modello Crips, possiamo notare che si possono affrontare tre 
sottofasi, ovvero: 
 
1. Evaluate results : si valuta il grado di risposta del modello in base agli obiettivi di 
business prefissati e, se per questi ultimi il modello risulta essere carente, si attuano 
ulteriori ricerche. Si verificano così i modelli su applicazioni di test reali, dando anche 
informazioni e suggerimenti supplementari per gli orientamenti futuri; 
2. Review process : si rivisita tutto il processo di data mining per vedere se è stato 
tralasciato un fattore o un’operazione importante; si esaminano inoltre gli aspetti di 
garanzia della qualità e ci si chiede: “abbiamo sviluppato correttamente il modello?”; 
3. Determine next steps : si stabilisce la cronologia delle fasi successive, decidendo se 
rifinire il progetto. 
 
Discutiamo ora le principali tecniche adottate in fase di valutazione dei risultati delle 
operazioni di data mining. 
Relativamente ai modelli predittivi, le tecniche che si possono utilizzare sono: 
 
Lift chart. Esprime il miglioramento nel numero di successi su una certa misura del 
campione distorto scelto dal modello, in formula: 
lift(n) = k 
significa che sugli n casi che il modello giudica più promettenti, il numero di successi è k volte 
maggiore della media (o k volte maggiore del numero di successi che avremmo con un campione 
casuale – quello scelto usando un modello casuale, ossia nessun modello). 
La formula del lift può quindi essere espressa nella forma seguente: 
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Ossia il rapporto fra la proporzione di successi (casi della classe Ci) nel campione distorto 
selezionato dal modello (campione di osservazioni per i quali c’è massima probabilità di successo 
secondo il modello) e la proporzione di successi nella popolazione (e quindi il valore atteso del 
campione casuale - il campione scelto causalmente all’interno della popolazione quindi senza 
l’applicazione del modello) [Cia07]. 
 
Accuratezza.  Rappresenta il rapporto tra il numero di osservazioni correttamente 
classificate e il numero totale di osservazioni da classificare ed dà una misura della buona 
capacità di apprendimento del classificatore. L’accuratezza può essere anche calcolata 
considerando E, l’errore di validazione, che specularmente all’accuratezza, rappresenta il 
rapporto tra il numero di osservazioni classificate in modo sbagliato e il numero complessivo 
delle osservazioni; rispetto a questa misura l’acuratezza può esser vista come (1-E). 
 
Matrice di confususione.  E’ una matrice costituita da tante righe e tante colonne per 
quanti sono i diversi valori [Zan04]. 
 
 
 
5.2   Valutazione nel nostro caso di studio 
Nella precedente fase abbiamo generato per ogni occorrenza di volta in volta in esame un 
modello predittivo della propensione dei clienti a rispondere alla promozione. 
In questa fase procediamo alla verifica della regola di classificazione creata dall’algoritmo 
C5.0 applicandola ad un nuovo data set, la tabella TEST_SET_promo_id, risultato dell’aggiunta 
del campo classe alla tabella INFO_CLIENTI_promo_id. 
La variabile classe è aggiunta mediante il file implementato in java, AggiungiClasse 
(Appendice C), e avviene attraverso la seguente query al DW: 
 
SELECT  *, 
(CASE  WHEN  qta_pezzi_promo  >=  soglia Pezzi 
AND  monetary_promo >= soglia_spesa 
AND  relativa_monetary_promo >= soglia_spesa% 
THEN 1 ELSE 0 END) as classe 
FROM  contipiruzza.info_clienti_test_set_promoID 
 
 
Facciamo la valutazione del modello predittivo anche in questo caso mediante l’ausilio del 
software Clementine. 
Iniziamo dal classificatore generato per l’occorrenza 60 della promozione CONVENIENZA e 
analizziamo in primis la distribuzione dei campi qta_pezzi_promo, monetary_promo e 
relative_monetary_promo della tabella INFO_CLIENTI_60. 
Lift = 
p(Ci/campione) 
p(Ci/popolazione) 
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Figura 5.1 Distribuzione di qta_pezzi_promo in test_set_60 
 
 
Figura 5.2 Distribuzione di monetary_promo in test_set_60 
 
 
Figura 5.3 Distribuzione di relative_monetary_promo in test_set_60 
 
Come si vede da tali distribuzioni, su 4356 clienti totali solo 55 acquistano in promozione, 
spendendo comunque pochissimo e dedicando alle promozioni solo una minima parte della 
propria spesa complessiva; ciò potrebbe spiegarsi col fatto che la promozione CONVENIENZA 
ha una durata di soli 14 giorni. 
Per l’aggiunta della variabile classe alla tabella INFO_CLIENTI_60 scegliamo come per il 
TRAINING_SET_60 le seguenti soglie: 
 
soglia_pezzi = 0 
soglia_spesa = 0 
soglia_spesa% = 0 
 
La variabile classe anche in questo caso risulta avere per ogni cliente valore 0, ossia non esiste 
alcun cliente che abbia i valori delle tre statistiche specifiche contemporaneamente superiori 
alle soglie scelte. 
Il classificatore creato in fase di modellazione generava una regola del tipo if(true) then 0, 
pertanto è normale che ora in fase di verifica classifichi correttamente il 100% dei clienti 
presenti nel test set. 
Passando alla valutazione del classificatore generato per la promozione 1001 possiamo fare 
considerazioni analoghe alla precedente e come per la fase di modellazione non andiamo oltre 
nella valutazione dei modelli. 
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Dare una definizione di cliente redento basata su attributi diversi o su una diversa 
combinazione degli stessi oppure disporre di dati relativi a promozioni aventi una durata 
maggiore e/o un maggior numero di occorrenze, potrebbero produrre risultati di classificazione 
migliori. 
Le fasi di modellazione e valutazione comunque non rappresentano il fulcro vero e proprio 
del nostro lavoro, ma un punto di arrivo e di verifica del software creato. Lasciamo a futuri 
analisti il compito di svolgere adeguatamente tali fasi, alle quali potranno dedicare tutti i propri 
sforzi e maggiore tempo grazie all’ausilio del software da noi realizzato. 
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Capitolo 6 
DEPLOYMENT 
 
 
 
Nella fase di Deployment si sviluppa un piano di distribuzione, attraverso il quale 
l’informazione viene resa disponibile, nella forma più adatta, in tutti i punti dell’azienda dove 
può essere sfruttata efficacemente, anche in tempo reale. 
Prevede come sottofasi: 
1. Piano di deployment : si discutono i risultati di dataminig, gli esiti della fase di 
valutazione e si espone una strategia di deploy; 
2. Piano manutenzione di controllo: si sviluppa un piano di monitoraggio, importante per 
evitare lunghi periodi di uso errato dei risultati di datamining; 
3. Produzione report finale: il direttore di progetto e il suo team preparano una relazione 
finale, che puo’ essere semplicemente un sommario del progetto e delle esperienze 
vissute, oppure una rappresentazione completa dei risultati di data mining; 
4. Revisione progetto: si valuta cosa e’ andato bene e cosa e’ andato male, cosa e’ stato fatto 
bene e cosa, invece, necessita di ulteriori miglioramenti. 
 
 
6.1 Deployment nel nostro caso di studio 
Nel lavoro da noi svolto non si esegue alcuna fase di Deployment, ma per completezza ci 
sembra opportuno menzionarla quale fase del processo di KDD. 
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Capitolo 7 
 Sviluppi futuri 
 
Il progetto da noi realizzato potrebbe essere ulteriormente sviluppato mediante 
l’implementazione di un’interfaccia grafica ad hoc che consenta di svolgere in maniera 
ancor più facile e intuitiva le fasi di Comprensione e Preparazione dei Dati. 
Nel caso di studio da noi affrontato per prevedere il comportamento futuro del cliente in 
termini di propensione a rispondere ad una nuova promozione abbiamo considerato il suo 
comportamento d’acquisto passato, calcolando nuove misure a partire dai dati relativi a tre 
diversi intervalli di tempo precedenti la promozione (i tre time frame). 
Disponendo, però, di una conoscenza più ampia del dominio si potrebbe studiare anche il 
comportamento d’acquisto del cliente nei giorni successivi al verificarsi della promozione in 
esame. Ciò consentirebbe di calcolare nuove statistiche per confrontare ad es. il 
comportamento del cliente prima e dopo lo svolgimento della promozione e fornire una 
definizione più ampia della variabile obiettivo. 
Si potrebbe infatti considerare redento un cliente che: 
1) in precedenza non ha mai comprato uno degli articoli in promozione perché 
magari 
 comprava prodotti simili ma diversi da quelli in promozione (per es. di 
marca diversa); 
 non comprava quella tipologia di prodotti 
e dopo la promozione inizia a farlo; 
2) ha comprato in precdenza il prodotto e continua a farlo (magari perché è fedele 
al prodotto o a quella tipologia di prodotti e sta semplicemente facendo delle 
scorte). 
Un simile sviluppo futuro sarebbe molto interessante dal punto di vista del marketing, 
ma potrebbe essere realizzato principalmente per studiare la propensione dei clienti 
all’acquisto di un articolo specifico oppure di una specifica tipologia di articoli più che di un 
insieme di prodotti eterogenei (come nel nostro caso) e comunque, come già detto prima, 
ciò richiederebbe una più ampia e dettagliata conoscenza del dominio. 
E’ inoltre possibile, con piccole modifiche al codice, applicare il software realizzato ad un 
processo di KDD avente obiettivo di business simile a quello affrontato in questo lavoro: si 
pensi ad es. alla scelta degli articoli oppure dei settori da coinvolgere in una nuova 
promozione. 
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Conclusioni 
 
 
Questo progetto ha l’obiettivo di realizzare un software parametrico che sia in grado di 
agevolare lo svolgimento delle fasi di Comprensione e Preparazione dei dati, portando alla 
realizzazione di quello che costituisce l’input della fase di Modellazione e conseguentemente 
della fase di Valutazione. 
La costruzione di un modello predittivo pertanto non rappresenta il fulcro del lavoro da noi 
svolto, ma più che altro un punto di arrivo e di verifica del software creato. 
In questo corso di studi ci siamo trovate a svolgere il processo KDD in più di un caso e 
abbiamo potuto constatare quanto sia complessa ed elaborata la parte relativa al 
Preprocessamento dei dati (Comprensione e Preparazione). Il complesso di operazioni da 
svolgere in questa fase è notevole e può portare a ridurre il tempo dedicato alle fasi successive, 
compromettendone i risultati. 
Disporre invece di un software parametrico a supporto di un processo di analisi di questo 
tipo può avere notevole impatto economico per l’azienda, in quanto è in grado di ridurre i tempi 
oltre che i costi. 
Nel contesto moderno la capacità di analisi delle informazioni rappresenta uno dei pilastri 
della competitività aziendale e una buona e rapida comprensione e preparazione dei dati può 
costituire la base per una buona analisi e quindi per il raggiungimento dell’obiettivo di business 
del committente; nel nostro caso, l’attuazione di una promozione di successo può significare per 
l’azienda un maggior reddito rispetto alla media (risultato di più alti ricavi di vendita), ma da un 
punto di vista non esclusivamente contabile, può tradursi in un vantaggio competitivo superiore 
in termini di maggiore quota di mercato e/o migliore immagine, contribuendo altresì alla 
creazione di valore per l’azienda. 
La parametrizzazione delle fasi di Comprensione e Preparazione dei Dati inoltre rende il 
nostro software nuovamente applicabile alle stesse promozioni scelte per l’analisi (qualora il 
punto vendita decidesse di attuarle in futuro), ma anche ad altre. 
Il risultato ottenuto mediante l’esecuzione del software da noi realizzato si sarebbe potuto 
raggiungere anche con altri software di ETL, quale Clementine, o mediante l’implementazione 
di una procedura PL/SQL, ma in taluni casi avremmo dovuto prima svolgere il processo per una 
singola promozione e in seguito creare un flusso di Clementine o una procedura in PL/SQL per 
reiterare ogni singolo passo sulle occorrenze da analizzare; sarebbe stato comunque necessario 
scrivere del codice e  il preprocessamento dei dati non sarebbe risultato indipendente dai singoli 
componenti del flusso, nel caso di Clementine, o dalla procedura nel caso di PL/SQL. 
Il nostro software risulta, invece, indipendente, comunque utilizzabile all’interno di altri 
software di ETL e, con piccole modifiche, anche applicabile a processi di KDD aventi obiettivo 
di business simile a quello affrontato nel nostro caso di studio. 
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Appendice A 
 
Software di analisi numerosità 
 
 
La parte che segue è il codice commentato del file Analisi_Numerosità, implementato in Java 
per l’analisi della numerosità delle promozione e la scelta delle due promozioni frequenti da 
analizzare [Hor02]. 
 
 
package TesiContiPiruzza; 
 
import java.io.FileOutputStream; 
import java.io.IOException; 
import java.io.PrintStream; 
import java.sql.*; 
import java.util.Properties; 
import java.util.Vector; 
 
import TesiContiPiruzza.DataBaseUtil; 
import TesiContiPiruzza.IOUtil; 
 
/** 
* @author Conti e Piruzza 
* 
* Questa classe effettua l'analisi della numerosità delle promozioni 
* frequenti (in termini di numero clienti rispondenti, quantità articoli 
venduti, ecc ...) 
* finalizzata alla scelta delle promozioni da analizzare; 
* le promozioni frequenti nel nostro caso sono 7 e le informazioni 
* relative ad esse sono contenute nella tabella ANALISI_NUMER. 
* 
*/ 
 
public class Analisi_Numerosità { 
 
/** 
* Metodo per il calcolo del numero complessivo di clienti che hanno acquistato 
articoli in un 
* determinato settore dell'occorrenza della promozione in esame 
* @param stmt: statement della connessione al DW 
* @param nomeSettore: nome del settore coinvolto nell'occorrenza della 
promozione da analizzare 
* @param id_promo: ID dell'occorrenza della promozionein da analizzare 
* @param stdout: stream per la scrittura dell'output su file 
*/ 
 
public static void contaClienti(Statement stmt, String nomeSettore,int 
id_promo,PrintStream stdout) throws IOException{ 
 
int numClienti=0; 
ResultSet temp = null; 
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try{ 
temp = stmt.executeQuery("SELECT tmp.SETTORE, count(*) as numClientiSettore from 
(select distinct 
lvl0.MARKETING.SETTORE,contipiruzza.time_frame_"+id_promo+".cliente_id FROM 
contipiruzza.time_frame_"+id_promo+",contipiruzza.promodettaglio_new, 
lvl0.MARKETING WHERE contipiruzza.time_frame_"+id_promo+".promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id AND 
contipiruzza.promodettaglio_new.promo_id = "+id_promo+" and 
contipiruzza.TIME_FRAME_"+id_promo+".COD_SETT = lvl0.MARKETING.COD_SETT) tmp 
where tmp.settore='"+nomeSettore+"' group by tmp.SETTORE"); 
if(temp.next()){ 
numClienti=temp.getInt("numclientisettore"); 
} 
stdout.println(numClienti+" clienti acquistano nel settore "+nomeSettore); 
}catch(SQLException e){ 
System.out.println("Errore in contaClienti: "+e.toString()+"/n"); 
} 
} 
 
/** 
* Metodo per il calcolo della quantità (espressa in peso, pezzi e volume) 
venduta 
* di articoli di un determinato settore dell'occorrenza della promozione in 
esame 
* @param stmt: statement della connessione al DW 
* @param nomeSettore: nome del settore coinvolto nell'occorrenza della 
promozione da analizzare 
* @param id_promo: ID dell'occorrenza della promozionein da analizzare 
* @param stdout: stream per la scrittura dell'output su file 
*/ 
 
public static void contaArticoliInSettore(Statement stmt, String nomeSettore,int 
id_promo,PrintStream stdout){ 
 
double totPezzi=0; 
double totPeso=0; 
double totVolume=0; 
ResultSet temp = null; 
try{ 
temp = stmt.executeQuery("SELECT temp.settore,SUM(temp.qta_peso) AS 
totpeso,SUM(temp.qta_pezzi) AS totpezzi,SUM(temp.volume) AS totvolume FROM 
(SELECT DISTINCT 
lvl0.marketing.settore,contipiruzza.time_frame_"+id_promo+".articolo_id,contipir
uzza.time_frame_"+id_promo+".n_scontrini,contipiruzza.time_frame_"+id_promo+".cl
iente_id,contipiruzza.time_frame_"+id_promo+".qta_peso,contipiruzza.time_frame_"
+id_promo+".qta_pezzi,contipiruzza.time_frame_"+id_promo+".volume FROM 
contipiruzza.time_frame_"+id_promo+",lvl0.marketing,contipiruzza.promodettaglio_
new WHERE lvl0.marketing.cod_sett = 
contipiruzza.time_frame_"+id_promo+".cod_sett AND 
contipiruzza.time_frame_"+id_promo+".promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id AND 
contipiruzza.promodettaglio_new.promo_id = "+id_promo+") temp WHERE 
temp.settore='"+nomeSettore+"' GROUP BY temp.settore"); 
if(temp.next()){ 
totPezzi=temp.getDouble("totpezzi"); 
totPeso=temp.getDouble("totpeso"); 
totVolume=temp.getDouble("totvolume"); 
} 
stdout.println("per un totale di "+totPezzi+" pezzi, "+totPeso+" peso, 
"+totVolume+" volume"); 
 
}catch(Exception e){ 
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System.out.println("Errore in contaClienti: "+e.toString()+"/n"); 
} 
} 
 
/** 
* Metodo che crea il timeframe relativo all'occorrenza della promozione, 
* comprendente i record della tabella new_venduto che hanno data_id compresa 
* fra la data di inizio e la data di fine dell'occorrenza stessa 
* (il timeframe così creato contiene le informazioni relative alle vendite 
* nel periodo in cui la promozione è in atto) 
* @param stmt: statement della connessione al DW 
* @param id_promo: identificativo dell'occorrenza della promozione in esame 
* @param data_inizio: identificativo della data di inizio dell'occorrenza 
analizzata 
* @param data_fine: identificativo della data di fine dell'occorrenza analizzata 
* @param stdout: stream per la scrittura dell'output su un file 
*/ 
 
public static void creaTimeFrame(Statement stmt, int id_promo, int data_inizio, 
int data_fine,PrintStream stdout){ 
 
try{ 
stmt.executeQuery("CREATE TABLE 
CONTIPIRUZZA.TIME_FRAME_"+id_promo+"(DATA_ID,ORARIO_ID,NEGOZIO_ID,CLIENTE_ID,CAP
O_FAM_ID,ETA_ID,ARTICOLO_ID,PROMODETTAGLIO_ID,CASSA,SCONTRINO,ALIQUOTA,TIPOLOGIA
_ID,PERCENTUALE_ID,SACCHETTO_ID,LINEAPREZZO_ID,OMOGENEO,IMPORTO,SCONTO,ALTRI_SCO
NTI,I_MARGINAZIONE,QTA_PEZZI,QTA_PESO,VOLUME,N_SCONTRINI,N_CLIENTI,N_NUCLEI,ANNO
,DATA,GIORNO,GIORNO_N,GIORNO_SETTIMANA,GIORNO_SETTIMANA_N,MESE,MESE_N,PERIODO_ID
,SETTIMANA_ANNO,SETTIMANA_COMMERCIALE,TIPOLOGIA,TRIMESTRE,TRIMESTRE_N,COD_SETT,N
EW_ID) AS (SELECT contipiruzza.new_venduto.* FROM contipiruzza.new_venduto WHERE 
contipiruzza.new_venduto.data_id BETWEEN "+data_inizio+" AND "+data_fine+")"); 
stdout.println("CREATA TABELLA TIME_FRAME_"+id_promo); 
}catch(Exception e){ 
System.out.println("Errore in CreaTimeFrame: "+e.toString()); 
} 
} 
 
/** 
* Metodo per la cancellazione del timeframe di volta in volta creato per 
l'occorrenza 
* della promozione analizzata 
* @param stmt: statement della connessione al DW 
* @param id_promo: identificativo dell'occorrenza della promozione sotto esame 
* @param stdout: stream per la scrittura dell'output su file 
*/ 
 
public static void dropTimeFrame(Statement stmt, int id_promo,PrintStream 
stdout){ 
 
try{ 
stmt.executeQuery("DROP TABLE CONTIPIRUZZA.TIME_FRAME_"+id_promo); 
stdout.println("CANCELLATA TABELLA TIME_FRAME_"+id_promo); 
}catch(Exception e){ 
System.out.println("Errore in dropTimeFrame: "+e.toString()+"/n"); 
} 
} 
 
/** 
* Metodo che effettua la query al DW per individuare la data di inizio 
dell'occorrenza della promozione 
* @param id_promo: identificativo dell'occorrenza della promozione in esame 
* @param stmt: statement della connessione al DW 
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* @param stdout: stream per la scrittura dell'output su un file 
* @return data_inizio_promozione: identificativo della data di inizio 
dell'occorrenza della promozione 
*/ 
 
public static int getDataInizioPromozione(int id_promo, Statement 
stmt,PrintStream stdout) 
{ 
int dataInizioPromozione=0; 
ResultSet rs = null; 
try 
{ 
rs = stmt.executeQuery("SELECT CONTIPIRUZZA.ANALISI_NUMER.DATA_INIZIO_ID FROM 
CONTIPIRUZZA.ANALISI_NUMER WHERE CONTIPIRUZZA.ANALISI_NUMER.PROMO_ID = " + 
id_promo); 
 
if(rs.next()) 
dataInizioPromozione = rs.getInt("DATA_INIZIO_ID"); 
else 
stdout.println("rs.next --> vuoto"); 
 
}catch(Exception e) 
{ 
System.out.println("Errore nella query getDataInizioPromozione " + 
e.toString()+"/n"); 
} 
return dataInizioPromozione; 
} 
 
/** 
* Metodo che effettua la query al DW per individuare la data di fine 
dell'occorrenza della promozione 
* @param id_promo: identificativo dell'occorrenza della promozione in esame 
* @param stmt: statement della connessione al DW 
* @param stdout: stream per la scrittura dell'output su un file 
* @return data_fine_promozione: identificativo della data di fine 
dell'occorrenza della promozione 
*/ 
 
public static int getDataFinePromozione(int id_promo, Statement stmt,PrintStream 
stdout) 
{ 
int dataFinePromozione=0; 
ResultSet rs = null; 
try 
{ 
rs = stmt.executeQuery("SELECT CONTIPIRUZZA.ANALISI_NUMER.DATA_FINE_ID FROM 
CONTIPIRUZZA.ANALISI_NUMER WHERE CONTIPIRUZZA.ANALISI_NUMER.PROMO_ID = " + 
id_promo); 
 
if(rs.next()) 
dataFinePromozione = rs.getInt("DATA_FINE_ID"); 
else 
stdout.println("rs.next --> vuoto"); 
 
}catch(Exception e) 
{ 
System.out.println("Errore nella query getDataInizioPromozione " + 
e.toString()+"/n"); 
} 
return dataFinePromozione; 
} 
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/** 
* Metodo per la memorizzazione e il conteggio degli articoli dell'occorrenza 
della promozione 
* @param rs: result set contenente il risultato di una query al DW (una tabella 
di due campi: promo_id, articolo_id) 
* @param v: vettore di interi in cui salvare gli ID degli articoli 
dell'occorrenza della promozione 
* @param stdout: stream per la scrittura dell'output su un file 
* @return numArt: numero di articoli nell'occorrenza della promozione 
*/ 
 
public static int SalvaIDArticoli(ResultSet rs, Vector <Integer> v,PrintStream 
stdout){ 
 
int numArt=0; 
try{ 
while(rs.next()){ 
v.addElement(rs.getInt("articolo_id")); 
numArt++; 
} 
}catch(Exception e){ 
System.out.println("Eccezione nella contaArticoliNew "+e.toString()+"/n"); 
} 
 
return numArt; 
} 
 
/** 
* Metodo per la memorizzazione dei settori coinvolti nell'occorrenza della 
promozione e la 
* determinazione del numero di articoli presenti in ciascuno di tali settori 
* @param rs: result set contenente il risultato di una query al DW (una tabella 
di due campi: settore, num_art_settore) 
* @param settori: vettore di interi per la memorizzazione dei settori coinvolti 
nella promozione 
* @param stdout: stream per la scrittura dell'output su un file 
*/ 
 
public static void stampaListaSettori(ResultSet rs,Vector <String> 
settori,PrintStream stdout){ 
 
try { 
while(rs.next()){ 
settori.addElement(rs.getString("SETTORE")); 
stdout.print(rs.getString("num_art_settore")+" nel settore "); 
stdout.println(rs.getString("SETTORE")); 
} 
} catch (Exception e) { 
System.out.println("Errore nella stampaListaSettori: "+e.toString()+"/n"); 
} 
} 
 
/** 
* Metodo che per ciascun articolo dell'occorrenza della promozione calcola il 
* numero complessivo di clienti che lo hanno acquistato 
* @param stmt: statement della connessione al DW 
* @param id_promo: identificativo dell'occorrenza della promozione in esame 
* @param articolo_id: identificativo dell'articolo dell'occorrenza della 
promozione 
* @param stdout: stream per la scrittura dell'output su un file 
*/ 
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public static void contaClientiArticolo(Statement stmt,int id_promo, int 
articolo_id,PrintStream stdout){ 
 
ResultSet rs = null; 
try 
{ 
rs = stmt.executeQuery("select count(*) as numClientiArticolo from (SELECT 
DISTINCT contipiruzza.time_frame_"+id_promo+".cliente_id FROM 
contipiruzza.time_frame_"+id_promo+",contipiruzza.promodettaglio_new WHERE 
contipiruzza.time_frame_"+id_promo+".promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id AND 
contipiruzza.promodettaglio_new.promo_id = "+id_promo+" AND 
contipiruzza.time_frame_"+id_promo+".articolo_id = "+articolo_id+") temp"); 
if(rs.next()) stdout.println(rs.getInt("numClientiArticolo")+" clienti 
acquistano l'articolo "+articolo_id); 
 
}catch(Exception e) 
{ 
System.out.println("Errore nella query getDataInizioPromozione " + 
e.toString()+"/n"); 
} 
} 
 
/** 
* Metodo che per ciascun articolo in promozione conta le quantità in peso, pezzi 
e volume 
* complessivamente acquistate dai clienti 
* @param stmt: statement della connessione al DW 
* @param id_promo: identificativo dell'occorrenza della promozione 
* @param articolo_id: identificativo dell'articolo in promozione 
* @param stdout: stream per la scrittura dell'output su un file 
*/ 
 
public static void contaPezziArticolo(Statement stmt,int id_promo, int 
articolo_id,PrintStream stdout){ 
 
ResultSet rs = null; 
try 
{ 
rs = stmt.executeQuery("SELECT SUM(temp.qta_peso) AS 
totpesoart,SUM(temp.qta_pezzi) AS totpezziart,SUM(temp.volume) AS totvolumeart 
from (SELECT DISTINCT 
contipiruzza.time_frame_"+id_promo+".cliente_id,contipiruzza.time_frame_"+id_pro
mo+".n_scontrini,contipiruzza.time_frame_"+id_promo+".qta_peso,contipiruzza.time
_frame_"+id_promo+".qta_pezzi,contipiruzza.time_frame_"+id_promo+".volume FROM 
contipiruzza.time_frame_"+id_promo+",contipiruzza.promodettaglio_new WHERE 
contipiruzza.time_frame_"+id_promo+".promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id AND 
contipiruzza.promodettaglio_new.promo_id = "+id_promo+" AND 
contipiruzza.time_frame_"+id_promo+".articolo_id = "+articolo_id+") temp"); 
 
if(rs.next()) { 
stdout.println("i quali acquistano "+rs.getInt("totpezziart")+" pezzi, 
"+rs.getInt("totpesoart")+" peso,"+rs.getInt("totvolumeart")+" volume"); 
} 
 
}catch(Exception e) 
{ 
System.out.println("Errore nella query getDataInizioPromozione " + 
e.toString()+"/n"); 
} 
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} 
 
/** 
* Main che manda in esecuzione il programma 
* e chiama gli altri metodi della classe. 
*/ 
 
public static void main (String[]args){ 
 
FileOutputStream file = null; 
PrintStream stdout = null; 
Connection con = null; 
Statement stmt = null; 
ResultSet rs = null; 
Vector <Integer> PROMO_ID = new Vector<Integer>(); 
Vector <String> NomiPromo = new Vector<String>(); 
 
try 
{ 
 
/* 
* Creiamo il file nel quale viene salvato l'output del programma 
* contenente tutte le informazioni circa la numerosità 
* delle promozioni frequenti 
*/ 
file = new FileOutputStream("Analisi_Numerosità.txt"); 
stdout = new PrintStream(file); 
 
/* 
* leggiamo il file properties 
* contenente le informazioni necessarie a caricare i driver 
* e a connetersi al DW 
*/ 
Properties props = IOUtil.readProps("C:/Documents and 
Settings/Ang3l/Documenti/Lavoro/TESI/piruzza/myJDBCdefTera2.props"); 
DataBaseUtil.loadJDBC(props.getProperty("jdbcDriver")); 
String url = props.getProperty("jdbcURL"); 
String user = props.getProperty("userName"); 
String pwd = props.getProperty("userPWD"); 
con = DriverManager.getConnection(url, user, pwd); 
stmt = con.createStatement(); 
 
// selezioniamo gli ID delle occorrenze delle promozioni frequenti 
// dalla vista materializzata ANALISI_NUMER 
rs = stmt.executeQuery("SELECT DISTINCT 
contipiruzza.ANALISI_NUMER.TIPO_PROMO_ID,contipiruzza.ANALISI_NUMER.PROMO_ID, 
contipiruzza.ANALISI_NUMER.DESCRIZIONE FROM contipiruzza.ANALISI_NUMER ORDER BY 
contipiruzza.ANALISI_NUMER.TIPO_PROMO_ID"); 
 
// salviamo i PROMO_ID in un vettore 
while(rs.next()){ 
 
PROMO_ID.addElement(rs.getInt("PROMO_ID")); 
NomiPromo.addElement(rs.getString("DESCRIZIONE")); 
} 
 
// per ogni occorrenza delle promozioni frequenti eseguiamo l'analisi della 
numerosità 
for(int i=0;i<PROMO_ID.size();i++){ 
 
 
ResultSet rsArticoli= null; 
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ResultSet rsSettori=null; 
ResultSet rsNumAllClienti=null; 
ResultSet rsNumAllPezzi=null; 
Vector<Integer> ID_articoli = new Vector<Integer>(); 
int numArticoli=0; 
int data_inizio_promo = 0; 
int data_fine_promo = 0; 
Vector<String> ElencoSettori = new Vector<String>(); 
 
stdout.print("************************** PROMO "+PROMO_ID.elementAt(i)+" "); 
stdout.println(NomiPromo.elementAt(i)); 
 
data_inizio_promo = getDataInizioPromozione(PROMO_ID.elementAt(i), stmt,stdout); 
stdout.println("iniziata in data "+data_inizio_promo); 
 
data_fine_promo = getDataFinePromozione(PROMO_ID.elementAt(i), stmt,stdout); 
stdout.println("e terminata in data "+data_fine_promo); 
 
rsArticoli = stmt.executeQuery("SELECT distinct 
contipiruzza.promodettaglio_new.promo_id,contipiruzza.promodettaglio_new.articol
o_id FROM contipiruzza.promodettaglio_new WHERE 
contipiruzza.promodettaglio_new.promo_id = "+PROMO_ID.elementAt(i)); 
 
/* Stampiamo il numero di articoli che sono nell'occorrenza della promozione 
* e salviamo nell'array ID_articoli gli id degli articoli in promozione 
*/ 
 
numArticoli = SalvaIDArticoli(rsArticoli,ID_articoli,stdout); 
stdout.println("comprendente "+numArticoli+" articoli"); 
 
stdout.println("gli id degli articoli in promozione sono: "); 
for(int k=0;k<ID_articoli.size();k++){ 
stdout.println(ID_articoli.elementAt(k)); 
} 
 
 
rsSettori=stmt.executeQuery("SELECT temp.settore, COUNT(*) AS num_art_settore 
FROM (SELECT DISTINCT 
lvl0.articolo.articolo_id,lvl0.articolo.des_art,lvl0.marketing.settore FROM 
lvl0.articolo,lvl0.marketing,contipiruzza.promodettaglio_new WHERE 
lvl0.articolo.cod_mkt_id = lvl0.marketing.cod_mkt_id AND 
contipiruzza.promodettaglio_new.articolo_id = lvl0.articolo.articolo_id AND 
contipiruzza.promodettaglio_new.promo_id = "+PROMO_ID.elementAt(i)+") temp GROUP 
BY temp.settore" 
); 
 
/* stampiamo l'elenco dei settori con relativo numero di articoli 
* che sono in promozione in quel settore */ 
stdout.println("fra i quali:"); 
stampaListaSettori(rsSettori,ElencoSettori,stdout); 
 
/* creiamo il timeframe relativo all'occorrenza della promozione, 
* comprendente i record della tabella new_venduto che hanno data_id compresa 
* fra la data di inizio e la data di fine dell'occorrenza stessa 
* (il timeframe così creato contiene le informazioni relative alle vendite 
* nel periodo in cui la promozione è in atto) 
*/ 
creaTimeFrame(stmt, PROMO_ID.elementAt(i), data_inizio_promo, 
data_fine_promo,stdout); 
 
/* 
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* calcoliamo il numero complessivo di clienti che acquistano articoli nella 
promozione 
* avente promo_id=PROMO_ID.elementAt(i) 
*/ 
rsNumAllClienti = stmt.executeQuery("select count(*) as tot from (SELECT 
DISTINCT contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+".cliente_id FROM 
contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+",contipiruzza.promodettaglio_ne
w WHERE contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+".promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id AND 
contipiruzza.promodettaglio_new.promo_id = "+PROMO_ID.elementAt(i)+") temp"); 
if(rsNumAllClienti.next()){ 
stdout.println("a tale promozione aderiscono "+rsNumAllClienti.getInt("tot")+" 
clienti"); 
} 
 
/* 
* calcoliamo il numero complessivo di articoli (in pezzi, peso e volume) 
* acquistati in promozione 
*/ 
 
rsNumAllPezzi = stmt.executeQuery("SELECT 
contipiruzza.promodettaglio_new.promo_id,SUM(contipiruzza.time_frame_"+PROMO_ID.
elementAt(i)+".qta_pezzi) AS 
totpezzi,SUM(contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+".qta_peso) AS 
totpeso,SUM(contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+".volume) AS 
totvolume FROM 
contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+",contipiruzza.promodettaglio_ne
w WHERE contipiruzza.time_frame_"+PROMO_ID.elementAt(i)+".promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id AND 
contipiruzza.promodettaglio_new.promo_id = "+PROMO_ID.elementAt(i)+" GROUP BY 
contipiruzza.promodettaglio_new.promo_id"); 
 
if(rsNumAllPezzi.next()){ 
stdout.println("totPezzi venduti: "+rsNumAllPezzi.getDouble("totpezzi")); 
stdout.println("totPeso venduto: "+rsNumAllPezzi.getDouble("totpeso")); 
stdout.println("totVolume venduto: "+rsNumAllPezzi.getDouble("totvolume")); 
} 
 
 
 
/* 
* per ogni settore in promozione calcoliamo: 
*  - quanti clienti hanno acquistato in quel settore 
*  - quanti articoli (in pezzi, peso e volume) sono stati acquistati 
*/ 
for(int h=0;h<ElencoSettori.size();h++){ // per ogni settore 
 
contaClienti(stmt,ElencoSettori.elementAt(h),PROMO_ID.elementAt(i),stdout); 
contaArticoliInSettore(stmt,ElencoSettori.elementAt(h),PROMO_ID.elementAt(i),std
out); 
 
} 
 
/* 
* per ogni articolo in promozione calcoliamo: 
*  - quanti clienti hanno acquistato l'articolo 
*  - quanti pezzi, peso e volume dell'articolo sono stati acquistati 
*/ 
for(int j=0;j<ID_articoli.size();j++){// per ogni articolo 
contaClientiArticolo(stmt,PROMO_ID.elementAt(i),ID_articoli.elementAt(j),stdout)
; 
contaPezziArticolo(stmt,PROMO_ID.elementAt(i),ID_articoli.elementAt(j),stdout); 
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} 
 
/* 
* cancelliamo il timeframe relativo all'occorrenza della quale 
* abbiamo terminato l'analisi della numerosità e passiamo alla 
* occorrenza successiva 
*/ 
dropTimeFrame(stmt, PROMO_ID.elementAt(i),stdout); 
 
} 
con.close(); 
System.out.println("FINE"); 
}catch(Exception e) 
{ 
System.out.println("Eccezione "+e.toString()); 
} 
} 
} 
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Appendice B 
 
Software di creazione dei Time Frame 
 
La parte che segue è il codice commentato del file TimeFrame, implementato in Java per la 
creazione dei tre time frame di analisi e della tabella finale di caratterizzazione dei clienti 
[Hor02]. 
 
package TesiContiPiruzza; 
 
/** 
 *  
 * @author Conti Piruzza 
 *  
 * La classe TimeFrame implementa la parametrizzazione del processo KDD. 
 * Al suo interno sono stati implementati metodi pubblici di lettura da file, 
 * di esecuzione programma ed eseguenti query, di selezione, di calcolo, di  
 * creazione e cancellazione tabelle.  
 * La logica utilizzata nell'implementazione è stata quella di utilizzare al  
 * massimo le potenzialità di oracle sql e ridurre al minimo le iterazioni con 
 * il linguaggio JAVA. 
 *   
 */ 
 
 
//librerie importate per la buona riuscita dell'esecuzione del programma. 
import java.io.*; 
import java.sql.*; 
import java.util.*; 
 
 
 
 
 
public class TimeFrame_provaTF3 
{ 
 
   /** 
    * Variabili dichiarate statiche ed utilizzate in diversi metodi della 
classe. 
    * @param rs result set in cui si memorizza il risultato delle query. 
    * @param con connessione al data warehouse. 
    * @param stmt statement per eseguire le query. 
    * @param stmt1 statement per eseguire le query. 
    * @param stmt2 statement per eseguire le query. 
    * @param stmt3 statement per eseguire le query. 
    * @param stmt4 statement per eseguire le query. 
    * @param stmt5 statement per eseguire le query. 
    * @param stmt6 statement per eseguire le query. 
    * @param stmt7 statement per eseguire le query. 
    * @param stmt8 statement per eseguire le query. 
    * @param stmt9 statement per eseguire le query. 
    * @param stmt10 statement per eseguire le query. 
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    * @param stmt11 statement per eseguire le query. 
    * @param stmtFinale statement per eseguire le query di creazione tabellone 
finale. 
    * @param dataInizioPromo identificativo della data di inizio promozione. 
    * @param dataFinePromozione identificativo della data di fine promozione. 
    * @param dataInizioTimeFrame identificativo della data di inizio del time 
frame. 
    * @param dataFineTimeFrame identificativo della data di fine time frame. 
    * @param k giorno utile a distanziare fine time frame e inizio promozione.     
    */ 
  
     
    static Connection con = null; 
     
    static int dataInizioPromo = 0; 
    static int dataInizioTimeFrame = 0; 
    static int dataFineTimeFrame = 0; 
    static int dataFinePromozione = 0; 
        
    static int k = 1;  
     
    /** 
     * Metodo Pubblico: crea la connessione in remoto al datawarehouse leggendo 
i  
     * parametri di accesso dal file myJDBCdef.props. 
     * I metodi richimati al suo interno si trovano nella classe IOUtil, 
implementata 
     * da noi  per gestire l'accesso remoto menzionato sopra, e metodi della 
classe DataBaseUtil 
     * per i drivers. 
     */ 
    public static void connectDW() 
    { 
     try 
     { 
      /** 
          * @param props load properties 
          */ 
         Properties props = IOUtil.readProps("C:/Documents and 
Settings/conti/My Documents/Tesi_Coop/src/myJDBCdef.props"); 
          
         /** 
          * Loading Drivers. 
          * @param stdin legge i driver del datawarehouse 
          * @param url indirizzo web del datawarehouse 
          * @param user logging al datawarehouse 
          * @param pwd password per loggarsi al datawarehouse 
          * @param con connection 
          * @param stmt connection statement 
          */ 
         DataBaseUtil.loadJDBC(props.getProperty("jdbcDriver")); 
            String url = props.getProperty("jdbcURL"); 
            String user = props.getProperty("userName"); 
            String pwd = props.getProperty("userPWD"); 
            con = DriverManager.getConnection(url, user, pwd); 
 
     }catch(Exception e) 
     { 
      System.out.println("Eccezione nella connessione al DW 
"+e.toString()); 
     } 
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    } 
     
    /** 
     * Chiude la connessione al datawarehouse richiamando il metodo close dell'  
     * interfaccia Connection. 
     */ 
    public static void chiudiConnessioneDW() 
    { 
     try 
     { 
      con.close(); 
       
     }catch(SQLException e) 
     { 
      System.out.println("Eccezione nella chiusura di connessione al DW 
"+e.toString()); 
     } 
    } 
 
     
     
    /** 
     * Accede al file parametri: promo_id, time_frame_I, time_frame_II, 
num_occorrenze_prec. 
     * @param nomeFile file dei parametri chiamato File_parametri.txt 
     * @return in contenuto del file memorizzato in una struttura di 
BufferedReader 
     */ 
    public static BufferedReader openFile(String nomeFile) 
 { 
   
  FileReader file = null; 
  BufferedReader in = null; 
  String curDir = System.getProperty("user.dir"); 
   
  try{ 
   file = new FileReader(new File(curDir,nomeFile)); 
   in = new BufferedReader(file); 
  }catch(IOException e){ 
   System.out.println("Errore dentro il metodo openFile: 
"+e.toString()); 
  } 
  return in; 
 } 
  
 
 /** 
  * Data una certa promozione, questo metodo crea la tebella 
INFO_CLIENTI_promo_id 
  * derivante dalla join delle tabelle relative ai tre time frame della 
promozione 
  * @param promo_id: identificativo della promozione corrente 
  */ 
 public static void creaInfoClienti(int promo_id){ 
   
  String queryTF = "CREATE TABLE FULL_JOIN_TF_"+promo_id+" 
(cliente_id"; 
  String queryToCreate = "CREATE TABLE INFO_CLIENTI_"+promo_id+" 
(cliente_id"; 
  String colonneClientiNew = ""; 
  String colonneTF1 = ""; 
  String colonneTF2 = ""; 
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  String colonneTF3 = ""; 
   
  ResultSetMetaData rsm = null; 
   
  try { 
    
   Statement stmt = con.createStatement(); 
   ResultSet rs = stmt.executeQuery("select 
contipiruzza.clienti_new.* from contipiruzza.clienti_new"); 
   rsm = rs.getMetaData(); 
    
    
   for(int i=2;i<=rsm.getColumnCount();i++){ 
    colonneClientiNew = 
colonneClientiNew+","+rsm.getColumnName(i); 
   } 
   rs.close(); 
   stmt.close(); 
    
   System.out.println("clienti_new:"); 
   System.out.println(colonneClientiNew); 
    
   Statement stmt1 = con.createStatement(); 
   ResultSet rs1 = stmt1.executeQuery("select 
contipiruzza.TIME_FRAME_1_"+promo_id+".* from 
contipiruzza.TIME_FRAME_1_"+promo_id); 
   rsm = rs1.getMetaData(); 
    
   for(int i=2;i<=rsm.getColumnCount();i++){ 
    colonneTF1 = colonneTF1+","+rsm.getColumnName(i); 
   } 
    
   rs1.close(); 
   stmt1.close(); 
   System.out.println("TF1:"); 
   System.out.println(colonneTF1); 
    
   Statement stmt2 = con.createStatement(); 
   ResultSet rs2 = stmt2.executeQuery("select 
contipiruzza.TIME_FRAME_2_"+promo_id+".* from 
contipiruzza.TIME_FRAME_2_"+promo_id); 
   rsm = rs2.getMetaData(); 
    
   for(int i=2;i<=rsm.getColumnCount();i++){ 
    colonneTF2 = colonneTF2+","+rsm.getColumnName(i); 
   } 
   rs2.close(); 
   stmt2.close(); 
   System.out.println("TF2:"); 
   System.out.println(colonneTF2); 
 
   Statement stmt3 = con.createStatement(); 
   ResultSet rs3 = stmt3.executeQuery("select 
contipiruzza.TIME_FRAME_3_"+promo_id+".* from 
contipiruzza.TIME_FRAME_3_"+promo_id); 
   rsm = rs3.getMetaData(); 
    
   for(int i=2;i<=rsm.getColumnCount();i++){ 
    colonneTF3 = colonneTF3+","+rsm.getColumnName(i); 
   } 
   rs3.close(); 
   stmt3.close(); 
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   System.out.println("TF3:"); 
   System.out.println(colonneTF3); 
 
   Statement stmt5 = con.createStatement(); 
   queryTF = queryTF+colonneTF1+colonneTF2+colonneTF3+") AS 
(SELECT 
contipiruzza.TIME_FRAME_1_"+promo_id+".cliente_id"+colonneTF1+colonneTF2+colonne
TF3+" FROM contipiruzza.TIME_FRAME_1_"+promo_id+" FULL OUTER JOIN 
contipiruzza.TIME_FRAME_2_"+promo_id+" FULL OUTER JOIN 
contipiruzza.TIME_FRAME_3_"+promo_id+" ON 
contipiruzza.TIME_FRAME_3_"+promo_id+".cliente_id = 
contipiruzza.TIME_FRAME_2_"+promo_id+".cliente_id ON 
contipiruzza.TIME_FRAME_2_"+promo_id+".cliente_id = 
contipiruzza.TIME_FRAME_1_"+promo_id+".cliente_id)"; 
   System.out.println(queryTF); 
   stmt5.execute(queryTF); 
   System.out.println("CREATA TABELLA FULL_JOIN_TF_"+promo_id); 
   stmt5.close(); 
    
   Statement stmt4 = con.createStatement(); 
   queryToCreate = 
queryToCreate+colonneClientiNew+colonneTF1+colonneTF2+colonneTF3+") AS (SELECT 
contipiruzza.clienti_new.cliente_id"+colonneClientiNew+colonneTF1+colonneTF2+col
onneTF3+" FROM contipiruzza.clienti_new, FULL_JOIN_TF_"+promo_id+" WHERE 
FULL_JOIN_TF_"+promo_id+".cliente_id = contipiruzza.clienti_new.cliente_id)"; 
   System.out.println(queryToCreate); 
   stmt4.executeQuery(queryToCreate); 
   System.out.println("CREATA TABELLA INFO_CLIENTI_"+promo_id); 
   stmt4.close(); 
    
   Statement stmt6 = con.createStatement(); 
   stmt6.executeQuery("DROP TABLE FULL_JOIN_TF_"+promo_id); 
   stmt6.executeQuery("DROP TABLE TIME_FRAME_2_"+promo_id); 
   stmt6.executeQuery("DROP TABLE TIME_FRAME_3_"+promo_id); 
   stmt6.close(); 
    
  } catch (Exception e) { 
   System.out.println("Errore in LeggiNomiColonne: 
"+e.toString()); 
  } 
 } 
  
 /** 
  * Questo metodo crea la tabella UNION_INFO_CLIENTI_promo_id 
  * derivante dalla UNION di tutte le tabella INFO_CLIENTI_promo_prec_id, 
  * contenenti le informazioni dei clienti relative alle promozioni 
  * precedenti quella corrente 
  * @param args 
  */ 
 public static void creaUNION(int promo_id, Vector <Integer> id_precedenti) 
 { 
  String queryToUnion = "CREATE TABLE UNION_INFO_CLIENTI_"+promo_id+" 
(cliente_id"; 
  String colonne = ""; 
  String union = ""; 
   
  ResultSetMetaData rsm = null; 
   
  try 
  { 
    
   Statement stmt = con.createStatement(); 
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   ResultSet rs = stmt.executeQuery("select 
contipiruzza.INFO_CLIENTI_"+id_precedenti.elementAt(0)+".* from 
contipiruzza.INFO_CLIENTI_"+id_precedenti.elementAt(0)); 
   rsm = rs.getMetaData(); 
    
    
   /* 
    * salviamo in una stringa tutti i nomi delle colonne di uno 
degli INFO_CLIENTI_id_prec 
    *  
    */ 
   for(int i=2;i<=rsm.getColumnCount();i++) 
   { 
    colonne = colonne+","+rsm.getColumnName(i); 
   } 
   rs.close(); 
   stmt.close(); 
    
   for(int i=0;i<id_precedenti.size();i++){ 
     
    if(i!= (id_precedenti.size()-1)){// se non siamo 
all'ultima INFO_CLIENTI_id_prec 
      
     union = union +"select 
contipiruzza.INFO_CLIENTI_"+id_precedenti.elementAt(i)+".* from 
contipiruzza.INFO_CLIENTI_"+id_precedenti.elementAt(i)+" UNION "; 
      
    }else{// se siamo all'ultima INFO_CLIENTI_id_prec 
     union = union +"select 
contipiruzza.INFO_CLIENTI_"+id_precedenti.elementAt(i)+".* from 
contipiruzza.INFO_CLIENTI_"+id_precedenti.elementAt(i); 
    } 
     
   } 
    
   queryToUnion = queryToUnion+colonne+") AS ("+union+")"; 
   System.out.println(queryToUnion); 
    
   Statement stmt1 = con.createStatement(); 
   stmt1.executeQuery(queryToUnion); 
   System.out.println("CREATA TABELLA 
UNION_INFO_CLIENTI_"+promo_id); 
   stmt1.close(); 
    
  }catch(Exception e) 
  { 
   System.out.println("Eccezione nel metodo creaUNION: 
"+e.toString()); 
  } 
 } 
 
 /** 
  * Legge i campi, uno alla volta, di una riga del file dei parametri.  
  * @param n ennesimo campo che deve essere letto 
  * @param riga riga letta 
  * @return num il valore di ciò che legge in quel campo 
  */  
  
 public static int LeggiCampo(int n, String riga) 
 { 
   
  int num = 0; 
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  StringTokenizer st = null;   
  int i=0; 
   
  try 
  { 
   st = new StringTokenizer(riga, ", "); 
   while(i<n) 
   { 
    String temp = st.nextToken(); 
    num = Integer.parseInt(temp); 
    i++; 
   } 
  } 
    
  catch(Exception e)//catch(NoSuchElementException e) 
  { 
   System.out.println("Errore in leggi Campo " + e.toString()); 
    
  } 
  return num; 
 } 
 
  
     
    /** 
     * Calcola l'identificativo della data di inzio della promozione. 
     * @param promoId identificativo della promozione letto dal file parametri. 
     * @return dataInizioPromozione data di inzio promozione. 
     */ 
    public static int getDataInizioPromozione(int promoID) 
    {  
     int dataInizioPromozione = 0; 
     try 
     {  
      Statement stmt = con.createStatement(); 
      ResultSet rs = stmt.executeQuery("SELECT 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_INIZIO_ID FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.PROMO_ID = " + promoID); 
       
      if(rs.next())//to check the result set is not empty 
       dataInizioPromozione = rs.getInt("DATA_INIZIO_ID"); 
      else 
       System.out.println("rs.next --> vuoto"); 
       
      rs.close(); 
      stmt.close(); 
       
     }catch(SQLException e) 
     { 
            System.out.println("Errore nella query getDataInizioPromozione " + 
e.toString()); 
        } 
     return dataInizioPromozione; 
    } 
     
        
     
     
    /** 
     * Calcola l'identificativo della data di fine promozione. 
     * @param promoID identificativo della promozione letto dal file parametri. 
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     * @return dataFinePromozione identificativo della data di fine promozione. 
     */ 
    public static int getDataFinePromozione(int promoID) 
    { 
     int dataFinePromozione = 0; 
     try 
     {  
      Statement stmt = con.createStatement(); 
      ResultSet rs = stmt.executeQuery("SELECT 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_FINE_ID FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.PROMO_ID = " + promoID); 
      
      if(rs.next()) 
      { 
       dataFinePromozione = rs.getInt("DATA_FINE_ID"); 
      } 
      else 
      { 
       System.out.println("rs.next di data fine promozione --> 
vuoto"); 
      } 
       
      rs.close(); 
      stmt.close(); 
     }catch(SQLException e) 
     { 
            System.out.println("Errore nella query getDataFinePromozione " + 
e.toString()); 
        } 
     return dataFinePromozione; 
    } 
     
         
    /** 
     * Calcola l'identificativo della data di inizio time frame. 
     * @param dataInizioPromozione identificativo della data di inizio 
promozione  
     *                             scelta. 
     * @param frequenza arco temporale del time frame espresso in giorni e 
passato  
     *                  da lettura del file parametri. 
     * @return dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     */ 
    public static int getDataInizioTimeFrame(int dataInizioPromozione, int freq) 
    { 
      
     int dataInizioTimeFrame = dataInizioPromozione - freq - k; 
     return dataInizioTimeFrame; 
    } 
     
    /** 
     * Calcola l'identificativo della data di fine time frame. 
     * @param dataInizioPromozione identificativo della promozione letto dal 
file parametri. 
     * @return dataFineTimeFrame identificativo della data di fine time frame. 
     */ 
    public static int getDataFineTimeFrame(int dataInizioPromozione) 
    { 
     int dataFineTimeFrame = dataInizioPromozione - k; 
     return dataFineTimeFrame; 
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    } 
     
       
      
    //I metodi che seguiranno restituiscono un valore booleano invece che un 
void, 
    //in quanto al momento dell'esecuzione verifica se è true esegue il metodo 
se 
    //è false chiude la connessione e stampa a video un messaggio di errore. 
     
     
    //statistiche generali 
     
    /** 
     * Crea la tabella con i clienti e relativi giorni di acquisto. 
     * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @return esito boolean per verifica 
     */ 
    public static boolean getGiorniAcquistaClient(int dataInizioTimeFrame, int 
dataFineTimeFrame) 
    { 
     int cliente = 0; 
     int data = 0; 
     boolean esito = true; 
      
     try 
        { 
      Statement stmt = con.createStatement(); 
      stmt.execute("CREATE TABLE GIORNI_ACQUISTI_CLIENTI(CLIENTE_ID 
number, DATA_ID number)"); 
      stmt.close(); 
       
      Statement stmt2 = con.createStatement(); 
      ResultSet rs = stmt2.executeQuery("SELECT 
contipiruzza.new_venduto.cliente_id, contipiruzza.new_venduto.data_id FROM 
contipiruzza.new_venduto WHERE contipiruzza.new_venduto.data_id between " + 
dataInizioTimeFrame + " and " + dataFineTimeFrame + " group by 
contipiruzza.new_venduto.data_id,contipiruzza.new_venduto.cliente_id order by 
contipiruzza.new_venduto.cliente_id"); //good test query 
      Statement stmt3 = con.createStatement(); 
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       data = rs.getInt(2); 
       stmt3.execute("INSERT INTO  GIORNI_ACQUISTI_CLIENTI 
(CLIENTE_ID, DATA_ID) VALUES (" + cliente + ", " + data + ")"); 
        
      } 
      rs.close(); 
      stmt2.close(); 
      stmt3.close(); 
             
        }catch (SQLException e)  
        { 
         System.out.println("* Errore nella query dei giorni di acquisto per 
ogni cliente" + e.toString()); 
            esito = false; 
            
        } 
        return esito; 
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    } 
 
     
     
    /** 
     * Crea la tabella con i clienti e relative primo giorno di acquisto e 
ultimo 
     * giorno di acquisto, selezionati dalle funzioni min e max rispettivamente. 
     * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @return esito boolean per verifica 
     */ 
    public static boolean getPrimoUltimoGiornoAcquisto(int dataInizioTimeFrame, 
int dataFineTimeFrame) 
    { 
     int cliente = 0; 
     int dataMin = 0; 
     int dataMax = 0; 
     boolean esito = true; 
      
     try 
        { 
      Statement stmt = con.createStatement(); 
      stmt.execute("CREATE TABLE PRIMO_ULTIMO_DAY_CLIENTI(CLIENTE_ID 
number, primo_acquisto number, ultimo_acquisto number)"); 
      stmt.close(); 
       
      Statement stmt2 = con.createStatement(); 
      ResultSet rs = stmt2.executeQuery("SELECT 
contipiruzza.giorni_acquisti_clienti.cliente_id, 
min(contipiruzza.giorni_acquisti_clienti.data_id) as primo_acquisto, 
max(contipiruzza.giorni_acquisti_clienti.data_id) as ultimo_acquisto FROM 
contipiruzza.giorni_acquisti_clienti WHERE 
contipiruzza.giorni_acquisti_clienti.data_id between " + dataInizioTimeFrame + " 
and " + dataFineTimeFrame + " group by 
contipiruzza.giorni_acquisti_clienti.cliente_id order by 
contipiruzza.giorni_acquisti_clienti.cliente_id"); //good test query 
      Statement stmt3 = con.createStatement(); 
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       dataMin = rs.getInt(2); 
       dataMax = rs.getInt(3); 
       stmt3.execute("INSERT INTO  PRIMO_ULTIMO_DAY_CLIENTI 
(CLIENTE_ID, PRIMO_ACQUISTO, ULTIMO_ACQUISTO) VALUES (" + cliente + ", " + 
dataMin + ", " + dataMax + ")"); 
        
      } 
      rs.close(); 
      stmt2.close(); 
      stmt3.close(); 
        }catch (SQLException e)  
        { 
            System.out.println("Errore nella query del primo e ultimo giorno di 
acquisto per ogni cliente" + e.toString()); 
            esito = false; 
        } 
        return esito; 
    } 
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    /** 
   * Crea la tabella con i clienti e relativa somma della spesa effettuata, 
attuando una sum sul campo 
   * importo del venduto. 
   * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @return esito boolean per verifica. 
   */ 
    public static boolean monetary(int dataInizioTimeFrame, int 
dataFineTimeFrame) 
    { 
     int cliente = 0; 
     int monetary = 0; 
     boolean esito = true; 
      
     try 
     { 
      Statement stmt = con.createStatement(); 
      stmt.execute("CREATE TABLE MONETARY(CLIENTE_ID number, MONETARY 
number)"); 
      stmt.close(); 
       
      Statement stmt2 = con.createStatement(); 
      ResultSet rs = stmt2.executeQuery("SELECT 
contipiruzza.new_venduto.cliente_id, sum(contipiruzza.new_venduto.importo) as 
monetary FROM contipiruzza.new_venduto WHERE contipiruzza.new_venduto.data_id 
between " + dataInizioTimeFrame + " and " + dataFineTimeFrame + " GROUP BY 
contipiruzza.new_venduto.cliente_id order by 
contipiruzza.new_venduto.cliente_id"); 
       
      Statement stmt3 = con.createStatement(); 
       
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       monetary = rs.getInt(2); 
        
       stmt3.execute("INSERT INTO MONETARY (CLIENTE_ID, 
MONETARY)VALUES (" + cliente + ", " + monetary + ")"); 
      } 
      rs.close(); 
      stmt2.close(); 
      stmt3.close(); 
       
     }catch (SQLException e)  
     { 
            System.out.println("Errore nella query Monetary " + e.toString()); 
            esito = false; 
     } 
     return esito; 
    } 
         
    
    /** 
     * Crea la tabella con i clienti e quante volte ha pagato la spesa in 
contanti, in  
     * forma elettronica o in altre forme. 
     * La funzione di aggregazione utilizzata è una sum su pagamento_id, dato 
che si  
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     * deve contare 3 tipologie di pagamento nella sum si è inserito un case 
when,  
     * il quale fornisce una colonna per ogni tipologia di pagamento, contanto 1 
quando  
     * si verica quel tipo di pagamento e 0 altrimenti, per ogni cliente. 
   * @param dataInizioTimeFrame identificativo della data di inizio time 
frame 
     * @param dataFineTimeFrame identificativo della data di fine time frame 
     * @return esito boolean per verifica 
     */ 
    public static boolean pagamenti(int dataInizioTimeFrame, int 
dataFineTimeFrame) 
    { 
     int cliente = 0; 
     int contanti = 0; 
     int elettronici = 0; 
     int altreForme = 0; 
     boolean esito = true; 
      
     try 
     { 
      Statement stmt = con.createStatement(); 
      stmt.execute("CREATE TABLE PAGAMENTI(CLIENTE_ID number, 
PAGAMENTI_CONTANTI number, PAGAMENTI_ELETTRONICI number, PAGAMENTI_ALTRE_FORME 
number)"); 
      stmt.close(); 
       
      Statement stmt2 = con.createStatement(); 
      ResultSet rs = stmt2.executeQuery("select temp.cliente_id, sum(case 
when temp.PAGAMENTO_ID = 7 then 1 else 0 end) as totContanti, sum(case when 
temp.PAGAMENTO_ID = 8 or temp.pagamento_ID = 9 then 1 else 0 end) as 
totPagamentiElettronici, sum(case when temp.PAGAMENTO_ID = 1 or 
temp.pagamento_ID = 2 or temp.PAGAMENTO_ID = 3 or temp.pagamento_ID = 4 or 
temp.PAGAMENTO_ID = 5 or temp.PAGAMENTO_ID = 6 or temp.PAGAMENTO_ID = 10 or 
temp.PAGAMENTO_ID = 11 or temp.PAGAMENTO_ID = 12 or temp.PAGAMENTO_ID = 0 then 1 
else 0 end) as totPagamentiAltreForme from (select distinct 
contipiruzza.new_venduto.cliente_id, 
contipiruzza.NEW_VENDUTO.N_SCONTRINI,lvl0.PAGAMENTI.PAGAMENTO_ID from 
lvl0.PAGAMENTI, contipiruzza.NEW_VENDUTO  where lvl0.PAGAMENTI.CLIENTE_ID = 
contipiruzza.new_venduto.cliente_id  and lvl0.PAGAMENTI.data_id between " 
+dataInizioTimeFrame + " and " + dataFineTimeFrame + " order by 
contipiruzza.new_venduto.cliente_id) temp group by temp.cliente_id"); 
      Statement stmt3 = con.createStatement(); 
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       contanti = rs.getInt(2); 
       elettronici = rs.getInt(3); 
       altreForme = rs.getInt(4); 
        
       stmt3.execute("INSERT INTO PAGAMENTI(CLIENTE_ID, 
PAGAMENTI_CONTANTI, PAGAMENTI_ELETTRONICI, PAGAMENTI_ALTRE_FORME) VALUES (" + 
cliente + ", " + contanti + ", " + elettronici + ", " + altreForme + ")"); 
      } 
      rs.close(); 
      stmt2.close(); 
      stmt3.close(); 
      
     }catch (SQLException e)  
     { 
            System.out.println("Errore nella query pagamenti " + e.toString()); 
            esito = false; 
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     } 
     return esito; 
    } 
     
     
     
    /** 
     * Crea la tabella con i clienti e relativa somma di volte che si reca al  
     * supermercato nell'arco di tempo del time frame, degli ultimi due terzi  
     * del time frame e dell'ultimo terzo di time frame. 
     * Anche in questo metodo la logica di calcolo è come in pagamenti ma la  
     * condizione ora è posta sulle date di inizio e fine della finestra 
temporale 
     * considerata. 
   * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @param freq arco temporale del time frame espresso in giorni, utilizzato  
     *             calcolo dell'inizio del time frame nel caso degli ultimi due 
     *             terzi e nell'ultimo terzo. 
     * @return esito boolean per verifica. 
     */ 
    public static boolean frequency(int dataInizioTimeFrame, int 
dataFineTimeFrame, int freq) 
    { 
     double frequenza2_3 = (double)freq * 2/3; 
     int fr_2_3 = (int) frequenza2_3; 
     int primoGiornoTF2_3 = dataFineTimeFrame - fr_2_3; 
      
     double frequenza1_3 = (double)freq * 1/3; 
     int fr1_3 = (int) frequenza1_3; 
     int primoGiornoTF1_3 = dataFineTimeFrame - fr1_3; 
        
      
     int cliente = 0; 
     int frequency = 0; 
     int frequency2_3 = 0; 
     int frequency1_3 = 0; 
      
     boolean esito = true; 
      
     try 
         {  
       Statement stmt = con.createStatement(); 
          stmt.execute("CREATE TABLE FREQUENCY(CLIENTE_ID number, 
FREQUENCY number, FREQUENCY2_3 number, FREQUENCY1_3 number)"); 
          stmt.close(); 
           
          Statement stmt2 = con.createStatement(); 
          ResultSet rs = stmt2.executeQuery("select temp.cliente_id, 
sum(case when temp.data_id between " + dataInizioTimeFrame + " and " + 
dataFineTimeFrame + " then 1 else 0 end) as frequency, sum(case when 
temp.data_id between " + primoGiornoTF2_3 + " and " + dataFineTimeFrame + " then 
1 else 0 end) as frequency2_3, sum(case when temp.data_id between " + 
primoGiornoTF1_3 + " and " + dataFineTimeFrame + " then 1 else 0 end) as 
frequency1_3 from (select distinct CONTIPIRUZZA.NEW_VENDUTO.CLIENTE_ID, 
contipiruzza.NEW_VENDUTO.data_id from contipiruzza.NEW_VENDUTO)temp group by 
temp.cliente_id order by temp.cliente_id"); 
          Statement stmt3 = con.createStatement(); 
           
          while(rs.next()) 
          { 
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           cliente = rs.getInt(1); 
           frequency = rs.getInt(2); 
           frequency2_3 = rs.getInt(3); 
           frequency1_3 = rs.getInt(4); 
           stmt3.execute("INSERT INTO FREQUENCY(CLIENTE_ID, 
FREQUENCY, FREQUENCY2_3, FREQUENCY1_3) VALUES (" + cliente + ", " + frequency + 
", " + frequency2_3 + ", " + frequency1_3 + ")"); 
          } 
          rs.close(); 
          stmt2.close(); 
          stmt3.close(); 
               
         }catch(SQLException e) 
         { 
                System.out.println("Errore nella query frequency " + 
e.toString()); 
                esito = false; 
            } 
         return esito; 
    } 
     
     
 
   /** 
     * Crea la tabella con i clienti e la relativa somma dei giorni che 
intercorrono  
     * tra un acquisto e l'altro, sommando dal primo all'ultimo acquisto. 
     * La particolarità di questo metodo sta nel fatto che è l'unico metodo in 
cui si può  
     * apprezzare la potenzialità del linguaggio java. 
     * Una volta memorizzato nel resultset il risultato della query, facciamo un 
controllo  
     * sui clienti: se il cliente è uguale a quello successivo sommiamo la 
differenza tra un  
     * acquisto, quando il cliente cambia si memorizza la somma nella tabella 
apposita e azzerando 
     * la variabile somma si rinizia l'operazione per il cliente successivo, se 
esiste. 
     * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @return esito boolean per verifica. 
    */ 
     
 
   public static boolean distanzaTemporaleAcquisto() 
    { 
     int cliente = 0; 
     int cliente2 = 0; 
     int data = 0; 
     int data2 = 0; 
     int differenza = 0; 
     int somma = 0; 
      
     boolean esito = true; 
     try  
     { 
      Statement stmt = con.createStatement(); 
      ResultSet rs = stmt.executeQuery("SELECT * FROM 
GIORNI_ACQUISTI_CLIENTI"); 
      ResultSet rs2 = rs; 
       
92 
 
       
      Statement stmt2 = con.createStatement(); 
      stmt2.execute("CREATE TABLE DISTANZA(CLIENTE_ID number, DISTANZA 
number)"); 
       
      Statement stmt3 = con.createStatement(); 
      rs2.next(); 
       
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       data = rs.getInt(2);        
        
       if(rs2.next()) 
       { 
        cliente2 = rs2.getInt(1); 
           data2 = rs2.getInt(2); 
            
           if(cliente == cliente2) 
           { 
            differenza = data2 - data; 
            somma += differenza; 
             
           } 
           else //somma contiene il totale delle differenze della 
data per cliente 
           { 
            stmt3.execute("INSERT INTO DISTANZA(CLIENTE_ID, 
DISTANZA) VALUES (" + cliente + ", " + somma + ")"); 
            somma = 0; 
           } 
       }//fine if(rs2.next()) 
        
      } 
       
      rs.close(); 
      rs2.close(); 
      stmt.close(); 
      stmt2.close(); 
      stmt.close(); 
        }catch(Exception x) 
     { 
      System.out.println("Errore nel vettore delle distanze " + 
x.toString()); 
      esito = false; 
     } 
         
        return esito; 
} 
     
   /** 
  * Crea la tabella con i clienti e relativa somma dei giorni che 
intercorrono 
  * dall'ultimo acquisto fatto alla fine del time frame. 
  * L'operazione viene attuata come semplice differenza tra la data di fine 
time 
  * frame passata da parametro e i valori della colonna di ultimo acquisto 
della  
  * tabella primo_ultimo_day_clienti. 
     * @param dataFineTFe identificativo della data di fine time frame. 
     * @return esito boolean per verifica. 
  */ 
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    public static boolean recency(int dataFineTF) 
 { 
  int cliente = 0; 
  int recency = 0; 
  boolean esito = true; 
   
  try 
  {  
   Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE RECENCY (CLIENTE_ID number, RECENCY 
number)"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
   ResultSet rs = stmt2.executeQuery("SELECT 
contipiruzza.primo_ultimo_day_clienti.cliente_id, (" + dataFineTF + "  - 
contipiruzza.primo_ultimo_day_clienti.ultimo_acquisto) as recency from 
contipiruzza.primo_ultimo_day_clienti");  
    
   Statement stmt3 = con.createStatement(); 
    
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    recency = rs.getInt(2); 
    stmt3.execute("INSERT INTO RECENCY (CLIENTE_ID, RECENCY) 
VALUES(" + cliente + ", " + recency + ")"); 
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
    
  }catch (SQLException e) 
  { 
   System.out.println("Errore in recency " + e.toString()); 
   esito =  false; 
  } 
    return esito; 
 } 
   
     
    
    
    
    /** 
  * Crea la tabella con i clienti e relativa somma dei giorni che 
intercorrono 
  * dal primo acquisto fatto alla fine del time frame. 
  * L'operazione è fatta come una somma algebrica tra i campi di distanza e 
recency. 
  * @return esito boolean per verifica. 
  */ 
 public static boolean lor() 
 { 
  int cliente = 0; 
  int lor = 0; 
  boolean esito = true; 
   
  try 
  { 
   Statement stmt = con.createStatement(); 
94 
 
   stmt.execute("CREATE TABLE LOR (CLIENTE_ID number, LOR 
number)"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
   ResultSet rs = stmt2.executeQuery("select 
contipiruzza.recency.cliente_id, (contipiruzza.distanza.distanza + 
contipiruzza.recency.recency) as lor from contipiruzza.distanza, 
contipiruzza.recency where contipiruzza.distanza.cliente_id = 
contipiruzza.recency.cliente_id"); 
   Statement stmt3 = con.createStatement(); 
   while(rs.next()) 
   { 
     
    cliente = rs.getInt(1); 
    lor = rs.getInt(2); 
    stmt3.execute("INSERT INTO LOR(CLIENTE_ID, LOR) VALUES 
(" + cliente + ", " + lor + ")"); 
     
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
  }catch (SQLException e) 
  { 
   System.out.println("Errore nel metodo lor " + e.toString()); 
   esito = false; 
  } 
  return esito; 
   
 } 
  
  
  
 /** 
  * Crea la tabella con i clienti e la media delle volte che si reca al  
  * supermercato, calcolata come frequenza diviso la distanza (periodo di 
tempo  
  * che intercorre dal primo acquisto all'ultimo acquisto del cliente 
stesso). 
  * Tale misura è calcolata sia per l'interno time frame che per i suoi 
ultimi 
  * due terzi, che per l'ultimo terzo. 
  * @return esito boolean per verifica. 
  */ 
 public static boolean meanFrequency() 
 { 
  int cliente = 0; 
  int meanFreq = 0;  
  int meanFreq2_3 = 0;  
  int meanFreq1_3 = 0;  
  boolean esito = true; 
   
  try 
  { 
   Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE MEAN_FREQUENCY (CLIENTE_ID number, 
MEAN_FREQUENCY number, MEAN_FREQUENCY2_3 number, MEAN_FREQUENCY1_3 number)"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
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   ResultSet rs = stmt2.executeQuery("select 
contipiruzza.distanza.cliente_id, (case when contipiruzza.distanza.distanza>0 
then contipiruzza.frequency.frequency / contipiruzza.distanza.distanza else 0 
end) as mean_frequency, (case when contipiruzza.distanza.distanza>0 then 
contipiruzza.frequency.frequency2_3 / contipiruzza.distanza.distanza else 0 end) 
as mean_frequency2_3, (case when contipiruzza.distanza.distanza>0 then 
contipiruzza.frequency.frequency1_3 / contipiruzza.distanza.distanza else 0 end) 
as mean_frequency1_3 from contipiruzza.distanza, contipiruzza.frequency where 
contipiruzza.distanza.cliente_id = contipiruzza.frequency.cliente_id"); 
 
   Statement stmt3 = con.createStatement(); 
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    meanFreq = rs.getInt(2); 
    meanFreq2_3 = rs.getInt(3); 
    meanFreq1_3 = rs.getInt(4); 
     
    stmt3.execute("INSERT INTO MEAN_FREQUENCY(CLIENTE_ID, 
MEAN_FREQUENCY, MEAN_FREQUENCY2_3, MEAN_FREQUENCY1_3) VALUES (" + cliente + ", " 
+ meanFreq + ", " + meanFreq2_3 + ", " + meanFreq1_3 + ")"); 
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
  }catch(SQLException e) 
  { 
   System.out.println("Errore nel metodo meanFrequency " + 
e.toString()); 
   esito = false; 
  } 
  return esito; 
 } 
   
  
  
 /** 
  * Crea la tabella con i clienti e la relativa media della spesa calcolata 
come 
  * rapporto tra monetary e distanza (periodo di tempo che intercorre dal 
primo  
  * acquisto all'ultimo acquisto del cliente stesso). 
  * @return esito boolean per verifica. 
  */ 
 public static boolean meanMonetary() 
 { 
  int cliente = 0; 
  int meanMon = 0; 
  boolean esito = true; 
   
  try 
  { 
   Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE MEAN_MONETARY (CLIENTE_ID number, 
MEAN_MONETARY number)"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
   ResultSet rs = stmt2.executeQuery("select 
contipiruzza.monetary.cliente_id, (case when contipiruzza.DISTANZA.DISTANZA > 0 
then contipiruzza.monetary.monetary / contipiruzza.distanza.distanza else 0 end) 
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as monetary from contipiruzza.monetary, contipiruzza.distanza where 
contipiruzza.monetary.cliente_id = contipiruzza.distanza.cliente_id "); 
   
   Statement stmt3 = con.createStatement(); 
    
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    meanMon = rs.getInt(2); 
     
    stmt3.execute("INSERT INTO MEAN_MONETARY (CLIENTE_ID, 
MEAN_MONETARY) VALUES (" + cliente + ", " + meanMon + ")"); 
   } 
    
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
  }catch(SQLException e) 
  { 
   System.out.println("Errore nel metodo meanMonetary " + 
e.toString()); 
   esito = false; 
  } 
   
  return esito; 
 } 
 
   
 /** 
  * Crea la tabella con i clienti e la rispettiva varianza nell'arco 
dell'interno 
  * time frame, degli ultimi due terzi di time frame e dell'ultimo terzo di 
time 
  * frame. 
  * @return esito boolean per verifica. 
  */ 
 public static boolean varianza() 
 { 
  int cliente = 0; 
  int varianza = 0; 
  int varianza2_3 = 0; 
  int varianza1_3 = 0; 
   
  boolean esito = true; 
   
  try 
  { 
   Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE VARIANZA (CLIENTE_ID number, 
VARIANZA number, VARIANZA2_3 number, VARIANZA1_3 number )"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
   ResultSet rs = stmt2.executeQuery("select 
contipiruzza.frequency.cliente_id, (case when contipiruzza.frequency.frequency > 
0 then (contipiruzza.distanza.distanza - 
contipiruzza.mean_frequency.mean_frequency)/ contipiruzza.frequency.frequency 
else 0 end) as varianza, (case when contipiruzza.frequency.frequency2_3 > 0 
then( contipiruzza.distanza.distanza - 
contipiruzza.mean_frequency.mean_frequency2_3)/ 
contipiruzza.frequency.frequency2_3 else 0 end) as varianza2_3, (case when 
contipiruzza.frequency.frequency1_3 > 0 then( contipiruzza.distanza.distanza - 
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contipiruzza.mean_frequency.mean_frequency1_3)/ 
contipiruzza.frequency.frequency1_3 else 0 end) as varianza1_3 from 
contipiruzza.frequency, contipiruzza.distanza,  contipiruzza.mean_frequency 
where contipiruzza.distanza.cliente_id = contipiruzza.frequency.cliente_id and 
contipiruzza.distanza.cliente_id =  contipiruzza.mean_frequency.cliente_id"); 
   Statement stmt3 = con.createStatement(); 
    
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    varianza = rs.getInt(2); 
    varianza2_3 = rs.getInt(3); 
    varianza1_3 = rs.getInt(4); 
     
    stmt3.execute("INSERT INTO VARIANZA (CLIENTE_ID, 
VARIANZA, VARIANZA2_3, VARIANZA1_3) VALUES (" + cliente + ", " + varianza + ", " 
+ varianza2_3 + ", " + varianza1_3 + ")"); 
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
  }catch(SQLException e) 
  { 
   System.out.println("Errore nel metodo varianza"); 
   esito = false; 
  } 
  return esito; 
 } 
 
    //Statistiche di redenzione 
  
    /** 
     * Crea la tabella con i clienti e il rispettivo numero di volte che 
risponde ad  
     * una generica tipologia di promozione. 
     * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @return esito boolean per verifica. 
     */ 
 public static boolean redenzioneGenerale(int dataInizioTimeFrame, int 
dataFineTimeFrame) 
    { 
  int cliente = 0; 
  int redenzioneGenerale = 0; 
  boolean esito = true; 
  
     try 
     { 
      Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE RED_GENERALE(CLIENTE_ID number, 
RED_GENERALE number)"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
   String query = "select contipiruzza.new_venduto.cliente_id, " 
+ 
     "count(*) AS redentionGenerale " + 
     "from  contipiruzza.new_venduto, " + 
     "contipiruzza.negozi_date " + 
     "where " + 
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     "contipiruzza.new_venduto.data_id = 
contipiruzza.negozi_date.data_id " + 
     "and contipiruzza.new_venduto.data_id between " 
+dataInizioTimeFrame+ 
     " and " + dataFineTimeFrame + 
     "group by contipiruzza.new_venduto.cliente_id " + 
     "order by contipiruzza.new_venduto.cliente_id"; 
    
   ResultSet rs = stmt2.executeQuery(query); 
    
   Statement stmt3 = con.createStatement(); 
   
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    redenzioneGenerale = rs.getInt(2); 
     
  
    String q = "INSERT INTO RED_GENERALE(CLIENTE_ID, 
RED_GENERALE) VALUES (" + cliente +", "+ redenzioneGenerale +")"; 
    stmt3.execute(q); 
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
      }catch (SQLException e) 
         { 
       e.printStackTrace(); 
   System.out.println("Errore in redenzione " + e.toString()); 
   esito = false; 
 } 
     return esito; 
    } 
     
 
     
 /** 
  * Crea la stringa per la creazione della tabella RED_SETTORE1_3 
  * contenente due colonne per ogni settore coinvolto nelle promozioni 
  * passate: red_settore1_3 e mean_red_settore1_3 
  * (facenti parte delle statistiche di redenzione) 
  * @param COD_SETT codice del settore 
  * @return s: la stringa per la creazione della tabella RED_SETTORE1_3 
  */ 
  
 public static String creaStringaToCreateRed1_3(int COD_SETT) 
 { 
   
  String s = null; 
   
  s = ", RED_SETTORE1_3_"+COD_SETT+" number, 
MEAN_RED_SETTORE1_3_"+COD_SETT+" number"; 
   
  return s; 
 } 
 
 /** 
  * Crea la stringa per l'inserzione dei valori nella tabella 
RED_SETTORE1_3 
  * contenente due colonne per ogni settore coinvolto nelle promozioni 
  * passate: red_settore1_3 e mean_red_settore1_3 
  * (facenti parte delle statistiche di redenzione) 
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  * @param COD_SETT codice del settore 
  * @return s: la stringa per la creazione della tabella RED_SETTORE1_3 
  */ 
 
 public static String creaStringaToInsertRed1_3(int COD_SETT){ 
   
  String s = null; 
   
  s = ", RED_SETTORE1_3_"+COD_SETT+", MEAN_RED_SETTORE1_3_"+COD_SETT; 
   
  return s; 
 } 
   
 /** 
     * Crea la tabella RED_SETTORE1_3 con i clienti e il numero di volte in cui 
essi acquistano  
     * un articolo in promozione appartenente allo stesso settore nell'ultimo 
terzo del time frame. 
     * @param dataInizioTimeFrame1_3 identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame1_3 identificativo della data di fine time frame. 
     */ 
    public static void redenzioneSettore1_3(int dataInizioTimeFrame1_3, int 
dataFineTimeFrame1_3) 
    { 
  Vector <Integer> ID_clienti1_3 = new Vector<Integer>(); 
  Vector <Integer> ID_settori1_3 = new Vector<Integer>(); 
   
  String queryToCreate = null; 
  String queryToInsert = null; 
   
  String queryToCreate2 = null; 
  String queryToCreate3 = null; 
 
  String tmp = ""; 
  String tmp1 = ""; 
   
  double stat1 = -1; 
  double stat2 = -1; 
   
  try 
  { 
   // creiamo la tabella temporanea RED_SETTORE_TEMP1_3 
   queryToCreate2 = "CREATE TABLE RED_SETTORE_TEMP1_3 
(CLIENTE_ID, COD_SETT, RED_SETTORE1_3) AS (select temp.cliente_id, 
temp.cod_sett, count(*) as RED_SETTORE1_3 from (select distinct 
contipiruzza.new_venduto.cliente_id, contipiruzza.new_venduto.COD_SETT, 
contipiruzza.new_venduto.N_SCONTRINI from contipiruzza.new_venduto, 
contipiruzza.negozi_date where contipiruzza.new_venduto.data_id = 
contipiruzza.negozi_date.data_id and contipiruzza.new_venduto.data_id between " 
+dataInizioTimeFrame1_3+" and "+dataFineTimeFrame1_3+") temp group by 
temp.cliente_id, temp.cod_sett)"; 
   Statement stmt = con.createStatement(); 
   ResultSet rs = stmt.executeQuery(queryToCreate2); 
   System.out.println("CREATA TABELLA RED_SETTORE_TEMP1_3"); 
    
   // creaimo la seconda tabella temporanea 
RED_SETTORE_TEMP1_3_NEW 
   queryToCreate3 = "CREATE TABLE RED_SETTORE_TEMP1_3_NEW 
(CLIENTE_ID, COD_SETT, FREQUENCY1_3, RED_SETTORE1_3, MEAN_RED_SETTORE1_3) AS 
(SELECT contipiruzza.RED_SETTORE_TEMP1_3.cliente_id, 
contipiruzza.RED_SETTORE_TEMP1_3.cod_sett, 
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contipiruzza.FREQUENCY.FREQUENCY1_3,contipiruzza.RED_SETTORE_TEMP1_3.red_settore
1_3, (CASE WHEN(contipiruzza.frequency.frequency1_3 > 0) THEN 
contipiruzza.RED_SETTORE_TEMP1_3.red_settore1_3 / 
contipiruzza.frequency.frequency1_3 ELSE 0 END) AS mean_red_settore1_3 FROM 
contipiruzza.RED_SETTORE_TEMP1_3, contipiruzza.frequency WHERE 
contipiruzza.frequency.cliente_id = 
contipiruzza.RED_SETTORE_TEMP1_3.cliente_id)"; 
   Statement stmt1 = con.createStatement(); 
   ResultSet rs1 = stmt1.executeQuery(queryToCreate3); 
   System.out.println("CREATA TABELLA RED_SETTORE_TEMP1_3_NEW"); 
    
   System.out.println("... passiamo alla traslazione ..."); 
    
   // memorizziamo gli id dei clienti 
   Statement stmt2 = con.createStatement(); 
   ResultSet rs2 = stmt2.executeQuery("select distinct 
contipiruzza.RED_SETTORE_TEMP1_3_NEW.cliente_id from 
contipiruzza.RED_SETTORE_TEMP1_3_NEW"); 
    
   while(rs2.next()){     
    ID_clienti1_3.addElement(rs2.getInt("cliente_id")); 
   } 
    
   // memorizziamo gli id dei settori 
   Statement stmt3 = con.createStatement(); 
   ResultSet rs3 = stmt3.executeQuery("select distinct 
contipiruzza.RED_SETTORE_TEMP1_3_NEW.cod_sett from 
contipiruzza.RED_SETTORE_TEMP1_3_NEW"); 
   while(rs3.next()){     
    ID_settori1_3.addElement(rs3.getInt("cod_sett")); 
   } 
    
   /* 
    * il risultato della traslazione deve essere una tabella 
RED_SETTORE1_3 
    * avente un campo cliente_id e tanti campi per quanti sono i 
settori 
    * coinvolti nelle promozioni passate 
    */ 
    
   queryToCreate = "CREATE TABLE RED_SETTORE1_3 (CLIENTE_ID 
number"; 
   queryToInsert = "INSERT INTO RED_SETTORE1_3 (CLIENTE_ID"; 
    
   for(int j=0; j< ID_settori1_3.size(); j++) 
   { 
    /* 
     * per ogni settore creiamo i due nuovi campi 
     * RED_SETTORE1_3, MEAN_RED_SETTORE1_3 
     */    
    tmp = 
creaStringaToCreateRed1_3(ID_settori1_3.elementAt(j)); 
    tmp1 = 
creaStringaToInsertRed1_3(ID_settori1_3.elementAt(j)); 
    queryToCreate = queryToCreate + tmp; 
    queryToInsert = queryToInsert + tmp1; 
   } 
   queryToCreate = queryToCreate + ")"; 
   queryToInsert = queryToInsert + ")"; 
    
   // 
   Statement stmt4 = con.createStatement(); 
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   stmt4.executeQuery(queryToCreate); 
    
   /* 
    * A questo punto inseriamo un nuovo record nella tabella 
RED_SETTORE1_3 
    * per ogni cliente che ha acquistato articoli nei settori 
coinvolti 
    * in promozioni passate 
    */ 
    
   System.out.println("INIZIO CREAZIONE TABELLA 
RED_SETTORE1_3..."); 
    
   Statement stmt5 = con.createStatement(); 
   Statement stmt6 = con.createStatement(); 
    
   ResultSet rs5 = null; 
   for(int h=0; h< ID_clienti1_3.size(); h++) 
   {// per ogni cliente 
     
    String valori = "("+ID_clienti1_3.elementAt(h); 
     
    for(int k=0; k< ID_settori1_3.size(); k++) 
    {// per ogni settore 
      
     rs5 = stmt5.executeQuery("select 
contipiruzza.RED_SETTORE_TEMP1_3_NEW.RED_SETTORE1_3, 
contipiruzza.RED_SETTORE_TEMP1_3_NEW.MEAN_RED_SETTORE1_3 from 
contipiruzza.RED_SETTORE_TEMP1_3_NEW WHERE 
CONTIPIRUZZA.RED_SETTORE_TEMP1_3_NEW.CLIENTE_ID = "+ID_clienti1_3.elementAt(h)+" 
and contipiruzza.RED_SETTORE_TEMP1_3_NEW.cod_sett = 
"+ID_settori1_3.elementAt(k)); 
      
     if(rs5.next()) 
     { 
      stat1 = rs5.getDouble("red_settore1_3"); 
      stat2 = 
rs5.getDouble("mean_red_settore1_3"); 
      
      valori = valori+","+stat1+","+stat2; 
     } 
     else 
     { 
      valori = valori+",0,0"; 
     } 
    } 
    valori = valori + ")"; 
    String temporanea = queryToInsert +" VALUES "+valori; 
    stmt6.executeQuery(temporanea);    
   } 
    
   rs.close(); 
   rs1.close(); 
   rs2.close(); 
   rs3.close(); 
   rs5.close(); 
   stmt.close(); 
   stmt1.close(); 
   stmt2.close(); 
   stmt3.close(); 
   stmt4.close(); 
   stmt5.close(); 
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   stmt6.close(); 
    
   System.out.println("CREATA TABELLA RED_SETTORE1_3"); 
     }catch (SQLException e) 
        { 
      System.out.println("Errore in redenzione settore " + e.toString()); 
        } 
    } 
     
     
 /** 
  * Crea la stringa per la creazione della tabella RED_SETTORE2_3 
  * contenente due colonne per ogni settore coinvolto nelle promozioni 
  * passate: red_settore2_3 e mean_red_settore2_3 
  * (facenti parte delle statistiche di redenzione) 
  * @param COD_SETT codice del settore 
  * @return s: la stringa per la creazione della tabella RED_SETTORE2_3 
  */ 
  
 public static String creaStringaToCreateRed2_3(int COD_SETT) 
 { 
   
  String s = null; 
   
  s = ", RED_SETTORE2_3_"+COD_SETT+" number, 
MEAN_RED_SETTORE2_3_"+COD_SETT+" number"; 
   
  return s; 
 } 
 
 /** 
  * Crea la stringa per l'inserzione dei valori nella tabella 
RED_SETTORE2_3 
  * contenente due colonne per ogni settore coinvolto nelle promozioni 
  * passate: red_settore2_3 e mean_red_settore2_3 
  * (facenti parte delle statistiche di redenzione) 
  * @param COD_SETT codice del settore 
  * @return s: la stringa per la creazione della tabella RED_SETTORE2_3 
  */ 
 
 public static String creaStringaToInsertRed2_3(int COD_SETT){ 
   
  String s = null; 
   
  s = ", RED_SETTORE2_3_"+COD_SETT+", MEAN_RED_SETTORE2_3_"+COD_SETT; 
   
  return s; 
 } 
   
 /** 
     * Crea la tabella RED_SETTORE2_3 con i clienti e il numero di volte in cui 
essi acquistano  
     * un articolo in promozione appartenente allo stesso settore negli ultimi 
2/3 del time frame. 
     * @param dataInizioTimeFrame2_3 identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame2_3 identificativo della data di fine time frame. 
     */ 
    public static void redenzioneSettore2_3(int dataInizioTimeFrame2_3, int 
dataFineTimeFrame2_3) 
    { 
  Vector <Integer> ID_clienti2_3 = new Vector<Integer>(); 
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  Vector <Integer> ID_settori2_3 = new Vector<Integer>(); 
   
  String queryToCreate = null; 
  String queryToInsert = null; 
   
  String queryToCreate2 = null; 
  String queryToCreate3 = null; 
   
  String tmp = ""; 
  String tmp1 = ""; 
   
  double stat1 = -1; 
  double stat2 = -1; 
   
  try 
  { 
   // creiamo la tabella temporanea RED_SETTORE_TEMP2_3 
   queryToCreate2 = "CREATE TABLE RED_SETTORE_TEMP2_3 
(CLIENTE_ID, COD_SETT, RED_SETTORE2_3) AS (select temp.cliente_id, 
temp.cod_sett, count(*) as RED_SETTORE2_3 from (select distinct 
contipiruzza.new_venduto.cliente_id, contipiruzza.new_venduto.COD_SETT, 
contipiruzza.new_venduto.N_SCONTRINI from contipiruzza.new_venduto, 
contipiruzza.negozi_date where contipiruzza.new_venduto.data_id = 
contipiruzza.negozi_date.data_id and contipiruzza.new_venduto.data_id between " 
+dataInizioTimeFrame2_3+" and "+dataFineTimeFrame2_3+") temp group by 
temp.cliente_id, temp.cod_sett)"; 
   Statement stmt = con.createStatement(); 
   ResultSet rs = stmt.executeQuery(queryToCreate2); 
   System.out.println("CREATA TABELLA RED_SETTORE_TEMP2_3"); 
    
   // creaimo la seconda tabella temporanea 
RED_SETTORE_TEMP2_3_NEW 
   queryToCreate3 = "CREATE TABLE RED_SETTORE_TEMP2_3_NEW 
(CLIENTE_ID, COD_SETT, FREQUENCY2_3, RED_SETTORE2_3, MEAN_RED_SETTORE2_3) AS 
(SELECT contipiruzza.RED_SETTORE_TEMP2_3.cliente_id, 
contipiruzza.RED_SETTORE_TEMP2_3.cod_sett, 
contipiruzza.FREQUENCY.FREQUENCY2_3,contipiruzza.RED_SETTORE_TEMP2_3.red_settore
2_3, (CASE WHEN(contipiruzza.frequency.frequency2_3 > 0) THEN 
contipiruzza.RED_SETTORE_TEMP2_3.red_settore2_3 / 
contipiruzza.frequency.frequency2_3 ELSE 0 END) AS mean_red_settore2_3 FROM 
contipiruzza.RED_SETTORE_TEMP2_3, contipiruzza.frequency WHERE 
contipiruzza.frequency.cliente_id = 
contipiruzza.RED_SETTORE_TEMP2_3.cliente_id)"; 
   Statement stmt1 = con.createStatement(); 
   ResultSet rs1 = stmt1.executeQuery(queryToCreate3); 
   System.out.println("CREATA TABELLA RED_SETTORE_TEMP2_3_NEW"); 
    
   System.out.println("... passiamo alla traslazione ..."); 
    
   // memorizziamo gli id dei clienti 
   Statement stmt2 = con.createStatement(); 
   ResultSet rs2 = stmt2.executeQuery("select distinct 
contipiruzza.RED_SETTORE_TEMP2_3_NEW.cliente_id from 
contipiruzza.RED_SETTORE_TEMP2_3_NEW"); 
   while(rs2.next()){     
    ID_clienti2_3.addElement(rs2.getInt("cliente_id")); 
   } 
    
   // memorizziamo gli id dei settori 
   Statement stmt3 = con.createStatement(); 
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   ResultSet rs3 = stmt3.executeQuery("select distinct 
contipiruzza.RED_SETTORE_TEMP2_3_NEW.cod_sett from 
contipiruzza.RED_SETTORE_TEMP2_3_NEW"); 
   while(rs3.next()){     
    ID_settori2_3.addElement(rs3.getInt("cod_sett")); 
   } 
    
   /* 
    * il risultato della traslazione deve essere una tabella 
RED_SETTORE2_3 
    * avente un campo cliente_id e tanti campi per quanti sono i 
settori 
    * coinvolti nelle promozioni passate 
    */ 
    
   queryToCreate = "CREATE TABLE RED_SETTORE2_3 (CLIENTE_ID 
number"; 
   queryToInsert = "INSERT INTO RED_SETTORE2_3 (CLIENTE_ID"; 
    
   for(int j=0; j< ID_settori2_3.size(); j++) 
   { 
    /* 
     * per ogni settore creiamo i due nuovi campi 
     * RED_SETTORE2_3, MEAN_RED_SETTORE2_3 
     */    
    tmp = 
creaStringaToCreateRed2_3(ID_settori2_3.elementAt(j)); 
    tmp1 = 
creaStringaToInsertRed2_3(ID_settori2_3.elementAt(j)); 
    queryToCreate = queryToCreate + tmp; 
    queryToInsert = queryToInsert + tmp1; 
   } 
   queryToCreate = queryToCreate + ")"; 
   queryToInsert = queryToInsert + ")"; 
    
   // 
   Statement stmt4 = con.createStatement(); 
   stmt4.executeQuery(queryToCreate); 
    
   /* 
    * A questo punto inseriamo un nuovo record nella tabella 
RED_SETTORE2_3 
    * per ogni cliente che ha acquistato articoli nei settori 
coinvolti 
    * in promozioni passate 
    */ 
    
   System.out.println("INIZIO CREAZIONE TABELLA 
RED_SETTORE2_3..."); 
    
   Statement stmt5 = con.createStatement(); 
   Statement stmt6 = con.createStatement(); 
   ResultSet rs5 = null; 
    
   for(int h=0; h< ID_clienti2_3.size(); h++) 
   {// per ogni cliente 
     
    String valori = "("+ID_clienti2_3.elementAt(h); 
     
    for(int k=0; k< ID_settori2_3.size(); k++) 
    {// per ogni settore 
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     rs5 = stmt5.executeQuery("select 
contipiruzza.RED_SETTORE_TEMP2_3_NEW.RED_SETTORE2_3, 
contipiruzza.RED_SETTORE_TEMP2_3_NEW.MEAN_RED_SETTORE2_3 from 
contipiruzza.RED_SETTORE_TEMP2_3_NEW WHERE 
CONTIPIRUZZA.RED_SETTORE_TEMP2_3_NEW.CLIENTE_ID = "+ID_clienti2_3.elementAt(h)+" 
and contipiruzza.RED_SETTORE_TEMP2_3_NEW.cod_sett = 
"+ID_settori2_3.elementAt(k)); 
      
     if(rs5.next()) 
     { 
      stat1 = rs5.getDouble("red_settore2_3"); 
      stat2 = 
rs5.getDouble("mean_red_settore2_3"); 
       
      valori = valori+","+stat1+","+stat2; 
     } 
     else 
     { 
      valori = valori+",0,0"; 
     } 
    } 
    valori = valori + ")"; 
    String temporanea = queryToInsert +" VALUES "+valori; 
    stmt6.executeQuery(temporanea);    
   } 
    
   rs.close(); 
   rs1.close(); 
   rs2.close(); 
   rs3.close(); 
   rs5.close(); 
   stmt.close(); 
   stmt1.close(); 
   stmt2.close(); 
   stmt3.close(); 
   stmt4.close(); 
   stmt5.close(); 
   stmt6.close(); 
    
   System.out.println("CREATA TABELLA RED_SETTORE2_3"); 
    
     }catch (SQLException e) 
        { 
      System.out.println("Errore in redenzione settore " + e.toString()); 
        } 
    } 
 
     
 /** 
  * Crea la stringa per la creazione della tabella RED_SETTORE 
  * contenente quattro colonne per ogni settore coinvolto nelle promozioni 
  * passate: red_settore, red_relativa_settore, mean_red_settore, 
mean_red_relativa_settore 
  * (facenti parte delle statistiche di redenzione) 
  * @param COD_SETT 
  * @return s: la stringa per la creazione della tabella RED_SETTORE 
  */ 
  
 public static String creaStringaToCreateRed(int COD_SETT) 
 { 
   
  String s = null; 
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  s = ", RED_SETTORE_"+COD_SETT+" number, 
RED_RELATIVA_SETTORE_"+COD_SETT+" number, MEAN_RED_SETTORE_"+COD_SETT+" number, 
MEAN_RED_RELATIVA_SETTORE_"+COD_SETT+" number"; 
   
  return s; 
 } 
 
 /** 
  * Crea la stringa per l'inserzione dei valori nella tabella RED_SETTORE 
  * contenente quattro colonne per ogni settore coinvolto nelle promozioni 
  * passate: red_settore, red_relativa_settore, mean_red_settore, 
mean_red_relativa_settore 
  * (facenti parte delle statistiche di redenzione) 
  * @param COD_SETT 
  * @return s: la stringa per la creazione della tabella RED_SETTORE 
  */ 
 
 public static String creaStringaToInsertRed(int COD_SETT){ 
   
  String s = null; 
   
  s = ", RED_SETTORE_"+COD_SETT+", RED_RELATIVA_SETTORE_"+COD_SETT+", 
MEAN_RED_SETTORE_"+COD_SETT+", MEAN_RED_RELATIVA_SETTORE_"+COD_SETT; 
   
  return s; 
 } 
     
     
 /** 
     * Crea la tabella RED_SETTORE con i clienti e il numero di volte in cui 
essi acquistano  
     * un articolo in promozione appartenente allo stesso settore. 
     * @param dataInizioTimeFrame identificativo della data di inizio time 
frame. 
     * @param dataFineTimeFrame identificativo della data di fine time frame. 
     * @return esito boolean per verifica. 
     */ 
    public static boolean redenzioneSettore(int dataInizioTimeFrame, int 
dataFineTimeFrame) 
    { 
  Vector <Integer> ID_clienti = new Vector<Integer>(); 
  Vector <Integer> ID_settori = new Vector<Integer>(); 
   
  String queryToCreate = null; 
  String queryToInsert = null; 
   
  String queryToCreate2 = null; 
  String queryToCreate3 = null; 
   
  String tmp = ""; 
  String tmp1 = ""; 
 
  int terzo = 0; 
  int dataInizio2_3 = 0; 
  int dataInizio1_3 = 0; 
   
  double stat1 = -1; 
  double stat2 = -1; 
  double stat3 = -1; 
  double stat4 = -1; 
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  boolean esito = true; 
   
  try 
  { 
   // creiamo la tabella temporanea RED_SETTORE_TEMP 
   queryToCreate2 = "CREATE TABLE RED_SETTORE_TEMP (CLIENTE_ID, 
COD_SETT, RED_SETTORE) AS (select temp.cliente_id, temp.cod_sett, count(*) as 
RED_SETTORE from (select distinct contipiruzza.new_venduto.cliente_id, 
contipiruzza.new_venduto.COD_SETT, contipiruzza.new_venduto.N_SCONTRINI from 
contipiruzza.new_venduto, contipiruzza.negozi_date where 
contipiruzza.new_venduto.data_id = contipiruzza.negozi_date.data_id and 
contipiruzza.new_venduto.data_id between " +dataInizioTimeFrame+" and 
"+dataFineTimeFrame+") temp group by temp.cliente_id, temp.cod_sett)"; 
   Statement stmt = con.createStatement(); 
   ResultSet rs = stmt.executeQuery(queryToCreate2); 
    
   System.out.println("CREATA TABELLA RED_SETTORE_TEMP"); 
    
   // creaimo la seconda tabella temporanea RED_SETTORE_TEMP1 
    
   queryToCreate3 = "CREATE TABLE RED_SETTORE_TEMP1 (CLIENTE_ID, 
COD_SETT, FREQUENCY, RED_SETTORE, RED_RELATIVA_SETTORE, MEAN_RED_SETTORE) AS 
(SELECT contipiruzza.red_settore_temp.cliente_id, 
contipiruzza.RED_SETTORE_TEMP.cod_sett, 
contipiruzza.FREQUENCY.FREQUENCY,contipiruzza.red_settore_temp.red_settore,(CASE 
WHEN(contipiruzza.distanza.distanza > 0) THEN 
contipiruzza.red_settore_temp.red_settore / contipiruzza.distanza.distanza ELSE 
0 END) AS red_relativa_settore,(CASE WHEN(contipiruzza.frequency.frequency > 0) 
THEN contipiruzza.red_settore_temp.red_settore / 
contipiruzza.frequency.frequency ELSE 0 END) AS mean_red_settore FROM 
contipiruzza.red_settore_temp, contipiruzza.distanza, contipiruzza.frequency 
WHERE contipiruzza.red_settore_temp.cliente_id = 
contipiruzza.distanza.cliente_id  AND contipiruzza.frequency.cliente_id = 
contipiruzza.red_settore_temp.cliente_id)"; 
   Statement stmt1 = con.createStatement(); 
    
   ResultSet rs1 = stmt1.executeQuery(queryToCreate3); 
   System.out.println("CREATA TABELLA RED_SETTORE_TEMP1"); 
    
   System.out.println("... passiamo alla traslazione ..."); 
    
   // memorizziamo gli id dei clienti 
   Statement stmt2 = con.createStatement(); 
   ResultSet rs2 = stmt2.executeQuery("select distinct 
contipiruzza.RED_SETTORE_TEMP1.cliente_id from contipiruzza.RED_SETTORE_TEMP1"); 
   while(rs2.next()){     
    ID_clienti.addElement(rs2.getInt("cliente_id")); 
   } 
    
   // memorizziamo gli id dei settori 
   Statement stmt3 = con.createStatement(); 
   ResultSet rs3 = stmt3.executeQuery("select distinct 
contipiruzza.RED_SETTORE_TEMP1.cod_sett from contipiruzza.RED_SETTORE_TEMP1"); 
   while(rs3.next()){     
    ID_settori.addElement(rs3.getInt("cod_sett")); 
   } 
    
   /* 
    * il risultato della traslazione deve essere una tabella 
RED_SETTORE 
    * avente un campo cliente_id e tanti campi per quanti sono i 
settori 
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    * coinvolti nelle promozioni passate 
    */ 
    
   queryToCreate = "CREATE TABLE RED_SETTORE (CLIENTE_ID number"; 
   queryToInsert = "INSERT INTO RED_SETTORE (CLIENTE_ID"; 
    
   for(int j=0; j< ID_settori.size(); j++) 
   { 
    /* 
     * per ogni settore creiamo i quattro nuovi campi 
     * RED_SETTORE, RED_RELATIVA_SETTORE, MEAN_RED_SETTORE 
     * e MEAN_RED_RELATIVA_SETTORE 
     */    
    tmp = creaStringaToCreateRed(ID_settori.elementAt(j)); 
    tmp1 = creaStringaToInsertRed(ID_settori.elementAt(j)); 
    queryToCreate = queryToCreate + tmp; 
    queryToInsert = queryToInsert + tmp1; 
   } 
   queryToCreate = queryToCreate + ")"; 
   queryToInsert = queryToInsert + ")"; 
    
   // 
   Statement stmt4 = con.createStatement(); 
   stmt4.executeQuery(queryToCreate); 
    
   /* 
    * A questo punto inseriamo un nuovo record nella tabella 
RED_SETTORE 
    * per ogni cliente che ha acquistato articoli nei settori 
coinvolti 
    * in passate promozioni 
    */ 
    
   System.out.println("INIZIO CREAZIONE TABELLA RED_SETTORE..."); 
    
   Statement stmt5 = con.createStatement(); 
   Statement stmt6 = con.createStatement(); 
    
   ResultSet rs5 = null; 
    
   for(int h=0; h< ID_clienti.size(); h++) 
   {// per ogni cliente 
     
    String valori = "("+ID_clienti.elementAt(h); 
     
    for(int k=0; k< ID_settori.size(); k++) 
    {// per ogni settore 
      
     rs5 = stmt5.executeQuery("select 
contipiruzza.RED_SETTORE_TEMP1.RED_SETTORE, 
contipiruzza.RED_SETTORE_TEMP1.RED_RELATIVA_SETTORE, 
contipiruzza.RED_SETTORE_TEMP1.MEAN_RED_SETTORE, (case when 
(contipiruzza.RED_SETTORE_TEMP1.FREQUENCY > 0) then 
contipiruzza.RED_SETTORE_TEMP1.RED_RELATIVA_SETTORE/contipiruzza.RED_SETTORE_TEM
P1.FREQUENCY else 0 end) as MEAN_RED_RELATIVA_SETTORE from 
contipiruzza.RED_SETTORE_TEMP1 WHERE CONTIPIRUZZA.RED_SETTORE_TEMP1.CLIENTE_ID = 
"+ID_clienti.elementAt(h)+" and contipiruzza.red_settore_temp1.cod_sett = 
"+ID_settori.elementAt(k)); 
      
     if(rs5.next()) 
     { 
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      stat1 = rs5.getDouble("red_settore"); 
      stat2 = 
rs5.getDouble("red_relativa_settore"); 
      stat3 = rs5.getDouble("mean_red_settore"); 
      stat4 = 
rs5.getDouble("mean_red_relativa_settore"); 
       
      valori = 
valori+","+stat1+","+stat2+","+stat3+","+stat4; 
     } 
     else 
     { 
      valori = valori+",0,0,0,0"; 
     } 
    }//fine for su settori 
     
    valori = valori + ")"; 
    String temporanea = queryToInsert +" VALUES "+valori; 
    stmt6.executeQuery(temporanea); 
     
   }// fine for su clienti 
    
   System.out.println("CREATA TABELLA RED_SETTORE"); 
    
   // vanno create anche la tabella RED_SETTORE2_3 
   // e RED_SETTORE1_3 
    
   terzo = (dataFineTimeFrame-dataInizioTimeFrame)/3; 
    
   System.out.println("terzo "+terzo); 
   dataInizio2_3 = dataFineTimeFrame - terzo - terzo; 
   System.out.println("dataInizio2_3"+dataInizio2_3); 
    
    
   redenzioneSettore2_3(dataInizio2_3, dataFineTimeFrame); 
    
   dataInizio1_3 = dataFineTimeFrame - terzo; 
   redenzioneSettore1_3(dataInizio1_3, dataFineTimeFrame);  
    
    
   rs.close(); 
   rs1.close(); 
   rs2.close(); 
   rs3.close(); 
   rs5.close(); 
   stmt.close(); 
   stmt1.close(); 
   stmt2.close(); 
   stmt3.close(); 
   stmt4.close(); 
   stmt5.close(); 
   stmt6.close(); 
    
     }catch (SQLException e) 
        { 
      System.out.println("Errore in redenzione settore " + e.toString()); 
      esito =  false; 
        } 
      
     return esito; 
    } 
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 /** 
  * Crea una tabella con cliente e la rispettiva redenzione relativa 
generale e 
  * redenzione relativa settoriale, la prima calcolata come rapporto tra la  
  * redenzione generale e il periodo che intercorre tra il primo acquisto e  
  * l'ultimo; la seconda è, invece, calcolata come rapporto tra la 
redenzione  
  * settoriale e il periodo che intercorre tra il primo acquisto e 
l'ultimo. 
  * @return esito boolean per verifica. 
  */ 
 public static boolean redenzioneRelativa() 
 { 
  int cliente = 0; 
  int redRelGen = 0; 
 
  boolean esito = true; 
   
  try 
  { 
   Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE RED_RELATIVA(CLIENTE_ID 
number,RED_RELATIVA_GENERALE number)"); 
   stmt.close(); 
 
   Statement stmt2 = con.createStatement(); 
   ResultSet rs = stmt2.executeQuery("select 
contipiruzza.red_generale.cliente_id, (case when contipiruzza.distanza.distanza 
> 0 then contipiruzza.red_generale.red_generale / contipiruzza.distanza.distanza 
else 0 end) as red_relativa_generale from contipiruzza.red_generale, 
contipiruzza.distanza, contipiruzza.red_settore where 
contipiruzza.red_generale.cliente_id = contipiruzza.distanza.cliente_id and 
contipiruzza.red_settore.cliente_id = contipiruzza.red_generale.cliente_id"); 
 
   Statement stmt3 = con.createStatement(); 
   
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    redRelGen = rs.getInt(2); 
   
    stmt3.execute("INSERT INTO RED_RELATIVA(CLIENTE_ID, 
RED_RELATIVA_GENERALE) VALUES (" + cliente + ", " + redRelGen + ")"); 
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
    
  }catch (SQLException e){ 
 
  System.out.println("Errore in redenzioneRelativa " + e.toString()); 
  esito = false; 
 } 
     return esito; 
} 
  
 /** 
  * Crea la tabella con i clienti e la rispettiva media sulle statistiche 
di  
  * redenzione generale, calcolate come rapporto tra esse e la frequenza 
  * @return esito boolean per verifica. 
  */ 
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 public static boolean meanRed() 
 { 
 
  int cliente = 0; 
  int meanRedGen = 0; 
  int meanRedGen2_3 = 0; 
  int meanRedGen1_3 = 0; 
  boolean esito = true; 
 
  try 
  { 
   Statement stmt = con.createStatement(); 
   stmt.execute("CREATE TABLE MEAN_RED (CLIENTE_ID number, 
MEAN_RED_GENERALE number, MEAN_RED_GENERALE2_3 number, MEAN_RED_GENERALE1_3 
number)"); 
   stmt.close(); 
    
   Statement stmt2 = con.createStatement(); 
   ResultSet rs = stmt2.executeQuery("select 
contipiruzza.red_generale.cliente_id, (case when 
contipiruzza.frequency.frequency > 0 then contipiruzza.red_generale.red_generale 
/ contipiruzza.frequency.frequency else 0 end) as mean_red_generale, (case when 
contipiruzza.frequency.frequency2_3 > 0 then 
contipiruzza.red_generale.red_generale / contipiruzza.frequency.frequency2_3 
else 0 end) as mean_red_generale2_3, (case when 
contipiruzza.frequency.frequency1_3 > 0 then 
contipiruzza.red_generale.red_generale / contipiruzza.frequency.frequency1_3 
else 0 end) as mean_red_generale1_3 from contipiruzza.frequency, 
contipiruzza.red_generale where contipiruzza.red_generale.cliente_id = 
contipiruzza.frequency.cliente_id"); 
   Statement stmt3 = con.createStatement(); 
   
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    meanRedGen = rs.getInt(2); 
    meanRedGen2_3 = rs.getInt(3); 
    meanRedGen1_3 = rs.getInt(4); 
     
    stmt3.execute("INSERT INTO MEAN_RED(CLIENTE_ID, 
MEAN_RED_GENERALE, MEAN_RED_GENERALE2_3, MEAN_RED_GENERALE1_3) VALUES (" + 
cliente+ ", " + meanRedGen + ", "+ meanRedGen2_3 + ", " +meanRedGen1_3+")"); 
   } 
   rs.close(); 
   stmt2.close(); 
   stmt3.close(); 
    
   }catch (SQLException e) 
   { 
    System.out.println("Errore in meanRedenzione " + 
e.toString()); 
    esito =  false; 
   } 
       return esito;   
 
} 
 
  
 //Statistiche Specifiche 
 
 /** 
  * Crea la stringa per la creazione della nuova tabella sul DW; 
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  * tale stringa contiene i nomi dei campi relativi alle Statistiche 
Specifiche 
  * calcolate per ogni cliente e per ogni settore coinvolto nella 
promozione 
  * @param COD_SETT identificativo del settore 
  * @return s stringa da passare alla create   
  */ 
  
 public static String creaStringaToCreate(int COD_SETT) 
 { 
   
  String s = null; 
   
  s = ", QTA_PESO_SETT_"+COD_SETT+" number, 
QTA_PEZZI_SETT_"+COD_SETT+" number, QTA_VOLUME_SETT_"+COD_SETT+" number, 
MONETARY_SETT_"+COD_SETT+" number, MEAN_PESO_SETT_"+COD_SETT+" number, 
MEAN_PEZZI_SETT_"+COD_SETT+" number, MEAN_VOLUME_SETT_"+COD_SETT+" number, 
MEAN_MONETARY_SETT_"+COD_SETT+" number"; 
   
  return s; 
 } 
  
 /** 
  * Crea la stringa per effettuare l'inserimento dei valori nella nuova 
tabella; 
  * tale stringa contiene i nomi dei campi relativi alle Statistiche 
Specifiche 
  * calcolate per ogni cliente e per ogni settore coinvolto nella 
promozione 
  * @param COD_SETT: identificativo settore 
  */ 
  
 public static String creaStringaToInsert(int COD_SETT){ 
   
  String s = null; 
   
  s = ", QTA_PESO_SETT_"+COD_SETT+", QTA_PEZZI_SETT_"+COD_SETT+", 
QTA_VOLUME_SETT_"+COD_SETT+", MONETARY_SETT_"+COD_SETT+", 
MEAN_PESO_SETT_"+COD_SETT+", MEAN_PEZZI_SETT_"+COD_SETT+", 
MEAN_VOLUME_SETT_"+COD_SETT+", MEAN_MONETARY_SETT_"+COD_SETT; 
   
  return s; 
 } 
 
  
  
 /** 
  * La logica del metodo è la stessa usata per getGiorniAcquistiClientT, 
solo che  
  * la restrizione sulle date viene fatta sulle date in cui si svolgono le  
  * promozioni precedenti. 
  * @param promoID 
  * @param dataInizioOccorrenza 
  * @param dataFineOccorrenza 
  * @return restituisce vero se il metodo va a buon fine, altrimenti 
gestisce  
  * l'errore chiudendo la connessione al datawarehouse. 
  *  
  */ 
 public static boolean getGiorniAcquistaClientTF3(int promoID, int 
dataInizioOccorrenza, int dataFineOccorrenza) 
    { 
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     int cliente = 0; 
     int data = 0; 
     boolean esito = true; 
      
     try 
        { 
      Statement stmt = con.createStatement(); 
      stmt.execute("CREATE TABLE 
DAY_ACQUISTI_CLIENTI_"+promoID+"(CLIENTE_ID number, DATA_ID number)"); 
      stmt.close(); 
       
      Statement stmt2 = con.createStatement(); 
      ResultSet rs = stmt2.executeQuery("SELECT 
contipiruzza.new_venduto.cliente_id, contipiruzza.new_venduto.data_id FROM 
contipiruzza.new_venduto WHERE contipiruzza.new_venduto.data_id between " + 
dataInizioOccorrenza + " and " + dataFineOccorrenza + " group by 
contipiruzza.new_venduto.data_id,contipiruzza.new_venduto.cliente_id order by 
contipiruzza.new_venduto.cliente_id"); //good test query 
      Statement stmt3 = con.createStatement(); 
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       data = rs.getInt(2); 
       stmt3.execute("INSERT INTO  
DAY_ACQUISTI_CLIENTI_"+promoID+"(CLIENTE_ID, DATA_ID) VALUES (" + cliente + ", " 
+ data + ")"); 
        
      } 
      rs.close(); 
      stmt2.close(); 
      stmt3.close(); 
             
        }catch (SQLException e)  
        { 
         System.out.println("* Errore nella query dei giorni di acquisto per 
ogni cliente della promozione "+promoID+" "+ e.toString()); 
            esito = false; 
            
        } 
        return esito; 
    } 
 
  
 /** 
  * La logica del metodo è la stessa del metodo distanzaTemporaleAcquisto,  
  * cambia solo il renge delle date. 
  * @param promoID 
  * @return restituisce vero se il metodo va a buon fine, altrimenti 
gestisce  
  * l'errore chiudendo la connessione al datawarehouse. 
  */ 
 public static boolean distanzaTemporaleAcquistoTF3(int promoID) 
    { 
     int cliente = 0; 
     int cliente2 = 0; 
     int data = 0; 
     int data2 = 0; 
     int differenza = 0; 
     int somma = 0; 
      
     boolean esito = true; 
     try  
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     { 
      Statement stmt = con.createStatement(); 
      ResultSet rs = stmt.executeQuery("SELECT * FROM 
DAY_ACQUISTI_CLIENTI_"+ promoID); 
      ResultSet rs2 = rs; 
       
      Statement stmt2 = con.createStatement(); 
      stmt2.execute("CREATE TABLE LOR_"+promoID+"(CLIENTE_ID number, LOR 
number)"); 
       
      Statement stmt3 = con.createStatement(); 
      rs2.next(); 
       
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       data = rs.getInt(2);        
        
       if(rs2.next()) 
       { 
        cliente2 = rs2.getInt(1); 
           data2 = rs2.getInt(2); 
            
           if(cliente == cliente2) 
           { 
            differenza = data2 - data; 
            somma += differenza; 
             
           } 
           else //somma contiene il totale delle differenze della 
data per cliente 
           { 
            stmt3.execute("INSERT INTO 
LOR_"+promoID+"(CLIENTE_ID, LOR) VALUES (" + cliente + ", " + somma + ")"); 
            somma = 0; 
           } 
       }//fine if(rs2.next()) 
        
      } 
       
      rs.close(); 
      rs2.close(); 
      stmt.close(); 
      stmt2.close(); 
      stmt3.close(); 
       
        }catch(Exception x) 
     { 
      System.out.println("Errore nel vettore delle distanze_"+ promoID+" " 
+ x.toString()); 
      esito = false; 
     } 
         
        return esito; 
      
    } 
  
  
  
 /** 
  * La logica del metodo è la stessa del metodo 
getPrimoUltimoGiornoAcquisto,  
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  * cambia solo il renge delle date. 
  * @param promoID 
  * @param dataInizioOccorrenza 
  * @param dataFineOccorrenza 
  * @return restituisce vero se il metodo va a buon fine, altrimenti 
gestisce  
  * l'errore chiudendo la connessione al datawarehouse. 
  */ 
 public static boolean getPrimoUltimoGiornoAcquistoTF3(int promoID, int 
dataInizioOccorrenza, int dataFineOccorrenza) 
    { 
     int cliente = 0; 
     int dataMin = 0; 
     int dataMax = 0; 
     boolean esito = true; 
      
     try 
        { 
      Statement stmt = con.createStatement(); 
      stmt.execute("CREATE TABLE 
PRIMO_ULTIMO_DAY_CLIENTI_"+promoID+"(CLIENTE_ID number, primo_acquisto number, 
ultimo_acquisto number)"); 
      stmt.close(); 
       
      Statement stmt2 = con.createStatement(); 
      ResultSet rs = stmt2.executeQuery("SELECT 
contipiruzza.day_acquisti_clienti_"+promoID+".cliente_id, 
min(contipiruzza.day_acquisti_clienti_"+promoID+".data_id) as primo_acquisto, 
max(contipiruzza.day_acquisti_clienti_"+promoID+".data_id) as ultimo_acquisto 
FROM contipiruzza.day_acquisti_clienti_"+promoID+" WHERE 
contipiruzza.day_acquisti_clienti_"+promoID+".data_id between " + 
dataInizioOccorrenza + " and " + dataFineOccorrenza + " group by 
contipiruzza.day_acquisti_clienti_"+promoID+".cliente_id order by 
contipiruzza.day_acquisti_clienti_"+promoID+".cliente_id"); //good test query 
       
      Statement stmt3 = con.createStatement(); 
      while(rs.next()) 
      { 
       cliente = rs.getInt(1); 
       dataMin = rs.getInt(2); 
       dataMax = rs.getInt(3); 
       stmt3.execute("INSERT INTO  
PRIMO_ULTIMO_DAY_CLIENTI_"+promoID+"(CLIENTE_ID, PRIMO_ACQUISTO, 
ULTIMO_ACQUISTO) VALUES (" + cliente + ", " + dataMin + ", " + dataMax + ")"); 
        
      } 
      rs.close(); 
      stmt2.close(); 
      stmt3.close(); 
       
        }catch (SQLException e)  
        { 
            System.out.println("Errore nella query del primo e ultimo giorno di 
acquisto per ogni cliente aderente alla promozione "+promoID+" " + 
e.toString()); 
            esito = false; 
        } 
        return esito; 
    } 
  
 
 /** 
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  * Calcola quanto il cliente spende all'interno di ogni settore in 
promozione. 
  * @param promo_id 
  * @param occorenze 
  * @retur restituisce vero se il metodo va a buon fine, altrimenti 
gestisce  
  * l'errore chiudendo la connessione al datawarehouse.  
  */ 
 public static boolean getQtaMonetarySettore(int promo_id, int occorenze, 
Vector <Integer> ID_settori) 
 { 
  Vector <Integer> ID_clienti = new Vector<Integer>(); 
   
  String queryToCreate = null; 
  String queryToInsert = null; 
  String tmp = null; 
  String tmp1 = null; 
  double stat1 = -1; 
  double stat2 = -1; 
  double stat3 = -1; 
  double stat4 = -1; 
  double stat5 = -1; 
  double stat6 = -1; 
  double stat7 = -1; 
  double stat8 = -1; 
   
  boolean esito = true; 
   
  try{ 
   Statement stmt = con.createStatement(); 
   // individuiamo i clienti che hanno fatto acquisti in 
promozione 
   ResultSet rs = stmt.executeQuery("select distinct 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.cliente_id from 
contipiruzza.QTA_MONETARY_SETTORE_TEMP"); 
    
   while(rs.next()) 
   { 
     
    ID_clienti.addElement(rs.getInt("cliente_id")); 
     
   } 
   
  /* 
   * inizializziamo la stringa che conterrà l'elenco dei campi 
inerenti le statistiche specifiche 
   * calcolate per ogni cliente e per ogni settore in promozione 
   */ 
   queryToCreate = "CREATE TABLE QTA_MONETARY_SETTORE (CLIENTE_ID 
number"; 
   queryToInsert = "INSERT INTO QTA_MONETARY_SETTORE 
(CLIENTE_ID"; 
   
   for(int j=0; j< ID_settori.size(); j++) 
   { 
   /* 
    * per ogni settore in promozione creiamo il nuovo campo 
relativo ad una 
    * delle 6 Statistiche Specifiche calcolate per cliente e per 
settore 
    */    
   tmp = creaStringaToCreate(ID_settori.elementAt(j)); 
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   tmp1 = creaStringaToInsert(ID_settori.elementAt(j)); 
   queryToCreate = queryToCreate + tmp; 
   queryToInsert = queryToInsert + tmp1; 
  } 
  queryToCreate = queryToCreate + ")"; 
  queryToInsert = queryToInsert + ")"; 
   
   
  /*  
   * Eseguiamo la query di creazione della tabella 
QTA_MONETARY_SETTORE, 
   * contenente un record per ogni cliente e 1+(6xN) campi 
   * dove 
   * N è il numero di settori in promozione; 
   * 1 è il campo relativo al cliente_id; 
   * 6 sono le statistiche specifiche calcolate per cliente e per 
settore: 
   * - QTA_PESO_SETT_COD_SETT: quantità di articoli acquistati nel 
settore  
   * coinvolto dalla promozione, espressa in peso 
   * - QTA_PEZZI_SETT_COD_SETT:quantità di articoli acquistati nel 
settore 
   * coinvolto dalla promozione, espressa in pezzi 
   * - QTA_VOLUME_SETT_COD_SETT: quantità di articoli acquistati nel 
settore 
   * coinvolto dalla promozione, espressa in volume 
   * - MONETARY_SETT_COD_SETT: ammontare della spesa fatta 
nell'acquisto di 
   * articoli nel settore coinvolto dalla promozione. 
   */ 
  Statement stmt2 = con.createStatement(); 
  stmt2.executeQuery(queryToCreate); 
   
  /* 
   * A questo punto inseriamo un nuovo record nella tabella 
QTA_MONETARY_SETTORE 
   * per ogni cliente che ha acquistato articoli nei settori coinvolti 
dalla promozione 
   */ 
  ResultSet rs2 = null; 
  Statement stmt3 = con.createStatement(); 
  Statement stmt4 = con.createStatement(); 
  System.out.println("INIZIO CREAZIONE TABELLA 
QTA_MONETARY_SETTORE..."); 
  for(int h=0; h< ID_clienti.size(); h++) 
  {// per ogni cliente 
    
   String valori = "("+ID_clienti.elementAt(h); 
    
   for(int k=0; k< ID_settori.size(); k++){// per ogni settore in 
promozione 
     
    rs2 = stmt3.executeQuery("select 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.QTA_PESO_SETT, 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.QTA_PEZZI_SETT, 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.QTA_VOLUME_SETT, 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.MONETARY_SETT,(case when 
CONTIPIRUZZA.LOR_"+promo_id+".lor > 0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.QTA_PESO_SETT/CONTIPIRUZZA.LOR_"+promo_id
+".lor else 0 end) as MEAN_PESO_SETT,(case when 
CONTIPIRUZZA.LOR_"+promo_id+".lor > 0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.QTA_PEZZI_SETT/CONTIPIRUZZA.LOR_"+promo_i
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d+".lor else 0 end) as MEAN_PEZZI_SETT,(case when 
CONTIPIRUZZA.LOR_"+promo_id+".lor > 0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.QTA_VOLUME_SETT/CONTIPIRUZZA.LOR_"+promo_
id+".lor else 0 end) as MEAN_VOLUME_SETT,(case when 
CONTIPIRUZZA.LOR_"+promo_id+".lor > 0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.MONETARY_SETT/CONTIPIRUZZA.LOR_"+promo_id
+".lor else 0 end) as MEAN_MONETARY_SETT from 
contipiruzza.QTA_MONETARY_SETTORE_TEMP,CONTIPIRUZZA.LOR_"+promo_id+" where 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.cliente_id = 
CONTIPIRUZZA.LOR_"+promo_id+".cliente_id and 
contipiruzza.QTA_MONETARY_SETTORE_TEMP.cliente_id = "+ID_clienti.elementAt(h)+" 
and contipiruzza.QTA_MONETARY_SETTORE_TEMP.COD_SETT = "+ 
ID_settori.elementAt(k)); 
     
    if(rs2.next()){ 
      
     stat1 = rs2.getDouble("QTA_PESO_SETT"); 
     stat2 = rs2.getDouble("QTA_PEZZI_SETT"); 
     stat3 = rs2.getDouble("QTA_VOLUME_SETT"); 
     stat4 = rs2.getDouble("MONETARY_SETT"); 
     stat5 = rs2.getDouble("MEAN_PESO_SETT"); 
     stat6 = rs2.getDouble("MEAN_PEZZI_SETT"); 
     stat7 = rs2.getDouble("MEAN_VOLUME_SETT"); 
     stat8 = rs2.getDouble("MEAN_MONETARY_SETT"); 
 
     valori = 
valori+","+stat1+","+stat2+","+stat3+","+stat4+","+stat5+","+stat6+","+stat7+","
+stat8; 
    } 
    else{ 
     valori = valori+",0,0,0,0,0,0,0,0"; 
    } 
   } 
   valori = valori + ")"; 
   String temporanea = queryToInsert +" VALUES "+valori; 
   stmt4.executeQuery(temporanea); 
  } 
   
  Statement stmt5 = con.createStatement(); 
  // assegniamo alla tabella QTA_MONETARY_SETTORE il campo cliente_id 
come chiave primaria 
  stmt5.executeQuery("ALTER TABLE CONTIPIRUZZA.QTA_MONETARY_SETTORE 
add constraint pk_QTA_MONETARY_SETTORE primary key (CLIENTE_ID)"); 
   
  System.out.println("CREATA TABELLA QTA_MONETARY_SETTORE"); 
   
  rs.close(); 
  rs2.close(); 
  stmt.close(); 
  stmt2.close(); 
  stmt3.close(); 
  stmt4.close(); 
  stmt5.close(); 
   
   
  }catch(Exception e){ 
   System.out.println("Errore in getQtaMonetarySettore " + 
e.toString()); 
   esito = false; 
  } 
  return esito; 
 } 
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 /** 
  * Il metodo restituisce in un vettore l'identificativo delle promozioni  
  * precedenti a quella in esame, se ce ne sono. 
  * @param promoID 
  * @param numOccPrec 
  * @return vettore delle occorrenze precedenti. 
  */ 
 public static Vector<Integer> getIDOccorrenzePrecedenti(int promoID, int 
numOccPrec) 
 { 
  Vector<Integer> idOccP = new Vector<Integer>(); 
 
  int tipo_promo_id = 0; 
  int data_inizio_promo = getDataInizioPromozione(promoID); 
   
  try 
  { 
   Statement stmt = con.createStatement(); 
   Statement stmt1 = con.createStatement(); 
    
   ResultSet rs = stmt.executeQuery("SELECT 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.TIPO_PROMO_ID FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.PROMO_ID = "+promoID); 
   if(rs.next())  
   { 
    tipo_promo_id = rs.getInt("TIPO_PROMO_ID"); 
   } 
   else{ 
    System.out.println("Nel metodo idOccorrenzePrecedenti: 
nessun campo TIPO_PROMO_ID"); 
   } 
    
   ResultSet rs2 = stmt1.executeQuery("SELECT 
contipiruzza.tipi_promo_frequenti.promo_id,contipiruzza.tipi_promo_frequenti.dat
a_inizio_id FROM contipiruzza.tipi_promo_frequenti WHERE 
contipiruzza.tipi_promo_frequenti.tipo_promo_id = "+tipo_promo_id+" AND 
contipiruzza.tipi_promo_frequenti.data_inizio_id < "+data_inizio_promo+" ORDER 
BY contipiruzza.tipi_promo_frequenti.data_inizio_id DESC"); 
     
   for(int k=0; k < numOccPrec;k++) 
   { // salviamo gli ID delle k occorrenza precedenti 
    if(rs2.next()) 
    { 
     idOccP.addElement(rs2.getInt("promo_id")); 
    } 
   } 
    
   rs.close(); 
   rs2.close(); 
   stmt.close(); 
   stmt1.close(); 
  } 
  catch(Exception e) 
  { 
   System.out.println("Errore in idOccorrenzePrecedenti " + 
e.toString()); 
    
  } 
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   return idOccP; 
 } 
  
 
 public static boolean statistiche_specifiche(int promoId, int occorrenze, 
Vector <Integer> settoriPromoPrincipale) 
 { 
  int tipo_promo_id = 0; 
  int data_inizio_promo = getDataInizioPromozione(promoId); 
   
  Vector <Integer> ID_promo_prec = new Vector<Integer>(); 
  Vector <Integer> ID_date_inizio_prec = new Vector<Integer>(); 
  Vector <Integer> ID_date_fine_prec = new Vector<Integer>(); 
   
  String queryInterna_promoID = ""; 
  String queryInternaDate = ""; 
   
  String queryInterna_promoID_sett = ""; 
  String queryInternaDate_sett = ""; 
   
   
  String queryInternaPromo = "SELECT DISTINCT 
contipiruzza.new_venduto.cliente_id,contipiruzza.new_venduto.articolo_id,contipi
ruzza.new_venduto.n_scontrini,contipiruzza.new_venduto.qta_peso,contipiruzza.new
_venduto.qta_pezzi,contipiruzza.new_venduto.volume,contipiruzza.new_venduto.impo
rto from contipiruzza.new_venduto, contipiruzza.NEGOZI_DATE, 
contipiruzza.promodettaglio_new where contipiruzza.new_venduto.promodettaglio_id 
= contipiruzza.promodettaglio_new.promodettaglio_id and 
contipiruzza.new_venduto.data_id = contipiruzza.negozi_date.data_id "; 
  String queryInternaPromoSett = "SELECT DISTINCT 
contipiruzza.new_venduto.cliente_id,contipiruzza.new_venduto.articolo_id,contipi
ruzza.new_venduto.cod_sett,contipiruzza.new_venduto.n_scontrini,contipiruzza.new
_venduto.qta_peso,contipiruzza.new_venduto.qta_pezzi,contipiruzza.new_venduto.vo
lume,contipiruzza.new_venduto.importo from contipiruzza.new_venduto, 
contipiruzza.NEGOZI_DATE, contipiruzza.promodettaglio_new where 
contipiruzza.new_venduto.promodettaglio_id = 
contipiruzza.promodettaglio_new.promodettaglio_id and 
contipiruzza.new_venduto.data_id = contipiruzza.negozi_date.data_id"; 
  String queryCondizioneSettori = ""; 
  String queryInternaTotMonetaryTF3 = "SELECT TEMP.CLIENTE_ID, 
SUM(TEMP.importo) AS MONETARY_TOT_TF3 FROM (SELECT DISTINCT 
contipiruzza.new_venduto.cliente_id,lvl0.pagamenti.n_scontrini,lvl0.pagamenti.im
porto FROM contipiruzza.new_venduto,lvl0.pagamenti WHERE 
contipiruzza.new_venduto.cliente_id = lvl0.pagamenti.cliente_id "; 
   
  String queryCreaLorTF3 = "CREATE TABLE LOR_"+promoId+" 
(cliente_id,lor) AS (select "; 
 
  int temp_promo = 0; 
  int temp_data_in = 0; 
  int temp_data_fine = 0; 
  int cont = 0; 
   
  boolean esito = true; 
  try 
  { 
   Statement stmt = con.createStatement(); 
   Statement stmt1 = con.createStatement(); 
   Statement stmt2 = con.createStatement(); 
   Statement stmt3 = con.createStatement(); 
   Statement stmt4 = con.createStatement(); 
   Statement stmt5 = con.createStatement(); 
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   Statement stmt6 = con.createStatement(); 
   Statement stmt7 = con.createStatement(); 
   Statement stmt8 = con.createStatement(); 
   Statement stmt9 = con.createStatement(); 
   Statement stmt10 = con.createStatement(); 
   Statement stmt11 = con.createStatement(); 
    
    
   ResultSet rs1 = stmt.executeQuery("SELECT 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.TIPO_PROMO_ID FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.PROMO_ID = "+promoId); 
 
   if(rs1.next()) 
   { 
    tipo_promo_id = rs1.getInt(1); 
    System.out.println("Il tipo promo della promozione in 
esame è "+tipo_promo_id); 
   }else 
   { 
    System.out.println("In crea time frame 3 Nessun 
tipo_promo_id!"); 
   } 
    
   ResultSet rs2 = stmt2.executeQuery("SELECT 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.PROMO_ID, 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_INIZIO_ID, 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_FINE_ID FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.TIPO_PROMO_ID = "+tipo_promo_id+" AND 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_INIZIO_ID < "+data_inizio_promo+" order 
by contipiruzza.tipi_promo_frequenti.data_inizio_id desc"); 
     
     
    while(rs2.next()&& (cont<occorrenze)) 
    { 
     // consideriamo solo fino alla k-esima occorrenza 
precedente 
     // indicata da numOccorrenzePrec 
      
     temp_promo = rs2.getInt("PROMO_ID");  
     temp_data_in = rs2.getInt("DATA_INIZIO_ID"); 
     temp_data_fine = rs2.getInt("DATA_FINE_ID"); 
      
     System.out.println(temp_promo); 
     System.out.println(temp_data_in); 
     System.out.println(temp_data_fine); 
      
     ID_promo_prec.addElement(temp_promo); 
     ID_date_inizio_prec.addElement(temp_data_in); 
     ID_date_fine_prec.addElement(temp_data_fine); 
      
     cont++; 
    } 
     
    System.out.println("Vettore promozioni precedenti:"); 
    for(int ll=0;ll<ID_promo_prec.size();ll++){ 
     System.out.println(ID_promo_prec.elementAt(ll));
  
    } 
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    for(int j=0; j<occorrenze;j++) 
    { 
     if(j!=(occorrenze-1)) 
     { 
      queryInterna_promoID = queryInterna_promoID 
+ " contipiruzza.promodettaglio_new.promo_id = "+ID_promo_prec.elementAt(j)+" or 
"; 
      System.out.println("dopo 
queryInterna_promoID"); 
      queryInternaDate = queryInternaDate+" 
contipiruzza.new_venduto.data_id between "+ID_date_inizio_prec.elementAt(j)+" 
and "+ID_date_fine_prec.elementAt(j)+" or "; 
      System.out.println("dopo queryInternaDate"); 
      queryInterna_promoID_sett = 
queryInterna_promoID_sett+" contipiruzza.promodettaglio_new.promo_id = 
"+ID_promo_prec.elementAt(j)+" or "; 
      System.out.println("dopo 
queryInterna_promoID_sett"); 
      queryInternaDate_sett = 
queryInternaDate_sett+" contipiruzza.new_venduto.data_id between 
"+ID_date_inizio_prec.elementAt(j)+" and "+ID_date_fine_prec.elementAt(j)+" or 
"; 
      System.out.println("dopo 
queryInternaDate_sett"); 
     } 
     else 
     { 
      queryInterna_promoID = 
queryInterna_promoID+" contipiruzza.promodettaglio_new.promo_id = 
"+ID_promo_prec.elementAt(j); 
      System.out.println("dopo 
queryInterna_promoID"); 
      queryInternaDate = queryInternaDate+" 
contipiruzza.new_venduto.data_id between "+ID_date_inizio_prec.elementAt(j)+" 
and "+ID_date_fine_prec.elementAt(j); 
      System.out.println("dopo queryInternaDate"); 
      queryInterna_promoID_sett = 
queryInterna_promoID_sett+" contipiruzza.promodettaglio_new.promo_id = 
"+ID_promo_prec.elementAt(j); 
      System.out.println("dopo 
queryInterna_promoID_sett"); 
      queryInternaDate_sett = 
queryInternaDate_sett+" contipiruzza.new_venduto.data_id between 
"+ID_date_inizio_prec.elementAt(j)+" and "+ID_date_fine_prec.elementAt(j); 
      System.out.println("dopo 
queryInternaDate_sett"); 
     }  
    } 
     
     
    /* 
     * creiamo la stringa di condizione sui settori, che 
devono essere 
     * gli stessi della promozione principale 
     *  
     */ 
     
    for(int j=0; j<settoriPromoPrincipale.size();j++) 
    { 
     if(j!=(settoriPromoPrincipale.size()-1)) 
     { 
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      queryCondizioneSettori = 
queryCondizioneSettori + " contipiruzza.new_venduto.cod_sett = 
"+settoriPromoPrincipale.elementAt(j)+" or "; 
     } 
     else 
     { 
      queryCondizioneSettori = 
queryCondizioneSettori + " contipiruzza.new_venduto.cod_sett = 
"+settoriPromoPrincipale.elementAt(j); 
     }  
    } 
 
    queryInternaPromo = queryInternaPromo+" and 
("+queryInternaDate+") and ("+queryInterna_promoID+")";  
    queryInternaPromoSett = queryInternaPromoSett+" and 
("+queryInterna_promoID_sett+") and ("+queryInternaDate_sett+") and 
("+queryCondizioneSettori+")"; 
    queryInternaTotMonetaryTF3 = 
queryInternaTotMonetaryTF3+" and ("+queryInternaDate+") ) temp group by 
temp.cliente_id"; 
         
    String queryTempPromo = "CREATE TABLE TEMPORANEA 
(cliente_id,articolo_id,n_scontrini,qta_peso,qta_pezzi,volume,importo) AS 
("+queryInternaPromo+")"; 
    System.out.println("stampa query TempPromo " ); 
       System.out.println(queryTempPromo); 
    stmt3.executeQuery(queryTempPromo); 
    System.out.println("CREATA TABELLA TEMPORANEA"); 
     
     
    /* 
     * per ogni occorrenza precedente creiamo una tabella 
LOR_IDpromoPrec 
     * in modo tale che se vi sono k occorrenze precdenti il 
     * LOR_promoID = LOR_IDpromoPrec(-1) + LOR_IDpromoPrec(-
2)+...+LOR_IDpromoPrec(-k) 
     */ 
    System.out.println("VI SONO "+occorrenze+" OCCORRENZE 
PRECEDENTI"); 
    for(int l=0;l<occorrenze;l++) 
    { 
     System.out.println("Entro nel ciclo perchè l="+l); 
     System.out.println("CREO IL LOR TEMPORANEO PER LA 
PROMO "+ID_promo_prec.elementAt(l)); 
      
    
 if(getGiorniAcquistaClientTF3(ID_promo_prec.elementAt(l),ID_date_inizio_pr
ec.elementAt(l),ID_date_fine_prec.elementAt(l))) 
     { 
      System.out.println("Good exite 
getGiorniAcquistaClientTF3 occorrenza " + occorrenze + ", promo " + promoId); 
       
     
 if(getPrimoUltimoGiornoAcquistoTF3(ID_promo_prec.elementAt(l),ID_date_iniz
io_prec.elementAt(l),ID_date_fine_prec.elementAt(l))) 
      { 
       System.out.println("Good exite 
getPrimoUltimoGiornoAcquistoTF3 occorrenza " + occorrenze + ", promo " + 
promoId); 
        
      
 if(distanzaTemporaleAcquistoTF3(ID_promo_prec.elementAt(l))) 
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        { 
         System.out.println("Good 
exite distanzaTemporaleAcquistoTF3 occorrenza "+ occorrenze+ ", promo " + 
promoId); 
        
 System.out.println("Cancello le tabelle prcedenti di 
getGiorniAcquistaClientTF3"); 
         System.out.println("e 
getPrimoUltimoGiornoAcquistoTF3"); 
          
         stmt1.executeQuery("DROP 
TABLE DAY_ACQUISTI_CLIENTI_"+ID_promo_prec.elementAt(l)); 
        
 System.out.println("CANCELLATA TABELLA 
DAY_ACQUISTI_CLIENTI_"+ID_promo_prec.elementAt(l)); 
          
         stmt11.executeQuery("DROP 
TABLE PRIMO_ULTIMO_DAY_CLIENTI_"+ID_promo_prec.elementAt(l)); 
        
 System.out.println("CANCELLATA TABELLA 
PRIMO_ULTIMO_DAY_CLIENTI_"+ID_promo_prec.elementAt(l)); 
          
          
        } 
        else 
        { 
         gestioneErrore(18); 
        } 
        
      } 
      else 
      { 
       gestioneErrore(20); 
      } 
     } 
     else 
     { 
      gestioneErrore(21); 
     } 
     
    } 
     
    System.out.println("Inizio la creazione del 
LOR_"+promoId); 
    for(int g=0;g<occorrenze;g++) 
    { 
     System.out.println("g = "+g); 
     if(g==0) 
     { 
      queryCreaLorTF3 = 
queryCreaLorTF3+"lor_"+ID_promo_prec.elementAt(g)+".cliente_id, ("; 
     } 
      
     if(g!=(occorrenze-1)) 
     { 
      System.out.println("g != "+(occorrenze-1)); 
      queryCreaLorTF3 = 
queryCreaLorTF3+"lor_"+ID_promo_prec.elementAt(g)+".lor+"; 
     } 
     else 
     { 
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      queryCreaLorTF3 = 
queryCreaLorTF3+"lor_"+ID_promo_prec.elementAt(g)+".lor)"; 
     } 
    } 
     
    queryCreaLorTF3 = queryCreaLorTF3 + " AS lor FROM "; 
     
    for(int p=0;p<occorrenze;p++) 
    { 
     if(p!=(occorrenze-1)) 
     { 
      queryCreaLorTF3 = 
queryCreaLorTF3+"LOR_"+ID_promo_prec.elementAt(p)+","; 
     } 
     else 
     { 
      queryCreaLorTF3 = 
queryCreaLorTF3+"LOR_"+ID_promo_prec.elementAt(p); 
     } 
    } 
     
    if(occorrenze>1) 
    { 
     queryCreaLorTF3 = queryCreaLorTF3 + " WHERE "; 
     System.out.println(queryCreaLorTF3); 
      
     for(int w=0;w<occorrenze;w++) 
     { 
      System.out.println("IL VALORE DI W E' "+w); 
      if((w!=(occorrenze-1)) && (w!= 0)) 
      { 
       System.out.println("W!="+0); 
       queryCreaLorTF3 = queryCreaLorTF3+" 
and LOR_"+ID_promo_prec.elementAt(w)+".cliente_id = 
LOR_"+ID_promo_prec.elementAt(w+1)+".cliente_id"; 
       System.out.println(queryCreaLorTF3); 
       
      }else 
      {  
       if(w!=(occorrenze-1)){ 
        queryCreaLorTF3 = 
queryCreaLorTF3+"LOR_"+ID_promo_prec.elementAt(w)+".cliente_id = 
LOR_"+ID_promo_prec.elementAt(w+1)+".cliente_id"; 
       
 System.out.println(queryCreaLorTF3); 
       } 
      } 
     } 
    } 
     
    queryCreaLorTF3 = queryCreaLorTF3 + ")"; 
     
    // creiamo tabella LOR_IDpromoPrec 
    System.out.println("QUERY CREAZIONE DEL LOR_"+promoId); 
    System.out.println(queryCreaLorTF3); 
    stmt9.executeQuery(queryCreaLorTF3); 
    System.out.println("CREATA TABELLA LOR_"+promoId); 
     
    for(int ae=0; ae<occorrenze; ae++) 
    { 
     stmt10.execute("DROP TABLE 
LOR_"+ID_promo_prec.elementAt(ae)); 
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     System.out.println("Cancellata tabella 
LOR_"+ID_promo_prec.elementAt(ae)); 
    } 
     
     
    String queryStatSpecPromoTEMP = "SELECT 
contipiruzza.TEMPORANEA.cliente_id,SUM(case when 
contipiruzza.TEMPORANEA.qta_peso > 0 then contipiruzza.TEMPORANEA.qta_peso else 
0 end) as QTA_PESO_PROMO,SUM(case when contipiruzza.TEMPORANEA.qta_peso = 0 then 
contipiruzza.TEMPORANEA.qta_pezzi else 0 end) as QTA_PEZZI_PROMO,SUM(case when 
(contipiruzza.TEMPORANEA.qta_peso > 0 OR contipiruzza.TEMPORANEA.qta_peso = 0) 
then contipiruzza.TEMPORANEA.volume else 0 end) as 
QTA_VOLUME_PROMO,SUM(contipiruzza.TEMPORANEA.importo) as MONETARY_PROMO from 
contipiruzza.TEMPORANEA group by contipiruzza.temporanea.cliente_id"; 
    String queryQTA_MONETARY_PROMO_TEMP = "CREATE TABLE 
QTA_MONETARY_PROMO_TEMP 
(CLIENTE_ID,QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PROMO,MONETARY_PROMO) AS 
("+queryStatSpecPromoTEMP+")"; 
    System.out.println("QUERY CREAZIONE DELLA TABELLA 
QTA_MONETARY_PROMO_TEMP"); 
    System.out.println(queryQTA_MONETARY_PROMO_TEMP); 
    stmt4.executeQuery(queryQTA_MONETARY_PROMO_TEMP); 
    
    System.out.println("CREATA TABELLA 
QTA_MONETARY_PROMO_TEMP"); 
     
    String queryStatSpecPromo = "SELECT 
contipiruzza.QTA_MONETARY_PROMO_TEMP.cliente_id,QTA_PESO_PROMO,QTA_PEZZI_PROMO,Q
TA_VOLUME_PROMO,MONETARY_PROMO,(case when contipiruzza.LOR_"+promoId+".lor>0 
then 
contipiruzza.QTA_MONETARY_PROMO_TEMP.QTA_PESO_PROMO/contipiruzza.LOR_"+promoId+"
.lor else 0 end) AS MEAN_PESO_PROMO,(case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_PROMO_TEMP.QTA_PEZZI_PROMO/contipiruzza.LOR_"+promoId+
".lor else 0 end) AS MEAN_PEZZI_PROMO,(case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_PROMO_TEMP.QTA_VOLUME_PROMO/contipiruzza.LOR_"+promoId
+".lor else 0 end) AS MEAN_VOLUME_PROMO,(case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_PROMO_TEMP.MONETARY_PROMO/contipiruzza.LOR_"+promoId+"
.lor else 0 end) AS MEAN_MONETARY_PROMO from 
CONTIPIRUZZA.QTA_MONETARY_PROMO_TEMP, CONTIPIRUZZA.LOR_"+promoId+" WHERE 
CONTIPIRUZZA.LOR_"+promoId+".cliente_id = 
CONTIPIRUZZA.QTA_MONETARY_PROMO_TEMP.cliente_id"; 
    String queryQTA_MONETARY_PROMO = "CREATE TABLE 
QTA_MONETARY_PROMO 
(CLIENTE_ID,QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PROMO,MONETARY_PROMO,MEAN_
PESO_PROMO,MEAN_PEZZI_PROMO,MEAN_VOLUME_PROMO,MEAN_MONETARY_PROMO) AS 
("+queryStatSpecPromo+")"; 
    System.out.println("QUERY CREAZIONE DELLA TABELLA 
QTA_MONETARY_PROMO"); 
    System.out.println(queryQTA_MONETARY_PROMO); 
    stmt4.executeQuery(queryQTA_MONETARY_PROMO);  
   
    System.out.println("CREATA TABELLA QTA_MONETARY_PROMO"); 
     
     
    String queryTempPromoSett = "CREATE TABLE 
TEMPORANEA_SETT 
(cliente_id,articolo_id,cod_sett,n_scontrini,qta_peso,qta_pezzi,volume,importo) 
AS ("+queryInternaPromoSett+")"; 
    System.out.println("query per TEMPORANEA_SETT"); 
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    System.out.println(queryTempPromoSett); 
    stmt5.executeQuery(queryTempPromoSett); 
    System.out.println("CREATA TABELLA TEMPORANEA_SETT"); 
     
    //String queryQTA_MONETARY_SETTORE_TEMP1 = ""; 
    System.out.println("query per 
QTA_MONETARY_SETTORE_TEMP1"); 
    System.out.println("CREATE TABLE 
QTA_MONETARY_SETTORE_TEMP1 
(CLIENTE_ID,COD_SETT,QTA_PESO_SETT,QTA_PEZZI_SETT,QTA_VOLUME_SETT,MONETARY_SETT) 
AS (select 
contipiruzza.TEMPORANEA_SETT.CLIENTE_ID,contipiruzza.TEMPORANEA_SETT.COD_SETT,su
m(case when contipiruzza.TEMPORANEA_SETT.QTA_PESO>0 then 
contipiruzza.TEMPORANEA_SETT.QTA_PESO else 0 END) as QTA_PESO_SETT,sum(case when 
contipiruzza.TEMPORANEA_SETT.QTA_PESO=0 then 
contipiruzza.TEMPORANEA_SETT.QTA_PEZZI else 0 END) as QTA_PEZZI_SETT,sum(case 
when (contipiruzza.TEMPORANEA_SETT.QTA_PESO>0 or 
contipiruzza.TEMPORANEA_SETT.QTA_PESO=0) then 
contipiruzza.TEMPORANEA_SETT.VOLUME else 0 END) as QTA_VOLUME_SETT, 
sum(contipiruzza.TEMPORANEA_SETT.IMPORTO) as MONETARY_SETT from 
contipiruzza.TEMPORANEA_SETT group by 
contipiruzza.TEMPORANEA_SETT.CLIENTE_ID,contipiruzza.TEMPORANEA_SETT.COD_SETT)")
; 
     
    stmt6.executeQuery("CREATE TABLE 
QTA_MONETARY_SETTORE_TEMP1 
(CLIENTE_ID,COD_SETT,QTA_PESO_SETT,QTA_PEZZI_SETT,QTA_VOLUME_SETT,MONETARY_SETT) 
AS (select 
contipiruzza.TEMPORANEA_SETT.CLIENTE_ID,contipiruzza.TEMPORANEA_SETT.COD_SETT,su
m(case when contipiruzza.TEMPORANEA_SETT.QTA_PESO>0 then 
contipiruzza.TEMPORANEA_SETT.QTA_PESO else 0 END) as QTA_PESO_SETT,sum(case when 
contipiruzza.TEMPORANEA_SETT.QTA_PESO=0 then 
contipiruzza.TEMPORANEA_SETT.QTA_PEZZI else 0 END) as QTA_PEZZI_SETT,sum(case 
when (contipiruzza.TEMPORANEA_SETT.QTA_PESO>0 or 
contipiruzza.TEMPORANEA_SETT.QTA_PESO=0) then 
contipiruzza.TEMPORANEA_SETT.VOLUME else 0 END) as QTA_VOLUME_SETT, 
sum(contipiruzza.TEMPORANEA_SETT.IMPORTO) as MONETARY_SETT from 
contipiruzza.TEMPORANEA_SETT group by 
contipiruzza.TEMPORANEA_SETT.CLIENTE_ID,contipiruzza.TEMPORANEA_SETT.COD_SETT)")
; 
    System.out.println("CREATA TABELLA 
QTA_MONETARY_SETTORE_TEMP1"); 
     
    //String queryQTA_MONETARY_SETTORE_TEMP = ""; 
    System.out.println("query per 
QTA_MONETARY_SETTORE_TEMP"); 
    System.out.println("CREATE TABLE 
QTA_MONETARY_SETTORE_TEMP 
(CLIENTE_ID,COD_SETT,QTA_PESO_SETT,QTA_PEZZI_SETT,QTA_VOLUME_SETT,MONETARY_SETT,
MEAN_PESO_SETT,MEAN_PEZZI_SETT,MEAN_VOLUME_SETT,MEAN_MONETARY_SETT) AS (SELECT 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.CLIENTE_ID,contipiruzza.QTA_MONETARY_SET
TORE_TEMP1.COD_SETT,contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PESO_SETT,contip
iruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PEZZI_SETT,contipiruzza.QTA_MONETARY_SETTO
RE_TEMP1.QTA_VOLUME_SETT,contipiruzza.QTA_MONETARY_SETTORE_TEMP1.MONETARY_SETT,(
case when contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PESO_SETT/contipiruzza.LOR_"+promoId
+".lor else 0 end) as MEAN_PESO_SETT, (case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PEZZI_SETT/contipiruzza.LOR_"+promoI
d+".lor else 0 end) as MEAN_PEZZI_SETT, (case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_VOLUME_SETT/contipiruzza.LOR_"+promo
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Id+".lor else 0 end) as MEAN_VOLUME_SETT, (case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.MONETARY_SETT/contipiruzza.LOR_"+promoId
+".lor else 0 end) as MEAN_MONETARY_SETT FROM 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1,contipiruzza.LOR_"+promoId+" WHERE 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.cliente_id = 
contipiruzza.LOR_"+promoId+".cliente_id)"); 
     
    stmt7.executeQuery("CREATE TABLE 
QTA_MONETARY_SETTORE_TEMP 
(CLIENTE_ID,COD_SETT,QTA_PESO_SETT,QTA_PEZZI_SETT,QTA_VOLUME_SETT,MONETARY_SETT,
MEAN_PESO_SETT,MEAN_PEZZI_SETT,MEAN_VOLUME_SETT,MEAN_MONETARY_SETT) AS (SELECT 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.CLIENTE_ID,contipiruzza.QTA_MONETARY_SET
TORE_TEMP1.COD_SETT,contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PESO_SETT,contip
iruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PEZZI_SETT,contipiruzza.QTA_MONETARY_SETTO
RE_TEMP1.QTA_VOLUME_SETT,contipiruzza.QTA_MONETARY_SETTORE_TEMP1.MONETARY_SETT,(
case when contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PESO_SETT/contipiruzza.LOR_"+promoId
+".lor else 0 end) as MEAN_PESO_SETT, (case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_PEZZI_SETT/contipiruzza.LOR_"+promoI
d+".lor else 0 end) as MEAN_PEZZI_SETT, (case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.QTA_VOLUME_SETT/contipiruzza.LOR_"+promo
Id+".lor else 0 end) as MEAN_VOLUME_SETT, (case when 
contipiruzza.LOR_"+promoId+".lor>0 then 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.MONETARY_SETT/contipiruzza.LOR_"+promoId
+".lor else 0 end) as MEAN_MONETARY_SETT FROM 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1,contipiruzza.LOR_"+promoId+" WHERE 
contipiruzza.QTA_MONETARY_SETTORE_TEMP1.cliente_id = 
contipiruzza.LOR_"+promoId+".cliente_id)"); 
    System.out.println("CREATA TABELLA 
QTA_MONETARY_SETTORE_TEMP"); 
 
    String queryTotMonetaryTF3 = "CREATE TABLE 
TOT_MONETARY_TF3 (cliente_id,MONETARY_TOT_TF3) AS 
("+queryInternaTotMonetaryTF3+")"; 
    // creiamo la tabella TOT_MONETARY_TF3 
    System.out.println("QUERY PER TABELLA 
TOT_MONETARY_TF3"); 
    System.out.println(queryTotMonetaryTF3); 
     
    stmt7.executeQuery(queryTotMonetaryTF3); 
    System.out.println("CREATA TABELLA TOT_MONETARY_TF3"); 
     
     
    String aggiungiMonetaryPromoPercentuale = "select 
contipiruzza.qta_monetary_promo.*, (case when 
contipiruzza.TOT_MONETARY_TF3.MONETARY_TOT_TF3 > 0 then 
contipiruzza.qta_monetary_promo.monetary_promo/contipiruzza.TOT_MONETARY_TF3.MON
ETARY_TOT_TF3 else 0 end) as RELATIVE_MONETARY_PROMO from 
contipiruzza.qta_monetary_promo,contipiruzza.TOT_MONETARY_TF3 where 
contipiruzza.TOT_MONETARY_TF3.cliente_id = 
contipiruzza.qta_monetary_promo.cliente_id"; 
    System.out.println("QUERY PER TABELLA 
QTA_MONETARY_PROMOZIONE"); 
    System.out.println("create table QTA_MONETARY_PROMOZIONE 
(CLIENTE_ID,QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PROMO,MONETARY_PROMO,MEAN_
PESO_PROMO,MEAN_PEZZI_PROMO,MEAN_VOLUME_PROMO,MEAN_MONETARY_PROMO,RELATIVE_MONET
ARY_PROMO) as ("+aggiungiMonetaryPromoPercentuale+")"); 
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    stmt8.executeQuery("create table QTA_MONETARY_PROMOZIONE 
(CLIENTE_ID,QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PROMO,MONETARY_PROMO,MEAN_
PESO_PROMO,MEAN_PEZZI_PROMO,MEAN_VOLUME_PROMO,MEAN_MONETARY_PROMO,RELATIVE_MONET
ARY_PROMO) as ("+aggiungiMonetaryPromoPercentuale+")"); 
    System.out.println("CREATA TABELLA 
QTA_MONETARY_PROMOZIONE"); 
     
    // creiamo la tabella QTA_MONETARY_SETTORE 
    if(getQtaMonetarySettore(promoId, occorrenze, 
settoriPromoPrincipale)) 
    { 
     System.out.println("Good execute 
qtaMonetarySettore"); 
           
    } 
    else 
    { 
     System.out.println("Errore in 
getQtaMonetarySettore, la connessione al DW verrà chiusa!"); 
     chiudiConnessioneDW(); 
    } 
    
    rs1.close(); 
    rs2.close(); 
    stmt.close(); 
    stmt1.close(); 
    stmt2.close(); 
    stmt3.close(); 
    stmt4.close(); 
    stmt5.close(); 
    stmt6.close(); 
    stmt7.close(); 
    stmt8.close(); 
    stmt9.close(); 
    stmt10.close(); 
    stmt11.close(); 
  }catch(Exception e){ 
   System.out.println("Errore in statistiche specifiche " + 
e.toString()); 
   esito = false; 
  } 
  return esito; 
 } 
 
  
  
   
 //la drop delle statistiche vengono richiamate alla fine della creazione 
del  
 //time frame, per liberare spazio sul server. 
 
 /** 
  * Cancella con delle drop le tabelle delle statistiche generali. 
  *  
  */ 
 public static void cancellazioneStaTransazionali() 
 { 
  try  
  { 
   Statement stmt1 = con.createStatement(); 
   Statement stmt2 = con.createStatement(); 
   Statement stmt3 = con.createStatement(); 
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   Statement stmt4 = con.createStatement(); 
   Statement stmt5 = con.createStatement(); 
   Statement stmt6 = con.createStatement(); 
   Statement stmt7 = con.createStatement(); 
   Statement stmt8 = con.createStatement(); 
   Statement stmt9 = con.createStatement(); 
   Statement stmt10 = con.createStatement(); 
   Statement stmt11 = con.createStatement(); 
  
    
    
   stmt1.execute("DROP TABLE GIORNI_ACQUISTI_CLIENTI"); 
   stmt2.execute("DROP TABLE PRIMO_ULTIMO_DAY_CLIENTI"); 
   stmt3.execute("DROP TaBLE MONETARY");  
   stmt4.execute("DROP TaBLE FREQUENCY"); 
   stmt5.execute("DROP TABLE PAGAMENTI"); 
   stmt6.execute("DROP TaBLE RECENCY"); 
   stmt7.execute("DROP TABLE DISTANZA"); 
   stmt8.execute("DROP TaBLE LOR"); 
   stmt9.execute("DROP TABLE MEAN_MONETARY"); 
   stmt10.execute("DROP TABLE MEAN_FREQUENCY"); 
   stmt11.execute("DROP TABLE VARIANZA"); 
    
    
   stmt1.close(); 
   stmt2.close(); 
   stmt3.close(); 
   stmt4.close(); 
   stmt5.close(); 
   stmt6.close(); 
   stmt7.close(); 
   stmt8.close(); 
   stmt9.close(); 
   stmt10.close(); 
   stmt11.close(); 
    
  }catch(SQLException e) 
  { 
   System.out.println("Errore in cancella statistiche 
transazionali " + e.toString()); 
  } 
   
 } 
 
 
 /** 
  * Cancella le tabelle relative alle statistiche di redenzione. 
  */ 
 public static void cancellazioneStaRedenzione() 
 { 
  try 
  { 
   Statement stmt = con.createStatement(); 
   Statement stmt2 = con.createStatement(); 
   Statement stmt3 = con.createStatement(); 
   Statement stmt4 = con.createStatement(); 
   Statement stmt5 = con.createStatement(); 
   Statement stmt6 = con.createStatement(); 
   Statement stmt7 = con.createStatement(); 
   Statement stmt8 = con.createStatement(); 
   Statement stmt9 = con.createStatement(); 
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   Statement stmt10 = con.createStatement(); 
   Statement stmt11 = con.createStatement(); 
   Statement stmt12 = con.createStatement(); 
  
   stmt.execute("DROP TaBLE RED_GENERALE"); 
   stmt2.execute("DROP TaBLE RED_SETTORE"); 
   stmt3.execute("DROP TaBLE RED_RELATIVA");  
   stmt4.execute("DROP TaBLE MEAN_RED"); 
   stmt5.execute("DROP TaBLE RED_SETTORE_TEMP"); 
   stmt6.execute("DROP TaBLE RED_SETTORE_TEMP1"); 
    
   stmt7.execute("DROP TaBLE RED_SETTORE_TEMP2_3"); 
   stmt8.execute("DROP TaBLE RED_SETTORE_TEMP2_3_new"); 
   stmt9.execute("DROP TaBLE RED_SETTORE2_3"); 
    
   stmt10.execute("DROP TaBLE RED_SETTORE_TEMP1_3"); 
   stmt11.execute("DROP TaBLE RED_SETTORE_TEMP1_3_new"); 
   stmt12.execute("DROP TaBLE RED_SETTORE1_3"); 
    
   stmt.close(); 
   stmt2.close(); 
   stmt3.close(); 
   stmt4.close(); 
   stmt5.close(); 
   stmt6.close(); 
   stmt7.close(); 
   stmt8.close(); 
   stmt9.close(); 
   stmt10.close(); 
   stmt11.close(); 
   stmt12.close(); 
    
  }catch(SQLException e) 
  { 
   System.out.println("Errore nella cancella delle statistiche di 
redenzione " + e.toString()); 
  } 
 } 
 
 
 /** 
  * Calcola le statistiche specifiche sulle promozioni, come il totale 
della  
  * spesa e il totale degli articoli acquistati nel periodo della 
promozione  
  * in esame, il totale della spesa e il totale degli articoli acquistati 
nel  
  * periodo della promozione in esame raggruppati per settore, la lor (qui  
  * intesa come distanza temporale tra il primo e l'ultimo acquisto). 
  * @param promo_id 
  */ 
 public static void cancellazioneStaSpecifica(int promo_id) 
 { 
  try 
   
  { 
   Statement stmt = con.createStatement(); 
   Statement stmt1 = con.createStatement(); 
   Statement stmt2 = con.createStatement(); 
   Statement stmt3 = con.createStatement(); 
   Statement stmt4 = con.createStatement(); 
   Statement stmt5 = con.createStatement(); 
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   Statement stmt6 = con.createStatement(); 
   Statement stmt7 = con.createStatement(); 
   Statement stmt8 = con.createStatement(); 
   Statement stmt9 = con.createStatement(); 
    
    
   stmt.execute("DROP TABLE QTA_MONETARY_PROMO_TEMP"); 
   stmt1.execute("DROP TABLE QTA_MONETARY_PROMO"); 
   stmt2.execute("DROP TABLE QTA_MONETARY_SETTORE_TEMP1"); 
   stmt3.execute("DROP TABLE QTA_MONETARY_SETTORE_TEMP"); 
   stmt4.execute("DROP TABLE TEMPORANEA"); 
   stmt5.execute("DROP TABLE TEMPORANEA_SETT"); 
   stmt6.execute("DROP TABLE QTA_MONETARY_SETTORE"); 
   stmt7.execute("DROP TABLE TOT_MONETARY_TF3"); 
   stmt8.execute("DROP TABLE QTA_MONETARY_PROMOZIONE"); 
   stmt9.execute("DROP TABLE LOR_"+promo_id); 
    
   stmt.close(); 
   stmt1.close(); 
   stmt2.close(); 
   stmt3.close(); 
   stmt4.close(); 
   stmt5.close(); 
   stmt6.close(); 
   stmt7.close(); 
   stmt8.close(); 
   stmt9.close(); 
     
    
  }catch(SQLException e) 
  { 
   System.out.println("Errore nella cancellazione delle 
statistiche specifiche!"); 
  } 
 } 
 
  
 /** 
  * Cancella le tabelle dei time frame 1, 2 e 3. 
  * @param promo_id 
  */ 
 public static void cancellazioneTabelleTF1_2_3(int promo_id) 
 { 
  try 
  { 
   Statement stmt = con.createStatement(); 
   Statement stmt1 = con.createStatement(); 
   Statement stmt2 = con.createStatement(); 
    
   stmt.execute("DROP TABLE TIME_FRAME_1_"+promo_id); 
   stmt1.execute("DROP TABLE TIME_FRAME_2_"+promo_id); 
   stmt2.execute("DROP TABLE TIME_FRAME_3_"+promo_id); 
    
   stmt.close(); 
   stmt1.close(); 
   stmt2.close(); 
   
  }catch(SQLException e) 
  { 
   System.out.println("Errore in cancellazione dei 3 time frame " 
+ e.toString()); 
  } 
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 } 
  
  
  
 /** 
  * Metodo utilizzato per gestire gli errori dei vari metodi costruttori 
delle  
  * tabelle delle statistiche, dove in caso di errore chiude la connessione 
al  
  * datawarehouse e fa terminare il programma con un messaggio di errore. 
  * @param tipoErrore 
  */ 
 public static void gestioneErrore(int tipoErrore)// va negli else degli if 
in esecuzione, come parametro prende i numeri del case, andranno in  decrescenza 
 { 
  chiudiConnessioneDW(); 
  System.out.print("<gestioneErrore> La connessione al datawarehouse è 
stata chiusa: "); 
 
  switch(tipoErrore) 
  { 
   case 1:  
    { 
     System.out.println("Errore durante il calcolo dei 
giorni di acquisto del cliente!"); 
     break; 
    } 
   case 2:  
    { 
     System.out.println("Errore durante il calcolo del 
primo e dell'ultimo giorno di acquisto del cliente!"); 
     break; 
    } 
   case 3:  
    { 
     System.out.println("Errore durante il calcolo del 
monetary del cliente!"); 
     break; 
    } 
   case 4:  
    { 
     System.out.println("Errore durante il calcolo dei 
pagamenti del cliente!"); 
     break; 
    } 
   case 5:  
    { 
     System.out.println("Errore durante il calcolo 
della frequency del cliente!"); 
     break; 
    } 
   case 6:  
    { 
     System.out.println("Errore durante il calcolo 
della distanza del cliente!"); 
     break; 
    } 
   case 7:  
    { 
     System.out.println("Errore durante il calcolo 
della recency del cliente!"); 
     break; 
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    } 
   case 8:  
    { 
     System.out.println("Errore durante il calcolo 
della lor del cliente!"); 
     break; 
    } 
   case 9:  
    { 
     System.out.println("Errore durante il calcolo 
della media della frequency del cliente!"); 
     break; 
    } 
   case 10:  
    { 
     System.out.println("Errore durante il calcolo 
della media della monetary del cliente!"); 
     break; 
    } 
   case 11:  
    { 
     System.out.println("Errore durante il calcolo 
della varianza del cliente!"); 
     break; 
    } 
   case 12:  
    { 
     System.out.println("Errore durante il calcolo 
della redenzione generale del cliente!"); 
     break; 
    } 
   case 13:  
    { 
     System.out.println("Errore durante il calcolo 
della redenzione settore del cliente!"); 
     break; 
    } 
   case 14:  
    { 
     System.out.println("Errore durante il calcolo 
della redenzione relativa cliente!"); 
     break; 
    } 
   case 15:  
    { 
     System.out.println("Errore durante il calcolo 
della media di redenzione del cliente!"); 
     break; 
    } 
    
   case 16:  
    { 
     System.out.println("Errore durante il calcolo 
delle statistiche specifiche del cliente!"); 
     break; 
    } 
   case 17:  
   { 
    System.out.println("Errore durante il calcolo della 
lorTF3 del cliente!"); 
    break; 
   } 
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   case 18:  
   { 
    System.out.println("Errore durante il calcolo della 
distanza TF3 del cliente!"); 
    break; 
   } 
   case 19:  
   { 
    System.out.println("Errore durante il calcolo della 
recency tf3 del cliente!"); 
    break; 
   } 
   case 20:  
   { 
    System.out.println("Errore durante il calcolo del 
primo_ultimo giorno di acquisto del cliente!"); 
    break; 
   } 
   case 21:  
   { 
    System.out.println("Errore durante il calcolo dei giorni 
di acquisto del cliente!"); 
    break; 
   } 
   default:  
    { 
     System.out.println("Errore!"); 
     break; 
    } 
  } 
 } 
  
  
 /** 
  * Restituisce l'identificativo della data di inizio della promozione 
precedente  
  * dalla tabella tipi_promo_frequenti. 
  * @param promoID 
  * @param occorrenze 
  * @return l'identificativo dell'occorrenza. 
  */ 
 public static int dataInizioOccorrenze(int promoID, int occorrenze) 
 { 
   
  int data_inizio_TF3 = 0; 
  int tipo_promo_id = 0; 
  int data_inizio_id = 0; 
   
   
  
  try 
  { 
   Statement stmt = con.createStatement(); 
   ResultSet rs = stmt.executeQuery("SELECT 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.TIPO_PROMO_ID, 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_INIZIO_ID FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.PROMO_ID = " + promoID); 
   if(rs.next())//solo un campo 
   { 
    tipo_promo_id = rs.getInt("TIPO_PROMO_ID"); 
    data_inizio_id = rs.getInt("DATA_INIZIO_ID"); 
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   } 
   rs.close(); 
   stmt.close(); 
    
  }catch(Exception e) 
  { 
   System.out.println(e.toString()); 
  } 
  
  if(occorrenze == 0) 
  { 
   data_inizio_TF3 = data_inizio_id; 
  } 
  else 
  { 
   try 
   { 
     Statement stmt1 = con.createStatement(); 
     ResultSet rs2 = stmt1.executeQuery("SELECT 
min(CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_INIZIO_ID) FROM 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI WHERE 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.TIPO_PROMO_ID = "+tipo_promo_id+" AND 
CONTIPIRUZZA.TIPI_PROMO_FREQUENTI.DATA_INIZIO_ID < "+data_inizio_id); 
     if(rs2.next()) 
     { 
      data_inizio_TF3 = 
rs2.getInt("DATA_INIZIO_ID"); 
     } 
   
     rs2.close(); 
     stmt1.close(); 
      
   }catch(Exception e) 
   { 
    System.out.println("Errore nel determinare la data 
dell'occorrenza " + e.toString()); 
   } 
 } 
  
 return data_inizio_TF3; 
} 
 
  
/** 
 * Richiama al suo interno tutti i metodi creatori delle tabelle delle 
statistiche  
 * generali e crea una tabella frutto della join tra queste e alla fine ne 
richiama  
 * il metodo per cancellare queste tabelle di statistiche. 
 * @param promoID 
 * @param mesi 
 */     
public static void timeFrame1(int promoID, int mesi)//mesi espressi in giorni = 
frequenza 
{ 
 try 
 { 
      System.out.println("mesi " + mesi); 
   System.out.println("Calcolo Statistiche Time Frame 1!"); 
            
   dataInizioPromo = getDataInizioPromozione(promoID); //in time 
frame va passato come parametro il promoID.  
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   dataInizioTimeFrame = getDataInizioTimeFrame(dataInizioPromo, 
mesi);  
   dataFineTimeFrame = getDataFineTimeFrame(dataInizioPromo);  
      
   System.out.println("Promozione digitata " + promoID); 
   System.out.println("data inizio promozione " + dataInizioPromo 
); 
   System.out.println("data inizio Time Frame " + 
dataInizioTimeFrame ); 
   System.out.println("data fine Time Frame " + dataFineTimeFrame 
); 
         
   Statement stmt1 = con.createStatement(); 
    
   if(getGiorniAcquistaClient(dataInizioTimeFrame, 
dataFineTimeFrame)) 
   { 
    System.out.println("Good execute di giorni di acquisto 
del cliente!"); 
    
    if(getPrimoUltimoGiornoAcquisto(dataInizioTimeFrame, 
dataFineTimeFrame)) 
    { 
     System.out.println("Good execute di primo giorno 
di acquisto del cliente!"); 
      
    
     if(monetary(dataInizioTimeFrame, 
dataFineTimeFrame)) 
     {  
      System.out.println("Good execute 
monetary!"); 
      
      if(pagamenti(dataInizioTimeFrame, 
dataFineTimeFrame)) 
      {  
       System.out.println("Good execute 
pagamenti!"); 
    
       if(frequency(dataInizioTimeFrame, 
dataFineTimeFrame, mesi)) 
       {  
        System.out.println("Good execute 
frequency!"); 
    
        if(distanzaTemporaleAcquisto()) 
        {  
         System.out.println("Good 
execute distanza!"); 
     
        
 if(recency(dataFineTimeFrame)) 
         { 
         
 System.out.println("Good execute recency!"); 
              
     
          if(lor()) 
          { 
          
 System.out.println("Good execute lor!"); 
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 if(meanFrequency()) 
           {  
           
 System.out.println("Good execute meanFrequency!"); 
           
           
 if(meanMonetary()) 
            {  
            
 System.out.println("Good execute meanMonetary!"); 
             
     
            
 if(varianza()) 
             {
  
             
 System.out.println("Good execute varianza!"); 
              
              
             
 stmt1.execute("CREATE TABLE TIME_FRAME_1_"+promoID+"(Cliente_id, LOR, 
RECENCY, MONETARY, PAGAMENTI_CONTANTI, PAGAMENTI_ELETTRONICI, 
PAGAMENTI_ALTRE_FORME, FREQUENCY, FREQUENCY2_3, FREQUENCY1_3, MEAN_FREQUENCY, 
MEAN_FREQUENCY2_3, MEAN_FREQUENCY1_3, MEAN_MONETARY, VARIANZA, VARIANZA2_3, 
VARIANZA1_3) AS (SELECT CONTIPIRUZZA.LOR.cliente_id, CONTIPIRUZZA.LOR.lor, 
CONTIPIRUZZA.RECENCY.RECENCY, CONTIPIRUZZA.MONETARY.MONETARY, 
CONTIPIRUZZA.PAGAMENTI.PAGAMENTI_CONTANTI, 
CONTIPIRUZZA.PAGAMENTI.PAGAMENTI_ELETTRONICI, 
CONTIPIRUZZA.PAGAMENTI.PAGAMENTI_ALTRE_FORME, CONTIPIRUZZA.FREQUENCY.FREQUENCY, 
CONTIPIRUZZA.FREQUENCY.FREQUENCY2_3, CONTIPIRUZZA.FREQUENCY.FREQUENCY1_3, 
CONTIPIRUZZA.MEAN_FREQUENCY.MEAN_FREQUENCY, 
CONTIPIRUZZA.MEAN_FREQUENCY.MEAN_FREQUENCY2_3, 
CONTIPIRUZZA.MEAN_FREQUENCY.MEAN_FREQUENCY1_3, 
CONTIPIRUZZA.MEAN_MONETARY.MEAN_MONETARY, CONTIPIRUZZA.VARIANZA.VARIANZA, 
CONTIPIRUZZA.VARIANZA.VARIANZA2_3, CONTIPIRUZZA.VARIANZA.VARIANZA1_3 FROM 
CONTIPIRUZZA.LOR, CONTIPIRUZZA.RECENCY, CONTIPIRUZZA.MONETARY, 
CONTIPIRUZZA.PAGAMENTI, CONTIPIRUZZA.FREQUENCY, CONTIPIRUZZA.MEAN_MONETARY, 
CONTIPIRUZZA.MEAN_FREQUENCY, CONTIPIRUZZA.varianza WHERE 
CONTIPIRUZZA.LOR.CLIENTE_ID = CONTIPIRUZZA.RECENCY.CLIENTE_ID AND 
CONTIPIRUZZA.LOR.CLIENTE_ID = CONTIPIRUZZA.MONETARY.CLIENTE_ID AND 
CONTIPIRUZZA.LOR.CLIENTE_ID = CONTIPIRUZZA.PAGAMENTI.CLIENTE_ID AND 
CONTIPIRUZZA.LOR.CLIENTE_ID = CONTIPIRUZZA.FREQUENCY.CLIENTE_ID AND 
CONTIPIRUZZA.LOR.CLIENTE_ID = CONTIPIRUZZA.MEAN_MONETARY.CLIENTE_ID AND 
CONTIPIRUZZA.LOR.CLIENTE_ID  = CONTIPIRUZZA.MEAN_FREQUENCY.CLIENTE_ID AND 
CONTIPIRUZZA.LOR.CLIENTE_ID = CONTIPIRUZZA.varianza.cliente_ID)"); 
             
  
             
 System.out.println("Il primo Time Frame è stato creato!");    
                     
             
 stmt1.close(); 
             
 cancellazioneStaTransazionali(); 
             } 
            
 else 
             
 {//fine statistiche generali 
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  gestioneErrore(11); 
             
 } 
            }else 
            { 
            
 gestioneErrore(10); 
            } 
           }else 
           { 
           
 gestioneErrore(9); 
           } 
          }else 
          { 
          
 gestioneErrore(8); 
          } 
         }else 
         { 
          gestioneErrore(7); 
         } 
        }else 
        { 
         gestioneErrore(6); 
        } 
       }else 
       { 
        gestioneErrore(5); 
       } 
      }else 
      { 
       gestioneErrore(4); 
      } 
     }else 
     { 
      gestioneErrore(3); 
     } 
    }else 
    { 
     gestioneErrore(2); 
    } 
   }else 
   {// inizio statistiche generali 
    gestioneErrore(1); 
   } 
 }catch(Exception e) 
 {System.out.println("Errore in time frame 1 creazione " + e.toString());} 
} 
  
/** 
 * Metodo che crea la tabella TIME_FRAME_2_promo_id, effettuando 
 * la join tra tutte le tabelle create nel metodo timeframe2 
 * relative alle statistiche di redenzione 
 * @param promoID 
 */ 
public static void joinTF2(int promoID){ 
  
 ResultSetMetaData rsm = null; 
  
 String queryCreate = ""; 
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 String colonneLor = ""; 
 String colonneRecency = ""; 
 String colonneMonetary = ""; 
 String colonnePagamenti = ""; 
 String colonneFrequency = ""; 
 String colonneMean_monetary = ""; 
 String colonneMean_frequency = ""; 
 String colonneRed_generale = ""; 
 String colonneRed_relativa = ""; 
 String colonneRED_SETTORE = ""; 
  
 String colonneRED_SETTORE2_3 = ""; 
 String colonneRED_SETTORE1_3 = ""; 
  
 String colonneMean_red = ""; 
 String colonneVARIANZA = ""; 
  
 String colonneTemp = ""; 
 
 try { 
  queryCreate = "CREATE TABLE TIME_FRAME_2_"+promoID+" (cliente_id"; 
   
  Statement stmt = con.createStatement(); 
  ResultSet rs = stmt.executeQuery("select * FROM contipiruzza.lor"); 
  rsm = rs.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneLor = colonneLor+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt1 = con.createStatement(); 
  ResultSet rs1 = stmt1.executeQuery("select * FROM 
contipiruzza.recency"); 
  rsm = rs1.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneRecency = colonneRecency+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt2 = con.createStatement(); 
  ResultSet rs2 = stmt2.executeQuery("select * FROM 
contipiruzza.monetary"); 
  rsm = rs2.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneMonetary = 
colonneMonetary+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt3 = con.createStatement(); 
  ResultSet rs3 = stmt3.executeQuery("select * FROM 
contipiruzza.pagamenti"); 
  rsm = rs3.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonnePagamenti = 
colonnePagamenti+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
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  Statement stmt4 = con.createStatement(); 
  ResultSet rs4 = stmt4.executeQuery("select * FROM 
contipiruzza.frequency"); 
  rsm = rs4.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneFrequency = 
colonneFrequency+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt5 = con.createStatement(); 
  ResultSet rs5 = stmt5.executeQuery("select * FROM 
contipiruzza.mean_monetary"); 
  rsm = rs5.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneMean_monetary = 
colonneMean_monetary+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt6 = con.createStatement(); 
  ResultSet rs6 = stmt6.executeQuery("select * FROM 
contipiruzza.mean_frequency"); 
  rsm = rs6.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneMean_frequency = 
colonneMean_frequency+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt7 = con.createStatement(); 
  ResultSet rs7 = stmt7.executeQuery("select * FROM 
contipiruzza.red_generale"); 
  rsm = rs7.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneRed_generale = 
colonneRed_generale+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt8 = con.createStatement(); 
  ResultSet rs8 = stmt8.executeQuery("select * FROM 
contipiruzza.red_relativa"); 
  rsm = rs8.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneRed_relativa = 
colonneRed_relativa+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt9 = con.createStatement(); 
  ResultSet rs9 = stmt9.executeQuery("select * FROM 
contipiruzza.RED_SETTORE"); 
  rsm = rs9.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
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   colonneRED_SETTORE = 
colonneRED_SETTORE+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
   
  Statement stmt12 = con.createStatement(); 
  ResultSet rs12 = stmt12.executeQuery("select * FROM 
contipiruzza.RED_SETTORE2_3"); 
  rsm = rs12.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneRED_SETTORE2_3 = 
colonneRED_SETTORE2_3+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt13 = con.createStatement(); 
  ResultSet rs13 = stmt13.executeQuery("select * FROM 
contipiruzza.RED_SETTORE1_3"); 
  rsm = rs13.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneRED_SETTORE1_3 = 
colonneRED_SETTORE1_3+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
 
  Statement stmt10 = con.createStatement(); 
  ResultSet rs10 = stmt10.executeQuery("select * FROM 
contipiruzza.mean_red"); 
  rsm = rs10.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneMean_red = 
colonneMean_red+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  Statement stmt11 = con.createStatement(); 
  ResultSet rs11 = stmt11.executeQuery("select * FROM 
contipiruzza.VARIANZA"); 
  rsm = rs11.getMetaData(); 
   
  for(int i=2;i<=rsm.getColumnCount();i++){ 
   colonneVARIANZA = 
colonneVARIANZA+","+rsm.getColumnName(i)+"_r"; 
   colonneTemp = colonneTemp+","+rsm.getColumnName(i); 
  } 
   
  String colonne = 
colonneLor+colonneRecency+colonneMonetary+colonnePagamenti+colonneFrequency+colo
nneMean_monetary+colonneMean_frequency+colonneRed_generale+colonneRed_relativa+c
olonneRED_SETTORE+colonneRED_SETTORE2_3+colonneRED_SETTORE1_3+colonneMean_red+co
lonneVARIANZA; 
   
  queryCreate = queryCreate+colonne+")"; 
  queryCreate = queryCreate+" as (select 
contipiruzza.lor.cliente_id"+colonneTemp+" FROM contipiruzza.lor, 
contipiruzza.recency, contipiruzza.monetary,contipiruzza.pagamenti, 
contipiruzza.frequency, contipiruzza.mean_monetary, contipiruzza.mean_frequency, 
contipiruzza.red_generale,contipiruzza.red_relativa, contipiruzza.RED_SETTORE, 
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contipiruzza.RED_SETTORE2_3, contipiruzza.RED_SETTORE1_3, contipiruzza.mean_red, 
contipiruzza.VARIANZA WHERE contipiruzza.lor.cliente_id = 
contipiruzza.recency.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.monetary.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.pagamenti.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.frequency.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.mean_monetary.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.mean_frequency.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.varianza.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.red_generale.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.red_settore.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.red_relativa.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.mean_red.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.RED_SETTORE2_3.cliente_id AND contipiruzza.lor.cliente_id = 
contipiruzza.RED_SETTORE1_3.cliente_id)"; 
  System.out.println(queryCreate); 
   
  Statement stmt14 = con.createStatement(); 
  ResultSet rs14 = stmt14.executeQuery(queryCreate); 
   
  System.out.println("CREATA TABELLA TIME_FRAME_2_"+promoID); 
   
  System.out.println("Procediamo alla cancellazione delle tabelle 
usate in timeframe2"); 
  cancellazioneStaTransazionali(); 
  cancellazioneStaRedenzione(); 
  System.out.println("CANCELLATE tabelle usate in timeframe2"); 
  
  rs.close(); 
  rs1.close(); 
  rs2.close(); 
  rs3.close(); 
  rs4.close(); 
  rs5.close(); 
  rs6.close(); 
  rs7.close(); 
  rs8.close(); 
  rs9.close(); 
  rs10.close(); 
  rs11.close(); 
  rs12.close(); 
  rs13.close(); 
  rs14.close(); 
  stmt1.close(); 
  stmt2.close(); 
  stmt3.close(); 
  stmt4.close(); 
  stmt5.close(); 
  stmt6.close(); 
  stmt7.close(); 
  stmt8.close(); 
  stmt9.close(); 
  stmt10.close(); 
  stmt11.close(); 
  stmt12.close(); 
  stmt13.close(); 
  stmt14.close(); 
   
   
 } catch (Exception e) { 
  System.out.println("Errore nella joinTF2: "+e.toString()); 
 } 
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} 
 
 
/** 
 * Richiama al suo interno tutti i metodi creatori delle tabelle delle 
statistiche  
 * generali e di redenzione, e crea una tabella frutto della join tra queste e 
alla  
 * fine ne richiama il metodo per cancellare queste tabelle di statistiche. 
 * @param promoID 
 * @param ggAnno 
 */ 
public static void timeFrame2(int promoID, int ggAnno) 
{ 
 try 
 {   
         System.out.println("Calcolo Statistiche Time Frame 2!"); 
                
         System.out.println("Statistiche generali su un anno!"); 
   dataInizioPromo = getDataInizioPromozione(promoID); //in time 
frame va passato come parametro il promoID.  
   dataFinePromozione = getDataFinePromozione(promoID); 
   dataInizioTimeFrame = getDataInizioTimeFrame(dataInizioPromo, 
ggAnno);  
   dataFineTimeFrame = getDataFineTimeFrame(dataInizioPromo);  
      
   System.out.println("Promozione digitata " + promoID); 
   System.out.println("data inizio promozione " + dataInizioPromo 
); 
   System.out.println("data inizio Time Frame " + 
dataInizioTimeFrame ); 
   System.out.println("data fine Time Frame " + dataFineTimeFrame 
); 
         
   if(getGiorniAcquistaClient(dataInizioTimeFrame, 
dataFineTimeFrame)) 
   { 
    System.out.println("Good execute di giorni di acquisto 
del cliente!"); 
    
    if(getPrimoUltimoGiornoAcquisto(dataInizioTimeFrame, 
dataFineTimeFrame)) 
    { 
     System.out.println("Good execute di primo giorno 
di acquisto del cliente!"); 
      
    
     if(monetary(dataInizioTimeFrame, 
dataFineTimeFrame)) 
     {  
      System.out.println("Good execute 
monetary!"); 
      
      if(pagamenti(dataInizioTimeFrame, 
dataFineTimeFrame)) 
      {  
       System.out.println("Good execute 
pagamenti!"); 
    
       if(frequency(dataInizioTimeFrame, 
dataFineTimeFrame, ggAnno)) 
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       {  
        System.out.println("Good execute 
frequency!"); 
    
        if(distanzaTemporaleAcquisto()) 
        {  
         System.out.println("Good 
execute distanza!"); 
     
        
 if(recency(dataFineTimeFrame)) 
         { 
         
 System.out.println("Good execute recency!"); 
              
     
          if(lor()) 
          { 
          
 System.out.println("Good execute lor!"); 
           
          
 if(meanFrequency()) 
           {  
           
 System.out.println("Good execute meanFrequency!"); 
           
           
 if(meanMonetary()) 
            {  
            
 System.out.println("Good execute meanMonetary!"); 
             
     
            
 if(varianza()) 
             {
  
             
 System.out.println("Good execute varianza!"); 
              
             
 if(redenzioneGenerale(dataInizioTimeFrame, dataFineTimeFrame)) 
             
 { 
             
  System.out.println("Good execute redenzione!"); 
             
   
             
  if(redenzioneSettore(dataInizioTimeFrame, dataFineTimeFrame)) 
             
  { 
             
   System.out.println("Good execute redenzione settore!"); 
             
   
             
   if(redenzioneRelativa()) 
             
   { 
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    System.out.println("Good execute redenzione relativa!"); 
             
  
             
    if(meanRed()) 
             
    {  
             
     System.out.println("Good execute Mean 
redenzione!"); 
             
      
             
     joinTF2(promoID); 
             
      
             
     System.out.println("Il secondo Time Frame è stato 
creato!");    
              
             
    } 
             
    else 
             
    { 
             
     gestioneErrore(15); 
             
    } 
             
   }else 
             
   { 
             
    gestioneErrore(14); 
             
   } 
             
  }else 
             
  { 
             
   //gestioneErrore(13); 
             
  } 
            
 }else 
             { 
             
 gestioneErrore(12); 
             } 
             
   
            
 }else 
             
 {//fine statistiche transazionali 
             
  gestioneErrore(11); 
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 } 
            }else 
            { 
            
 gestioneErrore(10); 
            } 
           }else 
           { 
           
 gestioneErrore(9); 
           } 
          }else 
          { 
          
 gestioneErrore(8); 
          } 
         }else 
         { 
          gestioneErrore(7); 
         } 
        }else 
        { 
         gestioneErrore(6); 
        } 
       }else 
       { 
        gestioneErrore(5); 
       } 
      }else 
      { 
       gestioneErrore(4); 
      } 
     }else 
     { 
      gestioneErrore(3); 
     } 
    }else 
    { 
     gestioneErrore(2); 
    } 
       }else 
       { 
        gestioneErrore(1); 
       } 
             
      
   }catch(Exception e) 
   { 
    System.out.println("Errore in creazione time frame 2 " + e.toString()); 
   } 
} 
 
 
 
 
 
/** 
 * Richiama al suo interno tutti i metodi creatori delle tabelle delle 
statistiche  
 * specifiche, e crea una tabella frutto della join tra queste e alla fine ne  
 * richiama il metodo per cancellare queste tabelle di statistiche. 
148 
 
 * @param promoId 
 * @param occorrenze 
 */ 
public static void timeFrame3(int promoId, int occorrenze, Vector <Integer> 
arraySettoriId) 
{  
 String queryToJoin = "CREATE TABLE TIME_FRAME_3_"+promoId+" 
(cliente_id,QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PROMO,MONETARY_PROMO,MEAN_
PESO_PROMO,MEAN_PEZZI_PROMO,MEAN_VOLUME_PROMO,MEAN_MONETARY_PROMO,RELATIVE_MONET
ARY_PROMO"; 
 String querySelect = 
"QTA_MONETARY_PROMOZIONE.cliente_id,QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PR
OMO,MONETARY_PROMO,MEAN_PESO_PROMO,MEAN_PEZZI_PROMO,MEAN_VOLUME_PROMO,MEAN_MONET
ARY_PROMO,RELATIVE_MONETARY_PROMO"; 
  
 try 
 { 
   
  System.out.println("Calcolo statistiche specifiche per il time frame 
3!"); 
                            
   
   if(statistiche_specifiche(promoId, occorrenze, 
arraySettoriId)) 
   { 
    System.out.println("Good execute metodo 
statistiche_specifiche!"); 
     
     Statement stmt1 = con.createStatement(); 
      
     for(int k=0;k<arraySettoriId.size();k++) 
     { 
      queryToJoin = 
queryToJoin+",QTA_PESO_SETT_"+arraySettoriId.elementAt(k)+",QTA_PEZZI_SETT_"+arr
aySettoriId.elementAt(k)+",QTA_VOLUME_SETT_"+arraySettoriId.elementAt(k)+",MONET
ARY_SETT_"+arraySettoriId.elementAt(k)+",MEAN_PESO_SETT_"+arraySettoriId.element
At(k)+",MEAN_PEZZI_SETT_"+arraySettoriId.elementAt(k)+",MEAN_VOLUME_SETT_"+array
SettoriId.elementAt(k)+",MEAN_MONETARY_SETT_"+arraySettoriId.elementAt(k); 
      querySelect = 
querySelect+",QTA_PESO_SETT_"+arraySettoriId.elementAt(k)+",QTA_PEZZI_SETT_"+arr
aySettoriId.elementAt(k)+",QTA_VOLUME_SETT_"+arraySettoriId.elementAt(k)+",MONET
ARY_SETT_"+arraySettoriId.elementAt(k)+",MEAN_PESO_SETT_"+arraySettoriId.element
At(k)+",MEAN_PEZZI_SETT_"+arraySettoriId.elementAt(k)+",MEAN_VOLUME_SETT_"+array
SettoriId.elementAt(k)+",MEAN_MONETARY_SETT_"+arraySettoriId.elementAt(k); 
     } 
      
     queryToJoin = queryToJoin+") AS (SELECT 
"+querySelect+" FROM QTA_MONETARY_PROMOZIONE,QTA_MONETARY_SETTORE WHERE 
QTA_MONETARY_PROMOZIONE.cliente_id = QTA_MONETARY_SETTORE.cliente_id)"; 
     System.out.println("CREAZIONE TABELLA 
TIME_FRAME_3_"+promoId); 
     System.out.println(queryToJoin); 
      
     stmt1.executeQuery(queryToJoin); 
     System.out.println("CREATA TABELLA 
TIME_FRAME_3_"+promoId); 
     stmt1.close(); 
   } 
   else 
   { 
    gestioneErrore(16); 
   } 
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 }catch (Exception e ) 
 { 
  System.out.println("Errore in creazione time frame 3 " + 
e.toString()); 
 } 
  
} 
  
 
 
 
 
 
/** 
 * Crea una tabella con i campi del time frame 3 con valori nulli in quanto non 
ci sono occorrenze 
 * precedenti per la promozione esaminata 
 * @param promoID 
 */ 
public static void timeFrame3Nulla(int promoId, Vector <Integer> ID_settori) 
{ 
 String queryToCreate = null; 
 String queryToInsert = null; 
 String tmp = null; 
 String tmp1 = null; 
  
 String valori = "";  
  
 int cliente = 0; 
  
 try 
 { 
   valori = ", 0, 0, 0, 0, 0, 0, 0, 0, 0 "; 
   queryToCreate = "CREATE TABLE TIME_FRAME_3_"+promoId+" 
(CLIENTE_ID number, QTA_PESO_PROMO number,QTA_PEZZI_PROMO 
number,QTA_VOLUME_PROMO number,MONETARY_PROMO number,MEAN_PESO_PROMO 
number,MEAN_PEZZI_PROMO number,MEAN_VOLUME_PROMO number,MEAN_MONETARY_PROMO 
number,RELATIVE_MONETARY_PROMO number"; 
   queryToInsert = "INSERT INTO TIME_FRAME_3_"+promoId+" 
(Cliente_id, 
QTA_PESO_PROMO,QTA_PEZZI_PROMO,QTA_VOLUME_PROMO,MONETARY_PROMO,MEAN_PESO_PROMO,M
EAN_PEZZI_PROMO,MEAN_VOLUME_PROMO,MEAN_MONETARY_PROMO,RELATIVE_MONETARY_PROMO"; 
   
   for(int j=0; j< ID_settori.size(); j++) 
   { 
    tmp = creaStringaToCreate(ID_settori.elementAt(j)); 
    tmp1 = creaStringaToInsert(ID_settori.elementAt(j)); 
    queryToCreate = queryToCreate + tmp; 
    queryToInsert = queryToInsert + tmp1; 
     
    valori = valori + ", 0, 0, 0, 0, 0, 0, 0, 0 "; 
   } 
   queryToCreate = queryToCreate + ")"; 
   queryToInsert = queryToInsert + ")"; 
    
 
   Statement stmt = con.createStatement(); 
    
   ResultSet rs = stmt.executeQuery("select distinct 
contipiruzza.time_frame_2_"+promoId+".cliente_id from 
contipiruzza.time_frame_2_"+promoId);    
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   Statement stmt1 = con.createStatement(); 
    
   Statement stmt2 = con.createStatement(); 
   stmt2.execute(queryToCreate); 
       
   while(rs.next()) 
   { 
    cliente = rs.getInt(1); 
    stmt1.execute(queryToInsert + " VALUES (" + cliente + 
valori +")"); 
     
   } 
   rs.close(); 
   stmt.close(); 
   stmt1.close(); 
   stmt2.close(); 
    
 }catch (Exception e ) 
 { 
  System.out.println("Errore in creazione time frame 3 nulla " + 
e.toString()); 
 } 
} 
 
 
 
 
 
 /** 
  * restituisce un  vettore contenente gli identificatori dei settori 
coinvolti  
  * nella promozione. 
  * @param promoID 
  * @return vettore  
  */ 
 public static Vector<Integer> settoriPromo(int promoID) 
 { 
  Vector<Integer> sett = new Vector<Integer>(); 
   
  try 
  { 
   Statement stmt1 = con.createStatement(); 
   ResultSet rs = stmt1.executeQuery("select distinct 
contipiruzza.new_venduto.cod_sett from contipiruzza.new_venduto, 
contipirizza.promodettaglio_new where contipiruzza.new_venduto.promodettaglio_id 
= contipiruzza.promodettaglio_new.promodettaglio_id and 
contipiruzza.promodettaglio_new.promo_id = " + promoID); 
   
   while(rs.next()) 
   { 
    sett.add(rs.getInt(1)); 
   } 
   rs.close(); 
   stmt1.close(); 
    
  }catch(SQLException e) 
  { 
   System.out.println("Errore nella settoriPromo " + 
e.toString()); 
  } 
  return sett; 
 }  
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 /** 
  * Quanto l'utente digita uno viene richiamato questo metodo che da inizio  
  * all'esecuzione del programma creando i time frame, leggendo i parametri 
di  
  * input da file, chiamato parametri.txt. 
  * @param lettura 
  */ 
 public static void esecuzione1(String lettura) 
 { 
  //variabili per la lettura da file 
     BufferedReader input = null; 
     String r = ""; 
     int promo_id = 0; 
     int mesi = 0; 
  int ggAnno = 0; 
  int numOccorrenzePrec = 0; 
  Vector <Integer> arraySettori = new Vector<Integer>(); 
  Vector <Integer> idOccPrec = new Vector<Integer>(); 
   
  try 
  { 
   input = openFile("File_parametri.txt"); 
   r = input.readLine(); 
    
   while(r!=null) 
   { 
    r = input.readLine(); 
    if(r!=null) 
    { 
     promo_id = LeggiCampo(1,r); 
     mesi = LeggiCampo(2, r); 
     ggAnno = LeggiCampo(3, r); 
     numOccorrenzePrec = LeggiCampo(4, r); 
      
     if(numOccorrenzePrec == 0) 
     { 
      System.out.println("NON CI SONO OCCORRENZE 
PRECEDENTI PER LA PROMO "+promo_id+" SI PASSA ALLA PROMOZIONE SUCCESSIVA!"); 
     } 
       
     else//ha occorrenze precedenti 
     { 
      /** 
       * dobbiamo in primis trovare i settori 
coinvolti nella 
       * promozione corrente per passarli in fase 
di creazione sia del 
       * time_frame_3 della promozione corrente 
che di tutte le sue 
       * precedenti occorrenze 
       */ 
       
      try { 
       Statement stmt = 
con.createStatement(); 
       //individuiamo settori coinvolti nella 
promozione 
       ResultSet rs = 
stmt.executeQuery("select distinct contipiruzza.new_venduto.COD_SETT from 
contipiruzza.new_venduto, contipiruzza.promodettaglio_new where 
contipiruzza.new_venduto.promodettaglio_id = 
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contipiruzza.promodettaglio_new.promodettaglio_id and 
contipiruzza.promodettaglio_new.promo_id = "+promo_id); 
       while(rs.next()) 
       {    
       
 arraySettori.addElement(rs.getInt("COD_SETT")); 
       } 
       rs.close(); 
       stmt.close(); 
      } catch (Exception e) { 
       System.out.println("Errore in 
esecuzione1, nella lettura dei cod_sett della promozione: "+e.toString()); 
      } 
       
      System.out.println("Ci sono occorrenze 
precedenti per la promo: "+promo_id); 
      // memorizziamo gli ID delle k occorrenze 
precedenti 
      // dalla più recente alla meno recente 
andando indietro 
      // nel tempo 
      idOccPrec = 
getIDOccorrenzePrecedenti(promo_id, numOccorrenzePrec); 
       
      // creiamo i timeframe 1-2-3 per l'attuale 
promozione 
       
      // CONTROLLIAMO SE PER LA PROMOZIONE ESISTE 
GIA' UN TIME_FRAME_1 
      try{ 
       Statement stmt1 = 
con.createStatement(); 
       ResultSet rsCreaTF1 = 
stmt1.executeQuery("SELECT TIME_FRAME_1_"+promo_id+".* FROM 
TIME_FRAME_1_"+promo_id+" where ROWNUM=1"); 
       if(rsCreaTF1.next()) 
       { 
        // se il time frame 1 per la 
promozione esiste già 
        System.out.println("LA TABELLA 
TIME_FRAME_1_"+promo_id+" ESISTE GIA'"); 
       } 
       rsCreaTF1.close(); 
       stmt1.close(); 
        
      }catch(Exception e) 
      { 
       // se il time frame 1 per la 
promozione non esiste 
       System.out.println("LA TABELLA 
TIME_FRAME_1_"+promo_id+" NON ESISTE - PROCEDO ALLA CREAZIONE"); 
       timeFrame1(promo_id, mesi); 
      } 
       
      // CONTROLLIAMO SE PER LA PROMOZIONE ESISTE 
GIA' UN TIME_FRAME_2 
      try{ 
       Statement stmt2 = 
con.createStatement(); 
       ResultSet rsCreaTF2 = 
stmt2.executeQuery("SELECT TIME_FRAME_2_"+promo_id+".* FROM 
TIME_FRAME_2_"+promo_id+" where ROWNUM=1"); 
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       if(rsCreaTF2.next()) 
       { 
        // se il time frame 2 per la 
promozione esiste già 
        System.out.println("LA TABELLA 
TIME_FRAME_2_"+promo_id+" ESISTE GIA'"); 
        System.out.println("la 
cancello..."); 
        Statement stmt8 = 
con.createStatement(); 
        stmt8.executeQuery("DROP TABLE 
TIME_FRAME_2_"+promo_id); 
        timeFrame2(promo_id, ggAnno); 
       } 
       rsCreaTF2.close(); 
       stmt2.close(); 
        
      }catch(Exception e){ 
        
       // se il time frame 2 per la 
promozione non esiste 
       System.out.println("LA TABELLA 
TIME_FRAME_2_"+promo_id+" NON ESISTE - PROCEDO ALLA CREAZIONE"); 
       timeFrame2(promo_id, ggAnno); 
      } 
       
      // CONTROLLIAMO SE PER LA PROMOZIONE ESISTE 
GIA' UN TIME_FRAME_3 
      try{ 
       Statement stmt3 = 
con.createStatement(); 
       ResultSet rsCreaTF3 = 
stmt3.executeQuery("SELECT TIME_FRAME_3_"+promo_id+".* FROM 
TIME_FRAME_3_"+promo_id+" where ROWNUM=1"); 
       if(rsCreaTF3.next()) 
       { 
        // se il time frame 3 per la 
promozione esiste già 
        System.out.println("LA TABELLA 
TIME_FRAME_3_"+promo_id+" ESISTE GIA'"); 
        System.out.println("la 
cancello..."); 
        Statement stmt9 = 
con.createStatement(); 
        stmt9.executeQuery("DROP TABLE 
TIME_FRAME_3_"+promo_id); 
        timeFrame3(promo_id, 
idOccPrec.size(), arraySettori); 
       
 cancellazioneStaSpecifica(promo_id); 
       } 
       rsCreaTF3.close(); 
       stmt3.close(); 
      }catch(Exception e){ 
        
       // se il time frame 3 per la 
promozione non esiste 
       System.out.println("LA TABELLA 
TIME_FRAME_3_"+promo_id+" NON ESISTE - PROCEDO ALLA CREAZIONE"); 
       timeFrame3(promo_id, idOccPrec.size(), 
arraySettori); 
       cancellazioneStaSpecifica(promo_id); 
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      } 
       
      /* 
       * dopo aver creato i tre TIME FRAME per la 
promozione corrente 
       * creiamo quello che, con l'aggiunta della 
variabile CLASSE, 
       * rappresenterà il TEST_SET per tale 
promozione 
       */ 
      creaInfoClienti(promo_id); 
       
       
      //per ogni occorrenza precedente creiamo i 
time frame 1-2-3 
      for(int i=0; i<idOccPrec.size(); i++) 
      {  
       System.out.println("********* SONO 
NELLA occorrenza precedente "+idOccPrec.elementAt(i)+" DELLA PROMO "+promo_id); 
       //timeFrame1(idOccPrec.elementAt(i), 
mesi); 
       //timeFrame2(idOccPrec.elementAt(i), 
ggAnno); 
        
       // CONTROLLIAMO SE PER LA PROMOZIONE 
ESISTE GIA' UN TIME_FRAME_1 
       try{ 
        Statement stmt4 = 
con.createStatement(); 
        ResultSet rsCreaTF1 = 
stmt4.executeQuery("SELECT TIME_FRAME_1_"+idOccPrec.elementAt(i)+".* FROM 
TIME_FRAME_1_"+idOccPrec.elementAt(i)+" where ROWNUM=1"); 
        if(rsCreaTF1.next()) 
        { 
         // se il time frame 1 per 
la promozione esiste già 
         System.out.println("LA 
TABELLA TIME_FRAME_1_"+idOccPrec.elementAt(i)+" ESISTE GIA'"); 
        } 
        rsCreaTF1.close(); 
        stmt4.close(); 
         
       }catch(Exception e){ 
         
        // se il time frame 1 per la 
promozione non esiste 
        System.out.println("LA TABELLA 
TIME_FRAME_1_"+idOccPrec.elementAt(i)+" NON ESISTE - PROCEDO ALLA CREAZIONE"); 
       
 timeFrame1(idOccPrec.elementAt(i), mesi); 
       } 
        
       // CONTROLLIAMO SE PER LA PROMOZIONE 
ESISTE GIA' UN TIME_FRAME_2 
       try{ 
        Statement stmt5 = 
con.createStatement(); 
        ResultSet rsCreaTF2 = 
stmt5.executeQuery("SELECT TIME_FRAME_2_"+idOccPrec.elementAt(i)+".* FROM 
TIME_FRAME_2_"+idOccPrec.elementAt(i)+" where ROWNUM=1"); 
        if(rsCreaTF2.next()) 
        { 
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         // se il time frame 2 per 
la promozione esiste già 
         System.out.println("LA 
TABELLA TIME_FRAME_2_"+idOccPrec.elementAt(i)+" ESISTE GIA'"); 
         System.out.println("la 
cancello ..."); 
         Statement stmt10 = 
con.createStatement(); 
         stmt10.executeQuery("DROP 
TABLE TIME_FRAME_2_"+idOccPrec.elementAt(i)); 
        
 timeFrame2(idOccPrec.elementAt(i), ggAnno); 
         
        } 
        rsCreaTF2.close(); 
        stmt5.close(); 
       }catch(Exception e){ 
         
        // se il time frame 2 per la 
promozione non esiste 
        System.out.println("LA TABELLA 
TIME_FRAME_2_"+idOccPrec.elementAt(i)+" NON ESISTE - PROCEDO ALLA CREAZIONE"); 
       
 timeFrame2(idOccPrec.elementAt(i), ggAnno); 
       } 
 
       if(i!= idOccPrec.size()-1) 
       { 
        try 
        { 
         // CERCO LA PRIMA RIGA 
DELLA TABELLA PER VEDERE SE ESISTE 
         Statement stmt6 = 
con.createStatement(); 
         ResultSet rsCrea = 
stmt6.executeQuery("SELECT TIME_FRAME_3_"+idOccPrec.elementAt(i)+".* FROM 
TIME_FRAME_3_"+idOccPrec.elementAt(i)+" where ROWNUM=1"); 
         if(rsCrea.next()) 
         { 
          // se il time frame 3 
per la promozione esiste già 
         
 System.out.println("LA TABELLA TIME_FRAME_3_"+idOccPrec.elementAt(i)+" 
ESISTE GIA'"); 
         
 System.out.println("la cancello..."); 
          Statement stmt11 = 
con.createStatement(); 
         
 stmt11.executeQuery("DROP TABLE TIME_FRAME_3_"+idOccPrec.elementAt(i)); 
         
 timeFrame3(idOccPrec.elementAt(i),numOccorrenzePrec-(i+1), arraySettori); 
         
 cancellazioneStaSpecifica(idOccPrec.elementAt(i)); 
         } 
         rsCrea.close(); 
         stmt6.close(); 
          
        }catch(Exception e){ 
          
         // se il time frame 3 per 
la promozione non esiste 
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         System.out.println("LA 
TABELLA TIME_FRAME_3_"+idOccPrec.elementAt(i)+" NON ESISTE - PROCEDO ALLA 
CREAZIONE"); 
        
 cancellazioneStaSpecifica(idOccPrec.elementAt(i)); 
        
 timeFrame3(idOccPrec.elementAt(i),numOccorrenzePrec-(i+1), arraySettori); 
        
 cancellazioneStaSpecifica(idOccPrec.elementAt(i)); 
        } 
       } 
       else// sono nell'ultima occorrenza 
precedente. 
       { 
         try 
         { 
          // CERCO LA PRIMA 
RIGA DELLA TABELLA PER VEDERE SE ESISTE 
          Statement stmt7 = 
con.createStatement(); 
          ResultSet rsCrea = 
stmt7.executeQuery("SELECT TIME_FRAME_3_"+idOccPrec.elementAt(i)+".* FROM 
TIME_FRAME_3_"+idOccPrec.elementAt(i)+" where ROWNUM=1"); 
          if(rsCrea.next()) 
          { 
           // se il time 
frame 3 per la promozione esiste già 
          
 System.out.println("LA TABELLA TIME_FRAME_3_"+idOccPrec.elementAt(i)+" 
ESISTE GIA'"); 
          
 System.out.println("la cancello..."); 
           Statement 
stmt12 = con.createStatement(); 
          
 stmt12.executeQuery("DROP TABLE TIME_FRAME_3_"+idOccPrec.elementAt(i)); 
          
 timeFrame3Nulla(idOccPrec.elementAt(i), arraySettori); 
          } 
         rsCrea.close(); 
         stmt7.close(); 
         }catch(Exception e){ 
           
          // se il time frame 3 
per la promozione non esiste 
         
 System.out.println("LA TABELLA TIME_FRAME_3_"+idOccPrec.elementAt(i)+" NON 
ESISTE - PROCEDO ALLA CREAZIONE"); 
         
 cancellazioneStaSpecifica(idOccPrec.elementAt(i)); 
         
 timeFrame3Nulla(idOccPrec.elementAt(i),arraySettori); 
           
         } 
        } 
        
        /* 
         * creaimao la tabella 
INFO_CLIENTI_id_promo_prec 
         * facendo la join tra i tre time 
frame dell'occorrenza precedente 
         */ 
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 creaInfoClienti(idOccPrec.elementAt(i)); 
       } 
       
       /* 
        * terminata la creazione delle 
tabelle INFO_CLIENTI per le k occorrenze precedenti 
        * occorre fare la loro UNION per 
creare la tabella UNION_INFO_CLIENTI_promo_id, 
        * che, con l'aggiunta della variabile 
CLASSE, rappresenterà il training set 
        * per la promozione corrente in 
esame. 
        */ 
       creaUNION(promo_id, idOccPrec); 
       
      } //fine else nel caso in cui vi sono 
occorrenze precedenti 
      
     } 
    else 
    { 
     System.out.println("durante la lettura del file 
parametri --> siamo arrivati in fondo al file!"); 
    } 
   }//fine while 
  }catch(IOException e) 
  { 
   System.out.println("Errore nella lettura del file parametri! -
-> esecuzione 1"); 
  } 
 } 
  
  
  
  
 /** 
  * Quando l'utente digita exit, significa che vuole uscire dal programma. 
  * Ciò non stante il programma richiede un'ulteriore conferma della 
chiusura  
  * al data warehouse e della cessione dell'esecuzione, in modo tale che se 
  * l'utente si è sbalgiato può digitare 'Y' per dare il via 
all'esecuzione. 
  * @param lettura 
  */ 
 public static void esecuzioneExit(String lettura) 
 { 
  try 
  { 
    
   final BufferedReader stdin = IOUtil.getReader("");   
   
   System.out.println("L'utente ha richiesto di uscire dal 
programma!"); 
   System.out.println("Sei sicuro di voler uscire dal programma? 
[Y/N] "); 
   String let = stdin.readLine(); 
   if (let.equals("Y")) 
   { 
     System.out.println("Hai scelta di uscire dal 
programma!!!"); 
     chiudiConnessioneDW(); 
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     System.out.println("Arrivederci!!!");      
   }//end Y 
   else 
   { 
      
     if (let.equals("N")) 
     { 
       System.out.println("Restart del programma! 
Inserire 1"); 
       String lett = stdin.readLine(); 
       System.out.println("Digitato dopo N ----
>>>>> " + lett); 
        
       if(lett.equals("1")) 
        esecuzione1(lett); 
       else 
       { 
        System.out.println("Errore di 
battitura!"); 
        chiudiConnessioneDW(); 
       } 
     } 
     else 
     { 
      System.out.println("Errore di battitura!"); 
      chiudiConnessioneDW(); 
     } 
   } 
  }catch(IOException e) 
  { 
   System.out.println("Errore in esecuzione exit! " + 
e.toString()); 
  } 
 } 
  
  
  
  
 /** 
  * è il metodo esecutore della classe il quale da l'avvio al programma  
  * presentando la titolatura del progetto implementato, e poi prosegue con 
la 
  * verifica di ciò che digita l'utente. 
  * L'utente può digitare 1 per iniziare l'esecuzione oppure exit per 
uscire se  
  * digita caratteri al di fuori richiede una nuova digitazione prima 
acconsentendo 
  * una seconda possibilità all'utente. 
  * @param args 
  * @throws Exception 
  */ 
 public static void main(String[] args)throws Exception 
    { 
       
      
         //initial command 
         
System.out.println("*******************************************************"); 
         System.out.println("***                    Welcome to                   
***"); 
         System.out.println("***                    the project:                 
***"); 
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         System.out.println("***         'Caso di studio del processo KDD        
***"); 
         System.out.println("***             nel settore del 
retailing.'         ***");      
         System.out.println("***                                                 
***"); 
         System.out.println("***                       by                        
***"); 
         System.out.println("***           Conti Elia  &  Piruzza Angela         
***"); 
         System.out.println("***      relatore professore  Ruggieri 
Salvarore    ***"); 
         System.out.println("***                                                 
***"); 
         System.out.println("***          Università degli studi di Pisa         
***"); 
         System.out.println("***             Facoltà di Informatica              
***"); 
         System.out.println("*** Corso di Informatica per l'economia e 
l'azienda ***"); 
         
System.out.println("*******************************************************"); 
         System.out.println("                                                       
"); 
          
         System.out.println("Il programma prevede la parametrizzazione del 
processo "); 
         System.out.println("KDD che porta alla creazione del tabellone da 
passare  "); 
         System.out.println("in formato csv a clementine per l'analisi 
finale!      "); 
 
         System.out.println("Inoltre si gestisce a livello di codice anche 
la soglia"); 
         System.out.println("per l'analisi!     "); 
 
         System.out.println("Digitare: "); 
         System.out.println("   1     -->    per proseguire l'esecuzione. 
"); 
         System.out.println("  exit   -->    per uscire dal progetto. "); 
          
         System.out.println("Attesa digitazione..."); 
          
                 
          
          
         final BufferedReader stdin = IOUtil.getReader("");     
      String lettura = stdin.readLine();//time frame selezionato 
 
   connectDW(); 
      try 
      { 
       if(!(lettura.equals("1")) && !(lettura.equals("exit"))) 
       { 
        System.out.println("Errore di battitura. Digitare 1 
oppure exit "); 
     lettura = stdin.readLine();//time frame 
selezionato 
         
     if(lettura.equals("1")) 
      esecuzione1(lettura); 
     else 
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      if(lettura.equals("exit")) 
       esecuzioneExit(lettura); 
      else 
       { 
        System.out.println("Non hai 
digitato bene, la connessione verrà chiusa!"); 
        chiudiConnessioneDW(); 
       } 
       }//if(!(lettura.equals("1")) && !(lettura.equals("exit"))) 
    else  
    { 
     if((lettura.equals("exit"))){ 
      esecuzioneExit(lettura); 
     } 
         else 
         { 
          esecuzione1(lettura); 
         } 
    } 
 
      }catch(Exception e) 
      {System.out.println("Sollevamento eccezione nel maain " + 
e.toString()); 
        
      } 
     } 
} 
     
// end class 
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Appendice C 
 
Aggiunta del campo soglia 
 
 La parte che segue è il codice commentato del file AggiungiClasse, implementato in Java 
per l’aggiunta della variabile classe alla tabella contenente le informazioni di categorizzazione 
del cliente.  [Hor02]. 
 
 
 
package TesiContiPiruzza; 
 
import java.io.BufferedReader; 
import java.sql.Connection; 
import java.sql.DriverManager; 
import java.sql.ResultSet; 
import java.sql.ResultSetMetaData; 
import java.sql.Statement; 
import java.util.Properties; 
 
 
 
public class AggiungiClasse { 
 
  
 static ResultSet rs = null; 
    static Connection con = null; 
    static Statement stmt = null; 
    static Statement stmt1 = null; 
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    static Statement stmt2 = null; 
    static Statement stmt3 = null; 
    static Statement stmt4 = null; 
    static Statement stmt5 = null; 
     
    /** 
     * Metodo Pubblico: crea la connessione in remoto al datawarehouse leggendo 
i  
     * parametri di accesso dal file myJDBCdef.props. 
     * I metodi richimati al suo interno si trovano nella classe IOUtil, 
implementata 
     * da noi  per gestire l'accesso remoto menzionato sopra, e metodi della 
classe DataBaseUtil 
     * per i drivers. 
     */ 
    public static void connectDW() 
    { 
     try 
     { 
      /** 
          * @param props load properties 
          */ 
         Properties props = IOUtil.readProps("C:/Documents and 
Settings/Ang3l/Documenti/Lavoro/TESI/piruzza/myJDBCdefTera2.props"); 
          
         /** 
          * Loading Drivers. 
          * @param stdin legge i driver del datawarehouse 
          * @param url indirizzo web del datawarehouse 
          * @param user logging al datawarehouse 
          * @param pwd password per loggarsi al datawarehouse 
          * @param con connection 
          * @param stmt connection statement 
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          */ 
         DataBaseUtil.loadJDBC(props.getProperty("jdbcDriver")); 
            String url = props.getProperty("jdbcURL"); 
            String user = props.getProperty("userName"); 
            String pwd = props.getProperty("userPWD"); 
            con = DriverManager.getConnection(url, user, pwd); 
 
     }catch(Exception e) 
     { 
      System.out.println("Eccezione nella connessione al DW 
"+e.toString()); 
     } 
      
    } 
  
 public static void creaVarObiettivo(int promo_id){ 
   
  ResultSetMetaData rsm = null; 
  String colonneUNION = null; 
  String colonneINFO = null; 
  BufferedReader stdin = null; 
  String rigaletta = null; 
  double soglia1 = 0; 
  double soglia2 = 0; 
  double soglia3 = 0; 
  String training = "CREATE TABLE TRAINING_"+promo_id+" (cliente_id"; 
  String test = "CREATE TABLE TEST_"+promo_id+" (cliente_id"; 
   
  try { 
    
   stdin = IOUtil.getReader(""); 
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   System.out.println("dammi la prima soglia su 
qta_pezzi_promo"); 
   rigaletta = stdin.readLine(); 
    
   soglia1 = Double.parseDouble(rigaletta); 
    
    
   System.out.println("dammi la seconda soglia su 
monetary_promo"); 
   rigaletta = stdin.readLine(); 
    
   soglia2 = Double.parseDouble(rigaletta); 
    
    
   System.out.println("dammi la terza soglia su 
relative_monetary_promo"); 
   rigaletta = stdin.readLine(); 
    
   soglia3 = Double.parseDouble(rigaletta); 
    
   stmt = con.createStatement(); 
   rs = stmt.executeQuery("select 
contipiruzza.UNION_INFO_CLIENTI_"+promo_id+".* from 
contipiruzza.UNION_INFO_CLIENTI_"+promo_id); 
   rsm = rs.getMetaData(); 
    
   for(int h=0;h<rsm.getColumnCount();h++){ 
     
    colonneUNION = colonneUNION+","+rsm.getColumnName(h); 
     
   } 
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   training = training+colonneUNION+", CLASSE) AS (select 
contipiruzza.UNION_INFO_CLIENTI_"+promo_id+".*, (case when 
(QTA_PEZZI_PROMO>"+soglia1+" and MONETARY_PROMO>"+soglia2+" and 
RELATIVE_MONETARY_PROMO>"+soglia3+") then 1 else 0 end) AS CLASSE from 
contipiruzza.UNION_INFO_CLIENTI_"+promo_id+")"; 
   System.out.println(training); 
   stmt1= con.createStatement(); 
   stmt1.executeQuery(training); 
   System.out.println("CREATA TABELLA TRAINING_"+promo_id); 
    
    
   stmt2 = con.createStatement(); 
   rs = stmt2.executeQuery("select 
contipiruzza.INFO_CLIENTI_"+promo_id+".* from 
contipiruzza.INFO_CLIENTI_"+promo_id); 
   rsm = rs.getMetaData(); 
    
   for(int h=0;h<rsm.getColumnCount();h++){ 
     
    colonneINFO = colonneINFO+","+rsm.getColumnName(h); 
     
   } 
    
   test = test+colonneINFO+", CLASSE) AS (select 
contipiruzza.INFO_CLIENTI_"+promo_id+".*, (case when 
(QTA_PEZZI_PROMO>"+soglia1+" and MONETARY_PROMO>"+soglia2+" and 
RELATIVE_MONETARY_PROMO>"+soglia3+") then 1 else 0 end) AS CLASSE from 
contipiruzza.INFO_CLIENTI_"+promo_id+")"; 
   System.out.println(test); 
   stmt3 = con.createStatement(); 
   stmt3.executeQuery(test); 
   System.out.println("CREATA TABELLA TEST_"+promo_id); 
    
  } catch (Exception e) { 
   System.out.println("Errore nella creaVarObiettivo: 
"+e.toString()); 
166 
 
  } 
   
 } 
  
 public static void main(String[]args){ 
   
  BufferedReader stdin = null; 
  String leggiID = ""; 
  int promo_id = 0; 
   
  try { 
   stdin = IOUtil.getReader(""); 
   System.out.println("Dammi il promo_id della promozione da 
analizzare"); 
   leggiID = stdin.readLine(); 
   promo_id = Integer.parseInt(leggiID); 
    
   connectDW(); 
   creaVarObiettivo(promo_id); 
    
  } catch (Exception e) { 
   System.out.println("Errore nel main della classe 
AggiungiClasse: "+e.toString()); 
  } 
 
 } 
} 
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