Abstract-We investigate a Knuth-like scheme for balancing q-ary code words, which has the virtue that lookup tables for coding and decoding the prefix are avoided by using precoding and error correction techniques. We show how the scheme can be extended to allow for error correction of single channel errors using a fast decoding algorithm that depends on syndromes only, making it considerably faster compared with the prior art exhaustive decoding strategy. A comparison between the new and prior art schemes, both in terms of redundancy and error performance, completes the study.
(modulo 2) a '1' to the v symbols in the first segment. The index v is chosen in such a way that the modified word is balanced. Knuth showed that such an index v can always be found. In the simplest embodiment of Knuth's algorithm, the index v is represented by a p-bit balanced word, called a prefix. The p-bit prefix is appended to the m-bit modified user word, and the sequence of p + m bits is transmitted. The rate of the code is m/(m + p). The receiver, after observing the prefix, decodes the index v, and subsequently it undoes the modifications made to the user word. Note that both the encoder and decoder do not require large, m-bit wide, look-up tables, making Knuth's algorithm very attractive for balancing long user words. The serial algorithm adds a p-bit prefix (not necessarily balanced) that describes the weight of the original m-bit user word. In this case, the encoder splits the sequence, consisting of the prefix and user word together, into two segments and finds an index v that balances the overall sequence. The receiver undoes the modification by inverting the bits until the original weight, captured by the prefix, is attained. Modifications and embellishments of Knuth's binary schemes have been presented by Al-Bassam and Bose [5] , Tallini et al. [6] , and Weber and Immink [7] .
Binary balancing schemes that enable correction of errors have been presented by van Tilborg and Blaum [8] , Al-Bassam and Bose [9] and Weber et al. [10] , among others. In [8] , the idea is to consider short balanced sequences as symbols of a non-binary alphabet and to construct errorcorrecting codes over that alphabet. In [9] , balanced codes that correct a single error are constructed. These codes can be extended using concatenation techniques to correct up to four errors. In [10] , a combination of conventional error correction techniques and Knuth's balancing method is used.
Methods for balancing q-ary, q > 2, codewords can be found, for example, in Capocelli et al. [11] , Tallini and Vacaro [12] , Al-Bassam [13] , Swart and Weber [14] , and Pelusi et al. [15] . Balancing is achieved in [14] , as in Knuth's parallel scheme, by splitting the user word into a first and second segment of v and m − v symbols, respectively. The encoder adds (modulo q) an integer s + 1 to the symbols in the first segment, and an integer s to the symbols in the second segment. A further improvement of [14] was presented by Pelusi et al. [15] . More details regarding Swart and Weber's q-ary scheme are provided in the next section.
Other work closely related to q-ary balancing, but with different alphabets or constraints, include balancing codes over 0018-9448 © 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission.
See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.
the q-th roots of unity [16] , [17] and balancing codes that are invariant under symbol permutation [18] . For the former, the non-binary, complex alphabet is chosen as the q-th roots of unity, e.g. when q = 4, the alphabet is {+1, + j, −1, − j }, and the complex sum of the symbols in a codeword must be zero. For the latter, each alphabet symbol occurs as many times as any other symbol in the codeword, and can thus be seen as a special case of q-ary balancing.
In most Knuth-like balancing schemes, both binary and nonbinary, the encoder appends a prefix, which is required by the decoder for restoring the original user word. However, for some of these schemes look-up tables are required for encoding and decoding the prefix, which is undesirable for certain high-speed applications. Schemes like [12] require either a very small look-up table or the check word (i.e. prefix) can be obtained by direct computation of the user word's weight. In this paper, we present a simple prefixless scheme, which extends the work by Swart and Immink [19] , see also Section III. As in [19] , we add error correction capabilities to the balancing scheme, which can correct single channel errors, and in this paper we show that fast decoding can be done based on syndromes only.
In Sections II and III, we present relevant results from the literature. We also detail Swart and Immink's [19] method for constructing prefixless q-ary balanced codes in Section III. In Section IV, we show how error correction capabilities can be efficiently added to the balancing act. In Section V, we investigate the redundancy, complexity, and performance of the new scheme. In Section VI we discuss and highlight certain aspects of the work along with directions for future research, and finally in Section VII we present our conclusions.
II. BALANCING OF q -ARY SEQUENCES
The following definitions will be used in this paper. Let x = (x 1 , . . . , x m ) be a sequence of m symbols taken from the q-ary alphabet Q = {0, 1, . . . , q − 1}, with q and m positive integers and q ≥ 2. The weight of x, denoted by weight(x), is defined as the real sum of the m q-ary symbols, i.e.
We further define the balancing value by
where q and m are chosen such that q,m is an integer.
A codeword x of length m is said to be balanced if
Alternatively, an alphabet with polar symbols can be considered, where
if q is odd, and
if q is even. In this case, balancing is achieved when the symbol sum equals zero, i.e. when weight(x) = 0. The conversion between the two representations is straightforward, thus for clerical convenience we only use the former representation.
To keep this paper as self-contained as possible, we summarize the most important results from [14] without proofs.
A q-ary sequence can be balanced by adding (modulo q) an appropriate q-ary balancing sequence, as defined in the following.
Definition 1: A q-ary balancing sequence of length m is denoted by
The balancing sequence can be seen as two sequences, consisting of a q-ary sequence (the all-s sequence) and a "binary" sequence (indicating the position). Then,
where ⊕ q represents modulo q summation.
Example 1: Consider a 4-ary sequence x = (0, 2, 3, 3, 3, 1, 3, 2), of weight 17. By adding the sequence (2, 2, 2, 2, 2, 2, 2, 1), we can obtain a balanced sequence (2, 0, 1, 1, 1, 3, 1, 3) with the weight equal to 4,8 = 12. The balancing sequence is not unique, and in this case three more balancing sequences can be found, namely (3, 3, 3, 2, 2, 2, 2, 2), (3, 3, 3, 3, 3, 3, 3, 2) and (0, 0, 0, 3, 3, 3, 3, 3) .
To see how the balancing sequences affect the weight, let b z denote the z-th balancing sequence, with
and let ω(z) = weight(x ⊕ q b z ). Note there are qm possible balancing sequences.
For the binary case, we know from [4] that the minimum and maximum values of ω(z) will always be such that min{ω(z)} ≤ 2,m ≤ max{ω(z)}. The increase and decrease in ω(z) plotted against z will always be one, and therefore it must pass through 2,m at some stage. A progression of this nature, that consists of a succession of random steps, is called a random walk, which is the basis of Knuth's proof. For q-ary balancing in [12] , Tallini and Vaccaro construct single or double maps in such a way that random walks are also achieved, with ω(z) changing by −1, 0 or +1 for each step, thereby ensuring that it will pass through q,m . The approach from [14] also results in random walks, but the value of ω(z) does not change by −1, 0 or +1, as described in the following lemma.
Lemma 1: When adding b z to x, ω(z) forms a random walk with increases of 1 and decreases of q − 1.
An exact minimum and maximum value for ω(z) is hard to find since it is sequence dependent, but it can be shown that a bound exists on these values for all sequences.
Lemma 2: The ω(z)-random walk has min{ω(z)} ≤ q,m ≤ max{ω(z)}. Using Lemmas 1 and 2 we can state the main result from [14] :
Theorem 1: There is at least one pair of integers, s and v,
This result is used in the next section to construct the prefixless balanced codes from [19] .
III. PREFIXLESS BALANCED CODES
As before, let x = (x 1 , . . . , x m ) be a q-ary word of m symbols,
where d m+1 = 0. The above integration operation will be denoted by d = I (x). Note that the original word x can be uniquely restored by modulo q differentiation:
where q indicates modulo q subtraction. The above differentiation operation will be denoted by
Define the binary m-bit word
We are now in a position to formulate Theorem 2.
Theorem 2: There is at least one pair of integers, s and v,
Since u v and su m under modulo q integration are equivalent to b s,v , according to Theorem 1 balancing of x will always be possible. Note that in the binary case, q = 2, the search simplifies to finding the balancing index v only, since such an index will always be found for s = 0. The following example illustrates the method.
Example 2: Let q = 5 and m = 7, and let the input be x = (3, 2, 0, 1, 1, 4, 0). After a search we find that the choice of s = 3 and v = 3 balances the integrated sequence I (x) = (1, 3, 1, 1, 0, 4, 0). Adding u 3 ⊕ 5 3u 7 = (0, 0, 1, 0, 0, 0, 3) to the input yields (3, 2, 1, 1, 1, 4, 3), and after integration we obtain w = I ((3, 2, 1, 1, 1, 4, 3)) = (0, 2, 0, 4, 3, 2, 3). Note that w is balanced since the sum of its components equals 5,7 = 14. It is worth noting that determining s and v can be simplified by first finding an s such that weight(x ⊕ q b s,0 ) ≤ q,m and weight(x ⊕ q b s+1,0 ) ≥ q,m and then finding the v that balances the sequence. We will elaborate on the complexity for this in Section V-B.
From the receiver's point of view, u v introduced an error of magnitude one in x in an unknown position. In the rest of the paper we will refer to this as the magnitude-one error. The next encoding and decoding algorithms exploit Theorem 2 and we will show that in conjunction with error correcting techniques to correct the magnitude-one error, it will be possible to efficiently balance q-ary words, and circumvent the encoding and decoding of the prefix in the prior art constructions.
A. Encoding
We will make use of a q-ary (m − 1, k) linear block code, denoted as C, of dimension k and length m − 1 to encode the user word, a = (a 1 , . . . , a k ), of length k. Let r = m −1−k be the redundancy of the block code, and define the r × (m − 1) matrix H q,r whose i -th column h i is the q-ary representation of the integer i , 1 ≤ i ≤ m − 1, m ≤ q r . For example, for q = 3, r = 2, and m = 9 we obtain
We call H q,r a check matrix, for which we have an easy syndrome decoding available similar to that of binary Hamming codes [20] . The code C is a single, magnitudeone error correction code, or a single error detection code, as described in [21] [22] [23] . The maximum row length of the check matrix H q,r is q r − 1, r > 1. The encoding function is denoted by x = φ q (a), and is defined in such a way that x satisfies H q,r x T = 0 T . The encoding procedure consists of the following three steps:
Step 1: The k-symbol user word, a, is encoded into the
Step 2: The m-symbol word x is obtained by appending a
Step 3: Find a pair of integers, s ∈ Q and v ∈ {1, . . . , m}, 
B. Decoding
At the receiver side, the m-symbol word y is retrieved from the received w by modulo q differentiation, i.e.
We drop the last symbol, 's' (or 's + 1' if v = m), of y and thereby obtain y of length m − 1. Then either the words y and x differ only at an unknown index position v if v = m, because of the magnitude-one "error" introduced during encoding, or y = x if v = m.
As x satisfies H q,r x T = 0 T , we have
where h i is the i -th column of H q,r . Thus, we can uniquely retrieve the index v, and restore the original word by subtracting '1' from y v , i.e. x = y q u v . By removing the redundant symbols, we obtain the original user word a.
Example 4: Using the balanced codeword obtained in Example 3 as our received word w = (0, 2, 0, 4, 3, 2, 3), we apply modulo q differentiation to obtain y = I −1 (0, 2, 0, 4, 3, 2, 3) = (3, 2, 1, 1, 1, 4, 3). We then drop the last symbol to get y = (3, 2, 1, 1, 1, 4). By multiplying y with the shortened check matrix 1 2 3 4 0 1 0 0 0 0 1 1
the third column is identified representing v = 3, thus x = (3, 2, 0, 1, 1, 4) and the original information is retrieved as a = (3, 2).
IV. ADDING ERROR CORRECTION
So far the error correction techniques employed were used to identify the index v that was used during the encoding process. We will now extend the error correction code that was used in such a way that we will be able to correct single channel errors.
From (3), any single channel error in, say w j , will be transformed into a double adjacent error, in x j −1 and x j . This, together with the single "error" we introduced during balancing, means that we must be able to correct three errors. However, this would come at a price of much more redundancy. We can avoid this by extending our code used in the previous section and by introducing interleaving.
A. Encoding
We start with a code similar to that used in Section III-A, but extend it by adding a check symbol that checks all the previous symbols and denote this extended code by C * . If q is odd 2 we then choose an odd value for m as well and set n = m−1 2 . The code C * then forms an (n, k) linear block code, with redundancy of r * = n − k and check matrix H * q,r * . In general, the check matrix will be of size r * × n, with the i -th column h * i being the q-ary representation of the integer (q r * −1 + i ), 1 ≤ i ≤ n. As an example, the check matrix in (4) becomes We now formally define the syndrome, s = (s 1 , s 2 , . . . , s r * ) T , as it is generally used for Hamming codes, by
whereŵ is the (possibly corrupted) received codeword. The syndrome is then equal to the summation (modulo q) of those columns, multiplied by the error magnitudes, where the errors 2 If q is even, then instead of using n = m−1 2 and
2 and x = (x 1 , . . . , x m−2 , 0, 0) with m even, so that the overall length is even and balancing can be achieved.
occurred. For clerical convenience in the rest of the paper, we neglect indicating that modular arithmetic is used when calculating the syndromes.
Note that this code is a special case of the class of t symmetric error correction and all unidirectional error detection (tEC-AUED) codes with t = 1. The reader can refer to [21] [22] [23] [24] and references therein for more details. We will further elaborate on the use of these codes in Section VI. To make this paper self-contained, we include the following lemma.
Lemma 3: The code C * with check matrix H * q,r * can: (i) detect a single magnitude-one error and a single random error, for any value of q, or (ii) correct a single magnitude-one error, for any value of q, or (iii) correct a single random error, for q any integer power of a prime value. Proof: Let the magnitude-one error be in position i and the random error, with error magnitude e, e ∈ Q, be in position j . The resulting syndrome is s = h * i + eh * j . We prove each case individually: (i) s r * = 0 for all e except when e = q − 1 (since s r * = 1 ⊕ q (q − 1) = 0). If e = q − 1, then s = 0 T only if i = j , which would mean that the magnitude-one error and the random error "cancel" each other out. Therefore, a single magnitude-one error and a single random error can always be detected based on s = 0 T . (ii) If e = 0 (there is no random error), then with s = h * i a magnitude-one error can always be corrected.
(iii) If there is no magnitude-one error, then s = eh * j . Since we can find e from s r * , we can retrieve j from h * j = e −1 s. As the modular multiplicative inverse, e −1 , is needed, this case is limited to q being integer powers of a prime value. Therefore, a single random error can always be corrected.
We have two user words a and a , each of length k, that are encoded into codewords of length n, c = (c 1 , c 2 , . . . , c n ) and c = (c 1 , c 2 , . . . , c n ) respectively, using the code C * . The encoding function for this code is defined as c = φ * q (a). Interleave these two codewords to a depth of two, to form
The encoding now follows the same steps as in Section III-A to add a redundant '0', to find the values s and v to balance the sequence and to encode it into w. The final encoding step is to append symbols α and β to w, where
Lemma 4: The sequence (α, β) is balanced. Proof: Adding the two check symbols together: 
Since 0 ≤ α, β ≤ q − 1, it must hold that α + β = q − 1, and thus (α, β) is balanced.
In essence, α and β are check symbols over the odd and even symbols respectively, and δ q,m is added to ensure that α and β together are balanced. The sender then sends the balanced sequence (w 1 , w 2 , . . . , w m , α, β) to the receiver. The encoding process is summarized in Fig. 1 .
The following example illustrates the encoding process. 3, 1, 1, 4, 1, 4, 1, 1) . The check symbols are calculated as α = 3 and β = 1, with δ 5,9 = 1. The transmitted sequence (2, 3, 1, 1, 4, 1, 4, 1, 1, 3, 1) is balanced with 5,11 = 22.
B. Decoding
Previously in [19] , decoding was done exhaustively by trying to correct the error in every even (or odd) position, until the syndromes were found to be zero. For each attempt at correcting the error, modulo q differentiation, deinterleaving and syndrome calculation had to be performed. However, this can negatively affect the decoding time if the length of the sequence becomes very long. Instead of this exhaustive decoding, we will show that we can decode once and correct the error by making use of the syndromes directly. Now we will define notations to be used in the following description of the decoding process. Letŵ be the (possibly corrupted) received codeword andα andβ the (possibly corrupted) received check symbols. Letx be the sequence after applying modulo q differentiation and dropping the last redundant symbol, withĉ andĉ the codewords recovered after deinterleaving. Fig. 2 , where (φ * q ) −1 is used to denote the inverse operation of φ * q . If the error correction was successful, then we will have a =â and a =â .
We define the imbalance as the difference between the weight of the received sequence and the known weight of the balanced sequence, i.e. m i=1ŵ i − q,m . From this imbalance the error magnitude can be determined, provided a single channel error occurred. By using check symbols α and β we can also determine whether the channel error occurred in an even or odd position.
As was seen in the proof of Lemma 3, the modular multiplicative inverse will be needed during decoding, which means that the algorithm as described here is limited to prime values of alphabet size q, or integer powers of a prime value if it is adapted to work in an extension field.
We assume that the random channel error occurred in position t when consideringŵ, and that the intentional magnitudeone error occurred in position v when consideringx.
The following observations are crucial to note, using Fig. 3 as a guide:
• a random channel error inŵ 1 will only affectx 1 and thus onlyĉ 1 , and similarly an error inŵ m will only affectx m−1 and thus onlyĉ n , • a random channel error of magnitude e inŵ t , 2 ≤ t ≤ m − 1, will affectx t by e andx t −1 by −e after modulo q differentiation, • similarly, a random channel error inŵ t , 2 ≤ t ≤ m − 1, will affectĉ τ andĉ τ after modulo q differentiation and deinterleaving, where τ = τ = 
The same applies to τ and s .
• a random channel error's effect onĉ andĉ are determined from s r * and s r * respectively, since all columns of H * q,r * have ones in the r * -th position. Table I now lists the possible error locations that will be affected by both types of errors and classifies them into states, to be used in the decoding process. By pairing the states together, we obtain all the possible error scenarios as listed in Table II , along with the complete syndromes. The values of s r * and s r * are used to determine the error state. It is now also evident why it is necessary to determine the position parity of the channel error, e.g. for q = 7 and e = 3 one is unable to distinguish between states B2 and A3 as both are valid with s r * = 4 and s r * = 4. The flow diagram, see Fig. 4 , and the values of the parameters e, s r * and s r * determine the error state. Once the error state is determined, then s and s in Table II can be used to determine the error positions using (5). Depending on whether e = 1 or e = q − 1, certain states may appear equivalent, and during decoding we need to be able to differentiate between these. Here we consider two states to be equivalent if their s r * and s r * values are the same. In that case, we need to determine the error positions to distinguish between the two states.
If only a single error occurred, then decoding will be straightforward as no ambiguity exists. However, since we are working with a constrained code, we can use the constraints to check at different stages in the decoding whether multiple errors possibly occurred and declare a decoding failure if this is detected. Decoding is done according to the following steps.
Step 1: Let be the imbalance of the received sequence, with:
If || > q − 1, conclude that multiple errors occurred, declare a decoding failure and STOP. Otherwise, proceed to calculate all the necessary values by determining the error magnitude 3 3 The imbalance, , indicates the error magnitude, but its sign also indicates if we are above or below q,m . This information can be used to check if the error correction was performed successfully. The error magnitude, e, used in the decoding algorithm, however, does not make use of the sign information, as −e ≡ q − e (mod q) in all the calculations.
as e ≡ (mod q) and the check symbols as
Perform modulo q differentiation withx = I −1 (ŵ), drop the redundant last symbol to obtainx, deinterleave the codewords toĉ andĉ , and determine s and s .
Step 2: If s = s = 0 T and = γ = γ = 0, then proceed to Step 8, otherwise proceed to the next step.
Step 3: If γ = 0 and γ = 0, then t is odd, or if γ = 0 and γ = 0, then t is even, and proceed to the next step. Otherwise, if = 0 (and since either γ = 0, γ = 0 or γ = γ = 0, and the parity of t cannot be determined), then multiple errors occurred. In that case, declare a decoding failure and STOP. Otherwise, proceed.
Step 4: Use e, s r * and s r * together with Table I and Fig. 4 to determine the error state(s). If equivalent error states are obtained, for e = 1 (C3 ≡ A4 and C1 ≡ B3) or for e = q − 1 (C3 ≡ B1 and C4 ≡ A3), then use the next step to determine whether τ = 1 or τ = n.
Step 5: For the determined error state, use Table II together with the syndromes to solve for τ , τ and ν, making use of (5). If τ = τ for t even, or τ +1 = τ for t odd, 4 or 0 ≮ τ, τ n, then declare a decoding failure and STOP. Ifŵ 2τ − ∈ Q for t even, or ifŵ 2τ −1 − ∈ Q for t odd, then declare a decoding failure and STOP. (Note that in this case we are not doing modulo q subtraction, as we are testing whether correcting the original imbalance, , in position t would have resulted in an invalid channel symbol.)
Step 6: Correct the errors by applying the corrective action as described in Table III , using e, τ , τ and ν.
Step 7: Recalculate the syndromes for the corrected codewords. If s = s = 0 T , then proceed to the next step, otherwise declare a decoding failure and STOP.
Step 8: Finish decoding by recovering the user words from the codewords.
Theorem 3: Using the fast syndrome-based algorithm described, a single channel error can be corrected, provided that q is an integer power of a prime number.
Proof: Using γ and γ we can determine the parity of t. Using the imbalance we can determine e, and from s and s we can obtain s r * and s r * . All these parameters can then be used to determine the error state from those listed in Table II , as well as to distinguish between equivalent states for instances where e = 1 or e = q − 1, as described in the decoding algorithm.
By using e, e −1 , s and s , and according to Lemma 3, we can solve for ν, τ and τ , since we have two syndromes and two unknowns, recalling that τ and τ are related. Then correction follows from Table III. We conclude this section with the following example of decoding.
Example 6: We use the q = 5 balanced sequence, (2, 3, 1, 1, 4, 1, 4, 1, 1, 3, 1) , obtained in Example 5, and consider three received sequences, where the bold symbol(s) indicate the channel error(s).
• Case 1: The received sequence is (2, 3, 1, 1, 4, 3, 4, 1, 1, 3, 1) . We proceed through the decoding steps: 2) None of the conditions are met, and we proceed to the next step. 3) According to γ and γ , t is even. 4) From the syndromes we extract s 2 = 3 and s 2 = 3, together with e = 2, using Fig. 4 to determine the error state to be B2. 5) Using Table II, • Case 2: The received sequence is (1, 3, 1, 1, 4, 1, 4, 1, 1, 3, 1) . We proceed through the decoding steps: 2) None of the conditions are met, and we proceed to the next step. 3) t is odd. 4) s 2 = 4 and s 2 = 1, together with e = 4. Use Fig. 4 to determine the error state to be B1 or C3. 5) From Table II , since s = eh * τ for both possible error states, solving τ will enable us to distinguish between the two states. Multiplying s by e −1 = 4, determines that τ = 1, and thus the error state is B1. With τ solved, it can straightforwardly be found that ν = 2. Testingŵ 2τ −1 − = 1 − (−1) = 2 ∈ Q shows that a valid channel symbol is obtained. 6) Apply the correction from Table III, • Case 3: The received sequence is (2, 3, 1, 3, 4, 2, 4, 1, 1, 3, 1) . We proceed through the decoding steps: 1) = 3, e = 3, γ = 0 and γ = 3. We obtainx = Testingŵ 2τ − = 1 − 3 = −2 ∈ Q indicates that an invalid channel symbol has been obtained, therefore we declare a decoding failure and stop.
V. ANALYSIS

A. Redundancy
We first look at the redundancy of the balancing scheme in Section III and compare it with those discussed in Sections I and II. Let r denote the total number of redundant symbols of the balanced code, r = r + 1. Since the maximum length of the check matrix H q,r equals q r − 1, we conclude that the maximum length, L q (r ), of the user word for q > 2 is
For the binary case q = 2, since only the index v needs to be encoded and not the integer s, we find
which is the same value as presented by Knuth [4] using a construction with a prefix. Note that for q = 2 the check matrix C 2,r defines a regular (binary) Hamming code with redundancy r = r . Swart and Weber's construction [14] has a balanced prefix of length r , where each prefix uniquely represents the pair of integers s and v. Let N q (r ) denote the number of distinct q-ary balanced prefixes of length r . For this construction the maximum length of the user word, denoted by
Using generating functions, we can straightforwardly compute N q (r ) as the largest coefficient of the expansion of (1 + x + x 2 + · · · + x q−1 ) r . Then these values correspond to the central binomial coefficients (A001405), central trinomial coefficients (A002426), central quadrinomial coefficients (A005190) and central pentanomial coefficients (A005191) for sequences with q = 2, 3, 4 and 5 respectively, where the bracketed numbers indicate the sequences from [25] . Capocelli et al. [11] presented two code constructions where the maximum length of the user word for the first construction,
and the maximum length of the user word for the second,
In Tallini and Vaccaro [12] , a generalization of Knuth's complementation method is used to balance sequences that are close to being balanced, while other sequences are compressed with uniquely decodable variable length code and balanced using the saved space. The maximum length of the user word for this construction, (r ). Pelusi et al. [15] have two constructions with parallel decoding. The first construction has balanced prefixes, similar to [14] , and the maximum length of the user word for this construction,
The second construction is a refinement of the first with prefixes that need not be balanced, and has a maximum user word length that is the same as L Cap1 q (r ). Table IV shows, for q = 3 and q = 5, the maximum length of the user words as a function of r for the schemes discussed thus far. Fig. 5 graphically shows the maximum length of the user words as a function of r for q = 3 and q = 16. Table V compares the schemes' redundancies for practical user word lengths. From this we can see that the new scheme has maximum user lengths that are considerably longer than the scheme from [14] and Scheme 1 from [15] , comparable to that of Scheme 1 from [11] and Scheme 2 from [15] , but roughly half that of Scheme 2 from [11] .
This can further be illuminated by looking at the redundancies when the alphabet size becomes large. To proceed, we make use of Star's approximation [26] for N q (r ), given by
, as r → ∞. Now, letting q → ∞ for the previous redundancies, we find
and
confirming our earlier observation. For the redundancy of the balancing scheme with error correction in Section IV, the total redundancy is r = 2r * + 3, taking into account that we use the C * code twice with redundancy of r * for each, and add one redundant symbol for balancing and two more redundant check symbols. Furthermore, the maximum length of the check matrix for one C * code is n = q r * −1 − 1, since the one row is an all-ones row. The total length of the encoded word is 2(q r * −1 − 1) + 3. Let L ECC q (r ) denote the maximum length of the user word, then it can be shown that for q odd
For q even, one more redundant symbol is added. The values for L ECC q (r ) are also shown in Table IV , along with the error correction code rate based on these values, where
Again, for the binary case q = 2, since only the index v needs to be encoded and not the integer s, we find
B. Complexity
The main contributor to the time and space complexity in our balancing scheme is the ECC component: vector-matrix multiplication affecting the time complexity and the size of the generator/parity check matrices affecting the space complexity. For the complexity analyses we use r ≈ log q k which holds as k → ∞, leading to m ≈ k + log q k + 1.
The time complexity for encoding consists of the error correction and balancing aspects. For the error correction, vector-matrix multiplication is needed with the number of operations being k(m − 1) = km − k = k 2 + k log q k, resulting in O(k 2 ). Note that we have not considered a parallel vector-matrix multiplication implementation here. Using the method briefly described after Example 2 to find s and v results in complexity O((m + q) log q m). This is obtained by first computing weight(x ⊕ q b 0,0 ), requiring O(m log q m) digit operations. 5 Next, the number of appearances of all q-ary symbols in x are computed and stored in a The time complexity for decoding depends on modulo q differentiation with complexity O(m) and vector-matrix multiplication to find the syndrome, with the number of operations
The space complexity for encoding mainly depends on the generator matrix of size (m − 1) × k. After substitution for m we have O(k 2 ). Similarly, the space complexity for decoding mainly depends on the parity check matrix of size (m −1)×r , resulting in O(k log q k).
In Table VI we compare the time and space complexity of our balancing scheme, as shown above, with those of previous schemes. In terms of encoding time complexity, the new scheme generally takes longer than the previous ones, except in the special case of large q and short k. Scheme 2 [15] is the most efficient, regardless of q and k. Note that we listed a reduced encoding time complexity for [14] , since the same fast encoding method for balancing as described earlier can be used. Our decoding time complexity is a factor of q less than the previous schemes, with time complexity O(qk log q k). However, it cannot compete with the schemes that have parallel decoding with O(1). Again, it should be pointed out that one could improve the time complexity for our new scheme if a parallel implementation for the vector-matrix multiplication is considered, although this could potentially increase the space complexity.
C. Performance
We look at the performance of four codes:
• R = 10/19 code with q = 3: an (8, 5) linear block code is used, giving a (16, 10) code after interleaving, and after balancing and adding the extra two check symbols this becomes (19, 10) .
• R = 44/55 code with q = 3: a (26, 22) linear block code is used. • R = 4/11 code with q = 5: a (4, 2) linear block code is used. (This is the code used in Example 3.) • R = 12/21 code with q = 5: a (9, 6) linear block code is used. 6 In general, if we start with an (n, k) code C * , then the overall rate of the scheme will be R = 2k 2n+3 .
In the figures we also compare the results of the previous exhaustive decoding algorithm (from [19] ) with the fast syndrome-based decoding presented here. Fig. 6 shows the probability that a decoding failure occurred. This can occur when:
• the imbalance indicates that possible multiple errors occurred, i.e. the imbalance size is greater than the maximum symbol size or an imbalance occurred in both the codeword and the check symbols, or • checks during the decoding indicated that decoding was unsuccessful, i.e. if the syndrome indicated invalid positions, correction would have resulted in an invalid channel symbol or correction proceeded, but the syndromes are still non-zero. Fig. 7 shows the symbol error rate after decoding for these four codes. If a decoding failure occurred, the information was discarded, and was not taken into account in the symbol error rate calculations. Typically this would be applicable in an ARQ system where the information would be requested again. These figures show that the same performance is attained by the fast syndrome-based decoding method compared to the previous exhaustive decoding method presented in [19] . However, it should be noted that the small difference in performance between the two decoders is because in the exhaustive method, decoding was performed even though the check symbols could not determine the even or odd position of the channel error, by iterating through all positions. In some instances this resulted in two possible positions where the error could be corrected, one correct and one incorrect. In these cases the first possible position was used for correction. However, this situation only occurs when more than one channel error occurred, and is regarded as a decoding failure in the fast syndrome-based decoder. If the exhaustive decoder is changed to do the same, the exact same performance is attained by both decoders.
Finally, we look at the time it takes for the algorithms to decode. These results should be seen as comparative, as different times would be obtained when the same simulations are run on different computer hardware or using a different programming language. Fig. 8 shows the average time that the algorithms spend on a decoding operation (specifically Steps 4 to 8 in the syndrome decoding algorithm above, and the corresponding steps in the exhaustive algorithm). It is clear that for the fast syndrome-based algorithm the average decoding time is approximately the same, regardless of the symbol error rate and the length of the code. As one would expect, longer lengths cause the exhaustive algorithm to spend considerable more time on decoding.
VI. DISCUSSIONS
Although our new balancing scheme does not improve in terms of redundancy or complexity compared to other balancing schemes that do not need lookup tables (such as the two schemes in [11] ), it provides us with an error correcting framework than can be extended to include error correction of channel errors, as was done in Section IV for single errors.
Further improvements are possible if some of the known tEC-AUED codes are employed, provided that one can adhere to the parameter constraints (e.g. length of code, alphabet size of code, etc.) of the chosen code. An immediate extension would be to employ some of the known tEC-AUED codes with t > 1, to be able to correct more than one channel error. Alternatively, a tEC-AUED code with t = 2 could be used to avoid the use of interleaving.
The most promising and flexible option appears to be [24] , where the proposed codes can correct t 1 asymmetric errors of maximum magnitude l 1 and t 2 asymmetric errors of maximum magnitude l 2 with l 1 < l 2 . The authors state that the "model can be naturally generalized to a wider range of magnitudes as well as for errors in both directions". Provided that the code is generalized for errors in both directions for the larger magnitude errors, our code in Section IV can be replaced by such a code with t 1 = t 2 = 1, l 1 = 1 and l 2 = q − 1. Again, to avoid interleaving we can use a similar code with t 1 = 1, t 2 = 2, l 1 = 1 and l 2 = q − 1. Either of these options can be extended to correct multiple channel errors by increasing the value of t 2 .
An easy method to obtain lower redundancies for the errorcorrecting balancing scheme described can be attained by adding more columns to the check matrix, where the first nonzero element from the bottom is one, e.g. where the last four columns were added. However, this will increase the complexity of the decoding algorithm slightly, as the error states cannot be determined simply by looking at s r * and s r * .
VII. CONCLUSIONS
We have presented a simple method for balancing q-ary codewords, where look-up tables for coding and decoding the prefix can be avoided by making use of an error correction technique. The redundancy of the new construction is comparable to other constructions for certain parameters, but a factor away in other cases.
The method was expanded to include error correction capabilities to correct single channel errors by simply extending the already used error correction code, introducing interleaving and adding a further three redundant symbols. A fast syndrome-based decoding algorithm was presented that can correct single channel errors more quickly than the prior art exhaustive decoding algorithm.
Although simultaneous balancing and error correction have been investigated before, this is the first attempt to closely tie the two operations together. By doing this we have established a balancing scheme within an error correction framework that can easily be extended in future to account for multiple channel errors.
