Timing side channels in two-user schedulers are studied. When two users share a scheduler, one user may learn the other user's behavior from patterns of service timings. We measure the information leakage of the resulting timing side channel in schedulers serving a legitimate user and a malicious attacker, using a privacy metric defined as the Shannon equivocation of the user's job density. We show that the commonly used first-come-first-serve (FCFS) scheduler provides no privacy as the attacker is able to to learn the user's job pattern completely. Furthermore, we introduce an scheduling policy, accumulateand-serve scheduler, which services jobs from the user and attacker in batches after buffering them. The information leakage in this scheduler is mitigated at the price of service delays, and the maximum privacy is achievable when large delays are added.
Alice's ISP DSL Router FCFS queue Alice Bob Web Server Fig. 1 . A timing side channel in DSL routers. The user Alice's download packets and the Bob's ping packets share services from the DSL router. As a result, the timings of Bob's packets convey information regarding sizes of Alice's packets. 
A. Related Work
Some noteworthy contributions in analyzing the communication capacity of covert timing channels include [2] , [3] , [9] , [10] . Anantharam and Verdú analyzed the communication capacity of a timing channel for a FCFS queue servicing jobs from one single arrival process [9] . The communication capacity in their model depends on the service model; the minimum capacity was shown to be achieved by exponentially May 7, 2014 DRAFT distributed service times. The communication capacity between job processes of a round-robin CPU scheduler was studied in [2] , [3] . Millen proved the maximum timing channel information rate of a round-robin scheduler is log 1+ √ 5 2 bits per quantum, achieved when the sender uniformly picks an arrival pattern for issuing jobs. Additionally, techniques to mitigate covert channels were studied in [11] - [14] , where the main idea is to try to disrupt the communication among the processes by adding 'dummy' service delays through an intermediate device, referred to as 'pump' or 'jammer'.
We study the timing side channel between two users, an attacker and a regular user, sending jobs that are scheduled through a shared server. Information leakage in this side channel is determined by the scheduling policy. In this paper, we quantify information leakage using Shannon equivocation and analyze privacy of commonly used FCFS policy. Similar studies under this model can be found in [15] - [17] , where minimum-mean-square-error (MMSE) and attack-dependent metrics were used.
Our main results are summarized in the following.
• We develop an information-theoretic framework for quantifying information leakage of timing side channels in schedulers using Shannon's equivocation as a metric to access the privacy level provided by a scheduler (for details on Shannon's equivocation, refer [18] ).
• We characterize the information leakage of a FCFS policy and show that the attacker learns the user's arrival pattern exactly if sufficient rate is available to him for sampling the queue. This demonstrates that FCFS is a poor policy in terms of preserving user's privacy despite its ease of implementation, high QoS, and ubiquity.
• We suggest a policy, accumulate-and-serve, which trades off privacy and QoS (delay) by servicing jobs from the attacker and the user in separate batches buffered periodically. We prove that full privacy is achieved when large delays are added.
The rest of the paper is organized as follows. A formal definition of our problem including the system model and metric are discussed in Section §II. Privacy of the FCFS scheduler is analyzed in Section §III,
The analysis for the privacy of the accumulate-and-serve policy follows in Section §IV. Concluding remarks are presented in Section §V.
II. PROBLEM FORMULATION
In this section, the problem formulation and notation are introduced. Throughout the paper: bold script A denotes the infinite sequence {A 1 , A 2 , · · · }, A n denotes the sequence {A 1 , A 2 , · · · , A n }, and A j i
A scheduler services jobs from two arrival processes; one is from a malicious attacker who wants to probe the job pattern of the other, a legitimate user. The attacker sends jobs to the scheduler to get knowledge of the queue status, based on which it infers the legitimate user's privacy.
Time

T=3
User Arrival t = 3 t = 0 t = 6 Fig. 4 . The user's job pattern X = {X1, X2, · · · } defined as the number of jobs in every clock period of T time slots. Here T = 3, X1 = 2, and X2 = 1.
denotes the subsequence {A i , A i+1 , · · · , A j }, where j ≥ i. Figure 3 depicts the shared scheduler which processes jobs from a regular user and an attacker in discrete time. At every time slot, the user (and the attacker) can either issue one job or remain idle. All jobs have the same size and take one slot to get serviced. We assume that the user's arrival process is Bernoulli with rate λ. Note that the difficulty in learning user's arrival pattern depends on the unpredictability of the pattern. It is easier for the attacker to learn the arrival pattern of the user if the user issues jobs in a May 7, 2014 DRAFT predicable or regular pattern such as ON/OFF traffic with a fixed period. On the other hand, the Bernoulli process is quite unpredictable as it is the maximum entropy discrete time stationary process for a fixed arrival rate (similar results for Poisson arrivals can be found in [19] ). The attacker is allowed to send his jobs in any time slots as long as his long term rate ω does not exceed 1 − λ, so as to avoid an unstable queue. Unlike in a denial of a service attack, in a side channel attack, the attacker does not benefit from overloading the server which results in dropping packets and hence loosing information.
A. System Model
The goal of the attacker is to learn the user's job pattern X = {X 1 , X 2 , · · · }, as depicted in Figure 4 .
Definition 1: The user's job pattern in the k th clock period is given by
where δ j ∼ Bernoulli(λ), j = 1, 2, · · · , labels the arrival event from the user at every time slot.
The job pattern X presents a sampled view of the user's arrival process, with an observation every T time slots. Among all the sampling sequences with rate 1 T , the evenly-paced sampling captures the maximum information of the original Bernoulli process [20] . This implies that X serves a proper objective for an attacker who wants to know as accurate information about user. The clock period T sets the granularity of this side channel attack. A smaller value of T indicates that the attacker intends to obtain a higher resolution view of the user's activity. In the extreme case of T = 1, the attacker wants to know learn whether a job was issued by the user in every single time slot.
B. Privacy Metric
We measure the user's privacy in the shared scheduler as the equivocation rate of his job pattern given the attacker's observations of his own jobs. Shannon equivocation is frequently used as a metric for information leakage in communication systems, such as the wiretap channel [21] . Beside being a measure of uncertainty, equivocation provides a tight upper and lower bound for the minimum error probability [22] , which implies our proposed metric also bounds the error the attacker incurs in guessing user's job pattern. Such an error has been studied using a minimum-mean-square-error (MMSE) metric in [15] , [16] . were issued during the first n clock periods, the uncertainty of the first n job patterns to the attacker is
Definition 2: The user's privacy in a shared scheduler serving him and an attacker is given by
where m = sup
P T characterizes the minimum equivocation of the user's job patterns for the best attack strategy satisfying rate restriction. The smaller the privacy P T , more the information that is leaked to the attacker through the timing side channel in the scheduler. A similar equivocation-based metric was proposed in [17] , where however the attacker's strategy is restricted as Bernoulli sampling and the metric was attack-dependent.
The value of P T is largely determined by the policy the scheduler uses. If the scheduler preassigns fixed time slots to service each party, as in TDMA, user's privacy is guaranteed because the service time of attacker's jobs is statistically independent with user's job patterns. In that case, TDMA achieves the maximum privacy, as given by
where X is binomial B(T, λ). However, such a policy results in idling of scheduler which wastes resources and may add significant delays. Therefore, complete isolation of users' job processes is often not achievable in practice as the scheduler is required to maintain a certain level of QoS, such as average job delay. In such cases, a timing side channel is inevitable. In the next section, we analyze the leakage of such a channel for FCFS scheduler which is widely deployed in practice.
III. INFORMATION LEAKAGE IN FIRST-COME-FIRST-SERVE SCHEDULER
FCFS is a simple scheduling policy commonly used in network systems. At each time slot, the FCFS scheduler services the job at the head of the queue. In the rest of this paper, for the sake of convenience of analysis, we assume that when both user and attacker issue a job in the same time slot, the attacker's job enters the queue first. As the scheduler never idles as long as the job queue is not empty, FCFS results in minimum average delay. 1 However, FCFS exposes the queue length q(·) of the buffer to the attacker as the delay of the i th attacker's job is directly related to the number of jobs buffered before its arrival, i.e.,
where '1' accounts for the service time of the i th attacker's job itself. We subsequently show that by using a well designed attack strategy, the attacker can indeed significantly reduce the timing privacy of the user.
A. Attack Strategy
Recall the attacker's objective is to learn the user's job pattern, i.e., the number of user's arrivals within each clock period T . Therefore, given (4), the attacker should issue jobs at times t = 0, T, 2T, · · · , to know the queue lengths on the clock period boundaries, which are essential to accurately estimating user's job pattern. Based on this observation, we design an attack strategy ( Figure 5 ), where the attacker's jobs are of two types:
• Type-I jobs are issued on boundaries of clock periods, t = 0, T, 2T, · · · ;
• Type-II jobs are issued on slots inside a clock period according to a Bernoulli process. We use the remaining rate after issuing Type-I jobs to issue them. The probability of having one Type-II job in each slot within a clock period is
The purpose of issuing Type-II jobs is to ensure the queue is not empty. This reason for this becomes apparent in §III-C.
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The attack strategy in Figure 5 is not feasible when T is too small, as the attacker's rate is bounded by 1 − λ. This poses an intrinsic limit on how much the attacker can learn from the side channel. More precisely, the attacker can not expect to learn user's job pattern at a resolution finer than his maximum sampling rate. For this reason, for the rest of our analysis, we consider learning the job pattern within the feasible resolution of the attacker; i.e., T ≥ 1 1−λ .
B. An Upper Bound on Privacy
The attack strategy described in §III-A guarantees certain level of information gain for the attacker, and therefore sets an upper bound on the user's privacy in this side channel. Denote in this attack
departure times. From (2), we know
wherem = sup{k :Ã k ≤ nT } is the total number of jobs sent by the attacker over period nT .
We first analyze the queuing stability of the scheduler under this attack strategy.
Lemma 3.1: When λ + ω < 1, the queue lengths observed at clock period boundaries {q(iT )}, i = 0, 1, · · · , form a positive recurrent Markov chain.
Proof: See Appendix A.
positive recurrent Markov chain.
Proof: See Appendix B.
Remark 1: Lemma 3.1 and Corollary 3.2 demonstrate the existence of steady state of the scheduler's queue length. This implies the convergence of the limit of the equivocation rate in (5), using which we derive an upper bound on user's privacy.
Lemma 3.3:
Consider the FCFS scheduler with the total job rate λ + ω < 1, where λ and ω denote the user's arrival rate and attacker's arrival rate respectively. The user's privacy is upper-bounded by
where s is binomial B T − 1,
and Q 1 , Q s+2 are identically distributed and
Proof: Expand the conditional entropy in (5) using the entropy chain rule:
where (a) follows from (4).
Denote the total number of user's jobs sent during [Ã i ,Ã i+1 ) (between two consecutive attack jobs)
wherein δ j is a Bernoulli(λ) indicator of whether user issued a job at the j th time slot.
From (1), we know
Plug (11) into (9),
where (b) holds because the queue length update equation at the clock boundaries is given by
From Corollary 3.2, we know that
recurrent Markov chain. Hence, the conditional entropy term in the sum of the last line in (12) converges as k → ∞, with the limit determined by the stationary distribution of state
Assume this chain is in the stationary state, and let
be the the number of Type-II attack jobs issued in a clock period
(for the attack strategy defined in §III-A);
Clearly, sum of these inter-arrival times equals T ; Then, we can write the limit of the conditional entropy in (12) as
Substituting (12) back into (5), and applying (14) and Cesàro mean theorem [23, Theorem 4.2.3],
where (c) is based on the queue length update equation (8) .
C. FCFS Provides Zero Limiting Privacy
We next show that the bound in Lemma 3.3 converges to 0 as attacker's job rate approcaches 1 − λ.
Therefore, FCFS scheduler provides no privacy.
May 7, 2014 DRAFT Lemma 3.4: If the current arrival of the attacker sees a non-empty queue, he learns the exact number of jobs the user has issued between the attacker's current and previous jobs, or
for all 0 ≤ s ≤ T − 1.
Proof: From (8) when Q i+1 > 0, we have
which implies H (X i |τ i , Q i , Q i+1 ) = 0.
Remark 2:
The intuition provided by Lemma 3.4 is that when the queue is nonempty, the attacker does not miss the legitimate user's arrivals. Therefore, the attacker has the incentive to issue as many jobs as possible to create a queue. This is the motivation for issuing Type-II jobs in our attack strategy of §III-A.
When the attacker makes full use of available rate, he always sees a busy scheduler, as stated in the next lemma.
Lemma 3.5: In a FCFS scheduler, an attacker issuing jobs according to time sequenceÃ as described in §III-A at the maximum available rate rarely sees an empty queue, or
Proof: From (8), if the attacker sees a queue length greater than T −1 at the clock boundary, then all its jobs arriving in the the following clock period will experience a nonempty queue. Hence, a sufficient statement for (18) to hold is that
See Lemma A.1 in Appendix C for a proof of (19) .
Based on Lemma 3.3, Lemma 3.4, and Lemma 3.5, we now present the main theorem characterizing the privacy behavior of FCFS schedulers.
May 7, 2014 DRAFT Theorem 3.6: The FCFS scheduler provides no privacy of user's job patterns, or
Proof: From (6),
where (d) follows from (16) , and (e) results from (18) . Since P T defined in (2), cannot be negative, we must have P T = 0.
IV. AN ACCUMULATE-AND-SERVE SCHEDULER
As we showed in the previous section, FCFS preserves little privacy despite its QoS and complexity advantages. In this section, we propose a new policy, accumulate-and-serve that mitigates the side channel information leakage by adding service delays. This scheduling policy is similar to the periodic dump jammer previously proposed to mitigate covert channels [14] . By buffering jobs periodically and servicing batches belonging to different users separately, the correlation between the attacker's departure process and user's arrival process is greatly reduced. As a result, the accumulate-and-serve scheduler gives the attacker a coarser view of the user's job patterns, compared to a FCFS scheduler.
Our accumulate-and-serve scheduler works as follows: time slots are divided into intervals with length of T acc . The scheduler accumulates all jobs that have arrived during an interval into two batches; one consisting of the user's jobs and the other containing all jobs from the attacker. Then the scheduler starts servicing these two batches starting at the next available time slot (after completing all previously scheduled jobs). The order at which the user and the attacker get served is fixed for all the accumulate intervals.
An example of accumulate-and-serve scheduler is shown in Figure 6 , where the accumulate interval is set as T acc = 9. In Figure 6 , the scheduler first waits for 9 time slots, and then starts processing the accumulated jobs, 4 from the user and 3 from the attacker, at t = 9 in two batches. The service order in this example is giving priority to the user's job batches.
A. The Limitation of Attacks on Accumulate-and-Server Schedulers
Under the accumulate-and-serve policy, the correlation between the user and attacker's processes is only through the size of job batches. Therefore, the attacker can at most learn the total size of user's jobs in each batch, and not the arrival pattern inside the accumulate period. In other words, the accumulate interval T acc sets an upper bound on the resolution to which the attacker can learn user's job pattern.
Denote the user's job pattern within one accumulate interval by Z k ,
Lemma 4.1: In an accumulate-and-serve scheduler serving a user and an attacker, the attacker's observation, the sequence Z and user's job pattern form a Markov chain, i.e.,
Proof: Assume that the first attacker's job in the k th accumulate interval arrives at time A k * , its departure time depends on whether the scheduler gives priority to the user's job batch or the attacker's.
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If it is the former, we have
where D k * −1 is the time the services of all previously accumulated jobs are completed, and Z k is the total service time of user's job batch accumulated in the current k th interval. If attacker's job batch receives services first, then the scheduler finishes all jobs from previous accumulate intervals by
and starts immediately to serve the newly buffered jobs from the attacker, in which case
Once D k * is determined, the rest of the jobs in the k th batch of attacker are serviced back to back.
Equations (24) and (25) imply that the sequence Z is a sufficient statistic of X to generate the departure times of the attacker. Thus (23) 
B. A Lower Bound on Privacy
The lower bound on privacy provided by the accumulate-and-serve scheduler is given in the following theorem.
Theorem 4.2:
In an accumulate-and-serve scheduler with T acc > T , the user's privacy is lower bounded by
where T L = lcm (T, T acc ), and X, X 1 , · · · , X Tacc T are all i.i.d. binomial B(T, λ).
Proof: We first prove the case of T acc = lT , wherein l is a positive integer, in which case the bound in (26) reduces to
May 7, 2014 DRAFT Applying the Markov chain of (23) to the privacy definition of (2), and considering the equivocation of the first nT acc time slots, we have
Next apply the entropy chain rule to the conditional entropy of (28):
where (f ), (g) both follow from the fact that user's jobs within an accumulate interval consist of job patterns among l T -clock periods, as given by
which results from (22) and (1).
Substituting (29) back into (28), and we have
where X is binomial B(T, λ), and (h) follows from the fact that X i 's are i.i.
d. binomial B(T, λ).
See Appendix D for the proof when T does not divide T acc .
Theorem 4.3:
As the accumulate interval T acc → ∞, the user's privacy converges to where X is binomial B(T, λ).
Proof: Consider the limit of each term in the bound of (26), we have
and
where l = Tacc  T , and (i) follows from the approximation for binomial entropy in [24, Theorem 3] .
Substituting (33) and (34) back to (28), and taking the limit T acc → ∞, we have P T ≥ H(X). However from (3) we know that the privacy is upper-bounded by P T ≤ H(X). This completes the proof. Figure 7 illustrates the bound in (28). Not surprisingly, the guaranteed privacy of the scheduler increases with the accumulate interval T acc . When T acc is large enough, the attacker learns nearly nothing from the side channel, which leads to the same full privacy level achieved by the TDMA scheduler. The price of this added privacy is in QoS since the maximum extra queuing delay experienced by a job can be as high as T acc .
V. CONCLUSION
We study the information leakage through timing side channel in a job scheduler shared by a legitimate user and a malicious attacker. Utilizing the privacy metric defined as the equivocation of user's job arrival density, we reveal that the commonly used FCFS scheduler has a critical privacy flaw in that the attacker is able to learn exactly user's job pattern. To mitigate the privacy leakage in such a scheduler, we introduce an accumulate-and-serve policy, which services jobs from the user and attacker in batches buffered during an accumulate interval. This much weakens the correlation between user's arrival process and attacker's departure process, albeit at the price of queuing delay. Our analysis indicates that full privacy can be achieved when large accumulate intervals are used.
APPENDIX
A. Proof of Lemma 3.1
When λ + ω < 1, the queue lengths observed at clock period boundaries {q(iT )}, i = 0, 1, , · · · , form a positive recurrent Markov chain.
Proof: The Markovian property directly results from the FCFS policy and memoryless property of user's arrival process; given the queue length at time iT , q(iT ), the future queue lengths are independent with the arrival history before iT .
We show the ergodicity of this Markov chain using the linear Lyapunov function as given by
If q(iT ) ≥ T − 1, the scheduler is guaranteed to be busy during [iT, (i + 1)T ). Thus the queue length at time (i + 1)T is updated as
where '1' represents the Type-I attack job sent at iT , a i is the number of Type-II attack jobs, and x i is the total number of user's jobs arriving during [iT, (i + 1)T ). a i and x i are both binomial with mean of ωT − 1 and λT , respectively. The drift of the Lyapunov function is then written by
Additionally, during one clock period T , the buffer queue length can grow at most by T , hence the drift is bounded by
Overall, combine (37) and (38), the drift in any state satisfies 
B. Proof of Corollary 3.2
When ω+λ < 1, the pairs 
C. Complement of Proof of Lemma 3.5
In this section, we analyze the stationary distribution of the queue length of the FCFS scheduler, where the attacker issues the two types of jobs as depicted in Figure 5 . Specifically, we study the high traffic region, where the attacker's job rate approaches its maximum, i.e., ω → 1 − λ.
Lemma A.1: In the stationary state, queue lengths seen by Type-I attack jobs are always greater than 
where Q 1 takes the stationary distribution of states in the Markov chain {q(iT )}, i = 0, 1, · · · .
Proof:
We prove this lemma with three steps; we first construct a 'virtual' attack strategy which only issues bursty jobs on clock period boundaries. We next prove that the statement of the lemma holds for this virtual attack. Last, we show that queue length distribution in the virtual attack is dominated by our real attack defined in Figure 5 , which implies the statement in this lemma holds for the real attack.
Step 1: Consider a virtual attack strategy that works as follows: the attacker issues a batch of bursty jobs at the beginning slot of each clock period with total number of 1 + a i , i = 0, 1, · · · , where a i is binomial B T − 1,
T −1 . This attack issues the same amount of jobs in each clock period as our real attack in Figure 5 , but is not feasible in reality as the attacker cannot send more than one job in one time slot.
Step 2: Denote the queue length function under this virtual attack byq(·). At the beginning of each clock period, the queue length updates aŝ
Using the same Lyapunov function as we define in (35) of the proof of Lemma 3.1, it is not hard show that {q(iT )}, i = 0, 1, · · · form a positive recurrent Markov chain when λ + ω < 1. DefineQ 1 as a May 7, 2014 DRAFT random variable with the stationary distribution of this chain, we now prove
using the z-transform of sequence {q(iT )}, derived from (41) as given bŷ
Plug (50) into (42), (40) is proved.
Lemma A.2: The stationary distribution of the Markov chain {q(iT )}, i = 0, 1, · · · in the virtual attack is dominated by the stationary distribution of the Markov chain {q(iT )}, i = 0, 1, · · · in the real attack;
i.e.,
where Q 1 andQ 1 are random variables taking the stationary distributions of {q(iT )}, i = 0, 1, · · · and {q(iT )}, i = 0, 1, · · · , respectively.
Proof: Recall in the real attack strategy, the queue length seen by each attacker's job updates as
whereX k is the number of user's jobs arriving betweenÃ j andÃ j+1 . Consider (52) for j taking values from k to r − 1, and sum up all the resulting equations, we derive the inequality that
Now make k = inf{j : iT ≤Ã j ≤ (i + 1)T } and r = sup{j : iT ≤Ã j ≤ (i + 1)T }, i.e., indices of the attacker's jobs sent at time iT and (i + 1)T , we get
where
j is the number of user's jobs arriving in the i th clock period, and a i = |{j : iT <Ã j < (i + 1)T }| is the number of Type-II jobs sent by the attacker in the i th clock period.
Compare (54) with the queue length update equation for the virtual attack in (41), we can show by induction that q(iT ) ≥q(iT ) for i = 1, 2, · · · , assuming q(0) =q(0) = 0, which implies (51).
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Interval Boundary Clock Period Boundary Fig. 9 . Illustration of the accumulate-and-serve scheduler when T = 3 and Tacc = 4. The boundaries of the clock periods and accumulate intervals overlap every 12 time slots. Some job pattern is split by the accumulate interval boundaries into two pieces, e.g., X2 = Y1 + Y2.
D. Continuation of proof of Theorem 4.2
where T L = lcm (T, T acc ), where X, X 1 , · · · , X Tacc T are are i.i.d. binomial B(T, λ).
We give the proof of (55) when T does not divide T acc .
Proof: From Lemma 4.1, the privacy of the accumulate-and-serve scheduler is lower-bounded by
where T L = lcm(T acc , T ).
Notice that the clock period boundaries and accumulate interval boundaries overlap every T L time slots; i.e,
Thus, (56) can be rewritten as 
where X, X 1 , · · · , X Tacc 
(d) results from the fact that variables in sequence X are i.i.d., (e) makes use of
and (f ) follows from
Substituting (60) back in (58), (55) is proved.
