Abstract-Context: Developers possess mental models containing information far beyond what is explicitly captured in the source code. Objectives: We investigate the possibility to use source code annotations to capture parts of the developers' mental models and later reuse them by other programmers during program comprehension and maintenance. Method: We performed two studies and a controlled experiment. Results: Developers' mental models overlap and thus can be shared. Possible use cases of shared annotations are hypotheses confirmation, feature location, obtaining new knowledge, finding relationships and maintenance notes. In the experiment, the presence of annotations reduced program comprehension and maintenance time by 34%. Conclusion: Annotations are a viable way to share programmers' thoughts.
I. INTRODUCTION
W HEN programmers develop a new program, they continuously create a mental model, which is a representation of the program in their mind. They try to express the mental model in the programming language constructions. However, not all parts of the mental model are transferred into the source code and some details are lost.
A. Motivation
For example, in small parts of a large information system, we can be forced to deal with a character encoding different than in the rest of the system because of the legacy library limitations.
Later, during the program maintenance phase, developers make a tremendous effort to recover such types of information from the source code [2] . However, they rarely persist their findings [3] and the situation occurs again and again.
We could record the information about the encoding from the aforementioned example in a form of a Java annotation @Encoding("win-1250", reason="myOldLib 2.4") above all affected classes or methods. It would be later possible to use the IDE (integrated development environment) searching capabilities on the given annotation to find all methods where this encoding is used if an encoding-related This work was supported by VEGA Grant No. 1/0341/13 Principles and methods of automated abstraction of computer languages and software development based on the semantic enrichment caused by communication. The first two research questions are also elaborated in the second author's PhD thesis [1] .
bug is reported or refactoring is planned to replace the legacy library.
B. Aim
The purpose of this paper is to investigate the viability of annotations as a medium to share parts of developers' mental models.
Hypothesis: Annotations created by one group of developers are useful for comprehension and maintenance tasks performed by other developers.
We formulate the research questions as follows:
• RQ1: Do programmers' mental models overlap?
• RQ2: How do developers use shared annotations when they are available?
• RQ3: Does using annotations created by others improve program comprehension and maintenance correctness, time and confidence? To answer each of the questions, we used an appropriate empirical research methodology [4] .
II. CONCERN ANNOTATIONS
Before describing the studies, we briefly introduce the notion of concerns and their kinds.
A. Basic Concepts
A concern can be characterized as a developer's intent of a particular piece of code: What should this code accomplish? How would I tersely characterize it? Is there something special about it? Some concerns can be obvious by looking at the code itself (chiefly from names of the identifiers), but many concerns are hidden.
A concern is similar to an aspect in aspect-oriented programming. In contrast to aspects, concerns can overlapone piece of code can belong to multiple concerns [5] . This complicates the situation: We cannot simply name all classes and methods according to their concerns since one identifier can have only one name. Thus, we can also look at concerns as alternative names for identifiers.
It is possible for a class or method in Java to have more than one annotation. Therefore, source code annotations (attributes in C# terminology) are an ideal candidate to implement concerns.
For each distinct concern, we recommend to create one Java annotation type. For example, we can create an annotation type @Persistence which tells us the code marked with it fulfills the task of persistent storage of objects.
Subsequently, in our imaginary program, we could mark the methods like FileDialog.open(), Note.load(), Note.save() and a class FileFormat with it. We will call them annotation occurrences.
At the same time, the first of the mentioned methods could be also annotated with the @GUI concern, as it presents a GUI (graphical user interface) dialog to a user.
Compared to traditional source code comments, concern annotations are more formal. We can use standard IDE features like navigating to the declaration, usages searching, refactoring [6] and other on them.
Concern annotations can have parameters to further specify their properties. They may be also commented by natural language comments if needed.
B. Kinds of Concern Annotations
Domain annotations document concepts and features of the application (problem) domain. For example, all source code elements representing the feature of filtering a list of items can be marked with an annotation @Filtering. Similarly, all code related to bibliographic citations could be annotated by @Citing.
Design annotations document design and implementation decisions like design patterns, e.g., @Observer.
Maintenance annotations are intended to replace the traditional TODO and related comments. An example is the @Unused annotation for parts of code not used in a project at all.
III. MENTAL MODEL OVERLAPPING
Our first goal is to find out whether at least some of the concerns recognized by one programmer can be recognized by other developers. If so, then the mental model of one developer at least partially overlaps with the other persons' mental model. This is a necessary condition for concern annotation sharing to be useful.
A. Method
We asked multiple programmers to independently annotate the source code of an existing program. Then we measured to what extent their annotations overlap.
1) Materials:
For this and subsequent studies, we used EasyNotes 1 -a desktop application for bibliographic notetaking. It is a small-scale Java project consisting of around 2500 lines of code located in 33 classes. Except for scarce source code comments, it has no documentation available. an industrial Java programmer, C a postdoc and Java programmer, D an associate professor with extensive Java experience, E, F first-year PhD students, G the author of EasyNotes. None of the subjects, except for the author, had a previous experience with EasyNotes. The activity was individual and the participants were not allowed to interact during the experiment.
3) Procedure: First, the participants were given the original source code of EasyNotes without any annotations (commit a299e64). They had an arbitrary amount of time available to become familiar with the application both from an end-user and programmer perspective.
Next, they were asked to create a custom annotation type for each concern they recognized in the application and to mark classes, member variables and methods with the annotations they just created whenever they thought it was appropriate. 4) Analysis: Finally, we collected the modified projects and analyzed them semi-automatically for an overlap in annotation types and the use of the annotations on specific elements. A manual intervention was necessary because some participants used a slightly different name for the same concern -e.g., @Tags and @Tagging both represent the "tagging" concern.
B. Results
For each participant, a set of created concerns (annotation types) was constructed. The number of concerns created by individual participants ranged from 11 to 24 and the number of annotation occurrences from 56 to 140 (see Table I ).
1) Concern Sharing:
We constructed a set of distinct concerns, i.e., an union of all sets of the concerns recognized by the participants. The size of this set, i.e., a number of distinct concerns, is 46 (the Total row in Table I ). More than a half of them (26) was shared by at least two participants. We will call them shared concerns. A list of all shared concerns is in Table II . 2) Occurrence Sharing: Similarly, we constructed a set of all distinct annotation occurrences with a total size of 464 (as noted in Table I ). 128 of them were so-called shared annotation occurrences which means they were shared by at least two participants.
We define an effective agreement as the number of shared annotation occurrences divided by the total number of annotation occurrences. For our EasyNotes study, the overall effective agreement was 27.59%. It is possible to see the values of effective agreement for individual concerns in Table II . We can consider the effective agreement of a specific concern its quality indicator -to what extent multiple developers agree about the mapping of this concern to source code elements. Fig. 1 shows the number of shared concerns between each pair of participants. We can obtain interesting insights from this matrix. The subjects A and D did not create any common annotation type in our study -this could be an indication of a huge difference in the mental models of these two people. In fact, D is a former or current supervisor of all other participants except A. On the other hand, G (the author of EasyNotes) shares the most concerns with all other people. This could mean that the source code author is the best annotator. A similar matrix was constructed for concern occurrences. Qualitatively, it resembled the annotation type matrix.
3) Agreement between Participants:

C. Threats to Validity
1) Internal Validity:
While some hypotheses were outlined in this section, being an exploratory study [7] , there is a need to properly quantify and statistically confirm or reject them. This suggest interesting future research directions.
2) External Validity: We performed the study only on a small-scale Java project. The participants were all from the same department which could affect their mental models. A more extensive study should be conducted in the future.
D. Conclusion
We studied mental model overlapping, where parts of the mental model were represented by source code annotations. In our study, about
• 57% of all concerns • and 28% of concern occurrences were shared by at least two participants. This means there is a potential in recording and subsequent reuse of these data.
IV. CONCERN ANNOTATIONS USE CASES
The goal of the second study is find out how third-party developers (i.e., not the annotation authors) use the annotations in the source code if they are available.
A. Method
We conducted an observational study.
1) Materials:
We copied all annotation types shared by at least two subjects (from the first study, see Table II for a list) into the EasyNotes project. For each of these annotation types, we merged all its occurrences (recognized by at least one developer) into the project. The resulting source code was manually edited for consistency by the EasyNotes author. It is published as the commit f52872b.
2) Participants: There were three participants: K a first-year Computer Science PhD student, L a masters degree student with a minor industrial experience, M a professional developer with 2 years of industrial experience. None of them had a previous knowledge of EasyNotes.
3) Procedure: First, all annotations were briefly introduced by the EasyNotes author. The subjects were reminded about common feature location possibilities of the NetBeans IDE.
Each participants was given the same task: To add a "note rating" (one to five stars) feature to EasyNotes. The fulfillment of this task required a modification of multiple application layers -from the model to the user interface.
We used a think-aloud method [7] , i.e., the participants were kindly requested to comment their thoughts when comprehending the code.
B. Results
We will now look at typical use cases of concern annotations during our study.
1) Confirming Hypotheses:
The most common use of concern annotations was to confirm hypotheses about the code. For example, the participant K used the @NotesSaving annotation to confirm that a particular piece of stream-writing code actually saves notes.
2) Feature Location: In contrast to traditional comments, it is possible to use the Find Usages feature on an annotation type to find all concern occurrences. Our participants were finding the occurrences of the "filtering", "note adding", "note saving" concerns and others. This was considered helpful especially to find if they did not forget to implement the necessary methods for a particular aspect of the note rating feature.
3) Non-Obvious Concerns: The developers also used annotations to obtain new knowledge about the source code. For instance, a UI (user interface) code contained a method used both when adding a new note and when editing an existing one. However, just a note editing concern was obvious from a brief source code inspection. Only thanks to the concern annotation @NoteAdding, the participant M noticed the code is used for note adding, too.
4) Elements Relationship:
The subjects noticed that if two or more elements are marked with the same annotation type, there is an implicit relationship between them. For instance, when using the MVC (Model-View-Controller) design pattern, the code in the model marked with a specific annotation is linked with the UI code with the same annotation.
5) Maintenance Notes:
The annotation @Unused marks methods not used in the rest of the code. This helped the participants to skip them when scanning the code and thus save time.
C. Conclusion 1) Advantages:
The participants stated that compared to traditional natural language comments, annotations are much shorter and thus easier to spot. They are also better structured and usually less ambiguous. The ability to find all usages of a particular concern through standard features present in contemporary IDEs was also appreciated.
2) Disadvantages:
The participant with an industrial experience (M) remarked there is a possible scaling problem. Even in a small project like EasyNotes, 26 shared concerns were identified. In large projects, where this number is expected to grow, some sort of concern categorization would definitely be needed. As Java annotations do not support inheritance, marking them with meta-annotations or sorting them to packages are possible solutions.
V. THE EFFECT OF ANNOTATIONS ON PROGRAM MAINTENANCE
We performed a controlled experiment to study the effect of the annotated source code on program comprehension and maintenance.
The guidelines to perform software engineering experiments on human subjects [8] were used. To present our findings, the experiment reporting guidelines [9] were followed. We customized them to the specific needs of this experiment.
A. Hypothesis
Similar to Barišić et al. [10] , we were interested in correctness, time and confidence.
We hypothesize that the presence of concern annotations in the source code improves program comprehension and maintenance correctness, time and confidence. Thus we formulate the null and alternative hypotheses:
H1 null : The correctness of the results of program comprehension and maintenance tasks on an annotated project = the correctness on the same project without concern annotations. H1 alt : The correctness of the results of program comprehension and maintenance tasks on an annotated project > the correctness on the same project without concern annotations. H2 null : Time to complete program comprehension and maintenance tasks on an annotated project = time to complete them on the same project without concern annotations. H2 alt : Time to complete program comprehension and maintenance tasks on an annotated project < time to complete them the same project without concern annotations. H3 null : Participants' confidence of their answers to program comprehension questions on an annotated project = their confidence on the same project without concern annotations. H3 alt : Participants' confidence of their answers to program comprehension questions on an annotated project > their confidence on the same project without concern annotations. We will statistically test the hypotheses with a confidence interval of 95% (α = 5%).
B. Variables
Now we will define independent variables, i.e., the factors we control, and dependent variables -the outcomes we measure. 1000 PROCEEDINGS OF THE FEDCSIS. ŁÓDŹ, 2015
1) Independent Variables:
There is only one independent variable -the presence of concern annotations in the project. It has a nominal scale which means there is a finite number of possible values without any meaningful ordering [4] . The levels (possible values) of this variable are: yes ("annotated") and no ("unannotated").
2) Dependent Variables: The correctness was measured as a number of correct answers (or correctly performed tasks) divided by the total number of tasks (5) . The tasks are not weighted, each of them is worth one point. The assessment is subjective -by a researcher.
The second dependent variable is the time to finish the tasks. Its scale is of a ratio type since the ratio between two values is meaningful [4] . Although it was technically measured with millisecond precision, we will use the unit "minutes" rounded to two decimal places in subsequent analysis. We are interested mainly in the total time, i.e., a sum of times for all tasks.
Instead of measuring just time alone, it is possible to define efficiency as a number of correct tasks and questions divided by time. On one hand, efficiency depends on correctness, which already is a dependent variable. On the other hand, efficiency can deal with participants who fill the answers randomly to finish quickly [11] . We decided to use efficiency only as an auxiliary metric to make sure that time differences are still significant even if the correctness is considered.
For each comprehension question, we also asked a subject how confident (s)he was on a 3-point Likert scale: from Not at all (1) to Absolutely (3). Since we asked a subject about the confidence equally for each task, we consider it meaningful to calculate the mean confidence, which is the third dependent variable.
C. Experiment Design
1) Materials:
Again, the EasyNotes project was used. This time, we prepared two different versions:
• with shared concern annotations (as in the second study) • and without annotations. As the project was only scarcely commented, we deleted all traditional source code comments from both versions to remove a potential confounding factor. Only comments for the annotation types themselves were left intact, as we regard them as their integral part.
During this experiment, we used the NetBeans IDE.
2) Participants:
We used 18 first-year master's degree Computer Science students as participants. Carver et al. [12] recommend to integrate software engineering experiments performed on students with teaching goals. We decided to execute the experiment as a part of the Modeling and Generation of Software Architectures course, which contained Java annotations in its curricula.
The course was attended by students focused not only on software engineering, but also on other computer science subfields. Inclusion criteria were set to select mainly students with a prospective future career as professional programmers. Additionally, as EasyNotes is a Java project, a sufficient Java language knowledge was required.
The experiment was performed during three lessons in the same week -the first time with four students, then 9 and finally with the remaining 5 students. Each session lasted approximately 1.5 hours. The study was executed in a separate room, so the participants were not disturbed.
3) Design: When assigning the subjects to groups, we applied a completely randomized design [4] . This means that each group received only one treatment -either an annotated or an unannotated program -and the assignment was random. Each participant drew a piece of paper with a number on it. Subjects with an odd number were assigned to the "annotated" group, participants with an even number to the "unannotated" one. Our design was thus balanced, with n=9 per group.
4) Instruments:
To both guide the subjects and collect the data, we designed an interactive web form 2 . All fields in the form were mandatory, so the participants could not skip any task.
We asked the subjects to install a NetBeans plugin, SSCE 3 . Although it is not its primary feature, it provides an option to record programming sessions -time elapsed, a list of open files and NetBeans windows gaining the focus. Just before the start of each task, a subject clicked the button to start a new session, named after the task (e.g., "Filter"). Immediately after the task was finished, (s)he clicked the button again to end the session. The collected data were written to an XML file which the participants uploaded to the web form at the end of the experiment.
D. Procedure 1) Training:
At the beginning of the experiment, the users were given 5 minutes to familiarize themselves with EasyNotes from an end-user perspective, without looking at the source code. This provided them an overview of the application domain and helped them to better understand their subsequent tasks. Then, the session monitoring plugin was briefly introduced.
A short presentation about concern annotations usage in the NetBeans IDE followed. A researcher presented how to show a list of all available concerns, how to use the Find Usages feature on an annotation type and how to navigate from the annotation occurrence to an annotation type.
Just before each of the two maintenance tasks, the researcher presented the participants a running application with the required feature already implemented. This had two positive effects:
• It significantly lowered the task ambiguity. While a natural-language description was available in the web form during the tasks, seeing the finished application gave the participants greater confidence, so almost nobody asked unnecessary questions.
• We consider this a replacement for unit tests. As GUI code is notoriously difficult to test [13] , we decided not implement the test code. At the same time, the researcher's discretion about the task correctness was not indispensable during the experiment. Students just knew they finished the task when their application did the same thing as we had showed them. In addition, the participants later uploaded their modified version of the source code to the web form. This way, potential disputes could be resolved without time stress.
2) Tasks: The experiment comprised of:
• one additive maintenance task (we will name it Filter), • three program comprehension questions (Test), • one corrective maintenance task (Cite), in that order.
The tasks were formulated as follows: Filter In a running EasyNotes application, load the sample notes and look at the searching feature (the downright part of the window). Try how searching in the note text works (the option "Search in": "text"). Your task will be to add a filter to the EasyNotes application, which will search in the notes title (the option "title"). Cite In the EasyNotes application, there is a field "Cite as:" (the down-right window part). Currently, it displays information in the form: somePubID where somePubID is the value of the "PubID:" field. Your task is to modify the program so the "Cite as:" field will display information in the form: \cite{somePubID}. Both tasks were simple, although the Filter task was slightly more complex than the latter. It required the creation of a new class with approximately 15 lines of code, whereas the Cite task could be accomplished by modifying just one source code line.
The 3) Demographic Data Collection: At the end of the experiment, the form contained three demographic questions about the subjects' abilities:
• a general programming experience, • their experience with Java, annotations and NetBeans • and their English level. Each question had possible answers on a 5-point Likert scale: from Beginner to Expert. We did not perform any specialized tests to measure programming experience, as a subjective opinion is good enough [14] . the code. Possible answers ranged from Never to Always on a 5-point Likert scale. Finally, the form also contained a freeform question where the participants could describe how the annotations helped them in their own words.
E. Results
The measured values and their summary is presented in Table III . To analyze the results, we used the R scripting language, auxiliary Ruby scripts and spreadsheets.
Each specific hypothesis considers one independent variable on a nominal scale with two levels (annotated, unannotated) and one dependent variable (either correctness, time or confidence). For each dependent variable, we displayed the values on a histogram and a normal Q-Q plot. None of the variables looked normally distributed, so we used the Mann-Whitney U test as a statistical test for our hypotheses.
1) Correctness:
The median of correctness for both the "annotated" and "unannotated" group was 80%. Except for a few outliers, all subjects answered exactly 4 out of 5 questions correctly. See Fig. 2 for a plot.
The computed p-value (roughly speaking, the probability that we obtained the data by chance) is 0.3898, which is more than 0.05 (our significance level). This means we accept H1 null . We did not prove that the presence of annotations has a positive effect on program comprehension and maintenance correctness.
As we can see in Table III (column Correctness) , the most difficult question was Q2. Only two participants answered it correctly -both from the "annotated" group. The class of interest was not used in EasyNotes at all. This fact was noticeable by looking at the @Unused annotation. 
2) Time:
The differences in the total time for all tasks between two groups are graphically depicted in the box plot in Fig. 3 . The median time changed from 31.96 minutes for the "unannotated" group to 21.07 minutes for the "annotated" one, which is a decrease by 34.07%.
The p-value of time is 0.0252, that is less than 0.05. The difference is statistically significant, therefore we reject H2 null and accept H2 alt . The presence of concern annotations improves the program comprehension and maintenance time.
It is possible to see from Table III (column Time) that the median time for each individual task was better for the "annotated" group. The most prominent difference was for the task Cite. This can be due to the fact that the project contained the concern annotation @Citing which helped the participants find the relevant code quickly.
The median of efficiency, which we defined as the number of correctly performed tasks (and answers) divided by total time, raised by 42.32% (p=0.0385). This means the time improvement is significant even if we take correctness into account.
3) Confidence:
The median of mean confidence is the same for both groups (2.67), as obvious from Table III, Fig. 4 . The mean confidence for the "annotated" and "unannotated" group 0.05) and therefore we accept H1 null . The effect of concern annotations on confidence was not demonstrated.
Looking at individual questions, Q2 was clearly perceived the most difficult. This corresponds with our previous finding about the correctness. An interesting fact is that no participant in the "unannotated" group was confident enough to select the level 3 (Absolutely), while in the "annotated" group, there were 4 such subjects and two of them really answered correctly.
4) Other Findings:
Although not included in our hypotheses, we also measured how many unique Java source files did the subjects open in the IDE during the whole experiment. We excluded the annotation type files in these numbers. The results are in Table III , column Files. There was only a marginal and statistically insignificant improvement in medians (from 14 to 13).
As seen from Table III , column "Annotations useful?", concern annotations were perceived relatively helpful by the participants (median 3 from 5-point Likert scale).
Answers to a free-form question asking how specifically were the annotations useful included:
• faster orientation in a new project, • faster searching (mainly through Find Usages on annotations),
• less scrolling, • "they helped me to understand some methods",
• "annotations could be perfect, but I would have to get used to them".
F. Threats to Validity
To analyze threats to validity of this experiment, we used [15] as guidelines.
1) Construct Validity:
Similar to Kosar et al. [11] , we compensated the students with points for the participation in the experiment, which increased their enthusiasm. Unlike them, we did not reward the participants with bonus points for good results because our experiment spanned several days with the same tasks and this would motivate the students to discuss the task details with classmates, which could negatively affect the construct validity (interaction between subjects). Furthermore, the participants were explicitly told not to share experiment details with anyone. Therefore, we do not consider executing the experiment in three separate sessions an important validity threat.
To measure confidence, we used only a 3-point Likert scale. This decision was not optimal. Because subjects rarely select the value of 1 (which can be interpreted as guessing an answer), there were only two values left. This could be one of the reasons we did not found a statistically significant difference in confidence.
2) Internal Validity: There could be a selection bias in the experiment because we selected the participants using subjective criteria. As we already mentioned, we concentrated on subjects with a potential future career as developers.
We divided the subjects into groups randomly. Another possibility was a quasi-experiment (nonrandom assignment), i.e., to divide the subjects evenly according to the most important co-factor affecting the results, like their programming experience. However, random assignments tend to have larger effect sizes than quasi-experiments [16] .
We did not perform a full pilot testing with third-party participants, only tested the comprehension questions on one of the researchers. We rejected 3 out of the 6 prepared questions because we considered them too difficult and ambiguous. Despite this, all tasks were either completed by almost all participants (Filter, Q1, Q3, Cite) or by almost none (Q2) during the experiment. This negatively affected the results for the "correctness" variable.
During the actual experiment, we used a native language (Slovak) version of the web form to eliminate the effect of English knowledge on the results. While the source code was in English, this did not present a validity threat since all participants had at least a medium level (3 on a 5-point Likert scale) of English knowledge.
3) External Validity:
We invited only students to our experiment, no professional developers. We can take this fact positively -concern annotation consumers are expected to be mainly junior developers, whereas potential annotation creators are mostly senior developers. Furthermore, some students may already work in companies during their study.
EasyNotes is a small-scale Java project -around 3 KLOC (thousands of lines of code), including annotations. The effect of concern annotations on larger programs should be investigated.
4) Reliability:
The concern annotations training (tutorial) was presented manually by a researcher. However, there were two independent researchers which took turns.
The experiment is replicable, as we published the data collection form (http://www.jotformeu.com/sulir/ sharing-annotations) which contains both the guidelines and links to the materials (two versions of the EasyNotes project).
5) Conclusion Validity:
A small number of subjects (n=9 per group) is the most important conclusion validity threat. If we used a paired design (to assign both treatments to every subject), we could easily reach n=18. However, the participants would quickly become familiar with EasyNotes and the second set of tasks would be affected by their knowledge.
G. Conclusion
We successfully confirmed the hypothesis that concern annotations have a positive effect on program comprehension and maintenance time. The group which had concern annotations available in their project reached a time more than 34% shorter than the group without them (p < 0.05).
On the other hand, we did not discover a significant change in correctness and confidence. The difference was neither negative (which could mean the annotations are confusing because of their "visual noise") nor positive and it was probably a result of the discussed validity threats.
VI. RELATED WORK
A. Concerns
Reinikainen et al. [17] present concern-base queries to reason about the program. However, their approach is based on UML (Unified Modeling Language) models, while we use the source code of a system. Niu et al. [18] propose the application of HFC (hierarchical faceted categories) on source code. Their approach requires specialized tools whereas we use source code annotations which have a standard IDE support.
B. Source Code Projections
In [5] , we used concern annotations as one of the ways to perform source code projections. Projections allow to look at one source code from multiple different perspectives. For example, an IDE plugin can filter all code marked with a specific annotation type and display it in an editable window -even if it is spread across multiple files.
In this work, we take a more pragmatic approach. We investigate the possibility to use concern annotations in contemporary IDEs, using the features already available, like Find Usages. Above all, we perform three empirical studies to assess the viability and find possible use cases of concern annotations in everyday developer's life.
C. Annotations
Today, one of the most common applications of annotations is configuration. A programmer marks selected source code elements with appropriate annotations. Later, they are processed either by an annotation processor (during compilation) or by reflection (at runtime). For example, annotations can be used to define concrete syntax in parser generators [19] and to declare references between elements in a domain-specific language [20] . This way, annotations can indirectly modify the annotated program semantics. In contrast, our approach utilizes annotations just as clues for a programmer which are processed by an IDE when needed.
Sabo and Porubän [21] use source code annotations to preserve design patterns. Therefore, their approach does not include recording and sharing domain and maintenance annotations.
In Java, annotations can be only applied to packages, classes, member variables, methods and parameters. @Java [22] , an extension to the standard Java language, brings annotations below the method level. It allows to mark individual source code statements like assignments, method calls, conditions and loops with annotations. This could be useful to capture e.g., algorithmic design decisions with concern annotations.
D. Mental Model Overlapping
Revelle et al. [23] also studied concern overlapping. However, their study included only two concern sets (compared to our 7). Their results are positive, too. This further confirms our hypothesis that it is possible to share mental models.
E. Code Bookmarks
Source code bookmarks are one of the standard features present in today IDEs. They allow a developer to mark specific source code lines with notes and later list the bookmarks and jump to each of them.
Collective code bookmarks [24] provide a way to share parts of developers' mental models. The plugin allows to share code bookmarks between developers in a team. However, this approach is IDE-dependent and the bookmarks are not saved to the original source code files which complicates standard procedures like versioning and merging.
F. Maintenance Notes
Developers often write "TODO comments" like // TODO: fix this to mark parts of source code which need their attention [25] . IDEs can then try to parse and display these notes in a task list window. Our approach is more formal, as annotations are a part of the standard Java grammar and can be parsed unambiguously. Furthermore, it is possible to distinguish between multiple maintenance note types through individual annotation types.
VII. CONCLUSION AND FUTURE WORK
In this paper, we presented an idea to use Java source code annotations to capture parts of developers' mental model, namely their concerns (intents), thus the name "concern annotations". Each concern (e.g., "searching", "editing", "GUI code", "unused code") is implemented as an annotation type. Subsequently, all classes and methods relevant to that concern are marked with the given annotation. Two studies and one experiment were conducted to assess the practical implications of this approach.
It is possible to share these annotations because the developers' mental models overlap: More than a half of the concerns created by one of 7 developers in our study was recognized by at least two of them. More than 1/4 of concern occurrences (locations in source code where a particular annotation is used) were shared by at least two participants.
An interesting future research question is to what extent the source code itself, when the same program is created separately by multiple people, overlaps.
In the second study, we discovered that concern annotations are particularly useful to confirm hypotheses about the code, locate the features, find out non-obvious concerns which a method fulfills, discover hidden relationships between elements. Concern annotations can be also used as a replacement of traditional TODO comments.
In the controlled experiment, we showed there is a statistically significant improvement of development time when performing program comprehension and maintenance tasks on a small-scale Java project. The group which had an annotated version of the same program available, consumed 1/3 less time than the group which did not have concern annotations present in the source code.
In our studies, the source code was commented scarcely or not at all. An interesting future comparison would consider an annotated program vs. a program without annotations, but with high-quality traditional source code comments instead.
Currently, the source code is annotated manually by a programmer, which is a time-consuming task. An interesting future work would be a method of (semi-)automatic annotation.
