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Cada cierto periodo de  tiempo se origina  una revolución en la tecnología 
empleada en el desarrollo de aplicaciones. Uno de los primeros cambios vividos 
fue el paso de la programación MS-DOS a la programación Windows a 16 bits, 
mas tarde con el perfeccionamiento de los sistemas operativos otro cambio vivido 
fue el paso a las aplicaciones Windows a 32 bits, y ahora estamos viviendo la mas 
reciente de las revoluciones la generación de código. 
 
La Ingeniería de Software no está ajena a este cambio por el contrario hace parte 
fundamental de ese proceso de adaptación al nuevo paradigma de la sociedad de 
la información. 
 
Uno de los principales problemas en el desarrollo de sistemas de información es el 
de conseguir código de calidad; esto es, aquel que cumple las propiedades de 
claridad y sencillez en estructura y diseño. Tal código es fácil de leer por otros 
desarrolladores y sencillo de mantener. Un código que tenga un diseño deficiente, 
que presente, por ejemplo, funcionalidad duplicada en diferentes partes del 
mismo, es código difícil de mantener y una fuente de errores. Consiguiendo código 
con un mejor diseño se evita la futura aparición de problemas durante el 
desarrollo, consiguiendo agilizar el proceso. 
La generación automática de código, ya sea capas de acceso a datos, clases de 
entidad comercial, o incluso interfaces de usuario, pueden aumentar 
significativamente la productividad del desarrollador. Este proceso de generación 
podrá basarse en una serie de entradas, como por ejemplo una base de datos, un 
archivo XML o un diagrama UML, etc. 
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La herramienta que ofrecemos en este proyecto pretende generar código referente 
al acceso a datos ya que es una de las tareas más repetitivas que se presentan en 
el desarrollo de proyectos Web, y las paginas que visualizan o presentan la 
información de búsquedas o listados referentes a la información almacena en las 
bases de datos ligadas al proyecto Web. 
El código generado es código java, esta basado en J2EE y debe ser 
necesariamente agregado el proyecto Web que se esta desarrollando. 
 
La originalidad del trabajo radica precisamente en conseguir la integración natural  
de las aplicaciones Web y la generación de código, que combinados en forma de 
herramientas de asistencia adecuadas, darán lugar a que el proceso de creación 
de software genere sistemas correctos y que respondan con fidelidad a las 
necesidades. 
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2. PLANTEAMIENTO DEL PROBLEMA 
 
 
Las aplicaciones Web se han convertido en complicados sistemas con interfaces 
de usuario cada vez más parecidas a las aplicaciones tradicionales de escritorio, 
dando paso  a procesos de negocio de inmensa envergadura y estableciéndose 
sobre ellas requisitos precisos de accesibilidad y respuesta. Esto ha exigido 
reflexiones sobre la mejor arquitectura y las técnicas de diseño más adecuadas.  
 
La rápida y evolutiva expansión de Internet y la utilización de intranets en las 
empresas han supuesto una reorganización en las necesidades de la información, 
en particular afecta a la necesidad de que: 
 La información sea accesible desde cualquier lugar dentro de la 
organización e incluso desde el exterior. 
 Esta información sea compartida entre todas las partes interesadas, de 
manera que todas tengan acceso a la información completa (o a aquella 
parte que les corresponda según su función) en cada momento. 
 
Estas necesidades han provocado un movimiento creciente de cambio de las 
aplicaciones tradicionales de escritorio hacia las aplicaciones Web, que cumplen a 
la perfección con las necesidades mencionadas. Por tanto, los sitios Web 
tradicionales que se limitaban ha mostrar información, se han convertido en 
aplicaciones capaces de una interacción más o menos sofisticada con el usuario. 
Inevitablemente, esto ha provocado un aumento progresivo de la complejidad de 
estos sistemas y por ende, la necesidad de buscar opciones nuevas de diseño que 
permitan dar con la arquitectura óptima que facilite la construcción de los mismos. 
 
En el desarrollo de aplicaciones Web el acceso a datos esta representado en la 
inserción, eliminación y actualización de los datos en las bases de datos creadas, 
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y no menos importante la presentación de estos datos en listados y búsquedas de 
información almacenada en las bases de datos, 
 
Poder contar con una aplicación que sea capas de generar código referente al 
acceso a datos y que este código sea legible, claro, sencillo etc. permite  al 
desarrollador agilizar la creación de aplicaciones Web y mejorar significativamente 
la productividad.  
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3. ESTADO DE DESARROLLO O ANTECEDENTES 
 
 
La generación de código se remonta desde la existencia de los primeros 
compiladores, hasta la aparición de los primeros generadores de código comercial 
u orientado a "usuarios finales"; la generación de código era exclusividad de 
programas compiladores especializados. 
 
Gracias a la evolución de  la Ingeniería del software, la generación de código se 
ha llevado a otro nivel. Hoy en día existen diversos programas diseñados para la 
generación de código,  estos programas permiten a los diseñadores realizar tareas 
repetitivas en poco tiempo,  consiguiendo así un incremento en la calidad y 
productividad en el desarrollo de software. 
 
Actualmente grandes empresas dedicadas por décadas al desarrollo de software 
están apostando a la creación de herramientas generadoras de código. Un 
ejemplo de herramientas generadoras de código son las llamadas herramientas 
CASE  utilizadas  para generar código SQL  para la creación de diferentes bases 
de datos, funcionan creando el esquema de la base de datos a nivel visual y luego 
generar el código SQL dependiendo del motor de base de datos que se vaya a 
utilizar.  
 
 Debido al gran auge que a tenido Internet la generación de código se esta 
enfocando al diseño Web, aunque no es este el único enfoque ya que existen 
software para diseño de aplicaciones de escritorio. 
 
En este tipo de software  se destacan por su interés aquellas que permiten al 
desarrollador la creación de una  aplicación Web mediante una interfaz grafica y la 
posterior generación automática de código. 
4. FUNDAMENTACIÓN TEÓRICA. 
 
 
4.1     JAVA. 
 
Java surgió en 1991 cuando un grupo de ingenieros de Sun Microsystems trataron 
de diseñar un nuevo lenguaje de programación destinado a electrodomésticos. La 
reducida potencia de cálculo y memoria de los electrodomésticos llevó a desarrollar 
un lenguaje sencillo capaz de generar código de tamaño muy reducido1. 
Java es un lenguaje de programación orientado a objetos desarrollado por James 
Gosling y sus compañeros de Sun Microsystems. A diferencia de los lenguajes de 
programación convencionales, que generalmente están diseñados para ser 
compilados a código nativo, Java es compilado en un bytecode que es ejecutado 
(usando normalmente un compilador JIT), por una máquina virtual Java. 
Debido a la existencia de distintos tipos de CPU y a los continuos cambios, era 
importante conseguir una herramienta independiente del tipo de CPU utilizada. 
Desarrollaron un código “neutro” que no dependía del tipo de electrodoméstico, el 
cual se ejecutaba sobre una “máquina hipotética o virtual” denominada Java Virtual 
Machine (JVM). Era la JVM quien interpretaba el código neutro convirtiéndolo a 
código particular de la CPU utilizada. Esto permitía lo que luego se ha convertido en 
el principal lema del lenguaje: “Write Once (Escrito Una Vez), Run Everywhere 
(Ejecutado Donde Quiera)”. A pesar de los esfuerzos realizados por sus 
creadores, ninguna empresa de electrodomésticos se interesó por el nuevo 
lenguaje. 
Como lenguaje de programación para computadores, Java se introdujo a finales de 
1995. La clave fue la incorporación de un intérprete Java en la versión 2.0 del 
programa Netscape Navigator, produciendo una verdadera revolución en Internet. 
Java 1.1 apareció a principios de 1997, mejorando sustancialmente la primera 
                                                 
1 Aprenda java como si estuviera en primero 
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versión del lenguaje. Java 1.2, más tarde rebautizado como Java 2, nació a finales 
de 1998. 
4.2 J2EE  JAVA 2 ENTERPRISE EDITION  
J2EE es una plataforma creada por Sun en el año 1997, para el desarrollo de 
aplicaciones distribuidas orientadas principalmente a la empresa. En el desarrollo 
empresarial se ponen de manifiesto ciertos requisitos esenciales, no tan críticos en 
otras aplicaciones, que debe cumplir un desarrollo y que con J2EE podemos 
conseguir utilizando principalmente software libre, entre estos requisitos se pueden 
nombrar los siguientes: 
 Escalabilidad, tanto horizontal como vertical 
 Fiabilidad 





El objetivo final será conseguir la máxima productividad en el desarrollo, por ello el 
uso de herramientas que en esta plataforma nos permitan un desarrollo ágil 
resultará relevante para el triunfo de nuestro producto. 
 
 El uso de J2EE nos ofrece múltiples ventajas: 
 
 Es una especificación que se puede utilizar en distintas plataformas. 
 
 Control por JCP, que es un conjunto de grandes empresas que se encarga 
de la correcta evolución de la plataforma, entre ellas podemos incluir: Sun, 
IBM, Oracle, HP, etc. 
 
 Soluciones libres, ya que existen numerosos Frameworks, y Apis Open 
Source para el desarrollo en este entorno. 
 Asegurar la competencia, con productos de distintos precios y calidad. 
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Mas sin embargo, no son todo ventajas, también existen una serie de 
inconvenientes: 
 Dependencia de un único lenguaje. 
 
 Complejidad que dificulta su adopción por los desarrolladores menos 
experimentados. 
 
En conclusión, desde el punto de vista teórico J2EE es una especificación de 
especificaciones para distintos conceptos: XML, Servicios Web, Ejb, etc. También 
contamos con un conjunto de buenas prácticas o guías que se denominan J2EE 
Blueprints. 
J2EE, propone un modelo de capas, con la posibilidad de variación según la 
complejidad y las necesidades que tengamos: 
 Cliente: Aquí se sitúan los distintos clientes de nuestra aplicación, 
normalmente un interfaz de usuario. 
 Presentación: Contiene la lógica de interacción entre usuario y aplicación. 
Controla la interacción entre usuario y lógica de negocio utilizando distintas 
vistas. 
 Lógica de Negocio: Código que realiza las funcionalidades que ofrece 
nuestra aplicación, aquí es donde se pone de manifiesto la necesidad de fácil 
mantenimiento y extensibilidad. 
 Integración: Comunicación con otros subsistemas, como motores de bases 
de datos, de reglas, etc. Es importante la necesidad de que en esta capa se 
puedan añadir nuevas fuentes con cierta facilidad. Deberemos garantizar 
acceso transparente a las fuentes de información, con el uso de por ejemplo 
el patrón de diseño DAO (Data Access Object). 
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4.3 FUNDAMENTOS DE BASES DE DATOS 
 
4.3.1 Concepto. 
Una base de datos es un conjunto de datos que pertenecen al mismo contexto 
almacenados sistemáticamente para su posterior uso. Una biblioteca puede 
considerarse una base de datos compuesta en su mayoría por documentos y textos 
impresos en papel e indexados para su consulta2. 
Desde el punto de vista más formal, podríamos definir una base de datos como un 
conjunto de datos estructurados, fiables y homogéneos, organizados 
independientemente en máquina, accesibles en tiempo real, compartibles por 
usuarios concurrentes que tienen necesidades de información diferente y no 
predecibles en el tiempo3. 
En la actualidad, y gracias al desarrollo tecnológico de campos como la informática 
y la electrónica, la mayoría de las bases de datos tienen formato electrónico, que 
ofrece un amplio rango de soluciones al problema de almacenar datos. 
4.3.2 Origen. 
Surgen desde mediados de los años sesenta, en 1970 Codd propuso el modelo 
relacional, este modelo es el que ha marcado la línea de investigación por muchos 
años, ahora se encuentran los modelos orientados a objetos. 
4.3.3 Ventajas. 
Ventajas de las bases de datos.-  
 Independencia de datos y tratamiento.  
o Cambio en datos no implica cambio en programas y viceversa (Menor 
coste de mantenimiento).  
 Coherencia de resultados.  
o Reduce redundancia :  
                                                 
2 www.wikipedia.com 
3 www.monografias.com  
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 Acciones lógicamente únicas.  
 Se evita inconsistencia.  
 Mejora en la disponibilidad de datos  
o No hay dueño de datos (No igual a ser públicos).  
o Ni aplicaciones ni usuarios.  
o Guardamos descripción (Idea de catálogos).  
 Cumplimiento de ciertas normas.  
o Restricciones de seguridad.  
 Accesos (Usuarios a datos).  
 Operaciones (Operaciones sobre datos).  
 Otras ventajas:  
o Más eficiente gestión de almacenamiento. 
 
4.3.4 SQL: Structured Query Language. 
El SQL es un lenguaje de acceso a bases de datos que explota la flexibilidad y 
potencia de los sistemas relacionales permitiendo gran variedad de operaciones 
sobre los mismos. 
Las instrucciones de SQL se pueden agrupar en dos grandes categorías: las 
instrucciones que trabajan con la estructura de los datos y las instrucciones que 
trabajan con los datos en sí. Al primer grupo de instrucciones se le denomina 
también el Lenguaje de Definición de Datos, en inglés Data Definition Language, 
con las siglas DDL. Al segundo grupo se le denomina el Lenguaje de Manipulación 
de Datos, en inglés Data Manipulation Language, o DML. 
4.4 HERRAMIENTAS GENERADORAS DE CÓDIGO 
 
Actualmente existen muchas tecnologías que atacan el problema de la 
automatización de código para software. En Java la arquitectura J2EE donde las 
aplicaciones requieren un gran esfuerzo para la implementación y desarrollo existen 
numerosas herramientas que permiten agilizar el desarrollo de aplicaciones. Entre 
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las más conocidas y por tener una estrecha relación con el presente proyecto, 
recordando que nuestro interés se basa en el código repetitivo relacionado con el 
acceso a datos,  tenemos: 
 
4.4.1 HIBERNATE  
 
Hibernate es una herramienta ORM (Mapeador Objeto-Relacional) completa que ha 
conseguido en un tiempo record una excelente reputación en la comunidad de 
desarrollo posicionándose claramente como el producto libre líder en este campo 
gracias a sus prestaciones de persistencia, buena documentación y estabilidad. Es 
valorado por muchos incluso como solución superior a productos comerciales 
dentro de su enfoque, siendo una muestra clara de su reputación y soporte la 
reciente integración dentro del grupo Jboss. 
Hibernate funciona asociando a cada tabla de la base de datos un Plain Old Java 
Object (POJO, a veces llamado Plain Ordinary Java Object).  Un POJO es similar a 
una Java Bean, con propiedades accesibles mediante métodos setter y getter, 






public class Example { 
 
    private String id; 
    private String name; 
 
    public Example () { 
    } 
 
    public String getId() { 
        return id; 
  21 
    } 
 
    private void setId(String id) { 
        this.id = id; 
    } 
 
    public String getName() { 
        return name; 
    } 
 
    public void setName(String name) { 
        this.name = name; 




Para poder asociar el POJO a su tabla correspondiente en la base de datos, 
Hibernate usa los ficheros hbm.xml. 
 
Para la clase Example se usa el fichero Example.hbm.xml para mapearlo con la 
base de datos.  En este fichero se declaran las propiedades del POJO y sus 
correspondientes nombres de columna en la base de datos, asociación de tipos de 




XDoclet es un motor abierto de la generación del código de fuente. Permite la 
programación Orientada a Atributos para Java. En pocas palabras, esto significa 
que usted puede agregar más significación a su código agregando los meta datos 
(atributos) a sus fuentes de Java. Esto es lo que se hace en las etiquetas 
especiales de JavaDoc. Xdoclet es por definición extensible y permite la generación 
de código en las distintas capas de las aplicaciones en J2EE.   
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El siguiente es un ejemplo de atributo usados por una de las tareas de XDoclet para 
la generación de una línea correspondiente a un action en el archivo struts-
config.xml, para una aplicación que utiliza Struts para la capa de presentación: 
 
 
    /** 
     * @author  
     *  
     * @struts.action path="/insertData" 
     *                name="contactForm" 
     *                input="/formData.jsp?action=insert" 
     * @struts.action-forward name="ok" path="/index.do" 
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4.5    PATRONES DE DISEÑO. 
 
 
Los Patrones de Diseño (Design Patterns) son la base para la búsqueda de 
soluciones a problemas comunes en el desarrollo de software y otros ámbitos 
referentes al diseño de interacción o interfaces4. 
Un patrón de diseño es una solución a un problema de diseño no trivial que es 
efectiva (ya se resolvió el problema satisfactoriamente en ocasiones anteriores) y 
reusable (se puede aplicar a diferentes problemas de diseño en distintas 
circunstancias). 
Los patrones de diseño tuvieron un gran éxito a partir de la publicación del libro 
Design Patterns escrito por Erich Gamma, Richard Helm, Ralph Johnson y John 
Vlisides. Ellos recopilaron y documentaron 23 patrones de diseño aplicados 
usualmente por expertos diseñadores de software orientado a objetos. Desde luego 
que ellos no son los inventores ni los únicos involucrados, pero fue luego de la 
publicación de ese libro que empezó a difundirse con más fuerza la idea de 
patrones de diseño. 
Los patrones de diseño tratan los problemas del diseño que se repiten y que se 
presentan en situaciones particulares del diseño, con el fin de proponer soluciones 
a ellas. Por lo tanto, los patrones de diseño son soluciones exitosas a problemas 
comunes. Existen muchas formas de implementar patrones de diseño. Los detalles 
de las implementaciones son llamadas estrategias. 
Un patrón de diseño es una abstracción de una solución en un nivel alto. Los 
patrones solucionan problemas que existen en muchos niveles de abstracción. Hay 
patrones que abarcan las distintas etapas del desarrollo; desde el análisis hasta el 
diseño y desde la arquitectura hasta la implementación.  
                                                 
4 www.wikipedia.com  
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Muchos diseñadores y arquitectos de software han definido el término de patrón de 
diseño de varias formas que corresponden al ámbito a la cual se aplican los 
patrones. Luego, se dividió los patrones en diferentes categorías de acuerdo a su 
uso.  
El grupo de GOF clasificaron los patrones en 3 grandes categorías basadas en su 
propósito: creacionales, estructurales y de comportamiento. 
 Creacionales: Patrones creacionales tratan con las formas de crear 
instancias de objetos. El objetivo de estos patrones es de abstraer el proceso 
de instanciación y ocultar los detalles de cómo los objetos son creados o 
inicializados.  
 Estructurales: Los patrones estructurales describen como las clases y 
objetos pueden ser combinados para formar grandes estructuras y 
proporcionar nuevas funcionalidades. Estos objetos adicionados pueden ser 
incluso objetos simples u objetos compuestos.  
 Comportamiento: Los patrones de comportamiento nos ayudan a definir la 
comunicación e iteración entre los objetos de un sistema. El propósito de 
este patrón es reducir el acoplamiento entre los objetos.  
En el segundo nivel, ellos clasificaron los patrones en 2 ámbitos: Clases y objetos. 
Es así que, tenemos 6 tipos de patrones: 
 
4.5.1.1 Creacionales 
 Creacional de la Clase. Los patrones creacionales de Clases usan la 
herencia como un mecanismo para lograr la instanciación de la Clase. Por 
ejemplo el método Factoría.  
 Creacional del objeto. Los patrones creacionales de objetos son más 
escalables y dinámicos comparados de los patrones creacionales de Clases. 
Por ejemplo la Factoría abstracta y el patrón Singleton.  
 
  25 
 
4.5.1.2 Estructurales 
 Estructural de la Clase. Los patrones estructurales de Clases usan la 
herencia para proporcionar interfaces más útiles combinando la funcionalidad 
de múltiples Clases. Por ejemplo el patrón Adaptador (Clase).  
 Estructural de Objetos. Los patrones estructurales de objetos crean objetos 
complejos agregando objetos individuales para construir grandes estructuras. 
La composición del patrón estructural del objeto puede ser cambiado en 
tiempo de ejecución, el cual nos da flexibilidad adicional sobre los patrones 




 Comportamiento de Clase. Los patrones de comportamiento de Clases 
usan la herencia para distribuir el comportamiento entre Clases. Por ejemplo 
Interpreter.  
 Comportamiento de Objeto. Los patrones de comportamiento de objetos 
nos permite analizar los patrones de comunicación entre objetos 
interconectados, como objetos incluidos en un objeto complejo. Ejemplo 
Iterator, Observer, Visitor.  
 
Los patrones de diseño de J2EE presentados por Sun Microsystems, han sido 
divididos en capas (presentación, negocios, integración) según su funcionalidad. 
Los patrones de la capa de presentación contienen toda la información relacionada 
con los servlets y tecnología JSP. Los patrones de la capa de Lógica de Negocios, 
contienen toda la información relacionada con los Enterprise Java Beans. Por 
ultimo, los patrones de la capa de Integración contienen toda la información 
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relacionada con el Java Message Service y la tecnología para conexión con base 
de datos de java JDBC. 
En la figura se muestra con más de detalle la organización en capas, mencionada 
anteriormente. 
 
Figura 1 - Separación lógica en capas de una aplicación 
El catálogo de patrones de J2EE, esta basado en las capas numeradas 1, 2, 3, que 
se muestran en la figura, esta separación permite que los patrones diseñados para 
cada componente puedan enfocarse en aspectos específicos del desarrollo de la 
aplicación, además de proveer una mayor modularidad y la posibilidad de realizar 
cambios en un componente determinado sin afectar a los otros componentes. 
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4.5.1.4 Patrón de diseño MVC 
El patrón de diseño de MVC (Model-View-Controller), traducido como Model Vista 
Controlador, es conocido como Model 2 en programación de aplicaciones J2EE, es 
un patrón de diseño bien establecido para programar. 
MVC es un patrón de diseño aportado originariamente por el lenguaje SmallTalk a 
la Ingeniería del Software. El paradigma MVC consiste en dividir las aplicaciones en 
tres partes: 
 Modelo: El modelo es la lógica del negocio, que en muchos casos involucra 
accesos a almacenamientos de datos, como base de datos relaciónales. El 
equipo de desarrollo que maneja el modelo debe ser experta tecnologías 
apropiadas para almacenar y manipular los datos de la empresa que aplica 
este patrón en sus desarrollos.  
 Vista: La vista es el código que presenta los datos e imagines en una pagina 
Web. El código comprende JSP y beans de Java que almacenan los datos 
para ser usados por JSP.  
 Controlador: El controlador es el código que determina el flujo general de la 
aplicación. Este comprende una o más acciones de Struts, archivos de 
configuración y servlets. 
 
Como se ilustra en el siguiente diagrama, el Web Server en tiempo de ejecución 
contiene los componentes de la vista y los componentes del controlador de una 
aplicación Web, mientras que una tercer capa (que esta usualmente fuera del Web 
Server) contiene el modelo. 
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Figura 2 - Interacción entre capas 
El Patrón de Diseño MVC cumple con uno de los enunciados más antiguos de la 
programación distribuida, separar la presentación del acceso a datos y la lógica de 
negocios. Java representa uno de los pilares más importantes en desarrollo de 
aplicaciones distribuidas, que se conozca hasta la actualidad. Es por eso que el 
Modelo MVC aprovecha las potencialidades de este lenguaje.  
Beneficios del patrón de diseño MVC5. 
 Puede distribuir el esfuerzo de desarrollo hasta cierto punto, tal que los 
cambios de implementación en una parte de la aplicación Web no requieran 
cambios en otros. El responsable del desarrollo para escribir la lógica de 
negocio puede trabajar independientemente de los responsables del 
desarrollo del flujo de control, y de los diseñadores de páginas Web y a su 
vez estos también pueden trabajar en forma independiente.  
 Puede realizar prototipos fácilmente de sus trabajos.  
 Puede fácilmente migrar aplicaciones, porque la vista esta separada del 
modelo y del control y puede ser tolerable a diferentes plataformas y 
categorías de usuarios.  
 Puede mantener un ambiente que comprenda tecnologías diferentes a través 
de deferentes ubicaciones.  
                                                 
5 http://www.codejava.org/  
  29 
 El diseño MVC tiene una estructura organizada que mejora la escalabilidad  
(construir aplicaciones más grandes) y el soporte permitiendo así modificar y 
mantener con mayor facilidad.  
 
4.5.1.5 Patrón Data Access Object (DAO) 
El acceso a los datos puede variar dependiendo del origen de los datos 
(Datasource). El acceso a almacenes persistentes de datos, tales como una base 
de datos, varía grandemente dependiendo del tipo de almacenamiento (bases de 
datos relaciones, orientadas a objetos, etc.) y la implementación del fabricante.  
Típicamente, las aplicaciones usan componentes distribuidos compartidos para 
representar la data persistente. Una aplicación es analizada para determinar si 
debe utilizar persistencia manejada por el bean (BMP) o por el contenedor de beans 
(CMP).   
Las aplicaciones pueden usar el API JDBC (Java Database Connectivity) para 
acceder a los datos residentes en una base de datos relacional. El API JDBC 
permite un acceso estándar y manipulación de datos en un almacenamiento 
persistente. JDBC permite a las aplicaciones J2EE usar sentencias SQL, las cuales 
son estándar para el manejo de tablas en bases de datos relacionales. Sin 
embargo, incluso dentro de un ambiente relacional, la sintaxis y el formato de las 
sentencias SQL puede variar dependiendo del manejador de base de datos que se 
utilice.  
Usar un Objeto de Acceso a Datos para abstraer y encapsular todos los accesos 
realizados al origen de los datos. Los Objetos de Acceso a Datos manejan la 
conexión con el origen de datos para obtener y almacenar datos. 
Los Objetos de Acceso a Datos (DAO) son el elemento principal de este patrón. Los 
DAO implementan los mecanismos de acceso requeridos para trabajar con el 
origen de los datos. Los orígenes de datos pueden ser un repositorio persistente tal 
como un Sistema Manejador  de Bases de Datos Remoto, un servicio externo (por 
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ejemplo una transacción entre dos empresas), una base de datos LDAP o una 
función de negocio que puede ser accedida vía CORBA ó IIOP. Los componentes 
de negocios que dependen de los DAO  usan interfaces simples para la interacción 
con los clientes. Debido a que la interfaz mostrada por los DAO a los clientes no 
cambia cuando la implementación subyacente del origen de datos cambia, este 
patrón permite a los DAO adaptarse a diferentes esquemas de almacenamiento sin 
afectar a sus clientes o a los objetos de lógica de negocio. Los DAO actúan como 
un adaptador entre los componentes y los Datasource. 
4.6   Struts Framework 
 
Struts es un framework para aplicaciones Web java que implementa el modelo 
MVC. 
Realmente lo que provee es un conjunto de clases y TAG-LIBS que conforman el 
Controlador, la integración con el Modelo (o lógica de negocio) y facilitan la 
construcción de vistas. 
Naturalmente, el Modelo o lógica de negocio es la parte que nos corresponde 
desarrollar. Por eso Struts es una plataforma sobre la que montamos la lógica de 
negocio, y esta plataforma nos permite dividir la lógica de la presentación entre 
otras cosas. 
Struts contiene unas clases que permiten procesar cada petición hecha por el 
cliente, estas clases son llamadas “Acciones” y constituyen lo que denominaríamos 
Controlador, también contiene unos objetos que son los que encapsulan la 
información que viaja de y hacia el cliente, estas clases en el concepto de patrón de 
diseño MVC se denominan Modelo,  y los jsp que usan los tab-libs de struts se 
consideran la Vista.  
 
  31 
5. IMPORTANCIA Y JUSTIFICACIÓN 
 
 
La generación de código tiene un escenario típico que es el de las interfaces entre  
las diferentes capas, componentes, etc. Que componen las aplicaciones de 
software. 
  
Uno de los propósitos en la ingeniería del software es crear software reutilizable, lo 
cual suele traducirse en código robusto, poco propenso a errores. 
 
La automatización en la generación de código es una de las clave para conseguir 
un incremento en la calidad y productividad en el desarrollo de Software, siempre y 
cuando este proceso esté claramente definido. Sin embargo, todavía estamos lejos 
de una automatización total y sigue siendo necesario manipular el código más de lo 
deseable. 
 
De uno de los objetivos del presente documento deriva la importancia y justificación 
del mismo, ya que se pretende crear una herramienta de ayuda en el proceso de 
desarrollo de cualquier proyecto.  
 
Todo esto se traduce en los siguientes puntos: 
 Generación de una base sólida como punto de partida en el desarrollo y  
garantizar así que el software sea escalable y organizado, aplicando varios 
patrones de diseño. 
 
 Una reducción en los costos de producción: se da en la elaboración de 
código repetitivo en cuanto a la generación de código java para el 
mantenimiento de la información de las tablas básicas inherentes al proyecto 
a  desarrollar y código Html concerniente a las interfaces o capa de 
presentación. 
 Fácil  adaptación a conceptos tales como la arquitectura manejada por Struts 
y patrones de diseño. 
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 Permite la aplicación práctica de metodologías estructuradas, las cuales al 
ser realizadas con una herramienta se consigue agilizar el trabajo. 
 
 Reducción de los costos de mantenimiento.  
 
 Interfaz amigable para la generación del código deseado. 
 
 La herramienta ataca principalmente el acceso a datos, proveyendo así una 
solución desde la capa de integración de las aplicaciones en J2EE hasta la 
capa de presentación con Struts y jsp, pasando por EJB. 
 
 Fácil Parametrización de los datos de entrada para la generación, ya que el 
formato de los datos de entrada esta basado en formato Xml. 
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6. OBJETIVOS 
 
6.1. Objetivo general: 
 
                    Diseño e implementación de un software generador de código base 
                    Para proyectos en J2EE. 
                     
6.2. Objetivos Específicos:  
 
 
6.2.1. Desarrollo de una aplicación con una interfaz grafica de usuario 
parametrizable por Xml  para  sistemas de información que requieran 
almacenamiento de datos. 
 
 
6.2.2. Generar la capa de datos (Código estándar de Java ) para las tablas 
básicas de los proyectos, entiéndase como tablas básicas   aquellas que 




6.2.3. Generar la capa de presentación según el Patrón MVC (Model View 
Controller) utilizando la librería de struts, para las tablas  básicas, lo cual 
incluye interfaces de presentación, edición, adición y eliminación de 
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7. DISEÑO METODOLÓGICO 
 
 
Teniendo en cuenta que el objetivo del proyecto es una herramienta que generará 
código para proyectos en J2EE utilizando patrones de diseño, como primer paso se 
procedió identificando claramente los conceptos a tener en cuenta por la 
herramienta para generación del código: 
 
7.1. CONCEPTOS  
 
ENFOQUE POR NIVELES  PARA APLICACIONES J2EE  
 
Partición lógica por niveles de responsabilidad de los componentes de un sistema, 
el número de capas depende de la escalabilidad deseada en el sistema 
 
 
Figura 3 - Enfoque por niveles para aplicaciones J2EE 
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7.2. ANALISIS Y JUSTIFICACIÓN DE LOS PATRONES DE DISEÑO A 
IMPLEMENTAR EN EL CÓDIGO GENERADO 
 
7.2.1. MVC - MODELO VISTA CONTROLADOR 
 
MVC o Modelo vista Controlador es un patrón de diseño aportado 
originariamente por el lenguaje SmallTalk a la Ingeniería del Software. 





El controlador es el encargado de redirigir o asignar una aplicación (un 
modelo) a cada petición; el controlador debe poseer de algún modo, 
un "mapa" de correspondencias entre peticiones y respuestas 
(aplicaciones o modelo) que se les asignan. 
 
El modelo seria la aplicación que responde a una petición, es la lógica 
de negocio a fin de cuentas. 
Una vez realizadas las operaciones necesarias el flujo vuelve al 
controlador y este devuelve los resultados a una vista asignada. 
Vemos las diferencias que supone el modelo con los modelos 
convencionales. 
En la herramienta desarrollada este patrón esta implícito en Struts,   
cuyas clases y  tab-libs son referenciadas desde el código generado 
por la herramienta del proyecto. 
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7.2.2. BUSINESS DELEGATE 
 
Las aplicaciones multi-capa y distribuidas como es el caso de las 
aplicaciones J2EE, requieren invocación remota de métodos para 
enviar y recibir datos entre las capas. Los clientes están expuestos a 
la complejidad de tratar con componentes distribuidos. 
 
El patrón Business Delegate desacopla los servicios de presentación y 
de negocios, actuando como Proxy y fachada de los servicios. 
En el presente proyecto se usa un Business Delegate para reducir el 
acoplamiento entre los clientes de la capa de presentación y los 
servicios de negocio. El Business Delegate oculta los detalles de la 
implementación del servicio de negocio, como los detalles de 
búsqueda y acceso de la arquitectura EJB. Lo cual se refleja en una 
aplicación más robusta y escalable. 
 
 
7.2.3. SERVICE LOCATOR 
 
Los clientes J2EE (La capa de presentación de una aplicación Web 
pude ser tomada como un cliente de servicios por parte de EJBs) 
interactúan con componentes de servicio, como componentes Java 
Beans Enterprise (EJB) y Java Message Service (JMS), que 
proporcionan servicios de negocio y capacidades de persistencia. 
Para interactuar con estos componentes, los clientes deben o localizar 
el componente de servicio (referido como una operación de búsqueda) 
o crear un nuevo componente. Por ejemplo, un cliente EJB debe 
localizar el objeto Home del bean enterprise, que el cliente puede 
utilizar para encontrar un objeto o para crear uno o más beans 
enterprise. De forma similar, un cliente JMS primero debe localizar la 
Factoría de Conexiones JMS para obtener una Conexión JMS o una 
Sesión JMS.  
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Todos los clientes de aplicaciones J2EE utilizan la facilidad JNDI para 
buscar y crear componentes EJB o JMS. El API JNDI permite a los 
clientes obtener un objeto Contexto Inicial que contiene el nombre del 
componente a uniones de objetos. El cliente empieza obteniendo el 
contexto inicial para un objeto home de un bean. El contexto inicial 
permanece válido mientras sea válida la sesión del cliente. El cliente 
proporciona el nombre registrado en JNDI del objeto requerido para 
obtener una referencia a un objeto administrado. En el contexto de 
una aplicación EJB, un objeto administrado típico es un objeto home 
de un bean enterprise.  
El patrón Service Locator nos permite encapsular la localización y 
creación de los servicios de negocio. 
 
7.2.4. SESSION FACADE 
 
Los Beans Enterprise encapsulan lógica y datos de negocio y exponen 
sus interfaces, y con ellos la complejidad de los servicios distribuidos, 
a la capa de cliente. 
En el código generado se usa un bean de sesión como una fachada 
(Facade) para encapsular la complejidad de las interacciones entre los 
objetos de negocio participantes en el flujo de trabajo de la aplicación. 
El Objeto Session Facade maneja los objetos de negocio (Manager) y 
proporciona un servicio de acceso uniforme a los clientes. De esta 
manera el Facade abstrae las interacciones de los objetos de negocio 
y proporciona una capa de servicio que expone sólo los interfaces 
requeridos. Así, oculta a la vista de los clientes las interacciones 
complejas entre los participantes. El Session Facade controla las 
interacciones entre los datos de negocio y los objetos de servicio de 
negocio, y encapsula la lógica de negocio asociada con los 
requerimientos, Así, el bean de sesión (representando al Session 
Facade) maneja las relaciones entre los objetos de negocio.  
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7.2.5. MANAGER 




7.2.6. DATA ACCESS OBJECTS – DAOs 
 
El acceso a datos se realiza mediante el patrón DAO (Data Access 
Object). De esta manera se abstrae las fuentes de datos, proveyendo 
un acceso transparente a repositorios persistentes, relacionales y no 
relacionales. 
 
7.2.7. VALUE OBJECTS 
 
La comunicación de datos entre las distintas capas de la aplicación 
Web se realiza mediante el patrón VO (Value Object). EL cual 
encapsula la información que viaja desde la capa más inferior hasta la 














  39 
7.3.    INTERACCIÓN ENTRE LOS PATRONES 
 
Figura 4 - Interacción entre los patrones 
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7.4.   CASOS DE USO 
 
Se identificaron los siguientes casos de usos: 
 
7.4.1 PARAMETRIZACIÓN BASE DE DATOS 
1. Inicio:  
1. El usuario entra al sistema y el sistema le debe permitir escoger 
de un listado predeterminado a que base de datos quiere 
conectarse.  
2. Fin:  
1. El usuario digitó en el sistema a través de una interfaz los datos 
requeridos para establecer la conexión.  
3. Mensajes o Información 
1. El usuario provee al sistema la siguiente información: 
1. Login 
2. Password 
3. Url de conexión 
4. Nombre de la clase java que permite la conexión. 
5. Directorio donde se ubica el JAR que contiene las clases 
para la conexión. 
4. Objetivo 
1.  Permitir conexión a cualquier motor de base de datos. 
5. Repeticiones de comportamiento: 
1. El usuario puede parametrizar N conexiones. 
6. Situaciones opcionales:  
1. Guardar los parámetros en un archivo XML. 
2. Información ingresada incorrecta o configuración del motor de 
la base de datos. 
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7.4.2 GUARDAR/LEER PARAMETRIZACIÓN BASE DE DATOS 
1. Inicio:  
1. El usuario entra al sistema y el sistema le permite escoger el 
archivo XML que guardó anteriormente.  
2. El usuario guarda en un archivo XML la información de 
conexión a la base de datos. 
2. Fin:  
1. El sistema guardó correctamente el archivo XML 
2. El sistema cargó correctamente el archivo XML 
3. Mensajes o Información 
1. Selección por interfaz gráfica del nombre del archivo a guardar 
o a leer. 
4. Objetivo 
1. Realizar nueva conexión. 
2. Guardar archivo con Parametrización 
7.4.3 CONECTAR A BASE DATOS 
1. Inicio:  
1. Una vez digitados o cargados los parámetros de conexión, el 
usuario da clic por medio de una interfaz grafica en un botón. 
2. Fin:  
1. El usuario realiza otra conexión 
2. El usuario sale del sistema. 
3. Objetivo 
1. Conectarse a la base de datos. 
4. Repeticiones de comportamiento: 
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7.4.4 SELECCIONAR TABLAS 
1. Inicio:  
1. Una vez establecida la conexión el sistema debe permitir la 
selección de cualquier tabla para generar código, el usuario 
puede quitar en cualquier momento una de las tablas 
seleccionadas. 
2. Fin:  
1. Se ha seleccionado la tabla 
3. Mensajes o Información 
1. Listado de tablas visualizadas por el sistema para el usuario. 
4. Objetivo 
1. Seleccionar tablas  
5. Repeticiones de comportamiento: 
1. N veces 
7.4.5 PARAMETRIZAR BÚSQUEDA DE TABLAS 
1. Inicio:  
1. Selección de parámetros de filtro dados por el sistema: 
1. Nombre completo o incompleto 
2. Selección de filtro esquema. 
2. Fin:  
1. Búsqueda realizada 
3. Mensajes o Información 
1. Información del nombre de la tabla 
2. Esquema de la base de datos.  
4. Objetivo 
1. Encontrar tabla según filtros de búsqueda. 
5. Repeticiones de comportamiento: 
1. N veces  
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7.4.6 FORMATEAR TABLAS A XML 
1. Inicio:  
1. El usuario desea guardar la información de las tablas 
seleccionadas para la generación. 
2. El proceso de generación de código J2EE requiere la 
transformación de la información de la tabla en proceso. 
2. Fin:  
1. Información transformada. 
3. Mensajes o Información 
1. Tablas seleccionadas por el usuario 
2. Objeto Java que representa la información de la tabla. 
4. Objetivo 
1. Guardar Información 
2. Generar Código. 
5. Repeticiones de comportamiento: 
1. N veces por algún proceso en el sistema o por el usuario.  
 
7.4.7 PARAMETRIZAR GENERACIÓN DE CÓDIGO 
1. Inicio:  
1. Selección de Interfaz Gráfica 
2. Fin:  
1. Código generado 
3. Mensajes o Información 
1. Selección de directorios 
2. Nombre de paquetes 
3. Nombre de proyecto o módulo  
4. Selección de los archivos que se generarán  según el patrón de 
diseño escogido por el usuario. 
4. Objetivo 
1. Generar Código 
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5. Repeticiones de comportamiento: 
1. N veces 
7.4.8 GENERAR CÓDIGO J2EE 
1. Inicio:  
1. Clic en interfaz gráfica (Botón) con datos tomados directamente 
de la base de datos. 
2. Clic en interfaz gráfica (Botón) con datos tomados de archivo 
XML ingresado por el usuario. 
2. Fin:  
1. Código generado 
3. Mensajes 
1. Selección de tablas 
2. Archivo XML 
4. Objetivo 
1. Generar código. 
5. Repeticiones de comportamiento: 
1. N veces  
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7.5.   DIAGRAMA DE CASOS DE USOS 
 
Usuario




Se Conecta a la Base de 
Datos Elegida Por el 
Usuario.
Permite al usuario parametrizar 
los datos requeridos para la 
conexion a la base de datos.
Permite al usuario guardar o leer 
los parametros necesarios para 
la conexion a la base de datos.
Seleccion de Tablas
Permite al Usuario 
seleccionar de la base de 
datos las tablas  a las 
cuales les generará el 
código J2EE.
Permite Pasar la informacion 
metadata de las tablas 
seleccionadas a formato Xml, 
y/o guardarlo en disco.
Usuario





Permite hacer busqueda 
de las tablas por filtro 
(Nombre)
 
Figura 5- Casos de uso 
  46 
Permite al Usuario escojer los directorios, plantillas 
(.xsl) o archivo .xml base para la generacion del 
codigo. Permite generar por partes segun tipo de 
archivo (.java, .jsp,.xml) la generacion del codigo.
Usuario
(from Use Case View)
Parametrizar Generacion de 
Codigo
Usuario
(from Use Case View)
Generar Codigo J2EE
Permite la generacion del codigo J2EE que permite la 
edicion, insercion, eliminacion y listado de la informacion 
de las tablas seleccionadas de la DBase.
Dicho codigo cumple con ciertos patrones basicos de 
diseño en J2EE
 
Figura 6 - Casos de uso 
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7.6.    DIAGRAMA DE PAQUETES EN EL SISTEMA 
 




Contiene todas las clases 
que permiten Interactuar con 
el Usuario. (GUIs)
Procesamiento XML/XSL
Clases que permiten procesar la 
informacion para darle formato 
xml y luego procesarla con xsl.
Generacion de Codigo 
Clases que permiten la 
generacion del codigo J2EE
Procesamiento de Archivos a bajo nivel
Clases que nos permiten el manejo a bajo 
nivel de los archivos en el sistema.
Ejemplo: renombrado, creacion de 
directorios, etc.
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7.7.   ARQUITECTURA DE LA HERRAMIENTA 
 
 
La herramienta se desarrolló en lenguaje java, utilizando la plataforma J2SE versión 
5.0 y es una aplicación de escritorio con interfaces gráficas de usuario de la librería 
Swing del J2SE. 
 
 LIBRERÍAS 
  J2SE  
 JAVA 2 STANDAR EDITION  
  XML 
EXTENSIBLE MARKUP LANGUAGE  
  XSL  
EXTENSIBLE STYLESHEET LANGUAGE 
  XSLT 
EXTENSIBLE STYLESHEET LANGUAGE TRANSFORMATIONS 
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Una vez terminada la fase del análisis, se procedió a generar prototipos solo 
para la interacción del usuario con el sistema, sin mayor grado de 
funcionalidad. 
 
El más aceptable ya que llegó a implementar un 60% de la funcionalidad total 
del sistema se muestra en la siguiente figura: 
 








Figura 9 - Prototipo 2 
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7.9.   PROGRAMA FINAL 
 
El programa final corresponde al prototipo número dos (2) y las interfaces 
correspondientes: 
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7.9.2 INTERFAZ CONEXIÓN ESTABLECIDA 
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7.9.3 INTERFAZ CONFIGURACIÓN 
 
 
















7.9.4 INTERFAZ GENERACIÓN DE CÓDIGO POR ARCHIVO XML 
 
 
Figura 13 - Interfaz generacion de codigo. Programa final 
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8.   RESULTADOS Y PRODUCTOS ESPERADOS  
 
PRUEBAS Y RESULTADOS 
 
Culminado el desarrollo del software se procedió a realizar las pruebas al sistema 
con los siguientes datos: 
 
BASE DE DATOS: 
 MYSQL Versión 5.0 
 









NOMBRE DEL PROYECTO O MODULO 
 AGENDAWEB 
PAQUETE RAÍZ PARA EL CÓDIGO JAVA 
 COM.ACTUALIZACION 
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ARCHIVOS Y PAQUETES DE CLASES GENERADOS: 
 
Tabla 1 - Resultados obtenidos 1 
ARCHIVOS  *.JAVA  
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9. ESTRUCTURA DE ARCHIVOS DE CÓDIGO GENERADO POR LA 
HERRAMIENTA  
9.1. PATRON DELEGATE 
 
 
9.2. PATRON DAO 
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9.4. PATRON SERVERLOCATOR 
 
9.5. PATRON SERVERLOCATOR 
 
9.6. PATRON SERVERLOCATOR 
 
9.7. EJB SESSION Y PATRON MANAGER 
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9.8. JSP DE EDICION 
 
9.9.  JSP DE LISTADO 
 
9.10. JSP DE CREACION 
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9.11. TILE JSP DE EDICION 
 
9.12. TILE JSP DE LISTADO 
 





La herramienta genera el código ligado a todas las clases actions y 
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10. UTILIZACIÓN DEL CÓDIGO GENERADO 
  
10.1. Para utilización de la herramienta es necesario tener un conocimiento 
básico-medio en adelante en cuanto al desarrollo de aplicaciones en la 
plataforma J2EE, utilizando struts. 
 
 
10.2. El código generado es libre de errores de compilación y se considera 
que contribuye en un 80% por ciento en cuanto al código referente al acceso 
de datos (Base de Datos) y administración (Vistas Jsp) de tablas para 
cualquier proyecto que interactúe con una base de datos. 
 
10.3. El código generado deberá agregarse a una aplicación Web vacía con 
las librerías de struts y EJB de su IDE favorito. 
 
10.4. El directorio Web de la aplicación deberá tener los siguientes archivos  






10.5. Para utilizar el código generado para el EJB de Session, es necesario 
tener el esqueleto de la clase del EJB para después ser sobre escrito con 
los métodos generados por la herramienta. Esta opción se puede obviar 
construyendo un xsl para transformar el xml base generado por la aplicación 
y así generar los descriptores dependiendo del servidor en donde se vaya a 
desplegar el EJB de session. 
 
10.6. Si requiere simplicidad en cuanto al número de capas de la aplicación, 
es decir, omitir algún número de capas, puede modificar el .xsl de 
transformación de los actions e instanciar directamente el objeto que 
requiere. 
 





Tabla 3 - Presupuesto general 
TOTALES GENERALES 
DESCRIPCIÓN VALOR 
PERSONAL $ 11.200.000 
MATERIALES Y SUMINISTROS $ 248.600 
EQUIPOS DE CÓMPUTO $ 5.475.000 
OTROS SERVICIOS $ 2.240.000 
TOTAL $ 19.163.600 
 
Tabla 4 - Presupuesto detallado 
Personal 
Proponente/ Director/ Asesor Función Horas Ejecutadas Valor hora Subtotal 
Omar De La Hoz Maestre Proponente 400(4 horas diarias) $ 12.000 $ 4.800.000 
Jhon Mosquera Polo Proponente 400(4 horas diarias) $ 12.000 $ 4.800.000 
Ing. Carlos Sanabria Director 80 $ 20.000 $ 1.600.000 
   Total $ 11.200.000 
     
Materiales y Suministros 
Descripción Cantidad Unidad Valor 
Unitario 
Subtotal 
Papel de impresión 2 Resma $ 9.300 $ 18.600 
Tinta para impresora – NEGRA 1 Toner $ 230.000 $ 230.000 
   Total $ 248.600 
     
Equipos de Cómputo 
Descripción Cantidad Origen del Recurso Valor 
Unitario 
Subtotal 
Computador 2 Personal 
$ 2.500.000 $ 5.000.000 
USB Memory 1 Personal $ 120.000 $ 120.000 
Impresora 1 Personal $ 355.000 $ 355.000 
   Total $ 5.475.000 
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Otros Servicios 
Descripción Cantidad Unidad Valor 
Unitario 
Subtotal 
Internet 800 Horas $ 2.800 $ 2.240.000 







12.   CONCLUSIONES 
 
 
En el campo del desarrollo de software hay muchos progresos, más 
específicamente en el tema de la generación de código como apoyo. 
 
Actualmente hay muchas herramientas que enfrentan la generación de código  
desde distintos enfoques. Este proyecto contribuye a este campo desde el enfoque 
de aplicaciones Web aplicando patrones de diseño desde la capa de integración 
hasta la capa de presentación.  
 
Este proyecto contribuye con una herramienta que tiene las siguientes fortalezas: 
 
 Fácil manejo con interfaz gráfica de usuario. 
 
 Generación de tres (3) capas bases para el desarrollo de cualquier aplicación 
Web  como lo son: presentación (Struts), lógica de negocio (EJB Session) y 
acceso a  datos (Patrón DAO). 
 
 Aplicación de los siguientes patrones de diseño en el código generado 
o MVC 
o BUSSINES DELEGATE 
o SERVICE LOCATOR 




 Fácil administración de formato para el código generado a través de plantilla 
XSL. 
 
 Parametrización de los datos de entrada por XML. 
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 En comparación con la herramienta Hibernate, la herramienta del proyecto 
presenta las siguientes aspectos: 
o Contribuye con el código generado en un gran porcentaje a todas las 
capas (Presentación, Lógica de negocios, Integración) de una 
aplicación Web para la plataforma J2EE, Hibernate únicamente 
contribuye en la capa de integración. 
o El patrón de diseño DAO aplicado por la herramienta en la capa de 
integración posee una ventaja frente a hibernate, ya que DAO permite 
tiempos aceptables en grandes aplicaciones con gran concurrencia de 
usuarios, contrario a Hibernate que a mayor concurrencia desmejora 
el tiempo de respuesta. 
o La parametrización es más sencilla. 
 
 En comparación con la herramienta XDoclet, la herramienta del proyecto 
presenta las siguientes aspectos: 
o No necesita partir de clases java creadas para la generación de 
código. 
o Agregar nuevas funcionalidades en generación de código no es 
complicado comparado con agregar una nueva tarea en XDoclet. 
 
 El código generado es libre de errores de compilación y se considera que 
contribuye en un 80% por ciento en cuanto al código referente al acceso de 
datos (Base de Datos) y administración (Vistas Jsp) de tablas para cualquier 
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