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Povzetek
Cilj diplomskega dela je predstavitev razvoja med seboj povezane spletne in
mobilne aplikacije ter predstavitev tehnologij za njuno medsebojno povezo-
vanje. Pri tem gre za sistem, v katerem so podatki shranjeni na strezˇniku, do
njih pa je mogocˇe dostopati preko vecˇ razlicˇnih naprav. Prvi del diplomskega
dela je namenjen predstavitvi orodij in tehnologij, ki so bila uporabljena pri
implementaciji Android in spletne aplikacije. Poleg tega so v tem delu pred-
stavljena tudi druga orodja in pristopi za implementacijo taksˇnega sistema,
prikazana pa je tudi njihova primerjava.
Drugi del diplomskega dela opisuje prakticˇno izvedbo taksˇnega sistema.
Ta del opisuje arhitekturo aplikacije ter funkcionalnosti posameznih delov.
Poleg tega opisuje tudi pristope in uporabe tehnologij za uspesˇno povezo-
vanje mobilne aplikacije s spletno. Predstavljena je tudi ideja za azˇuriranje
podatkov ter nacˇin avtentikacije v sistem.
Kljucˇne besede: Django, Android, spletna ogrodja, mobilne aplikacije,
spletne storitve, REST.

Abstract
The main goal of the following thesis is the presentation of development of
the web and mobile applications and demonstration of technologies for their
successful interconnection. Such system stores all data on server and may
be accessed through many different devices. The first part of the thesis is
devoted to the presentation of tools and technologies that have been used for
the successful implementation of such system. The theoretical part of the
thesis also presents other tools and technologies for implementation of such
system and presentes their comparison.
The second part of the thesis contains practical implementation of such
system. This part describes the application architecture and functionality
of each part. This part of the thesis also describes approaches and used
technologies for the successful integration of mobile applications and web
application. In addition, this part describes the idea of syncing data on
mobile application, and desribes the methods to authentication.
Keywords: Django, Android, Web framework, mobile application, web ser-
vices, REST.

Poglavje 1
Uvod
V danasˇnjih cˇasih je porast spletnih in mobilnih aplikacij vse vecˇji. Njihova
funkcionalnost lajˇsa uporabnikova vsakodnevna opravila. Vse vecˇ uporab-
nikov pa zˇeli dostopati do istih podatkov preko razlicˇnih naprav, kot sta
mobilni telefon in racˇunalnik. Podatki uporabnikov so obicˇajno shranjeni v
oblaku na strezˇniku, dostop do teh podatkov pa mora zagotoviti razvijalec
programske opreme.
Tu se pojavi dilema pri izbiri ogrodja za lazˇje razvijanje spletnih aplikacij,
tehnologiji za povezovanje mobilnih aplikacij ter izbiri pristopa pri razvoju
mobilnih aplikacij. Diplomsko delo opisuje razlicˇne pristope in tehnologije za
povezovanje spletne aplikacije z androidno. V njem so predstavljena ogrodja
za hitrejˇse razvijanje spletnih aplikacij ter njihova primerjava. Poleg tega
opisuje in primerja razlicˇne tehnologije za implementacijo spletnih storitev.
Utemeljuje pa tudi izbiro mobilne platforme za razvoj in nacˇin izdelovanja.
V diplomskem delu je v osredje postavljeno ogrodje Django, ki sluzˇi kot
ogrodje za razvoj spletnih aplikacij, in mobilna platforma Android, v katerem
je razvit prakticˇen primer mobilne aplikacije. Za implementacijo taksˇnega
sistema je potrebno razviti posebne spletne storitve, ki jim recˇemo APIji. Ti
so razviti znotraj spletne aplikacije ter skrbijo, da lahko do istih podatkov
dostopamo preko razlicˇnih platform. S taksˇnim sistemom lahko uporabniki
dostopajo do svojih podatkov tako iz Android naprave kot tudi brskalnika.
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Slika 1.1: Dostopa do spletne aplikacije preko razlicˇnih naprav.
V drugem poglavju najdemo primerjavo izrazov kot so spletna stran, sple-
tna aplikacija, mobilna aplikacija ter spletne storitve.
V tretjem poglavju diplomskega dela se srecˇamo z vso izbrano tehnolo-
gijo, protokoli in uporabljenimi orodji za uspesˇen razvoj mobilne ter spletne
aplikacije. Poleg tega so predstavljene tehnologije za izmenjavo podatkov in
povezovanje med spletno in mobilno aplikacijo. Poglavje primerjava tehno-
logij podrobno predstavi razlicˇne pristope, ogrodja in tehnologije za razvoj
aplikacij. Ta del tudi utemeljuje odlocˇitve, ki sem jih sprejel za uspesˇno
implementacijo aplikacij.
Peto poglavje na kratko predstavi aplikacijo, ki je uporabljena za primer
implementacije povezovanja Android aplikacije s spletnim ogrodjem Django.
Tu je na kratko opisana ideja aplikacije in primerjava podobnih alternativnih
aplikacij, ki so zˇe na trgu.
V sˇestem poglavju je predstavljena arhitektura aplikacije. Notri lahko
najdemo kako je aplikacija razdeljena ter kaksˇne funkcionalnosti ti deli pred-
stavljajo.
V poglavju Razvoj aplikacije najdemo sˇtiri obsˇirnejˇse pristope k imple-
mentaciji aplikacije. V prvem pristopu je predstavljena implementacija pove-
3zovanja mobilne aplikacije s spletno, v drugem je predstavljena avtentikacija
uporabnika, v tretjem azˇuriranje podatkov med spletno in mobilno aplika-
cijo, v zadnjem pa je predstavljen pristop generiranja ukazov za tiskanje na
termicˇni racˇun.
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Poglavje 2
Spletne storitve in odjemalci
Spletne storitve so deli spletne aplikacije. So standardiziran nacˇin integrira-
nja spletnih aplikacij za izmenjavo podatkov med elektronskimi napravami
preko internetnih protokolov. Sˇe nekaj let nazaj, spletne storitve niso bile
dovolj hitre, da bi bile zanimive, dandanes pa se v praksi vse bolj uporabljajo
[12].
Ko govorimo o spletnih storitvah, pojma ne smemo zamesˇati s spletnimi
aplikacijami ali spletnimi stranmi, se pa ti pojmi prepletajo med seboj. Ko
govorimo o spletnih straneh, govorimo o staticˇni predstavitvi podatkov. Do
spletnih strani uporabnik dostopa preko spletnih brskalnikov, ker je vsebina
staticˇna, pa nima interakcije s podatki na njej. Uporabniku je predstavljena
vsebina, ki je navadno enaka za vse.
Cˇe zˇelimo nasˇo spletno stran nadgraditi tako, da uporabniku omogocˇa
vecˇjo funkcionalnost, nadzor in interakcijo, moramo uporabiti vesˇcˇine pro-
gramiranja. Ko nasˇi spletni strani dodamo funkcionalnosti, kot je na primer
prijava uporabnika v sistem, se nasˇa spletna stran spremeni v spletno aplika-
cijo. Vsebina podatkov v spletni aplikaciji ni vecˇ staticˇna, saj se od vsakega
uporabnika razlikuje. Uporabnik ima v spletni aplikaciji locˇene podatke od
ostalih uporabnikov, ti podatki pa so shranjeni na strezˇniku. Primer sple-
tne aplikacije je koledar, v katerega si uporabnik belezˇi svoje podatke ter do
njih dostopa, medtem ko so na spletni strani, kjer se na primer objavljajo
5
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novice, podatki staticˇni in enaki za vse uporabnike. Ko uporabljamo pojem
spletna aplikacija, sˇe vedno govorimo o dostopu preko spletnih brskalnikih
tako kot pri spletnih straneh. Spletna aplikacija poleg podatkov uporabniku
vrne tudi graficˇni izgled ter celotno postavitev spletne strani. Za podatke in
uporabniˇski vmesnik pri spletnih aplikacijah skrbi strezˇnik. Pojma spletne
aplikacije pa ne smemo mesˇati z Android aplikacijami, javanskimi aplikaci-
jami ali drugimi, ki za prikaz podatkov uporabljajo spletne storitve, te pa so
obicˇajno del spletnih aplikacij.
Spletne storitve se od spletnih aplikacij razlikujejo v tem, da spletne sto-
ritve skrbijo za prenos dinamicˇnih podatkov, medtem ko spletna aplikacija
poleg tega skrbi sˇe za graficˇni vmesnik. Tako lahko recˇemo, da so spletne
storitve del spletnih aplikacij, ki omogocˇajo dostop do strezˇnika in podat-
kov preko razlicˇnih internetnih protokolov. Za izdelavo spletne aplikacije
implementacija spletnih storitev ni potrebna, ker pa je danes velika porast
mobilnih naprav, pa je ta vse bolj zazˇelena. Cˇe zˇelimo, da nasˇa mobilna apli-
kacija dostopa do istih storitev kot nasˇa spletna, je potrebno za realizacijo
takega sistema vzpostaviti storitveno orientirano arhitekturo (angl. SOA
- service orientated architecture). Nasˇi spletni aplikaciji implementiramo
razlicˇne vmesnike uporabniˇskega programa (angl. API - Application Pro-
gramming Interface), ki skrbijo za povezovanje drugih aplikacij s spletnim
strezˇnikom. Spletne storitve skrbijo za branje podatkov, ki jih aplikacija
posˇlje, obdelavo teh podatkov ter vracˇanje podatkov nasˇi aplikaciji. Spletne
storitve skrbijo le za dinamicˇne podatke ter aplikacijam ne vracˇajo graficˇne
podobe, saj mora to v celoti izdelati programer.
Do spletnih storitev lahko dostopa tudi spletna aplikacija, vendar mora
biti za prikaz podatkov zˇe v naprej poskrbljeno. Primer dostopa spletne
aplikacije do spletnih storitev je, ko je zaradi velikega sˇtevila podatkov upo-
rabljeno sˇtevilcˇenje strani. Cˇe uporabnik zˇeli videti naslednje podatke, nasˇa
spletna aplikacija klicˇe spletno storitev, ki poskrbi samo za vsebino teh po-
datkov in ne za celotni prikaz spletne strani. Tako kot za implementacijo
spletne aplikacije ni potrebna implementacija spletnih storitev, tudi za im-
7plementacijo spletnih storitev ni potrebna implementacija spletne aplikacije.
Ker je dandanes razsˇirjenost spletnih brskalnikov ter mobilnih naprav velika,
pa je ta zazˇelena. Za implementacijo spletnih storitev je bilo poskrbljeno
zˇe v preteklosti, saj se je zˇe leta 1998 pojavil protokol SOAP[11]. Ker pa
se je ta protokol pojavil pred velikim porastom mobilnih aplikacij, pa se je
danes kot odgovor pojavil predstavitveni prenos podatkov REST, ki za raz-
liko od SOAP ni protokol, uporablja pa druge internetne protokole za prenos
podatkov. Oba pa imata isto lastnost prenosa strukturiranih podatkov.
Spletni odjemalci so aplikacije, ki dostopajo do spletnih storitev oziroma
do spletne aplikacije. Mednje sˇtejemo spletni brskalnik, Android aplikacije,
iOS aplikacije, razlicˇne javanske aplikacije in druge. Skupna lastnost odje-
malcev je, da se za prenos podatkov povezujejo s strezˇnikom preko razlicˇnih
protokolov. Prednost spletnih storitev je, da se lahko odjemalci povezujejo
do istih APIjev, s tem pa se izognemo vecˇkratnemu programiranju iste funk-
cionalnosti. V vecˇini primerov za vizualizacijo podatkov v aplikaciji poskrbi
programer. Aplikacija se povezˇe s spletnim strezˇnikom, od koder pridobi
samo vsebinske podatke, nato pa sama poskrbi za izgled aplikacije. Temu pa
ni vedno tako, saj na primer spletni brskalniki ali hibridna aplikacija Android
za prikaz podatkov pridobita s strani strezˇnika sˇe potrebne HTML in CSS
datoteke, ki skrbijo za prikaz teh podatkov.
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Poglavje 3
Uporabljena orodja in
tehnologije in protokoli pri
izdelavi aplikacije
V tem poglavju si bomo podrobneje pogledali vse tehnologije in programe,
ki sem jih uporabil pri izdelavi aplikacije. V prvem delu bom predstavil vse
tehnologije, ki so bile uporabljene za izdelavo same Android aplikacije. Pred-
stavil bom operacijski sistem Android ter v tem okviru tudi razvojno orodje
Eclipse, v katerem je bila aplikacija napisana. Poleg tega bom predstavil sˇe
format zapisa za izmenjavo podatkov med strezˇnikom in klientom JSON ter
podatkovno bazo SQLite. V drugem delu pa bom predstavil spletno ogrodje
Django, v katerem je bila napisana spletna aplikacija.
Ker fakulteta za racˇunalniˇstvo in informatiko veliko cˇasa nameni pro-
gramskemu jeziku Javi in Python, mi jezika nista bila tuja. Prav tako se
je na sˇtudiju mozˇno seznaniti z izdelavo mobilnih aplikacij, kar mi je da-
jalo odlicˇno izhodiˇscˇe za razvoj tovrstne aplikacije. Nova izkusˇnja pa je bila
ogrodje Django, katero zaradi svoje funkcionalnosti postaja vse bolj razsˇirjen
nacˇin izdelave spletnih aplikacij.
Za razvoj Android aplikacije sem uporabil razvojno orodje Eclipse, ki
je bilo do sedaj priporocˇeno orodje za razvoj tovrstnih aplikacij. Mobilno
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aplikacijo se razvija v programskem jeziku Java, ki je eden izmed vodilnih
jezikov danes. Za razvoj aplikacije je bilo potrebno namestiti tudi programski
razvojni paket Android SDK, za integracijo tega paketa in Eclipsa pa je skrbel
vticˇnik ADT. Ker je podjetje zˇelelo, da aplikacija deluje cˇim hitreje, sem se
moral v tem okviru seznaniti s podatkovno bazo SQLite, ki je skrbela, da so
bili podatki shranjeni tudi lokalno in jih ni bilo potrebno vnovicˇno prenasˇati.
Poleg te podatkovne tehnologije je za razvoj Android aplikacije potrebno
poznavanje XML, saj ta skrbi za izgled in konfiguracijo aplikacije.
3.1 Android
Android je mobilni operacijski sistem, ki temelji na Linuxovem jedru [2].
Uporablja se predvsem na napravah z zaslonom za dotik, kot so mobilni te-
lefoni in tablicˇni racˇunalniki. Ukazi, ki se odzivajo na dotik, kot so pritiski,
potegi in podobno zagotavljajo odlicˇno uporabniˇsko izkusˇnjo. Zaradi vse-
stranske uporabnosti se je Android razsˇiril tudi na televizije, avtomobile ter
rocˇne ure. Vse bolj pa se uporablja tudi na osebnih racˇunalnikih in igralnih
konzolah.
Android je odprtokodni operacijski sistem. S tem je tudi brezplacˇen za
uporabo in razvoj aplikacij. Zaradi tega in same razsˇirjenosti operacijskega
sistema je popularen predvsem pri podjetjih, ki bi radi razvili aplikacijo za
zmogljive naprave s prilagodljivim operacijskim sistemom ter si za razvoj
aplikacije ne bi po nepotrebnem viˇsali strosˇke. Po raziskavah je Android
vodilna platforma za razvoj aplikacij in ima najvecˇji delezˇ razvijalcev. Prav
tako vecˇina razvijalcev vidi Android kot primarno platformo za razvoj [20].
3.1.1 Prednosti Androida
Operacijski sistem Android je trenutno najbolj razsˇirjen operacijski sistem
na trgu. K temu zagotovo pripomore njegova odprtokodnost, kar je podjetju
Blocklogic d.o.o predstavljalo cenejˇse in enostavnejˇse razvijanje programov.
Ker je operacijski sistem najbolj razsˇirjen tako na svetovnem trgu kot tudi
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v Sloveniji, je podjetju predstavljalo tudi vecˇji trzˇni delezˇ uporabnikov. Ker
so ciljna publika podjetja tisti, ki bi za uporabo storitev radi varcˇevali, je
ta resˇitev tudi bolj ugodna, saj so naprave, ki poganjajo sistem Android,
obicˇajno cenejˇse in tako koncˇnim uporabnikom predstavljajo manjˇsi strosˇek.
Prednost Androida predstavlja tudi razsˇirjena trgovina Google Play, ki
omogocˇa uporabnikom enostavno nalaganje in posodabljanje svojih aplikacij.
Uporabnik lahko preko kljucˇnih besed najde aplikacije v tej trgovini in jo nato
prenese z Googlovega strezˇnika. Namestitev in posodobitev aplikacij pa je
avtomatiziran proces in koncˇnim uporabnikom omogocˇa, da imajo na svoji
napravi namesˇcˇeno tekocˇo razlicˇico aplikacije.
3.2 SQLite
SQLite je podatkovna baza, ki ne potrebuje locˇenega strezˇnika za svoje de-
lovanje. Je sestavni del aplikacije, za svoje delovanje pa uporablja lokalni
prostor, kamor je shranjena kot datoteka. Ima obicˇajne lastnosti ostalih
SQL podatkovnih baz. Tako vsebuje razlicˇne tabele, poglede, SQL sintakso
transakcij in drugo. SQLite je priljubljen, saj je brezplacˇen za kakrsˇnokoli
uporabo, tako komercialno kot zasebno [3]. Prav tako podatkovna baza po-
rabi malo pomnilnika, podprta pa je za razlicˇne programske jezike. Njena
prednost je tudi v tem, da za svoje delovanje ne potrebuje nobene doda-
tne namestitve in konfiguracije. Za svoje delovanje potrebuje le datoteko do
katere dostopa, zato je ta podatkovna baza tudi zelo prenosna. Odlicˇno se
odrezˇe takrat, ko do nje ne dostopa vecˇ uporabnikov hkrati, saj se datoteka
v kateri je shranjena podatkovna baza za vsako transakcijo zaklene.
Zaradi teh lastnosti je podatkovna baza SQLite primerna za razvijalce
Android. Ker je uporabnik naprave ena sama oseba, ki ima svojo podatkovno
bazo, se ta odlicˇno odrezˇe tako v hitrosti kot tudi uporabnosti. Operacijski
sistem Android ima vkljucˇene APIje za dostop do SQLite podatkovne baze,
ki razvijalcu lajˇsajo delo s podatkovnimi bazami.
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3.3 XML
Kratica XML je okrajˇsava za anglesˇki izraz Extensible Markup Language
[4]. Je preprost in fleksibilen format teksta. Po sintaksi je podoben jeziku
HTML. Velikokrat se uporablja za prenasˇanje podatkov med strezˇnikom in
spletom. XML je razsˇirljiv oznacˇevalni jezik, saj ima mozˇnost, da si lahko
sami izmislimo imena etiket (anglesˇko TAG).
Slika 3.1: Primer xml datoteke.
V androidu se jezik uporablja predvsem pri izdelovanju izgleda aplikacije.
Sem spada postavitev gradientov, ki jih aplikacija vsebuje, ter pisanju sti-
lov (spreminjanje barv, razne graficˇne podobe, izbiranje pisav, animacije), ki
sami aplikaciji dajejo koncˇni izgled. Uporablja se tudi za osnovno konfiguri-
ranje aplikacije.
3.4 JSON
JSON je format zapisa za izmenjavo podatkov. Je preprosta oblika bese-
dila, ki pa je bila zasnovana tako, da je neodvisna od programskih jezikov
[15]. Tako jo podpirajo vsi moderni jeziki, kot so C, C++, Java, JavaScript,
Python ter drugi. Zaradi teh lastnosti je JSON univerzalna oblika zapisa za
izmenjavo podatkov.
V JSON zapisu je mogocˇe zaslediti dve strukturi:
• Kljucˇ/vrednost. Ta struktura ima vsakemu kljucˇu prirejeno eno vre-
dnost in tako zelo spominja na razprsˇeno tabelo (Hash map).
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• Seznam vrednosti. V strukturi je mnozˇica podatkov, do katerih lahko
dostopamo preko kazalca. Struktura je podobna navadnemu seznamu.
Seveda pa JSON dopusˇcˇa mozˇnost kombinacije teh dveh podatkov.
Slika 3.2: Primer JSON oblike zapisa.
JSON je tehnologija, ki sem jo uporabil za izmenjavo podatkov med
strezˇnikom in mobilno napravo. Ker imata Python in Java zˇe vkljucˇene
knjizˇnice za upravljanje s tem podatkovnim tipom zapisa, mi ni bilo potrebno
dodatno prenesti ali konfigurirati nicˇesar. Knjizˇnici sta tudi zelo razsˇirjeni,
zato je branje in kreiranja zapisa JSON enostavno.
3.5 Java
Java je programski jezik, ki so ga v podjetju Sun Microsystems zacˇeli raz-
vijati leta 1990. Razlicˇica Java 1.0 je bila objavljena leta 1996 in se sˇe
do danasˇnjega dneva redno posodablja. Je preprost, objektivno orientiran,
robusten, varen in visoko zmogljiv programski jezik. Java je neodvisen od
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sistema, saj se aplikacije poganjajo z navideznim strojem (JVM). Zaradi tega
lahko aplikacija tecˇe na vecˇ platformah [13].
Java je priporocˇen programski jezik pri pisanju Android aplikacij, saj
tecˇe na navideznem stroju in je ni potrebno vsakicˇ znova prevesti za vsako
napravo posebej. Android je zasnovan v programskem jeziku Java, s tem
pa ima razvijalec dostop do Android knjizˇic preko orodja Android SDK. Ta
lastnost povecˇuje tudi varnost aplikacij. Prav tako je Java zelo razsˇirjen jezik,
ki vsebuje veliko svojih knjizˇic za bolj ucˇinkovito uporabo.
3.6 Eclipse
Eclipse je integrirano razvojno okolje (IDE), ki temelji na Javi. Je odprto-
koden in brezplacˇen. Sestavljen je iz razvojnega okolja ter sˇtevilnih naborov
razsˇiritev, ki razvijalcu omogocˇajo hitrejˇse razvijanje programske kode. Za-
radi tega sistema naborov razsˇiritev, je poleg Jave v njem mogocˇe pisanje
programske kode tudi v drugih jezikih kot so: C, C++, COBOL, Javascript,
PHP, itd. [14]. Pred zacˇetkom razvijanja aplikacije, pa je za delovanje po-
trebno prenesti razvojni paket Android SDK ter vticˇnik ADT za integracijo
med Eclipsom in tem paketom.
Eclipse je bil do nedolgo nazaj priporocˇeno okolje za razvoj mobilnih
aplikacij. To okolje je sedaj zamenjalo Android Studio. Za okolje Eclipse
sem se odlocˇil, ker je bila ob zacˇetku razvoja mobilne aplikacije izdana le
testna razlicˇica Android Studia.
3.6.1 Android SDK
Programski razvojni paket Android SDK je skupek razvojnih orodij, ki omogocˇajo
razvijanje aplikacij. Med ta orodja spadajo razhrosˇcˇevalnik, knjizˇnice, navi-
dezni stroj, dokumentacija, primeri kod in vodicˇi [16].
Do ne dolgo nazaj je bilo uradno podprto integrirano razvojno okolje
Eclipse, ki za delovanje potrebuje sˇe vticˇnik razvojnih orodij ADT. Od leta
3.7. PYTHON 15
2015, pa je za razvoj aplikacij uradno podprt Android Studio, ki ga je izdal
Google.
3.6.2 Vticˇnik ADT
Android development Tools je vticˇnik, ki ga je razvil Google z namenom,
da Eclipsu zagotavlja integrirano okolje v katerem se razvija Android aplika-
cije. Ta razsˇiritev omogocˇa Eclipsu ustvarjanje novih projektov ter ponuja
preproste poglede uporabniˇskih vmesnikov. Preko njega je mogocˇe dodajati
nove pakete, ki temeljijo na Androidovih API-jih, razhrosˇcˇevanje aplikacije
ter izvoz .apk datotek.
3.7 Python
Python je visokonivojski programski jezik, ki je zelo razsˇirjen. Programski je-
zik je znacˇilen po svoji enostavnosti, kar omogocˇa razvijalcem hitrejˇse ucˇenje
jezika, ter pisanju programov v manj vrsticah kot v drugih programskih jezi-
kih kot je na primer Java. Programski jezik je objektivno orientiran, njegovi
podatkovni tipi pa so popolnoma dinamicˇni. Velikokrat se jezik Python upo-
rablja za pisanje spletnih aplikacij.
Strezˇniˇski del spletne blagajne je napisan v Pythonu. Za povezovanje
mobilne aplikacije s spletno je potrebno napisati napisati APIje, do katerih
je aplikacija dostopala. Za razvoj spletne aplikacije pa skrbi ogrodje Django.
3.8 Django
Django je brezplacˇno odprtokodno ogrodje za izdelavo spletnih aplikacij. Na-
pisan je v programskem jeziku Python ter temelji na principu model-pogled-
nadzornik (angl. model-view-controller). Glavni namen ogrodja je olajˇsanje
in pohitritev izdelave spletnih aplikacij. Omogocˇa tudi preprosto povezavo
spletne aplikacije s podatkovno bazo.
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3.9 PostgreSQL
PostgreSQL je zmogljiv sistem za upravljanje s podatkovnimi bazami. Je
objektivno relacijski sistem, ki ponuja tradicionalne lastnosti tovrstnih sis-
temov [18]. Svojo mocˇ mu daje vecˇ kot 20 let aktivnega razvoja, je tudi
popolnoma konkurencˇen ostalim bolj znanim izdelkom (npr. DB2, MSSQL
ali Oracle), vendar se od njih razlikuje v tem, da je PostgreSQL odprtokoden
in tako tudi brezplacˇen.
PostgreSQL je Spletni blagajni sluzˇil kot primarni sistem za dostop do
podatkovne baze na strezˇniˇskem delu. Zaradi svoje zmogljivosti je idealna
resˇitev, saj je v spletni aplikaciji veliko tabel in vnosov, ki potrebujejo hitro,
stabilno in zanesljivo delovanje.
3.10 PyCharm
Pycharm je integrirano razvojno okolje (IDE) in je namenjen programiranju
v jeziku Python. Na prvi pogled zelo spominja na Eclipse, ponuja pa analizi-
ranje kode, graficˇni razhrosˇcˇevalnik, testiranje modulov ter omogocˇa popolno
podporo za ogrodje Django. Zaradi te podpore smo ga pri podjetju dolocˇili
kot ogrodje za razvoj spletne aplikacije.
3.11 Django REST framework
Django REST framework je mocˇno in fleksibilno ogrodje, ki nam olajˇsa delo z
APIji. Ima vgrajeno podporo za razlocˇne avtentikacije, dovoljenja, kontrole
razlicˇic in druge politike za ApIje. Je preprost za uporabo ter olajˇsa delo
razvijalcem. Django REST framework je odprtokoden.
V spletni aplikaciji se je Django REST framework uporabljal za avtenti-
kacijo z zˇetonom, pisanjem APIjev za dostop mobilne aplikacije ter upravlja-
njem s podatkovnim tipom JSON.
Poglavje 4
Primerjava tehnologij
Za izdelavo mobilne in spletne aplikacije je mozˇno uporabiti veliko razlicˇnih
tehnologij in orodij. Izbiramo lahko med nacˇini povezovanja mobilne apli-
kacije s spletno, uporabo razlicˇnih orodij za hitrejˇse izdelavo aplikacij ter
uporabo razlicˇnih orodij in programskih jezikov za izdelavo spletne aplika-
cije. V tem delu diplomskega dela bom primerjal razlicˇne tehnologije in
utemeljil izbire tehnologij, ki sem jih uporabil.
4.1 Primerjava spletnih ogrodij
Popularnost spletnih aplikacij danes raste. V te namene se tudi razvijajo
ogrodja, ki omogocˇajo lazˇje in hitrejˇse pisanje teh aplikacij. Med najbolj po-
pularne spadajo Ruby on Rails, Django, Laravel ter drugi. Ogrodja je tezˇko
neposredno primerjati med seboj, vsa nasˇteta pa so s strani programerjev
zelo priljubljena. Prav tako je zelo tezˇko recˇi, da je eno ogrodje boljˇse od
drugega. Razlikujejo se v programskih jezikih, sintaksi programiranja, hitro-
sti delovanja in drugem. Skupna lastnost teh ogrodij je, da so MVC ogrodja.
To ime in lastnosti lahko razdelimo na tri dele[9]:
• model, ki predstavlja podatke v povezavi s podatkovno bazo. Ta skrbi
za branje in shranjevanje podatkov.
• pogled, ki prikazuje podatke iz modela
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• kontroler, ki skrbi za interakcijo z uporabnikom. Sem spada branje
podatkov iz pogleda, ter posˇiljanje podatkov modelu.
4.1.1 Programski jezik
Prva velika razlika med ogrodji je programski jezik. Ko se razvijalec odlocˇa
za izbiro ogrodja, se mora v prvem koraku naucˇiti jezik, v katerem bo razvi-
jal. Jeziki se razlikujejo po tezˇavnosti ucˇenja, hitrosti izvajanja kode ter po
naboru knjizˇic, ki jih vsebujejo. Prej omenjena ogrodja vsebujejo naslednje
programske jezike.
Ogrodje Programski jezik
Django Python
Ruby on Rails Rails
Laravel PHP
Tabela 4.1: Primerjava programskih jezikov posameznih ogrodij.
4.1.2 Tezˇavnost ucˇenja
Na splosˇno sta PHP in Python preprostejˇsa in hitreje ucˇljiva jezika od Rails
[7]. Cˇeprav je dokumentacija pri vseh treh ogrodjih zelo obsˇirna, Django in
Laravel spadata pod lazˇje ucˇljiva, saj je jezik v katerem se razvija bolj pre-
prost. Djangova dokumentacija pa je najbolj razumljiva in najpreprostejˇsa.
Po drugi strani pa lahko vesˇcˇine Laravel z predznanjem PHPja osvojimo v
nekaj tednih.
4.1.3 Zmogljivost
Za varnost je pri vseh ogrodjih zelo dobro poskrbljeno. Vendar zaradi povrsˇnosti
programerji velikokrat delajo napake. Django izmed teh treh velja za najbolj
varnega, saj je dokumentacija obsˇirna, sintaksa preprostejˇsa, zato razvija-
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lec naredi manj napak [7]. V koncˇnem pa vseeno tezˇko definiramo, katero
ogrodje zagotavlja najboljˇso varnost, saj mora za to poskrbeti razvijalec sam.
Hitrost izvajanja kode je odvisna od programskega jezika. Tako je v
Pythonu napisan Django najhitrejˇsi, medtem ko je Laravel s programskim
jezikom PHP najpocˇasnejˇsi.
Ogrodja se razlikujejo tudi po hitrosti razvijanja aplikacij. Pri prepro-
stejˇsih aplikacijah se najbolje odvije Ruby on Rails, saj ima vgrajen velik na-
bor blizˇnjic za razvijanje. Vendar se z vecˇjo kompleksnostjo aplikacij Django
bolje odrezˇe, saj je sintaksa Python bolj pregledna in lazˇje razumljiva, zato
razvijalec dela manj napak. Najslabsˇe se odrezˇe Laravel, saj je za implemen-
tacijo spletne aplikacije potrebno napisati veliko koda, ta pa je velikokrat
nepregledna.
4.1.4 Prednosti in slabosti ogrodij
Django
Prva glavna prednost Djanga je jezik Python, ki je preprost za ucˇenje in
ima zelo pregledno sintakso [8]. Django je bil razvit leta 2006 in je do danes
prejel veliko nadgradenj in razsˇiritev, ki omogocˇajo hitrejˇsi razvoj spletnih
aplikacij. Poleg tega ima zelo dobro podprt ORM. Ta skrbi, da se Python
razredi razsˇirijo z Djangovimi. Vsak atribut razreda pa predstavlja vrstico v
podatkovni bazi. Tako je definiranje podatkovnih baz zelo preprosto. Poleg
tega ima Django sˇe prilagodljivo skrbniˇsko plosˇcˇo ter vgrajeno avtentikacijo.
Dokumentacija Djanga je zelo obsˇirna. Najvecˇja slabost, ki jo Django prinasˇa
pa je, da tudi cˇe gre za manjˇso aplikacijo, ta zgleda napihnjena in obsˇirna.
Ruby on Rails
Najvecˇja prednost, ki jo Ruby on Rails prinasˇa je sˇtevilcˇnost razsˇiritev, ki
so razviti od tretjih razvijalcev [8]. Te so ponavadi dobro dokumentirane in
preproste za uporabo. Poleg tega je Ruby zelo berljiv jezik, vendar pa je
tezˇje ucˇljiv. Poleg tega ima Ruby on Rails zelo obsˇirno dokumentacijo in
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veliko vodicˇev. Prednost predstavlja tudi to, da se manjˇsi projekti v tem
ogrodju lazˇje in hitreje razvijajo, vendar kompleksnost raste eksponentno z
obsˇirnostjo projekta.
Laravel
Laravel ima tako kod Ruby on Rails in Django zelo obsˇirno dokumentacijo
[8]. Njegova prednost je dobra podpora REST APIjev, saj se da hitro pisati
spletne storitve. Tako kot Django ponuja ORM, ki pomaga organiziranju
podatkovne baze. Pomanjkljivost Laravela je to, da ogrodje ni samostojno,
ampak odvisno od drugih ogrodij. To lahko vpliva na Laravel, saj morajo
razvijalci Laravel poskrbeti za spremembe, cˇe do njih pride pri drugih ogrod-
jih.
4.1.5 Razsˇirjenost
Cˇeprav je Ruby on Rails najzahtevnejˇsi, pa je povprasˇevanje po njihovih
programerjih najvecˇje. Prav tako so projekti, ki so izpeljani v tem ogrodju
bolj razsˇirjeni in bolj poznani. Ogrodje, ki si od teh treh zasluzˇi najmanj
omembe pa je Laravel, saj je povprasˇevanje in sˇtevilo poznanih projektov
najmanjˇse.
Ogrodje Spletne Aplikacije
Django Pinterest, The Guardian, The Onion
Laravel Deltanet Travel
Ruby Github, Airbnb, Ask.fm, Hulu
Tabela 4.2: Uporaba spletnih ogrodij v produkciji.
Za implementacijo nasˇe spletne aplikacije smo izbrali ogrodje Django, saj
je direktor podjetja z njim najbolje seznanjem.
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4.2 Primerjava med SOAP in REST
Za povezovanje drugih platform s spletnimi storitvami lahko uporabimo razlicˇne
pristope. Najbolj poznana danes sta SOAP in REST, pojavlja pa se dilema
med izbiro enega izmed njih.
SOAP je zelo poznana tehnologija, ki se uporablja znotraj SOA ogrodja
[?]. Je specifikacija protokola za izmenjavanje strukturiranih podatkov v
obliki XML. Njegova glavna prednost je, da omogocˇa uporabo razlicˇnih pro-
tokolov za izmenjavo podatkov. Poleg sinhronega HTTP, SOAP podpira tudi
asinhrone vrste, uporabimo pa lahko tudi protokol SMTP ali storitev kot je
na primer JMS. Protokol SOAP je bil zasnovan leta 1998, kar pa je pred
velikim porastom mobilnih aplikacij.
Prednosti SOAP so tudi uporaba WS-Security, ki protokolu omogocˇajo
dodatne funkcionalnosti na podrocˇju varnosti [6]. Velikokrat pride do zmote,
da je zaradi tega SOAP bolj varen od REST, saj se te dodatne funkcionalnosti
le redko uporabljajo. Poleg tega SOAP podpira WS-AtomicTransaction, ki
zagotavlja ACID transakcije. Take transakcije zagotavljajo pravilno izvrsˇitev
v primeru, da se transakcija ne izvrsˇi v celoti, v primeru izpada elektrike in
podobno. SOAP podpira tudi WS-ReliableMessaging, ki skrbi, da se transak-
cija ponovi, cˇe ta ni bila uspesˇna. Funkcionalnosti SOAP so zelo uporabne,
vendar za dostop do spletnih storitev velikokrat nesmiselne. Tehnologije, ki
jih ponuja SOAP so uporabne takrat, ko delamo z bancˇnimi transakcijami,
saj potrebujemo tam vecˇji nadzor.
REST pa predstavlja arhitekturo, ki se uporablja za izmenjavanje struk-
turiranih podatkov v razlicˇnih preprostejˇsih oblikah. Za razliko od SOAP,
REST ni protokol, vendar opredeljuje, kako uporabljati obstojecˇe standarde.
Za dostopanje do storitev uporablja protokol HTTP.
Glavna prednost REST je, da uporablja protokol HTTP, ki je bolj pre-
prost za uporabo [6]. Tako je implementacija na strani odjemalca in strezˇnika
bolj preprosta. Prav tako REST za izmenjavo podatkov uporablja razlicˇne
formate kot so navaden tekst, HTML, XML, JSON in drugi. REST uporablja
tudi manjˇso pasovno sˇirino ter porabi manj virov za izmenjavo podatkov. Cˇe
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zˇelimo implementirati SOAP v Androidu, moramo uporabiti knjizˇice drugih
razvijalcev, medtem ko pri REST uporabimo zˇe integrirane javanske knjizˇice.
Glavne razlike REST in SOAP so predstavljene v tabeli [6].
SOAP REST
SOAP je protokol REST je arhitekturni stil
SOAP je zahtevnejˇsi za uporabo in
tezˇji za implementacijo
REST je preprostejˇsi in lazˇji za im-
plementacijo, prav tako ima Java zˇe
vgrajene knjizˇice za uporabo
SOAP uporablja standarde, ki jim
moramo tocˇno slediti
REST ne uporablja prevelikega na-
bora standardov, je preprostejˇsi
SOAP uporablja vecˇjo pasovno
sˇirino in vecˇ virov
REST uporablja manjˇso pasovno
sˇirino in manj virov
SOAP ima zagotovljeno svojo var-
nost
REST uporablja varnost drugih
protokolov
SOAP dovoljuje samo XML format
zapisa
REST dovoli razlicˇne zapise for-
mata kot so tekst, HTML, XML,
JSON in drugi
SOAP je manj priporocˇen REST je vse bolj priporocˇen
Tabela 4.3: Primerjava tehnologij SOAP in REST.
Ker so za uporabo REST v Androidu zˇe vgrajene knjizˇice, je hitrejˇsi za
obdelavo in prenos podatkov, ponuja vecˇ vrst serializacij podatkov ter je
priporocˇen z vecˇ strani razvijalcev, sem se odlocˇil za slednjega.
Za implementacijo REST spletnih storitev v Djangu lahko uporabimo
vecˇ ogrodij. Dva izmed bolj popularnih sta Django REST Framework ter Ta-
stypie. Oba ogrodja omogocˇata razvijalcu preprosto implementacijo razlicˇnih
APIjev. Razlikujeta se v POS strukturah ter nacˇinu uporabi, vendar sta obe
ogrodij zelo mocˇni. Glavne prednosti Django-REST Framework je podpora
oAuth2, ki skrbi za avtentikacijo, boljˇsa dokumentacija, ogrodje je lazˇje za
uporabo, za integracijo pa ni potrebno veliko dodatnega dela.
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4.3 Izdelava mobilne aplikacije
Za izdelavo mobilne aplikacije si moramo v prvem koraku izbrati platformo.
V podjetju smo se odlocˇili za platformo Android, saj smo hoteli, da je nasˇa
aplikacija pokriva cˇim vecˇji delezˇ uporabnikov, ter da naprave katere bi upo-
rabljali koncˇni potrosˇniki ne predstavljajo prevelikega strosˇka.
Pri izdelavi Android aplikacije lahko izbiramo med dvema nacˇinoma. Raz-
vijamo lahko izvirne (angl. native) ali hibridne aplikacije. Pri prvi ima razvi-
jalec popoln nadzor nad razvijanjem aplikacije, medtem ko se mora pri drugi
zanasˇati nad HTML tehnologijo. Razvijanje hibridnih aplikacij je hitrejˇse, k
cˇemur zagotovo pripomore tudi ogrodje Django okolje, saj ima ta mozˇnost
vracˇanja HTML datotek in njihovih stilov za izgled aplikacij. Ker pa smo v
podjetju hoteli popoln nadzor in celotno funkcionalnost pri razvoju smo se
odlocˇili za izvirno implementacijo.
Za razvoj hibridnih aplikacij lahko uporabimo pospesˇevalnike za razvoj
aplikacij, med katere sˇtejemo: PhoneGap, Ionic, Mobile Angular UI, App-
celerator ter druge. Glavna prednost teh pospesˇevalnikov je hitrejˇsi razvoj
aplikacij, kompatibilnost takih aplikacij na vecˇ platformah (iOS, Android)
ter s tem krajˇsanje cˇasa in strosˇkov razvoja aplikacij. Skupna lastnost takih
pospesˇevalnikov je, da za razvoj aplikacij uporabljamo jezik HTML. Ker pa
smo pri teh pospesˇevalnikih omejeni zgolj na tehnologijo HTML, pa ne mo-
remo uporabiti razlicˇnih standardov, ki so podprti v izvirni implementaciji
aplikacij. Zaradi tega je vcˇasih tezˇko izdelati lep vmesnik, izkusˇnja uporab-
nikov pa je omejena na tehnologijo HTML. Hibridne aplikacije so uporabne
zlasti takrat, ko projekt ni preobsˇiren, vmesnik preprost in funkcionalnost
majhna.
Neposredno primerjavo hibridnih in izvirnih Android aplikacij bom pred-
stavil v tabeli[10]:
Oba pristopa razvijanja aplikacije imata svoje prednosti. Najvecˇje pred-
nosti, ki jih prinese hibridna aplikacija so hitrejˇsi cˇas razvoja ter podpora
razlicˇnih platform. Za razvoj aplikacije pa smo se v podjetju odlocˇili za iz-
virni pristop, saj smo zˇeleli cˇim boljˇso uporabniˇsko izkusˇnjo in dobro orodje
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za razhrosˇcˇevanje, saj mora aplikacija delati v vsem v popolnosti. Zaradi tega
pristopa pa je bilo potrebno implementirati spletne storitve na strezˇniˇskem
delu, kar je povecˇalo cˇas razvoja celotne aplikacije.
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Izvirne aplikacije Hibridne aplikacije
Hitrost razvoja Pocˇasneje pri manj
kompleksnih aplika-
cijah, potreben locˇen
razvoj za vsako plat-
formo posebej
Hitrejˇse pri manj kom-
pleksnih projektih,
vendar je zahtevnost
vecˇja, ko zˇelimo upo-
rabiti tehnologije, ki
presegajo zmozˇnosti
pospesˇevalnikov
Uporabniˇska izkusˇnja Aplikacije so bolj od-
zivne in tekocˇe ter ni-
majo obcˇutka, da se
vseskozi nekaj nalaga.
Kliki, drsniki in anima-
cije so bolj tekocˇe in
lepsˇe.
Aplikacije vcˇasih niso
odzivne, kliki se ne
belezˇijo, animacije niso
tekocˇe.
Vzdrzˇevanje Spremembe je potrebno
za vsako platformo
vzdrzˇevati posebej
HTML in CSS sta lazˇja
za vzdrzˇevanje, funkcio-
nalnosti ni potrebno po-
pravljati za vsako plat-
formo posebej.
Omejitve Aplikacije imajo dostop
do vseh knjizˇic in vse
funkcionalnosti, ki jih
zagotavlja Android.
Aplikacije so omejene
na tehnologijo HTML,
uporaba razlicˇnih gra-
dnikov ni omogocˇena.
Varnost Za varnost je potrebno
poskrbeti znotraj apli-
kacije.
Za varnost je potrebno
poskrbeti tako na sple-
tnih straneh kot na
strezˇniˇskem delu.
Razhrosˇcˇevanje Vgrajeni raz-
hrosˇcˇevalnik je boljˇsi,
bolj pregleden in
funkcionalen.
Razhrosˇcˇevati je po-
trebno tako kot na
spletnih straneh.
Tabela 4.4: Primerjava izvirnih in hibridnih Android aplikacij.
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Poglavje 5
Spletna blagajna
5.1 Kaj je spletna blagajna
Spletna blagajna je celovita blagajniˇska storitev primerna za vsa podjetja,
katera morajo za svojo prodajo izdati racˇun. Storitev je bila razvita v podje-
tju Blocklogic d.o.o. in je namenjena podjetjem, ki za placˇilo svojih storitev
in blaga sprejemajo gotovino ali poslujejo s karticami preko POS-terminala.
Namenjena je tudi podjetjem, ki za svoje storitve in blago sprejemajo placˇilo
preko ponudnika e-placˇevanja Paypal in tistim, ki sprejemajo placˇilo v obliki
digitalne valute Bitcoin. Spletna aplikacija je bila razvita predvsem za pravne
osebe, ki bodo morale zaradi prehoda v nov sistem, pri katerem bodo morale
biti blagajne povezane z davcˇnim regulatorjem, zamenjati trenutno resˇitev za
izdajanje racˇunov. Sem spadajo podjetja, ki za izdajanje racˇunov uporabljajo
zastarele programske resˇitve, ter tisti, ki so do sedaj uporabljali paragonske
bloke. Resˇitev je primerna tudi za tiste, ki morajo izdajati racˇune na terenu,
saj je Spletna blagajna storitev v oblaku in omogocˇa dostop od koderkoli
preko enostavnih uporabniˇskih vmesnikov. Prav tako je Spletna blagajna
resˇitev, ki je cenovno ugodna, saj je najcenejˇsi paket brezplacˇen. Zato je pri-
merna tudi za tiste, ki bi za svoje storitve radi odsˇteli manj ali pravzaprav
nicˇ.
Spletna blagajna je Point-of-sale (POS) resˇitev v oblaku. Je program, ki
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deluje na razlicˇnih platformah. Primarno je bil razvit za uporabo v spletnem
brskalniku ali na operacijskem sistemu Android. Je racˇunalniˇska zamenjava
za blagajne, ki omogocˇa izdajanje racˇunov v skladu z zakonodajo. Uporablja
se, ko hocˇe kupec izvesti placˇilo prodajalcu za izmenjavo blaga ali storitve. V
tem koraku prodaje, mora prodajalec ponuditi predracˇun oziroma izracˇunati
ceno kupcu. Ko se kupec odlocˇi za nakup, mora sistem obicˇajno izdati tudi
racˇun. Spletna blagajna omogocˇa tudi vodenje inventure.
5.2 Uporaba spletne blagajne
Uporabnik se registrira na spletno blagajno preko spletne strani spletna-
blagajna.si ali preko android aplikacije. Ko se uporabnik registrira, lahko
doda svoje podjetje. Z vnosom svojega podjetja pa lahko uporabnik zacˇne z
uporabo aplikacije. Pred izdajanjem racˇunov mora uporabnik dodati katego-
rije, produkte ter nastaviti svojo blagajno za izdajanje racˇunov. Ko uporab-
nik konfigurira vse potrebno lahko zacˇne uporabljati aplikacijo za izdajanje
racˇunov. Uporabniˇski vmesnik je prijazen ter omogocˇa hitro vnasˇanje arti-
klov. Artikli se lahko dodajajo tudi preko cˇitalca cˇrtnih kod. Ko prodajalec
vnese vse izbrane artikle, lahko zakljucˇi racˇun. Ob zakljucˇku racˇuna proda-
jalec izbere sˇe vrsto placˇila med katera spadajo: gotovina, placˇilna kartica,
Paypal in mozˇnost placˇila z digitalno valuto Bitcoin. Za mozˇnost placˇila s
kartico mora imeti prodajalec locˇen terminal POS, katerega mu obicˇajno za-
gotovi banka. Ko je vrsta placˇila izbrana. se iztiska racˇun ali pa se racˇun
posˇlje preko e-posˇte.
5.3 Obstojecˇe alternative na trgu
Na trgu je zˇe nekaj podjetij, ki ponujajo podobne resˇitve, vendar se v nekate-
rih pogledih razlikujejo od aplikacije Spletna blagajna. V tujini lahko zasle-
dimo aplikacije kot so Vend, Square, Shopify in druge. Na domacˇem trgu pa
se je ne dolgo nazaj pojavilo nekaj podjetji s konkurencˇnimi resˇitvami. Med
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njimi lahko najdemo aplikacijo Si.blagajna, ki jo je razvilo podjetje Si.mobil,
resˇitev pa je razvilo tudi podjetje Telekom.
Vse te aplikacije ponujajo celovito blagajniˇsko resˇitev, vendar se med
njimi pojavljajo tudi razlike. Vend je resˇitev za uporabnike, ki so za delovanje
storitev pripravljeni odsˇteti vecˇ denarja. Za njihove storitve boste odsˇteli od
59 pa vse do 169 dolarjev mesecˇno, odvisno od zahtev uporabe.
Vend za svoje delovanje potrebuje brskalnik ali tablicˇni racˇunalnik iPad,
podpore za Android pa trenutno nima. Square je trenutno najbolj prilju-
bljena resˇitev za prenosno blagajno. Z njo boste lahko izdajali racˇune tako
na operacijskem sistemu iOS, kot tudi na Android, vendar za razliko od Sple-
tne blagajne nima podpore za brskalnike. Za uporabo same aplikacije Square
ni potrebno odsˇteti nicˇ, zaracˇunajo pa vam provizijo od 2.75% do 3.5% za
vsako placˇilo s kartico. Kot vidimo se Spletna blagajna od teh dveh razli-
kuje po naboru platform za uporabo, saj za delovanje aplikacije potrebujemo
spletni brskalnik ali napravo z namesˇcˇenim Android sistemom. Prav tako se
razlikuje po ceni, saj je najcenejˇsi paket spletne blagajne brezplacˇen ter ne
zaracˇunava nobenih dodatnih provizij. Prav tako je v Spletni blagajni sistem
za sprejemanje digitalne valute Bitcoin.
Podjetji Si.mobil in Telekom sta opazili prilozˇnost na podrocˇju mobil-
nih blagajn, ter tako izdali svoje resˇitve. Si.mobilova aplikacija Si.blagjna
za svoje delovanje potrebuje operacijski sistem Windows (od XP dalje) ali
Android. Mesecˇna narocˇnina znasˇa 14,99 evrov. Telekomova resˇitev pa za
svojo uporabo potrebuje napravo Android, ostali operacijski sistemi pa tre-
nutno niso podprti. Za uporabo boste odsˇteli od 13,30 evrov dalje. Spletna
blagajna se od zgoraj navedenih resˇitev torej ponovno razlikuje po ceni ter
po podpori platform.
5.4 Brezplacˇna spletna blagajna
Ideja brezplacˇne spletne blagajne se je rodila v podjetju po tem, ko se je
podjetje udelezˇilo startup pospesˇevalnika v Bolgariji. Tam so hoteli od nas
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izvedeti po cˇem se razlikujemo od ostalih ter kaksˇna je nasˇa kljucˇna prednost.
Ker odgovora na to vprasˇanje nismo imeli, smo se v Slovenijo vrnili praznih
rok. Na poti nazaj pa se je rodila ideja, da bi lahko na izpisane racˇune
vkljucˇevali reklame. Tako bi podjetje Blocklogic d.o.o od vsakega iztiskanega
racˇuna lahko prejelo placˇilo za prikaz reklame. Cˇe bi se uporabnik odlocˇil za
to izbiro, mu ne bi bilo potrebno placˇevati mesecˇne narocˇnine, v nasprotnem
primeru pa bi se lahko odlocˇil za drug paket, ki tega ne bi vkljucˇeval. Ti
paketi pa bi bili prav tako ugodni, saj bi mesecˇna narocˇnina znasˇala okoli 7
evrov.
Poglavje 6
Arhitektura aplikacije
Arhitektura aplikacije je sestavljena iz dveh delov: mobilne aplikacije in
strezˇnika. Strezˇnik je sestavljen iz PostgreSQL podatkovne povezave, sple-
tnega dela, ki omogocˇa uporabnikom dostop preko brskalnika ter nabora
APIjev preko katerih dostopajo mobilne aplikacije. Mobilna aplikacija pa
je sestavljena iz lokalne SQLite baze ter razlicˇnih uporabniˇskih vmesnikov
preko katere uporabnik dostopa do storitev.
6.1 Arhitektura spletne aplikacije
Spletna aplikacija je razdeljena na vecˇ delov. V njih lahko najdemo tako
imenovane aplikacije, ki skrbijo za uporabnike, konfiguracijo, tiskanje, celotno
upravljanje podatkov namenjeni prodaji izdelkov in storite ter drugo. Glavni
deli do katerih je mobilna aplikacija dostopala so:
• aplikacija blusers, ki je skrbel za upravljanje z uporabniki.
• aplikacija mobile, v katerem se nahaja nabor APIjev za upravljanje s
podatki.
• aplikacija sync, ki je skrbel za kontrole razlicˇic podatkovne baze ter
azˇurnost podatkov.
Za delovanje aplikacije skrbita sˇe datoteki settings.py in urls.py.
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6.1.1 Aplikacija blusers
Aplikacija blusers (krajˇsava za BlockLogic users) je paket, ki skrbi za regi-
stracijo in avtentikacijo uporabnikov. V njem je mogocˇe zaslediti funkcije,
ki skrbijo za registracijo in avtentikacijo uporabnikov v sistem. Te funkcije
omogocˇajo razlicˇne nacˇine prijav in registracij (preko obrazcev, Google pri-
java) ter preverjajo pravilnost podatkov. V tej aplikaciji je mogocˇe zaslediti
tudi funkcijo, ki avtomaticˇno posˇlje e-sporocˇilo za aktivacijo uporabnika.
6.1.2 Aplikacija mobile
Aplikacija mobile je paket v katerem se nahajajo vsi APIji preko katerih do-
stopa mobilna aplikacija. Tako je mogocˇe v njej zaslediti funkcije, ki skrbijo
za vnos, urejanje in brisanje podatkov (produktov, kontaktov, davkov, kate-
gorij,...). Te funkcije vseskozi uporabljajo kodo, ki je bila prvotno napisana
za spletni del aplikacije. Koda se zaradi tega ne podvaja, s tem pa sem se
izognil vecˇkratnemu popravljanju istih funkcionalnosti ob spremembah na
strezˇniku.
6.1.3 Aplikacija sync
Aplikacija sync skrbi za azˇurnost podatkov. Preko prozˇilcev na spremembah
podatkov v strezˇniˇski podatkovni bazi vodi locˇeno tabelo, ki uporabnikom
omogcˇa, da so njihovi podatki azˇurni. V tej aplikaciji je mogocˇe zaslediti
signale, ki naredijo za vsako spremembo podatka v podatkovni bazi nov zapis
v locˇeni tabeli.
6.1.4 Datoteka settings.py
Djangotova datoteka settings.py vsebuje nastavitve strezˇnika. Tu so defini-
rane osnovne nastavitve podatkovne baze. V tej datoteki sem definiral lo-
kalno podatkovno bazo, saj sem aplikacijo razhrosˇcˇeval na svojem racˇunalniku.
Ker je Django zelo zmogljivo orodje, zna podatkovno bazo kreirati sam, upo-
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rabi pa kar objekte, ki so napisani v jeziku Python. Prav tako je v tej dato-
teki potrebno nastaviti vse aplikacije, ki jih bo strezˇnik uporabljal. Tako je
potrebno dodati npr. aplikacijo mobile, cˇe zˇelimo dostopati do teh APIjev.
6.1.5 Datoteka urls.py
Datoteka urls.py v okolju Django definira vse mozˇne urlje preko katerih je
mozˇno dostopati do storitev spletne aplikacije. Vsak zapis je v tej datoteki
locˇen z dveh kljucˇnih vrednosti: ime urlja ter funkcija, ki se izvede po tem,
ko vzpostavimo povezavo s tem urljem.
Slika 6.1: Definiran url v okolju Django.
6.2 Arhitektura mobilne aplikacije
Ko piˇsemo Android aplikacijo postane nasˇa koda velikokrat obsˇirna, zato jo
je smiselno razdeliti po delih, ki se imenujejo paketi. Zaradi vecˇje pregledno-
sti in funkcionalnosti je aplikacija Spletna blagajna razdeljena v vecˇ paketov.
V njih je mogocˇe zaslediti pakete, ki skrbijo za upravljanje s podatkovno
bazo, izmenjavo podatkov, avtentikacijo ter druge. Ker se v diplomski nalogi
osredotocˇam na vpeljavo Android aplikacije v okolje Django, si bomo po-
drobneje ogledal le del kode, ki skrbi za uspesˇno komuniciranje med njima.
Sem spadajo paketi:
• paket net.blocklogic.JSON v katerem so napisane funkcije za izemnjavo
podatkov med strezˇnikom in mobilno aplikacijo,
• paket net.blocklogic.pos.sqlite, ki skrbi za kreiranje in spremembe lo-
kalne podatkovne baze ter azˇurnost podatkov,
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• paket net.blocklogic.pos.product, ki bo uporabljen kot primer za vnos
ter urejanje podatka.
Poleg tega je mobilna aplikacija razdeljena sˇe na druge dele:
• mapa res, v kateri se nahajajo vsi graficˇni izgledi aplikacije,
• mapa gen, ki vsebuje avtomatsko generirane datoteke,
• mapa lib, ki vsebuje zunanje knjizˇnice, ki niso del Androidovih,
• datoteka AndroidManifest.xml, v kateri so definirane vse aktivnosti
aplikacije, razna dovoljenja, ki jih aplikacija potrebuje (dostop do fo-
toaparata, bluetootha, pisanja na spomin,...) ter katero programsko
opremo podpira nasˇa aplikacija.
Podrobneje si bomo pogledali sˇe datoteko AndroidManifest.xml ter paket
net.blocklogic.pos, v kateri so definirani razni pripomocˇki, ki omogocˇajo, da
se v aplikaciji koda ni podvajala.
6.2.1 Paket net.blocklogic.JSON
Paket skrbi za povezovanje s spletno aplikacijo ter vracˇanjem odgovora, ki
ga vrne strezˇnik. V njem je mozˇno zaslediti funkcije, ki uspesˇno skrbijo za
vzpostavitev povezave s strezˇnikom ter vracˇanjem njegovega odgovora. Prav
tako je mogocˇe zaslediti funkcijo, ki iz strezˇniˇskega odgovora izlusˇcˇijo JSON
objekt ali JSON niz, odvisno od tega kaj pricˇakujemo.
6.2.2 Paket net.blocklogic.pos.sqlite
Paket skrbi za upravljanje s podatkovno bazo SQLite, ki se nahaja lokalno na
Android napravi. V njej se nahaja datoteka WebPosSQLite, ki je izpeljanka
objekta SQLiteOpenHelper, ki skrbi za kreiranje ter urejanje podatkov na
lokalni podatkovni bazi. V nasˇi datoteki pa lahko najprej zasledimo funkcijo,
ki kreira podatkovno bazo, ki se po strukturi priblizˇa spletni podatkovni bazi.
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V nasˇi datoteki je mozˇno zaslediti funkcijo, ki skrbi za kakrsˇnekoli posodo-
bitve podatkovne baze ob spremembi tabel. Poleg tega pa lahko zasledimo
vse funkcije za nove vnose v tabele ter iskanje zapisov po tabelah.
6.2.3 Paket net.blocklogic.pos.product
Ta paket nam bo predstavljal primer komunikacije med Android napravo in
strezˇnikom. Podobnih paketov za upravljanje s podatki je vecˇ, razlikujejo
pa se po strukturi objekta ter prikazovanjem podatkov na sami napravi.
V tem paketu lahko zasledimo objekt Product, ki ima vse spremenljivke
podane tako, da se cˇim bolj priblizˇajo podatkovnim tipom, ki se nahajajo
na strezˇniˇski podatkovni bazi istega objekta. Poleg tega lahko v tem paketu
zasledimo adapter, ki skrbi za prikazovanje seznama produktov. Za cˇim
boljˇso uporabniˇsko izkusˇnjo, pa lahko v tem paketu zasledimo sˇe razlicˇne
Android gradnike, ki uspesˇno upravljajo to delo.
6.2.4 Paket net.blocklogic.pos
V tem paketu se nahajajo razni pripomocˇki, ki omogocˇajo, da se koda v
aplikaciji ni podvajala. Tako lahko najdemo dialog, ki se izpiˇse v primeru
napake, globalne spremenljivke, datoteko ki upravlja s shranjevanjem nasta-
vitev lokalno, datoteko z vsesplosˇnimi nastavitvami ter drugo. Bolj zanimivi
sta datoteki MySharedPreferences.java, ki skrbi, da so podatki, ki so shra-
njeni lokalno, varni in kriptirani. V datoteki WebPosApplication.java pa se
nahajajo vsi URL naslovi do katerih aplikacija dostopa.
6.2.5 Datoteka AndroidManifest.xml
V tej datoteki sem definiral vse aktivnosti, ki so se uporabljale skozi zˇivljenjski
cikel aplikacije. Tu sem dolocˇil tudi najmanjˇso razlicˇico sistema Android, ki
pa je 2.3. S tem sem pokril 96% vseh Android naprav. Poleg tega sem defini-
ral tudi dovoljenja do katerih lahko aplikacija dostopa. Med njimi so dostop
do interneta, dostop do tehnologije Bluetooth, upravljanje z uporabniki na
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sistemu, dovoljenje za avtentikacijo uporabnikov ter dostop do fotoaparata.
V tej datoteki se nahaja naslov aplikacije ter njena zagonska ikona.
Poglavje 7
Razvoj aplikacije
V tem poglavju si bomo podrobneje pogledali vse tehnologije, ki so bile
uporabljene pri izdelavi aplikacije. Podrobneje bom predstavil povezovanje
aplikacije s spletnim strezˇnikom ter v tem okviru predstavil registracijo in
avtentikacijo uporabnikov. Nato si bomo pogledali kako delujejo funkcije, ki
skrbijo za azˇurnost podatkov. V tretjem delu bom predstavil tehnologije, ki
so skrbele za izpisovanje racˇunov. Na koncu pa bomo pogledali en primer
uporabe aplikacije.
Na visokosˇolskem sˇtudiju racˇunalniˇstva in informatike smo se lahko spo-
znali s tehnologijami za razvoj mobilnih aplikacij, zato sem imel odlicˇno iz-
hodiˇscˇe za razvoj nasˇe aplikacije. Malo tezˇav mi je od zacˇetka delal strezˇniˇski
del aplikacije, saj z okoljem Django sˇe nisem bil seznanjen. Na srecˇo pa ima
Django dober uvodni vodicˇ in obsˇirno dokumentacijo, ki mi je delo olajˇsala.
Ideja za aplikacijo je dobil direktor podjetja, ki je razvoj aplikacije tudi
financiral. Ker je velikokrat videl, da imajo trgovine, trzˇnice in lokali zastarel
in nepregleden sistem za prodajo, je priˇsel na idejo, da bi lahko to izboljˇsal.
Zˇelel je pregleden, preprost in hiter sistem za prodajo, ki je dostopen z vecˇ
naprav. Zˇelel je tudi sistem, ki ima vse podatke shranjene v oblaku.
Za graficˇno podobo aplikacije je skrbel graficˇni oblikovalec. Potem ko sem
mu podal svoje zahteve in pokazal priblizˇno postavitev gradnikov, je izrisal
koncˇno podobo vsake aktivnosti posebej. Aktivnosti sem nato oblikoval po
37
38 POGLAVJE 7. RAZVOJ APLIKACIJE
njegovih skicah.
Mobilna in spletna aplikacija potrebujeta za svoje delovanje dostop do
interneta. Tako potrebuje mobilna aplikacija dostop do interneta preko teh-
nologije Wifi ali GPRS. To pa uporabniku velikokrat predstavlja strosˇek,
povezava GPRS pa je vcˇasih tudi pocˇasna. Zato ima mobilna aplikacija
locˇeno lokalno bazo SQLite, v kateri so podatki azˇurni. Tako se izognemo
nepotrebnemu vnovicˇnemu prenasˇanju vseh podatkov.
7.1 Povezovanje androidne aplikacije s sple-
tno
V tem delu bom predstavil primer kako se mobilna aplikacija povezuje s
spletno. Opisal bom kako mobilna aplikacija uspesˇno generira klienta za po-
vezovanje s spletno aplikacijo ter mu doda vse potrebne podatke, s katerimi
spletna aplikacija operira. V tem delu bom opisal tudi kako mobilna apli-
kacija predela podatke, ki mu jih strezˇnik vrne. Nato bom opisal sˇe kako
povezovanje aplikacije deluje na spletnem delu. V tem delu bom predstavil
dekoraterje, ki so potrebni za uspesˇno izvrsˇitev funkcije.
7.1.1 Mobilni del
Pri mobilnem delu sem najprej sprogramiral razred, ki vsebuje funkcije za ge-
neriranje klienta za povezavo s strezˇnikom, funkcijo, ki je ta klient uporabila,
ter mu dodala uspesˇne atribute in podatke, ki jih je nato strezˇnik obdelal
ter funkcijo, ki prebere s strezˇnika odgovor v obliki zapisa JSON. Klient je
poskrbel, da se lahko aplikacija varno povezovala preko protokola SSL brez
strezˇniˇskega certifikata, saj ta trenutno sˇe ne obstaja.
Funkcija, ki skrbi za povezovanje z aplikacijo s strezˇnikom ta klient gene-
rira, ter mu nato doda v primeru, da je avtentikacija potrebna, zˇeton. Zˇeton
ni potreben le v primeru, ko se uporabnik prijavlja z uporabniˇskim imenom in
geslom, takrat pa sta za avtentikacijo potrebna ta dva podatka. Po tem funk-
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cija doda sˇe potrebne podatke, ki jih strezˇnik razcˇleni za uspesˇno izvrsˇitev.
Ti podatki so npr. podatki o produktu, ki ga shranjujemo. Podatki se v
vecˇini primerih zapisani v obliki JSON, v enem primeru pa mobilna aplika-
cija posˇlje podatke v obliki XML. Ta primer se pojavi takrat, ko se uporab-
nik zˇeli registrirati, saj strezˇnik v tem primeru preveri pravilnost podatkov
v obliki forme, ki je v okolju Django izbran kot privzet nacˇin razcˇlenjevanja
podatkov. V razredu, ki ga trenutno opisujem pa se pojavi sˇe funkcija, ki iz
odgovora s strezˇnika izlusˇcˇi zapis JSON.
Slika 7.1: Povezovanje mobilne aplikacije s spletno.
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Slika 7.2: Lusˇcˇenje JSON objekta iz strezˇniˇskega odgovora.
Za povezovanje mobilne aplikacije s spletno skrbijo asinhrone funkcije.
Te v prvem delu izlusˇcˇijo podatke iz aplikacije, ki se posˇljejo spletni, ta pa
podatke obdela. Spletna aplikacija mobilni odgovori s statusom izvrsˇitve
ali napake. V primeru napake mobilna aplikacija izriˇse dialog s sporocˇilom
napake, v primeru izvrsˇitve pa aplikacija nadaljuje svoj proces.
7.1.2 Spletni del
Pri spletnem delu sem napisal vse funkcije, ki so izlusˇcˇile podatke, ki jih je
spletna aplikacija dobila od mobilne. Te funkcije so nato klicale druge, katere
so bile napisane s strani sodelavcev, te pa so podatke pravilno obdelale in
shranile. Na koncu so moje funkcije odgovorile mobilni aplikaciji z ustreznim
statusom obdelave ter po potrebi sˇe z aktualnimi podatki.
Vse te funkcije sem ovil z dekoraterjem api_view, ki je del ogrodja Django
REST framework. Ta dekorator se uporablja, z namenom da uporabimo
poglede (angl. views), ki so del tega ogrodja in ne tistih, ki so del ogrodja
Django. Ti pogledi se razlikujejo po nacˇinu predelave zahtev (angl. requests)
in odgovorov (angl. response). Glavna razlika teh pogledov je, da okolje
Django vracˇa odgovore s podatki in jim poda vizualno obliko, medtem ko
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REST Framework vracˇa le surove podatke v bolj primitivnih oblikah. Tako
lahko podatke v odgovoru dodamo v obliki slovarja (angl. dictionary), REST
Framework pa se bo obnasˇal, kot da so ti podatki v obliki JSON. Poleg
tega vsebuje REST Framework sˇe dekorator permmision_classes, kateri
preverja, cˇe je uporabnik avtenticiran. Iz glave poizvedbe prebere zˇeton,
ki mu ga je mobilna aplikacija poslala, ter nato iz tega zˇetona ugotovi za
katerega uporabnika gre ter preveri njegove pravice za dostop do podatkov.
Slika 7.3: Primer funkcije v Djangu, ki vsebuje potrebne dekoratorje, ter
vrne seznam produktov.
7.2 Avtentikacija uporabnika
Za uporabo aplikacije je potrebna registracija. To lahko uporabnik naredi na
dva nacˇina, preko registracijskega obrazca ali prijave preko storitve google.
Za registracijo so potrebni naslednji podatki: ime, priimek, e-posˇtni naslov,
spol, drzˇava, geslo ter potrditev gesla. Ko uporabnik bodisi vnese podatke v
ta obrazec, bodisi se prijavi preko Googlove storitve za prijavo, se v strezˇniku
doda nov zapis v tabeli uporabnikov. Po tem koraku lahko uporabnik zacˇne
uporabljati aplikacijo.
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Slika 7.4: Prijava in registracija v sistem.
7.2.1 Mobilni del
Ko se uporabnik odlocˇi za prvo prijavo v aplikacijo ima naslednje mozˇnosti.
Cˇe se je uporabnik zˇe registriral preko obrazca, se lahko v aplikacijo vpiˇse
s svojim uporabniˇskim imenom in geslom. Cˇe uporabnik registracije sˇe ni
izvedel, se lahko v aplikacijo registrira preko obrazca ali uporabi Googlovo
storitev za prijavo. V kolikor izbere slednje, strezˇnik preveri ali je uporabnik
zˇe v tabeli uporabnikov. Cˇe uporabnik sˇe ne obstaja, ga strezˇnik doda. Ko je
uporabnik uspesˇno zabelezˇen v bazi, se lahko prijavi v aplikacijo. Za prijavo
v aplikacijo bo moral uporabnik izbrati vedno isti nacˇin, kot ga je uporabil
pri registraciji.
Ob prijavi v sistem strezˇnik ustvari zˇeton, ki skrbi za avtentikacijo upo-
rabnika. Od tega trenutka dalje se za vsako povezavo, ki jo mobilna aplikacija
naredi s strezˇnikom v glavi sporocˇila HTTP doda ta zˇeton. Tako ni po-
trebno za vsako nadaljnjo povezavo vnovicˇno posˇiljati uporabniˇskega imena
in gesla za preverjanje identifikacije uporabnika. Prav tako ni priporocˇljivo
shranjevati gesla na lokalni pomnilnik naprave, saj je to sporno z varno-
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stnega vidika. V trenutku, ko se uporabnik prijavi v sistem, se tako v lokalni
pomnilnik shranita uporabniˇsko ime ter zˇeton, ki pa sta zaradi varnostnih
razlogov sˇe dodatno kriptirana. Ko sta v aplikaciji shranjena ta dva podatka,
se ob vsakem naslednjem zagonu aplikacija samodejno vpiˇse uporabnika, ki
je nazadnje uporabljal to aplikacijo.
Prijava v aplikacijo
Cˇe uporabnik izbere nacˇin prijave z uporabniˇskim imenom in geslom je s
strani programerja to preprost primer. Aplikacija posˇlje uporabniˇsko ime
in geslo na strezˇnik, strezˇnik odgovori z avtentikacijskim zˇetom, nato ga
ta shrani v lokalni pomnilnik, uporabnik pa lahko zacˇne z uporabljanjem
aplikacije.
V primeru prijave preko Googlove storitve za prijavo pa mora programer
posecˇi po dokumentaciji za razvijalce Android aplikacije. V prvem koraku
je potrebno nastaviti storitev, ki povezuje aplikacijo z Googlovo storitvijo.
V tem koraku je potrebno dolocˇiti tudi vse obsege (angl. Scopes), ki jih
bomo od uporabnika zˇeleli. Med te obsege spadajo npr. posˇtni naslov, ime,
priimek ter drugi. Seveda pa morajo biti obsegi enaki na strezˇniku in mobilni
aplikaciji, saj nam v nasprotnem primeru Googlova storitev zavrne dostop
do teh podatkov.
Slika 7.5: Generiranje obsegov v Androidu.
Za uspesˇen dostop do storitev pa je potrebno definirati tudi dostop do
APIjev v Googlovi konzoli. Tam moramo navesti podpis aplikacije (podpis
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aplikacije zagotavlja, da do teh APIjev zagotovo dostopa nasˇa aplikacija) ter
paket aplikacije, v katerem dostopamo do aplikacije.
Slika 7.6: Generiranje Google APIjev v konzoli za Google prijavo.
Ko imamo definirano vse potrebno, se lahko uporabnik prijavi v nasˇ sis-
tem preko te storitve. Ob pritisku na gumb se mu izpiˇse novo okno, kjer je
navedeno katere podatke zˇelimo dobiti od uporabnika. Cˇe uporabnik dovoli
aplikaciji dostop do teh podatkov, se ta povezˇe z Googlovim strezˇnikom, ta
pa mu generira zˇeton, ki dolocˇa identifikacijo uporabnika. Ta zˇeton je po-
doben tistemu v nasˇi aplikaciji, vendar pa ne gre za istega, saj se zˇeton, ki
ga ustvari Google uporablja izkljucˇno za pridobitev podatkov uporabnika in
ne za dostop do nasˇe aplikacije. Ko nasˇa mobilna aplikacija dobi Googlov
zˇeton, ga posˇlje na nasˇ strezˇnik. Strezˇnik preko zˇetona preveri za katerega
uporabnika gre, v primeru da sˇe ne obstaja pa ga doda v tabelo uporabnikov.
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Ob uspesˇni prijavi strezˇnik vrne enak odgovor kot pri prijavi z uporabniˇskim
imenom in geslom, uporabnik pa lahko nato uporablja aplikacijo.
Shranjevanje uporabnika in zˇetona
Ob prijavi v aplikacijo se uporabnik doda v Androidov pripomocˇek za upra-
vljanje z uporabniki (angl. AccountManager). Ta skrbi za shranjevanje
podatkov o uporabnikih, eden izmed teh podatkov pa je zˇeton. Androidov
pripomocˇek omogocˇa varno shranjevanje teh podatkov. Prav tako omogocˇa
dostop do storitev medtem ko se aplikacija ne izvaja, saj lahko takrat poso-
dabljamo npr. podatkovno bazo.
Za samodejno vpisovanje aplikacije je lokalno shranjeno uporabniˇsko ime
uporabnika, ki je zadnji uporabljal to aplikacijo. Ko se aplikacija zazˇene,
pripomocˇek za upravljanje z uporabniki najde uporabnika ter vrne zˇeton, s
katerim nato uporabnik dostopa do storitev.
7.2.2 Strezˇniˇski del
Pri implementaciji strezˇniˇskega dela je bilo potrebno napisati funkcijo, ki
preveri uporabniˇsko ime in geslo ter uspesˇno generira zˇeton za nadaljnjo upo-
rabo. Za lazˇjo implementacijo je skrbelo ogrodje Django REST Framework,
ki ima te funkcionalnosti zˇe vkljucˇene. V funkciji je bilo potrebno oprede-
liti vrste avtentikacij (angl. authentication classess), za kateri sem izbral
TokenAuthentication - prijava z zˇetonom, ki ga generira strezˇnik, ter OA-
uth2Authentication - prijava z zˇetonom, ki ga generira Google. Uporabnik
se avtenticira na tri nacˇine. Na strezˇnik lahko posˇlje uporabniˇsko ime in
geslo, posˇlje zˇeton, ki ga je ustvarila nasˇa spletna aplikacija ali z zˇetonom, ki
ga je ustvaril Google. Funkcija preveri pravilnost podatkov, mobilni aplika-
ciji pa odgovori z nasˇim zˇetonom, ki ga nato mobilna aplikacija uporablja za
nadaljnjo preverjanje identitete uporabnika.
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Slika 7.7: Generiranje zˇetona in avtentikacija uporabnika.
7.2.3 Tezˇave pri implementaciji prijave
Najvecˇji problem pri implementaciji prijave mi je delala prijava s storitvijo
Google. Google s svojimi posodobitvami velikokrat spremeni nacˇin dostopa
do strezˇnika, zato je bilo potrebno tudi velikokrat popravljati kodo. Prav tako
je bilo potrebno paziti dolocˇanje obsegov, katere pokriva prijava s sistemom
Google, saj so morali biti ti v skladu s strezˇniˇskimi. Android ima v knjizˇnicah
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zˇe v naprej definirane obsege, ki pa so se v manjˇsih podrobnostih razlikovali
od strezˇniˇskih. Strezˇnik je tako zavracˇal prijavo s sistemom Google, dokler
nisem na roke popravil obsege, identicˇnim tistim na strezˇniku. Poleg tega pa
je bilo potrebno paziti tudi pri konzoli Google, saj je postopek generiranja
kljucˇev za dostop do storitev prijave drugacˇen, ko aplikacijo razhrosˇcˇujemo,
od tistega, ko aplikacijo izdamo za uporabo.
7.3 Lokalna podatkovna baza
Sˇtevilo podatkov, s katerimi uporabnik upravlja v aplikaciji je veliko. Vsi
produkti, kontakti, kategorije in drugo so zapisi v tabelah na strezˇniku, vsak
zapis pa predstavlja ceno in to je velikost. Mobilna aplikacija bi se lahko ne-
nehno povezovala na strezˇnik in vnovicˇno prenasˇala azˇurne podatke, vendar
bi to to prineslo sˇtevilne slabe lastnosti. Uporabniku bi predstavljal strosˇek
pri uporabi mobilnih podatkov, sam prenos pa bi zahteval cˇas, katerega pa
ne zˇelimo po nepotrebnem zapravljati. Slabe lastnosti pa bi prineslo tudi
strezˇniku, saj bi za prenos podatkov moral ta nenehno brati iz podatkovne
baze, ta proces pa bi obremenjeval procesor in disk ter porabljal pasovno
sˇirino interneta.
Vsemu temu sem se hotel izogniti in priˇsel do resˇitve, da sem v mobilni
aplikaciji ustvaril locˇeno podatkovno bazo, v kateri so shranjeni azˇurni po-
datki.
7.3.1 Ideja
Ideja je bila sprogramirati locˇeno podatkovno bazo v mobilni aplikaciji, ki
se po strukturi zelo priblizˇa tisti, ki je na strezˇniku. Razlikuje se po tem,
da sem lahko v mobilni aplikaciji spustil nekaj polj in relacij, ki za samo
funkcionalnost niso bili potrebni. V podatkovni bazi so shranjeni vsi podatki
do katerih uporabnik dostopa, podatki pa so vedno azˇurni.
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7.3.2 Azˇurnost podatkov
Najvecˇji del pri implementaciji lokalne podatkovne baze je predstavljal ra-
zvoj funkcionalnosti, ki je skrbela za azˇurne podatke. Resˇitev, ki sem si jo
predstavljal, je bila naslednja. V mobilni aplikaciji je lokalna podatkovna
baza, za njeno azˇurnost pa je skrbela funkcija. Ta se je v prvem koraku
povezala s strezˇnikom, strezˇnik pa ji je odgovoril z vsemi podatki, ki sˇe niso
azˇurni. Tako je nasˇa funkcija od strezˇnika dobila vsak nov zapis, spremembo,
ali izbris podatkov, ki so se zˇe zgodili, vendar sˇe niso bili knjizˇeni v lokalni
podatkovni bazi. Ko so podatki posodobljeni, lahko uporabnik nadaljuje z
uporabo aplikacije.
Strezˇniˇski del resˇitve pa je predstavljal funkcionalnost, ki je zagotavljala,
da mobilni aplikaciji posˇilja samo tiste podatke, ki niso azˇurni. Za spremembe
na podatkovni bazi je sluzˇila locˇena tabela, v katero se shranjujejo podatki
o vseh spremembah, ki se dogajajo na podatkovni bazi na strezˇniku. V ta
namen sem ustvaril sprozˇilce (angl. trigger) na vseh tabelah, ki jih mobilna
aplikacija uporabljala. Tako se za vsako spremembo na podatkovni bazi doda
nov zapis v nasˇo novo tabelo sprememb. Ker nismo zˇeleli, da je nasˇa tabela
sprememb preobsˇirna, pa smo funkcionalnost prilagodili tako, da je tabela
vodila le zadnjih n-zapisov (n je sˇtevilo, trenutno nastavljeno na 2000, ki
sˇe ni bilo dolocˇeno, saj jo je za cˇim vecˇjo funkcionalnost potrebno dobro
izracˇunati).
Za kontrolo verzije skrbi sˇtevec, ki je shranjen lokalno na mobilni napravi.
Ta sˇtevec predstavlja zadnjo spremembo po vrsti, ki je na mobilni napravi
zˇe azˇurna. Mobilna aplikacija posreduje ta sˇtevec strezˇniku, ta pa preveri
ali je od zadnje razlicˇice bilo vecˇ kot n sprememb. V primeru, da jih ni,
strezˇnik vrne odgovor s podatki o vseh spremembah, drugacˇe pa posˇlje vse
podatke, ki jih uporabnik potrebuje. Ko mobilna aplikacija dobi podatke,
nastavi sˇtevec na zadnjo razlicˇico podatkovne baze.
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7.3.3 Mobilni del
V mobilnem delu sem najprej ustvaril podatkovno bazo. Za upravljanje s po-
datkovno bazo je v Androidu namenjen razred SQLiteOpenHelper, za polno
funkcionalnost pa je potrebno nasˇ razred, v katerem smo definirali podat-
kovno bazo razsˇiriti z njim. Ko sem imel ustvarjeno podlago, sem napisal
vso SQL sintakso za ustvarjanje tabel ter relacij med njimi. Ta sintaksa pa se
prvicˇ sprozˇi, ko zˇeli uporabnik dostopati do podatkovne baze oziroma takrat,
ko podatkovna baza ne obstaja. Ko sem imel podatkovno bazo postavljeno,
sem napisal vso programsko kodo, ki je skrbela za dodajanje, urejanje in bri-
sanje zapisov za posamezno tabelo. Poleg tega pa sem napisal sˇe vse funkcije,
ki so skrbele za poizvedbe v podatkovni bazi ter za prave kriterije vracˇale
objekte, ki jih uporabnik mobilne aplikacije potrebuje.
Slika 7.8: Funkcija za dodajanje kategorije v podatkovno bazo.
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Slika 7.9: Funkcija za pridobivanje kategorije iz podatkovne baze.
Ko je bila podlaga napisana sem se lotil funkcije, ki je azˇurirala podatke.
Ta se izvede v trenutku, ko uporabnik vstopi v aplikacijo. Cˇe je kontrolna
razlicˇica podatkovne baze enaka nicˇ, ali cˇe je od zadnjega azˇuriranja priˇslo
vecˇ kot todo do 2000 sprememb, mobilna aplikacija od strezˇnika dobi vse
podatke, ki jih potrebuje za funkcionalnost aplikacije. V nasprotnem primeru
strezˇnik vrne odgovor samo s podatki, ki jih je potrebno azˇurirati. Mobilna
aplikacija preveri za kateri objekt gre ter dejanje, ki ga mora naredi z njim
(ustvariti, urediti, zbrisati).
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Slika 7.10: Del funkcije, ki preveri za kateri objekt gre in ga azˇurira
Ko funkcija azˇurira podatke v prvem koraku, preveri za kateri tip objekta
gre. Med tipe objekta spadajo produkti, kategorije, kontakti, popusti, davki,
nastavitve blagajne ter nastavitve podjetja. Ko funkcija ugotovi za kateri
objekt gre, preveri kaksˇno dejanje mora narediti s tem objektom. V pri-
meru, da je dejanje shranjevanje objekta, mobilna aplikacija kreira objekt iz
oblike JSON, ki ga je prejel s strezˇnika ter ga nato doda v nasˇo tabelo. V
tabelo dodaja na nacˇin zamenjave v primeru, da objekt z istim enolicˇnim
identifikatorjem (angl. ID) v nasˇi tabeli zˇe obstaja oziroma doda, cˇe ta zapis
sˇe ne obstaja. Tako v primeru, da je bil objekt v cˇasu od prejˇsnjega azˇuriranja
urejen, mobilna aplikacija zamenja celoten objekt z azˇurnim. V primeru, da
je dejanje brisanje objekta, pa mobilna aplikacija iz oblike JSON, ki ga je
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prejel s strezˇnika, prebere samo enolicˇni identifikator, objekt poiˇscˇe v lokalni
podatkovni bazi ter ga izbriˇse.
7.3.4 Spletni del
Pri spletnem delu programiranja sem moral najprej ustvariti locˇeno tabelo,
v katero so se shranjevali opisi sprememb na podatkovni bazi. Ta tabela je
sestavljena iz podjetja, v katerem se je sprememba naredila, za katero dejanje
gre (shranjevanje, brisanje), za kateri objekt gre (kategorija, produkt, ipd.),
enolicˇni identifikator objekta ter kontrole verzije. Kontrola verzije se povecˇuje
za vsako podjetje, saj je v mobilni aplikaciji vazˇno, da so podatki azˇurni glede
na vsako podjetje.
Slika 7.11: Kreiranje tabele, ki skrbi za azˇuriranje podatkov.
Ko je bila tabela postavljena sem se lotil programiranja sprozˇilcev. Za
sprozˇilce je v okolju Django poskrbljeno, implementacija pa je zaradi tega
preprosta. Funkcija, ki se izvede v primeru spremembe v podatkovni bazi je
potrebno opremiti z ustreznim dekoratorjem. Ta se imenuje receiver, poleg
tega pa je potrebno definirati na katerih objektih se sprozˇilec izvede ter s
kaksˇnim dejanju. Tako sem svojo funkciji dolocˇil dekoratorje za vse svoje
objekte ter definiral, da se je funkcija sprozˇila po tem, ko je bil objekt shra-
njen ali brisan. To se v Django okolju definira tako, da se dekoratorju dolocˇi
atributa post_save (po tem, ko je bil objekt shranjen) ter post_delete (po
tem, ko je bil objekt izbrisan).
Naslednje stvar, ki sem jo moral napisati je bila funkcija, ki uspesˇno
shrani objekt v nasˇo novo tabelo azˇurnih objektov. V prvem delu funkcija
pridobi vse objekte, ki jih je potrebno azˇurirati, saj nas zanima, kaksˇna je
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zadnja kontrolna verzija nasˇih objektov. Cˇe je objektov vecˇ kot 2000, najbolj
neaktualnega izbriˇse, saj sem se odlocˇil, da lahko uporabnik mobilne aplika-
cije azˇurira le zadnjih 2000 objektov, v nasprotnem primeru mora prenesti
celoten nabor podatkov. Tako sem se izognil, da ne bi nasˇa tabela azˇurnih
podatkov rasla v neskoncˇnost. Naslednja stvar, ki jo funkcija naredi je, da
preveri cˇe obstaja objekt, ki ga zˇelimo azˇurirati med nasˇimi zadnjimi 2000
azˇurnimi objekti. V primeru, da obstaja, ga funkcija zamenja z bolj azˇurnim,
saj uporabnika, ki uporablja aplikacijo zanima samo zadnji najbolj azˇuren
podatek in ne vse spremembe, ki so se na njem dogajale. Objektu povecˇa
kontrolo verzije ter ga shrani. V nasprotnem primeru, pa azˇurni podatek
zapiˇse kot nov objekt v tabelo ter mu povecˇa kontrolo verzije.
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Slika 7.12: Prozˇilca in funkcija, ki se izvede ob prozˇilcu.
Zadnja stvar, ki sem jo sprogramiral v tem okviru je funkcija, s katero se
je mobilna aplikacija povezovala, ta pa vracˇa podatke, ki na mobilni aplikaciji
sˇe niso azˇurni. Za uspesˇno izvrsˇitev funkcije mora mobilna aplikacija spletni
poslati svojo zadnjo razlicˇico podatkovne baze. Spletna aplikacija nato pri-
merja svojo razlicˇico podatkovne baze z uporabnikovo. V primeru, da je bila
uporabnikova razlicˇica enaka 0 ali se je s spletno razlicˇico razlikovala za vecˇ
kot 2000, je spletna aplikacija mobilni odgovorila z vsemi objekti, ki jih je
uporabnik potreboval. V primeru, da se je uporabnikova razlicˇica s spletno
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razlikovala za manj kot 2000 je spletna aplikacija odgovorila mobilni samo z
objekti, ki jih mora azˇurirati. Cˇe pa sta kontrolni razlicˇici enaki, pa je spletna
aplikacija odgovorila s statusom, da je podatkovna baza zˇe azˇurirana.
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Slika 7.13: Del funkcije, ki vracˇa azˇurirane podatkov.
Poglavje 8
Sklepne ugotovitve
V diplomskem delu sem predstavil tehnologije in postopke za implementacijo
in medsebojno povezovanje mobilne in spletne aplikacije. Cilj diplomskega
dela je bila implementacija spletnih storitev v okolju Django ter implemen-
tacija androidne aplikacije. Za medsebojno povezovanje teh dveh aplikacij
sem uporabil pristop REST in ogrodje Django REST framework, ki sta skr-
bela za implementacijo APIjev, preko katerih mobilna aplikacija dostopa do
strezˇnika. Tovrstni sistem omogocˇa, da lahko do istih podatkov, ki so shra-
njeni na strezˇniku dostopamo preko razlicˇnih naprav. Podrobneje sem pred-
stavil implementacijo spletnih storitev, avtentikacijo uporabnika in azˇuriranje
podatkov.
Sama implementacija aplikacije ni delala vecˇjih problemov, saj sem imel
za implementacijo aplikacije v podjetju zˇe predhodne izkusˇnje ter dovolj cˇasa
za izvedbo tega projekta. Poleg tega je na spletu veliko dokumentacije in
spletnih forumov, ki sta mi olajˇsevala delo.
Z najvecˇjim izzivom sem se soocˇil pri implementaciji sistema, ki je skrbel
za azˇurnost podatkov. Ker sem se s takim sistemom srecˇal prvicˇ, sem moral
sam najti resˇitev, ki bi bila ustrezna. Idejo sem predstavil sodelavcem, kateri
so mi jo z raznimi predlogi pomagali izboljˇsati. Sam sistem mi je predstavljal
izziv tudi zaradi svoje obsezˇnosti.
Manjˇse tezˇave mi je predstavljal tudi sistem za avtenticiranje, saj se zah-
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teve za dostop preko Google prijave velikokrat spreminjajo. Ko so se zahteve
spremenile, je storitev enostavno prenehala delovati. Poleg tega je priˇslo v
podjetju velikokrat do sprememb pri izvajanju funkcionalnosti na strezˇniku,
brez da bi bile spremembe zˇe v naprej predstavljene.
Realizacije taksˇnega sistema sem se lotil dobro premiˇsljeno, vseeno pa
bi v kaksˇnem primeru danes uporabil drugacˇen pristop. Prva stvar bi bila
uporaba razlicˇnega okolja za razvoj androidne aplikacije, saj Eclipse uradno
ni vecˇ podprt. Poleg tega sem se napacˇno lotil funkcionalnosti v androidni
aplikaciji, ki so skrbele za povezovanje s spletno aplikacijo, saj so funkcije, ki
sem jih uporabil opusˇcˇene. Funkcionalnosti bo zaradi tega potrebno napisati
ponovno.
Koncˇni sistem je zasnovan dobro, saj arhitekturna oblika REST skrbi, da
lahko do istih funkcionalnosti dostopamo preko razlicˇnih platform. V spletni
aplikaciji so implementirani vsi APIji, preko katerih dostopamo, ko zˇelimo
upravljati s podatki. Nasˇ sistem bi izboljˇsal tako, da bi se lotil razvijanja
aplikacij na drugih operacijskih sistemih, kot sta iOS in Windows Mobile. S
tem bi podjetje pokrilo vecˇji del naprav in in s tem pridobilo tudi vecˇji trzˇni
delezˇ.
Literatura
[1] [Online]. Dosegljivo:
http://www.w3schools.com/webservices/ws_intro.asp [Dostopano
1.9.2015]
[2] Android (operating system). [Online]. Dosegljivo:
http://en.wikipedia.org/wiki/Android_(operating_system).
[Dostopano 11. 8. 2015].
[3] Android (operating system). [Online]. Dosegljivo:
https://www.sqlite.org/about.html. [Dostopano 11. 8. 2015].
[4] Extensible Markup Language (XML). [Online]. Dosegljivo:
http://www.w3.org/XML/. [Dostopano 13. 8. 2015].
[5] Soap vs REST. [Online]. Dosegljivo:
http://www.javatpoint.com/soap-vs-rest-web-services. [Dosto-
pano 31. 8. 2015].
[6] SOAP vs REST. [Online]. Dosegljivo:
http://spf13.com/post/soap-vs-rest. [Dostopano 31. 8. 2015].
[7] [Online]. Dosegljivo:
http://www.findalltogether.com/wp/webdevelopment/framework/
laravel/django-vs-laravel-vs-rails/ [Dostopano 31.8.2015]
[8] [Online]. Dosegljivo:
http://www.slant.co/topics/362/ [Dostopano 31.8.2015]
59
60 LITERATURA
[9] [Online]. Dosegljivo:
http://www.w3schools.com/aspnet/mvc_intro.asp [Dostopano
25.8.2015]
[10] [Online]. Dosegljivo:
http://www.comentum.com/phonegap-vs-native-app-development.
html [Dostopano 15.8.2015]
[11] [Online]. Dosegljivo:
http://www.xml.com/pub/a/ws/2001/04/04/soap.html [Dostopano
13.8.2015]
[12] [Online]. Dosegljivo:
http://www.w3schools.com/webservices/ws_intro.asp [Dostopano
13.8.2015]
[13] [Online]. Dosegljivo:
http://java.com/en/download/faq/whatis_java.xml [Dostopano
11.8.2015]
[14] [Online]. Eclipse (software) Dosegljivo:
https://en.wikipedia.org/wiki/Eclipse_(software) [Dostopano
11.8.2015]
[15] [Online]. Dosegljivo:
http://json.org/ [Dostopano 14.8.2015]
[16] Tools Help [Online]. Dosegljivo:
http://developer.android.com/tools/help/index.html [Dosto-
pano 11.8.2015]
[17] Python (programming language) [Online]. Dosegljivo:
https://en.wikipedia.org/wiki/Python_(programming_language)
[Dostopano 12.8.2015]
LITERATURA 61
[18] PostgreSQL About [Online]. Dosegljivo:
http://www.postgresql.org/about/ [Dostopano 17.8.2015]
[19] Understanding SOAP and REST Basics And Differences (programming
language) [Online]. Dosegljivo:
http://blog.smartbear.com/apis/understanding-soap-and-rest-basics/
[Dostopano 13.8.2015]
[20] State of the developer nation Q1 2015. (2015). 1st ed. Vision mobile.
