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Diplomamunkám egyik fő célja volt, hogy közelebbről megismerjem az egyes 
kódmegértést támogató eszközök működését és ezek fejlesztőkörnyezettel való 
kapcsolatát. Ehhez a Language Server Protocol-t és a Visual Studio Code-ot 
használtam. Döntésem megalapozását a későbbi fejezetkben részletesen 
tárgyalom. Ezeken felül szerettem volna megalkotni egy összefogó, részletes, 
magyarnyelvű használható dokumentációt. Fontosnak tartom ezt lépést hiszen 
jelenleg nem létezik olyan dokumentáció, amely egy átfogó képet adna az LSP-
nek akár a belső reprezentációjáról, annak használatáról vagy részletes 
leírásáról. Az eredeti dokumentáció helyenként elavult és pontatlan leírást ad a 
kérések működéséről, így használata olykor-olykor eléggé megtudja nehezíteni 
a fejlesztő munkáját. Ezen felül az LSP használatához bizonyos területeken a 
releváns információt több dokumentumból sikerült csak megszerezni, ami azt 
jelenti, hogy a hivatalos LSP dokumentáció önmagában nem elég a szükséges 
információ megszerzésére, így diplomamunkámban törekedtem arra, hogy 
minden fontos és hasznos információt egy helyre gyűjtsek össze. 
  
Fontosnak tartom, hogy legyen egy olyan dokumentáció, amely a jövőben 
segítséget nyújthat azok számára, akik szeretnének jobban megismerkedni akár 
kódmegértő eszközök, akár az LSP világával. Ennek segítségére konkrét példák 
bemutatásán keresztül demonstrálom az LSP különböző már meglévő 
kódmegértést támogató funkcióit, amelyeket integrálok a Visual Studio Code-ba. 
Ezen felül bemutatom a CodeCompass egyes funkcióinak az LSP segítségével 
történő integrálását, szintén Visual Studio Code-ba.  
 
A fejlesztés folyamán többször is észrevettem, hogy bizonyos dolgok – 
véleményem szerint fontos dolgok - hiányoznak az LSP alap kérései közül, így 
ezen funkciók jövőbeli integrálásának megkönnyítése érdekében javaslatokat 
teszek a továbbfejlesztési lehetőségekről, ezen felül saját alternatív 
megoldásokat is kínálok a hiányzó kérések kiküszöbölésére. Ezen megoldások 
pontosabb kifejtését a 10. fejezet tárgyalja.  
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2 Kódmegértést támogató eszközök – LSP 
 
2.1 Miért jók ezek a fejlesztő számára és mi is az LSP valójában? 
 
A nagyobb szoftverek életciklusa akár évekig, sőt évtizedekig is tarthat, melyek 
számos karbantarthatósági problémát vonnak maguk után. Nem csak magának 
a szoftvernek a mérete növekszik, de egyre több fejlesztő szükséges a 
karbantartásához. A továbbfejlesztési idő alatt az eredeti specifikáció teljesen 
átformálódhat, a dokumentáció megbízhatatlanná válhat és a kód minősége 
romolhat. Így a szoftverfejlesztő iparág lényeges aspektusává váltak az újonnan 
érkező fejlesztők és programozók támogatására szolgáló módszerek és 
eszközök a meglévő kódbázis megértéséhez, ezzel próbálva meg lecsökkenteni 
annak az idejét, amíg az újonnan érkezett csapattagok hatékonyan 
csatlakozhatnak a tényleges fejlesztéshez.  
 
A fejlesztői eszközök általában inkább arra hivatottak, hogy új kódokat hozzanak 
létre a segítségükkel. Az integrált fejlesztői környezet (IDE) tovább fejleszti az 
egyszerű forráskód szerkesztőket azzal, hogy integrálja a fordítót, hibakeresőt, a 
tesztelőt, a verifikációs vezérlést és a fejlesztési ciklusban használt egyéb 
eszközöket, a szintaxis kiemelést, a kód kiegészítést, kódon belüli navigációt, 
kód generálást, szintaktikai és szemantikai hibaellenőrzést és refaktorálást. 
Céljuk, hogy olyan környezetet alakítsanak ki, mely képes a szoftver többszörös 
vagy akár minden feladatának kezelésére. 
 
Bárhogyan is, de a legtöbb kódszerkesztő és IDE nem segíti eléggé a fejlesztőket 
abban, hogy nagyobb méretű kódokat használjanak. Tapasztalatok azt mutatják, 
hogy a hosszú távú projekt fejlesztéséhez való csatlakozás sokkal gyakrabban 
fordul elő, mint egy új szoftver írása a nulláról. Ez azt jelenti, hogy a fejlesztőknek 
szükségük van olyan eszközökre, bővítményekre a kód szerkesztőjükhöz, 
melyek segítik őket a kódbázis jobbnál jobb megértésében, melyet szerkeszteni 
vagy bővíteni kívánnak. 
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Egy programozó naponta akár több száz sor kódot is megírhat, de vajon tudja-e, 
hogy amikor a fejlesztői környezet, amiben éppen dolgozik felkínál számára egy 
már korábban használt kulcsszót, függvény vagy változó nevet, aminek éppen 
csak elkezdte begépelni az első pár karakterét, az hogyan lehetséges? Többek 
közt erre a kérdésre adnak választ a kódmegértést támogató eszközök. 
 
Ezeket a különféle eszközöket azért hozták létre, hogy a segítségükkel 
megkönnyítsék a különböző programozási nyelveket használó és az integrált 
fejlesztői környezetben (IDE) dolgozó fejlesztők mindennapi munkáját. 
Biztosítják a felhasználók számára, hogy elérjék  a különböző nyelvi funkciókat 
más és más fejlesztői eszközök - amit a kliens használ - és a különböző nyelvi 
kiszolgáló szerverek között, melyek a kliens számára szolgáltatják az éppen 
aktuális programozási nyelv nyelvi elemeit.  
 
Ilyenek nyelvi elemek közé tartozik például az automatikus kód kiegészítés 
(auto complete). Gondoljunk csak bele mennyivel egyszerűbb egy legördülő 
listából kiválasztani azt, hogy éppen melyik szót szerettük volna leírni, mint 
ténylegesen begépelni. Ezzel máris meggyorsíthattuk a munkánkat továbbá 
elkerülhetjük annak a veszélyét is, hogy véletlenül félreütünk egy karaktert 
gépelés közben. Ám még, ha így is történne a kódmegértést támogató eszközök 
a segítségünkre ”sietnek” és jelzik, hogy valamit bizony nem jól csináltunk. Attól 
függően, hogy mennyire nagy baklövést követtünk el, különböző 
figyelmeztetésekkel (warning), illetve hibákkal (error) látnak el bennünket és, 
ha valakinek még ez sem lenne elég azt is tudatják velünk, hogy pontosan mit 
ronthattunk el és akár egy alternatív megoldást is kínálhatnak a probléma 
javítására. Ehhez annyit kell tennünk, hogy a hibásnak jelölt szövegész fölé 
húzzuk a kurzorunkat. Erre szolgál a ’hover’ kérés. Ilyen és az ezekhez 
hasonló kérésekről a 7. fejezetekben lesz szó. 
 
Az egyik leggyakrabban használt nyelvi funkció, ami egyben talán a 
leghasznosabb is, a definícióhoz való ugrás (Goto definition). Hatalmas 
kódbázisok esetén, melyek a mai világban egyre gyakoribbak, szinte lehetetlen, 
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hogy egy fejlesztő észben tudja tartani, hogy melyik függvénynek vagy 
változónak mi a pontos definíciója és, hogy ez hol is található a 
megszámlálhatatlannak tűnő fájlok között. A jó hír, hogy erre nincs is szükség, 
ugyanis elég egy jobb kattintás az egérrel a keresni kívánt kifejezésre, majd ezek 
után a megjelenő ablakban rákattintani a ’Goto definition’-re és már ott is 
találjuk magunkat a definíciónál. 
 
Hagyományos módon ezeket az implementációkat minden fejlesztői eszköznél 
programozási nyelvről programozási nyelvre újra és újra meg kellene ismételni, 
mivelhogy mindegyik különböző API-t használ az azonos funkciók 
megvalósításához. Ez a fajta megoldás nagyon időigényes lehet és 
problematikus. 
 
Ennek a problémának a kiküszöbölésére kínál megoldást a Language Server 
Protocol, azaz rövidebb nevén az LSP. Noha a fentiekben említett funkciók az 
LSP nélkül is megvalósíthatók, sőt mi több régen így is csinálták, lássuk be 
egyszerűbb a dolgunk, ha van egy olyan eszköz a kezünkben, melynek 
segítségével ezeknek a funkcióknak a felületét egységesíteni tudjuk más-más 
fejlesztői eszközre is. Ez az LSP használatának igazi előnye. Bár új dolgot nem 
hoz az életünkbe  abból a szempontból, hogy e nélkül is képesek lennénk a 
fentebb említett nyelvi funkciókat különböző fejlesztői eszközökbe beágyazni, 
viszont a segítségével jóval egyszerűbben tehetjük ezt meg. Tehát az LSP segít 
egységesebbé tenni a kommunikációt a programozási nyelvek és a fejlesztői 
eszközök közt. Fontos megjegyezni, hogy az LSP maga nem egy kódmegértést 
támogató eszköz, hanem csupán a vele való kommunikációt általánosítja és 
segíti a kódmegértést támogató eszközök fejlesztői környezetbe való 
integrálását. 
 
Az LSP-t a Microsoft hozta létre, annak érdekében, hogy a különböző 
programozási nyelvek elemzői és az eltérő fejlesztői eszközök közé egy olyan 
”hidat” képezzenek, amelynek segítségével átívelhetők a fentebb említett 
implementációs problémák. Az alap ötlet az volt, hogy szabványosítani tudjanak 
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egy olyan protokollt, amelyen keresztül zajlik majd a kommunikáció az integrált 
fejlesztői környezet és a nyelvi kiszolgáló szerverek közt. Segítségével egyetlen 
nyelvi kiszolgáló szervert újra fel lehet használni más-más fejlesztői 
környezetnél. Ennek köszönhetően ezek a fejlesztői eszközök több különböző 
programozási nyelvet is támogathatnak minimális átalakítással. 
 
Manapság már több nagy cég is beszállt a fejlesztésbe, mint  például a 
CodeEnvy, Red Hat és a Sourcegraph, melynek köszönhetően a Language 
Server Protocol által támogatott programozási nyelvek, illetve fejlesztői eszközök 
listája rohamos tempóban növekszik. 
 
Lévén, hogy nyílt forráskódú eszközről van szó, bárki számára ingyenesen 
elérhető, letölthető és szerkeszthető a kódja. A szerkesztésnél azonban bizonyos 
szabályokat figyelembe kell venni a fejlesztőnek. Hogy pontosan melyek is ezek 
a szabályok arról az 2.4-es fejezetben olvashatunk bővebben. 
 
Egy szó, mint száz az LSP egy igazi főnyeremény mind a nyelvi szolgáltatók, 
mind a nyelvi eszközök készítői számára. 
 
2.2 Miért éppen az LSP? 
 
A Language Server Protocol egy speciális kódolást segítő kiterjesztéssel való 
kapcsolattartó eszköz. Támogatási lehetőséget ad arra, hogy le tudjunk 
csökkenteni egy m-szer-n-es komplexitású problémát, amely bármely 
programozási nyelvben, szerkesztőben, fejlesztői eszközben vagy kliens 
végpontban felléphet, egy m-plusz-n méretű problémára. Esetünkben n jelölje a 
programozási nyelvek számát, m pedig a fejlesztői eszközökét. Mindezek mellett 
a nyelvi funkciók jellemzően erőforrás igényesek lehetnek. Például egy fájl helyes 
érvényesítéséhez a nyelvi kiszolgáló szervernek nagy mennyiségű adatot kell 
kezelnie egyidőben. Fel kell építenie az absztrakt szintaxis fákat és statikus kód 
elemzést kell végrehajtania. Ezek a műveletek jelentős CPU és memória 
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használatot eredményezhetnek és ezek ellenére biztosítani kell, hogy a fejlesztői 
környezet teljesítménye változatlan maradjon. 
 
A komplexitás csökkentésére való tekintettel példaképp képzeljük el, hogy 
ahelyett, hogy készítenénk a Python vagy bármely más programozási nyelvhez 
egy bővítményt a Visual Studio Code-hoz [3], egy újabbat a Sublime Text-hez 
[4], egyet a Vim-hez [5] és így tovább az összes programozási nyelvhez, a 
Language Server Protocol lehetővé teszi a nyelvi közösségek számára, hogy 
összpontosítsák az erőfeszítéseiket egyetlen egyszerű, magas teljesítményű 
nyelvi kiszolgáló szerver fejlesztésére, amely biztosítja számukra a kód 
kiegészítést, definícióhoz ugrást, referenciák megkeresését és még rengeteg 
más hasznos dolgot, miközben a fejlesztői eszközök közösségei és kliens 
fejlesztő közösségek koncentrálhatnak arra, hogy egy egyszerű, magas szintű, 
intuitív kiterjesztést hozzanak létre, amely képes kommunikálni bármilyen nyelvi 
kiszolgálóval, annak érdekében, hogy azonnal elérje annak a mély nyelvi 
támogatásait. Ahelyett, hogy minden egyes fejlesztői környezethez külön-külön 
le kellene implementálni az összes olyan programozási nyelvhez a Language 
Server Protocol lehetővé teszi, hogy ezt elég legyen egyszer megtenni mind a 
programozási nyelv, mind a fejlesztői környezet fejlesztőjének és a 
kommunikációt a nyelv és a környezet között a Language Server Protocol 
segítségével fogják végezni. Ily módon az LSP-re gondolhatunk úgy is, mint egy 












Probléma az LSP nélkül: 
 
1. ábra – LSP nélküli kapcsolatok száma 
 
Ahogyan az 1. ábra mutatja az egyes programozási nyelvek és a fejlesztői 
eszközök közt  minden-mindenhez kapcsolat van. Ezért az implementációk 
száma n ×	m nagyságrendű. A következő oldalon található 2. ábrán azonban már 
jól látható, hogy hogyan oldja ezt fel és redukálja az eredeti kapcsolatok számát 





















Méret: n Méret: m





2. ábra - Kapcsolatok száma LSP használatával 
 
Az LSP, mint egy kapcsoló táblaként szolgál a programozási nyelvek és a 
különféle fejlesztői eszközök között. A 2. ábrán szemmel látható, hogy az eredeti 
n × m kapcsolat számot sikeresen lecsökkentettük n + m -re. 
 
2.3 Kód megértés és forráskód szerkesztők 
 
A különböző forráskód szerkesztő programok gyakran alapértelmezett módon 
tartalmaznak egyszerűbb kódmegértési funkciókat.  Az következő oldalon lévő 1.  
táblázat szemlélteti más-más fejlesztői környezetek képességeit és 














Méret: n Méret: m
n + m kapcsolat
LSP
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VSCode [3]     
JetBrains IDE-k [24]     
Eclipse [25]     
Qt Creator [26]     
Atom [27]     
Emacs [28]     
Sublime Text [4]     
vim [5]     
 
1. táblázat - IDE-k és a kódmegértő eszközök kapcsolata 
 
2.4 Az LSP jelenlegi implementációjának állása 
 
Ahhoz, hogy valaki hozzájárulhasson az LSP bővítéshez a fejlesztés során az 
alábbi szempontoknak kell eleget tenni: 
1. Teljes mértékben nyílt forráskódú kódot kell készíteni. 
2. Legyen a fejlesztői eszköz független a nyelvi kiszolgálókkal, illetőleg 
fordított esetben, legyen nyelv független a fejlesztői eszközökkel. 
3. Legalább egy kérést le kell implementálni az alábbi listából: 
a. Kód kiegészítés (Code completion [2.táblázatban CC]) – a 
fejlesztői környezet automatikusan felkínál egy vagy több már 
létező nevet, amit korábban használtunk, annak alapján, hogy 
milyen szöveget kezdünk el begépelni.  
b. Fölé húzás (Hover [1.táblázatban HOV]) – segítségével információt 
jeleníthetünk meg a forrás program egy adott pontján a kurzor 
szöveg fölé való mozgatásával. 
c. Definícióhoz ugrás (Jump to definition [2.táblázatban JTD]) – 
egy bizonyos változó, objektum vagy függvény definíciójához való 
ugrás.  
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d. Munkaterületi szimbólumok (Workspace symbols [2.táblázatban 
WS]) – lehetővé teszik különböző szimbólumok használatát nem 
csak egy adott fájlon, hanem az egész projekten belül. 
e. Referenciák keresése (Find references [2.tablázatban FR]) – 
hasonló a ”Definícióhoz ugrás”-hoz, azzal a különbséggel, hogy 
míg definícióból jóesetben csak egy van, addig referenciából lehet 
több is. 
f. Diagnosztikák (Diagnostics [2.táblázatban DIAG]) – segítségével 
különböző diagnosztikákat jeleníthetünk meg  a felhasználó felé, 
például, hogy mennyi figyelmeztetés vagy hiba van a kódban. 
 
Fentebb említett kéréseket kulcs kéréseknek nevezik. Bővebb információ ezekről 
a kérésekről 7.3-as fejezetben található. 
 
Abban az esetben, ha ezen három pont közül valamelyik nem teljesül, akkor a 
nyelvhez készített Language Server Protocol nem kerülhet be a hivatalos LSP 
könyvtárba [6]. A Microsoft jelenleg is több nyelvi kiszolgáló implementációt tart 







Nyelv Fejlesztő(k) CC HOV JTD WS FR DIAG 
C# OmniSharp       
C# CXuesong       
C++ LLVM Team       
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2. táblázat - Programozási nyelvek és a hozzájuk készült LSP implementáció és készítői 
 













Nyelv Fejlesztő(k) CC HOV JTD WS FR DIAG 
C++ MaskRay       




Red Hat, MS 
      
Java georgewfrazer       
JSON Microsoft       
Python Microsoft       
Python Sourcegraph       
Python Palantir       
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3 Telepítési és felhasználói útmutató Visual Studio Code-
hoz és az LSP kiterjesztéshez 
 
Mivel az LSP a kódmegértő eszközöket köti össze a fejlesztői környezettel, ezért 
a használatához szükségünk lesz valamilyen fejlesztői környezetre. Én a Visual 
Studio Code-ot választottam példaként mégpedig azért, mert jelenleg ez az egyik 
legjobb olyan fejlesztői eszköz, amely nagy mértékben támogatja az LSP-t. 
 
3.1 Visual Studio Code telepítési útmutató 
 
1. Visual Studio Code letöltése a hivatalos weboldalról  [3]. 
2. A letöltött fájlon – operációs rendszertől függően .exe, .dmg – dupla 
kattintással tudjuk elindítani a telepítő varázslót. 
3. Válasszuk ki a telepítés helyét, majd fogadjuk el a szerződési feltételeket. 
4. A telepítés befejeztével használatba vehetjük a Visual Studio Code-ot. 
 
3.1.1 Szerkesztésre való megnyitás parancssorból 
 
A Visual Studio Code lehetőséget biztosít a parancssorból való fájlok 
megnyitásához és szerkesztéséhez, amennyiben beírjuk a ’code .’ (code 
szóköz pont)  vagy ’code’ parancsot (ez utóbbi Windows operációs rendszer 
esetén). Ennek beállításához három lépésre van szükségünk. 
1. Indítsuk el a Visual Studio Code-ot. 
2. Nyissuk meg a parancs palettát (Command Palette). Windows és Linux 
operációs rendszereken a ’shift + ctrl + P’ (macOS-en ’shift + 
cmd + P’) gombhármasok együttes lenyomásával tudjuk megtenni, majd 
írjuk be a következő parancsot: ’shell command’. Ezek után a 





3. ábra - shell command használata 
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Válasszuk ki az első parancsot: ’Shell Command: Install ’code’ 
command in PATH’.  
Megjegyzés: Windows 10 operációs rendszer esetén a parancs paletta 
nem érhető el. Ekkor alapértelmezetten működik a ’code’ parancs. 
3. Ezt követően a Visual Studio Code újraindítása után, már lehetőségünk 
lesz a parancs sorból megnyitni az adott mappában lévő szerkeszteni 
kívánt fájlokat.  
 
Megjegyzés: a fent említett lépéseket  Unix és Windows operációs rendszereken, 
nem szükséges megtenni, ugyanis a ’code .’, illetve ’code’ parancsokat 
automatikusan felismeri a parancssor. (Ubuntu és Windows 10 operációs 
rendszereken tesztelve.) 
 
3.2 LSP telepítési útmutató  
 
Ha szeretnénk használni az LSP-t a Visual Studio Code-dal, akkor 
legegyszerűbb, ha a VS Code oldalán lévő példából indulunk ki, ugyanis itt 
minden fontosabb lépés le van írva, ami a kezdeti elinduláshoz szükséges, 
továbbá azért is jó a mintapéldából kiindulni, mert az összes konfigurációs JSON 
fájl már ki van töltve, így ezzel sem kell vesződni. Abban az esetben, ha saját 
LSP kéréseket szeretnénk definiálni vagy esetleg szeretnénk felüldefiniálni egy 
már meglévő kérést, hogy az megfeleljen a saját igényeinknek a következő 
lépéseket kell megtennünk: 
3.2.1 macOS Mojave és Windows 
1. Ha még nem telepítettük korábban, akkor a NodeJS [8] hivatalos 
weboldaláról töltsük le a legújabb verziót. Amennyiben nem vagyunk 
biztosak abban, hogy már korábban feltelepítettük a NodeJS-t, akkor 
parancssorban a ’node -v’ parancs segítségével ellenőrizzük le. 
Telepített verzió esetében meg fog jelenni az aktuális verziószám. 
Ellenkező esetben a telepítő varázsló utasításait követve végezzük el a 
telepítést. 
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2. Második lépésként ellenőrizzük le, hogy a NodeJS telepítő varázsló 
automatikusan telepítette-e az NPM-et (Node Package Manager) [9]. 
Ennek ellenőrzését szintén a parancssor segítségével, az ’npm -v’ 
parancs beírásával és lefuttatásával tehetjük meg. Abban az esetben, ha 
a telepítés megtörtént megjelenik a telepített verzió száma, ha nem, akkor 
kezdjük a NodeJS telepítését. 
3. Ha ezekkel megvagyunk, akkor a parancssor segítségével navigáljunk 











Megjegyzés: abban az esetben, ha a parancssori git nincs telepítve a gépünkre, 
végezzük el a telepítést a git hivatalos weboldalának segítségével [10].  
 
 
3.2.2 Ubuntu 16.08 operációs  
Ubuntu operációs rendszeren további lépések szükségesek a Language Server 
Protocol használatához. Amennyiben az ’lsp-sample’ mappában vagyunk a 












Node modulok telepítése a kliens működéséhez (közvetlen a szerver után). 
 
$ git clone https://github.com/Microsoft/vscode-extension-
samples.git 
$ cd vscode-extension-samples/lsp-sample 
$ npm install 
$ npm run compile 
$ code . 
$ cd server 
$ npm i node-fetch --save 
$ npm i typescript @types/node-fetch -D 
$ cd ../client 
$ npm i node-fetch --save 
$ npm audit fix 
$ npm i typescript @types/node-fetch -D 
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Számunkra jelen esetben csak egy könyvtár lesz fontos, mégpedig  az ’lsp-
sample’, ugyanis ebben találhatóak azok a fájlok, melyeket a  szerkesztés során 
használni fogunk egészen pontosan  a ’server/src/server.ts’ és a 
’client/src/extension.ts’ fájlokat kell majd szerkesztenünk.    
 
Kezdetben egy alap LSP protokollt kapunk, melyben pár kérés már előre 
definiálva van, mint például a három hosszú szavak aláhúzása vagy a csupa 
nagybetűs szavaké. Fontos, hogy ezek még nem tartoznak a kódmegértéshez, 
csupán egy példaképp szemléltetik azt, hogy, ha szeretnénk akár ilyen dolgokat 
is képesek vagyunk implementálni az LSP segítésével. Új kérések 
implementálásához a fentebb említett ’server/src/server.ts’ és 
’client/src/extension.ts’ fájlokra lesz szükségünk. 
 




Visual Studio Code-ban az LSP szervert két részre oszthatjuk: 
1. LSP Kliens (Language Client) – ez az alapértelmezett Visual Studio Code 
kiegészítő, amelyet JavaScript / TypeScript programozási nyelven írtak. 
Ennek a kiegészítőnek hozzáférése van a Visual Studio Code Namespace 
API-hoz [11]. 
2. Nyelvi Szerver (Language Server) – nyelvi elemző eszköz, amely egy 
külön folyamatként fut. 
 
A Nyelvi Szerver külön folyamatban történő a futásának előnyei és okai: 
1. Az elemző eszköz bármilyen programozási nyelvhez implementálható, 
mindaddig, amíg a Language  Server Protocol-on keresztül képes 
kommunikálni az LSP klienssel. 
2. A nyelvi elemző eszköz gyakran megterheli a CPU-t és a memória 
használatot, ezzel jelentősen visszavetve a számítógép teljesítményét de, 
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ha külön folyamatként futtatjuk elkerülhetjük ezt a teljesítménybéli 
visszaesést. 
 
A 4. ábrán arra láthatunk példát, ahogyan a Visual Studio Code egyszerre két 
nyelvi szerver kiterjesztést is használ. A HTML nyelvi kliens és a PHP nyelvi 
kliens átlagos Visual Studio Code kiterjesztések, mindkettőjüket TypeScript-ben 
írták. A számukra megfelelő nyelvi szervert  használják, amivel a Language 
Server Protocol-on keresztül kommunikálnak. Annak ellenére, hogy a PHP nyelvi 
szervere PHP-ban íródott mégis kommunikálhat a PHP nyelvi klienssel a 
Language Server Protocol-on keresztül. 
 
 































4.2 Specifikáció [12] 
 
Annak érdekében, hogy helyesen tudjuk az LSP-t használni, érdemes lehet egy 
kicsit jobban megismerkedni a protokoll belső felépítésével és összetevőivel, 
hogy az alapoktól kezdve hogyan épül fel és milyen típusokat használ a 
megvalósításokra. 
 
4.2.1 Alap protokoll  - Base protocol 
 
Két részből tevődik össze. Egy fejléc-, (header part) és egy tartalmi részből 
(content part). A fejléc és a tartalmi rész elválasztásához a ’\r\n’ jelölést 
használják.   
 
4.2.1.1 Fejléc rész  - Header part 
 
Különböző fejléc mezőket tartalmaz. Minden egyes ilyen mező egy névből és egy 
értékből tevődik össze, ezeket egy  ’: ’ (kettőspont és egy szóköz) karakter 
választja el egymástól. A fejléc mezőiknek a lezárását a fentebb említett ’\r\n’ 
karakter sorozat jelzi. Figyelembe véve az utolsó fejléc mezőt, és maga a teljes 
fejléc is egy ’\r\n’ karakter sorozattal végződik, így a legutolsó mező után egy 
dupla ’\r\n’ karakter sorozattal  kell jelezni, hogy az utolsó mező, illetve az 







A tartalom hossza bájtokban. Ez a fejléc 
kötelező. 
Content-Type string 
A tartalmi rész úgynevezett „pantomim” 
típusa. Alapértelmezés szerint 
application/vscode-jsonrpc; charset=utf-8 
 
A fejléc rész az ’ASCII’ kódolás segítéségével került megvalósításra. 
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4.2.1.2 Tartalmi rész - Content part 
 
Az aktuális üzenetet tartalmazza, amit a kliens küld a szervernek, illetve fordítva. 
Az üzenet tartalmi része a JSON-RPC [13] protokollt használja a kérések, 
válaszok és az értesítések egyszerűbb leírásához. A JSON-RPC egy távoli 
eljáráshívás protokoll, melyet JSON-be ágyaztak be. Ez egy egyszerű protokoll, 
amely csak néhány adattípust és parancsot definiál. Lehetővé teszik az 
értesítéseket és többszörös hívást küldhet a szervernek. A tartalmi rész 
enkódolása a fentebb említett ’Content-Type’ fejléc mezőben megadott 
karakter kódolással történik.  Alap értelmezetten az utf-8-as karakterkódolást 
használja, ami jelenleg az egyetlen támogatott karakter kódolási lehetőség az 
LSP-ben. Ha a szerver vagy a kliens olyan fejlécet kap, amiben más karakter 
kódolást használnak egy hiba üzenetet jelenít meg. 
 
A protokoll korábbi verziói az utf8 karakterlánc konstanst használták, amely a 
specifikáció [14] szerint nem megfelelő.  A visszafelé kompatibilitás érdekében 
nagyon fontos, hogy szerver és a kliens is az ’utf8’-as kódolást ’utf-8’-as 
kódolásként kezelje. 





















   ”jsonrpc”: ”2.0”, 
   ”id”: 1, 
   ”method”: ”textDocument/didOpen”, 
   ”params”: {  
      ...  
   } 
} 
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4.3 Működés [15] 
 
Amint azt korábban említettem a nyelvi kiszolgáló szerver egy külön folyamatként 
fut. A fejlesztői eszközök kommunikálnak a kiszolgáló szerverrel az LSP-n 
keresztül a JSON-RPC protokoll segítségével. Az 5. ábrán látható, hogy a 




5. ábra - Fejlesztői eszköz és a nyelvi kiszolgáló szerver közti kommunikáció 
 
• A felhasználó megnyit egy fájlt: a fejlesztői eszköz értesíti a nyelvi 
kiszolgáló szervert arról, hogy megnyitottak egy dokumentumot 
(textDocument/didOpen). Ettől kezdve a dokumentum tartalma már 
nem a fájlrendszerben van, hanem a fejlesztő eszköz memóriájában. A 
tartalom szinkronizálva kell, hogy legyen a fejlesztő eszköz és a nyelvi 
kiszolgáló szerver közt. 
• A felhasználó módosításokat végez a fájlban: a fejlesztői eszköz értesíti a 
nyelvi kiszolgáló szervert arról, hogy változás történt a dokumentum 
tartalmában (textDocument/didChange) és a nyelvi reprezentációja a 
dokumentumnak már a nyelvi kiszolgáló szerver által lesz frissítve. Amikor 
ez megtörténik a nyelvi kiszolgáló szerver elemezi az információt és 













Notification: textDocument/didChange; Params: {documentURI, changes}
Notification: textDocument/publishDiagnostics; Params: Diagnostic[]
Nyelvi kiszolgáló 
szerver közli a hibákat 
és figyelmeztetéseket
Request: textDocument/definition; Params: {documentURI, position}
Felhasználó rákattint 
a “Goto definition” -re
Response: textDocument/definition; Result: Location
Nyelvi kiszolgáló 
szerver közli a definíció 
helyét




• A felhasználó végrehajt egy ’Goto definition’-t: a fejlesztői eszköz 
egy kérést küld (textDocument/definition) a nyelvi kiszolgáló 
szervernek. Ennek a kérésnek két paramétere van: 
o (1) dokumentum azonosítója (URI – Uniform Resource Identifier) 
o (2) egy szövegbéli pozíció, ahol a ’Goto definition’ kérést 
kiváltották. 
A nyelvi kiszolgáló szerver válaszol erre a kérésre egy dokumentum 
azonosítóval és egy pozícióval, ami a keresett szimbólum 
dokumentumbéli helyét határozza meg. Ez jelenik meg a felhasználó előtt. 
• A felhasználó bezárja a fájlt: a fejlesztői környezet egy  értesítést küld 
(textDocument/didClose), informálva ezzel a nyelvi kiszolgáló 
szervert, hogy az adott dokumentum tartalma már nem a fejlesztői 
környezet memóriában lesz tárolva. Az új tartalom már naprakészen 
szerepel a fájlrendszerben. 
 
A ’textDocument/definition’ működése a fejlesztői eszköz és a nyelvi 
kiszolgáló szerver között a ’Goto Definition’ kérés esetén.  




















   ”jsonrpc”: ”2.0”, 
   ”id”: 1, 
   ”method”: ”textDocument/definition”, 
   ”params”: { 
      ”textDocument”: { 
         ”uri”: ”file:///mseng/VSCode/cpp/use.cpp”  
      }, 
      ”position”: { 
         ”line”: 3, 
         ”character”: 12 
      } 
   }  
} 
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Ha egy felhasználó több programozási nyelvel is dolgozik, a fejlesztői eszköz 
mindegyikhez külön indít egy nyelvi kiszolgáló szervert.  
 
 
























   ”jsonrpc”: ”2.0”, 
   ”id”: 1, 
   ”method”: ”textDocument/definition”, 
   ”result”: { 
      ”uri”: ”file:///mseng/VSCode/cpp/provide.cpp”,  
      ”range”: { 
         ”start”: { 
            ”line”: 0, 
            ”character”: 4  
         }, 
         ”end”: { 
            ”line”: 0, 
            ”character”: 11 
         } 
} } } 
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5 Kód felépítése 
 
5.1 Az lsp-sample struktúrája 
 
7. ábra - lsp-sample könyvtárszerkezet struktúra 
 
5.2 Language Client 
 










Ez a kód rész azt mondja meg a Visual Studio Code-nak, hogy aktiválja a 
megfelelő kiterjesztést, méghozzá azonnal, amint a felhasználó megnyit egy fájlt.  









client // Language client
package.json // az extension jegyzék
server // Language Server
test // End to End tesztek a Language Client-hez és Server-hez
extension.ts // Language Client  belépési pont
src
src
server.ts // Language Server  belépési pont
”activationEvents”: [ 
   ”onLanguage: plaintext” 
] 
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3. táblázat - programozási nyelvek és a hozzájuk tartozó azonosító 
A teljes lista megtalálható a Visual Studio Code weboldalának ’Language 






















• ’type’ – a konfiguráció típusa, ami egy objektum lesz, méghozzá a 
’configuration’-ből való. 
• ’title’ – a konfiguráció felirata. 
• ’properties’ – itt a konfiguráció tulajdonságait sorolhatjuk fel, jelen 
esetben ezt egy JSON objektum megadásával tesszük meg, ami a 
”configuration”: { 
”type”: ”object”, 
”title”: ”Example configuration”, 
”properties”: { 
 ”languageServerExample.maxNumberOfProblems”: { 
  ”scope”: ”resource”, 
  ”type”: ”number”, 
  ”default”: 100, 
”description”: ”Controls the maximum number of 





’maxNumberOfProblems’, azaz az LSP protokollon keresztül jelzett 
figyelmeztetések, információk és hibák összessége. Négy mezője van: 
o ’scope’ – a hatókört adja meg, amiből a fentebb említett hibákat 
szeretnénk összegyűjteni. 
o ’type’ – típus, amit jelen esetben egy egész szám reprezentál. 
o ’default’ – egy alapértelmezett érték a megjelenítendő hibák 
számára. 
o ’description’ – egy leírás arról, hogy mire szolgál a 




Az aktuális ’Language Client’ kód és a hozzá tartozó ’package.json’ a 
’/client’ mappában találhatóak. A ’/client/package.json’ fájl 
függőségeket rendel a vscode host API-jának kiterjesztéséhez és a ’vscode-
languageclient’ könyvtárhoz. Ezzel lehetővé téve, hogy a kliens, mint 








A nyelvi kliens implementációja megtalálható a ’/client/src/extension.ts’ 
fájlban. 
 
5.3 Language Server 
 
Implementációja megtalálható a LSP hivatalos GitHub könyvtárában [17]. A 
felhasználóknak lehetőségük van saját szerver implementációt írniuk vagy 
módosítani a már meglévőt. TypeScript-ben van implementálva és Node.js 
segítségével történik a végrehajtása, futási időben. A forráskód a Language 
”dependecies”: { 
   ”vscode”: ”^1.1.18”, 
   ”vscode-languageclient”: ”^4.1.4” 
} 
 30 
Server-hez a ’/server’ mappában található a hozzá tartozó ’package.json’ 
fájlal együtt. Meg kell adni a függőségeket a ’vscode-languageserver’ 
könyvtárhoz, ezzel lehetővé téve, hogy használjuk az LSP nyújtotta 





A Language Server implementációja megtalálható a 
’/server/src/server.ts’ fájlban. 
 
6 Language Server futtatása 
 
• Windows és Linux operációs rendszereken a ’shift + ctrl + B’, 
macOS-en a ’shift + cmd + B’ gombhármasok lenyomásával 
indíthatjuk el a fordítást. Ez mind a klienst, mind a szervert le fogja 
fordítani. 
• Hozzunk létre egy új teszt fájlt (test.txt) a fő könyvtárban és a 






Megjegyzés: tetszőleges szöveg használható. A fentebb látható szöveg 
csak példaként szolgál. 
• Váltsunk hibakeresési nézetre (       ), majd válasszuk ki a ’Launch 
Client’ indítási konfigurációt a program fejlécében, ezek után kattintsunk 
a ’Start Debugging’gombra (        ), amely segítségével 
elindíthatjuk az ’Extension Development Host’ példányt egy új Visual 
Studio Code ablakban, ami végrehajtja az általunk írt kódot. 
 
”dependecies”: { 
   ”vscode-languageserver”: ”^4.1.3” 
} 
TypeScript lets you write JavaScript the way you really want 
to. 
TypeScript is a typed superset of JavaScript that compiles to 
plain JavaScript. 
ANY browser. ANY host. ANY OS. Open Source. 
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7 Language Server Protocol kérések 
 
7.1 Kérések csoportosítása 
 
A kérések kategóriákba való sorolásánál a fő szempont az volt, hogy milyen 
funkciót látnak el, illetve, hogy milyen hatással vannak magára a dokumentumra, 
ezenfelül, hogy milyen segítséget nyújtanak a felhasználó számára. Hat 
különböző szekciót hoztam létre és ezekbe kerültek besorolásra a kérések. 
 
7.1.1 ”Goto” kérések 
 
Ezek a fajta kérések tipikusan valamilyen szöveges dokumentumbéli pozícióhoz 
való ugrást biztosítanak. Minden esetben valamilyen függvényhez vagy 
változóhoz köthetők. 
1. Goto Declaration 
2. Goto Implementation 
3. Goto Definition 
4. Goto Type Definition 
 
7.1.2 Információ nyújtó kérések 
 
Azok a kérések kerültek ide, melyek valamilyen releváns információt nyújtanak a 
felhasználó számára vagy valamilyen hasznos segítséget, tippet adnak például 
egy-egy függvény használatára. 
1. Completion 
2. Hover 
3. Signature Help 
4. Find References 
5. Folding Range 
6. Prepare Rename 
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7.1.3 ”Document” kérések 
 
Tipikusan az adott dokumentumon végeznek valamilyen vizuális módosítást 
ezzel segítve a felhasználóknak a könnyebb tájékozódást a forrás fájlon belül. 
1. Document Highlight 
2. Document Link 
3. Document Symbol 
4. Document Color 
a.  Color Presentation 
 
Megjegyzés: A ’Color Presentation’ nem kötődik közvetlenül a ’Document’-
hez, csak a ’Document Color’-hoz, ebből az okból kifolyólag itt kapott helyet, 
mivel önmagában ennek a kérésnek a használata értelmetlen. 
 
7.1.4 Dokumentum módosító kérések 
 
Akár a 7.1.3-as kategória, ezek a kérések is magán az adott dokumentumon 
végeznek módosítást, azzal a különbséggel, hogy nem csak vizuális 
változtatásokat hajtanak végre, hanem közvetlen a forráskódon is módosítanak.  
1. Document Formatting 
2. Document Range Formatting 




7.1.5 Kisegítő kérések 
 
Ebbe a kategóriába tartozó kérések kerülhettek volna akár a 7.1.2-es, azaz az 
’Információ nyújtó kérések’ kategóriába is, mivelhogy működésükben 
nagyon hasonlítanak. Azonban úgy gondoltam, hogy mégis inkább egy külön 
kategóriába sorolnám őket, mivel bár információt nyújtanak, ezt nem olyan 
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módon teszik, ahogyan a fentebb említett 7.1.2-es kategóriába sorolt kérések 
mint például a ’Hover’, hanem segítségükkel parancsokat tudunk lefuttatni. 
1. Code Action 
2. Code Lens 
 
7.1.6 ”Resolve” kérések 
 
Azok a kérések kerültek ide, melyeknek ugyan lenne értelmük az önálló 
használatra, de mégis inkább tipikusan egy másik kérés kiegészítéséhez szokás 
használni őket különböző hatékonysági okokból. Például abban az esetben, ha 
a ’Code Completion’ túl sok információt akarna szolgáltatni egyszerre ezeknek 
a  betöltése a fejlesztői környezetbe sok számítással járna, ami időigényes 
folyamat. Ennek meggyorsítása érdekében a ’Completion Item Resolve’ 
kérés nyújt segítséget, méghozzá oly módon, hogy a ’Code Completion’ 
kiváltásakor nem tölti be egyszerre a teljes szöveget, hanem annak csak egy 
részét, amire éppen a felhasználó kattint, például egy kiválasztott elem esetében 
a kiegészítő leírást. 
1. Completion Item Resolve 
2. Code Lens Resolve 
3. Document Link Resolve 
 
 
7.2 Gyakran használt interfészek, típusok, névterek 
 
7.2.1 TextDocumentPositionParams interfész 
 
A szöveges dokumentumra irányuló kérésekben és dokumentumon belüli pozíció 
átadására használt interfész, melynek két paramétere van. A szöveges 
dokumentum azonosítója (textDocument) és a dokumentumon belüli pozíció 












7.2.2 TextDocumentIdentifier interfész 
 
Segítségével azonosítani tudjuk a szöveges dokumentumot a kliens számára. 
Egyetlen paramétere (uri) a szöveges dokumentum azonosítója, ez maga a 








7.2.3 Location, Range és Position interfészek 
 
’Location’ a forrás fájlon belül egy helyet határoz meg, például egy 
szövegfájlban lévő sort. Két paraméterrel rendelkezik, melyek közül az első 
(uri) a forrásfájl azonosítója, második pedig a hatókört (range) jelöli. A 
hatókörnek van kezdeti (start), illetve vég (end) pozíciója.  Ezek segítségével 
megadhatjuk, hogy melyik sor (line) hányadik karaktertől (character) 
kezdődjön és, hogy melyik sor hányadik karakteréig tartson a hatókör. Ezek 
megadásához egész számokat használunk (number).  








interface TextDocumentPositionParams { 
   textDocument: TextDocumentIdentifier;  
   position: Position; 
} 
interface TextDocumentIdentifier { 






















7.2.4 MarkupContent interfész 
 
Két paraméterrel rendelkező interfész. Az elsőben (kind) a megjelenítés stílusát 
tudjuk beállítani, ez történhet ’plaintext’, vagy ’markdown’ [18] jelölés 
rendszer segítségével, második paramétere (value) pedig maga a tényleges 








A ’markdown’ nyújtotta jelölés rendszerből használhatóak a ’**’, ’__’, ’*’ és 
a ’_’ karakterek. Ezen közt megadott szöveg félkövér, illetve dőlt stílusban fog 
megjelenni a felhasználó számára, továbbá használható a kombinációjuk ’_’ + 
’szöveg’ + ’_**’, illetve a szöveg vízszintes keresztül húzása a ’~~’ 
karakterek segítségével. Lehetőséget nyújt linkek beágyazására:  
’[’ + ’link elérési útvonala’ + ’](http://www.google.com)’ 
 
interface Location { 
   uri: string;  
   range: Range; 
} 
 
interface Range { 
   start: Position; 
   end: Position; 
} 
 
interface Position { 
   line: number; 
   character: number; 
} 
interface MarkupContent { 
   kind: MarkupKind; 
   value: string; 
} 
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és képek beszúrására, utóbbit csak és kizárólag inline stílusban:   
’![alt text](kép elérési útvonala ”Felirat a képhez”)’ 
valamint kód megjelenítésére egy blokkon belül a ’```kód részlet```’ 
segítségével. 
 
7.2.5 Command interfész 
 
Egy parancsot reprezentál. Három paraméterrel rendelkezik, melyek közül az 
első (title) segítségével megadhatjuk, hogy a parancsnak milyen felirata 
jelenjen meg a felhasználói felületen. A második paraméterében (command) egy 
azonosítót adhatunk meg. A megadott azonosítóval tudunk majd hivatkozni a 
parancsunkra. Harmadik paramétere pedig (arguments) a parancs 
argumentumainak tömbjét reprezentálja. Ez utóbbinak megadása nem kötelező. 






Ezeknek a parancsoknak a definícióját az extension.ts fájlban az 
’activate()’ függvényen belül kell elhelyezni, a ’client.start();’ 
meghívása előtt, ugyanis ez a metódus fogja elindítani a klienst és a szervert is. 
A ’registerCommand()’ függvény segítségével van lehetőségünk regisztrálni 
a magunk által deklarált parancsokat. Első bemeneti paraméterként a parancs 
nevét kell átadni szöveges formában, például ’extension.MyCommand’, 
második paraméterként gömbölyű zárójelek közt, pedig egy argumentum listát, 
méghozzá olyan sorrendben és típussal, ahogy a   parancs ’arguments’ 
attribútum értékeit megadtuk. 
Megjegyzés: a parancsnak tetszőleges nevet lehet megadni, nem elvárás, hogy 
’extension’-nel kezdődjön.  
Fontos:  a ’command’-ban megadott név karakterre pontosan meg kell, hogy 
egyezzen a ’registerCommand’ első bemeneti paraméterként kapott 
interface Command { 
   title: string; 
   command: string; 
   arguments?: any[]; 
} 
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paraméterével, ellenkező esetben a parancsunk soha nem kerül végrehajtásra. 
A parancs regisztrálása Visual Studio Code specifikus, más fejlesztői 
környezetben elképzelhető, hogy máshogyan kell. 
 
7.2.6 Definition típus 
 
Egy vagy több dokumentumon belüli helyet jelölhet. Az egyszerre több helyen 
történő megadás az implementációhoz való ugrásnál lehet hasznos, amikor nem 
csak egy lehetséges hely létezik, mint például a definíciónál. A legtöbb 
programozási nyelvben csak egy hely van, ahol a szimbólum meg van határozva. 
Abban az esetben, ha nem találjuk meg a keresett helyet a visszatérési érték 
null. Jelentősége a definícióhoz, típus definícióhoz vagy az implementációhoz 




7.2.7 Color interfész 
 
Segítségével különböző színeket jelölhetünk RGBA felbontásban.  Négy 
paramétere van, melyek segítségével megadhatjuk a szín komponensek 
mértékét egy nullától egyig terjedő intervallumon. Dokumentumbéli 













export declare type Definition = Location | Location[] | null; 
interface Color { 
   readonly red: number; 
   readonly green: number; 
   readonly blue: number; 
   readonly alpha: number; 
} 
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7.2.8 TextEdit névtér 
 
Különböző funkciókat biztosít, melyek segítségével szövegbéli módosításokat 
végezhetünk a dokumentumon belül. Három függvénnyel rendelkezik, az első 
egy meglévő szöveget cserél ki egy újonnan megadott szövegre egy adott 
tartományon belül a második segítségével szöveget szúrhatunk be egy adott 
pozícióra és végül harmadikkal pedig szöveget törölhetünk a dokumentumból 
szintén egy adott tartományon belül. Ez utóbbinál, ha a megadott tartományon 
belül nincs szöveg, akkor nem történik változás. Használata a dokumentum 










7.3 Kérések leírása 
 
A következő függvényeknek a server.ts fájlon belül helyezzük el a definícióját 
az ’onInitilaize()’ és az ’onInitialized()’ függvények után. 
 
7.3.1 Goto Definition kérés 
 
A ’Goto Definition’ kérést a kliens küldi a szervernek, amely válaszul megadja 
a keresett szimbólum definíciójának szöveges dokumentumbéli pontos helyét. 
 
Segítségével a fejlesztő akár egy kattintással a keresett szimbólum 
definíciójához - legyen szó akár egy függvényről akár egy osztályról – ugorhat. 
Azokban az esetekben lehet hasznos a használata, amikor nagyméretű 
kódbázissal kell dolgozni és a fájlok egyenkénti átvizsgálása időigényes folyamat 
lenne. 
 
namespace TextEdit { 
   function replace(range: Range, newText: string): TextEdit; 
   function insert(position: Position, newText: string): TextEdit; 




Paraméter:  TextDocumentPositionParams  
Visszatérési érték: Definition 
 
Használatához szükséges, hogy az importáljuk a Definition típust, továbbá 














Hozzá tartozó esemény: ’onDefinition()’. 
 
onDefinition(handler: RequestHandler<TextDocumentPositionParams, 
Definition | undefined | null, void>): void; 
 















connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 




 (document: TextDocumentPositionParams): Definition => { 
  return Location.create(document.textDocument.uri, { 
   start: { line: 1, character: 5 }, 
   end: { line: 1, character: 6 } 
  }); 
} ); 
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7.3.2 Goto Type Definition kérés 
 
A ’Goto Type Definition’ kérést a kliens küldi a szervernek, amely válaszul 
megadja a keresett szimbólum típus definíciójának szöveges dokumentumbéli 
pontos helyét. 
 
Egyes nyelvek támogatják a típus definícióhoz való ugrást egy szimbólum 
esetében. Hasonló esetekben lehet hasznos, mint a ’Goto Definition’. 




Visszatérési érték: Definition 
 
Használatához szintén a Definition típust importálása szükséges, ezen felül 













Hozzá tartozó esemény: ’onTypeDefinition()’. 
 
onTypeDefinition(handler: 
RequestHandler<TextDocumentPositionParams, Definition | 




connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
















7.3.3 Goto Implementation kérés 
 
A ’Goto Implementation’ kérést a kliens felől érkezik a szerverhez, amely 
eredményül megadja a keresett szimbólum implementációjának szöveges 
dokumentumbéli pontos helyét. 
 
Hasonló esetekben lehet hasznos, mint a ’Goto definition’ vagy a ’Goto 





Visszatérési érték: Definition 
 
Használatához a Definition típust importálása szükséges, ezenkívül 












 (document: TextDocumentPositionParams): Definition => { 
  return Location.create(document.textDocument.uri, { 
   start: { line: 1, character: 0 }, 
   end: { line: 1, character: 1 } 
  }); 
} ); 
connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 




Hozzá tartozó esemény: ’onImplementation()’. 
 
onImplementation(handler: 
RequestHandler<TextDocumentPositionParams, Definition | 
undefined | null, void>): void; 
 












7.3.4 Signature Help kérés 
 
A ’Signature Help’ kérést a kliens küldi a szervernek, hogy információt kérjen 
a függvény szignatúrájáról.  
 
Azokban az esetekben válhat hasznossá, ha a fejlesztő nem biztos abban, hogy 
a megfelelő szignatúrát használja. A kérés segítségével az LSP szerver 




Visszatérési érték: SignatureHelp, null – abban az esetben, ha nem találtuk 
meg a megfelelő szignatúrát. 
 
Használatához szükséges, hogy az importáljuk a SignatureHelp interfészt, 
ezen felül engedélyeznünk kell a használatát a szerver számára. A 
’signatureHelpProvider’ nem egy logikai értéket vár. Meg kell adni egy vagy 
több kiváltó karaktert, melyek segítségével kérést küldhető az 
connection.onImplementation( 
 (document: TextDocumentPositionParams): Definition => { 
  return Location.create(document.textDocument.uri, { 
   start: { line: 0, character: 0 }, 
   end: { line: 0, character: 1 } 
  }); 
} ); 
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’onSignatureHelp()’ esemény kiváltására. Ez a ’triggerCharacters’ 
segítségével adható meg, ami karakterek tömbjét reprezentálja. Több ilyen 

















7.3.4.1 SignatureHelp interfész 
 
Három paraméterrel rendelkező interfész, melyek közül az első (signatures) a 
szignatúrához tartozó információ megadására szolgál. Második az aktív 
szignatúrát jelöli (activeSignature). Abban az esetben, ha ezt elhagyjuk, vagy 
az érték a szignatúra tartományon kívülre esik az aktív szignatúra értéke 
alapértelmezetten nulla lesz. Egy másik eset, amikor is a ’signature.length 
=== 0’, ekkor figyelmen kívül hagyja a szignatúrát. Amikor csak lehetséges a 
fejlesztőnek dönteni kell az aktív szignatúráról és nem szabad az alapértelmezett 
értékre támaszkodni. Jelenleg ez a paraméter opcionális, de a protokoll jövőbeli 
verzióiban kötelezővé vállhat. Harmadik paramétere az aktív szignatúra aktív 
paramétere (activeParameter). Ha elhagyjuk vagy a szignatúra tartományon 
kívülre esik, akkor alapértelmezetten nulla értéket fog kapni. Ha az aktív 
szignatúrának nincs paramétere, figyelmen kívül hagyja. Bár jelenleg opcionális, 




connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   signatureHelpProvider: { 











7.3.4.2 SignatureInformation interfész 
 
Segítségével megadható a szignatúrához tartozó információ. Első paramétere 
(label) a szignatúra címkéje. Ez fog megjelenni a felhasználói felületen. 
Második paramétere (documentation) a felhasználó számára olvasható 
dokumentáció. Megadhatjuk egyszerű, illetve formázott szövegként is. 
Megadása nem kötelező. Harmadik paraméterként (parameters) pedig a 




7.3.4.3 ParameterInformation interfész 
 
Információval láthatjuk el a ’SignatureInformation’ -ben lévő paramétereket. 
Első sorban a paraméterek címkéjét tudjuk megadni (label) szöveg 
formájában.  Második paramétere (documentation) a felhasználó számára 









Hozzá tartozó esemény: ’onSignatureHelp()’. 
 
onSignatureHelp(handler: 
RequestHandler<TextDocumentPositionParams, SignatureHelp | 
undefined | null, void>): void; 
interface Signaturehelp { 
   signatures: SignatureInformation[]; 
   activeSignature?: number | null; 
   activeParameter?: number | null; 
} 
interface SignatureInformation { 
   label: string; 
   documentation?: string | MarkupContent; 
   parameters?: ParameterInformation[]; 
} 
interface ParameterInformation { 
   label: string; 
   documentation?: string | MarkupContent; 
} 
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7.3.5 Hover kérés 
 
A ’Hover’ kérést a kliens küldi a szervernek, amely válaszként elküldi a 
szükséges információkat annak megfelelően, hogy mely szövegrész fölé húzzuk 
a kurzort. 
 
Segítségével a fejlesztőnek lehetősége van a kurzor szöveg fölé való 
mozgatásával hasznos információkat megjeleníttetni a szöveges dokumentum 
bizonyos pontjain, például a figyelmeztetések megjelenítésekor, ha a kurzort  a 





   (document: TextDocumentPositionParams): SignatureHelp => { 
      return { 
         signatures: [ 
            { 
               label: ’Signature label’, 
               documentation: { 
                  kind: MarkupKind.Markdown, 
                  value: ’MarkupKind Value’ 
               }, 
               parameters: [ 
                  { 
                     label: ’Type’, 
                     documentation: { 
                        kind: MarkupKind.Markdown, 
                        value: ’Parameters value’ 
                     } 
} ] } ] } } ); 
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Metódus: ’textDocument/hover’ 
Paraméter:  TextDocumentPositionParams  
Visszatérési érték: Hover, null – abban az esetben, ha nem szeretnénk 
megjeleníteni semmit. 
 
Használatához szükséges, hogy az importáljuk a Hover interfészt és 












7.3.5.1 Hover interfész 
 
Megadhatunk tartalmat (content), amely a felhasználói felületen fog 
megjelenni, továbbá a hatókört(range), ahol szeretnénk, hogy megjelenjen a 







7.3.5.2 MarkedString típus 
 
A felhasználó számára olvasható értelmes szöveg. Használható egyszerű 
szöveges jelölés, vagy egy egész kód blokk is megjeleníthető a segítségével.  
Ekkor meg kell adnunk a programozási nyelvet első paraméterként (language), 
connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   hoverProvider: true 
} 
}; }); 
interface Hover { 
   contents: MarkedString | MarkedString[] | MarkupContent; 
   range?: Range; 
} 
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illetve második paraméterként magát a kód részletet, amit szeretnénk 
megjeleníteni a felhasználónak.  







Hozzá tartozó esemény: ’onHover()’. 
 
onHover(handler: RequestHandler<TextDocumentPositionParams, 
Hover | undefined | null, void>): void; 
 
A következő kódrészletben egy példán keresztül mutatom be az ’onHover()’ 
használatát mind a ’MarkedString’, mind a ’MarkupContent’ megjelenítés 
segítségével. Egy elágazásban vizsgálom, hogy, ha a felhasználó az első sor 
fölé húzza a kurzort, akkor ’MarkedString’-es megjelenítés legyen látható, ami 
egy kódrészletet fog megjeleníteni, illetve, ha a második sor fölé húzza a kurzort, 
akkor pedig használja a ’MarkupContent’ -es megjelenítést, ahol egy formázott 














export declare type MarkedString = string | { 
   language: string; 
   value: string; 
} 
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7.3.6 Completion kérés 
 
A ’Completion’ kérést a kliens küldi a kiszolgáló szervernek, hogy megjelenítse 
a kiegészíthető elemeket egy adott kurzor pozícióban. A kiegészíthető elemek az 
IntelliSense felhasználói felületen találhatók. Ha a kiegészíthető elemek teljes 
listájának kiszámítása nagyon időigényes folyamat a kiszolgáló szerver egy 
kezelőt is biztosít annak érdekében, hogy a kiegészíthető elemekre irányuló 
kérést végre tudja hajtani (comletionItem/resolve). Ez a kérés akkor lesz 
elküldve, amikor a felhasználó kiválaszt egy ilyen kiegészíthető elemet.  
 
connection.onHover( 
   (document: TextDocumentPositionParams): Hover => { 
      // MarkedString 
      if (document.position.line == 0) { 
         return { 
            contents: { 
               language: ’C++’, 
               value: ’#include <iostream>\nint main()  
                       { return 0; }’ 
            } 
         } 
      } else if (document.position.line == 1) { 
         return { 
            contents: { 
          // MarkupContent 
               kind: MarkupKind.Mardkdown, 
               value: document.textDocument.uri + 
               ’, **’ + document.position.line + ’** ’ + 
               ’*’ + document.posiotion.character + ’*’ 
            } 
         } 
} } ); 
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Példa: a ’textDocument/completion’ kérés nem tölti ki az eredményül kapott 
kiegészíthető elemek dokumentációját, mivel ezeknek a kiszámítása sok 
költséggel járna. Ebben az esetben egy ’completionItem/resolve’ kérés lesz 
elküldve, amely paraméterül megkapja a kiválasztott kiegészíthető elemet. A 
visszaküldött információnak már tartalmaznia kell a dokumentációs részt. 
Használatához a ’CompletionItem’ interfész importálása szükséges. 
 
Azokban az esetekben lehet hasznos a felhasználó számára, ha nem tudja 
pontosan, hogy melyik interfészt, vagy metódust kell használni. Ebben az 
esetben a ’Completion’ által nyújtott dokumentációs részben elolvashatja, 
hogy számára melyik lenne a legmegfelelőbb, továbbá láthatja, hogy milyen 
bemeneti paramétereket vár azt adott függvény és azt is, hogy van-e visszatérési 




Visszatérési érték: CompletionItem[], CompletionList, null – abban az 
esetben, ha semmit sem szeretnénk megjeleníteni. 
 
Ezek után engedélyeznünk kell a ’Completion’ használatát. A 
’SignatureHelp’ -hez hasonlóan itt is meg kell adnunk azon karaktereket, 
melyek lenyomásával szeretnénk kérést küldeni az ’onCompletion()’ 














connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   completionProvider: { 





7.3.6.1 CompletionParams interfész  
 








7.3.6.2 CompletionContext interfész 
 
Két paramétere van, az első  (triggerKind) azt adja meg, hogy a kiegészítés 
milyen módon lett kiváltva, második paramétere (triggerCharacter) pedig 
megadja, hogy, ha a kódkiegészítést kiváltó karakter leütésével hívták elő, akkor 








7.3.6.3 CompletionTriggerKind enum  
 
A kiegészítés kiváltásának típusát határozza meg.  Három típust különböztet 
meg:  
1. A kiegészítés kiváltása valamilyen azonosító beírása következtében 
történt. 
2. A kiegészítés kiváltása a kiváltó karakter(ek) lenyomásával történt. Ez 
lehet egyetlen karakter vagy akár karakterek tömbje is, ahol egymástól 
vesszővel elválasztva adjuk meg a kiváltó karaktereket. 
3. A kiegészítés újra-kiváltódott, mert a jelenlegi kiegészítési lista nem volt 
teljes. 
 
export interface CompletionParams  
  extends TextDocumentPositionParams {  
    context?: CompletionContext; 
} 
export interface CompletionContext { 
   triggerKind: CompletionTriggerKind; 










7.3.6.4 CompletionList interfész 
 
Kiegészíthető elemek egy gyűjteményét reprezentálja, amit szeretnénk 
megjeleníteni a felhasználó számára. Két paramétere van, az első 
(isInclomplete) azt hivatott közölni, hogy teljes-e a lista, ha tovább írjuk a 
kiegészítendő kifejezést abban az esetben ezt a listát újra kell generálni. Második 







ComletionItem interface paraméterei: 
1. label – a kiegészíthető elem címkéje. Alapértelmezés szerint az a 
szöveg, amely beillesztésre kerül a kiegészíthető elem kiválasztásakor. 
2. kind – a listában lévő kiegészíthető elemek neve előtt szereplő ikon 
meghatározásáért felel. 
3. detail – a felhasználó számára olvasható szöveg az aktuális elemről, 
mint például a típus vagy szimbólum információ. 
4. documentation – felhasználó számára olvasható szöveg, amely a 
dokumentációt tartalmazza. 
5. deprecated – jelzi, hogy az adott elem már elavult-e. 
6. sortText – az a szöveg, ami a kiegészíthető elemekkel lesz össze 
hasonlítva. Abban az esetben, ha hamis, akkor a ’label’ kerül 
használatba. 
7. filterText – az a szöveg, ami akkor kerül használatba, ha a 
kiegészíthető elemek közt szűrni szeretnénk. Amennyiben hamis, akkor a 
’label’ kerül használatba. 
export enum CompletionTriggerKind { 
   Invoke = 0; 
   TriggerCharacter = 1; 
   TriggerForIncompleteCompletions = 2; 
} 
interface CompletionList { 
   isIncomplete: boolean; 
   items: CompletionItem[]; 
} 
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8. insertText – az a szöveg, ami  behelyettesítésre kerül, ha az adott 
kiegészíthető elemet választjuk. ELAVULT! Helyette a ’textEdit’ 
használható. 
9. insertTextFormat – a beszúrandó szöveg formátumát határozza meg. 
A formátum megadására használható mind az ’insertText’, mind a 
’newText’ tulajdonság. 
10. textEdit – szerkesztési forma, amely a kiegészíthető elem 
kiválasztásakor kerül alkalmazásra. Ha a szerkesztési forma meg van 
adva, abban az esetben az ’insertText’ értéket figyelmen kívül hagyja. 
A meghatározott intervallum kezdetének és végének egy soron belül kell 
lennie. 
11. additionalTextEdits – egy tömb további szövegszerkesztési formákra, 
ami a kiegészíthető elem kiválasztásakor kerül alkalmazásra. A 
szerkesztések nem fedhetik át a fő szerkesztést, sem egymást. 
12. commitCharacters – opcionális karakterkészlet, amelyet akkor 
választhatunk ki, amikor az adott kiegészíthető karakterkészlet aktív. 
Elfogadás után elkezdhetjük beírni a karaktert. Legalább egy hosszúnak 
kell lennie. A felesleges karakterek ignorálva lesznek. 
13. command – opcionális parancs, amely akkor kerül végrehajtásra, miután 
kiválasztottak egy kiegészíthető elemet. A parancsot a kliensben 
regisztrálni kell (lásd 7.2.5 fejezet). 
14. data – adat, amelyet a kiegészíthető elemen belül adunk meg. Ennek 
segítségével tudjuk összekötni kiegészíthető elemet és a kiegészíthető 



































7.3.6.5 InsertTextFormat névtér 
 
Meghatározza, hogy a beszúrandó szöveget egyszerű szövegként, vagy kód 
részletként kell-e értelmezni. Két paramétere van, az első azt (PlainText) 
határozza meg, hogy a beillesztendő részt egyszerű szövegként kezelje. A 
második (Snippet) azt mondja ki, hogy a beillesztendő szöveget kód részletként 
kezelje. A kódrészlet a ’$1’, ’$2’ és a ’$3:foo’ segítségével tudja 
meghatározni a tabulátorokat és a placeholder-eket. A ’$0’ az utolsó tabulátort 
hivatott jelölni, alapértelmezés szerint a kódrészlet végén helyezkedik el. Az 
azonos azonosítókkal rendelkező palceholder-ek össze vannak kapcsolva így, 







interface CompletionItem { 
   label: string; 
   kind?: CompletionItemKind; 
   detail?: string; 
   documentation?: string | MarkupContent; 
   deprecated: boolean; 
   sortText?: string; 
   filterText?: string; 
   insertText?: string; 
   insertTextFormat?: InsertTextFormat; 
   textEdit?: TextEdit; 
   additionalTextEdits?: TextEdit[]; 
   commitCharacters?: string[]; 
   command?: Command; 
   data?: any 
} 
export declare namespace InsertTextFormat { 
  const PlainText: 1; 
  const Snippet: 2; 
} 
export declare type InsertTextFormat = 1 | 2; 
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7.3.6.6 CompletionItemKind névtér 
 
A kiegészíthető elem típusának meghatározására szolgál. Használatához 









































export declare namespace CompletionItemKind { 
   const Text: 1; 
   const Method: 2; 
   const Function:3; 
   const Constructor: 4; 
   const Field: 5; 
   const Variable: 6; 
   const Class: 7; 
   const Interface: 8; 
   const Module: 9; 
   const Property: 10; 
   const Unit: 11; 
   const Value: 12; 
   const Enum: 13; 
   const Keyword: 14; 
   const Snippet: 15; 
   const Color: 16; 
   const File: 17; 
   const Reference: 18; 
   const Folder: 19; 
   const EnumMember: 20; 
   const Constant: 21; 
   const Struct: 22; 
   const Event: 23; 
   const Operator: 24; 
   const TypeParameter: 25; 
} 
export declare type ComeltionItemKind = 1 | 2 | 3 | 4 | 5 | 6 | 7 | 
8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 
22 | 23 | 24 | 25; 
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Hozzá tartozó esemény: ’onComletion()’. 
 
onCompletion(handler: RequestHandler<CompletionParams, 
CompletionItem[] | CompletionList undefined | null, void>): void; 
 








































   (document: CompletionParams): CompletionList => { 
      return { 
        isIncomplete: false, 
        items: [ { 
              label: ‘TypeScript’, 
              kind: 1, 
              detail: ‘Some Detail’, 
              documentation: { 
                 kind: MarkupKind.Markdown, 
                 value: ‘Documentation value’ 
              }, 
              deprecated: false, 
              sortText: ‘Type’, 
              filterText: ‘TScript’, 
              insertText: ‘New type script’, 
              insertTextFormat: 1, 
              textEdit: { 
                 range: { 
                    start: { line: 0, character: 0 }, 
                    end: { line 0, character: 5 } 
                 }, 
                 newText: ‘NewTextHere’ 
              }, 
              additionalTextEdits: [ { 
                  range: { 
                     start: { line: 0, character: 0 }, 
                     end: { line 0, character: 5 } 
                  }, 
                  newText: ‘SameNewTextHere’ 
              } ], 
              commitCharacters: [‘c’], 
              command: { 
                 title: ‘MyCommand’, 
                 command: ‘extension.MyCommand’, 
                 arguments: [‘’] 
              }, 
              data: 1 
} ] } }); 
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command.registerCommand(’extension.MyCommand’, () => { 
 window.showInformationMessage(’MyCommand Activated’); 
}); 
connection.onCompletion( 
   (document: CompletionParams): CompletionItem[] => { 
      if (document.position.line < 3) { 
    return [ { 
               label: ‘TypeScript’, 
               kind: CompletionItemKind.Struct, 
               data: 1 
            }, 
            { 
               label: ‘JavaScript’, 
               kind: CompletionItemKind.Text, 
               data: 2 
            }, 
            { 
               label: ‘MyScript’, 
               kind: CompletionItemKind.Field, 
               data: 3 
         } ]; 
      } else if (document.position.line < 6) { 
         return [ { 
               label: ‘JavaScript’, 
               kind: CompletionItemKind.Constant, 
               data: 2 
            }, 
            { 
               label: ‘MyScript’, 
               kind: CompletionItemKind.Variable, 
               data: 3 
         } ]; 
      } else if (document.position.line < 9) { 
         return [ { 
               label: ‘MyScript’, 
               kind: CompletionItemKind.Operator, 
               data: 3 
} ] } } ); 
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A fenti példában azt láthatjuk, hogy attól függően, hogy hányadik sorban vagyunk 
más-más lehetőségeket kínál fel a program, tehát a felkínált elemek listája 
függhet a pozíciótól. 
 
7.3.7 Completion Item Resolve kérés 
 
Ezt a kérést a kliens küldi a szervernek, hogy további információt rendeljen a 
kiegészíthető elemekhez. Az ’onCompletion()’-ben az elemeknek megadott 
’data’ attribútum segítségével tudunk majd hivatkozni, hogy melyik elemhez, 
milyen információt szeretnénk megadni. 
 
A fejlesztő számára azokban az esetekben lehet hasznos, amikor még valami 
plusz információt szeretne közölni a felhasználó felé az adott kiegészíthető 





Visszatérési érték: CompletionItem 
 
Jeleznünk kell a szervernek, hogy engedélyezze a ’Completion Item 
Resolve’ használatát. Használata csak akkor érdemes, ha az 














connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   completionProvider: { 
                      resolveProvide: true, 
                      triggerCharacters: [’#’] 
} } }; }); 
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Hozzá tartozó esemény: ’onComletionResolve()’. 
 
onCompletionResolve(handler: RequestHandler<CompletionItem, 
CompletionItem | void>): void; 
 























7.3.8 Find References kérés 
 
A ’Find Reference’ kérést a kliens küldi a kiszolgáló szervernek, hogy egy 
adott szimbólumnak a projekten belül megkeresse az összes referenciáját. 
 
Azokban az esetekben lehet hasznos a fejlesztő számára, ha szeretné 
megtekinteni, hogy egy adott szimbólumra mennyi hivatkozás van a projekten 
belül. Így elkerülhetők olyan esetek, mint például egy szimbólum törlése, amely 





 (item: CompletionItem): CompletionItem => { 
  if (item.data === 1) { 
 item.detail = ’TypeScript details’, 
 item.documentation = ’TypeScript documentation’; 
} else if (item.data === 2) { 
 item.detail = ’JavaScript details’, 
 item.documentation = ’JavaScript documentation’; 
} else if (item.data === 3) { 
 item.detail = ’MyScript details’, 







Paraméter:  ReferenceParams  
Visszatérési érték: Location[], null – abban az esetben, ha nem találtuk meg 
a referenciát. 
 
Használatához szükséges, hogy az importáljuk a ReferenceParams interfészt, 





















7.3.8.2 ReferenceContext interfész 
 
Egy logikai értéket tartalmaz, amiben tároljuk, hogy amikor a szerver összegyűjti 
és visszaadja a referenciákat, akkor abba a szimbólum deklarációját is 








connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   referencesProvider: true 
} 
}; }); 
interface ReferenceParams extends TextDocumentPositionParams { 
   context: ReferenceContext; 
} 
interface ReferenceContext { 
   includeDeclaration: boolean; 
} 
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Hozzá tartozó esemény: ’onReferences()’. 
 
onReferences(handler: RequestHandler<ReferenceParams, Location[] 
| undefined | null, void>): void; 
 
















7.3.9 Document Symbol kérés 
 
A ’Document Symbol’ kérést a kliens a szervernek küldi, hogy az eredményül 
vissza adjon egy listát a keresett szimbólumról az adott projekten belül. Sem a 
szimbólum helyét, sem a szimbólum konténerének nevét nem használja fel a 
megjelenítéskor. 
 
Fejlesztő számára azokban az esetekben lehet jelentős a használata, amikor egy 
nagy projekten belül szeretne megkeresni egy adott szimbólumot, ekkor nem kell 
végig olvasni a fájlokat, hanem a szimbólum kereső segítségével máris láthatja, 
a keresett szimbólum mely fájlokban fordul elő és azt is, hogy hol. 
 
Metódus: ’textDocument/documentSymbol’ 
Paraméter:  DocumentSymbolParams  
Visszatérési érték: SymbolInformation[], null – abban az esetben, ha nem 
találtuk meg a szimbólumot. 
connection.onReferences( 
 (document: ReferenceParams): Location[] => { 
  return [ 
 { 
 uri: document.textDocument.uri, 
 range: { 
  start: { line: 0, character: 0 }, 
  end: { line: 0, character: 5 } 
} 
} ] }); 
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Használatához szükséges, hogy az importáljuk a DocumentSymbolParams, 
SymbolInformation interfészeket, továbbá a SymbolKind típust, ezenkívül 














7.3.9.1 DocumentSymbolParams interfész 
 























connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentSymbolProvider: true 
} 
}; }); 
interface DocumentSymbolParams { 
   textDocument: TextDocumentIdentifier; 
} 
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7.3.9.2 SymbolInformation interfész  
 
Információt reprezentál  a programozási szerkezetekről, mint például az 
osztályok, változók vagy interfészek. Paraméterei: 
1. name – szimbólum neve. 
2. kind – szimbólum típusa. 
3. deprecated – azt jelzi, hogy az adott szimbólum már elavult-e. 
4. location – a szimbólum dokumentumbéli elhelyezkedése. 
5. containerName – a tároló neve, ami tartalmazza a szimbólumot. Ez az 
információ a megjelenítés szempontjából fontos, ha szükséges fontossági 





























interface SymbolInformation { 
   name: string; 
   kind: SymbolKind; 
   deprecated?: boolean; 
   location: Location; 
   containerName?: string; 
} 
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7.3.9.3 SymbolKind névtér 
 











































export declare namespace CompletionItemKind { 
   const File: 1; 
   const Module: 2; 
   const Namespace: 3; 
   const Package: 4; 
   const Class: 5; 
   const Method: 6; 
   const Property: 7; 
   const Field: 8; 
   const Constructor: 9; 
   const Enum: 10; 
   const Interface: 11; 
   const Function: 12; 
   const Variable: 13; 
   const Constant: 14; 
   const String: 15; 
   const Number: 16; 
   const Boolean: 17; 
   const Array: 18; 
   const Object: 19; 
   const Key: 20; 
   const Null: 21; 
   const EnumMember: 22; 
   const Struct: 23; 
   const Event: 24; 
   const Operator: 25; 
   const TypeParameter: 26; 
} 
export declare type SymbolKind = 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 
10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 
| 24 | 25 | 26; 
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Hozzá tartozó esemény:’onDocumentSymbol()’. 
 
onDocumentSymbol(handler: RequestHandler<DocumentSymbolParams, 
SymbolInformation[] | undefined | null, void>): void; 
 






















7.3.10 Document Highlights kérés 
 
A ’Document Highlights’ kérését a kliens elküldi a szervernek egy adott 
dokumentum dokumentumbéli pozíciójának kiemelésére. Általában a 
vizualizáció segítésére a megadott tartomány háttérszínét szokták 
megváltoztatni. 
 
Hasznos lehet a felhasználó számára, ha egy adott szimbólumnak az összes 




   (document: DocumentSymbolParams): SymbolInformation[] => { 
      return [ { 
            name: ’SymbolName’, 
            kind: 13, 
            deprecated: false, 
            location: { 
               uri: document.textDocument.uri, 
               range: { 
                  start: { line: 0, character: 0 }, 
                  end: { line: 0, character: 5 } 
               }  
            }, 
            containerName: ’MyContainer’ 
} ] }); 
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Metódus: ’textDocument/documentHighlight’ 
Paraméter:  TextDocumentPositionParams  
Visszatérési érték: DocumentHighlight[], null – abban az esetben, ha nem 
tudunk kiemelni semmit. 
 
Használatához szükséges, hogy az importáljuk a DocumentHighlight 














7.3.10.1 DocumentHighlight interfész 
 
Meghatároz egy kiemelést a dokumentumon belül, ami kivételes figyelmet 
érdemel. Két paramétere van. Az első (range) meghatározza a tartományt, 















connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentHighlightProvider: true 
} 
}; }); 
interface DocumentHighlight { 
   range: Range; 
   kind?: DocumentHighlightKind; 
} 
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7.3.10.2 DocumentHighlightKind névtér  
 
Megadja a kiemelés stílusát. Három különböző lehetőséget biztosít: 
1. Szöveges előfordulás. 
2. Szimbólum olvasási hozzáférés, mint egy változó olvasása. 












RequestHandler<TextDocumentPositionParams, DocumentHighlight[] | 
undefined | null, void>): void; 
 














7.3.11 Code Action kérés 
 
A ’Code Action’ kérést a kliens küldi a szervernek, hogy az végrehajtsa a 
parancsokat egy adott dokumentumhoz és tartományhoz. Ezek a parancsok 
általában valamilyen kódjavítást reprezentálnak, például problémák javításához 
export declare namecpace DocumentHighlightKind { 
   const Text: 1; 
   const Read: 2; 
   const Write: 3; 
} 
export declare type DocumentHighlightKind = 1 | 2 | 3; 
connection.onDocumentHighlight( 
   (document: TextDocumentPositionParams): DocumentHighlight[] => { 
      return [ {    
            range: { 
               start: { line: 0, character: 0 }, 
               end: { line: 0, character: 5 } 
            },  
            kind: 3 
} ] }); 
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vagy kód szépítéshez. A kérés eredménye egy ’Command’-okat tartalmazó tömb. 
Ezeknek a végrehajtásáról a kiszolgáló szerver gondoskodik és nem a kliens. 
Amikor egy parancs kiválasztásra kerül, akkor a szerver fogja végrehajtani a 
kérést. Közvetlenül visszaadja a munkaterületnek szerkesztést a kérésből. A 
szerverszolgáltatóknak tisztában kell lenniük azzal, hogy ha a ’Code Action’ 
kérésnek költséges a kiszámítása vagy a változás nagy méretű még akkor is 
hasznos lehet, ha az eredmény csak egy egyszerű parancs és a tényleges 
szerkesztés csak akkor kerül kiszámításra, amikor szükség van rá. Lehetőség 
van a műveletek csoportosítására. A kliens figyelmen kívül hagyhatja ezt az 
információt. Ugyanakkor lehetővé teszi számukra, hogy jobban tudják 
csoportosítani ezeket a kéréseket a megfelelő menüpontokhoz. 
 
Azokban az esetekben lehetnek hasznosak a kliens számára, ha valami olyan 
műveletet szeretne gyorsan végrehajtani, aminek az elérése nem kézenfekvő, 




Visszatérési érték: Command[], null – abban az esetben, ha nem létezik a 
keresett tevékenység. 
 
Használatához szükséges, hogy az importáljuk a CodeActionParams interfészt, 













connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 




7.3.11.1 CodeActionParams interfész 
 
Három paraméterrel rendelkezik, melyek közül az első (textDocument) a 
dokumentum azonosítója, amelyben a parancsra hivatkoztak, második 
paramétere (range) a hatóköre annak, ahol a parancsra hivatkoztak, a harmadik 









7.3.11.2 CodeActionContext névtér 
 
Két függvénye van. Az első egy új ’CodeActionContext’ literált hoz létre. A 





















interface CodeActionParams { 
   textDocument: TextDocumentIdentifier, 
   range: Range; 
   context: CodeActionContext; 
} 
export declare namespace CodeActionContext { 
   function create(diagnostics: Diagnostic[]): CodeActionContext; 
   function is(value: any): value is CodeActionContext; 
} 
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7.3.11.3 Diagnostic névtér 
 
Szintén két függvénnyel rendelkező névtér, mint a ’CodeActionContext’. Az 
első függvény egy új ’Diagnostic’ literált, hoz létre a második pedig, ellenőrzi, 














7.3.11.4 DiagnosticSeverity névtér 
 
Segítségével megadhatjuk a diagnosztika mértékét. Ez lehet hiba, 


















export declare namespace Diagnostic { 
   function create(range: Range,  
                   message: string,  
                   severity?: DiagnosticSeverity,  
                   code?: number | string,  
                   source?: string, 
                   relatedInformation?: DiagnosticInformation[] 
                   ): Diagnostic; 
   function is(value: any): value is Diagnostic; 
} 
export declare namespace DiagnosticSeverity { 
   const Error: 1; 
   const Warning: 2; 
   const Information: 3; 
   const Hint: 4; 
} 
export declare type DiagnosticSeverity = 1 | 2 | 3 | 4; 
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7.3.11.5 DiagnosticRelatedInformation névtér 
 
A ’Diagnostic’ és a ’CodeActionContext’ névterekhez hasonlóan két 
függvénnyel rendelkezik. Az első egy új ’DiagnosticRelatedInformation’ 
literált állít elő, második függvényének segítségével pedig ellenőrizni lehet, hogy 








Hozzá tartozó esemény: ’onCodeAction()’. 
 
onCodeAction(handler: RequestHandler<CodeActionParams, Command[] 




















export declare namespace DiagnosticRelatedInformation { 
   function create(location: Location,  
                   message: string): DiagnosticRelatedInformation; 
   function is(value: any): value is DiagnosticRelatedInformation; 
} 
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connection.onCodeAction( (document: CodeActionParams): Command[] => 
{ return [ { 
         title: ’MyCommandInCodeActionTitle’, 
         command: ’extension.MyCommandCodeAction’, 
         arguments: [ 
            textDocument: document.textDocument.uri, 
            range: { 
               start: { line: 2, character: 20 }, 
               end: { line: 2, character: 22 } 
            }, 
            context: [ { 
               diagnostics: [ { 
                  range: { 
                     start: { line: 2, character: 20 }, 
                     end: { line: 2, character: 22 } 
                  }, 
                  message: ’Hellow from diagnostics’, 
                  severity: 2, 
                  code: ’Code’, 
                  source: document.textDocument.uri, 
                  relatedInformation: { 
                     location: { 
                        uri: document.textDocument.uri, 
                        range: { 
                           start: { line: 2, character: 20 }, 
                           end: { line: 2, character: 22 } 
                        } 
                     }, 
                     message: ’Message from RelatedInformation’ 
} } ] } ] } ] } ] }); 
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7.3.12 Code Lens kérés 
 
A ’Code Lens’ kérés a kliens oldalról indul a szerver felé, méghozzá azért, hogy 
meghatározza a kódobjektíveket egy adott dokumentumhoz. A Visual Studio 
2013 óta támogatja a kódobjektívek használatát. 
 
Hasznosak lehetnek azokban az esetekben, amikor valamilyen változás volt a 
fájlban, megmondja, hogy mikor történt a változtatás és, hogy ennek mi a hatása 
például, ha egy függvényen belül módosítunk valamit az milyen kihatással lesz 
más függvényekre, ezen felül azt is megjelenítheti, hogy ez a kódnak legfrissebb 





Visszatérési érték: CodeLens[], null 
 
Használatához szükséges, hogy az importáljuk a CodeLensParams és a 

















connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   codeLensProvider: { 
    resolveProvider: true; 




7.3.12.1 CodeLens interfész 
 
A kódobjektív egy parancsot reprezentál, melyet a forrás szöveggel együtt kell 
megjeleníteni, mint például a referenciák száma vagy, hogy hogyan kell egy 
tesztet futtatni. A kódobjektív nem definiált, ha nem kapcsolódik hozzá parancs. 
Teljesítménybéli okokból a létrehozását és a megoldását két szakaszban kell 
elvégezni. Három paraméterrel rendelkezik. Ezek közül az első az (range), 
amely azt a szakaszt határozza meg, ahol a kódobjektív érvényes. Második 
paramétere  (command) egy parancsot köt a kódobjektívhez és végül a harmadik 
paraméter (data), mely segítségével össze lehet kötni a ’Code Lens’ kérést a 
’Code Lens Resolve’ kéréssel, hasonló módon, mint a ’Completion’ és a 









Hozzá tartozó esemény: ’onCodeLens()’. 
 
onCodeLens(handler: RequestHandler<CodeLensParams, CodeLens[] | 

















interface CodeLens { 
 range: Range, 
 command?: Command; 
 data?: any; 
} 
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Itt már argumentumot is adtunk a parancsunknak, ezt a definíció megadásánál is 









7.3.13 Document Link kérés 
 
A ’Document Link’ kérést  a kliens küldi a szervernek, amely válaszul 
megjeleníti a dokumentumban lévő linkeket. Ez a dokumentum betöltésekor 
történik meg. Aláhúzás jelöli a link helyét.  
 
Segítségével különböző hivatkozásokat helyezhetünk el a forrásfájlon belül, 
melyekre rá kattintva az adott hivatkozáshoz léphetünk.  
connection.onCodeLens( 
   (document: CodeLensParams): CodeLens[] => { 
      return [  
         {    
            range: { 
               start: { line: 2, character: 15 }, 
               end: { line: 2, character: 20 } 
            },  
            command: { 
 title: ’CodeLensCommand’, 
 command: ’extension.MyCommandCodeLens’, 
 arguments: [’Activated’] 
}, 
data: 1 
} ] }); 
command.registerCommand(’extension.MyCommandCodeLens’,  
                                             (str: string) => { 





Visszatérési érték: DocumentLink[] 
 
Használatához szükséges, hogy importáljuk a DocumentLinkParams és a 
















7.3.13.1 DocumentLink interfész 
 
A dokumentum link egy hatókör a szöveges dokumentumon belül, amely 
hivatkozik egy projekten belüli vagy kívüli erőforrásra, mint például egy másik 
dokumentum vagy weboldal. Három paraméterrel rendelkezik, melyek közül az 
első (range) a hatókör megadására szolgál, második (target)a hivatkozás 
által mutatott erőforrás. Harmadik paramétere (data) segítségével pedig 










connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentLinkProvider: { 
    resolveProvider: true; 
   } 
} }; }); 
interface DocumentLink { 
   range: Range, 
   target?: DocumentUri; 
   data?: any; 
} 
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Hozzá tartozó interfész: ’onDocumentLinks()’. 
 
onDocumentLinks(handler: RequestHandler<DocumentLinkParams, 
DocumentLink[] | undefined | null, void>): void; 
 



















7.3.14 Document Color kérés 
 
A ’Document Color’ kérést  a kliens küldi a szervernek, hogy az eredményül 
visszaadjon egy listát a dokumentumban található összes színválasztó 
hivatkozással. A tartomány mellett az RGB színérték is visszatér. Dokumentum 
megnyitásakor kerül betöltésre. Kis négyzet jelzi a felhasználói felületen, olyan 
háttér színnel, amilyent megadtunk neki. 
 
A felhasználó használhatja a színválasztót a szerkesztőben lévő színes 




Visszatérési érték: ColorInformation[] 
 
connection.onDocumentLinks( 
   (document: DocumentLinksParams): DocumentLink[] => [  
         {    
            range: { 
               start: { line: 3, character: 0 }, 
               end: { line: 3, character: 4 } 
            },  
            target: ’ https://www.google.com’,  
data: 1 
         }  
] ); 
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Használatához szükséges a DocumentColorParams és a ColorInformation 


















7.3.14.1 ColorInformation interfész 
 
Szín tartományt reprezentál a dokumentumban. Két paramétere van, az első 
(range) egy dokumentumbéli tartomány ahol a szín megjelenik. Második 








Hozzá tartozó esemény: ’onDocumentColor()’. 
 
onDocumentColor(handler: RequestHandler<DocumentColorParams, 





connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentLinkProvider: { 
    colorProvider: true; 
   } 
            }  
}; }); 
interface DocumentParams { 
  range: Range; 
  color: Color; 
} 
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7.3.15 Color Presentation kérés 
 
A ’Color Presentation’ kérést a kliens a szerverhez küldi, hogy egy adott 
helyen a színértékek listáját megkapja. Ez egy színválasztóban jelenik meg és a 
felhasználó kedvére válogathat a színek közt. Ezt felhasználhatják arra, hogy a 




Visszatérési érték: ColorPresentation[] 
 
Használatához szükséges a ColorPresentation és a 
ColorPresentationParams interfészek importálása, továbbá engedélyeznünk 





   (document: DocumentColorParams): ColorInformation[] => [  
         {    
            range: { 
               start: { line: 4, character: 0 }, 
               end: { line: 4, character: 4 } 
            },  
color: { 
 red: .2, 
 green: .4, 
 blue: .4, 
 alpha: .5 
} 


















7.3.15.1 ColorPresentationParams interfész 
 
A ’Color Presentation’ kérés paramétereihez használt interfész. Három 
paraméterrel rendelkezik, melyek közül az első (textDocumnet) a szöveges 
dokumentum azonosítója, második (color) a szín megadásához szükséges 
információ és végül a harmadik paraméter (range), amely segítségével 









7.3.15.2 ColorPresentation interfész 
 
Színek prezentálására használt interfész. Három paraméterrel rendelkezik. Az 
elsőben (label) egy címkét adhatunk meg, amely a színválasztó fejlécében fog 
megjelenni a felhasználói felületen. Alapértelmezés szerint ez a szöveg kerül 
beillesztésre, ha kiválasztottuk a színt. Második paramétere (textEdit) 
segítségével megadhatjuk a hatókört, hogy hová és egy szöveget, hogy mit 
szeretnénk beilleszteni a szövegszerkesztőbe. Harmadik paramétere 
connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentLinkProvider: { 
    colorProvider: true; 
   } 
            }  
}; }); 
interface ColorPresentationParams { 
   textDocument: TextDocumentIdentifier; 
   color: Color; 
   range: Range; 
} 
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(AdditionalTextEdits) szintén egy hatókör és szöveg megadására szolgál, 
azonban ebben az esetben egyszerre többet is megadhatunk, amik majd 
beillesztésre kerülnek. Fontos, hogy a megadott hatókörök ne fedjék egymást. 








Hozzá tartozó esemény: ’onColorPresentation()’. 
 
onColorPresentation(handler: 
RequestHandler<ColorPresentationParams, ColorPresentation[] | 
undefined | null, void>): void; 
 


























interface ColorPresentation { 
   label: string; 
   textEdit: TextEdit; 
   range: TextEdit[]; 
} 
connection.onColorPresentation( 
   (document: ColorPresentationParams): ColorPresentation[] => [  
         {    
            label: ’MyColorLabel’, 
  textEdit: { 
   range: { 
    start: { line: 6, character: 6 }, 




additionTextEdits: [ { 
 range: { 
    start: { line: 7, character: 6 }, 






7.3.16 Document Formatting kérés 
 
A ’Document Formatting’ kérést a kliens küldi a szervernek a dokumentum 
formázásának megadására.  
 
Hasznos lehet azokban az esetekben, amikor a felhasználó az egész 
dokumentumnak szeretné megváltoztatni a formátumát. Ennek segítségével ezt 




Visszatérési érték: TextEdit[], null – abban az esetben, ha nem történt 
semmilyen módosítás. 
 
Használatához importáljuk a DocumentFormattingParams és a TextEdit 
























connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentLinkProvider: { 
    documentFormattingProvider: true; 
   } 
            }  
}; }); 
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7.3.16.1 DocumentFormattingParams interfész 
 
Első paramétere a dokumentum azonosítója (textDocument), hogy melyik 
dokumentumban szeretnénk a formázást végrehajtani, második paramétere 







7.3.16.2 FormattingOptions névtér 
 
Segéd függvényeket biztosít a formátum opciók megadásához és 
ellenőrzéséhez. Első függvénye segítségével megadhatjuk a tabulátor méretét, 
illetve azt, hogy ezentúl inkább a szóközöket részesítjük-e előnyben vagy sem. 
Második függvénye segítségével leellenőrizhetjük, hogy a megadott 








Hozzá tartozó esemény: ’onDocumentFormatting()’. 
 
onColorPresentation(handler: 
RequestHandler<DocumentFormattingParams, TextEdit[] | undefined 








interface DocumentFormattingParams { 
   textDocument: TextDocumentIdentifier; 
   options: FormattingOptions; 
} 
namespace FormattingOptions { 
   function create(tabSize: number,  
             insertSpaces: boolean): FormattingOptions; 
   function is(value: any): value is FormattingOptions; 
} 
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7.3.17 Rename kérés 
 
A ’Rename’ kérést a kliens küldi a szervernek, amely a munkaterületen elvégzi 
a megadott szimbólum átnevezését. 
 
Hasznos lehet a felhasználó számára, ha egyszerre több változónak vagy 
bármilyen szimbólumnak szeretné megváltoztatni a nevét a projekten belül. 
connection.onDocumentFormatting( 
  (document: DocumentFormattingParams): TextEdit[] => { 
    let replaceText: string = ’TextReplaced ’; 
    document.options.insertSpaces = true; 
    document.options.tabSize = 3; 
    return [  
      TextEdit.replace( 
   { 
          start: { line: 0, character: 0 }, 
          end: { line: 0, character: 0 + replaceText.length } 
        }, 
        replaceText 
     ), 
     TextEdit.insert( 
       { 
         line: 12, character: 0, 
       }, 
       ’NewTextInserted’ 
     ), 
     TextEdit.del( 
       { 
        start: { line: 10, character: 0 }, 
        end: { line: 10, character: 7 } 
       } 




Visszatérési érték: WorkspaceEdit, null – abban az esetben, ha nem találtuk 
meg a szimbólumot. 
 
Használatához szükséges a RenameParams és a WorkspaceEdit interfészek 












7.3.17.1 RenameParams interfész 
 
Három paraméterrel rendelkezik melyek közül az első (textDocument) a 
dokumentum azonosítóját tárolja, második paramétere (position) egy pozíciót 
határoz meg, méghozzá azt, ahol a kérést kiváltották és végül a harmadik 
paraméterben (newName) a szimbólum új nevét adhatjuk meg szöveges 
formában. Abban az estben, ha a megadott név érvénytelen, a kérés egy hiba 









connection.onInitilaize((params: InitializeParams) => { 
 let capabilities = params.capabilities; 
 // ... 
 return { 
  capabilities: { 
    textDocumentSync: documents.syncKind, 
   documentLinkProvider: { 
    renameProvider: true; 
   } 
            }  
}; }); 
interface RenameParams { 
   textDocument: TextDocumentIdentifier; 
   position: Position; 
   newName: string; 
} 
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7.3.17.2 WorkspaceEdit interfész 
 
A munkaterületen végzett forrásfájlokban lévő módosításokat reprezentálja. Két 
paramétere van. Az elsőben (changes) lehetőségünk van megadni egyszerre 
több erőforrás azonosítót, amelyekben a szerkesztéseket szeretnénk elvégezni, 
második paraméterének használata (documentChanges) abban az esetben 
ajánlott, amikor a felhasználó valamilyen verziószámmal szeretné ellátni ezeket 
a módosított dokumentumokat. Mindkét paramétere opcionális, ezért elég vagy 








7.3.17.3 TextDocumentEdit névtér 
 
Biztosít egy segédfüggvényt, mely segítségével megadhatjuk a verzió számot, 
illetve a forrásfájlon belüli módosítások típusát. (Törlés, beszúrás, szöveg 
lecserélése.) Ezen felül biztosít egy másik segéd függvényt, amely segítségével 









7.3.17.4 VersionedTextDocumentIdentifier névtér 
 
Segítségével megadhatjuk a módosított forrásfájlok jelenlegi verzióját. Ha a 
szervertől a kliensnek küldött verziószámmal ellátott dokumentum azonosító nem 
nyílik meg a szerkesztőben, akkor a szerver null-t küld, hogy tudassa, hogy a 
export interface WorkSpace { 
   changes?: { [uri: string]: TextEdit[]; }; 
   documentChanges?: TextDocumentEdit[]; 
} 
export declare namespace TextDocumentEdit { 
   function create(textDocument: VersionedTextDocumentIdentifier, 
  edits: TextEdit[]): TextDocumentEdit; 
   function is(value: any): value is TextDocumentEdit; 
} 
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verziószám nem ismert és az eredeti tartalom az, ami a számítógép 







Hozzá tartozó esemény: ’onRenameRequest()’. 
 
onColorPresentation(handler: RequestHandler<RenameParams, 


























export interface VersionedTextDocumentIdentifier extends  
TextDocumentIdentifier { 
 version: number | null; 
} 
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  (document: RenameParams): WorkspaceEdit => { 
    let documentURI: string = document.textDocument.uri; 
    return {  
      changes: { 
          [documentURI]: [ 
  TextEdit.del( 
   { 
    start { line: 10, character: 0 }, 




       }
} }); 
connection.onRenameRequest( 
  (document: RenameParams): WorkspaceEdit => { 
    return {  
      documentChanges: [ { 
  textDocument: { 
   uri: document.textDocument.uri; 




  { 
   start: { line: 10, character: 0 }, 











Most, hogy jobban megismerkedtünk az LSP-vel és az általa támogatott 
kérésekkel, nézzük meg hogyan lehet segítségével egy már a gyakorlatban is 
használt kódmegértő eszköz bizonyos funkcióit integrálni fejlesztői környezetbe. 
 
A CodeCompass egy nyílt forráskódú LLVM* [19] / Clang** [20] alapú eszköz, 
amelyet az Ericsson Ltd. és az Eötvös Loránd Tudományegyetem közösen 
fejlesztett ki, hogy segítse a nagy szoftverrendszerek könnyebb megértését. Ez 
jelenleg is egy nap, mint nap több fejlesztő által használt kódmegértést segítő 
eszköz, melyet az  Ericssonban is nagy előszeretettel használnak. Probléma vele 
kapcsolatban, hogy bár annak ellenére, hogy sok dolgot támogat, amelyek segítik 
a kódmegértést jelenleg még nincs integrálva különböző fejlesztői eszközökben. 
 
*LLVM röviden - Low Level Virtual Machine, (alacsony szintű virtuális gép) 
egy C++-ban  írt fordítóprogram infrastruktúra, amit tetszőleges programozási 
nyelvek fordítási idejű, linkelési idejű és futási idejű optimalizálására fejlesztettek 
ki. 
 
**Clang röviden - egy front-end fordító eszköz a  C, C ++, Objective-C és 
Objective-C++ programozási nyelvekhez. Ezt használják például a RenderScript 




Az CodeComapss-t úgy tervezték, hogy rendkívül skálázható legyen és 
zökkenőmentesen működjön több millió soros kód esetén is. Gyors keresési 
funkciót biztosít, akár szöveges, akár definíció vagy kibocsátott naplóüzenet 
segítségével is. Az LLVM / Clang infrastruktúrája alapján a CodeCompass pontos 
információt tartalmaz az összetett C / C++ nyelvi elemekről, mint például a 
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túlterhelés, az öröklés, a változók és típusok használata, függvénymutatók és 
virtuális függvények lehetséges használata – ezek olyan funkciók, melyeket a 
különböző már meglévő eszközök csak részben támogatnak. A CodeCompass a 
fordítási információkat is felhasználja a rendszer architektúrájának, valamint a 
verzióvezérlési információk pontosabb felfedezéséhez. Az interaktív web alapú, 
bővíthető architektúrával rendelkező CodeCompass keretrendszer nyílt platform 
lehet a további szükséges kódmegértéshez, statikus analízishez és különböző 
szoftver mérésekhez. Segítségével például egy függvény nevére kattintva annak 
a definíciójához ugorhatunk. Különböző ábrák segítségével segíti a felhasználót 
a kód jobb megértésében, mint például  a függvények közötti kommunikáció. 
Segítségével megjeleníthetünk többféle ábrát is, akár a kódnak a felépítése 
kapcsán az absztrakt szintaxis fát. A fentebb említett funkciókról bővebben az 
2.3-as fejezetben olvashatunk. A CodeCompass jelenleg C, C++ programozási 
nyelveket támogatja. Folyamatos fejlesztésnek köszönhetően újabb és újabb 
nyelvi elemek kerülnek implementálásra. Ezen felül egy korábbi verziójához 
készül egy Eclipse kiegészítés is Apache Thrift [23] segítségével. (Az Apache 
Thrift szoftver keretrendszer fejlesztése érdekében a szoftvercsomagot a 
kódgenerációs motorokkal ötvözi a zökkenőmentes szolgáltatások létrehozására 
a C ++, Java, Python, PHP, Ruby, Erlang, Perl, Haskell, C #, C #, C ++, Java és 
Python, Cocoa, JavaScript, Node.js, Smalltalk, OCaml és Delphi és más nyelvek 
között.) A 9. ábra szemlélteti részletesen a CodeCompass felépítését. 
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9. ábra- CodeCompass architektúra – Szolgáltatás interfészek távolról elérhetőek, új 
















































8.3 Kérések integrációinak állása 
 
Ahogyan az előző fejezetben olvasható a CodeCompass jelenlegi verziója a 
kérések közül többet is támogat, mint például ’Goto definition’ és a ’Find 
all References’. 
 
Az információs fa megjelenítése hasznos lehet olyan esetekben, amikor 
egyszerre szeretnénk látni, hogy egy osztály milyen metódusokkal, 
deklarációkkal, illetve adattagokkal rendelkezik. Továbbá  láthatjuk, hogy hány 
helyen van használva az adott osztály, milyen barát függvényei vannak vagy, 
hogy örököl-e egy másik ősosztályból. A megjelenített metódusok vagy 
adattagok esetén a láthatóságukat is láthatjuk. Deklarációnál vagy definíciónál 
megjelenik, hogy hányadik sor hányadik karakterétől kezdődik a definíció. A 



























10. ábra - CodeCompass InfoTree megjelnítése az XMLPScanToken típuson meghívva 
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A CodeCompass lehetőséget nyújt a felhasználó számára, hogy különböző 
diagramokat jelenítsen meg. 
 
11. ábra - CodeComapss által megjelenített öröklődési diagram. 
 
 
Lehetőségünk van ezen felül kód bájtok (13.ábra), illetve részletes osztály 




















13. ábra - CodeCompass részletes osztálydiagram megjelenítése 
 
Kontextusfüggő menük megjelenítése: 
 
 







Bár az LSP alapértelmezetten nem támogat ezen kérések közül mindent, ennek 
ellenére mégis jó választásnak tűnt a CodeCompass-al való integrálása, hiszen 
vannak olyan funkciók amelyeket nagyon egyszerűen lehetett a segítségével VS 
Code-ban megvalósítani, viszont voltak olyanok is amelyeket már kicsit 
nehezebb volt. A definícióhoz való ugrás integrálása tipikusan az első, azaz a 
könnyebben integrálható kategóriába tartozik, mivel ezt mind az LSP, mind a VS 
Code támogatja, ezzel ellentétben a kontextus függő menük vagy a különböző 
diagramok megjelenítése már nem volt annyira kézenfekvő feladat, ugyanis 
ezeket nem támogatja alapértelmezett módon az LSP, így itt a kéréseknél egy 
kicsit ”csalni” kellett és ki kellett használni, hogy az LSP-ben előre definiált 
függvényeket vagy kéréseket felül tudunk írni saját elvárásainkhoz igazítva. 
 
9 Az LSP integrálása a CodeCompass-ba 
 
 
A CodeCompass funkciói különböző szolgáltatásokra vannak osztva, mint 
például a ProjectSerive, SearchService, CppService. Ezek nyilvános API-ját a 
webszerver összetevője a ThriftProtcol szolgáltatja.  
 
15. ábra - CodeComapss szerviszek API-k szolgáltatása webszerveren keresztül 
 
Mivel az LSP kérések a CodeComapss-ban használt alacsonyabb szintű 
funkciókkal nem tudnak közvetlen kommunikálni, ezért egy csomagoló 
szolgáltatást kellett létrehozni (wrapper service), amely egyesíti az LSP meglévő 
funkcióit. Ezt a csomagot ’LspService’ néven nevezik. 
Webserver Services
RequestHandler ThriftHandler ProjectService CppService MetricsService
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16. ábra - osztálydiagram az LSP a CodeCompass szerviszek kapcsolatáról 
 
A Thrift és az LSP különböző konstrukciókat használnak a kéréseikhez, ezért egy 
új ’LspHandler’ nevű modul is bevezetésre került, hogy kezelje a 
transzformációt az LSP üzenetek, melyek a JSON formátumot használják és az  
erősen típusozott program belső reprezentációja közt. 
 
9.1 Bizonyos funkciók integrálása Visual Studio Code-ba 
 
Sajnálatos módon az LSP-nek nincs lehetősége arra, hogy egy helyi menüt 
helyezzen el a dokumentum egy tetszőleges pontján Bár a protokoll támogatja a 
parancsok végrehajtását bizonyos előre definiált kérési típusokhoz - egy parancs 
minden egyes típushoz - ezek a parancsok csak a dokumentumban már 
korábban definiált helyhez köthetőek, mint például a ’Code lens’. Az LSP-t 
támogató IDE-nek ugyan van kontextus menüje, ennek ellenére ezeket nem lehet 
szabadon kiterjeszteni új menüpontokkal.  
 
Vannak bizonyos kérések, melyek az integrálás után automatikusan megjelnnek 
a jobb klikkel előhozott menüsorban. Ezek a következő oldalon található 17. 
ábrán láthatóak, más kéréseket viszont a felhasználónak kell megkeresni a 
’shift + ctrl + P’ – vagy ’shift + cmd + P’ - gombhármasok 
lenyomásával megjelnő parancs palettában. Integrálhatunk különböző funkciókat 
anélkül, hogy megváltoztatnánk a VS Code integrációs modulját – kliens és a 

















17. ábra - menü megjelenítése VS Code-ban az implementált kéréseknek megfelelően 
 
Vannak bizonyos függévnyek, mint például a ’Goto Definition’ vagy a ’Find 
all References’, melyeknek integrálását minden különösebb gond nélkül 
sikerült végrehajtani. Ezeknél tökéletesen működik az integráció. 
 
10    Javaslatok az LSP kiterjesztésére 
 
Mint azt már a Bevezetőben is említettem, az integrálás során derült ki, hogy 
bizonyos funkciók hiányoznak az LSP alap kérés készletéből, illetve vannak 
amelyeket csak kisebb-nagyobb trükkök segítségével lehetett megoldani 
felhasználva ehhez a különböző kérések alapműködésének felüldefiniálását.  
 
Az LSP a kliens kérésére adott válaszai alapvetően három csoportra oszthatók. 
1. pozíció vagy egy pozíció listát visszaadó válasz, mint például a ’Goto 
Definition’ esetében. 
2. valamilyen szöveges információt visszaadó válasz, melyek a 
dokumentumban bizonyos helyekre információkat helyettesítenek be vagy 
azokat megjelenítik. 
3. bizonyos előre meghatározott kéréstípusoknál be lehet állítani egy 
parancsot, amely lefut és eredményképp kiszámít és / vagy megjelenít 
valamit. 
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Tehát a nyelvi szervertől jellemzően szöveges üzeneteket kapunk vissza, legyen 
szó akár egy pozíció meghatározásáról, kisebb szövegről vagy egy futtatandó 
parancs nevéről és bár az LSP nagyon hasznos eszköznek bizonyul, ha a 
kódmegértésről van szó, mindazon által úgy vélem pár fontosabb beépített 
funkció még hiányzik belőle. Nagyon jó lenne, ha bizonyos esetekben akár 
összetettebb adatokat is visszakaphatnánk. Hasznos lenne, ha például egy 
osztály nevére kattintva a szerver visszaadná az adott osztály UML diagramját. 
Még komplexebb kódmegértést támogató eszköz fejlesztéséhez nagy segítség 
lenne, ha a visszaadott diagram még dinamikus is lenne, azaz a diagram 
bizonyos helyeire kattintva különböző események kerülnének kiváltásra, 
melyekhez más-más metódusokat lehetne rendelni. Jelenleg ez a funkció 
alapértelmezetten nem elérhető az LSP-ben, viszont egy kezdetleges megoldása 
már létezik, bár ebben a vissza adott UML diagram kép még nem dinamikus. 
 
10.1     Megadható végrehajtható parancsok 
 
Ugyan az LSP biztosítja a felhasználó számára, hogy különböző parancsokat 
hajtson végre, ezeket a parancsokat valamilyen függvényhez kell rendelni, így 
egy kissé megköti a felhasználó kezét. Bizonyos esetekben fontos lenne 
megadni annak a lehetőségét, hogy a felhasználó saját maga választhasson a 
végrehajtandó parancsok közül. Épp ezért a protokoll testreszabhatóságában 
hasznos lenne, ha a fájlbéli pozíciótól függően a szerver egy listában tárolná és 
adná vissza azokat a parancsokat, amiket az adott pozíción végre lehet hajtani, 
mint például bizonyos diagnosztikai feladatok esetleg különböző információk 
megjelenítése. Hasznos lenne ezeket a parancsokat egy kontextus menüben 
megjeleníteni, – a kontextusfüggő menüről a  10.2-es fejezetben olvashatunk 
részletesebben – majd ezen keresztül a felhasználó kiválaszthatná azt, amelyikre 





10.2     Kontextusfüggő menü létrehozása [2] 
 
Sajnálatos módon az LSP nem tartalmazza azt a funkciót, amely segítségével a 
dokumentum egy tetszőleges pontján vagy akár pontjain létre tudnánk hozni egy 
kontextus menüt, amelyben a felhasználó kedvére válogathat a lefuttatandó 
parancsok közül. Ugyan a protkoll több esetben is támogatja, hogy megadott – 
előre rögzített - parancsokat futtassunk, például a ’CodeLens’ – ami 
beszilleszthető a dokumentum egy előre rögzített pontjára -  segítségével, arra 
azonban nem ad lehetőséget, hogy ezeket a dokumentum tetszőleges pontján 
menüszerűen jelenítse meg. Bár az LSP-t támogató fejlesztői eszközök 
mindegyikében van beépített kontextus menü a probléma az, hogy ezek nem 
bővíthetőek teljesen szabadon, mindössze az implementált funkciókkal bővülnek 
automatikusan, amikor implementálásra kerül egy LSP által támogatott kérés, 
mint például ’Goto Definition’. Visual Studio Code esetében automatikusan 
megjelenik a kontextus menüben. Azonban ezek testre szabására a protokoll 
alapján nincs lehetőség.  
 
Annak ellenére, hogy ezt a funkciót sem a fejlesztői környezet, sem az LSP nem 
támogatja egy kis trükközéssel mégis meg lehet oldani a protokoll 
továbbfejlesztése és a VS Code-beli integrációt megvalósító modulok – 
’vscode-languageclient’ és ’vscode-languageserver’ – implementáció-
jának módosítása nélkül az automatikus kódkiegészítés egy nem 
rendeltetésszerű felhasználásával. Ennek segítségével létrehozhatunk egy 
kontextus menüt, aminek a tartalma ráadásul még az aktuális dokumentumbeli 
pozíciótól is függhet. 
 
A kód kiegészítést kiváltó karakterek segítségével is elérhetjük, ha a 
’context.triggerKind’ és a ’context.triggerCharacter’ tulajdonságokat 
kitöltöttük a ’CompletionParams’ paraméternél. A kontextusfüggő 
menüelemek vagy parancsok kilistázása elérhető, ha például egy ritkán használt 
karaktert állítunk be kiváltó karakterként és felülírjuk a szabványos viselkedését 
a kiváltó karakter mező tartalmának. Abban az esetben, ha a kódkiegészítést egy 
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speciális – általunk megadott – karakter kezdeményezte, akkor nem az 
alapértelmezett kulcsszavak listáját fogjuk megjeleníteni, amit egyébként 
tennénk a kódkiegészítéshez, hanem a saját magunk által definiált metódus lép 
életbe és a végrehajtható parancsok listáját lecseréljük az általunk megadott 
kontextus menüpontokra.  
 
A rendelkezésre álló parancsok listája a kódban lévő pozíción is alapulhat. 
Dokumentációt is megadhatunk az egyes menüpontokhoz, ha kitöltjük a 
’detail’ tulajdonságot a ’CompletionItem’ tulajdonságban ezzel is segítve 
a jobb megérthetőséget. Általában az ilyen kontextus menük megnyitása egy kód 
darabot helyez el a kódban, azon a pozíción, ahol kiváltottuk, mivel ez alapvetően 
kód kiegészítési funkció. Szerencsére ez a beillesztés elkerülhető, ha a 
kódkiegészítést úgy alakítjuk, hogy a tényleges beillesztés ne történjen meg. A 
kontextus menüt kiváltó speciális karakter törölhető. Továbbá az LSP biztosít 
számunkra egy funkciót, mely segítségével egy menüponthoz parancsokat 
társíthatunk és abban az esetben, ha az adott menüpont kiválasztásra kerül, a 
hozzá társított parancs automatikusan végrehajtódik. (’CompletionItem’ 
’command’ tulajdonsága.) 
 
Ezzel a módszerrel egy kontextusérzékeny dinamikus menü létrehozása 
lehetővé teszi, hogy az IDE megjelnítse az egyéni menüpontok pozícióalapú 
listáját tetszőleges helyeken a dokumentumon belül anélkül, hogy új kódokat írna 
be, és egyidejűleg egy parancsot is végrehajthat, ha úgy szeretnénk. Ezen felül 
a speciális karakter és a kódkiegészítő funkciója által kiválasztott egyénileg 
létrehozott menü egymástól függetlenül marad, így a funkciók végül a 




18. ábra – kontextusfüggő menü megjelenítésének működése LSP segítségével 
 
10.3    Diagrammok megjelenítése [2] 
 
Alapértelmezetten az LSP nem támogatja képek vagy diagrammok 
megjelenítését. Ahhoz, hogy ezt elérjük egy új kérés típust kell létrehozni, 
melynek a következő paraméterei vannak: 
















interface WholeFileDiagramParams { 
  textDocument: TextDocumentIdentifier; 
  diagramType: string; 
} 
interface PositionDependentDiagramParams { 
  textDocument: TextDocumentIdentifier; 
  position: Position; 
  diagramType: string; 
} 
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Ha a felhasználó egy adott diagramtípust választ ki a helyi „menülistából”, akkor 
a nyelvi ügyfél ezt a konkrét diagramtípust, a fájlazonosítót és – pozíció 
specifikus diagram esetén – a fájl aktuális pozícióját elküldi a szervernek. A 
szerver az SVG formátumú diagramot küldi vissza, amely a kliens 
fájlrendszerében kerül mentésre, mint kép. A VS Code nem tudja kezelni az SVG 
fájl formátumot, ezért itt egy PNG-re való konvertálás történik, majd végül az 




19. ábra - felhasználói komponensek megjelenített diagramja a StringToken.cpp fájlról 
Xerces-C++ projekten belül 
 
10.4  Kontextusfüggő menü álatlánosítása 
 
Mint ahogyan az előző fejezetben láthattuk az általunk készített kontextusfüggő 
menü remekül megállja a helyét. Azonban, ha nem csak diagramok 
megjelenítésére szeretnénk használni célszerű lenne ennek egy általánosított 
verzióját elkészíteni. 
 
Egy lehetséges megoldás lehetne, ha létrehoznánk egy új típust 
’ContextMenuArr’, amely annak megfelelően, hogy lehet-e keszíteni a 
dokumentum adott pontján kontextus menüt vagy egy  ’ShowContextMenu[]’-
vel térne vissza, ami tartalmazza a megjelnítendő menü elemeket ellenkező 
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esetben egy ’null’ visszatérési értéke lenne. A ’ShowContextMenu’ interfész 
három paraméterrel rendelkezne, melyek közül az első maga a dokumentum 
azonosítója, melyen kiváltották a kontextus menü megjelnítését és mivel 
szükségünk van pontos helyzetre is a dokumentumon belül, így második 
paraméterként megkapná a pozíciót (’position’), amely sorra és karakterre 
pontosan megadná, hogy hol volt kiváltva a kérés, majd harmadik paraméterben 
magát a felhasználó által megagott parancsokat tárolnánk egy 
’UserGivenCommand[]’  interfész segítségével. Ebben két dolgot kellene 
definiálni, első sorban magát a parancsot, amit szertnénk lefuttatni (’command’), 























































export declare type ContextMenuArr = ShowContextMenu[] | null; 
 
interface ShowContextMenu { 
 textDocument: TextDocumentIdentifier; 
 position: Position; 
 elemsToShow: UserGivenCommand[]; 
} 
 
interface UserGivenCommand { 
 command: Command; 




 (document: TextDocumentPositionParams) : ContextMenuArr => { 
  return [ 
   textDocument:  uri; 
   position: { 
    line: document.line; 
    character: document.character; 
}, 
elemsToShow: { [ 
 command: { 
  title: ”myCommand”; 
  command: ”executeCommand”; 
  }, 





10.5     Távoli nyelvi szerver [2] 
 
Az LSP modellje alapértelmezett módon nem támogatja a kommunikációt a 
nyelvi kliens és a nyelvi szerver között abban az esetben, ha a szerver egy távoli 
gépen van. Ellenkező esetben, amennyiben a kliens és a szerver egy azon gépen 
vannak, akkor a protokollt megvalósító ’vscode-languageclient’ és 
’vscode-languageserver’ modulok teljesen elrejtik a szerver indítását és a 
köztük zajló kliens-szerver kommunikációt. Amennyiben azt szeretnénk, hogy a 
szerver egy másik gépen fusson, például a nagyobb számítási kapacitás 
érdekében, akkor a távoli kommunikációt saját magunknak kell megoldani. 
Sajnálatos módon az LSP-ben azonban nincsenek olyan paraméterek az 
inicializálási beállítások között, amelyek meg tudnák határozni a kiszolgáló 
helyét, mint az IP cím vagy a port. Ezt honnan lehet tudni? A kliensben sem az 
inicializáláskor, sem pedig később nem található beállítási lehetőség a szerver 
IP címére vagy portjára. Ez annak ellenére is így van, hogy a kliens és a szerver 
modelljében alapvetően két külön egység, két külön program van, amelyek között 
a kommunikáció JSON-RPC üzenetekkel valósul meg. A VS Code-beli 
megvalósítást támogató modulok (’vscode-languageclient’ és ’vscode-
languageserver’) is úgy működnek, hogy a szerver egy külön folyamatként fut, 
de ugyan azon a gépen, azaz a protokoll definíciója csak azt határozza meg, 
hogy a nyelvi kiszolgálónak egy külön folyamatnak kell lennie. Mivel az LSP nem 
támogatja a távoli kiszolgáló létrehozására irányuló kéréseket a protokoll javítása 
nélkül, mert valószínűleg olyan egyedi megoldásokat eredményezne, amelyek 
egy adott kódszerkesztőre és egy nyelvi kiszolgálóra vonatkoznak.  
A következő megoldásban a ”hivatalos” nyelvi szervert használtuk, mint proxy 
kiszolgálót a CodeCompass eléréséhez. A szükséges konverziók, mint például a 
sorok számozása, ami a CodeCompass esetében egytől, míg VS Code esetében 
nullától kezdődik a folyamat során elvégezhetők. 
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A nyelvi kiszolgáló a VS Code kliensének és a CodeCompass LSP 
komponenseinek közti kölcsönhatását a következő oldalon lévő 20. ábrán látható 
szekvencia diagram mutatja be. A CodeCompass által létrehozott 
komponensdiagram a Visual Studio Code-on belül jelenik meg a felhasználó által 
küldött kérésre. 
 
20. ábra - interakció a VS Code és a CodeCompass komponensek között a diagram kérés 
kiszolgálásához 
 
1. A diagram kérését a felhasználó indította, például egy kontextus menüből. 
2. A nyelvi szerver a megfelelő LSP kérést a CodeCompass webszerveréhez 
továbbítja. 
3. A CodeCompass ’LspHandler’ komponense feldolgozza a kérést, és 
elvégi a szükséges függvényhívásokat az ’LspService’ komponensen. 
4. A szükséges adatokat a diagram elkészítéshez a mögöttes modell réteg 
biztosítja. 
5. Az eredmény diagram egy LSP válaszüzenetbe csomagoljuk. 
6. az SVG diagramot a válaszból csomagoljuk ki. 


















5. LSP válasz6. SVG7. Diagram megjelenítése
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Egy lehetséges jobb megoldás lenne, ha a közbülső, helyi gépen futó szervert 
kihagynánk és a nyelvi kliens eleve a távoli gépre küldené a kéréseket és onnan 
kapná vissza a válaszokat – mégpedig a helyi gépen futó kommunikációhoz 
hasonlóan, teljesen automatikusan. Ehhez azonban magát a protokollt kéne 
módosítani. Bővíteni kellene a beállítási lehetőségeket, mint például az 
’InitializeParams’ interfészbe fel lehetne venni paraméterként a szerver IP címét 
és a portját.  
 
 
Az ok amiért a kliensnek ezeket a paramétereket kell tartalmaznia egyszerű: 
mivel a kliens indítja el a szervert és küldi neki a kéréseket, tudnia kell, hogy hol 
helyezkedik el ténylegesen. A dokumentációban is megtalálható, hogy a szerver 
élettartamát a kliens kezeli: „It is up to the client to decide when to start (process-
wise) and when to shutdown a server ” [12]. 
Illetve ebben az esetben természetesen módosítani kellene a ’vscode-
languageclient’ modul forráskódját is, hogy mind a szerver indításakor, mind 
az üzenetek küldése, illetve fogadásakor vegye figyelembe a kliens a szerver 
tényleges fizikai elhelyezkedését. 
10.6     Képek és videók kezelése 
Alapértelmezett módon az LSP nem támogatja a videók megnyitását a kliensen 
belül, azonban lehetőséget ad arra, hogy különböző linkek megadásával videókat 
tudjunk megnyitni közvetlen a kliensből. Ekkor az alapértelmezett böngészőt 
fogja használni az adott link megnyitására. Szeretném megjegyezni, hogy itt nem 
csak videóknak a linkjét lehet megnyit, hanem bármely olyan linket amely online 
elérhető. Készültek különböző VS Code kiterjesztések [29] ennek a célnak az 
eléréséhez, azonban ezek használata nem minden esetben a legegyszerűbb és 
nem is a legideálisabb. Bár több próbálkozás is hiábavaló volt, nem lehetett 
megoldani, hogy ezek segítségével meg tudjak nyitni akár egy linket is, mert a 
VS Code ezt nem támogatta. Viszont ezt mi magunk is megtudjuk oldani sokkal 




forrásfájlon tudunk meghívni, bemeneti paraméterként pedig egy szöveget vár, 
ami jelen esetben a megnyitni kívánt URL címre hivatkozik. 
Esetünkben a ’server.ts’ fájlban az ’onCodeLens()’ függvény segítségével 
tudjuk kiváltani a parancsot. Definiálni kell, hogy hol jelenjen meg a 
dokumentumon belül ez a lencse, ezt a ’range’ segítségével tehetjük meg, ami 
vár egy kezdő és egy záró pozíciót továbbá a ’command’ megadásával feliratot 
is adhatunk neki – ez jelenik meg a felhasználó előtt, erre kattintva tudja kiváltani 
a parancsot. Maga a ’command’ – ez a fentebb említett ’command’ második 
paramétere – a parancsot jelöli, melyet az ’extension.ts’ fájlban tudunk 
definiálni, hogy mi történjen, ha kattintás történt a parancsra. A következő oldalon 











21. ábra - onCodeLens definiálása a ’server.ts’ fájlban 
 
Az ’extension.ts’ fájlban a ’commands.registerCommand()’ paranccsal 
tudjuk a ’server.ts’ fájlban deklarált parancsot definiálni. Bemeneti paraméterként 
a parancs nevét kell megadni amit szöveges formátumban kell átadni. 
Visszatérési értéke pedig egy ’executeCommand()’ lesz aminek első 
paramétere egy azonosító, mégpedig az, hogy hogyan hajtsa végre a parancsot. 
Második paraméterként pedig az, hogy mit hajtson végre. Opcionálisan 
megadhatunk neki információ megjelenítést, ekkor a kliens képernyő jobb alsó 
connection.onCodeLens( 
  (): CodeLens[] => { 
         return [{ 
           range: { 
             start: { line: 1, character: 10 }, 
             end: { line: 1, character: 15 } 
           }, 
           command: { 
             title: ’URL to open...’, 
             command: ’extension.openURL’ 
           }  
} ] }); 
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sarkában fog megjelenni egy szövegdoboz – VS Code specifikus. Ennek 
tetszőleges szöveget tudunk megadni. Jelen esetben még annyival bővítettem 
ki, hogy ha az adott URL szöveg, amit meg kell nyitni nem egy ’http’ vagy 
’https’ link, hanem egy lokális fájl akkor mielőtt megnyitja csinál egy 
ellenőrzést, ami alapján eldönti, hogy melyik megnyitási módszer válassza. 
Lokális fájlok megnyitására a ’file()’  függvényt használhatjuk, ami 
lényegében ugyan azon az elven működik, mint a ’parse()’ csak ez lokális 
fájlok megnyitására ad lehetőséget, és ezeket a fájlokat közvetlen a Visual Studio 
Code-ban jeleníti meg, egy új fülön. Itt a megnyitni kívánt fájlt statikus elérési 
útvonalát kell megadni. Vizsgálatra a ’search()’ függvényt használtam, aminek 
megadhatunk egy tetszőleges szöveget, amire az illeszkedést keressük, vagy 
egy reguláris kifejezést. Sikertelen találat esetén egy ’-1’ értékkel tér vissza. A 












22. ábra - az ’extension.OpenURL’ parancs regisztrálása és definiálása az ’extension.ts’ 
fájlban 
Összefoglalva tehát láthatjuk, hogy megoldható a képek megjelenítése a 
kliensen belül és videókat is megtudunk nyitni, amennyiben azok egy online 
elérhető helyen vannak azonban ez nem a legelegánsabb megoldás.  
commands.registerCommand(’extension.openURL’, () => { 
  let urlToOpen = ’https://www.youtube.com/watch?v=WCm3TqScBM8’; 
  if(urlToOpen.search(’http’) != -1 && 
     urlToOpen.search(’https’) != -1 ) { 
       return commands.executeCommand( 
         ’vscode.open’, 
         Uri.parse(urlToOpen); 
   )} else { 
         return commands.executeCommand( 
           ’vscode.open’, 
           Uri.file(urlToOpen); 
} }); 
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10.7  Továbbfejlesztési lehetőségek 
További fejlesztési lehetőség még a CodeCompass integrálása más fejlesztői 
környezetbe az LSP segítségével.  
Kontextus menük létrehozásánál almenü pontokat is hozzáadni, így egy fő 
menüponthoz több másik is tartozhatna. Ez a funkció hasznos lenne például a 
diagramok megjelenítésekor több diagram típus közül kiválasztani a számunkra 
megfelelőt. 
Végül, de nem utolsó sorban a képek könnyebb megjelenítése. Ahelyett, hogy a 
felhasználóknak saját csomagolót kelljen írnia, alapértelmezett módon be 














Diplomamunkám során megpróbáltam minél alaposabban utána járni az LSP-
nek. Számomra ami kissé meglepő volt, hogy egy viszonylag nagy közösség által 
fejlesztett dologról beszélünk mégis alig lehet valamit megtalálni hozzá. Hosszú 
órák, napok sőt esetenként már-már hetek kellettek egy-egy függvény helyes 
implementációjának megtalálásához. A hivatalos LSP dokumentáció [12] 
helyenként elavult és az egyes függvények, típusok és változónevek már nem 
felelnek meg a jelenlegi verziónak. Ezen felül, ami a munkámat tovább 
nehezítette az az, hogy ebben a dokumentációban nem található implementáció. 
A függvényeknek csak a szignatúrája szerepel és egy rövid pársoros leírás arról, 
hogy hogyan kell használni, milyen paraméterei vannak – szintén volt olyan, hogy 
már elavult volt – más esetekben viszont olykor-olykor hasznosnak bizonyultak. 
Diplomamunkámban a legfontosabb LSP kérésekhez leírtam a jelenlegi 
verzióban található függvényeket, interfészeket és egy minta kódot is társítottam 
mindegyikhez, ami alapján bizonyos kéréseknél segít megérteni a kérés 
tényleges működését. A Bevezető részben megpróbáltam minél beszédesebben 
és minél részletesebben bemutatni – olyan emberek számára is, akik még soha 
nem hallottak felőle -, hogy mi is az a Language Server Protocol, hogy miért 
szeretjük használni és hogy ez milyen előnyökkel jár.  
Miután ennyi hasznos információt sikerült összegyűjteni az LSP működéséről, 
kipróbáltuk a gyakorlatban is és a CodeCompass projekt keretein belül 
elkészítettük a CodeCompass bizonyos funkcióinak integrálását A Visual Studio 
Code-ba. Tapasztalataink alapján különféle módszereket s továbbfejlesztési 
javaslatokat dolgoztunk ki. 
A diplomamunka részben a ”CodeCompass projekt” keretein belül készült. A 
Language Server Protocol bemutatása teljesen önálló munka volt. A 
CodeCompass integrálása a Visual Studio Code-ba pedig részben a projekt többi 
tagjával közösen végzett csapatmunka eredménye. A projektben felhasznált 
forráskód megtalálható a DVD mellékleten. Végszóként pedig szeretnék elnézést 
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kérni, amiért ilyen terjedelmesre sikerült ez a diplomamunkám. Szerettem volna 
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