Abstract. The goal of this chapter is to document the evolution of a portfolio of open source communities. These are communities formed around a set of related projects with common governance, which often produce artifacts shared among all projects. It helps to think of a portfolio of project communities as an ecology, in which the projects are mutually dependent, and there is both cross-project collaboration and competition for resources among the communities. As a case study, we explore the ecol- However, we show that the influx of external developers is not the only factor affecting community growth. The structure and dynamics of a community is also impacted by inter-project information flow, and the migration of developers between projects (including the formation of spinoffs).
INTRODUCTION
The open source model has received increasing attention as an alternative to closed source development. It is characterized by the transparency of development process and artifacts produced, as well as the decentralized organizational structure through which a Ecology and Dynamics of Open Source Communities 2 community of developers and users coordinate their activities. The progress of an open source project is continuously tracked in a number of archives including code repositories, mailing lists, wikis, and bug tracking lists. Community members (both developers and users) can belong to any number of organizations, and their decision making process is governed by the principle of meritocracy, whereby members are given varying levels of access to the project based on their history of contribution.
Despite the evident successes of the open source model, however, we do not fully understand how open source communities organize themselves. We would like to gain a better understanding of the mechanisms underlying the growth of communities. From these, we could then derive guidelines for the design of successful open source communities. In this chapter we look at the evolution of community structure. As we want to understand the open source development model, we focus on developer communities. One goal of the chapter is to describe community structure in terms of observable metrics such as size or degree distribution. However, this does not provide us with insight on the inner workings of community organization. Therefore, we also explore potential growth factors and mechanisms that help explain the observed evolution of community structure.
As a case study, we explore the ecology of communities within the Apache project, both for reasons that this is a highly visible group of open source communities, but also because a wealth of data is being collected on the Apache project site that allows deep insight into the dynamic project structure. What sets this study apart from, for instance, a study of SourceForge projects (which largely vary in scope, size, and maturity) is that the Apache projects have a common domain (web services), are well established in the open source community, and are relatively large. For example, the observation made about SourceForge projects that most projects have only one developer and are not interconnected is not true about Apache projects. We have analyzed eight years (between 1997 and 2004) of project developer mailing lists to extract the structure of the associated communities. The selection of the Apache project, and the vehicle of mailing lists for recovering social interactions was also motivated by the availability of the Agora tool for visualizing community participation in the Apache project from project mailing lists, which was developed by an Apache core developer (Mazzocchi, 2006) . However, as noted above, there are other ways of tracking community participation, and, ultimately, one would like to construct a model of community evolution by combining multiple Ecology and Dynamics of Open Source Communities 3 views on community activity. Questions such as how contributions to code repositories and participation on mailing lists correlate await future research (e.g. Bird et al, 2006) .
The chapter is structured as follows. First, we provide background on key concepts, and review related efforts to modeling community evolution. Then, we describe the methodology followed to extract community structure and the various indicators (such as developer rank) from the Apache mailing list archives. Subsequently, we show how the various communities within the Apache project evolve, and interact over time. We state our findings in the form of hypotheses, and present our evidence in their support. Finally, we discuss opportunities for future research, and offer concluding remarks.
BACKGROUND
An open source community is a group of developers and users who share a common interest in a project, and who regularly interact with one another to share knowledge, and collaborate in the solution of common problems (Ye et al, 2005) . Communities are at the core of what is described in (Gloor, 2006) as Collaborative Innovation Networks (COINs), highly functional teams characterized by the principles of meritocracy, consistency, and internal transparency. As shown in (Ye et al, 2005) , an open source community co-evolves with its associated project. A project without a community that sustains it is unlikely to survive long-term. As described in the next section, it will simply fail to attract developers. While our focus here is on developer participation, it is quite clear that without the participation of users, a community cannot be sustained either.
Members of an open source community play different roles, ranging from project leaders (maintainers) and core members (contributors) to active and passive users (van Wendel de Joode, 2003; Xu et al, 2004; Ye et al, 2005) . Project leaders are often also the initiators of the project. They oversee the direction of the project, and make the major development decisions. Core members (contributors) are members who have made significant contributions to a project over time. Active users comprise occasional developers and users who report bugs, but do not fix them. Passive users are all remaining users who just use the system. Core members can further be subdivided into creators (leaders) communicators (managers), and collaborators (Gloor, 2006) .
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Large open source projects such as Linux or Apache comprise many subprojects, not of all of which are strongly connected to one another. They are not associated with a single, homogenous community, but rather an ecology of communities (Healy & Schussman, 2003 ) is formed around these subprojects. However, the communities have a common governance (Apache Software Foundation for the Apache project), and often produce artifacts shared among all projects (such as the Jakarta Commons in Apache). The idea of ecology should convey mutual dependencies between many of the projects and cross-project collaboration, but also competition for resources among projects. other developers and users will be attracted to participate in this project. With a certain likelihood (also depending, of course, on other factors such as whether the specific project proves of interest to other community members) a community will form around the project. The size of a community then itself becomes a tag and signals the popularity of a project, in turn attracting further developers. As overall attention is limited, tagging and copying can explain the growth and decline of communities over time.
Our work is in a line of recent empirical studies of open source community evolution (Madey et al, 2005; Crowston & Howison, 2005; Roberts et al, 2006; Valverde & Solé, 2006) . The main distinction from our work is that our approach is constructive, i.e. in addition to describing the observable behavior, we also aim to explore the underlying factors. A better understanding of those factors will allow us to guide the creation of successful new open source communities. As one example of the constructive approach, Robles et al (2006) study join/leave patterns in the evolution of project communities.
They provide insight into the composition of development teams: some projects are led by their original founders, while others have multiple generations of developers. Another example is provided by Sowe et al (2006) , who explore the role of knowledge brokers who function as community facilitators, linking and collaborating with mailing list participants. Similar to our hypothesis regarding the migration of developers, Hahn et al (2006) investigate the impact of social ties on open source community formation. They found that prior social ties of project initiators increase the likelihood of other developers joining a project. Our own previous results on the analysis of community evolution, presented in expanded form in this chapter, have been reported in (Weiss et al, 2006) .
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As Robles et al (2006) point out, the evolution of open source communities is a significant field to explore. In this chapter, community evolution refers to three aspects of community behavior: growth of communities, community life cycle, and migration between communities. As communities grow, they undergo a life cycle of formation, maintenance, and dissolution. In part, to gain an understanding of what is happening in a set of communities, we can look at the migration of its members between them. When members migrate, they may either leave the old community behind, or -by actively participating in both communities at the same time -maintain a bridge between the communities.
Much insight in how developers participate in an open source community can be gained by modeling them as social networks. In (Madey et al, 2005; Valverde & Solé, 2006 ), a community is modeled as a network, in which nodes represent developers, and links or edges between nodes indicate that these developers participate in the same project. A characteristic of many of these networks is that they are dominated by a relatively small number of nodes linked to many other nodes. These nodes represent highly prolific developers or "hubs". Such networks are also known as scale-free networks (Barabasi and Bonabeau, 2003) . Scale-free networks occur in many other kinds of complex systems, from the Internet to authors citing each others' work to movie actors.
Of particular interest is to understand why such networks give rise to hubs. A popular hypothesis to explain this phenomenon is that of preferential attachment (Barabasi et al, 2002) . Intuitively, this hypothesis states that, as the network evolves, nodes will be more likely to link to nodes that already have a large number of links, or a high degree in the network. More generally, attachment can be preferential with regard to any property (such as degree or size) of the nodes attached to. For example, the more connected movie actors are more likely to be chosen for new roles. Such a "rich get richer" process tends to favor nodes that were added to the network early, as they are more likely to turn into hubs. The distribution of the number of nodes P(k) with a given number of links k can often be observed to follow a power law: the probability that a node is connected to k other nodes is a continuously decreasing function. When plotted on a log-log scale, a power law will be a straight line, indicating that P(k) is proportional to k -λ for some λ.
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METHODOLOGY
The availability of open source project archives including code repositories, mailing lists, wikis, and bug tracking lists presents an unprecedented opportunity for empirical research on community participation in open source communities (Mockus et al, 2005 ).
Our study is based on extracting the structure of project communities from the associated mailing lists. As the Agora tool already collects the mailing lists for the Apache project, extracts the social interactions from them, and visualizes the structure of project communities, our emphasis is on the evolution of those communities. 
RESEARCH APPROACH
To trace the evolution of a community we took snapshots of its membership at regular intervals. To this end, we extended the statistics capabilities of Agora and made its functionality scriptable, enabling the automated extraction of mailing list data. We also added project communication, and project/module dependency views to enable the study of aggregate behavior as well as the correlation between communication and code dependencies. Figure 2 describes the changes made to the Agora tool. In one dimension, we can study the interaction at the developer and project level; in the other, code dependencies at the module and project level. The latter is obtained using JDepend (2006) . However, as we have not fully completed the extensions related to dependency evolution, this chapter will only use the communication views and the data we can extract from them.
Ecology and Dynamics of Open Source Communities 8
Figure 2. Extensions to the Agora community visualization tool
We also built an exploratory tool in the rule-based language Prolog for rapidly modeling and testing new hypotheses about the extracted data. To this end, the data set is first converted into a set of Prolog facts. Hypotheses can be formulated iteratively by defining properties we wanted to infer as Prolog rules. For example, to study the migration of developers between projects, we define a set of rules that test whether, for a given pair of projects P and Q, a developer participates in project P in one year, and in project Q during the next one, but she is not already a member of project Q in the current year.
DATA EXTRACTION
The structure of a community can be inferred from the interactions between developers on the mailing list of the associate project. The algorithm used by Agora for extracting topological data from the message set is based on the concept of "reply": when a person sends a message in reply to another message, a link is created in the graph. Messages that are never replied to are considered noise, and excluded from the extracted data (Mazzocchi, 2006) . From this information, a social network representing members can be constructed. For each developer we tally the number of inbound and outbound messages.
The project leader is considered the developer with the highest number of inbound messages, as this indicates how frequently this developer is consulted by others. It is, therefore, also a measure of the developer's reputation. The same metric is used in (Gloor, 2006) to identify creators, who provide the overall vision and guidance for a project.
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Figure 3 shows a rank-ordered list of members of the logging project community (snapshot taken in 2003) sorted by frequency of their contribution. As can be seen, the majority of contributions to a mailing list are made by a small number of community members, collectively referred to as the core group. These comprise the previously identified roles of leaders and core members. In the example, 1/3 of the contributions were made by only 3 developers, and the top 12 developers account for 2/3 of the contributions. 1 The cut-off points at 1/3 and 2/3 are chosen based on Bradford's law, which in its original formulation describes the distribution of the top journals in a discipline, but has since been applied to many other fields. For details on Bradford's law and its application to open source communities see (Crowston et al, 2006) . Similar results have been obtained for other Apache projects. This confirms an observation made by (Mockus et al, 2005 ) that the core group of a project has typically no more than 10-15 members. 
. Scripting interface to Agora
A Perl script converts the generated data into a set of Prolog facts. An excerpt of the Prolog facts generated for snapshots of the gump project is shown in Figure 5 . This representation corresponds to a model of community membership as a bipartite graph with nodes for projects and developers as used by (Madeh & Xu, 2005; Sowe, 2006) . For further analysis, the extracted data can also be passed into a statistics tool like R.
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Figure 5. Prolog facts generated from the extracted data
RESULTS
GROWTH BY PREFERENTIAL ATTACHMENT
Our initial hypothesis is that open source communities grow by a process of preferential attachment (Madey et al, 2005) , or selection through professional attention (van Wendel de Joode, 2003) . This hypothesis was adopted from the literature.
Hypothesis 1: Larger communities will attract more new developers.
We will approach this hypothesis in several steps. First, we want to show that open source communities can, indeed, be modeled as scale-free networks.
Hypothesis 1a:
Open source communities are dominated by a relatively small number of developers linked to many other developers.
In support of hypothesis 1a, we first determine the distribution P(k) of the number of developers with degree k. This is the number of collaborations of a developer with other developers, as represented in the social network by links. As shown in Figure 6 , this distribution follows a power law. This indicates that the communication network of the Apache community is scale-free. It has relatively few highly connected developers, while most developers are only connected to a few other developers. This leads to a typical core-periphery structure, as observed for many open source communities, with a group of core developers at the center, surrounded by less active developers and users.
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Figure 6. Developer degree distribution P(k) shown with logarithmic binning
As noted earlier, a common mechanism to explain the growth of a scale-free network is preferential attachment (Barabasi et al, 2002) . Following the work of (Pollner et al, 2006) , we studied preferential attachment at two levels of granularity: at the developer level, and the project or community level. At this point, we cannot answer how precisely these attachment processes interact. An interesting question is to what extent the reputation of individual developers determines the selection made by new developers.
Hypothesis 1b:
New developers are more likely to link to well-connected developers.
As a result, these well-connected developers become even more connected.
To verify that the network of the Apache community follows a preferential attachment rule at the developer level, we first determine the probability Π(k) that a new developer selects an existing developer with degree k. As described in (Barabasi et al, 2002) , this probability can be estimated by plotting the change in the number of links Δk for an existing developer over the course of one year as a function of k, the number of links at the beginning of each year. We expect Π(k) to grow as k ν (ν>0). Due to scatter we plot its
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integral, the cumulative preferential attachment K(k), instead. 2 If attachment were uniform, K(k) would be linear (ν=0). As shown in Figure 7 , we find that K(k) is non-linear, and thus the probability Π(k) of selecting existing developers increases with k. The exponent ν is 0.38 with an adjusted R 2 of 0.893. This provides support for hypothesis 1b.
Figure 7. Cumulative preferential attachment K(k) of new developers
Having established that the growth of the Apache community follows a preferential attachment regime at the developer level, we repeat the analysis at the community level.
At this level, we are concerned with links between communities. A link between two communities indicates that they share a developer. These relationships can be obtained from the project data by asking which developers participate in both projects.
Hypothesis 1c:
New communities (which have no yet established links with other communities) are more likely to link to well-connected communities.
2 Note that if Π(k) grows as k ν , K(k) will grow as k ν+1 , and to estimate ν, we will need to subtract 1 from the exponent obtained from the regression for K(k).
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Now, instead of estimating the probability of a new developer connecting to an existing developer, we determine the probability of a new community linking to an existing community. In order to show that this probability is proportional to the degree k com of the existing community, we determine the change in the number of links for a community over the course of one year as a function of the number of links at the beginning of each year. Figure 8 This result obtains a deeper significance, if we note that community degree and community size are strongly correlated for higher degrees and larger sizes (Pollner et al, 2006) . Therefore, an attachment process that is preferential with regard to community degree is also preferential with regard to community size. But this is what we had wanted to show in order to demonstrate hypothesis 1. The more developers a community has already, the more new developers it will attract. We took this indirect route, using community degree as a proxy for community size, because demonstrating hypothesis 1c for a given open source community implies hypothesis 1. However, hypothesis 1c is poten-
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tially much simpler to demonstrate, as we could obtain a reasonable estimate of community degree from just looking at the core group of a community. As noted, we have made this approximation to reduce the computational effort required for large networks. For the given network, we can also measure preferential attachment with regard to community size directly, using the full data set obtained from the Agora tool, rather than cutting off the project size at 15. Figure 9 shows preferential attachment K(s) as a function of community size. The exponent ν is 0.82 with an adjusted R 2 of 0.978, in close agreement with the value estimated from using community degree as a proxy for its size. communities that distinguishes them from other types of networks, it is not the only factor that affects community evolution. As has been noted by (Barabasi et al, 2002; Pollner et al, 2006) , the internal interaction between projects also affects the structure and dynamics of a community. Internal interaction comprises the flow of information, work products, and developers. We will look at the flow of information and developers next.
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INFORMATION FLOW
Information is shared between projects through common developers who act as bridges between the projects. In (Gonzalez-Barahona et al, 2004) , these developers are considered the "glue that maintains the whole project together, and the chains that contribute to spread information from one part of the project to another". The presence or absence of shared developers should have a visible impact on community growth.
Hypothesis 2:
Communities with more shared developers will interact more.
In order to demonstrate this hypothesis, we measured the distribution of projects per developer, and inter-project preferential attachment. From what we know about scale-free systems, we expect to observe a small number of active developers that participate in many projects at the same time, while most developers participate in only a few.
Hypothesis 2a:
A small number of highly active developers participate in many projects at the same time, and facilitate inter-project information flow. Hubs connect many projects with one another, and are vital to the efficient functioning of the community. Yet, how do hubs select in which projects they should participate? An answer to this question can be obtained by looking for evidence of a preferential attachment process that governs the selection of projects by hubs.
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Figure 10. Distribution of the number of projects per developer (measured in 2004)
For this purpose, we adopt an approach described by (Barabasi et al, 2002) to model the creation of internal links in a scientific collaboration network, i.e. links between authors that are already part of the network, but have not collaborated before. We argue that the likelihood of creating links between two open source projects through shared developers depends on the links both projects have with other projects. One way of modeling the contributions of both projects, as does (Barabasi et al, 2002) , is to approximate the probability Π(k 1 com , k 2 com ) that an existing project with degree k 1 com and another project with degree k 2 com form a new link as a function of the product k 1 com k 2 com . Indeed, when we plot the cumulative change Δ(k 1 com k 2 com ) as a function of k 1 com k 2 com we observe a power law dependency as shown in Figure 11 . This distribution measures the cumulative internal preferential attachment between projects, and has a slope ν=0.77 and adjusted R What these mechanisms do not explain is how new communities are formed. We need to take a more detailed look at developer migration. To detect the migration behavior in the data, we look at pairs of projects, and test, for each pair P and Q, whether a developer participates in project P is one year and in project Q during the next one, but she is not already a member of project Q in the current year. Figure ple projects, and each migration is given its own entry. 3 As projects are spun off from existing projects, developers tend to migrate with community members they closely associ-3 An interesting topic for future work is to study the assignment of different weights to migrations, which could be derived from the rank the developer has in each project.
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ate with. We should expect the effect to be most pronounced, if the leader of one project moves on to a new project: this would create an even stronger pull for other core developers to join the new project. Thus, we surmise that developer reputation (e.g. as measured by developer degree) also plays a critical role in migration decisions. within the projects from which they have migrated. A more extensive analysis will also need to take into account the prior history of collaboration among developers. Thus, while many developers will migrate in small groups, some well-connected developers will move in large groups, which provide the support for a new project. Our data supports
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that most new projects include at least one large group migrated from another project. In passing, it may be observed that communities often start out small, and have even well less than 15 members. As noted in (Gloor, 2006) , a typical core group starts out with 3 to 7 members, and grows to 10 to 15 members, once the community is established. Another fruitful venue for future research should be using the kind of quantitative analysis we have presented, in which we derive community properties from developer participation in mailing lists, as a way of narrowing down a qualitative analysis of interesting developer interactions. As presented, we are not making use of message subject and content, but some kind of interactions can only be studied by a more detailed manual analysis of the actual messages. Yet, such qualitative analysis is naturally limited in terms of the number of interactions to which it can be applied, and is therefore often very limited in scope. A hybrid approach, in which we first obtain a birds-eye view of community participation through quantitative analysis, and then follow up with a more detailed qualitative analysis for selected interactions, would resolve this tension. 
CONCLUSION
In this chapter, we developed hypotheses about the evolution of a portfolio (or ecol- projects follows the product of the project degrees (hypothesis 2).
How do new projects form?
Project degree/size cannot explain the formation of new projects. Thus, we also studied migration patterns of developers, leading to the insight that new projects form around a core of well-connected developers (hypothesis 3). This may help explain how such projects manage to grow.
How does information flow between projects?
Shared developers facilitate the information flow between projects (hypotheses 2 and 3). As hypothesized by (Weiss et al, 2006) , information flow may also follow dependencies in the project code,
i.e. the communication and code structure of projects should be reciprocal.
In future work, we hope to complement our statistical analysis through simulation.
The simulation will allow us to verify and validate our models of the evolution of open source communities, and help identify new factors to be included in those models. We will also work towards distilling the observations into actions for the management of open source projects. In conjunction with this, we want to explore the potential of using our models as diagnostic tools for assessing the health of an open source project.
