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A Study on Source Code Verification Using Model Checking Technique for 




Software programs often include many defects that are not easy to detect because of 
the developers’ mistakes , misunderstandings caused by the inadequate definition of 
requirements, and the complexity of the implementation. 
When failures are found after the service has been deployed, a significant number of 
person-hours are often required to detect the defects and the causes. 
There are two kinds of failure that many man-hours are required to solve. One is a 
failure that occurs rework. Another is the failure that a specific of cause is difficult. It is 
required of a method that can determine the cause of the failure in stable man-hour on a 
development site. 
In order to redo the work, a rework leads to a tight schedule and increase of man-hour. 
A cause of a failure that a large rework occurred is that a generated specification is not 
satisfied a function of system. This occurs if the verification of the validity of the 
program for the specification is insufficient. Therefore, in order to prevent this, it is 
important that validity of the program is verified early without omission.  
In addition, it is possible to reproduce it to specify the cause, to resolve the problems is 
a prerequisite. Many man-hours it takes to research because the specific of cause is 
difficult by reproduce of failure. There are limit on the time taken to resolve the failure. 
If there is modify based incomplete investigation, a failure is occurred again. As a result, 
an investigation and modify occur repeatedly. Then a large number of man-hour is 
required. If developers of troubleshooting cannot assume the cause from the 
phenomenon of failure, Specific of the cause is a difficult situation. Thus such a 
v 
 
situation is not a mistake of a simple coding. Situations that occur in the timing and 
synchronization combination of complex conditions in most cases. It shows that the 
behavior of the system that is implemented by a program that is actually created and 
behavior of the system described in the specification do not match. The discovery of such 
inconsistency is carried out by combined test unit tests usually. However, since it would 
have been missed if the test case is insufficient, it is important that the proposed 
method verify the behavior of the system without omission. 
When a Specification of a document is verified appropriateness and consistency 
without omission, these failures can be discovery. Model checking has been favored as a 
technique to improve the reliability earlier in the software development process. Model 
checking is a method which verifies that the expression is satisfied for system that is 
defined as state transition. This is a suitable method to checking the behavior of the 
system. 
In many cases, a specialist in Model-Checking is working on the development site. 
Also an inspection is mostly reachability or deadlock. At present, model checking is not 
popular on the development site. The reason is that modeling of behavior of system is 
difficult  for non-specialist in model-checking. The creation of the query equations is 
also difficult. This is because knowledge are required to decipher its meaning from the 
counterexample that is output as the results. Because a behavior of  the system cannot 
be defined, we cannot determine the appropriateness and consistency of the 
specification for the failure of the two listed above. 
We have proposed the source code verification method to find the discrepancy between 
the behavior of the source code and the specifications by using model checking 
technology. To use a decision table that can be easily defined and properly also the 
developer of the development site in the proposed method. Specification model is 
created on the basis of the decision table. Then an inspection is combined with source 
code models and the specification model. Mismatch of the behavior of the system of the 
source code between the specifications are discovered by this inspection, 
appropriateness and consistency can be confirmed. We also prepared the inspection 
support tool for developers as can be inspected easily.  
The results of the research, using easily even developers who do not have specialized 
knowledge of model checking, so can the identification of the cause of the failure. Can be 
expected to improve the work efficiency and quality of deliverables widely in the 
development site of system development by doing so. In addition, soil of engineering 
approach is nourished.  
This research is the primary purpose is to verify the source code in the downstream 
vi 
 
process study. However to be found in the upstream process considerations and lack of 
misunderstanding of the specification is also important for companies. We propose a 
UML verification method for verifying whether or not there is an unexpected behavior 
































































































































































これらの内容は主に以下の 2 件の論文で発表した． 
Aoki, Y., Matsuura, S., "Verifying Business Rules Using Model-Checking Techniques 
for Non-specialist in Model-Checking", IEICE TRANSACTIONS on Information and 
Systems , Volume E97-D No.5, pp.1097-1108,2014. 
Yoshitaka Aoki, Saeko Matsuura, "Verifying Security Requirements using Model 









































して UML2UPPAL を利用した．UML2UPPAAL は UML モデルの UPPAAL モデルへ
の変換，検査式の生成，検査の実行，反例のモデルへの反映の機能を持ち，UML モデリン
































































対象の状態は有限である必要がある．SPIN [7], NuSMV [8]などが代表的である． 
もうひとつは検証したい性質が仕様によって満たされることを推論規則に基づいて証明































理式には LTL(Linear Temporal Logic)と CTL(Computation Tree Logic)の 2種類があり，
どちらを使うかはモデル検査ツールにより違う． 
LTL は状態遷移を直線的な構造として捉え解釈するものである．記述できる性質は現在の
状態を基準にして「いつか状態 P が成り立つ」「常に状態 P が成り立つ」「次に状態 P が成
り立つ」「状態 Q が成り立つまで P が成り立つ」である．これらの性質の否定形の記述も可
能である．到達可能性を検査する場合は「いつか状態 P が成り立つ」を検査し，安全性を
検査する場合は「常に状態 Pが成り立つことはない」を検査する． 
「いつか状態 P が成り立つ」は図 2-2 のようなイメージになる． 
 





CTL は状態遷移を木構造として捉え解釈するものである．記述できる性質は LTL と同じで
あるが，「全ての経路について」または「ある経路において」という性質が付加される．「あ
る経路でいつか状態 Pが成り立つ」は図 2-3 のようなイメージになる． 
 
 
図 2-3 CTL による表現イメージ 
 
 
以下に簡単なモデルの例を挙げる．変数 n を 3 までインクリメントする振舞いの Java ソ
ースコードを検査モデルに変換すると図 2-4 になる．ステートメントを状態として捉えて制
御フローをモデルとして表わしている．この検査モデルは，本研究で使用するモデル検査
ツール，UPPAAL のものである．UPPAAL の記述の詳細については 4.2 節でも説明する．
エッジ（遷移）には状態遷移をする条件・更新処理・同期処理・選択処理を記述できる． 
 
















を使って検査モデルを作成すると図 2-5 のようになる． 
 































































































































































































































John [22]らは Java ソースコードからモデル検査ツール Java Pathfinder（JPF）[9]のデ
ッドロック検出機能を用いてデッドロックを見つけている．彼らはサンプルプログラムを
用いて JPF によるデッドロックの検出は有効であることを主張しているが，その結果のト
































Markosian[10]は Java Pathfinder により NASA のフライトシミュレータ開発時に検査
を行っている．リファクタリングにより状態数を減らすことにより効率的にモデル検査を
行う手法を説明した．この手法は有用な技術である． 










































Beyer ら[12]はモデル検査ツール BLAST の抽象化機能を使って状態爆発を防いでいる． 
Classen ら[15]は，ソフトウェアプロダクトライン（SPL）に対してモデル検査を適用し






Salamah ら [28]は Dwyer らによって定義されたパターンとスコープを利用して
PropertySpecification(Prospec)ツールを提案している．さらに LTL 式の実行効率を改善す
ることを提案している．効率的に LTL 式を実行するために，状態数の削減は避けられない





























































Watahiki ら[49]はビジネスプロセスモデリング表記法（BPMN）を UPPAAL にマッピン
グすることによりビジネスプロセスの時間およびリソースの制約を検証している．時間の
制約の組み合わせの検証に特化しているため検証できる性質が限定的である． 
Angelis ら[16]は BPEL(Business Process Execution Language)で記述した対象を Java
に変換して Java Pathfinder に検査特性をわたしてモデル検査を行い，反例が出力された場
合にその特性をテストケースとして導出する提案を行っている．既存のドキュメントがあ
る場合でビジネスプロセスの成否を検査するのに有効であると思われる．一般的な開発者
にとって BPEL 及び検査特性の作成は難しい． 
Chen ら[19]はテスト用のセキュリティポリシーのためのシナリオで駆動されるフレーム










































































チするか確認している．結果として，555 個のサンプルのうち 511 個(92%)がマッチするこ
とを確認している．仕様の大部分を占めるサンプルのパターンは Response, Universality, 
Absence で，これらの 3 つのパターンでサンプルの 80％を網羅している．Response はス










Dwyer らの提案とほぼ同じ範囲，サンプルの 80%で利用可能であることを示している． 
Rachel ら[26]は Dwyer の提案しているプロパティ仕様パターンとスコープの考えを基に
PROPEL システムを提案している．ただし，Dwyer のプロパティ仕様パターンでは非専門





述する難しさは残る．また彼らの研究は Universality 等，Dwyer の全てのパターンについ
て言及されておらず，非専門家の検査者は当てはまるパターンが見つけられない可能性が
ある． 











































































Choi ら[72]は Web ベースのシステム上におけるページの遷移の仕様とフローチャート間
の整合性を検証する方法を提案した．これは画面遷移図とフローチャート間の整合性に特
化した検証である．画面遷移図では画面 a→画面 c が可能だがフローチャートでは画面 a
→画面 b→画面 c となる場合等が検出された． 




者が直接モデル検査ツールを操作する必要があり，検査者は UML と SPIN の両方の知識

















ツールとして UPPAAL を採用した理由を述べる． 
3.7.1 UPPAAL 











UPPAAL を使う研究[43]もある．性質の検証を行う検査式は CTL のサブセットである 
TCTL (timed computation tree logic)を用いる． 
UPPAAL の事例として以下のものがある[6]（形式手法の実践ポータルの事例）． 
・JAXA - 人工衛星の姿勢制御ソフトウェア： モデルの不変条件や到達性を検証 
 
3.7.2 SPIN 
SPIN[7][42][53][79][80] はシステムの仕様記述に PROMELA(Process Meta Language)
という高水準言語を利用する．UML モデルを PROMELA へ変換し，SPIN を利用してモ
デル検査を行う方法を提案している研究がある[33][34]．時間的な制約定義はできない．オ
ープンソースである．性質の検証は LTL 式で行う． 
SPIN の実施事例として以下のものがある[6]（形式手法の実践ポータルの事例）[69]． 
・ Selex Communications - 船舶通信システム：デッドロックや到達不能パスの検査 
・日立ソリューションズ - Blu-Ray ディスク：デッドロックの検出 
・日立ソリューションズ - 入退室管理システム：要求の妥当性確認 
・Logica Nederland B.V. - オランダ運河のマエスラント防潮可動橋（水門）：ライブロック
及びデッドロックの検査 
 
研究としては SPIN を拡張して C プログラムの動的なメモリ割り当てを検査する研究[51]





3.7.3 Java PathFinder（JPF） 




Markosian ら[10]は NASA のフライトシミュレータの検査を JPF により行っている．検
査対象は Java のみである．ソースコードの解析に特化したものといえる． 












FBK-IRST(Fondazione Bruno Kessler-Istitutoper la Ricerca Scientifica e Tecnologica)に
よって SMV を拡張して開発された． 
二分決定木（Binary Decision Diagram：BDD）ベース だけでなく，充足可能性判定
（Satisfiability：SAT） ベースの有界モデル検査(有限長でのモデル検査)もできるように
なっている．また CTL, LTL の双方を性質記述に利用できる．オープンソースである． 
NuSMV の実施事例として以下のものがある[6]（形式手法の実践ポータルの事例）． 
















表 3-1 モデル検査ツール比較表 
項目 Model Checking tool 












特になし Java のみ 特になし 特になし 
GUI による作
成 
































時間定義不可 時間定義不可 時間定義不可 
使用する時
相論理式 















































































































































































行い検査モデルに反映させるため，検査者が直接 UPPAAL 上で編集する必要はない． 
 




















・ソースコードの各ステートメントは UPPAAL モデル内のロケーションに変換する 
・整数型および論理型の変数は UPPAAL モデルでグローバル変数に変換する 
・整数型および論理型の値への代入式は UPPAAL モデルの更新式に変換する 
・各メソッドおよび API 呼び出しに UPPAAL の選択式を用いて単数もしくは複数の非
決定的な値を変数へ割り当てる．これらの値は取りうる状態を表すものである 
・状態遷移の分岐条件は上記の変数を使用する 
以下に簡単な変換例を示す（図 4-5）．Java ソースコードは入力した数値を判別して print
文を実行するものである．変換されたモデルは IF 文による分岐する制御フローが反映され
る．変数 val は UPPAAL 内のグローバル変数 var_0_133_10 に変換され条件分岐に使用さ
れている．var_0_133_10 への値の設定は UPPAAL の選択式による非決定性の機能を用い




































































図 4-7 無限ループ判定用モデル 
 
従って検査式は次のようになる． 










UPPAAL モデルへのモデル化を実現する必要があり，本稿では Source2UPPAAL により，
ソースコードのメソッドの階層構造に基づいた段階的なモデルへの変換，制御構造に従っ
て状態を変化させる値の式への付値を容易にできるように支援する． 













図 4-8 変換処理の構成 
 
まず，図 4-9 に示したソースコードは，AST パーサを使用して抽象構文木（AST）に変










図 4-10 AST から作成されたグラフ 
 
図 4-11 に示すように，グラフは，UPPAAL モデル内の位置に，グラフ内のノードをマ





二つのフィールド変数，flg と val は UPPAAL モデルでグローバル変数に変換される． 
これらの変数が整数型または論理型 (UPPAAL の boolean)であるので，それらは
UPPAAL モデルのエッジの「更新」へ無変更で移行できる．  




ントは UPPAAL モデル内の「選択」に変換される． 
 
 
図 4-11 UPPAAL モデル 
 
「System.out.println(“Even number”);」のようなステートメントは，アプリケーショ
ンのロジックには影響しないため，式のステータスとしては True を割当てればよい． 
不具合と認められる業務機能の振舞いの条件分岐等に関係するメソッドがある場合，その
不具合の原因が呼び出しているメソッド内にあると想定できる．例えば chkVal()のような
メソッドを UPPAAL モデルに変換する．第 1 の検証ステップでは戻り値の型に基づいて非












表 4-1 の変換規則で，ソースコードの振舞いをそのまま UPPAAL モデルへ変換する． 
 
表 4-1 変換ルール 
Java の statement UPPAAL の要素 
boolean 型の変数宣言 bool 型の global 変数 
その他の基本型の変数 
数値型（byte、short、int、long、float、
double）及び char 型 




しくは int 型数値），割当先の UPPAAL モデルからの返値(bool















































































図 4-13 ドラッグ＆ドロップ例 
 
































chkVal を左画面の Check.chkVal に割り当てる．chkVal 内のモデル化の候補が左画面に
展開されるので必要に応じて，その他の非決定性の割り当てを行う．この例では chkVal の
基本動作を検査するため，図 4-19-②のように非決定値を割り当てることができる． 
図 4-16 の検査式により検査を行う．検査式(図 4-16)の意味は「IF 文の分岐ポイントに到
達した時点で，入力値が偶数の場合，変数 flg は false になる．または，入力値が奇数の場






















図 4-16 検査式 
 
 
図 4-17 サンプルソースコード 
 
 
図 4-18 非決定性を付値する場合 
① 
true/flase が非決定に割りあたる 
A[] not ( SYSTEM_Main_main(0).block_215_106_START_IF 
&&( (temp_161_24_ret[0]%2== 0 &&var_0_92_18[0]==false) ||  






















4.3.5 UPPAAL モデル作成 
前節までの処理によりモデル作成の準備が整うので，モデル作成処理を実行する．左ペイ
















































































にデシジョンテーブルを作成する(図 4-22 手順５)． 
 
 



































けて(例図 4-20)，検査モデルを構成する．紐付けは UPPAAL の同期処理で行う．表 4-2 の
業務機能の振舞いの「状態」を仕様モデルにすると図 4-23 になる．アクション１の同期呼
び出しを受けて（Action1_Call?）状態遷移を開始する．条件 A==B の場合はロケーション
TRUE に到達し，A==C の場合はロケーション FALSE へ到達する．その時同期呼び出し
（Action1_Ret!）を実行して呼び出し元へ同期呼び出しを行い，状態遷移を戻す．すでに
TURE もしくは FALSE のロケーションに到達している場合も同様の処理を行っている．











































(図 4- 24④)するモデルにする 
・ 開始ロケーションから開始ロケーションへ戻るモデルにする 
・ 仕様モデルに状態遷移を起こさせる場合は，アクションと対応する同期処理の送信チ
ャネルを設定する(図 4- 24②) 



































































図 4-26 は UPPAAL モデルの反例の表示のサンプルである．ロケーション id00 から状態
遷移を開始して，４つのいずれかの末端のロケーションに到達する．その時，変数 flg に値
を設定するモデルである．変数 flg==100 になることはないという検査式(A[]not flg==100)
の実行結果としての反例である．図 4-27 はその時の検査式とその結果表示である． 
ロケーション id00－＞id11―＞id12 と遷移することで flg==100 になることが確認できる． 
 
図 4-26 反例シミュレーション 
 
 














移の単位でトレースファイルとして出力される．図 4-29 は SPIN の検査モデル，図 4-30
は SPIN の反例，図 4-31 は NuSMV の検査モデル，図 4-32 は NuSMV の反例である． 
 
 















図 4-30 SPIN の反例表示 
 
 
図 4-31NuSMV のモデル 
 
 



































図 4-33 グラフ化した反例 
 
このグラフはツールにより生成している．ロジック部分は C#のプログラムで作成し，グ



































図 4-35 状態遷移のグラフによる比較例 １ 
 
 



















































5.2 UML モデルから検査モデルへの変換 




















図 5-1 モデルから UPPAAL モデルへの変換 
 
5.3 モデル検査支援ツール UML2UPPAAL 
本ツール（UML2UPPAAL）の構成を図 5-2 に示す．UML2UPPAAL は UML 要求分析
モデルを作成する astah* プラグインとして構築されている．開発者の指示によって要求分
析モデルから UPPAAL モデルを自動的に変換し，その変換結果（UPPAAL モデル）を
UPPAAL に引き渡す．UPPAAL は渡された変換結果を検査し，その検査結果を
UML2UPPAAL に戻す．UML2UPPAAL は検査結果を astah*上に表示する．構成上は
UML2UPPAAL と UPPAAL は分離しているが，検査者から見た場合には UPPAAL は隠蔽
されており，検査者が直接操作する必要はない． 
UML2UPPAAL は次の 3 つの機能を提供する． 
 













図 5-2 UML2UPPAAL の構成 
5.4 モデル検査の実施と検査結果の検証 


















ムに想定外の振舞いがないかを UML を対象として検証する UML 検証手法を提案した．手
法の提案は以下のようにまとめられる． 
UML モデルをモデル検査ツール UPPAAL の検査モデルへ変換する方法を提案した． 
そしてモデル検査の非専門家である一般的な開発者でもモデル検査技術を利用して不具
合原因の特定ができるようにするために astah* プラグインで開発した検査支援ツール





































 受注伝票の登録により与信状態が OVER になった場合、与信ブロックフラグを ON
にして，以降の受注伝票登録を拒否する（図 6-2）． 
 
図 6-2 与信状態 UNDER－＞OVER 
 















クフラグを ON にする． 
(3)新規受注登録拒否状態ではなくかつ仮の与信チェックの結果が UNDER の場合は，受注
伝票登録を行い，さらに与信ブロックフラグが ON の場合は OFF にする． 
(4)新規受注伝票拒否状態のチェックは新規受注伝票拒否状態のチェックメソッドを利用す





限度額を OVER する場合は false を返し，UNDER な場合は true を返す． 
(7)与信ブロックフラグのチェックには与信ブロックフラグチェックメソッドを使用する．







































表 6-2 条件 
 
 
表 6-3 アクション 
 
 

















かつブロックフラグが ON」 と記述されているので，これを結果として記述する． 
 
 
図 6-5 仕様(1)アクション・条件の対応 
 
 
表 6-5 デシジョンテーブル 
 
 
デシジョンテーブルからシステムの振舞いが読み取れる(表 6-5 の点線内)．以下の 2 点が
想定されるシステムの振舞いである．これを否定にしたものが想定されないシステムの振
舞いとなる． 
 与信ブロックフラグ ON かつ与信状態 OVER 










いる必要があるため時間の制限を利用する．「t<10」と「t>5」はクロック変数 t が 5 より
大きく 10 未満の間に START からアージェントのロケーション（図 6-6①）に状態遷移す
ることを表している．ソースコードモデルの方も同様の設定を行い，t が 10 より大きく 20
未満と設定すれば初期のステータスの遷移が必ず先に行われる．アージェントは時間経過
しないロケーションである．ステータスは ON と OFF の二つがあり，初期のステータスは
与信データの状況により変わるため非決定で設定する（図 6-6②のどちらか）．仕様(2)(3)よ
り状態を変化させるのは与信ブロックフラグ変更メソッドであることがわかる．このメソ
ッドが実行された場合 ON->OFF もしくは OFF->ON に変更する（図 6-6③）．ステータス
の状態は UPPAAL のグローバル変数(Credit_Block_Flag)に格納する． 
 
図 6-6 仕様モデル 与信ブロックフラグ 
 
与信状態の仕様モデルは図 6-7 である．与信状態を取得するアクション(表 6-5 No03「仮
の与信チェックメソッド」)がある．ステータスが UNDER の場合は仮の与信のステータス




































図 6-9 到達可能性の検査 
 
6.6.2 システムの振舞いの検査 
以下の 2 つの「想定されない状態」になることがあるかという安全性の検査を行う． 
「想定される状態」次のとおりである． 
 処理実行後は与信ブロックフラグ ON かつ与信状態 OVER 
 処理実行後は与信ブロックフラグ OFF かつ与信状態 UNDER 
図 6-10 の検査式を実行する．検査式の意味は「与信状態が UNDER もしくは与信ブロッ
クフラグが OFF かつ与信状態が OVER もしくは与信ブロックフラグが ON になること
は決してない」というものである．具体的には「与信ブロックフラグ ON かつ与信状態が












図 6-10 検査式：与信状態と与信ブロックフラグ 
 
検査結果は「属性は満たされませんでした」となり反例が出力された．反例では「与信ブ
ロックフラグ ON かつ与信状態 UNDER の状態」になることが示された． 
  
A[] not (Rst_Credit_State.UNDER || Rst_Credit_Block_Flag.OFF)  




























功例と失敗例をこの実行ステップにより比較すると図 6-12 になる．36 行目で処理が分か




図 6-12 反例のグラフ 
 
A[] not ((vInitBlock==true && vInitCheck==true) && 




：与信ブロックフラグの初期値 true ON 
※vInitCheck 
























































b) 長方形 R を指定して、R を現在位置から指定したｘ方向の距離 x0,ｙ方向の距離
y0 だけ移動する。move 
c) 長方形 R を指定して、指定した幅の倍率 mx で幅を、高さの倍率 my で高さをそ
れぞれ拡大または縮小する。倍率は有限小数で与えるものとする。幅・高さ・座標の
値は Math クラスの round メソッドを使用して決定する。expand/shrink 
d) 長方形 R を指定して削除する。delete 
e) ボード上の長方形をすべて削除する。deleteAll 
 (2) その他に次の操作を行うことができる。 
a) ボード上の長方形を表示する。displayBoard 
ここで「ボード上の長方形を表示する」とはボード上にあるすべての長方形の属
性（幅、高さ、x 座標、y 座標）を表示する（標準出力に出力する）ということ。 















































し，関係しないものは非決定性の値を割当てる．割り当ての状態は create の場合を表 7-2




























































・ユーザは長方形 R を指定する。 
・ ユーザはｘ方向の距離 x0,ｙ方向の距離 y0 を指定する。 
・プログラム（move）は長方形 R を ｘ方向の距離 x0,ｙ方向の
距離 y0 だけ移動する。 
・長方形 R を指定して、R を現在位置から指定したｘ方向の距離















(2) プログラム（move）は長方形 Rをｘ方向の距離 x0,ｙ方向の距離 y0 だけ移動する． 
(3) プログラム(delete)は長方形 Rを削除する． 
(4) プログラム(deleteAll)は長方形 Rを全て削除する． 
(5) プログラム（expand）は長方形 Rは幅の倍率 mx で幅を，高さの倍率 my で高さをそれ
ぞれ拡大する 












個数の取りうる状態は，0 個，１個，2～9 個，仕様上ゆるされる最大の 10 個，エラーと
なる 11 個で表わす． 
 
7.4.2 デシジョンテーブル作成 
条件（表 7-5），アクション（表 7-6），結果（表 7-7）を抽出してデシジョンテーブル（表
7-8）を作成する．条件は満たされない場合エラーとみなされるもので，正常動作の場合に
は影響しない 
表 7-5 条件 
 
表 7-6 アクション 
 









結果の対応は図 7-4 のようになる． 
 
図 7-4 アクション・条件の対応 
 
 






















図 7-5 仕様モデルサンプル 
 
長方形の個数が永続的に状態変化するものであるのでこれを仕様モデルとして定義する

































ーバル変数 Act_isDuplicate_return_var に格納される． 
 














達する」である．検査式は図 7-9 のとおり． 
 
A[] not( SYSTEM_Command_start(0,0).END) 









図 7-10 である． 
  




















ラフから作成処理(ID 1)を 2 回実行した後に拡大処理(ID 3)を実行したときに長方形の重複
が発生しうることがわかる． 
 


























































● 実行したコマンドは１回目 作成，２回目 移動 
A[] not(Act_isIn_return_var==false && SYSTEM_Command_start(0,0).END) 
 
※Act_isIn_return_var 





































A[] not(Act_isIn_return_var==false && SYSTEM_Command_start(0,0).END  



























Act_isIn_return_val==false ⇒true に変換した場合の式は図 7-18 の上段の検査式に，












図 7-18 検査式：Point１，２を通過する 
 
A[] not(Act_isIn_return_var==true && SYSTEM_Command_start(0,0).END  
&& State_Board_Cnt==1 && ID==2  && cmd_cnt==2  && checkPoint1=true) 
※checkPoint1 
：図 7-17 Point1 通過有無の変数 
A[] not(Act_isIn_return_var==false && SYSTEM_Command_start(0,0).END  
&& State_Board_Cnt==1 && ID==2  && cmd_cnt==2  && checkPoint2=true) 
※checkPoint2 









に等号が不足していたため移動先の座標が x==0 もしくは y==0 場合，はみ出していると誤
って判定していることがわかった． 
 
図 7-19 条件式 
 
7.6.4 システムの振舞いの検査 長方形の数は１０以内 
先にあげた４つの「想定されない状態」のうちのひとつ「長方形の数は１０個以下」につ
いての検査を行う．検査式は「長方形の数が１０個を超えることはない」である．検査式




図 7-20 検査式：長方形の数は１０個を超えることは無い 
検査結果は「属性は満たされました」となり，問題がないことが確認できた． 
 



















































芝浦工業大学で稼働中の LMS(Learning Management System)である LUMINOUS[70]











Ogata ら[67][68]は UML を用いたモデル駆動要求分析手法を提案してきた．本研究は彼





























開発者でも，表 8-1 の SFP を漏れなく定義することができる．表 8-1 は，本学で稼働中の
109 
 
LMS(Learning Management System)である LUMINOUS の BBS 機能のモデルから定義










を含め，表 8-1 のようにセキュリティ機能方針（SFP）を整理する． 
 

















図 8-2 セキュリティ属性の定義 
 
表 8-2 アクセス制御規則の定義 
 
 
8.5 UPPAAL モデルへの変換 
図 8-3 に示すように，アクションの対象となるデータとその主体であるアクターのセキュ
リティ属性に関わる基本的な属性操作の結びつきに着目して，UML モデルを UPPAAL モ
デルに変換し，そのセキュリティ機能方針（SFP）の定義から検査式を自動生成して，到達
可能性，安全性に関する性質を検査する．UPPAAL モデルの作成，検査式の作成・実行に







図 8-3UML モデルへのモデル検査の適用 
 
8.6 検査実施 






























図 8-5 セキュリティ規則 検査式 
 
特定の時点の例：アクション開始時，終了時はアクティビティ図上で図 8-6 のようにノー
トを付加することにより UML2UPPAAL でモデル化する時にロケーションが追加される． 
今回の検査では「属性は満たされました」となり不具合は発見できなかった． 
 




アクション開始時 公開／非公開＝公開 && アクション終了時 公開
／非公開＝非公開(ルール C1) 
 
A[] (ACT03.Assert01 imply state_topic[0]==3) 








の表 8-2 の性質については，満たされることが確認できた． 
 
表 8-3 不具合の一覧 
 
 















































































































検査支援ツールは以下の二つである．それぞれ Java ソースコード，UML モデルを
UPPAAL モデルへ変換する．  
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