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Цель работы
Целью даннoй магистерской диссертации является визуализация двух-
мерного изображения на языке Java, в качестве предмета исследования,
сплайновые апроксимации.
Для визуализации изображения необходимо решить следующие задачи:
1) Изучить особенности визуализации линий и поверхностей с помощью
сплайнов;
2) Разработать приложение для платформы android, позволяющее пе-
редвигать и вращать плоские треугольники на экране;
3) Разработать приложение для платформы android, по построению ин-
терактивной триангуляции на плоскости, позволяющее пользователю фик-
сировать узлы триангуляции на плоскости и записывать координаты этих




Решение задачи построения поверхности в двумерном пространстве бу-
дем строить с помощью сплайн-функций. Сплайн-функция — это новая
быстро развивающаяся область теории приближения функций и численного
анализа. Получив распространение в 60-х годах, главным образом как сред-
ство интерполяции сложных кривых, сплайны в дальнейшем стали важным
методом для решения разнообразных задач вычислительной математики и
прикладной геометрии [4].
По сравнению с классическим аппаратом приближения многочленами
сплайн-функции обладают по крайней мере двумя важными преимущества-
ми. Во-первых, бесспорно,лучшими аппроксимативными свойствами и, во-
вторых, удобством реализации построенных на их основе алгоритмов на
ЭВМ [4].
Большинство численных методов решения задач математического ана-
лиза так или иначе связано с аппроксимацией функций. Это и собствен-
но задачи приближения функций (интерполяция, сглаживание, наилучшие
приближения) и задачи, в которых аппроксимация присутствует как проме-
жуточный этап исследования (численное дифференцирование и интегриро-
вание, численное решение дифференциальных и интегральных уравнений).
В алгебраическом смысле сплайны трактуются как некоторые глад-
кие кусочно-мпогочленные (включая обобщенные многочлены) функции
с однородной структурой. Сюда относятся так называемые L — сплай-
ны, составляемые из решений линейного однородного дифференциально-
го уравнения LS(x) = 0. Случай кубических сплайнов соответствует L =
d4/dx4[4].
В последнее время в вычислительной практике широкое распростране-
ние получили B-сплайны (от английского слова bell — колокол). Эти сплай-
ны сосредоточены на конечном носителе. Они используются как для ин-
терполяции функций, так и в качестве базисных функций при построении
методов типа конечных элементов. Данная категория сплайнов является
наиболее используемой, и функции B-сплайнов широко применяются в си-
стемах автоматизированного проектирования и многих пакетах графиче-
ского программирования.
Подобно сплайнам Безье, B-сплайны генерируются путём аппроксима-
ции набора контрольных точек. В то же время, B-сплайны обладают двумя
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преимуществами по сравнению со сплайнами Безье: во-первых, степень по-
линома B-сплайна можно задать независимо от числа контрольных точек (с
определенными ограничениями); во-вторых, B-сплайны допускают локаль-
ный контроль над формой кривой. Платой за это является большая слож-
ность B-сплайнов по сравнению со сплайнами Безье [21]. Базисные сплайны
заданной степени являются линейно независимыми функциями и образуют
базис в функциональных пространствах, что можно использовать для пред-
ставления с их помощью других функций этих же пространств. Любая,
например, кусочно-постоянная функция на отрезке, составленном из рав-
ных интервалов, может быть единственным образом представлена как ли-
нейная комбинация В-сплайнов нулевой степени, любая кусочно-линейная
функция — В-сплайнов первой степени и т. д. Базисные сплайны играют
существенную роль при построении численных методов решения задач ма-
тематической физики, например, метода конечных элементов в теории при-
ближения функций, при решении задач компьютерной графики.
Решение задач аппроксимации и изучение аппроксимативных свойств
сплайнов при этом сводятся к исследованию линейных алгебраических си-
стем. Вопрос об экстремальных свойствах является здесь производным в
том смысле, что отыскиваются постановки вариационных задач, решения-
ми которых были бы сплайн-функции.
Обращаясь к сплайн-функциям многих переменных, приходится при-
знать, что если мы хотим сохранить для них выше указанные свойства,
установленные для одномерных сплайнов, то неизбежно должны ограни-
читься функциями с клеточной структурой. Под этим мы понимаем функ-
ции, область определения которых разделена на ячейки (в плоском случае
прямоугольники, треугольники и т. п., в многомерном — параллелепипеды,
пирамиды и т. п.). В каждой ячейке функция определена в некотором смыс-
ле однородным способом с условиями гладкости вдоль границ ячеек. При
интерполировании функций многих переменных для сплайнов, в отличие от
мпогочленов, не возникает особых трудностей с проблемой существования
и единственности решения. Опыт применения сплайн-функций как аппара-
та приближения функций в численном анализе показывает, что во всех из-
вестных случаях удавалось добиться ощутимых результатов по сравнению с
классическим аппаратом многочленов. В одних задачах переход к сплайнам
приводит к повышению точности результатов, в других — к значительному
сокращению вычислительных затрат, в третьих — достигаются оба эффек-
та одновременно. Наконец, с помощью сплайнов удалось решить и такие
задачи, которые другим путем решить было бы невозможно. Среди них
на первом месте стоит проблема представления и хранения геометрической
информации в самых различных областях знания, будь то естественные на-
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уки, техника, архитектура, картография. Традиционно в более или менее
сложных ситуациях эта задача решается путем изображения объекта или
процесса на плоскости в виде графиков, чертежей и т. п. Вследствие огра-
ниченности масштабов изображений этот способ принципиально не может
обеспечить требуемую точность во всех случаях. Применение для данных
целей сплайнов (как одной, так и многих переменных) позволяет хранить
геометрическую информацию в числовой форме и с любой точпостыо. При
обработке информации на ЭВМ использование сплайнов позволяет на еди-
ной методологической основе разрабатывать математическое обеспечение
средств машинной графики (графопостроители и дисплеи).
Особенно широкое применение получили сплайны в технике как аппа-
рат для математического моделирования поверхностей деталей и агрегатов
сложной формы, таких, как аэродинамические обводы летательных аппа-
ратов, корпуса судов, лопасти гидротурбин, кузова легковых автомобилей
и т. п. Такие математические модели стали необходимыми при создании
систем автоматизации проектирования изделий на основе ЭВМ, техноло-
гической подготовки их производства, включая разработку программ для
оборудования с цифровым программным управлением.
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Постановка задачи
Известны различные способы построения триангуляции[36], в ряде слу-
чаев пользователю необходимо иметь возможность первоначальную триан-
гуляцию строить интерактивно.
Задача состоит в разработке комплекса программ, позволяющих стро-
ить триангуляцию на плоскости[38], задавая последовательно узлы, и из-
меняя расположение последнего задаваемого узла. При этом массив узлов
треугольников должен записываться во внешний файл.
Имея триангуляцию на плоскости, зная координаты узлов и значения
функции в узлах, далее строим изображение поверхности.
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1.1 Построение кусочно-линейных сплайнов
одной переменной
Пусть a, b — вещественные числа, {xj} — упорядоченная сетка узлов на
промежутке [a, b](рис.1).
Рис.1
Пусть функция U(x), такова что U ∈С2[a, b], обозначим uk = U(xk).
Аппроксимацию функции U(x) строим отдельно на каждом промежутке
[xj,xj+1]:
U˜(x) = u(xj)$j(x) + u(xj+1)$j+1(x), (1)
где базисные функции — $j(x), $j+1(x), таковы что supp $j = [xj−1, xj+1].
10
Рис.2




(xj − xj+1) , x ∈ [xj, xj+1],
(x− xj−1)
(xj − xj−1) , x ∈ [xj−1, xj],
0, x /∈ [xj−1, xj+1].
(2)
График функции $j(x) изображен на рис.1. Для апроксимации (1) ис-




(xj+1 − xj) , x ∈ [xj, xj+1]. (3)
1.2 Построение изображений поверхностей с
помощью функций Куранта
Для построения изображения поверхности строим прямоугольную сет-
ку узлов на плоскости. Пусть c, d — вещественные числа. Вдоль оси Y
на промежутке [c, d] строим упорядоченную сетку узлов {yk}, и проводим
прямые параллельные оси X. На координатной оси X отмечаем точки xj и
через эти точки проводим прямые параллельные оси Y (см. рис. 5), точки
пересечения линий называем узлами сетки и обозначаем их через (xj,yk).
Считаем, что поверхность U(x, y) задаётся значениями в узлах сетки.
Отмечаем на плоскости точки пересечения (xj, yk), (xj, yk+1), (xj+1, yk),
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(xj+1, yk+1). Прямоугольник с этими вершинами называем элементарным
и обозначаем его Pjk (рис.4). Приближение U˜(x, y) строим отдельно в каж-
дом элемантарном прямоуголнике.
В каждом узле сетки (xj, yk) задано значение функции U(xj, yk). Для
построения поверхности используем мультипликативные базисные функ-
ции Куранта (рис.3) :




U˜(x, y) = U(xj, yk)$j(x)$k(y) + U(xj+1, yk)$j+1(x)$k(y)+
+U(xj, yk+1)$j(x)$k+1(y) + U(xj+1, yk+1)$j+1(x)$k+1(y), (x, y) ∈ Pjk. (5)
1.3 Построение кубических сплайнов
Пусть a, b — вещественные числа, {Xj}-упорядоченная сетка узлов на
промежутке [a, b](рис.6).
Рис.6
Пусть функция U(x) , такова что U ∈ C3[a, b].
Аппроксимацию функции U(x) строим отдельно на каждом промежутке
[xj, xj+1]:





((x− xj+1)(x− xj+2)(x− xj+3))
((xj − xj+1)(xj − xj+2)) , x ∈ [xj+1, xj+2],
((x− xj−1)(x− xj+1)(x− xj+2))
((xj − xj−1)(xj − xj+1)(xj − xj+2)) , x ∈ [xj, xj+1],
((x− xj−2)(x− xj−1)(x− xj+1))
((xj − xj−2)(xj − xj−1)(xj − xj+1)) , x ∈ [xj−1, xj], (7)
((x− xj−3)(x− xj−2)(x− xj−1))
((xj − xj−3)(xj − xj−2)(xj − xj−1)) , x ∈ [xj−2, xj−1].
График функции $j(x) изображен на рис.6. Для апроксимации (6) ис-
пользуются четыре бизисные функции(см. рис.7).
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Рис.7
Из (7) следует, что
$j(x) =
((x− xj−1)(x− xj + 1)(x− xj+2))
((xj − xj−1)(xj − xj+1)(xj − xj+2)) , x ∈ [xj, xj+1],
$j−1(x) =
((x− xj)(x− xj + 1)(x− xj+2))
((xj − xj−1)(xj−1 − xj+1)(xj−1 − xj+2)) , x ∈ [xj, xj+1], (8)
$j+1(x) =
((x− xj−1)(x− xj)(x− xj+2))
((xj+1 − xj−1)(xj+1 − xj)(xj+1 − xj+2)) , x ∈ [xj, xj+1],
$j+2(x) =
((x− xj−1)(x− xj)(x− xj+1))
((xj+2 − xj−1)(xj+2 − xj)(xj+2 − xj+1)) , x ∈ [xj, xj+1].
1.4 Построение изображений поверхностей с
помощью тензорного произвдения
Для построения изображения поверхности строим прямоугольную сет-
ку узлов на плоскости. Пусть c, d — вещественные числа. Вдоль оси Y
на промежутке [c, d] строим упорядоченную сетку узлов {yk}, и проводим
прямые параллельные оси X. На координатной оси X отмечаем точки xj и
через эти точки проводим прямые параллельные оси Y (см. рис. 5), точки
пересечения линий называем узлами сетки и обозначаем их через (xj,yk).
Считаем, что поверхность U(x, y) задаётся значениями в узлах сетки.
Отмечаем на плоскости точки пересечения (xj, yk), (xj, yk+1), (xj+1, yk),
(xj+1, yk+1). Прямоугольник с этими вершинами называем элементарным
и обозначаем его Pjk (рис.4). Приближение U˜(x, y) строим отдельно в каж-
дом элемантарном прямоуголнике.
В каждом узле сетки (xj, yk) задано значение функции U(xj, yk). Для
построения поверхности используем мультипликативные базисные функ-
ции:
Ωjk(x, y) = $j(x)$k(y). (9)
14






Ume$m(x)$l(y), (x, y) ∈ Pjk. (10)
1.5 Построение изображений в трехмерном
пространстве
Пусть даны четыре точки V1, V2, V3, V4, расположенные в трехмерном
пространстве. Точка Vi задается координатами (xi, yi, zi)(рис.8).
Рис.8
Пусть функции x(t),y(t),z(t) , таковы что x, y, z ∈С2(R1).
Аппроксимацию функций x(t),y(t),z(t) строим отдельно на каждом про-
межутке [tj, tj+1].
x˜(t) = x(tj)$j(t) + x(tj+1)$j+1(t), (11)
y˜(t) = y(tj)$j(t) + y(tj+1)$j+1(t),
z˜(t) = z(tj)$j(t) + z(tj+1)$j+1(t).





(tj − tj+1) , t ∈ [tj, tj+1]. (12)




(tj+1 − tj) , t ∈ [tj, tj+1]. (13)
На рис.8 б изображена пирамида построенная по формулам (11).
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Глава 2. Обзор существующих
решений
В данное время задача отображения и построение графического контен-
та на мобильных устройствах является очень актуальной. С учетом разви-
тия информационных технологий, развивается и усовершенствуется подача
графического контента для всех владельцев электронных устройств. Для
того чтобы ускорить процесс передачи определнной информации в данное
время наблюдается тенденция оптимизации всей информации под мобиль-
ные устройства. Так как с помощью мобильных устройств и приложений
можно легко и быстро получать необходимую информацию, в отличии от
персональных компьютеров. Ниже представлены мобильные приложения,
которые предоставляют возможность построения линий и поверхностей.
2.1 Приложение Linear Fit
Мобильное приложение соданное разработчиком О. Г. Кальдероном[39],
позволяет выполнять линейную аппроксимацию данных, предоставляемых
в (x, y) координатах. Данные вводить в соответствующие области. Цифры
должны быть написаны через запятую, без пробелов. Приложение вычис-
ляет линию y = m ∗ x + b методом наименьших квадратов и отображает
значение наклона ”m” и коэффициента ”b”. Также в данном приложении
предоставляется коэффициент корреляции. Из этого выходит что, в данном
приложении реализуется лишь частный случай построение двухмерных по-
врехностей, к тому же построение графиков производится с помощью уже
готовых наборов инструментов и библиотек реализуемые в Google Chart
Tools.
2.2 Приложение Spline Interpolation
Данное приложение было разработанно в Университете прикладных на-
ук Jade в Германии[40]. Приложение может проводить вычисления для по-
строения линий и поверхностей. Результат работы програмы можно уви-
деть в декартовой системе координат, а также имеется возможность по-
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лучить рассчитанные коэффициенты. Кроме того, присутствует возмож-
ность перемещать точки в системе координат и наблюдать, как меняется
функция. Однако, в данном приложении имеются строгие ограничения по
построениея функций и отсутствует вывод необходимых данных для даль-
нешего использования.
2.3 Curve Fit - Tools
Инструментарий данного приложения поможет найти наиболее подхо-
дящий вариант для построения кривой с помощью аппроксимации наимень-
ших квадратов. Вы можете найти полиномиальную, экспоненциальную или
линейную функцию для любой кривой. Также есть возможность сохранить
данные для дальнейшей обработки[41]. В данном приложении отсутвует по-
строение определенных геометрических фигур, так как оно лишь демонт-
срирует граффик кривой на плоскоскости. Также осутствует динамическое
изменение кривых и добавление нескольких объектов одновременно.
2.4 Приложение Math Professional
Графический калькулятор[42] позволяет вычислять основные функции
научного калькулятора, имеется возомжность строить двухмерные и трех-
мерные функции, обеспечивает преобразование чисел в основных системах
счисления, вычисляет производные. Реализует логарифмические и триго-
нометрические функции. Отсутствует добавление добавлнеие нескольких
функций одновременно.Основной недостаток это наличие только платной
версии.
2.5 Приложение Grapher Pro
Эффективное мобильное приложение для построения уравнений[43], спо-
собное создавать большинство функций (включая комплекснозначные), вы-
полнять решение уравнений и вычислять различные выражения. Также
имеется широкий набор определенных функций, в том числе гиперболи-
ческие и тригонометрические функции, дифференциирование. В данном
приложении как примеры, изображаются кривые Декарта, полярные, па-
раметрические, неявные, трехмерные и другие кривые. Отсутсвует постро-
ение триангулирующей поверхности и самой триангуляции. Использовать
данное приложение можно лишь при платной подписки.
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2.6 Выводы
Рассмотренные выше программные продукты реализуют некоторые воз-
можности для построения двухмерных поверхностей социальных взаимо-
действий. Часть из них специализируются на узком сегменте задач или
функций по построению графических объектов или графиков. Другие про-
граммные продукты предоставляют обширный функционал, но в то же вре-
мя не реализуют такие задачи как построение триангуляции или сохранение
полученных значение, к тому же предоставляют платное использование.
Для построение большинства функций наиболее подходящими решениями
в данное время являются Math Professional[42] и Grapher Pro[43]. Но не сто-
ит опираться только на эти продукты, так как обработка входящих данных
в динамическом режиме производится очень медленно, либо отсутствует.
Во-первых, отсутвует возможность построения триангулирующей поверх-
ности или изменение её свойств. Во-вторых, в данных программных про-
дуктах большинство функций строятся с помощью уже готовых библиотек
и примитивов, которые создаются уже поставщиками программного обес-
печения, следовательно возникает небольшая ограниченность в масштаби-
руемости продукта.
Решение, предложенное в данной работе, это унифицирование и созда-
ние общего подхода по построению двухмерных поверхностей. Возможность
задавать на вход различные точки, а на выходе получать различные фи-
гуры как геометрически правильные так и нет. Также есть возможность





3.1 Архитектура мобильного приложения
В ходе проведения анализа программных продуктов по построению двух-
мерных поверхностей был сделан выбор в пользу создания мобильного при-
ложения на операционной системе android, доступного всем современным
мобильным устройствам данной ОС. Данное решение позволит большин-
ству пользователей без труда пользоваться данным приложением на своих
устройствах и упростит поиск потенциальных решений для конкретных за-
дач. Блок-схема рабооты приложения представлена на рисунке 9.
Рис.9
Так как было выбрано решение в пользу мобильного приложения, глав-
ным языком программирования стал Java, который является наиболее рас-
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пространенным стандартом для создания и распространения мобильных
приложений, игр т.д. Недостатком использования языка заключается в том,
что яхык не полностью объектно-ориентирован. Проявляется это в отсут-
ствии некоторых свойств, таких как индивидуальные переменные, множе-
ственное наследование и другие свойства. В свою очередь язык популярен
в окружении проектов с открытым кодом и технически превышает много-
численные сторонние аналоги. Диаграмма классов представлена на рисунке
10.
Рис.10
3.2 Программные средства, используемые
для создания двухмерных поверхностей
В ходе разработки мобильного приложения использовались следующие
технологии:
— язык Java;
— интегрированная среда разработки Android Studio;
— прикладной программный интерфейс Canvas;
— эмулятор Android Genymotion.
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3.2.1 Язык Java
Технологические процессы языка Java имеют многочисленные отличи-
тельные черты, которые выделяют данный язык от прочих языков про-
граммирования.
Переносимость — создание программного представления на одной плат-
форме и его последующий пуск в каждой иной платформе, в месте где
устанавливается JVM.
Безопасность — Java гарантирует защиту, сдерживая влияние прогаммы
исполняющей средой jаvа, запрещая её доступ к другой части ОС компью-
тера. Надежность — в Java нет структур, приводящие к потенциальным
ошибкам.К примеру, арифметика указателей, потеря точности при преоб-
разованиях типов и т.д. Автоматическое обнуление оперативной памяти,
так как Java выделяет ресурсы для уборки неприменяемых объектов на
удаление. В корректно созданном проекте нa java все ошибки должны и
могут подвергаться обработке программой [7].
С помощью использования объектно-нацеленного подхода предоставля-
ет использование готовых объектов в собственных програмках. Java пред-
полагает собой базу почти абсолютно всех видов сетевых систем и считает-
ся общим эталоном для внедрения и распространения интегрированных и
мобильных приложений, игр, и коллективного программного обеспечения.
3.2.2 Интегрированная среда разработки Android
Studio
Android Studio — интегрированная и бесплатная среда разработки на
базе IntelliJ IDEA [15], содержит одну из версий Android SDK и дополни-
тельные средства графических интерфейсов, классов и шаблонов которые
упрощающают разработку новых приложений, в добавок содержит такие
средства, которые выполняют упаковку приложений и их работу[10].
Аndrоid-приложения состоят из компонентов, которые система может
инициализировать и запустить при необходимости.
В целом в приложениях на Android емеется четыре типа компонентов:
— деятельность (Activity);
— служба (Service );
— приемник широковещательных намерений (Broadcast Receiver);
— контент-провайдер (Content Provider).
Деятельность — представляет собой видимую часть приложения, т.е ви-
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зуальный пользовательский интерфейс. Все деятельности реализуются как
nодкласс базового класса Activity. Пример представлен в Листинге 1.




Служба — элемент, не имеющий интерфейса nользователя и выnолняет-
ся в низкоприоритетном порядке на протяжение неоnределенного nериода
[16]. Например, элемент способен дать возможность пользователю и поль-
зоваться другим приложением, доступна загрузка данных из сети, при этом
не блокируется доступ с деятельностью.
Приемник вещательных целей — элемент, целью которого является по-
лучение событий внешних компонентов и их откликов. Способен привести
в действие деятельность ответом на информацию, которую он приобретает,
либо продемонстрировать уведомление, для пользователя [16]. К примеру,
оповестить о невысоком заряде баттареи.
Контент-провайдер — распоряжается конкретным комплексом данных,
применяемых приложением, с доступом для мобильных приложений. Контент-
провайдеры используют систему разрешений для безопасного доступа т.е
пользователь может создавать контент-провайдер и предоставить доступ
к своим данным из других систем, затем использовать другие контент-
провайдеры для обращений к их базам данных [16] .
3.2.3 Прикладной программный интерфейс Canvas
Главная концепция применения методов в Canvas заключается в том,
то что они считаются семантически независимыми элементами. Подразу-
мевается, то что данный класс считается белым холстом, внутри которого
можно "изобразить"какой-либо компонент.В Canvas существуют способы и
методы для изображения графического конента в виде примитивов. Для на-
чала необходимо сформировать класс paint, предоставляющий обозначать
как будут отображаться стиль, формат шрифта, цвет и т.д.
Рентабельность использования Canvas, будет лучше подходить когда
требуется постоянная собственная прорисовка. Canvas содержит собствен-
ные методы и способы рисования, и при необходимости применяться.
К примеру, такие методы как:
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— onDraw() - метод является Canvas объектом, используется чтобы на-
рисовать себя. Canvas Класс определяет методы для рисования текста, ли-
ний, растровых изображений, а также многих других графических прими-
тивов. Этот метод позволяет создать свой собственный пользовательский
интерфейс (UI).
— drawBitmap() - рисует растровое изображение на холсте. Можно из-
менять внешний вид целевой картинки, указывая итоговый размер или ис-
пользуя матрицу для преобразования;
— drawPoint() - рисует точку в заданном месте;
— drawLine(s)() - рисует линию (или последовательность линий) между
двумя точками.
3.3 Расчётная и программная часть
Прикладная программа разрабатывалась как мобильное приложение
ориентированное на ОС Android версии 4.4.4 KitKat.
Разработку приложение можно разделить на основные состовляющие:
— создание класса MainActivity;
— создание класса ShapesActivity;
— создание класса Point3;
— создание интерфейса Shape;
— создание класса Shape2D;
— создание класса Spline;
— создание класса Nativ;
— создание класса TreeActivity1;
— создание класса TreeActivity2;
3.3.1 Класс MainActivity
Класс MainActivity — это класс-навигатор активностей с функцией пе-
рехода по кнопке. Функции содержат в себе координаты будущих фигур,
которые отправляются по ключевому слову(тег) в другую активность для





public void onClick(View v) {
i = new Intent(getApplicationContext(), Shape2d.class);
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int[] value = new int[]{0, 0, 100, 100, 120, 10,
200, 200, 250, 0, 300, 100, 350, 100};










В данном листинге мы обращаемся к встроенному методу findViewById ко-
торый находит view(т.е вид), который был идентифицирован с помощью ат-
рибута ID из XML. Далее переопределяем метод интерфейса OnClickListener().
Этот метод обрабатывает нажатия.В нем добавляется массив int[] value ти-
па integer в котором задаются точки будущих фигур, по парам x и y массив
опорных точек int[] PointsO. Задается коэффициент KFWH, который уве-
личиват или уменьшает значения точек. Далее в задается ширина родите-
ля кнопки, т.е ширина экрана. Также добавляется высота джойстика для
управления фигурами и далее стартуется активность.
3.3.2 Класс ShapesActivity
Класс ShapesActivity — этот класс осуществляет принятие массива то-
чек различных фигур и затем визуализирует эти фигуры как двумерные
объекты. Листинг 3.











































В данном листинге используется класс ShapeVision. Он отвечает за кон-
крентую фигуру, то есть ее отображение в виде View и используется как
массив таких фигур. В зависимости от количества треуголников использу-
ются экхемляры этого класса.
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3.3.3 Класс Point3
Класс Point3 — этот класс отвечает за три точки образующий треуголь-
ник, максимумы к минимуму, начальное значение и текущее смещение. Ли-
стинг 4.





















В этом классе импользуется мотод getXs() который возвращает массив из
x-координат, метод getYs() возвращает массив из y-координат по которым
образуется трекголник.
3.3.4 Класс Shape
Класс Shape — этот интерфейс служит для получения и установления
параметров фигур. Листинг 5.










Класс Shap2D — этот класс представляет собой активность полумесяца.
Он строится с помощью сплайнов в виде дуги. Они имеют координаты х и
у, есть функция в классе spline() которая вычисляется от одной точки до
второй на основании 3 точек- вершин. По формулам, когда x < x1 < x2,
находим все у при росте х. Листинг 6.





double[] yw=new double[ 3];
for(int j=0;j<3;j++)yw[j]=xF[j][1];
Spline.SplineTuple[] spl = Spline.BuildSpline1(xww,yw);
//это изначальная величина предварительного массива(400 точек)






//это найдена определенная точка - у по x= i
double ff = Spline.f(xF[i][0]+j*kfy,spl);





//берется 2-половина массива и заполняется она
for(int j=count/2;j<count;j++){
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В данном листинге представлнео заполнение сплайна точками, вспомога-
тельная функция spline.f() используется для поиска y-ков из массивов.
3.3.6 Класс Nativ
Класс Nativ — этот класс переводит все данные о фигурах, в натив-
ную форму через java native interface, которая считает методы быстрее.
Используется для получения быстрого визуального отображения на экране
смартфона. Листинг 7.
class Nativ {
native static int[] TrivialAlg
(int[] out,int x1,int x2,int y1,int y2,int barva,int width);
native static void Sizego
(int[] in,int rad,int h,int starty ,int color);
native static int[] DrawLineApprox





В данном листинге представлены методы:TrivialAlg рисует линию по коор-
динатам с зданной шириной; Sizego зарисовывает фигуру заданным цветом;
DrawLineApprox выполняет аппроксимацию по заданным координатам.
3.3.7 Класс Spline
Класс Spline — этот класс осуществляет нахождение и вычисление сплай-
на. Главным образом хранит координаты прямых в виде 2-го массива. Ли-
стинг 8.
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public Spline(int[][] in) {
super();
setInts(in);}









public static double f(double x,SplineTuple[] splines ) {
SplineTuple s;
int n= splines.length;
if (x <= splines[0].x)
s = splines[1];
else if (x >= splines[n - 1].x)
s = splines[n - 1];
else {
int i = 0, j = n - 1;
while (i + 1 < j) {
int k = i + (j - i) / 2;





double dx = (x - s.x);
return s.a + (s.b + (s.c / 2.0 +
s.d * dx / 6.0) * dx) * dx;}
Листинг 8
В этом листинге описанна раннее используемая функция f() , в которой
осуществляется поиск y-ков.
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3.3.8 Класс TreeActivity 1
Класс TreeActivity 1 и TreeActivity 2 являются активностями(видимостями)
для наглядной демонстрации работы триангуляции. Также они содержат
функцию вывода координат полученных в ходе работы точек в текстовый
файл. Для отображения используется класс Shape extends View.Листинг 9.
class Shape extends View{
//нарастающие точки,при касании экрана
//определяющего х и у
ArrayList<Point> al;
ArrayList<Point3> add;//прирастающие треугольники
Bitmap bm;//это отражение рисунка который получается через canvas
int[] pixels;
// закрашивание невидимых точек;








При нажатии на экран метод onTouch создается новая точка координаты
которой записываются в массив. Листинг 10.

















Spline spline =new Spline
(Spline.DrawLineApprox
(al.get(0).x, al.get(1).x, al.get(0).y, al.get(1).y));
spline.getPaint( pixels, w, 0xff000000);
bm.setPixels(pixels, 0,w, 0, 0,w, h);
postInvalidate(); }
Листинг 11
Если количество точек равно 3, то формируется и отображается один
треугольник. Каждая дополнительная точка будет формировать следую-
щий треугольник, 2 вершины которого будут составлять ближайшее най-
денное ребро из чила уже построенных треугольников. За это отвечает
функция perfect. Листинг 12.
if(al.size()==3){
add=new ArrayList<>();






Класс TreeActivity 2 отличается от класса TreeActivity 1 только огра-




Вся разработка мобильного приложения проводилась на машине с про-
цессором Intel-Core-i7, графической видеокартой NVIDIA GeForce-740M и
на операционной системе Windows 7. Разработка осуществлялась в IDE
Android Studio с эмулятором Android Genymotion и образом смартфона
Samsung Galaxy-S4, версии 4.4.4 Kit-Kat.
Для демонстрации работы самого мобильного приложения на эмулято-
ре, необходимо скомпелировать проект. Для этого необходимо в IDE Android
Studio нажать на вкладку "Run app"в верхней панели управления. Резуль-
тат работы приложения продемонстрирован на рис.11.
Рис.11
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Для того чтобы приложение загрузить на смартфон, необходимо для
начала создать файл с разрешением .apk. Для этого в среде разработки
нажимаем на вкладку "Build"и выбираем команду Build APK (Рис. 12).
Рис.12
Приложение скомпанованно и готово к использованию. В право верхнем
углу появиться вкладка "APK generated successfully". При нажатии на неё,
откроется папка местонахождения apk файла (рис. 13).
Рис.13




Пользователь может войти в мобильное приложение, нажав на кноп-
ку войти, ввод пароля не потребуется. Далее откроется меню приложения,
в котором будут представлены восемь разделов (Рис. 14). Каждый раз-
дел имеет своё практическое применение. После нажатия на конкретный
раздел, пользователь окажется в окне раздела, который будет иметь своё




К примеру, если войти в раздел Дерево, нам будет предложено собрать
пазл в виде дерева. На экране будут хаотически расположены треуголь-
ники, которые были построены с помощью сплайновой аппроксимации и
использованием кусочно-линейных сплайнов (Рис. 16).
Рис.16
В разделе триангуляциция, нам предоставляется пространство внутри
которого ограничивающая выпуклая фигура. На данном экране также су-
ществует кнопка удалить последнее действие и сохранить файл. Для по-
строения триангуляции пользователю необходимо отмечать на экране ко-
ординаты, программа будет сама вычислять ближайшую точку для соеди-
нения с последней проставленной точкой. Если пользователь в дальней-
шем будет использовать координаты установленных точек, то в мобильном
приложении предосталена функция сохранения координат в любом желае-
мом формате, в данном примере реализуется сохранение в txt файл. Файл




Имея триангуляцию на плоскости и занчения функции в узлах сетки,
можно построить изображение поверхности[38]. В дополенение, в разделе
триангуляции реализовано более сложное экспериментальное проектирова-
ние с добавлением значения функции Z[i] (Рис 18.).
Рис.18
Используя триангуляцию на плоскости и задавая значения функции в





В ходе выполнения данной магистерской диссертации были выполнены
следующие задачи:
• Исследованны возможности по применению локальных сплайнов для
разработки мобильного приложения на платформе Android;
• Разработано интерактивное мобильное приложение для платформы
android, позволяющее пользователю интерактивно строить триангу-
ляцию на плоскости, задавая узлы триангуляции последовательно ка-
саясь экрана и имея возможность изменить расположение очередного
вводимого узла;
• Разработано интерактивное мобильное приложение (для android) для
перемещения плоских треугольников по экрану;
• Проведен анализ работоспособности приложения.
В дальнейшем планируется оптимизировать алгоритм построения три-
ангуляции, а также провести экперементы с использованием друхих мето-
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public class MainActivity extends Activity {
Intent i;
@Override






public void onClick(View v) {









public void onClick(View v) {












public void onClick(View v) {










public void onClick(View v) {
// TODO Auto-generated method stub
i=new Intent(getApplicationContext(), Shape2d.class);
int[] value=new int[]{0,0, 100,100, 120, 10,
200, 200 , 250,0, 300,100 , 350,100 };

















public void onClick(View v) {
// TODO Auto-generated method stub
i=new Intent(getApplicationContext(), ShapesActivity.class);
int[] value=new int[]{ 0, 100, 200,100, 100, 0,










public void onClick(View v) {
// TODO Auto-generated method stub
i=new Intent(getApplicationContext(), ShapesActivity.class);
int[] value=new int[]{100, 0, 100, 100, 0,100,














public void onClick(View v) {
// TODO Auto-generated method stub
i=new Intent(getApplicationContext(), ShapesActivity.class);
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int[] value=new int[]{0,0, 0,200, 100,100,













public void onClick(View v) {
i=new Intent(getApplicationContext(), ShapesActivity.class);
int[] value=new int[]{ 100, 100, 0, 100, 100,0,
100,100 , 200, 0 , 100, 0,
200, 0, 200,100,100,100 ,











public void onClick(View v) {
i=new Intent(getApplicationContext(), ShapesActivity.class);
int[] value=new int[]{ 50, 0, 150, 0, 100,100
,200, 50 , 200,150, 100, 100
, 150, 200, 50,200,100,100
, 0,150, 0, 50, 100, 100,
0,50 ,50, 0 ,100,100,




























public class ShapesActivity extends Activity {
int[] colors = new int[]{0xffFF4081, 0xffF44336,











protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
int[] as = getIntent().getIntArrayExtra("Points");
int w = getIntent().getIntExtra("w", 0);
H = (int) getIntent().getFloatExtra("Heig", 0);
k = getIntent().getDoubleExtra("KFWH", 1);
setContentView(R.layout.activity_rhombus);
root_view = (RelativeLayout) findViewById(R.id.root_view);
root_view.addView(new backGrShape(this), -1, H);
if (as != null) {
ObjectCmSpline = new Spline();
int[][] ObjectCm = new int[as.length / 2][2];
for (int i = 0; i < ObjectCm.length; i++) {
ObjectCm[i][1] = (int) (as[i * 2] * k);




p3 = new Point3[ObjectCm.length / 3];
Agen = new double[p3.length];
\thispagestyle{plain}
for (int i = 0; i < ObjectCm.length / 3; i++) {
p3[i] = new Point3();
p3[i].setPoints(ObjectCm[i * 3][1], ObjectCm[i * 3 + 1][1],
ObjectCm[i * 3 + 2][1], ObjectCm[i * 3][0], ObjectCm[i * 3 +




sv = new ShapeVision[p3.length];
for (int i = 0; i < p3.length; i++) {







public boolean onTouch(View v, MotionEvent event) {
// TODO Auto-generated method stub
if (event.getAction() == MotionEvent.ACTION_MOVE) {











public void onClick(View v) {





class backGrShape extends View {
int top, left, position;
private Paint paint;
public backGrShape(Context context) {
super(context);





private void init() {




public boolean onTouch(View v, MotionEvent event) {
// TODO Auto-generated method stub
switch (event.getAction()) {
case MotionEvent.ACTION_DOWN:
for (int i = 0; i < p3.length; i++)
if (event.getY() < p3[i].Ymax && event.getY() > p3[i].Ymin)






if (event.getY() < p3[This].Ymax && event.getY() > p3[This].Ymin)
if (event.getX() < p3[This].Xmax && event.getX() > p3[This].Xmin) {











protected void onMeasure(int widthMeasureSpec, int heightMeasureSpec) {
// TODO Auto-generated method stub
super.onMeasure(widthMeasureSpec, heightMeasureSpec);
top = (getMeasuredHeight() -
(ObjectCmSpline.Ymax - ObjectCmSpline.Ymin)) / 2;
left = (getMeasuredWidth() - (ObjectCmSpline.Xmax -
ObjectCmSpline.Xmin)) / 2;
position = getRootView().getHeight() - top;
}
@Override
protected void onDraw(Canvas canvas) {
// TODO Auto-generated method stub
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super.onDraw(canvas);
if (ObjectCmSpline.getInts() != null)
for (int i = 1; i < ObjectCmSpline.getInts().length; i++) {
canvas.drawLine((float) ObjectCmSpline.getInts()[i][1] + left,
(float) ObjectCmSpline.getInts()[i][0] + top,
(float) ObjectCmSpline.getInts()[i - 1][1] + left,




//отвечает за конкрентую фигуру то-есть ее отображение в виде
//View и используется как массив таких фигур
//в эависимости сколько треугольников нужно
//столько будет и этих классов




protected void onDraw(Canvas canvas) {
// TODO Auto-generated method stub
super.onDraw(canvas);
canvas.drawBitmap(bm, 0, 0, null);
}
public ShapeVision(Context context, Point x,
Point y, Point z, int w, int h, int color) {
super(context);//this.count=count;
pixels = new int[w * h];









x.x = limitMax(x.x, w);
y.x = limitMax(y.x, w);
z.x = limitMax(z.x, w);
x.y = limitMax(x.y, h);
y.y = limitMax(y.y, h);
z.y = limitMax(z.y, h);
Spline spline1 = new Spline
(DrawLineApprox(x.x, y.x, x.y, y.y));
Spline spline2 = new Spline
(DrawLineApprox(x.x, z.x, x.y, z.y));
Spline spline3 = new Spline
(DrawLineApprox(z.x, y.x, z.y, y.y));
spline1.addSpline(spline2);
spline1.addSpline(spline3)









bm = Bitmap.createBitmap(w, H, Bitmap.Config.ARGB_8888);
Point3 p = p3[i];
int df = w / 6;
p.X = df * i;
p.Y = (df / 2) * i;
int[] pX = p.getXs();
int[] pY = p.getYs();
pixels = new int[w * H];
Spline spline1 = new Spline
(DrawLineApprox(pX[0], pX[2], pY[0], pY[2]));
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spline1.addSpline(new Spline
(DrawLineApprox(pX[0], pX[1], pY[0], pY[1])));
spline1.addSpline(new Spline
(DrawLineApprox(pX[2], pX[1], pY[2], pY[1])));
spline1.getPaint(pixels, w, color);
Nativ.Sizego(pixels, w, H, 0, color);
bm.setPixels(pixels, 0, w, 0, 0, w, H);
}
void repaint(int x, int y) {
Point3 p = p3[This];
p.Y = y - p.YNominal;




pixels = new int[w * H];
int[] pX = p3[i].getXs();
int[] pY = p3[i].getYs();
draws(pixels, w, color, pX[0], pY[0], pX[1], pY[1], pX[2], pY[2]);
Nativ.Sizego(pixels, w, H, 0, color);
bm.setPixels(pixels, 0, w, 0, 0, w, H);
postInvalidate();
}
int offsetX(Point pointsX, Point pointsY, Point pointsZ) {
return Math.min(pointsY.x, Math.min(pointsX.x, pointsZ.x));
}
int offsetY(Point pointsX, Point pointsY, Point pointsZ) {
return Math.min(pointsY.y, Math.min(pointsX.y, pointsZ.y));
}
int limitMax(int x, int limit) {
if (x >= limit) x = limit - 1;




void draws(int[] out, int w, int color, int pointsX,
int pointsY, int pointsX2, int pointsY2, int pointsX3,
int pointsY3) {
out = Nativ.TrivialAlg(out, pointsX,
pointsX3, pointsY, pointsY3, color, w);
out = Nativ.TrivialAlg(out, pointsX,
pointsX2, pointsY, pointsY2, color, w);
out = Nativ.TrivialAlg(out, pointsX3,
pointsX2, pointsY3, pointsY2, color, w);
}
double[][] DrawLineApprox(double x, double x1,
double y, double y1) {
double count = Math.max(Math.abs(x1 - x), Math.abs(y1 - y));
double[][] out = new double[(int) count][2];
double kfY = (y1 - y) / count;
double kfX = (x1 - x) / count;
out[0][0] = y;
out[1][0] = y + kfY * 1;
for (int i = 0; i < count; i++) {
out[i][1] = x + kfX * i;
double[] dd = getApprox(out, i);
if (!Double.isNaN(dd[0]))
out[i][0] = (dd[0] * out[i][1] + dd[1]);
/* можно записать иначе
* else out[i][0]=out[i-1][0];
* но лучше добавить тогда побольше начальнах точек
*
* */





double[] getApprox(double[][] m, int n) {
double sumx = 0;
double sumy = 0;
double sumx2 = 0;
double sumxy = 0;




sumx2 += m[i][1] * m[i][1];
sumxy += m[i][0] * m[i][1];
}
double a = (n * sumxy - sumx * sumy) / (n * sumx2 - sumx * sumx);
double b = (sumy - a * sumx) / n;
return new double[]{a, b};
}
public static double distance(double x1, double y1,
double x2, double y2) {
x1 -= x2;
y1 -= y2;




//Этот класс отвечает за три точки образующий треугольник
//максимумы минимуму начальное значение и текущее смещение
























public void setPoints(int xp0,int xp1,int xp2,























public void angrad(double angradq){
double dis = Math.toRadians(angradq);
}





public void setPointsNomin(int xp0,int xp1,int xp2,

















public static int distance(double x1, double y1,













































public class Shape2d extends Activity {
int[] colors = new int[]{0xffFF4081, 0xffF44336,
0xff2196F3, 0xff4CAF50, 0xff3F51B5, 0xff303F9F};











protected void onCreate(Bundle savedInstanceState) {
// TODO Auto-generated method stub
super.onCreate(savedInstanceState);
int[] as = getIntent().getIntArrayExtra("Points");
offsetY = getIntent().getIntExtra("offsetY", 0);
offsetX = getIntent().getIntExtra("offsetX", 0);
w = getIntent().getIntExtra("w", 0);
int[] PointsO = getIntent().getIntArrayExtra("PointsOpor");
for (int i = 0; i < PointsO.length / 2; i++) {
PointsO[i * 2] += offsetX;
PointsO[i * 2 + 1] += offsetY;
}
if (PointsO != null) PointsOpor = new Spline
(new int[]{10, 100, 30, 30});
for (int i = 0; i < as.length / 2; i++) {
as[i * 2] += offsetX;
as[i * 2 + 1] += offsetY;
}
int[] newas = new int[]{30, 30, 130, 400};
PointsOpor = new Spline(newas);
PointsOpor.addSpline(new Spline(new int[]{130, 400, 430, 20}));
H = (int) getIntent().getFloatExtra("Heig", 0);
double k = getIntent().getDoubleExtra("KFWH", 1);
setContentView(R.layout.activity_rhombus);
findViewById(R.id.jostic).setVisibility(View.GONE);
root_view = (RelativeLayout) findViewById(R.id.root_view);
root_view.addView(new backGrShape(this), -1, H);
if (as != null) {
ObjectCmSpline = new Spline();
int[][] ObjectCm = new int[as.length / 2][2];
for (int i = 0; i < ObjectCm.length; i++) {
ObjectCm[i][1] = (int) (as[i * 2] * k);





p3 = new Point3[ObjectCm.length / 3];
Agen = new double[p3.length];
//переводят координаты в значения точек в классе точек 3
//значит каждые 3 точки образуют треугольник
Agen[i] = 0;// - угол 0
for (int i = 0; i < ObjectCm.length / 3; i++) {
p3[i] = new Point3();
p3[i].setPoints(ObjectCm[i * 3][1], ObjectCm[i * 3 + 1][1],
ObjectCm[i * 3 + 2][1], ObjectCm[i * 3][0],




for (int i = 0; i < p3.length; i++) {}}}
class backGrShape extends ImageView {
int top, left, position, x1, y1;
private Paint paint;
public backGrShape(Context context) {
super(context);






private void init() {
// TODO Auto-generated method stub
bitmap = Bitmap.createBitmap(w, H, Bitmap.Config.ARGB_4444);
int[] in = new int[w * H];
x1 = 100;
y1 = 100;
double[][] ast = new double[][]{{0, 150}, {x1, y1}, {w, 175}};
setHroxim(in, ast);






public boolean onTouch(View v, MotionEvent event) {





x1 = (int) event.getX();







private void repaints() {
int[] in = new int[w * H];
double[][] ast = new double[][]{{0, 150}, {x1, y1}, {w, 175}};
// double[][] out = getAppS( ast );
setHroxim(in, ast);




private void setHroxim(int[] in, double[][] ast2) {
double[][] out2 = getAppS(ast2);
Spline Lines = new Spline(out2);
Lines.getPaint(in, w, colors[4]);
Sizego(in, w, H, 0, colors[4]);
bitmap.setPixels(in, 0, w, 0, 0, w, H);
}
@Override
protected void onMeasure(int widthMeasureSpec,
int heightMeasureSpec) {
// TODO Auto-generated method stub
super.onMeasure(widthMeasureSpec, heightMeasureSpec);
top = (getMeasuredHeight() -
62
(ObjectCmSpline.Ymax - ObjectCmSpline.Ymin)) / 2;
left = (getMeasuredWidth() -
(ObjectCmSpline.Xmax - ObjectCmSpline.Xmin)) / 2;
position = getRootView().getHeight() - top;
}
@Override
protected void onDraw(Canvas canvas) {
// TODO Auto-generated method stub
super.onDraw(canvas);
canvas.drawCircle(x1, y1, 5, paint);
}
}
double[][] getAppS(double[][] xF) {
int i = 0;
double[] xww = new double[3];
for (int j = 0; j < 3; j++) xww[j] = xF[j][0];
double[] yw = new double[3];
for (int j = 0; j < 3; j++) yw[j] = xF[j][1];
Spline.SplineTuple[] spl = Spline.BuildSpline(xww, yw);
int count = Math.min(w, H) / 2;
double kfy = 2 * Math.abs(xF[i + 1][0] - xF[i][0]) / (double) count;
double[][] out = new double[count][2];
for (int j = 0; j < count / 2 + 1; j++) {
double ff = Spline.f(xF[i][0] + j * kfy, spl);




kfy = 2 * (xF[i + 1][0] - xF[i][0]) / (double) count;
for (int j = count / 2; j < count; j++) {
double ff = Spline.f(xF[i][0] + (count - 2 - j) * kfy, spl);





double[][] changeArray(double[][] in) {
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double[][] out = new double[in.length][2];






void Sizego(int[] out, int rad, int h, int starty, int color) {
int j;
for (int i = starty; i < rad; i++) {
int e1 = h - 1, e2 = -1;
for (j = 0; j < h; j++) {





for (j = h - 1; j > starty; j--) {





for (j = e1; j < e2; j++) out[i + j * rad] = color;}}
class paste {
int[] in;
int len = 0;
int w;
int xmax = 0, xmin = H, ymax = 0, ymin = w;





// TODO Auto-generated constructor stub
}
synchronized void matrix2(int isc, int color1, int color2)
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{
xmax = Math.max(xmax, isc % w);
ymax = Math.max(ymax, isc / w);
xmin = Math.min(xmin, isc % w);
ymin = Math.min(ymin, isc / w);
if (isc - w + 1 < len && isc - w + 1 > 0
&& isc % w > 0 && isc % w < w)
if (in[isc - w + 1] != color1 && in[isc - w + 1] != color2) {
in[isc - w + 1] = color2;
try {
matrix2(isc - w + 1, color1, color2);
} catch (StackOverflowError e) {
}
}
if (isc + 1 < len && isc + 1 > 0 && isc % w > 0 && isc % w < w)
if (in[isc + 1] != color1 && in[isc + 1] != color2) {
in[isc + 1] = color2;
try {
matrix2(isc + 1, color1, color2);
} catch (StackOverflowError e) {
}
}
if (isc + w + 1 < len && isc + w + 1 > 0
&& isc % w > 0 && isc % w < w)
if (in[isc + w + 1] != color1 && in[isc + w + 1] != color2)
{
in[isc + w + 1] = color2;
try {
matrix2(isc + w + 1, color1, color2);
} catch (StackOverflowError e) {
}
}
if (isc - w < len && isc - w > 0 && isc % w > 0
&& isc % w < w)
if (in[isc - w] != color1 && in[isc - w] != color2) {
in[isc - w] = color2;
try {
matrix2(isc - w, color1, color2);
} catch (StackOverflowError e) {
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}}
if (isc - w - 1 < len && isc - w - 1 > 0
&& isc % w > 0 && isc % w < w)
if (in[isc - w - 1] != color1
&& in[isc - w - 1] != color2) {
in[isc - w - 1] = color2;
try {
matrix2(isc - w - 1, color1, color2);
} catch (StackOverflowError e) {
}
}
if (isc - 1 < len && isc - 1 > 0 && isc % w > 0
&& isc % w < w)
if (in[isc - 1] != color1 && in[isc - 1] != color2) {
in[isc - 1] = color2;
try {
matrix2(isc - 1, color1, color2);
} catch (StackOverflowError e) {
}
}
if (isc + w < len && isc + w > 0 && isc % w > 0
&& isc % w < w)
if (in[isc + w] != color1 && in[isc + w] != color2) {
in[isc + w] = color2;
try {
matrix2(isc + w, color1, color2);
} catch (StackOverflowError e) {
}
}
if (isc + w - 1 < len && isc + w - 1 > 0
&& isc % w > 0 && isc % w < w)
if (in[isc + w - 1] != color1 && in[isc + w - 1] != color2) {
in[isc + w - 1] = color2;
try {
matrix2(isc + w - 1, color1, color2);






* Главным образом хранит координаты прямых в виде 2-го массива
* Универсализм задания.. можно задавать как int так и double
* в принципе излишество
* */
public class Spline implements Shape{
int Xmax,XmaxPos,Xmin=Integer.MAX_VALUE,XminPos,
Ymax,YmaxPos,Ymin=Integer.MAX_VALUE,YminPos;

















public void setInts(int[][] in) {

























public void setDoubles(double[][] in) {
























public Object[][] getObject() {


































public void setObject(Object[][] object) {














































































void getPaint(int[] in,int width,int color){
int[][] ob = addob (); // getInts();
// addob ();





















int[][] ob = getInts();




int[][] iit = getAddInts(ob[count-1][1],ob[count/2-1][1],
ob[count-1][0],ob[count/2-1][0]);
int[][] out =new int[count+c+iit.length][2];
c=0;
for(int i=1;i<count;i++){













int getAddcount(int x,int x1,int y,int y1){
int out = Math.max(Math.abs(x1-x),Math.abs (y1-y));
return out;
}




double kfY = (y1-y)/(double)count;








public double[][] createSpline(int[] in){
return PointsLine((double)in[0] ,(double)in[2] ,
(double)in[1] ,(double)in[3]);
}
double[][] PointsLine (double x,double x1,double y,double y1){
double count = Math.max(Math.abs(x1-x),Math.abs (y1-y));
double[][] out=new double[(int) count][2];
double kfY = (y1-y)/count;































public static SplineTuple[] BuildSpline(double[] x, double[] y) {
int n=x.length;
Spline.SplineTuple[] splines = new SplineTuple[n];
for(int i=0;i<n;i++)
splines[i] = new SplineTuple();




splines[0].c = splines[n - 1].c = 0.0;
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double[] alpha = new double[n - 1];
double[] beta = new double[n - 1];
alpha[0] = beta[0] = 0.0;
for (int i = 1; i < n - 1; ++i) {
double h_i = x[i] - x[i - 1], h_i1 = x[i + 1] - x[i];
double A = h_i;
double C = 2.0 * (h_i + h_i1);
double B = h_i1;
double F = 6.0 * ((y[i + 1] - y[i]) / h_i1 -
(y[i] - y[i - 1]) / h_i);
double z = (A * alpha[i - 1] + C);
alpha[i] = -B / z;
beta[i] = (F - A * beta[i - 1]) / z;
}
for (int i = n - 2; i > 0; --i)
splines[i].c = alpha[i] * splines[i + 1].c + beta[i];
beta = null;
alpha = null;
for (int i = n - 1; i > 0; --i) {
double h_i = x[i] - x[i - 1];
splines[i].d = (splines[i].c - splines[i - 1].c) / h_i;
splines[i].b = h_i * (2.0 * splines[i].c +




public static double f(double x,SplineTuple[] splines ) {
SplineTuple s;
int n= splines.length;
if (x <= splines[0].x)
s = splines[1];
else if (x >= splines[n - 1].x)
s = splines[n - 1];
else
{
int i = 0, j = n - 1;
while (i + 1 < j) {
int k = i + (j - i) / 2;








double dx = (x - s.x);
return s.a + (s.b + (s.c / 2.0 + s.d * dx / 6.0) * dx) * dx;
}
static double[][] DrawLineApprox(double x,double x1,
double y,double y1){
double count = Math.max(Math.abs(x1-x),Math.abs (y1-y));
double[][] out=new double[(int) count][2];
double kfY = (y1-y)/count;





double[] dd = getApprox(out,i);
if(!Double.isNaN(dd[0]) )
out[i][0]= (dd[0]*out[i][1]+dd[1]);
/* можно записать иначе
* else out[i][0]=out[i-1][0];







static double[] getApprox(double[][] m, int n) {
double sumx = 0;
double sumy = 0;
double sumx2 = 0;
double sumxy = 0;




sumx2 += m[i][1] * m[i][1];
sumxy += m[i][0] * m[i][1];
}
double a = (n*sumxy - sumx*sumy) / (n*sumx2 - sumx*sumx);







native static int[] TrivialAlg
//рисует линию как drawLine - cavnas
(int[] out,int x1,int x2,int y1,int y2,int barva,int width);
//зарисовывает фигуру
native static void Sizego
(int[] in,int rad,int h,int starty ,int color);
native static int[] raundImageCant
(int[] out,int w,int h,int color);
native static void matrx2
(int[] packName,int isc,int w,int len,int color1,int color2);
//аналог функции аппроксимации
native static int[] DrawLineApprox
(int[] out, int x1,int x2,int y1,int y2, int barva ,int w);
//x1 y1 -первая точка x2 y2 -вторая barva цвет width ШИРИНА
native static int[] DrawLinePlus






























protected void onCreate(Bundle savedInstanceState) {







//очистка, удаление последнего действия
findViewById(R.id.kill).setOnClickListener(new OnClickListener() {
@Override
public void onClick(View v) {





//созданиие файла с координатами
findViewById(R.id.create).setOnClickListener(new OnClickListener() {
@Override
public void onClick(View v) {





class Shape extends View{
//нарастающие точки,при касании экрана определяющего х и у
ArrayList<Point> al;
ArrayList<Point3> add;//прирастающие треугольники
Bitmap bm;//это отражение рисунка который получается через canvas
int[] pixels;
// закрашивание невидимых точек;








public boolean onTouch(View v, MotionEvent event) {
int x1;
int y1;


















// TODO Auto-generated method stub
if(al.size()==2){
Spline spline =new Spline
(Spline.DrawLineApprox(al.get(0).x, al.get(1).x, al.get(0).y,
al.get(1).y));//рисуем простую линию
spline.getPaint( pixels, w, 0xff000000);




//начинаем добавлять треугольники и сразу их рисуем
add=new ArrayList<>();













//переделанная функция делоне,там поиск по окружности - это долго
//вместо этого берутся середины ребер и сравниваются
//при помощи Point3.distance
int[] ffg = perfect(add.get(j),al.get(al.size()-1).
//функция определения ближайшего ребра из массива треугольников
x,al.get(al.size()-1).y );
// ffg[2] параметр возвращаемый perfect





yp1=ffg[5];yp2=ffg[6];// х1 х2 у1 у2 текущий минимальный
//ближайшее ребро - когда цикл завершится
}}







int[] perfect(Point3 mass, int x,int y){
int si1 = Point3.distance(mass.line1[2], mass.line1[3], x, y);
int si2= Point3.distance(mass.line2[2], mass.line2[3], x, y);
int si3= Point3.distance(mass.line3[2], mass.line3[3], x, y);
//минимальное значение ,это массив который вернется он передает
//только расстояние и координаты ребра
int [] m=new int[9];
//минимум si3, si1 сравнивается с si2
int abc = Math.min(si2, Math.min(si3, si1));
m[2]=abc;
//если то это ребро найдено заполняем массив




















pixels=new int[w*h];//новый массив для экрана
//Spline[] spline это массив сплайнов готовая функция для
//рисования еще с первых треугольков
//количество треугольников равно количеству рисунков
Spline[] spline =new Spline[add.size()];
for(int i=0;i<spline.length;i++){
spline[i]= new Spline(Spline.DrawLineApprox
(add.get(i).x1, add.get(i).x2, add.get(i).y1, add.get(i).y2));
spline[i].addSpline(new Spline(Spline.DrawLineApprox(add.get
(i).x3, add.get(i).x1, add.get(i).y3, add.get(i).y1)) );
spline[i].getPaint( pixels, w, 0xff000000);//линнии будут черными
}
//загружаем пиксели в битовую маску




protected void onDraw(Canvas c) {






public void kill(View vr){

















y1="+v.add.get(i).y1 + "px\n" ));
dr.writeBytes(String.valueOf("x2="+v.add.get(i).x2+"px
y2="+v.add.get(i).y2 + "px\n" ));
dr.writeBytes(String.valueOf("x3="+v.add.get(i).x3+"px




} catch (FileNotFoundException e) {
// TODO Auto-generated catch block
e.printStackTrace();
} catch (IOException e) {
// TODO Auto-generated catch block
e.printStackTrace();
}}}
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