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 Abstrakt 
Tato práce pojednává o problematice tvorby komunikační platformy pomocí technologie 
Flash. Obsahuje studii o možnostech, které tato technologie poskytuje spolu s využitím jiných, volně 
dostupných open-source zdrojů pro sestrojení komunikačního softwaru. Kromě tohoto rozboru je 
možné v práci najít také návod, jak postupovat při tvorbě projektu tohto druhu spolu s pracovním 
postupem, který jsem zvolil já. Snažil jsem se uvést co nejpřesnější pohled na problematiku a popsat 
kroky, kterými jsem projekt realizoval. 
 
 
Abstract 
This thesis dealt with issue of creating communication platform via Flash technology. It 
includes study of the possibilities this technology brings along with cooperation of using other 
available   open-source sources for designing communication software. Beside this analysis, my work 
contains guideline, how to proceed in a matter of designing this kind of a project and working  plan 
I’ve chosen. I’ve done my best to put to my work all information about this problem and tried to show 
a possible way, how to finish the task as this project was.  
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Úvod 
 
Monolog váš svět zmenšuje. Dialog ho zvětšuje. 
Reinhard K. Sprenger 
 
Ako naznačuje citát R. K. Sprengera, medziľudská komunikácia zohráva v živote človeka 
dôležitú úlohu - pomáha nám zahnať samotu, rozvíja osobnosť, ukazuje nám uhly pohľadu iných 
ľudí, dovoľuje nám učiť sa na ich skúsenostiach. Z tohto dôvodu bolo vždy perspektívne venovať sa 
spôsobom komunikácie aj na vedeckom poli. Stačí sa obzrieť okolo a na každom kroku je o tom 
dôkaz. Málokto dnes nemá v kapse mobil, nemá registrované ICQ číslo (poprípade nepoužíva iného 
IM klienta) a aspoň jeden email alebo nie je registrovaný na sociálnych sieťach.   
Z týchto dôvodov by som sa v tejto ročníkovej práci rád venoval možnostiam vytvorenia 
komunikačnej platformy pomocou technológie Flash. Táto technológia ponúka množstvo 
zaujímavých nástrojov vhodných pre praktickú realizáciu mojej práce.  
Čo sa týka podobných prácí, ktoré už v tomto smere riešené boli, na internete sa možno 
dopracovať k open-source projektom venujúcim sa vytvoreniu serveru, ktorý by dokázal 
komunikovať s klientom pomocou nástrojov, ktoré Flash poskytuje. Z týchto spomeniem dva asi 
najvýznamnejšie – VideoCity a Red5.  
Cieľom tejto práce teda bude preskúmať možnosti vytvorenia komunikačnej platformy 
pomocou nekomerčných, voľne dostupných zdrojov. Mojou úlohou bude snaha o vytvorenie frontend 
aplikácie vo Flashi a jej prepojenie so serverom RTMPLite projektu Videocity, ktorý bude v roli 
backend aplikácie. Táto platforma by potom mala dokázať sprostredkovať komunikáciu medzi dvoma 
a viacerými ľudmi vo forme richtextu, audio a video komunikácie v reálnom čase. 
Práca je rozdelená na kapitoly, ktoré postupne prechádzajú od úvodného popisu problematiky 
a rozboru zadania k návrhu riešenia, zváženia jeho kladov a záporov a následne popisu zvoleného 
spôsobu realizácie projektu. Záverečná kapitola obsahuje súhrn možností pre rozšírenie platformy a 
jej jednotlivých prvkov. 
 
  
3 
 
1 Úvod do problematiky 
V následujúcich riadkoch sa budem snažiť popísať, s čím v tejto práci budem pracovať. Rád 
by som uviedol stručný náhľad na platformu Flash, jej vznik a vývoj postupom času, charakteristické 
črty a možnosti, ktoré ponúka. Ďalej v tejto kapitole by som rád popísal projekt Internet VideoCity, 
na ktorom budem svoju prácu budovať a z ktorého prevezmem serverovú časť. Následne sa budem 
venovať možnostiam open-source prostredí a nástrojov pre vývoj komunikačného software spolu s 
výberom vhodného pre realizáciu mojej práce a na záver by som rád spomenul problematiku tvorby 
užívateľského rozhrania. 
 
1.1 Platforma Flash 
Adobe Flash je multimediálna platforma, ktorej korene siahajú do konca minulého storočia. 
Jeho prvotným predkom bol program SmartSketch, jednoduchý nástroj pre prácu s vektorovou 
grafikou, vyvíjaný Jonathanom Gayom. Postupom času tento program zanikol, no s rozvojom 
internetu sa opäť vrátil a bol znovuvydaný pod názvom FutureFlash. Roku 1995 podstúpil rozsiahle 
modifikácie a bol vydaný multiplatformovo ako FutureSplash Animator. O rok neskôr tento software 
odkúpila Macromedia (ktorá ho premenovala a vydala ako Flash - skrátený Future spLASH)a držala 
do roku 2005, kedy ho odkúpila (a v dnešnej dobe vlastní, distribuuje a vyvíja) Adobe Systems. 
Podrobnejší náhľad na vývoj platformy Flash možno nájsť v knihe The Essential Guide to Flash CS4 
with ActionScript [6, kap.1 str. 5-17]. 
 
 
 
Ako som už spomenul, Flash vznikol ako potomok jednoduchého editoru vektorovej grafiky 
no v priebehu svojho vývoja bol vybavený novou funkcionalitou. V dnešnej dobe sa skladá 
z viacerých prvkov (viď obrázok 2) pomocou ktorých dokáže pracovať s vektorovou i rastrovou 
grafikou a je často používaný pre tvorbu animácií a zaistenie interaktívneho správania webových 
stránok. Okrem skrášlenia užívateľského rozhrania webu poskytuje aj rôzne iné možnosti využitia, 
často sa používa na tvorbu hier, reklamných bannerov a najnovšie je používaný aj ako nástroj pre 
vývoj RIA (Rich Internet Applications). 
Flash ako taký je multiplatformová technológia, fungujúca na rôznych elektronických 
zariadeniach, mobilných telefónoch a osobných počítačoch pomocou Adobe Flash Playeru, Adobe 
Flash Lite (odľahčená verzia Flash Playera) či AIR (Adobe Integrated Runtime). Flash Player je 
schopný pracovať na širokej škále operačných systémov (nie len počítačov, ale taktiež mobilných 
telefónov) – Windows, Mac OS,  Linux, Solaris, Android, Symbian, Palm OS, atd.  
Obrázok 1 Logo Adobe a Adobe Flash 
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V priebehu svojho života platforma Flash (a všetky jej súčasti) ziskala neuveriteľnú škálu 
funkcionality a poskytuje množstvo nástrojov pre prácu prakticky s čímkoľvek, od kreslenia primitív 
vektorovej grafiky, cez pokročilé spracovanie XML dokumentov, audio a video záznamov po nástroje 
pre tvorbu sieťových aplikácií. 
V rámci tejto práce sú používané tri komponenty tejto platformy – ActionScript, Flex SDK 
a AIR Runtime. 
ActionSctipt je objektovo orientovaný open-source programovací jazyk, ktorý je dialektom 
ECMAScriptu. Primárne sa využíva pre vývoj webových aplikácií postavených na platforme Adobe 
Flash Player. Od roku 2006, kedy vyšlaAktuálna verzia ActionScript 3.0 bola predstavená roku 2006, 
kedy sa začala používať v Flash Playeri v9.  
Adobe Flex je vývojová technológia, ktorá pôvodne vznikla ako prostriedok pre budovanie 
vizuálne zaujímavých webových stránok, dnes je však omnoho univerzálnejšia. S jej pomocou možno 
vyvíjať webové i desktopové aplikácie a v súčasnej dobe sa zameriava tiež na chytré telefóny, tablety 
apod. Táto technológia je veľmi lákavá z viacerých dôvodov, z ktorých možno spomenúť jednoduché 
a intuitívne budovanie UI pomocou značkovacieho jazyka podobného HTML, štýlovanie 
či skinovanie komponent podľa potreby či jednoduché prepojenie s jazykom ActionScript, ktorým 
možno obohatiť aplikáciu všemožnými efektami a funkcionalitou. 
Obrázok 2 Komponenty platformy Flash 
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Ako už bolo spomenuté v úvode, Flash dokáže pracovať s audio aj video súbormi a poskytuje 
nástroje pre ovládanie periferných zariadení ako je mikrofón a kamera. K práci so záznamami ponúka 
rôzne kodeky, ich stručný výpis je v tabuľke Kodeky podporované platformou Flash. Tento zoznam 
je prebraný z http://www.gravlab.com/forum/2010/06/15/list-of-flash-codecs-supported-by-
gravitylab-video-hosting/. 
 
Verzia 
Flash Playera 
Rok 
vydania 
Podporované video 
kodeky 
Podporované 
audio kodeky 
6 2002 Sorenson Spark, Screen video MP3, ADPCM, Nellymoser 
7 2003 Sorenson Spark, Screen video MP3, ADPCM, Nellymoser 
8 2005 
On2 VP6, Sorenson Spark, Screen 
video, Screen video 2 
MP3, ADPCM, Nellymoser 
9 2007 
On2 VP6, Sorenson Spark, Screen 
video, Screen video 2, H.264 
MP3, ADPCM, Nellymoser, 
AAC 
10 2008 
On2 VP6, Sorenson Spark, Screen 
video, Screen video 2, H.264 
MP3, ADPCM, Nellymoser, 
Speex, AAC 
Tabuľka 1 Kodeky podporované platformou Flash 
1.2 Internet VideoCity 
Projekt Internet VideoCity si kladie za úlohu vytvoriť open-source aplikáciu umožňujúcu 
komunikáciu medzi užívateľmi. Hlavnou myšlienkou je idea virtuálneho mesta, kde má každý 
registrovaný užívateľ svoj vlastný virtuálny dom. Po registrácii obdrží užívateľ dve vizitky. Jedna je 
privátna, určená pre majiteľa domu, aby doň mal prístup s vlastníckými právami. Druhá je 
návštevnícka – túto môže nechať verejne vystavenú, aby umožnil komukoľvek prístup do verejných 
častí domu, alebo ju poskytnúť priateľom. Príklad vizitky je na obrázku Vizitka. Každý dom má 
vlastnú adresu vo forme URL. Po tom, čo si užívateľ vytvorí účet (teda dom), môže v ňom vytvárať 
rôzne izby (každá rozširuje URL domu o názov izby – izba má teda jedinečnú adresu), tie potom 
sprístupniť verejnosti alebo ponechať privátne. Každý užívateľ teda vlastní dom v ktorom sú izby, 
z ktorých minimálne jedna je prístupná verejnosti (priateľom). Tí môžu prísť „na návštevu“, kedy 
vstúpia do miestnosti a komunikujú s prítomnými. Tento projekt zaisťuje ako real-time komunikáciu 
v rámci miestnosti (audio, video i text), tak aj možnosť nechať na stene textový odkaz, fotografiu 
alebo video v prípade, že majiteľ domu „nie je doma“. Klientská aplikácia projektu ponúka 
užívateľovi taktiež možnosť vytvoriť odkaz pomocou mikrofónu a kamery a tento uložiť na server 
v priečinku majiteľa domu. Ten si po príchode môže daný odkaz vypočuť (pozrieť). Užívateľské 
rozhranie tohto projektu možno vidieť na obrázkoch Úvodné rozhranie a Rozhranie pre tvorbu 
miestnosti. 
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 Obrázok 5 Rozhranie pre tvorbu miestnosti 
Obrázok 4 Úvodné rozhranie 
Obrázok 3 Vizitka 
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Projekt VideoCity využíva dve komponenty vytvorené v rámci iných projektov – 39-peers a 
RTMPLite. 
39-peers je projekt, ktorý sa snaží vytvoriť open-source peer-to-peer internetový telefón 
využívajúci protokol SIP (Session Initiation Protocol). Podporuje protokoly IETF SIP a RTP. 
Implementovaný je v jazyku Python. 
Druhý projekt je RTMPlite, ktorý začal roku 2007. Tento implementuje jednoduchý Flash 
RTMP server  pomocou jazyka Python. Vzhľadom na to, že vznikal pred piatimi rokmi, využíva 
staršiu verziu kódovacieho protokolu AMF0 (aktuálna verzia AMF3), nie som si však vedomý toho, 
že by to bol problém při využití v tejto práci. Zdrojový kód pre parsovanie AMF správ prevzal 
z podobného projektu - RTMPy. Podrobnejšie informácie k projektom RTMPLite a 39-peers možno 
nájsť na oficiálnych stránkach [11, 1].  
Video City je teda časť, ktorá stojí nad týmito dvoma a spája ich do jednoho celku. Z väčšej 
časti implementuje klientskú aplikáciu pomocou Flex SDK a ActionScriptu no rovnež zabezpečuje 
dodatočnú funkcionalitu RTMP serveru (pridanie shared objects a rozšírenie o web server) [13]. 
Autorom projektu je Ing. Kundan Singh, Ph.D. 
Okrem tohto riešenia som našiel ďalšie dva, ktoré by sa dali použiť v práci použiť – Red5 
a Adobe Stratus.  
Red5 je serverová aplikácia vytvorená v Jave a oproti RTMPLite je čosi zložitejšia. 
Vývojárska skupina projektu Red5 sa špecializuje len na vývoj serveru. Bližšie informácie možno 
nájsť na oficiálních webových stránkach projektu [9]. 
Firma Adobe rovnež ponúka server nazývaný Adobe Stratus, priamo navrhnutý na podobné 
účely, no ten ako komerčný neprichádza v úvahu.  
Iné podobné projekty, ktoré by sa dali v práci využiť som nenašiel. 
 
1.3 Voľba open-source prostredia  
Ako už bolo spomenuté, pre vývoj komunikačnej platformy sa budem musieť obmedziť na 
open-source zdroje, tj. nekomerčné prvky technológie Flash, časti projekov s otvorenou licenciou, 
ktoré daný problém (alebo podobný) riešili a obsahujú súčasti použiteľné pre moju prácu.  
Technológia Flash si dlho strážila tajomstvá svojej špecifikácie a len občas vlastniaca 
spoločnoť (či už Macromedia alebo Adobe Systems) dovolila verejnosti, aby do nich nahliadla. Prvé 
odhalenie špecifikácie bolo v októbri 1998, kedy Macromedia zverejnila špecifikáciu Flash v3. 
Detaily o formáte SWF sa na svetlo sveta dostali až v apríli 2006, no stále s istými čiernymi 
miestami, všetkých podrobností sa verejnosť dočkala až v júne 2009. 
Keďze Macromedia (a následne Adobe) boli veľmi tajnostkárske ohľadne svojich produktov 
a technológií, vzniklo množstvo projektov, ktoré si dali za úlohu vytvoriť vlastný open-source SWF 
vývojový nástroj. Medzi najznámejšie patria napr. Ajax Animator, Vectorian Giotto, swfmill, 
SWFTools, MTASC.  
Okrem týchto nástrojov vznikol aj samotný open-source objektovo orientovaný 
multiplatformový programovací jazyk haXe, ktorý sa snažil poskytnúť vývojárom nástroj pre tvorbu 
webstránok a aplikácií využívajúcich jeden zjednotený programovací jazyk. Tento jazyk dokáže 
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fungovať pre rôzne platformy – PHP, Java, JavaScript, C++, C#, Flash. Syntaxou je veľmi podobný 
ActionScriptu a JavaScriptu. Kompilátor haXe dokáže vytvoriť SWF súbory, ktoré sú plne 
kompatibilné s Flash od verzie 6 vyššie. Zaujímavé je, že tento nekomerčný kompilátor je rychlejší 
ako jeho Adobe obdoba - Flex builder. Podrobné informácie možno nájsť na oficiálním webe 
projektu[5]. 
Napriek tomu, koľko existuje rôznych open-source nástrojov, ktoré napodobujú platformu 
Flash a dokážu s ňou pracovať, pre túto prácu som sa rozhodol využiť jej voľne dostupné prvky, 
konkrétne Flex SDK a jeho kompilátor. 
 
1.4 Užívateľské rozhranie 
Nezanedbateľnou súčasťou riešenia a tvorby akéhokoľvek software, ktorý má byť nasadený 
v praxi, je nutné vyriešiť otázku užívateľského rozhrania, teda akým spôsobom a do akej miery 
pracuje užívateľ s programom. Základným princípom by malo byť, aby bolo ovládanie jednoduché, 
užívateľsky príjemne a pokiaľ možno čo najviac intuitívne, teda aby mohol užívateľ pracovať na 
základnej úrovni bez nutnosti prejsť si užívateľskú príručku. 
Platforma Flash poskytuje pre vytvorenie užívateľského rozhrania už spomenutý Flex SDK. 
Tento v sebe zahŕňa množstvo základných objektov pre budovanie užívateľsky príjemného vzhľadu 
aplikácie, ktorý pri prepojení s ActionScriptom možno obohatiť o zaujímavú funckionalitu a efekty. 
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2 Rozbor zadania 
Táto kapitola obsahuje popis a rozbor zadania práce, teda bližší pohľad na to, čo je cieľom 
a čo je potrebné pre jeho dosiahnutie urobiť. 
Pre vytvorenie komunikačnej platformy (a v podstate akejkoľvek aplikácie) je nutné si 
ujasniť, akú štruktúru by celá platforma mala mať a akým spôsobom by mali jej komponenty 
komunikovať tak, aby  bolo možné výslednú aplikáciu v praxi použiť. Pri návrhu musíme tiež 
zohľadniť kladené kritéria a požiadavky na výsledok, ktorými sú v tomto prípade hlavne kvalita 
zvuku, nízka latencia a ruch (malé meškanie a stratovosť paketov) a zahlcovanie prenosovej linky. 
2.1 Architektúra 
Jednou z kľúčových krokov pri riešení je určenie architektúry vyvíjanej aplikácie, teda 
ujasniť si, z akých prvkov bude zložená a ako tieto prvky budú medzi sebou interagovať. 
Pri štúdii tohto problému som narazil na viacero návrhových vzorov, pre potreby tejto práce 
som ale vylúčil všetky, ktoré boli modifikáciou peer-to-peer. Tento systém prenosu dát by bol 
zbytočne zložitý, keďže by bolo nutné vyriešiť mechanizmus predikcie najvhodnejších ciest streamu 
pre jeho distribúciu medzi užívateľmi. Okrem toho spočíva jeho nevýhoda tiež v tom, že 
k jednotlivým užívateľom sa stream dostáva v rôznych meškaniach a jeho preposielaním ďalej by sa 
toto sčítalo, čo by významne komplikovalo real-time komunikáciu. Preto sa budem ďalej zaoberať iba 
architektúrami, ktoré sú postavené na modeli klient-server. 
Zhrnutím týchto faktov teda dochádzame k záveru, že cieľom je vytvoriť aplikáciu, ktorá 
bude pozostávať z klienta a serveru, kde klientom rozumieme komponentu, ktorá bude schopná 
manipulovať s perifernými zariadeniami a zachytávané dáta (či už audio, video alebo text) 
prostredkovať serveru. Jeho úloha zase bude tieto dáta od každého užívateľa prijímať a sprístupňovať 
ich ostatným. Pre riadenie tohto správania však bude potrebné do aplikácie zapojiť akúsi logiku, ktorá 
bude výmeny dát riadiť a zabezpečovať, aby každý užívateľ dostal to, čo očakáva. Konkrétny návrh 
riešenia možno nájsť v kapitole Návrh riešenia komunikačnej platformy. 
Z uvažovaných architektúr som vybral dve, ktoré sa mi javili ako najvhodnejšie pre riešenie 
tejto práce. 
 
2.1.1 Komunikácia s odberom všetkých streamov 
Ilustrácia Architekúra s odberom všetkých streamov zobrazuje jednoduchú schému prvej 
uvažovanej architektúry. Hlavnou myšlienkou tejto konštrukcie klientov a serveru je, aby každý 
klient posielal na server svoj dátový tok a naopak, aby odoberal zo serveru všetky cudzie toky 
diskusnej miestnosti.  
Na základe schémy možno odvodiť matematické charakteristiky platformy s takouto 
štruktúrou: 
Pre N účastníkov:  
- Každý užívateľ prijíma N – 1 streamov (neprijíma svoj) a jeden stream odosiela 
- Celkový počet prenášaných streamov je N2 
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Táto bilancia nie je sama o sebe nijak zvlášť priaznivá, sú však ďalšie faktory, ktoré tu 
zohrávajú dôležitú úlohu: 
- Dátový stream sa posiela len v prípade, že na vstupe periferného zariadenia sú dáta (tj. 
Mikrofón zachytáva dostatočne silný zvuk na to, aby ho považoval za valídne informácie 
a nie za ruch okolia) 
- Vhodnou voľbou kodeku môžu výrazne klesnúť nároky na prenosové pásmo 
 
 
 
2.1.2 Odber mixovaného streamu 
Ďalšia schéma, ktorú ilustruje obrázok Architektúra s mixovacou jednotkou zobrazuje 
podobnú architektúru ako predošlá, s malým rozdielom vo vnútornej stavbe serverovej časti. Táto 
schéma uvažuje, že je na strane serveru implementovaný prvok, ktorý sa správa ako mixér dátových 
tokov. Za predpokladu, že by táto komponenta bola schopná prijímať streamy užívateľov 
a transformačnými algoritmami vytvoriť výsledný stream so zvukovým záznamom všetkých 
účastníkov, bolo by možné implementovať aplikáciu, ktorá by oproti predošlému návrhu značne 
znížila nároky na prenosové pásmo. 
Naopak, v prípade mixovania väčšieho množstva dátových tokov bude klesať kvalita 
samotného zvuku, spôsobená dekódovaním, spracovaním a spätným zakódovaním audio streamov. 
Taktiež by s použitím tejto mixovacej jednotky bolo problematické implementovať prenos 
videozáznamov. Prenos dátových tokov audio a video dát vo Flashi je realizovaný pomocou triedy 
NetStream, ktorá je schopná vytvoriť jednosmerný komunikačný kanál medzi klientom 
a serverom. Tento kanál možno použiť na prenos samotného zvuku, samotného videa alebo oboch. 
Nutno poznamenať, že do jednej instancie tejto triedy možno vložiť a poslať jeden audio a/alebo 
video stream. Preto aj pri mixovaní zvuku a posielaní len jednoho audio streamu by bolo nutné 
Obrázok 6 Architekúra s odberom všetkých streamov 
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vytvoriť pre každý video stream samostatnú instanciu NetStream triedy, čím sa hlavná výhoda 
tejto architektúry stráca. 
 
 
 
 
2.2 Komunikačný mechanizmus  
Druhou dôležitou časťou riešenia je zvoliť vhodný spôsob komunikácie medzi prvkami 
systému. Technológia Flash v tomto smere obmedzuje výber na dve možnosti – socketovú 
komunikáciu a Flash Remoting. 
2.2.1 Trieda Socket a XMLSocket  
Triedy Socket a XMLSocket umožňujú vytvoriť aktívny perzistentný komunikačný kanál 
medzi Flash klientom a serverom, z ktorého môžu čítať alebo naň zapisovať binárne dáta. Táto 
komunikácia prebieha nad TCP/IP protokolom a vyznačuje sa nízkou latenciou. Trieda Socket je 
podobná XMLSocket s tým rozdielom, že neobmedzuje formát prijatých/zapisovaných dát. Tieto 
triedy sú užitočné pri komunikácii so servermi, ktoré využívajú binárne protokoly.   
Čo sa týka využitia týchto tried pre tvorbu komunikačného softwaru, perzistentnosť 
komunikačného spojenia je výhodná pre realizáciu IM alebo pre výmenú interných správ medzi 
komponentami.  
Pre použitie týchto tried by stačilo vytvoriť na klientskej aplikácii instanciu socketu, ktorý by 
sa pripájal k serveru a vytvoril by tak perzistentný obojsmerný komunikačný kanál. Potom by už 
stačilo len navrhnúť komunikačný protokol, pomocou ktorého by sa navzájom tieto komponenty 
informovali  o rôznych udalostiach – klient by upovedomoval server o svojom pripojení, žiadosti 
o vstup do diskusnej miestnosti apod., server by zase upovedomoval užívateľov na zmeny 
(prihlásenie/odhlásenie užívateľa, vytvorenie miestnosti, atď). Do tohto protokolu by bolo možné 
zahrnúť tiež spomínané IM. 
Obrázok 7 Architektúra s mixovacou jednotkou 
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V praxi by to mohlo vyzerať tak, že by sa navrhli potrebné typy správ, ktoré by svojím 
obsahom boli účelovo rozlíšiteľné.  
Možný návrh s využitím triedy XMLSocket (teda preposielaním dát formátovaných ako 
XML) by mohol vyzerať následovne: 
1. Sign On správa – touto správou by dal klient serveru na vedomie, že je pripojený a 
schopný komunikácie. XML formát správy by mohol vyzerať následovne: 
<msg type='sign_on'>username</msg> 
2. Textová správa – tento typ správy by niesol textové dáta užívateľa. Opäť, príklad takejto 
správy: 
<msg type='text' author='user'>text data</msg> 
Keďže Flash poskytuje pokročilé nástroje pre spracovanie a ďalšiu manipuláciu s formátom 
XML, spracovanie takýchto správ a generovanie nových by nebolo problémom. 
V praxi sa tento prístup efektívne využíva pre tvorbu low-latency aplikácií (multi-player hry 
alebo IM chaty). 
Pre riešenie audio/video konferencie je aktívna perzistencia spojenia nevýhodnou. Udržiavať 
stále spojenie medzi klientom a serverom je zbytočné mrhanie dostupnými zdrojmi - klient by mal 
čakať na príkazy užívateľa alebo správy od serveru, na ktorých podnet by prenos začal. 
Podrobné informácie o triedach Socket a XMLSocket možno nájsť v online referenčnej 
príručke alebo uvedenej literatúre [2, 3]. 
2.2.2 Flash Remoting 
RTMP (Real Time Messaging Protocol) je protokol vytvorený spoločnosťou Macromedia. 
Tento protokol špecifikuje formát správ, ktorými medzi sebou komunikujú entity v sieti.  
Správy sú kódované špeciálnym protokolom AMF (Action Message Format), ktorý taktiež 
vyvinula Macromedia, inšpirovaná protokolom SOAP (Simple Object Access Protocol - protokol 
vytvorený konzorciom W3C ako základ pre webové služby). AMF je na rozdiel od SOAP 
optimalizovaný pre objektový model ActionScriptu. Pre prenos dát využíva binárny formát, jeho 
implementácia vo Flash Playeri teda môže byť veľmi úsporná, rovnako ako dátovy prenos medzi 
klientom a serverom. V dnešnej dobe existujé dve verzie AMF – AMF0 (využívaný v ActionScript 
1.0 a 2.0) a AMF3 (ActionScript 3.0). 
Flash Remoting je technika kombinujúca tieto protokoly – AMF pre kódovanie správ a 
RTMP pre ich distribúciu medzi užívateľmi. 
RTMP  bol primárne navrhnutý pre spoluprácu s RTM Chunk Stream protokolom. Využitie 
týchto dvoch je vhodné pre riešenie one-to-one, one-to-many, live-broadcasting, video-on-demand 
video i audio služieb. RTMP však nemusí pracovať výhradne s RTMCSP. 
Existujú 3 rôzne variácie RTMP: 
„prostý“ RTMP – funguje nad TCP, defaultne využíva port 1935 
RTMPT – RTMP zabalený do HTTP requestu (za účelom tunelovania firewallu), port 80 
RTMPS – RTMPT nad zabezpečeným SSL spojením, využívajúcim HTTPS  
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Kompletný popis protokolu RTMP možno nájsť v jeho špecifikácii [10], detaily o ňom nie sú 
predmetom tejto práce, preto v prípade bližšieho záujmu odkazujem čitateľa na oficiálne webové 
stránky spoločnosti Adobe, kde možno dokumentáciu nájsť. 
Vzhľadom na vlastnosti prístupu Flash Remoting a na fakt, že server RTMPLite (prebraný 
z projektu VideoCity) používa pre komunikáciu s klientskými aplikáciami tento protokol, jeho 
využitie v tejto práci je kľúčové. 
2.3 Zhrnutie 
Po rozbore zadania je teda zrejmé, že úlohou bude vytvoriť komunikačnú platformu, ktorá 
bude zložená z klientskej a serverovej časti. 
Klientská časť musí dokázať ovládať periférie a z nich vytvárať a sprostredkovávať 
serverovej časti dátové toky. Táto komunikácia bude vyžadovať techniku Flash Remoting pre 
distribúciu streamov. 
Serverová časť má za úlohu v prvom rade prijímať, spracovať a distribuovať dátové toky (či 
už audio alebo video) ďalším užívateľom systému. Taktiež je dôležité vytvoriť mechanizmus pre 
ovládanie logiky tak, aby celý systém pracoval správne – teda aby užívatelia dokázali prijímať 
požadované dáta od komunikačných partnerov. Z toho dôvodu je nutná buď modifikácia RTMPLite  
tak, že sa rozšíri jeho komunikačný protokol a bude si s klientom vymieňať interné správy obsahujúce 
informácie o zmenách vo vnútornej logike systému, alebo vytvoriť novú komponentu, ktorá toto bude 
zastrešovať. 
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3 Návrh riešenia komunikačnej 
platformy 
Predošlá kapitola obsahovala rozbor zadania a snažila sa ujasniť presne cieľ, ktorý táto práca 
sleduje. Zo zhrnutia kapitoly je jasné, že výsledný software bude pozostávať z klientskej a serverovej 
časti, ktoré budú navzájom komunikovať. Po zhodnotení kladov a záporov som sa rozhodol pre 
využitie prvej spomínanej architektúry, tj. tej, ktorá nevyžaduje mixér audio záznamov. 
V tejto kapitole sa budem venovať konkrétnemu návrhu riešenia, technilógií a postupov, 
ktoré plánujem uplatniť pre vytvorenie komponent a spôsob ich vzájomnej komunikácie. 
3.1 Komponenty platformy 
3.1.1 Klient 
 
Táto komponenta je v podstate frontend aplikácia, s ktorou užívateľ manipuluje a pomocou 
ktorej by mal byť schopný celú komunikačnú platformu využívať.  
Klientský program by mal byť dokázať vytvoriť komunikačný kanál so serverovou časťou, 
umožňujúci vzájomnú obojstrannú výmenu dátových tokov multimediálnych záznamov a logiky. 
Taktiež je žiadúce, aby dokázal manipulovať s perifernými zariadeniami, pomocou ktorých bude 
zachytávať požadované dáta, tieto vhodným spôsobom kódovať a posielať dátovýv kanálom ďalej. 
Tento prvok projektu je jediný, s ktorým má užívateľ možnosťpracovať, preto okrem 
funkcionality, ktorú musí poskytovať, je nutné ho taktiež vybaviť užívateľským rozhraním. Z toho 
dôvodu je vhodné pre jeho vývoj použiť Flex SDK, ktorý poskytuje ako prostriedky pre tvorbu UI, 
tak aj možnosť integrácie s ActionScriptom, ktorý zase umožňuje vytvoriť požadovanú funkcionalitu. 
Návrh riešenia a implementácie tejto funkcionality bude riešený v následujúcich 
podkapitolách. Podrobné informácie k ďalej popísaným triedam a metódam možno nájsť 
v referenčnej príručke [3]. 
3.1.2 Server 
Ako už bolo spomenuté, serverová komponenta musí primárne prijímať od užívateľa dátový 
tok a tento ďalej preposielať ostatným komunikačným partnerom. Vzhľadom na to, že chcem pre 
tieto potreby využiť server RTMPLite, je nutné vedieť, akým spôsobom funguje. 
RTMPLite je serverová aplikácia schopná pracovať s RTMP a AMF protokolmi – teda 
pracovať s technológiou Flash Remoting. Sám o sebe ale nevie v podstate nič iné, v aktuálnom stave 
nedokáže zabezpečiť žiadnu logiku, je to teda akýsi primitívny mechanizmus pre príjem a distribúciu 
streamov, kde klientská aplikácia musí sama požiadať o konkrétny stream, ktorý potrebuje. 
Z toho dôvodu je nutné vytvoriť vlastnú riadiacu časť, ktorá by sledovala logiku 
a toto zabezpečila. Pre spôsob jej realizácie sú v podstate dve možnosti – zasahovať priamo do 
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RTMPLite (čo licenčné podmienky nijak nezakazujú) alebo vytvoriť samostatnú serverovú 
komponentu (ďalej len server). 
Vzhľadom na zložitosť implementácie serveru RTMPLite som sa rozhodol pre vytvorenie 
samostatnej komponenty. Toto riešenie mi umožňuje zvoliť si spôsob implementácie, čo pri vhodnom 
výbere celkovo zjednoduší prácu na tejto komponente systému. 
 
3.1.2.1 RTMPLite 
Pre využitie tohto hotového riešenia nie je na jeho strane potrebná žiadna náročná úprava. 
Server v aktuálnom stave dokáže kladené požiadavky zabezpečiť, takže integrácia do vyvíjaného 
komunikačného systému bude spočívať len v správnom nastaveni klientskej aplikácie tak, aby bola 
schopná naviazať správne spojenie a komunikovať s týmto prvkom. Na strane RTMPLite je nutné len 
určiť, na akej adrese bude počúvať, poprípade špecifikovať port.  
 
3.1.2.2 Vlastná serverová aplikácia (server) 
Ako už bolo spomenuté, riešenie tejto komponenty je nevyhnutné pre zaistenie logiky, ktorá 
by riadila celú komunikačnú platformu a zaistila jej funkčnosť. 
Pre vytvorenie tejto časti je potrebné si určiť, ako bude implementovaná. Po prehodnotení 
možných spôsobov som si zvolil využitie Adobe Integrated Runtime (Adobe AIR), čo je prostredie 
využívané pre tvorbu Rich Internet Aplications (RIA) pomocou Adobe Flash, Adobe Flex, HTML 
a AJAXu. Toto prostredie som si zvolil hlavne kôli nástrojom, ktoré používa, konkrétne pre jeho 
triedu ServerSocket.  
V kapitole zaoberajúcej sa rozborom zadania sa spomínali možnosti komunikácie, ktoré 
technológia Flash poskytuje. Jednou z nich bolo využitie tried Socket a XMLSocket. Trieda 
ServerSocket je špeciálna trieda využívaná pre vytvorenie socketovej komunikácie, kde na strane 
serveru čaká a obsluhuje pripojenie a komunikáciu s klientskou aplikáciou, ktorá naviazala spojenie 
triedou Socket/XMLSocket.  
 
3.2 Komunikácia 
Po ujasnení si toho, aké prvky budú figurovať v komunikačnej platforme, je nutné venovať sa  
otázke vzájomnej komunikácie a prepojenia komponent.  
Obrázok Komunikačná schéma systému zobrazuje štruktúru návrhu výslednej aplikácie 
a prepojenie jej jednotlivých prvkov. Z neho je zrejmé, že komunikácia bude prebiehať len medzi 
serverom a klientom a medzi klientom a RTMPLite. Prepojenie RTMPLite – Server by bolo 
zbytočné, pretože ako bolo spomenuté, RTMPLite je primitívna aplikácia, ktorá sa stará len o príjem 
a distribúciu dátových tokov a neobsahuje žiadne riadiace mechanizmy čo sa týka komunikácie 
s klientami. 
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3.2.1 Klient – server 
Keďže prenos riadiacich informácií je pre funkčnosť systému dôležitý, pre túto komunikáciu 
je potrebné zabezpečiť spoľahlivý prenos. Pre vytvorenie takéhoto perzistentného spojenia je vo 
Flashi možné využiť socketové spojenie. Vďaka použitiu AIR pre implementáciu serveru je tento 
spôsob spojenia možné využiť. 
Okrem vytvorenia spojenia medzi komponentami je nutné tiež navrhnúť komunikačný 
protokol, pomocou ktorého sa budú dorozumievať. V prípade využitia socketov je možné posielať 
správy ako obyčajné reťazce (string) alebo ich formátovať ako XML. Zvolený spôsob prenosu 
a formát správ je rozoberaný v kapitole Komunikácia. 
 
3.2.2 Klient - RTMPLite 
Komunikácia medzi klientom a RTMPLite serverom je realizovaná pomocou Flash 
Remoting, je teda založená na komunikačnom protokole RTMP a AMF formáte dát. Keďže projekt 
VideoCity (resp. RTMPLite) bol riešený zhruba pred piatimi rokmi, server používa verziu AMF0 
(aktuálna je AMF3). 
Pre vytvorenie dátového spojenia medzi klientom a RTMPLite serverom postavenom na 
technike Flash Remoting poskytuje Flash triedy NetConnection a NetStream. 
 
3.2.2.1 NetConnection 
Trieda  NetConnection slúži pre vytvorenie obojsmerného spojenia medzi klientom 
a serverom. Spojenie sa naväzuje zo strany klienta, ktorý musí vedieť adresu a port, na ktorom server 
bude reagovať. Pre protokol RTMP sa defaultne využíva port 1935.  
 
Obrázok 8 Komunikačná schéma systému 
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3.2.2.2 NetStream 
Objekt NetStream predstavuje konkrétny jednosmerný dátový kanál, po ktorom sa 
posielajú dáta medzi klientom a serverom. V rámci jednoho kanálu je možno posielať audio aj video 
záznam. Pri inicializácii objektu sa musí určiť instancia NetConnection, v rámci ktorej bude 
NetStream vytvorený – NetConnection zapúzdruje všetky dátové toky na ceste medzi jedným 
klientom a serverom.  
Princíp prepojenia a vzťah medzi NetConnection a NetStream je zobrazený na obrázku 
Princíp NetConnection a NetStream. 
 
 
 
3.3 Zhrnutie 
V tejto kapitole som sa snažil uviesť postup a techniky, ktorými sa budem snažiť docieliť 
vytvorenie komunikačnej platformy v súlade so zadaním práce.  
Pokúsim sa teda o vytvorenie aplikácie, ktorá bude pozostávať celkovo z troch komponent – 
klienta, vlastnej serverovej aplikácie pre zaistenie logiky a serveru RTMPLite, ktorý bude 
zabezpečovať konkrétnu výmenu streamov medzi užívateľmi. Z týchto prvkov budem musieť dve 
vytvoriť sám.  
Klientská aplikácia bude vzhľadom na spôsob využitia vytvorená pomocou Flex SDK, 
nakoľko s týmto prvkom budú manipulovať užívatelia a teda bude je nutné vytvoriť užívateľske 
rozhranie. 
Serverová časť bude postavená na prostredí Adobe AIR, ktorý poskytuje triedu pre 
vytvorenie serverovej strany socketovej komunikácie (ktorá bude použitá pre výmenu riadiacich 
správ systému).  
Z hľadiska komunikácie medzi komponentami sa budem snažiť vytvoriť ako socketové 
prepojenie tak aj prepojenie pomocou technológie Flash Remoting (pre distribúciu dátových tokov 
medzi klientom a RTMPLite). 
  
Obrázok 9 Princíp NetConnection a NetStream 
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4 Implementácia komunikačnej 
platformy 
Táto kapitola obsahuje čo možno najpresnejší postup implementácie komunikačnej platformy 
s využitím technológie Flash. Prvá časť obsahuje popis implementácie jednotlivých komponent, 
zatiaľ čo druhá sa venuje popisu použitého komunikačného systému medzi nimi. 
 
4.1 Komponenty 
4.1.1 Klient 
Klient  je komponenta vytvorená pomocou Flex SDK ako desktopová aplikácia. Toto 
vývojové prostredie ponúka množstvo nástrojov pre vývoj zaujímavých, užívateľsky príjemných 
programov, ktoré dokážu fúziou s ActionScriptom získať širokú škálu funkcionality. 
 
4.1.1.1 Užívateľské rozhranie 
Klientská komponenta v závislosti od používania a akcií užívateľa môže nadobúdať dva 
rôzne stavy, ktorá sú zobrazené na obrázku Stavový diagram aplikácie. 
 
 
1. Init – toto je počiatočný stav, v ktorom sa klient ocitne po spustení aplikácie. V tomto stave 
je jedniná povolená akcia, ktorou je prihlásenie sa k serveru. Vzhľadom na to je UI veľmi 
jednoduché, pozostáva len z textového vstupu, kam sa očakáva vloženie užívateľského 
mena a tlačidlo pre potvrdenie a pripojenie sa k serverovým častiam platformy. V prípade, 
Obrázok 10 Stavový diagram aplikácie 
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že je užívateľské meno obsadené (existuje iný užívateľ s daným menom), užívateľ je o tom 
upovedomený a ostáva v stave Init. 
2. Connected – po úspešnom pripojení sa k obom serverom je užívateľovi umožnená práca 
s hlavnou časťou aplikácie. V tomto stave má na výber akcie 
a. Vytvoriť vlastnú diskusnú miestnosť – po stlačení príslušného tlačidla je užívateľovi 
zobrazené popup okno, v ktorom si môže zvoliť názov miestnosti a heslo (nepovinné). 
Po vytvorení je do nej okamžite pripojený. 
b. Pripojiť sa do už existujúcej miestnosti – v prípade, že klient zatiaľ nie je pripojený 
v žiadnej miestnosti, po dvojkliku na názov niektorej z nich je okamžite do nej 
pripojený. Užívateľ v miestnosti má na výber ďalšie tri akcie 
i. Zobraziť IM – po kliknutí na tlačidlo Show IM sa užívateľovi zobrazí nové okno 
zachytávajúce textovú komunikáciu medzi užívateľmi miestnosti. Keďže zoznam 
správ užívateľov sa ukladá na serveri, po pripojení a otvorení tohto okna vidí 
užívateľ všetkú textovú komunikáci, ktorá v miestnosti zatiaľ prebehla. 
ii. Povoliť video – keďže aplikácia umožňuje tiež prenos videa, užívateľ má 
k dispozícii zaškrtávacie pole, pomocou ktorého môže povoliť zachytávanie 
obrazu s využitím kamery a posielať tento záznam na server. 
iii. Zobraziť video grid – v prípade, že užívateľ povolil zachytávanie videa, má 
možnosť sledovať videozáznamy ostatných účastníkov diskusnej miestnosti. Po 
stlačení tlačidla „Show video“ sa otvorí nové okno zobrazujúce v mriežke videá 
všetkých účastníkov, ktorí rovnež povolili nahrávanie vlastného obrazu. 
c. Odpojiť sa z miestnosti – ak je užívateľ v diskusnej miestnosti, pri dvojkliku na svoju 
ikonku je z tejto miestnosti odpojený, čím sa opäť vráti do stavu Init 
 
Z pohľadu použitých komponent pozostáva užívateľské rozhranie z následujúcich 
komponent: 
- Buttons – tlačidlá pre pripojenie/odpojenie sa, zobrazenie IM a video gridu, odoslanie 
IM správy 
- Text Inptut - zadanie užívateľského mena, vloženie IM správy 
- Tree – komponenta umožňuje zobraziť stromovú štruktúru. V tomto konkrétnem prípade 
som ju využil pre zobrazenie štruktúry diskusných miestností na serveri, kde uzly 
predstavujú miestnosti a listy sú klienti v nich 
- List – v okne zobrazujúcom IM správy je hlavná časť so samotnými správami 
implementovaná pomocou komponenty List, ktorá umožňuje bezproblémové dynamické 
pridávanie nových správ (položiek zoznamu) 
 
Názornú ukážku rozhraní v definovanách stavoch zobrazujú ilustrácie UI v stave Init a UI v 
stave Connected. 
V stave Connected si užívateľ môže zobraziť okno obsahujúce a umožňujúce IM 
komunikáciu. Jedna sa o samostatné okno, obsahujúce textové pole pre vytvorenie správy a plochu, 
na ktorej sa zobrazujú všetky správy. Pre odoslanie novej správy serveru reaguje aplikácia na 
stlačenie tlačidla alebo klávesy Enter. 
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Okrem okna pre IM má užívateľ prístup aj k oknu s videami užívateľov v miestnosti (v 
prípade, že povolil videokomunikáciu). Videá su v okne zoradené do mriežky, v rámci ktorej sa ich 
pozícia dynamicky prepočítava na základe ich počtu. 
 
 
 
 
 
4.1.1.2 Funkcionalita 
 
Celková požadovaná funkcionalita klientskej aplikácie sa dá zhrnúť do následujúcich bodov: 
1. Ovládanie a manipulácia s perifernými zariadeniami 
2. Vytvorenie spojenia, výmena dát s RTMPLite a prehrávanie miltimédií (podkapitola Klient 
– RTMPLite) 
Obrázok 11 UI v stave Init 
Obrázok 12 UI v stave Connected 
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3. Vytvorenie spojenia a výmena správ s vlastným serverom (spôsob a detaily realizácie 
popísané v podkapitole Klient – Vlastný Server) 
4. Správne reagovanie na prijaté riadiace správy (aktualízácia obsahu, dynamické vytvorenie 
nových dátových tokov, ...) 
Periférne zariadenia 
Pre ovládanie periférnych zariadení poskytuje Flash nástroje v podobe príslušných tried, 
metód a udalostí. V rámci tohto projektu bolo nutné ovládať konkrétne klávesnicu, mikrofón 
a kameru. 
Najjednoduchšiu obsluhu predstavuje klávesnica. V prípade focusu okna aplikáce Flash pri 
stlačení akejkoľvek klávesy generuje udalosť, na ktorú možno vytvárať obslužnú funkciu. V tomto 
konkrétnom prípade šlo o ošetrenie stlačenia klávesy Enter pri zadávaní užívateľského mena  alebo 
písaní IM správy za účelom automaticky sa prihlásiť, resp. odoslať správu. 
Pre prácu s perifériami pre tvorbu multimediálnych záznamov poskytuje Flash triedy 
Microphone a Camera obsiahnutých v balíku flash.media. 
Ovládanie mikrofónu spočíva vo vytvorení objektu triedy Microphone, ktorej sa pomocou 
metódy Microphone.getMicrophone() pridelí vyhľadané dostupné zariadenie mikrofónu. Po 
tomto možno aktívne pomocou tejto instancie pracovať so zariadením a manipuláciou jej vlastností 
ovládať dôležité vlastnosti vytváraného audio streamu (výber kodeku, vzorkovacia frekvencia, ...).  
Na podobnom princípe funguje aj práca s kamerou. Po vytvorení instancie triedy Camera a jej 
napojení na vyhľadanú fyzickú videokameru pomocou metódy Camera.getCamera() môže 
uživateľ vytvárať obrazový záznam a pracovať s ním. Pri tvorbe záznamu môžme opäť určiť dôležité 
parametre ako FPS, šírku pásma pre prenos dát, rozmery záznamu, apod. Videozáznam si možno 
prehrať pomocou komponenty Video, ktorá poskytuje plochu, na ktorej sa záznam prehráva. 
Prehrávať možno lokálny záznam pomocou pripojenia kamery k ploche 
(video.attachCamera(camera)) alebo priradením dátového kanálu videozáznamu volaním 
metódy camera.attachNetStream(streamName). 
 
4.1.2 Server 
Táto serverová komponenta je postavená na AIR Runtime a beží na pozadí, čím odpadá 
povinnosť vytvoriť užívateľské rozhranie. Z hľadiska implementácie je teda nutné len vytvoriť 
mechanizmus pre naslúchanie prichádzajúceho spojenia a komunikačný protokol, pomocou ktorého 
bude prebiehať dorozumievanie medzi touto komponnentou a klientom, ktorý bude figurovať ako 
komunikačný partner. 
Celá aplikácia je zložená z dvoch prvkov – hlavnej časti (Main.as) a triede LogManager, 
ktorá zastrešuje prácu s XML (LogManager.as). 
Hlavná časť komponenty sa stará o vytvorenie instancie ServerSocket, pomocou ktorej 
sa nasklúcha na porte 1936 (pre RTMP sa používa 1935, preto som zvolil port o 1 väčší). Pomocou 
ošetrovania eventov, ktoré tento socket generuje (udalosti pripojenia/odpojenia, prenosu dát, a pod.) 
sa potom vykonávajú požadované akcie. Zväčša ide o volanie metód instancie LogManager, ktoré 
zabezpečujú manipuláciu s logikou, ktorá je vo formáte XML. Po akejkoľvek zmene v XML (ktoré 
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odráža zmenu v štruktúre diskusných miestností a užívateľov v celej komunikačnej platforme) sa 
užívateľom preposiela upravená jeho verzia, podľa ktorej potom klientská aplikácia upraví 
komponentu tree, zobrazujúci rozloženie diskusných miestností a užívateľov. 
Podrobnosti o komunikácii medzi komponentami, formáte prenášaných správ a reakcií na ne 
je popísané v kapitole Klient – Vlastný Server. 
 
4.1.3 RTMPLite 
Tento prvok platformy nevyžadoval žiadne úpravy, čo sa týka funkcionality. Podrobnosti 
o riadení a komunikácii medzi ním a klientom sú popísané v kapitole Klient – RTMPLite. 
4.2 Komunikácia 
4.2.1 Klient – RTMPLite 
 
 
 
 
Obrázok Klient - RTMPLite komunikácia zobrazuje spôsob komunikácie medzi klientskou 
aplikáciou a serverom RTMPLite. V tejto komunikácii hraje riadiacu rolu klient, ktorý po pripojení 
začne posielať vlastný stream a v prípade záujmu o sledovanie ostatných užívateľov v rámci svojej 
miestnosti musí vytvoriť novú instanciu NetStream, ktorú napojí na konkrétny požadovaný stream 
a začne ho prehrávať.  
Čo sa týka prenášaných dát, z dostupných kodekov pre audio záznamy som zvolil open-
source kodek Speex, ktorý platforma Flash podporuje a ktorý sa vyznačuje vlastnosťami priaznivými 
pre využitie v tomto projekte (pre podrobnosti viď [12]). V prenose videozáznamu síce nebolo treba 
vyberať spôsob kódovania, mal som však možnosť nastaveniť rozlíšenie snímaného obrazu, ktoré 
som nastavil na 160x120 px. Klientská aplikácia potom zobrazuje vo video mriežke záznamy v tomto 
rozlíšení. Vďaka tejto jednoduchej úprave sa význačne šetrí prenosové pásmo (oproti posielaniu videa 
s vyššiím rozlíšením, kedy by som aj napriek tomu v klientskej aplikácii zobrazilo video o rozmeroch 
160x120 px). 
Server sám nedokáže automaticky posielať dáta klientovi, preto bolo nevyhnutné zaviesť do 
systému logiku, ktorá by klientovi dala vedieť, o aké streamy má vlastne záujem (mená ostatných 
užívateľov v miestnosti) – užívateľské meno každého pripojeného užívateľa je používané ako 
identifikátor streamu.  
Obrázok 13 Klient - RTMPLite komunikácia 
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4.2.1.1 Vytvorenie spojenia a výmena dát s RTMPLite 
Vytvorenie spojenia medzi serverom RTMPLite a klientom a následná komunikácia založená 
na výmene multimediálnych dát je realizovaná následovne:  
 
1. Vytvorenie instancie NetConnection a pripojenie na vzdialený server 
2. V prípade úspešného pripojenia (odchytenie udalosti NetConnection.Connect. 
Success) vytvoriť instanciu NetStream 
3. Vytvorenie instancie Microphone/Camera a jej previazanie s NetStream (pomocou 
NetStream.attachAudio()/NetStream.attachVideo()) 
4. Publikovanie/prijímanie dát pomocou metód NetStream.publish()/ 
NetStream.play() 
 
NetConnection 
Trieda NetConnection slúži pre vytvorenie obojsmerného prepojenia medzi klientom 
a serverom. K najzákladnejším metódam patria  
- connect() - vytvorí komunikačný kanál medzi klientom a serverom, parametrami sú 
adresa a port, na ktorom server naslúcha 
- close() - uzatvorenie komunikácie 
Podrobnosti o NetConnection a jej použití možno nájsť v online referenčnej príručke[3]. 
NetStream 
NetStream je trieda predstavujúca jednosmerný komunikačný kanál prostredníctvom 
NetConnection. Táto trieda umožňuje prenos dátových tokov medzi dvoma entitami. Pomocou 
vstavaných metód možno k instancii NetStream napojiť zdroj streamu a ten smerovať medzi 
užívateľmi s využitím prepojenia NetConnection (obrázok Princíp NetConnection a NetStream 
zobrazuje princíp fungovania týchto dvoch tried).  
Pre vytvorenie instancie NetStream sa konštruktoru predáva ako parameter instancia 
NetConnection, v rámci ktorej bude NetStream zapúzdrený. 
Previazanie NetStream so zdrojom multimediálnych dát je zaistené pomocou metód 
NetStream.attachAudio() a NetStream.attachVideo(), smerovanie streamu na 
prehrávaciu plochu metódou video.attachNetStream(). Prvým dvom metódam sa predáva 
ako parameter instancia Microphone a Camera, poslednej objekt NetStream. 
Odosielanie a prijímanie multimediálnych dátových tokov 
Po prepojení zdroja dát (periférie) a instancie NetStream možno dáta prehrávať alebo 
posielať na server. Tieto akcie sú vykonávané pomocou metód play(), publish() a send(). 
NetStream.play() 
Táto metóda umožňuje prehrávanie súborov médií z lokálneho adresára, popr. webového 
serveru alebo živý stream z Flash Media serveru. Volanie tejto metódy vyžaduje názov streamu, ktorý 
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sa má prehrávať. Kontrolovanie chýb a stavu prehrávania možno dosiahnúť sledovaním udalostí 
NetStatusEvent. 
NetStream.publish() 
Touto metódou možno odosielať streamovaný zvuk, video alebo dátové správy na Flash 
Media server. Táto metóda by mala byť volaná až v prípade, že je zachytená udalosť 
NetConnection.Connect.Success. Ako parametry očakáva metóda názov streamu a typ 
publikovania (nepovinný).  
NetStream.send() 
Slúži pre odoslanie správy v publikovanom dátovom toku všetkým prihláseným užívateľom. 
Ako argumenty preberá názov callback funkcie, ktorá ju spracováva a voliteľné množstvo ďalších 
parametrov, ktoré slúžia ako dáta. Pre využitie tejto metódy je nutné implementovať dané callback 
funkcie.  
V prípade prehrávania prijímaného videozáznamu je nutné vytvoriť instanciu Video, ktorej 
je pomocou Video.attachNetStream() priradený NetStream obsahujúci dané videodáta. 
Objekt Video potom stači pripojiť k oknu aplikácie pomocou addChild(). 
 
4.2.2 Klient – Vlastný Server 
 
Ako ilustruje obrázok Komunikácia Klient - Server, medzi klientom a serverom funguje 
obojstranná komunikácia založená na socketovom spojení. V tejto komunikácii sú oba komponenty 
rovnocenné, žiaden z nich nie je riadiacim prvkom.  
Serverová strana si uchováva všetky sockety, ktoré s ňou naviazali spojenie (a sú pripojené), 
aby mohla zaistiť rozposielanie aktualizácií medzi jednotlivých klientov. 
 
 
 
 
 
Obrázok 14 Komunikácia Klient - Server 
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4.2.2.1 Klient  Server 
Klientská časť sa pomocou triedy Socket pripája k serveru a upovedomuje ho na akcie, 
ktoré užívateľ vykonal. Každá akcia, ktorá má vplyv na vnútornú logiku systému je prenášaná 
pomocou vytvoreného spojenia a na strane serveru ošetrená. 
Správy od klienta sú posielané vo forme URL, pre čo sa využíva trieda URLVariables. Na 
server sa teda odosiela jednoduchý string obsahujúci vždy názov typu správy, meno užívateľa a podľa 
jednotlivých správ ďalšie potrebné hodnoty. Správa sa vo forme binárných dát prepošle socketom na 
server, kde sa zase spätne transformuje na string a pomocou jednoduchej metódy parsuje a spracuje. 
Typy správ 
Connect 
Táto správa je generovaná po pripojení sa na server.  
Formát: 
 proto=connect&uName=username 
Disconnect 
Hlásenie o odpojení užívateľa zo serveru 
Formát 
proto=disconnect&uName=username 
Create room 
Správa o žiadosti o vytvorenie novej diskusnej miestnosti 
Formát  
proto=crtRoom&uName=username&rName=roomname&rPass=pswd 
V prípade, že miestnosť už existuje, server zašle správu o chybe a miestnosť sa nevytvorí. 
Join room 
Žiadosť užívateľa o pripojenie do diskusnej miestnosti 
Formát:  
proto=join&uName=username&rName=roomname 
 
Authorisation 
Správa obsahujúca prístupové heslo do diskusnej miestnosti. 
Formáť:  
proto=authorisation&uName=username&rName=roomname&rPass=pswd 
V prípade zaslania správneho hesla je užívateľ do miestnosti pripojený, inak server zašle 
hlásenie o chybe a pokus o pripojenie do miestnosti ukončí. 
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Leave 
Pri žiadosti o odpojenie z diskusnej miestnosti sa generuje táto správa . 
Formát:  
proto=leave&uName=username&rName=roomname 
IM Request  
Po otvorení okna IM správ generuje užívateľ IM Request. 
Formát: 
proto=imRequest&rName=roomname 
Server odpoveďou zašle XML obsahujúce IM správy v danej miestnosti 
IM 
Táto správa zasiela serveru text IM správy. 
Formát:  
proto=im&uName=username&rName=roomname&im=message 
 
4.2.2.2 Klient  Server 
Na správy od klienta server reaguje prispôsobením logiky tak, aby zodpovedala skutočnosti. 
Vzhľadom na to, že je logika zachytávaná v XML, trieda LogManager obsahuje metódy pre 
manipuláciu s týmto formátom. Na každú správu sa reaguje niektorou z nich, poprípade ich 
kombináciou. Vždy po zmene XML sa jeho kópia prenáša na klientov, u ktorých sa podľa neho 
preusporiada zobrazenie komponenty tree, ktorá štruktúru miestností a klientov zobrazuje. 
Správy od serveru klientovi sú vo formáte XML (nie URLVariable, ako tomu bolo pri 
správach od klienta serveru) obsahujúce zväčša celé XML logiky alebo jeho podstatný fragment. 
Reakcie na správy a odpovede 
Po spustení serveru sa premenná, obsahujúca celú štruktúru inicializuje na počiatočnú 
hodnotu:  
xml = <server />; 
Jednotlivými správami sa potom táto premenná modifikuje. 
Connect 
Po pripojení užívateľa (detekované touto správou) sa na základe zaslaných údajov vytvorí 
nový užívateľský záznam, ktorý sa vloží do XML.  
Tento záznam vyzerá následovne: 
<user nick=“username“ host=“127.0.0.1“ port=“50001“ label=“username“ 
/> 
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Odpoveďou sa klientovi pošle celé XML zobrazujúce aktuálny stav logiky spolu s jeho 
umiestnením v celkovej štruktúre komunikácie. 
Disconnect 
Analogicky, v prípade odhlásenia sa niektorého užívateľa sa jeho záznam z XML zmaže 
a rozpošle sa medzi užívateľov update. 
Create room 
Po prijatí žiadosti o vytvorenie miestnosti server vytvorí XML záznam miestnosti a vloží ho 
do celkovej logiky. 
Tento záznam má tvar: 
<room name=“roomname“ label=“roomname“  pswd=““ /> 
Po tejto úprave sa XML rozpošle užívateľom, ktorým sa automaticky aktualizuje 
komunikačná štruktúra. 
Join room 
Pri žiadosti o vstup do diskusnej miestnosti sa na serveri kontroluje hodnota atribútu pswd jej 
záznamu. V prípade, že je hodnota prázdna („“), užívateľ je pripojený do miestnosti, odpoveďou sa 
mu zašle XML obsahujúce zoznam komunikačných partnerov. Ak heslo zadané je, ako odpoveď od 
serveru sa zašle reťazec Authorisation request, na čo klient reaguje vyzvaním užívateľa k zadaniu 
hesla. 
Authorisation 
Z tejto správy sa vyberie názov miestnosti a heslo k nej a hodnoty sa porovnajú s XML. 
V prípade zhody (názov miestnosti a heslo sú správne) je užívateľ pripojený do miestnosti 
a odpoveďou obdrží XML s logikou. Pri nesprávnom hesle sa opakovane odošle správa Authorisation 
request. 
Leave 
Na podnet správy Leave je užívateľ odstránený z aktuálnej diskusnej miestnosti a vložený do 
koreňa XML (nie je dieťaťom žiadneho záznamu miestnosti). Odpoveďou sa zašle aktualizovaná 
logika. 
IM Request 
Táto správa je žiadosťou o zaslanie kompletného výpisu správ konkrétnej miestnosti. 
V prípade, že záznamy neexistujú (práve vytvorená diskusná miestnosť), vytvorí sa nová instancia 
XML, v ktorej sa správy budú uchovávať. 
Všetky logy IM správ sa uchovávajú v asociatívnom poli, kde kľúčom je názov miestnosti a 
hodnotou je XML log. Tento log má po iniciácii tvar: 
Log = <IMLog />; 
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IM 
Správa obsahuje meno užívateľa a jeho IM správu. Pred jej zápisom sa vytvorí timestamp, 
ktorý informuje o čase prijatia a spracovávania správy. Potom sa vytvorí XML záznam miestnosti 
v tvare: 
<msg from="username" timestamp="12.12.2012 12:00:00" text="msg body" 
/>; 
Tento záznam sa potom vloží do logu IM danej miestnosti a rozpošle sa všetkým jej 
účastníkom . 
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5 Možnosti rozšírenia komunikačnej 
platformy 
Jednou z požiadavok zadania bolo navrhnutie systému a jeho API tak, aby bolo jednoducho 
rozšíriteľné o ďalšiu funkcionalitu. V tejto kapitole by som preto rád v stručnosti uviedol potrebné 
kroky zaistenie ďalších funkcií. 
Akékoľvek rozšírenie systému o ďalšiu funkcionalitu spočíva v rozšírení komunikačného 
protokolu a dodatočnému uspôsobeniu participujúcich komponent. Pre modifikáciu komunikácie 
medzi klientom a RTMPLite by bolo nutné zasahovať priamo do serveru samotného, čo by 
vyžadovalo jeho preštudovanie a zložitú úpravu. Naproti tomu rozšírenie protokolu komunikácie 
medzi klientskou aplikáciou a vlastným serverom pre logiku je pomerne jednoduché. 
 
5.1 Rozšírenie komunikačného protokolu medzi klientom a vlastným 
serverom 
Pre pridanie nových možností v komunikácii medzi týmito komponentami systému treba na 
oboch vykonať drobné zásahy. 
Na strane klienta je v prvom rade nutné vytvoriť fuknciu, ktorá bude generovať nový typ 
správy a zaistiť udalosti, ktoré k volaniu tejto funkcie povedú. Toto môže zahŕňať nutnosť úpravy 
užívateľského rozhrania (pridanie komponenty, ktorá bude generovať event volajúci funkciu), čo je 
za pomoci Flex SDK triviálna úloha. 
V serverovej aplikácii potom stačí pridať kód pre spracovanie a vytvorenie odpovede na tento 
typ správy do funkcie, ktorá obstaráva spracovanie socketovej komunikácie.  
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Záver 
V tejto práci som sa snažil preskúmať možnosti vytvorenia komunikačnej platformy pomocou 
technológie Flash. Po preštudovaní problematiky a preskúmaní možností som navrhol a 
implementoval aplikáciu, ktorá umožňuje okrem textovej komunikácie aj prenos audiovizuálnych 
záznamov v reálnom čase medzi viacerými užívateľmi. 
Celý vytvorený komunikačný software je založený na troch komponentách – klientskej 
aplikácii, vlastnom serveri pre logiku a serverom RTMPLite, ktorý bol prebraný z projektu 
VideoCity. Ich spoluprácou a vzájomnou komunikáciou je užívateľ schopný vytvárať diskusné 
miestnosti, vstupovať do nich a komunikovať s ostatnými zasielaním IM správ či pomocou výmeny 
multimediálnych záznamov preposielaných cez server RTMPLite. 
Táto práca zachytáva celkový postup práce od úvodu do problematiky a štúdia platformy 
Flash, cez rozbor zadania a vytýčenie si cieľov až po návrh, konečnú implementáciu a možnosti 
ďalšieho rozšírenia projektu.  
 
 
 
  
31 
 
Literatúra 
 
[1]  39 Peers [online]. c2007-2011. Dostupné na < http://39peers.net/> 
[2]  ACTIONSCRIPT 3.0 Developer’s Guide [online]. Naposledy upravené 9. júna 2010. 
Dosptupmé na < http://help.adobe.com/en_US/as3/dev/as3_devguide.pdf> 
[3]  ActionScript 3.0 Reference for the Adobe Flash Platform [online]. Naposledy upravené 
29. apríla 2011. Dostupné na adrese <http://help.adobe.com/en_US/FlashPlatform/ 
reference/actionscript/3/index.html> 
[4]  Elst, Peter. Yard , Todd. Object-Oriented ActionScript for Flash 8. New York: Springer, 
2006. ISBN 978-1-59059-619-7 
[5]  haXe Documentation [online]. Posledná úprava 22. novembra 2010. Dostupné na 
<http://haxe.org/doc>  
[6]  Lott, Joey. Reinhardt, Robert. Flash 8 ActionScript Bible. Indianapolis, Indiana: Wiley 
Piblishing, 2006. ISBN 978-0-471-77197-5 
[7]  Milbourne, P., Kaplan, Ch., Oliver, M. The Essential Guide to Flash CS4 with 
ActionScript. New York: Springer, 2009. ISBN 978-1-4302-1811-1 
[8]  Red5 Media Server [online]. Dostupné na <http://www.red5.org/> 
[9]  Rich Text Format Specfication [online]. c2011 Microsoft. Vydané máj 1999. Dostupné 
na <http://msdn.microsoft.com/en-us/library/aa140277%28v=office.10%29.aspx>  
[10]  RTMP Specification [online]. c2003-2009 Adobe Systems Inc. Apríl 2009. Dostupné na 
<http://wwwimages.adobe.com/www.adobe.com/content/dam/Adobe/en/devnet/rtmp/pdf/
rtmp_specification_1.0.pdf>  
[11]  RTMPLite Flash RTMP server in Python [online]. c2011. Dostupné na 
<http://code.google.com/p/rtmplite/> 
[12]  Valin, Jean-Marc. Speex Codec Manual version 1.2 beta 3  Dátum publikovania 8. 
Decembra 2007, c2002-2007 Jean-Marc Valin / Xinh.org Foundation. Dostupné na 
<http://www.speex.org/docs/manual/speex-manual.pdf>  
[13]  VideoCity – Video telephony and conferencing [online]. c2011. Dostupné na 
<http://code.google.com/p/videocity/>  
[14]  Bernard, Borek. Adobe Flex Kompletní průvodce tvorbou interaktivních aplikací. Brno: 
Computer Press, 2011. ISBN 978-80-251-2765-0   
 
 
  
32 
 
Zoznam príloh 
Príloha A. Manuál 
Príloha B. Popis obsahu priloženého CD 
 
  
33 
 
Príloha A  
Manuál 
Inštalácia a spustenie klientskej aplikácie 
Klient komunikačnej platformy je obsiahnutý v adresári client. Zložka obsahuje všetky súbory 
potrebné pre prácu a kompiláciu projektu. V zložke client je tiež inštalačný balík client.air, pomocou 
ktorého možno klientskú aplikáciu nainštalovať. 
 
Inštalácia a spustenie RTMPLite 
Pre spustenie serverovej časti komunikačnej platformy je potrebné mať prístup k adresáru 
rtmplite, ktorý obsahuje všetky zdrojové kódy serveru. Server sa spúšťa pomocou interpréta jazyka 
Python (verzia 2.x) následovne : 
Windows  
cd C:\rtmplite 
c:\Python25\python.exe rtmp.py [-i serverIP] [-p server_port] [-r 
server_root_dir] [-d debug_trace]  
 
Unix 
>ls /rtmplite 
>python rtmp.py [-i serverIP] [-p server_port] [-r        
server_root_dir] [-d debug_trace] 
 
Inštalácia a spustenie vlastnej serverovej aplikácie 
Vlastná serverová komponenta sa nachádza v zložke server. Všetky zdrojové kódy sú 
v adresári server/src a v server/air sa nachádza inštalátor aplikácie. 
Použitie komunikačnej platformy 
Pre správne spustenie platformy je potrebné spustiť RTMPLite (podľa popísaného návodu), 
servrpvú časť a nakoniec klienta. Defaultné nastavenie IP adries vlastných častí platformy je 
127.0.0.1, pre zmenu je potrebné prekompilovať klienta i server. 
Po spustení a pripojení sa k serveru je možné zahájiť komunikáciu. Diskusnú miestnosť 
možno vytvoriť pomocou tlačidla Create Room, v rámci stromu komunikačnej štruktúry sa užívateľ 
pohybuje dvojklikom: 
- Pre vstup do miestnosti – dvojklik na názov miestnosti 
- Pre opustenie miestnosti – dvojklik na svoje meno 
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Pre vytvorenie a komunikáciu pomocou videa je nutné na strane užívateľa, aby toto povolil 
zaškrtnutím Enable Video, kedy mu aplikácia umožní otvoriť okno, kde sa vydeo prehráva (tlačidlo 
Show Video). 
Komunikácia pomocou IM textových správ sa odohráva v okne, do ktorého sa užívateľ 
dostane kliknutím na tlačidlo Show IM. Vytváranie a odosielanie správ je intuitívne.  
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Príloha B 
Popis obsahu priloženého CD 
CD priložené k práci obsahuje : 
 Klientskú aplikáciu uloženú v adresári client 
 Serverovú časť komunikačnej platformy v adresári server 
 RTMPLite server v zložke rtmplite 
 Textovú časť bakalárskej práce vo forme .docx a .pdf 
 Manuál pre použitie platformy vo forme .pdf 
 Ilustrácie použité v práci v adresári imgs 
 Tabuľku použitú v práci 
 Inštalačné balíky client.air (klientská aplikácia) a flashServer.air (vlastná serverová časť) 
