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0. BEVEZETÉS
Nyilvánvaló/ jól követhető tendencia úgy Magyar- 
országon/ mint az egész világon, a szoftver eloállitá 
sára költött összegek dinamikus növekedése /ld. pl. 
üli /. Ez a hatalmas tőkebefektetés nemcsak mennyiségi 
hanem minőségi változásokhoz is vezet.
Nem csupán arról van szó ugyanis, hogy egyre 
több különböző számitógéphez, növekvő számú alkalma­
záshoz kell szoftvert gyártani. Maguk a rendszerek 
is egyre bonyolultabbak lesznek, a velük szemben tá­
masztott követelmények egyre magasabbak. Ennek a fo­
lyamatnak kedvez a hardver - még a szoftvernél is 
látványosabb - fejlődése /ld. pl. Ü23/, mely lehető­
vé teszi nagy rendszerek létrehozását és üzemelteté­
sét .
A szoftvergyártás technológiája korunkban a szá­
mi tógéptudomány önálló ágának számit /software 
engineering/. B. Boehm tll-ben közölt meghatározása 
szerint ez tudományos ismereteink gyakorlati alkal­
mazása számítógépprogramok tervezésére, előállításá­
ra és a programok fejlesztéséhez, működtetéséhez, 
karbantartásához szükséges dokumentáció előállításá­
ra.
A jelen dolgozatban olyan számitógépes rendsze­
rekkel kivánok foglalkozni, melyek feladata a fenti 
definícióban foglalt tevékenységek segitése. A 
szoftverkészítés igen széles területén belül első­
sorban információs rendszerek készítésének problémá­
ira, ill. az ezek megoldását segito számitógépes 
rendszerekre helyezzük a fő hangsúlyt.
Vizsgáljunk meg néhányat azok közül a problémák
közül, melyek megoldása, vagy meg nem oldása döntő 
jelentőségű lehet egy-egy projekt szempontjából. Meg­
jegyezzük, hogy példáink főként a rendszer életének
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korai szakaszaiból, a felmérés, tervezés stádiumából 
valók. Ez nem véletlen: ezek a korai munkafázisok kü­
lönösen fontosak. Ennek indoklásául Cil két megálla­
pítására hivatkozunk:
* valami alapos elvégzését könnyű elodázni, vagy 
teljesen elkerülni;
* az ily módon elkövetett hibák kijavítása ké­
sőbb igen nehéz és költséges.
/Később pontosítani fogjuk a rendszer időbeni fejlő­
déséhez kapcsolódó fogalmakat, külön kiemelve a min­
ket érdeklő periódusokat./
Kezdjük az alapprobléma egy frappáns megfogalma­
zásával /C33 nyomán/: a nagy rendszerek készítőinek 
figyelmét sokszor elkerüli az a nyilvánvaló tény, hogy 
a megfogalmazatlanul maradt kérdés nem tekinthető meg­
válaszolnak. Arról van szó ugyanis, hogy a hiányos 
felmérés, a következetlen tervezés, a pontatlan doku­
mentáció lényeges problémákat elsikkaszt, ahelyett, 
hogy felhivná rájuk a figyelmet, ill. megoldaná őket.
Lényegében az ilyen hibák okairól ir T4l is, az 
információs rendszerek tervezőinek szemszögéből vizs­
gálva a helyzetet. Szerinte a nehézségek a következők­
ből adódnak:
' Nehéz megismerni a /számitógépen modellezendő/ 
rendszert. A felhasználók jól ismerik ugyan, 
de más dolog jól ismerni valamit, és megint más 
elmagyarázni annak tevékenységét, vagy belső 
működését, a lényeges részletek kiemelésével. 
/Ezért is gyakori a "nagyszerű rendszert készí­
tettünk, de a felhasználónak nem kellett" jel­
legű panaszkodás./
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* Az információáramlás forditott útját /a rend­
szer készitöjétol a felhasználó felé/ rögössé 
teszi a felhasználók elég általános számítás­
technikai képzetlensége. /Feltehetően ez Ma­
gyarországon még súlyosabb gond, mint az USA- 
ban. /
* A túl sok részlet nehezen áttekinthetővé teszi 
az összképet. Másfelöl persze, a tisztázatlan 
részletek a rendszer egészét használhatatlanná 
tehetik.
' A rendszerterv általában többszáz oldalas, ne­
hezen olvasható mü, nem alkalmas arra, hogy 
annak alapján a felhasználó elképzelje magának 
jövendő rendszerét.
* Ha a rendszerterv a felhasználó számára érthe­
tő, valószinüleg hiányosnak tűnik majd az azt 
realizáló programozó számára. Általában még 
egy rendszertervet kell késziteni, mely az 
implementáció fizikai részleteit tartalmazza.
Ez dupla munka, és a két rendszerterv közötti 
eltérések további problémákat okozhatnak.
Sajnos ezzel nem végeztünk a nehézségek felsorolá­
sával /C41 sem állitja, csupán ezeket emeli ki/. Muta­
tóba még néhány - tapasztalataink szerint az előzőek­
hez hasonlóan súlyos - probléma:
A modellezendő rendszer maga is folyton vál­
tozik. Ez nemcsak azt jelenti, hogy a számi­
tógépes programoknak elég rugalmasnak és köny- 
nyen változtathatóknak kell lenniük, hanem 
azt is, hogy a rendszerszervezőnek fel kell
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készülnie arra, hogy a rendszertervben magában 
kell változtatnia. /Nem speciálisan magyar prob­
léma ez semlLóüis foglalkozik vele./
* Nagyobb rendszereket nem egy személy tervez
ez fizikai képtelenség volna hanem több tag­
ból álló team. A tervező csoport tagjai feloszt­
ják valamilyen módon a feladatot maguk között, 
és ki-ki csak a saját részével foglalkozik. A 
részrendszerek összehangolása nehéz feladat, 
párhuzamos tevékenységekhez, sok hibához, pon­
tatlansághoz vezethet. A több tagból álló cso­
portok esetén az összes többi probléma is sok­
kal élesebben vetődik fel.
* A számitógépes rendszer karbantarthatósága érde­
kében azt dokumentálni kell. Erre a célra a 
rendszerterv általában nem alkalmas, elsősorban 
azért, mert az esetek nagy részében a kész rend­
szer nem pontosan azt és úgy csinálja, ahogyan
a rendszertervben le van irva. A dokumentálás 
meglehetősen népszerűtlen munka, léteznek rend­
szerek, ahol a dokumentáció készitése a rend­
szer működésének kezdetétől számitva tovább 
tartott, mint amennyi időt a működő rendszer 
előállitására forditottak - vagy nem készült 
el soha.
Az értekezés ezeknek és hasonló problémáknak a meg­
oldására javasol módszereket. A Bevezetésben a továbbiak­
ban néhány alapvető és később sűrűn használt fogalmat 
/információs rendszer, szoftver életciklus, tervező 
rendszer, stb./ definiálunk, majd az értekezés felépíté­
sét, főbb eredményeit ismertetjük.
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0.1. Információ feldolgozd' rendszerek
Az "információfeldolgozó rendszer" fogalma csak 
az utóbbi néhány évtizedben terjedt el, noha valójában 
az ilyen jellegű rendszerek több évezredes múltra te­
kinthetnek vissza. Ez az első pillantásra talán meg­
hökkentőnek tűnő állitás valójában nyilvánvaló trivi­
alitás .
A munkamegosztás, a tevékenységek összehangolása 
azonnal szükségessé teszi a szervezetek létrehozását. 
Ezek valamilyen cél elérése érdekében keletkeznek, 
erőforrásokkal, személyzettel, rendelkeznek, standard 
eljárások szabályozzák a tevékenységét Töü. A szerve­
zetek részszervezetekre oszthatók, melyek felfoghatók 
úgy, mint a rendszer részrendszerei. A szervezet egyik 
ilyen részszervezete a szervezethez tartozó informá­
ciós rendszer.
Nyilvánvaló, hogy minden szervezetben a döntések 
meghozatalához, a szervezet irányításához, információ­
ra van szükség. Az információs rendszer feladata ennek 
az információnak az összegyűjtése úgy a szervezet kör­
nyezetéből, mint annak részegységeiből. Az összegyűj­
tött információt tárolja, rendszerezi, összegzi, azaz 
előkészíti a döntéshozatalra.
Az információfeldolgozó rendszer ilyen általános 
meghatározása mellett könnyen érthető pl. az a meg- 
állapitás, hogy mint az i.e. 2000 táján keletkezett 
Hammurabi Törvénykönyve igazolja, már a régi Babilon­
ban is léteztek információs rendszerek C7l. A kezdeti 
időkben az adatok gyűjtése, feldolgozása kézzel folyt, 
és maga az információfeldolgozás nem különült el a 
szervezet többi tevékenységétől. Ahogy egyre nagyobb, 
egyre bonyolultabb szerkezetű és működésű szervezetek
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jöttek létre, úgy vált az információfeldolgozás folya­
mata is egyre összetettebbé. A nagy szervezetek létre­
hozták azokat az elkülönített részszervezeteket, melyek 
feladata pontosan megegyezett a modern információs rend­
szerekével.
A forradalmi lépés az információfeldolgozás történe­
tében természetesen a számitógép megjelenése volt. A 
gyors, megbízható, áttekinthető információszolgáltatást 
ez tette lehetővé, jelentősen emelve ezzel az információ 
értékét /bár [7] jónéhány olyan számitógépes korszak 
előtti példát emlit, ahol az információ döntően befolyá­
solta vállalkozások sikerét és vagyonok sorsát/. Nem vé­
letlenül kapcsolódik tehát a köztudatban az információ- 
feldolgozás fogalma a számitógéphez.
0.2. A szoftverfejlesztési technológiák fejlődése
Semmiképpen nem vállalkozunk teljes történeti át­
tekintésre - ez nem feladata a dolgozatnak - néhány, a 
további fejezetekben használt fogalom kialakulásának fo­
lyamatát vesszük szemügyre.
Cl"] a szoftverfejlesztési feladatokat két csoportba 
osztja:
* részletes rendszerszoftver tervezése és kódolása 
viszonylag gazdaság-független közegben;
* valamilyen gyakorlati alkalmazási lehetőség fel­
mérése, az alkalmazási szoftver tervezése, tesz­
telése, karbantartása, gazdaság által irányított 
közegben.
Megjegyzi, hogy a legégetőbb szoftverfejlesztési problé­
mák az utóbbi csoportba tartozó feladatoknál jelentkeznek, 
mig a tudományos elvek inkább az első csoport feladatainál
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találnak alkalmazásra. Cl3 felosztását követve először 
röviden, főleg az irodalomra hivatkozva az első csoport­
tal, - rendszerszoftvernek fogjuk nevezni - majd a má­
sodikkal - alkalmazási szoftver - részletesebben foglal­
kozunk.
Az első periódus a számitástechnika hőskorának szá­
mitó 50-es évek. Erre az időszakra - a mi szempontunk­
ból - a magasszintü nyelvek és az operációs rendszerek 
fejlődése a jellemző, azaz elsősorban a rendszerszoftver 
fejlődik. Ami az alkalmazási szoftvert illeti, 18] meg- 
állapitása szerint a korszakra a lyukkártya orientált, 
viszonylag egyszerű alkalmazások jellemzőek.
A 60-as években a fejlesztők egyre bonyolultabb 
rendszerek készítésével kísérleteztek. Olyan alkalma­
zási területek kerültek előtérbe, mint a repülőgép és 
szálloda helyfoglalási rendszerek, kórházi nyilvántar­
tások, adatbáziskezelés, termelésirányítás L9l.
Az elkészült rendszerek jelentős része az alkalma­
zás szempontjából sikertelennek bizonyult, sőt néhány 
projektet befejezni sem sikerült. Ez a jelenség idézte 
elő a "szoftver krizist", majd a válság megoldásaként 
a szoftverkészitési technológia gyorsütemű fejlődését.
A szoftverkészitok felismerték a rendszerek szisz- 
tematikus módszer szerint történő tervezésének és prog­
ramozásának szükségességét. A 70-es évek elején szüle­
tett meg a felülről lefelé történő tervezés és a lé­
pésenként! finomítás elve Ll03, a modularitás fogalma 
Ulll, és a strukturált programozás C121.
A funkcionális absztrakció fenti fogalmai mellett, 
sőt időben valamivel korábban, a 60-as évek végén je­
lentek meg az absztrakt adatokat /felhasználó definiál­
ta adattípusokat/ támogató nyelvek: SIMULA 67 C133,
Algol 68 tl4l, stb. A nyelvek fejlődésének egy következő
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lépcsőfokát jelentette a 70-es évek vége felé mindinkább 
tért nyerő felismerés a funkcionális és adatabsztrakció 
szoros kapcsolatáról, és az egységes absztrakciós mecha­
nizmust biztositó nyelvek előnyeiről /pl. CLU Ü151, ADA 
1163, stb. / .
Az emlitett programozástechnikai elvek természetesen 
úgy rendszerszoftver, mint alkalmazási szoftver feladatok 
megoldásánál sikerrel alkalmazhatóak. Mégis szükséges meg 
emliteni, hogy mig az előbbi feladatok megoldásánál ezek­
nek az eszközöknek következetes használatával a siker el­
érhető közelségbe kerül, az utóbbiaknál ez önmagában ke­
vés. Ez könnyen érthető, hiszen mig a rendszerszoftver a 
számitógép "belső felhasználására" készül, a felhaszná­
lói szoftver készítésénél szembe kell nézni a komplex 
gazdasági közeg által okozott problémákkal is /ezek kö­
zül ismertettünk néhányat a Bevezetés elején/.
A szoftvertermékkel kapcsolatos tevékenységek összes 
ségét a szoftver életciklusának /life-cycle/ nevezik.
Több életciklus modell létezik - a tevékenységek sokfajta 
csoportositása, és időbeli sorrendjük jónéhány variációja 
képzelhető el - egy lehetséges közülük a következő tevé­
kenységeket Írja elő:
* Rendszerfelmérés: ennek eredményeként kell meg­
születnie az un. logikai rendszertervnek. Ez tel­
jes, konzisztens, egyértelmű specifikációja annak, 
hogy mit fog csinálni a készítendő rendszer.
‘ Tervezés: miután a logikai rendszerterv meghatá­
rozta a feladatot, a következő lépés a megoldás 
módjának meghatározása, a "mit" után a "hogyan" 
meghatározása. Ezt végzi el a fizikai rendszer­
terv, mely már az implementáció részleteit /az 
egyes nagyobb modulok feladatai, az adatok szer­
vezése, stb./ is tartalmazza.
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* Programozás: ideális esetben ez csupán kódolást 
jelent. A felülről lefelé történő tervezés elve 
szerint az előző lépésben specifikált /környe­
zettől független/ modulok fokozatos részimodulok­
ra bontásával alakul ki a programkód.
Karbantartás: a kész rendszer üzemeltetését, az 
Üzemszerű működés közben jelentkező hibák kikü­
szöbölését jelenti. Ebbe a kategóriába szokás 
sorolni a rendszer hozzáigazitását a változó 
környezethez is /módosítás/.
Az életciklus modellel kapcsolatban szükséges néhány 
dolgot megemlíteni. A legfontosabb, hogy egyetlen életcik­
lus modell sem tekinthető pontosan követendő "receptnek" 
melynek lépésről-lépésre történő pontos végrehajtása a 
siker garanciája. /Egyes vélemények - pl. Ü171 - egyene­
sen megkérdőjelezik az ilyen modellek hasznosságát a 
projekt résztvevői számára, inkább mint a vezetésnek 
szóló határidőgyüjteményként tekintik./
Megjegyezzük, hogy a felsorolt lépések közé nem 
húzható merev elválasztó vonal, nehéz megmondani ponto­
san, hogy hol végződik az egyik, és kezdődik a másik.
Nehéz pl. meghatározni a "nagyobb" modulok feladatait 
specifikáló tervezés végét, és az algoritmusokat egészen 
a kódolásig finomitó programozás elejét. A felmérés és a 
tervezés szoros összefüggése még nyilvánvalóbb, a "mit" 
megállapitásánál mindig gondolni kell a "hogyan"-ra is, 
a megvalósithatatlan célok elkerülése érdekében.
Nemcsak az egymást követő lépések "egymásbafolyása" 
bonyolítja az egyszerűnek tűnő modellt. Nyilvánvalóan 
előfordulhat pl. az is, hogy csak programozás közben de­
rül fény a fizikai, vagy akár a logikai rendszertervben
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elrejtett következetlenségre, és emiatt újra kell ter­
vezni /esetleg felmérni/ egyes részeket. A példából is 
látható tehát, hogy az amúgy is csak bizonytalanul de­
finiálható lépések sorrendje sem kötött, az egyes te­
vékenységek ciklikusan ismétlődhetnek.
Az egyes lépések tovább finomithatóak. A tervezést 
pl. két fázisra - nagyv®nalu és részletes tervezés - 
osztja Cll, vagy a próbaüzemeltetés is lehet külön lé­
pés, stb. Számunkra a továbbiakban a feljebb felsorolt 
lépések elegendőek lesznek a továbbiakban az egyes te­
vékenységkörökre való hivatkozásra.
Magának az életciklus modellnek a megjelenése - min­
den hiányossága ellenére - már önmagában az alkalmazási 
szoftvert eloállitó technológia lényeges eredményének 
számitott. Felhivta ugyanis a figyelmet a programozás­
hoz képest eléggé elhanyagolt, az eredmény szempontjá­
ból azonban döntő jelentőségű területekre: a felmérés­
re, a tervezésre és a karbantartásra.
A rendszerek készitoi felismerték a könnyen átte­
kinthető dokumentáció - tehát a jól átgondolt terve­
zés - fontosságát. Egyes szervezetek pl. előirják a 
rendszer fejlesztése során elvégzendő tevékenységeket 
/életciklus/ és azt, hogy az egyes tevékenységek el­
végzését milyen dokumentum igazolja. A dokumentum 
- természetesen a következő lépésben felhasználásra 
kerül.
Az életciklus modell rámutatott arra, hogy nem 
elegendő programozási módszereket megadni. A szoftver- 
készités komplex folyamat, egészében kell azt vizsgál­
ni, és olyan módszerekre, eszközökre van szükség, me­
lyek a folyamat egymással szoros kapcsolatban álló fá­
zisait egymástól el nem szakitva képesek segiteni a 
fejlesztőt a teljes életcikluson keresztül. Ez persze
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inkább törekvés, mint elért cél, a módszerek nagy több­
sége az életciklus egyes szakaszira koncentrál inkább.
/A történeti fejlődés menetéből érthető módon jelen­
leg a felmérés és a tervezés fázisai a fő érdeklődési 
terület. Ezt jelentőségük, és a megoldatlan problémák 
súlya indokolja. Az olyan módszereket, melyek a teljes 
életciklus során segitik /segiteni igyekeznek/ a szoft­
vergyártót integrált tervezési módszernek, ill. rövideb­
ben tervezési módszernek /[9] "integrated methodology" 
fogalma nyomán/, az ilyen módszereket támogató számi­
tógépes rendszereket pedig integrált tervező rendszerek­
nek - tervező rendszereknek - /kb. az angol "life-cycle 
support system" terminológiának felel meg/ fogjuk ne­
vezni. A tervezési módszer tulajdonképpen valamilyen 
tervezési filozófia és az ezt támogató eszközrendszer 
/technológia/ együttese.
0.3. Az értekezés felépitése, fontosabb eredmények
Az értekezés általában a szoftver - főként az 
információs rendszerek - életciklusát nyomon követő 
tervező eszközökkel és módszerekkel foglalkozik. Rész­
letesen tárgyalja a rugalmas számitógépes tervező rend­
szerek kialakításának egyik lehetséges módszerét, a 
generálást. Működő, széles körben használt rendszer 
bemutatásával illusztrálja a problémákat és ezek lehet­
séges megoldásait.
Az értekezés felépitése ezt a gondolatmenetet kö­
veti. Egyre szükebb megoldásosztályok egyre alaposabb 
elemzése vezet először a számitógépes tervező rend­
szerek, majd ezek generálásának, végül az általunk ki­
dolgozott generálási módszer gondolatához.
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Az J-. feiszfit a tervező rendszereket mutatja be. A 
fejezet első részében J l . l J  különféle manuális eszközö­
ket és technológiákat, majd egy számitógépes tervező 
rendszert ismertetünk. Ez egyrészt lehetőséget ad a 
módszerek egymás közötti összehasonlítására, másrészt 
érzékelteti az értekezés későbbi fejezteiben központi 
szerepet játszó irányzat létrejöttét megelőző fejlődési 
folyamatot.
1.2. a tervező rendszerek általános felépítésére 
közöl egy lehetséges sémát. A három alkotórész - a 
nyelvi processzor az adatkezelés és a lekérdező rend­
szer - súlyát, és a rendszeren belüli szerepét tisztáz­
za.
A felhasználás tapasztalatait általánosítja és > 
rendszerezi 1.3. Értékeli a tervező rendszerek bizto­
sította előnyöket és rámutat a gyenge pontjaikra is.
Az értekezés egyik kiindulópontja az az észrevétel, 
hogy a leiró nyelv változtathatatlansága a tervező 
rendszert rugalmatlanná, a konkrét alkalmazásokhoz 
nehezen adaptálhatóvá teszi.
A fejezetet záró 1.4. a tervező rendszert mint 
szoftver terméket a gyártó szemszögéből vizsgálja. Mint 
minden általános célú szoftvernek,ennek is egyszerre 
kellene általánosnak - sok feladatra alkalmazhatónak - 
és célorientáltnak - éppen az adott alkalmazásnak meg­
felelőnek - lennie. 1.4. a szoftver életciklusának egyes 
fázisaiban járja körbe ezt az ellentmondást. Itt is 
ugyanarra a következtetésre jutunk, mint amikor a fel­
használó oldaláról közelitettük meg a tervező rendszere­
ket: a leiró nyelv rögzitettsége nem csak használatukat, 
hanem a készítésüket, minőségüket is hátrányosan befo- 
lvásolja.
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A 2. fejezet az előző gondolatmenetét folytatva 
az ott felvetett probléma megoldását keresi. A leiró 
nyelv változtathatóságának szükségességéből és formá­
lis leirhatóságának lehetőségéből közvetlenül adódik 
a tervező rendszer generátor gondolata. /Mint sok más 
esetben, itt is a programozási nyelvekkel való analó­
gia adhatja az alapötletet./
2.1. a generálás módszerének a termék - a tervező 
rendszer - előállítására gyakorolt hatását igyekszik 
felmérni. A tapasztalat szerint mivel a tervező rend­
szert igénylő felhasználók, mindig a meghatározott 
feladatból adódó speciális igények kielégítésére képes 
rendszerrel kivánnak dolgozni, maguk készítenek ilyet, 
vagy egy létezőt módosítanak, ami még több munkát je­
lent. Sorra véve a tervező rendszer életciklusának 
egyes szakaszait 2.1. megmutatja, hogy a generálás 
módszere valamennyi fázisban jelentős segítséget ad, 
a munka gépies részét /programozás, dokumentálás/ pe­
dig szinte teljesen feleslegessé teszi, igy az adott 
cél - a speciális igényeket is kielégítő tervező rend­
szer előállítása - nagyságrenddel rövidebb idő alatt, 
sokkal kisebb ráfordítással érhető el.
A generátor és a generált tervező rendszer fel­
használójának tevékenységét veti össze 2.2. egy hagyo­
mányos tervező rendszer felhasználójáéval. Meg kell 
állapítani, hogy a leiró nyelv definiálhatósága a de­
finíció elkészítésének komoly számitógépes képzettsé­
get és a leirandó rendszer alapos ismeretét igénylő 
feladatát is a felhasználóra rója, szemben a hagyo­
mányos tervező rendszerekkel, melyekhez kevesebb 
szaktudás is elegendő, hiszen csak használni kell tud­
ni őket. Szerencsére a kétfajta felhasználó - a defi­
niáló és a definiált nyelvet leirás készítéséhez használó
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feladatai jól elkülönithetőek, igy ez nem okoz felold­
hatatlan feszültséget egy szervezeten belül. Megadjuk 
a definíciós szint - a generátor - felhasználójának 
feladatait Ja leírás készítőjéé változatlanul az 1.3- 
ban specifikáltak/, és javaslatot teszünk egy definí­
ciós módszerre is.
A generálás módszere a leiró nyelvek formális de­
finiálhatóságán alapul. Olyan fogalomrendszert kell 
találni, mely alkalmas a tervező rendszerek általános 
leírására. Az egyes tervező rendszerekben használt fo­
galmak ezeknek az előfordulásai lesznek. Ez ugyanaz a 
mechanizmus, mint ahogy a leiró nyelvek tipusszerke- 
zete modellezi az információs rendszert, csak az absztrak­
ció egy fokkal magasabb szintjén.
Abból az észrevételből kiindulva, hogy egy tervező 
rendszer speciális célú információs rendszernek tekint­
hető, 2.3. a fogalomrendszer alapjául az ANSI/SPARC bi­
zottság általános adatbáziskezelő rendszer modelljét 
ajánlja. A leiró nyelv és a lekérdező rendszer a külső, 
az adatkezelő interface a belső sémának feleltethető 
meg, és a kettő közötti leképezést megvalósitó koncep­
tuális séma a tervező rendszerek esetében nem más, mint 
a valós világnak az a modellje, melynek terminusaiban 
a tervező rendszer felhasználója gondolkozhat. Három 
különböző konceptuális sémát mutatunk be. Közülük az 
egyik rögzitett leiró nyelvhez vezet, a másik kettő 
esetében a leiró nyelvek változtathatóak, de a külön­
böző konceptuális sémák különböző módon jelölik ki a 
változtathatóság határait. A modell külső és belső sé­
májának felépítésével kapcsolatosan általános javas­
latokat teszünk.
A generátor és a generált rendszer szoftvertechni­
kai megoldásaival foglalkozik 2.4.
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A generátor a tervező rendszer formális leirását fel­
használva /megmutatjuk, hogy az adatkezelő részt nem 
kell megadni, az standard lehet/ a generált rendszert 
vezérlő táblázatokat készit. Fontos kiemelni, hogy nem 
program, hanem csak táblázatok generálásáról van szó.
A 3. fejezet tárgya az SDLA rendszer. Nem fel­
használói kézikönyv részletességű ismertetés volt a 
cél, inkább a tervező rendszer generátorokra vonatko­
zó konkrét javaslatok rendezett felsorakoztatása. A 
rendszer maga a szerzők közötti viták, kompromisszirmok 
eredménye. A 3. fejezetben leirtak több ponton - főkép­
pen a rendszer szemantikája esetében - egyoldalú /pl. 
tipusszerkezet/ vagy később kialakult /pl. szemantika 
definiálása tervező rendszerekben/ álláspontot képvi­
selnek.
A tervező rendszer definiálásának eszközeit tár­
gyalja 3.1. A konceptuális és a külső séma elemei 
/fogalmak és formák/ megadásának módját Írja le 3.1.1. 
és 3.1.2. A szemantika kérdéseivel foglalkozó részben 
/3.I.3. / felhasználva a 2.3-ban alkotott modellt, a 
leiró nyelvek szemantikájára általános definiciót adunk, 
majd egyenként vizsgáljuk az SDLA-ban megadható sze­
mantikus összefüggések tulajdonságait. Ezek a konkrét 
konceptuális modellen alapulnak, igy más rendszerekre 
való általánosíthatóságuk minden konkrét esetben külön 
vizsgálatot igényel. Figyelembe kell azonban venni azt, 
hogy - legalábbis az információs rendszerek tervezé­
séhez használható rendszerek esetében - nincsenek nagy 
eltérések az egyes konceptuális sémák között, igy az 
egyes összefüggések kisebb változtatásokkal könnyen 
leképezhetoek egy másik rendszer fogalmaira.
3.2. a definiálható leiró nyelvek közös tulajdon­
ságait Írja le. Ilyen az általános objektumazonositási
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mechanizmus, az implicit definició megengedésének elve, az 
automatikus tipusfinomitás /3.2.I./. Valamennyi leiró 
nyelv szerkezete azonos: egymásba ágyazott szekciókból 
áll» A szekciók egymáshoz való viszonyát, felé­
pítésük szabályait 3.2.2. tárgyalja.
A felülről lefelé tervezés módszerét, a feladat 
részfeladatokra bontását támogatja az alrendszerek 
léte. Ez koncepciójában a programozási nyelvek blokk­
szerkezetéhez hasonló. 3.2. utolsó témája a törlési és 
módosítási mechanizmus. Több más rendszertől eltérően a,z 
SDLA-ban ez a leiró nyelv része, nem külön parancsrend­
szer.
A 3.3-ban tárgyalt lekérdező rendszer fő jelleg­
zetessége, hogy használatához nem kell uj nyelvet meg­
tanulni, a felhasználó a leiró nyelv segítségével defi­
niálja, hogy a tárolt információhalmazból milyen ob­
jektumok milyen kapcsolatait kivánja kiiratni. A mód­
szer nyilvánvaló előnye egyszerűsége, eleganciája.
Könnyen általánosítható más leiró nyelvekre is.
A disszertáció utolsó fejezetét záró 3.4. adat- 
kezelési kérdésekkel foglalkozik. A külön tárgyalást 
a rendszer hatékonyságát döntően befolyásoló problémák 
súlya indokolja. A tárolt adatok elérése, módosítása 
- a konceptuális séma szerkezetét figyelembe véve - 
relációs interface-en keresztül történik. Az interface 
funkcióinak megvalósitása egy CODASYL tipusu adatbázis- 
kezelő rendszerrel történik. 3.4. a relációs referencia 
adatmodell CODASYL-ra való leképezésének és a hatékony 
CODASYL implementációnak megoldását ismerteti.
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1. TERVEZÉSI MÓDSZEREK, TERVEZŐ RENDSZEREK
A szoftverkészítés folyamatát, a szoftver élet­
ciklusát egy ház építéséhez /tervezéstől a karbantar­
tások elvégzéséig/ szokás hasonlítani /EO, Ü9l stb. / .
A hasonlat valóban találó: mindkét folyamatban megta­
lálhatók a jellegzetes fázisok: az igények felmérésé­
nek, a tervezésnek, a megvalósitásnak, majd a karban­
tartásnak megfelelő szakaszok. A hasonlóságok mellett 
a különbözőség is lényeges dologra mutat rá: a ház épí­
tésénél a megrendelő - a dolog természetéből adódóan - 
sokkal pontosabban, jobban átgondoltabban képes kívá­
nalmait megfogalmazni, mint egy nagy szoftver-rendszer 
megrendelője. Ez nem csupán számára, hanem a tervező, 
az épitész szempontjából is kellemesebb Dll.
A hasonlatot további ej lesztve, ebben a részben az 
épités "klasszikus" eszközeinek megfelelő szoftverké- 
szitési módszerekről lesz szó. A szabadkézi rajz nyil­
ván pontatlan, - noha az épitész eszköztárából egy-egy 
megoldás első felvázolásához nem hiányozhat - a vonalzó 
használata nélkülözhetetlen. Az állitott rajztábla, 
rajta tolható csuklós rajzgéppel megkönnyíti a szer­
kesztést. A másoló berendezések szükségtelenné teszik 
a rajz sok példányban való elkészítését.
A nagyobb épületek vagy épületegyüttesek tervezé­
sére és kivitelezésére csoportok, és nem egyének vállal­
koznak. Ilyenkor már szükség van valamilyen módszerre, 
tervezési filozófiára, és ezt támogató eszközrendszerre 
is. A munkát fel kell osztani a csoport tagjai között, el 
kell kerülni az átfedéseket, valamilyen tevékenység több­
szöri elvégzését, vigyázni kell arra, hogy az egyes rész- 
megoldások összehangolhatok legyenek, meg kell szervezni 
a munka időbeli ütemezését, stb. Mindehhez valamilyen
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tervezési /kivételezésnél technológiai/ módszerre van 
szükség. A terveknek egységeseknek kell lenniük /szab­
vány/, az egyes részleteknek illeszkedniük kell egy­
máshoz, a tervezés egyszerüsitése érdekében jól bevált 
korábbi megoldásokból át lehet venni elemeket, stb. A 
módszernek olyannak kell lennie, hogy a fenti követel­
mények minél természetesebben - lehetőleg automatikusan 
teljesüljenek.
A tevékenységek jelentős része mechanikus vagy azzá 
tehető /adatok összegyűjtése, tárolása, kikeresése, egy­
szerű ellenőrzések, standard megoldások illesztése, szá­
molások, stb./. Ezek elvégzése gépesíthető, létrehozható 
a számitógépes tervező rendszer. Ennek természetesen a 
már kialakított módszert és az ahhoz kapcsolódó technoló 
giát kell támogatnia /pl. a rajzgéppel - plotter - készi 
tett rajzoknak meg kell felelniük a kialakult szabvány­
nak/ .
Ebben a fejezetben először a szoftverfejlesztés kéz 
eszközeiről lesz szó. Ezeknek jelentős része a számitó­
gépes rendszerek bevezetésével nem változott, a gépi tá­
mogatás használatukat csak egyszerűbbé tette, módosí­
totta. A rögzített leiró nyelvvel rendelkező számitógé­
pes rendszereket a PSL/PSA /Problem Statement Language/ 
Problem Statement Analyser/ példáján keresztül mutatjuk 
be. /C391 szerint ez a legelterjedtebb tervező rendszer/ 
Az ilyen rendszerek általános felépítésével, használa­
tukkal általánosan is foglalkozom, elemzésük elvezet a 
tervező rendszerek generálásának gondolatához.
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1.1. A szoftverkészítés segédeszközei
A technológia eszközökön, vagyis a módszert reali­
záló eljárásokon, annak véghezviteléhez segítséget adó 
termékeken alapul. Az előző paragrafusban emlitett techno­
lógiák közül pl. a programozást - úgy rendszer, mint al­
kalmazási szoftver esetén - támogatják az egyes elvek - 
felülről lefelé tervezés, absztrakt adattípusok, stb. - 
gyakorlati alkalmazására kifejlesztett magasszintü prog­
ramozási nyelvek.
Most az eszközökről, és néhány, ezeken alapuló techno­
lógiáról adunk rövid áttekintést, különös figyelmet for­
dítva az életciklus első két fázisában, a felmérésben és 
a tervezésben alkalmazhatóakra. Először az egy-egy fázis­
ban felhasználható de önálló technológiának aligha nevez­
hető szoftverkészitési eszközökről lesz szó. A segédesz­
közök második csoportjába soroltuk a számitógéptől többé- 
kevésbé független, alapvetően manuális technológiákat, és 
ezek eszközrendszereit. A kifejezetten számitógép-orien- 
tált technológiák alkotják a harmadik csoportot.
1.1.1. Eszközök
Eszközökben leggazdagabb - mint erre 0.2-ben B.W. 
Boehm nyomán ütaltunk is - programozási fázis. Néhány 
cimszó az időbeli fejlődés érzékeltetésére: assembler, 
könyvtár, operációs rendszer, file-kezelés, magasszintü 
nyelvek, programcsomagok.
Ezeknek és a hasonló, a számitógéphez szorosan kap­
csolódó eszközöknek alapvetően a programozáshoz van csak 
közük, bár pl. a magasszintü nyelvek használata nagymér­
tékben könnyiti a karbantartást, sőt a tervezéshez is ad­
hat ötleteket. A továbbiakban néhány olyan eszközről
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lesz szó, melyek jelentős szerepet játszottak úgy a 
manuális, mint a számitógépes technológiák kifejlődésé­
ben.
1.1.1.1. Blokkdiagram
A programozás megjelenésével szinte egy időben 
kezdték használni a blokkdiagramokat /flowchart/ El83. 
Sokáig jó programtervező eszközként tartották számon,
- tulajdonképpen a tervezés és a programozás szakaszai 
közötti láncszemként szolgált, sőt mint dokumentálásban 
nélkülözhetetlen eszköz, a karbantartáshoz is segítséget 
nyújtott - de az utóbbi néhány évben népszerűsége csökkent. 
Néhány érv a használata ellen C9l.
• A blokkdiagram jelölésmódja úgy a felmérés, mint az 
implementáció /programozás/ jelöléseivel inkonzisz­
tens .
• A blokkdiagram nehezen olvasható, bonyolultsága a 
program komplexitásával no.
* A blokkdiagramnak nincs számitógépes támogatása.
* A blokkdiagram nem választja jól szét a lényeges 
és lénylegtelen részleteket. Egyes dobozok magas 
szintű műveleteket tartalmaznak, de ezekkel egyen­
rangú az "i:=i+l" doboz.
Cl83 kísérletekkel igazolta, hogy nincs lényeges 
előnye a blokkdiagram használatának sem a program ter­
vezése, sem pedig megértése, belövése, vagy módosítása 
szempontjából. Arra a következtetésre jut, hogy a blokk­
diagram nem más, mint a programnyelv utasításai által 





A blokkdiagram eredeti alapgondolata - a grafikus 
ábrázolás áttekinthetőbb és tömörebb a szövegnél - több 
más formális leiró technikánál megjelenik. Ezek közül is 
említünk még néhányat.
Az N -diagram /N Chart/ L19J egy rendszert alkotó
részek, és az ezek közötti kapcsolódások /interface-ek/
szemléletes ábrázolására szolgál. Onnan kapta a nevét,
hogy N négyzettel ábrázolt N részrendszer /funkció/ kö- 
2zött N -N interface letezhet. Az interface-ek maguk is 
négyzetek lesznek.
Az 1. ábra Ü19”!l egy blokkdiagramot és vele ekviva- 
lens N -diagramot mutat. Az ábrán jól követhetők az N - 
diagram felépítésének szabályai El9l:
* az összes funkció az átlón helyezkedik el;
* a rendszer kimenetelt vízszintes nyilak jelzik;
" a rendszer bemenetelt függőleges nyilak jelzik;
* a nem funkciót reprezentáló négyzetek a velük 






2és ekvivalens N -diagram
kimenet
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Zl9l szerint az N2-diagram technikát már sok 
projektben sikerrel alkalmazták. Több formája létezik, 
tulajdonképpen csak a feljebb felsorolt szabályok betar­
tása kötelező, az eredményül kapott ábra kiegészíthető 
pl. a funkciók ciklikus ismétlődését jelző nyilakkal, vagy 
az interface-ek ábrázolhatok körökkel, a négyzetek helyett, 
stb.
1.1.1.3. Adatszerkezet diagram
A blokkdiagram feladata a programmüködés logikájának 
a szemléletessé tétele, vagyis a program funkcionális szer­
kezetének,. a funkcióknak és sorrendjüknek a leirása. /Erre 
a célra természetesen más eszközök is léteznek./ Mint C203 
kísérleti eredményekkel alátámasztott - és egyébként is na­
gyon hihetőnek tűnő - hipotézise állitja azonban, egy prog­
ram működésének megértése szempontjából a használt adatok 
szerkezetének ismerete legalább olyan fontos, vagy inkább 
fontosabb, mint a funkcionális szerkezeté. Az adatszerke­
zet dokumentálására még nem alakult ki olyan egységes 
szerkezetű grafikus rendszer, mint a blokkdiagram /az 
adatszerkezet-diagramra több konvenció létezik pl. C53 
is közöl egyet/. £203 kísérleteinek tanulsága szerint 
nem okoz lényeges eltérést a dokumentáció érthetősége 
szempontjából, hogy grafikus, vagy szöveges formában Ír­
juk le az adatok szerkezetét - de ilyen leírásra minden­
képpen szükség van.
Érdemes megemlíteni azonban, hogy a gazdag adatde­
finíciós lehetőséggel rendelkező nyelvek legalábbis 
csökkenthetik az adatszerkezet leírásának jelentőségét. 
Arról van szó ugyanis, hogy mig egy nyelvben csak egy­
szerű adatdefiníciós lehetőségek léteznek, addig a bo­
nyolultabb adatszerkezetek realizálása ezeknek az esz-
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közöknek a segítségével és /esetleg elég bonyolult/ al­
goritmussal történik. /Képzeljük el például, hogy fa­
struktúrát kivánunk FORTRAN-ban ábrázolni!/ Nyilván­
való, hogy ilyen esetekben szükség van az adatszerke­
zet leirására, mert egyébként az algoritmusból kell azt 
kibogarászni. A fejlettebb adatdefiniciós lehetőségekkel 
- elsősorban absztrakt adattípusokra gondolunk - rendel­
kező nyelveknél maga a definíció tartalmazza az adatszer­
kezetet, és az önmagában is elég érthető. /Lásd pl. a 
fastruktúra PASCAL ábrázolását £.211,/ Ez a tendencia ha­
sonló ahhoz, ahogyan a magasszintü programozási nyelvek 
terjedése fokozatosan szőritja ki a blokkdiagramot a 
programtervezés és dokumentálás gyakorlatából.
1.1.1.4. Adatáramlás diagram
Az egyre bonyolultabbá váló adatszerkezetnek a funk­
cionális szerkezettel való fokozatos "egyenjogusodását" 
jelzi az adatközéppontu technikák fejlődése. Noha - mint 
említettük - a statikus adatszerkezet leirására nincs 
egységes formális apparátus /éppen bonyolultsága miatt/, 
az adatok rendszeren belüli mozgásának szemléletes, gra­
fikus ábrázolására létezik ilyen: ez adatáramlás /data 
flow/ diagram.
Az adatáramlás diagram a következő objektumtipusok 
ábrázolását teszi lehetővé.
* Adatáramlás - a rendszer adatainak mozgása. 
Jelölése nyillal, és a mellé irt adatnévvel 
történik.
* Folyamat - az adatokat átalakító algoritmus. 
Jelölése /pl. CóT-nél/ kör, benne a folyamat 
nevével.
* Fájl - adathalmaz tárolása. Pl. két párhuzamos 
rövid szakasszal és a közéjük irt névvel jelölhető.
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• Forrás - a rendszer határain kivül eső személy, 
vagy szervezet, mely adatokat szolgáltat, vagy 
fogad. Téglalappal jelöljük.
A 2. ábrán egy bérelszámolás folyamatának vázla­




Az ábrán - amellett, hogy szemléletessé teszi a 
rendszer felépítését és könnyebbé teszi egyes hibák 
/felhasználatlan adat, vagyis semmibe mutató nyil, csak 
létrehozott, de sehol fel nem használt fájl, vagyis olyan 
amiből nem vezet ki nyil, stb./ kiszűrését - érzékelhetővé 
teszi az adatáramlás diagram /és a többi grafikus eszköz/ 
használatának legfőbb akadályát is: a papir végességét.
Ha tovább bonyolítanánk a rajzot, alaposabban részletezve
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a feldolgozás folyamatát bonyolult, és - tetszőleges 
részletességig lemenve - tetszőleges méretű ábrát kap­
nánk.
Erre a problémára megoldásként a felülröl-lefelé 
tervezési technika grafikus változatát szokás ajánlani 
megoldásképpen. Esetünkben ez azt jelenti, hogy a rész­
letesebb specifikálást nem akárhogyan, a már elkészült 
ábra figyelmen kivül hagyásával, hanem a 2. ábra folya­
matainak részletesebb megadásával végezzük, minden rész­
letezéshez újabb ábrát készitve. A "Havi fizetések ki­
számítása" folyamat pl. a 3. ábrán látható módon bont­
ható részegységekre.
"Havi fizetések kiszámítása" adatdiagram
-30-
Ujabb és újabb ábrákkal egyre tovább lehet finomítani 
az egyes részleteket.
Ezzel a problémát - elvileg - megoldottuk, bár 
fizetnünk kell érte, ugyanis most már az egyes leirási 
szintek konzisztenciáját /be- és kimenő nyilak egyező­
sége/ is ellenőrizni kell. /A gyakorlatban további prob­
lémát jelent a felülről lefelé történő tervezési techni­
ka következetes véghezvitele./
1.1.1.5. Struktúra diagram
Az adatáramlás diagram használatával rögzithetőek 
a rendszerrel szemben támasztott igények: mit kell csi­
nálnia, milyen adatokból milyeneket kell levezetnie. Az 
Az adatáramlás diagramhoz kapcsolódó másik grafikus 
technika, a struktúra diagram /Structure Chart Có]/ a 
"hogyan" kérdésre keresi a-"mit" megválaszolásával 
többé-kevésbé meghatározott - megoldást.
A struktúra diagram modulok /programok, rutinok/ 
egymás közötti kapcsolatát ábrázoló eszköz. Alkotó 
elemei:
• A téglalappal és a benne lévő névvel ábrázolt 
modul.
• Két modul közötti kapcsolat, melyet egyenes 
nyil jelöl. Ez azt jelenti, hogy az egyik mo­
dul hivja a másikat.
• Paraméterátadás. Jelölje az adat neve, mellette 
az átadás irányát jelző nyil.
Az adatáramlás diagram /"mit"/ meghatározza a struk­
túra diagramot /"hogyan"/. C5l közli azokat a lépéseket, 
melyekkel az adatáramlás diagram struktúra diagrammá 
alakítható. Mi itt a 4. ábrán a 2. ábra bérelszámolási
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rendszerének megfelelő struktúra diagramot közöljük.
4. ábra
A bérelszámolás struktúra diagramja
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1.1.1.6. Adatszótár és raagasszintü specifikációs nyelv
A fentiekben tárgyalt eszközök alapvetően grafikus 
jellegűek, és - éó;Pen ezért - kevés számitógépes támoga­
tást élvezők voltak. Most két olyan eszközt emlitünk, me­
lyek ellenkezőleg, inkább szöveges jellegűek, és számitó- 
gép-orientáltak: az adatszótárról /data dictionary/ és a 
magasszintü specifikációs nyelvekről /requirements and 
specifications languages/ van szó. Megjegyezzük, hogy az 
óvatos fogalmazás itt nem felesleges: az adatáramlás-di­
agram pl. számitógéppel /grafikus display/ is készíthető, 
elemeztethető Ü223, másfelől viszont pl. Tói a kézi adat­
szótár használatát ajánlja, ha nincsen megfelelő számitó­
gépes programcsomag, ill. a hibrid automatikus-kézi adat­
szótárat, vagyis pl. szövegszerkesztő megfelelő konven­
ciókat betartó használatát adatleirásra. A magasszintü 
specifikációs nyelvek egy része merevebb szintaxissal 
rendelkezik, tehát számitógépes feldolgozásra alkalmas, 
másoknál csupán a leirás szerkezete kötött, igy ezeknél 
a gépi támogatás jelentéktelen. Az adatszótár a rendszer 
adatainak a leirását tartalmazza. Megjelenési formája 
igen változatos: létezhet számitógépes adathordozón meg­
felelő programcsomag által kezelhető módon, lehet jegy­
zetfüzet valamilyen módon szervezett bejegyzésekkel, áll­
hat ábrákból /vagy tartalmazhat ábrákat is/, stb.
Néhány alapvető követelményt ki kell elégítenie IT5"J.
• Az adat neve alapján a leírásának könnyen kike- 
reshetonek kell lennie.
• Az adatszótár nem lehet redundáns.
• Az adatszótár és a rendszerterv többi komponense 
között nem lehet túl nagy redundancia.
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• Az adatszótárnak könnyen módosíthatónak kell 
lennie.
• A konvenciók alkalmazásával következetesnek 
kell lenni.
A kézi technikák elég nyilvánvalóak, és kisebb rend 
szereknél elégségesek is. A probléma akkor válik súlyo­
sabbá, amikor a rendszerben szereplő adatnevek mennyisé­
ge túlmegy bizonyos határon, és az egész áttekinthetet­
lenné válik. Ilyenkor - illetve a nagyobb rendszerek tér 
vezésekor, ezt a helyzetet megelőzendő - célszerű auto­
matikus /számitógépes/ adatszótárt használni.
A számitógépes adatszótár összetevői \23~\i
• az adatleirásokat /metaadatokat/ tartalmazó 
adatbázis;
• lekérdező, elemző lehetőségek;
• az adatszótár titkosságát, integritását, vissza­
állíthatóságát, osztott használatát biztositó 
software eszközök;
• a software interface-ek, melyek segítségével 
programok adatokat kérhetnek az adatszótárból, 
ill. módosíthatják annak tartalmát.
Az első három komponens lényegében egy speciális célokra 
használt számitógépes adatbáziskezelő rendszert határoz 
meg. A negyedik összetevő az adatbáziskezelő rendszerek 
adatszótárainál jelentős igazán, ezek teszik lehetővé 
pl. a fordítóprogramoknak vagy adatleirás processzorok­
nak az adatszótárban lévő információ elérését ill. fel­
újítását.
A számitógépes és a kézi adatszótár viszonya tehát
-34-
hasonló a számítógépes és kézi adatfeldolgozáséhoz, a 
kézi nyilvántartás gépi adatbázisba szervezése a számi­
tógépes adatszótár. Ugyanazokat az adatokat képesek tá­
rolni és kezelni, csak a gép természetesen hatékonyabb, 
rendszeresebb, mint az ember, nem vészit el adatokat, 
olyan listákat képes produkálni, melyeket kézi nyilván­
tartással sokkal nehezebb, vagy gyakorlatilag lehetet­
len lenne.
Az adatszótár a rendszer adatainak többé kevésbé 
formális leírását tartalmazza. Minél "gép-közelibb" 
az adatszótár, természetesen annál szigorúbb a szintak­
tika, annál formálisabb a leírás. A lehetőségeknek igen 
széles skálája képzelhető el, a kötetlen, ábrákkal tele­
tűzdelt szöveges leírástól a fordítóprogram által elle­
nőrzött adatleíró nyelvig.
A magasszintü nyelv a programszerkezet többé kevés­
bé formális leírására szolgáló eszköz, ilyen értelem­
ben az adatszótár kiegészítője, ellenpárja. Nyilvánvaló 
a kettő közötti átfedés, hiszen adat és programszerkezet 
nem képzelhető el eg^yás nélkül. A specifikációs nyel­
vekre is jellemző a megvalósítás sokfélesége, a nyelvek 
széles skálája egyszerűtől bonyolultig, gép-orientált­
tól kötetlenig.
Mint feljebb utaltunk rá, a "magasszintü specifiká­
ciós nyelvek" az angol "requirements languages" ill. 
"specifications languages" az irodalomban /Id. pl. £241/ 
sokszor megkülönböztetett fogalmait vonja össze. Az el­
sővel lényegében az életciklus első fázisában, a felmé­
résben, az utóbbival a második fázisban, a tervezésben 
használt nyelvet jelölik.
Mint ezt korábban megjegyeztük a két fázis megle­
hetősen összemosódik, igy eszközeik is hasonlóak. A 
magasszintü specifikációs nyelvek közül valamennyi a
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természetes nyelvből indul ki, erre alkalmaz szerkezeti, 
szintaktikus és szemantikus megszorításokat. A nyelvek 
között az igazi különbség a megszorítások szigorúságá­
nak a mértékében, vagy/s az elérhető számitógépes tá­
mogatás fokában van. £2 4} mind a két kategóriában em- 
lit teljesen formális, fordítóprogrammal, szókész­
lettel rendelkező számitógépes rendszereket és kötetlen 
- pl. csak a használható mondatok szerkezetére vonatko­
zó megkötéseket tartalmazó - nyelveket /számitógépes 
támogatással/, Tói "Structured English" nyelve pedig 
csupán néhány egyszerű szabály betartásával készített 
szöveges leirás.
A magasszintü specifikációs nyelv tervezésénél a két 
szélsőség - teljesen kötetlen leirás /C5ll a "viktoriánus 
regény" jelzővel jellemzi/, ill. programozási nyelvi 
szintű konstrukciókig menő részletességű, és ehhez mél­
tóan szigorú szintaktikáju nyelv - között szokás kompro­
misszumos megoldást találni. A kötetlen leirás előnye az 
érthetőség a laikus felhasználó számára - nem utolsó 
szempont, a rendszer készitője és felhasználója közötti 
szakadék áthidalása - a kötött nyelv viszont tömörséget 
biztosit, és megadja a számitógépes támogatás lehetősé­
gét. A kompromisszumos kiskapu általában a nyelvek ál­
tal biztosított "megjegyzés" lehetősége. Ezzel úgy lehet 
élni, /és visszaélni/ ahogy a felhasználó akar, igy vég­
ső soron a legkötöttebb nyelv is használható tetszőle­
gesen kötetlen leirás készítésére. A specifikációs nyel­
vek - és általában a fenti áttekintésben szereplő esz­
közök - csupán a felhasználás lehetőségét bocsáthatják 
a felhasználó rendelkezésére, nem kényszerithetik az 
alkalmazási filozófia helyes használatára.
-36-
1.1.2. Manuális_technológiák
Az integrált tervezési módszer technológiája és az 
eszközök valamilyen csoportja abban különbözik egymástól 
hogy az előbbi alkalmazásával az életciklus egyes szaka­
szai közötti szerves kapcsolat az egyes fázisokban hasz­
nált eszközökön keresztül magától értetődő természetes­
séggel valósul meg. Ideális technológiánál az eszközök 
átfedik egymást, egyik használata feltételezi és támo­
gatja a másikat, mint ahogy az életciklus egyes szaka­
szai elkülönithetetlenek egymástól.
1.1.2.1. Structured System Analysis
A Structured System Analysis /SSA/ D a w  terve­
zési módszernek tekintendő, hiszen az életciklus több 
szakaszát - felmérés, tervezés, karbantartás - lefedni 
kivánó eszközrendszerről, és egységes filozófiáról - 
strukturálás, felülről lefelé tervezés - van szó. Techno 
lógiája a következő eszközökön alapul:
• adatáramlás diagram;
• adatszótár;
• relációs szerkezetű logikai adatok;
• magasszintü specifikációs nyelv.
Ezek közül csak a harmadikat nem tárgyaltuk 0.1.1.-ben. 
Az SSA a logikai adatait a legegyszerűbb adatmodell 
- a relációs - alapján Írja le, felhasználva ehhez a re­
lációs adatbázisok elméletének több elemét /funkcionális 
függőségek, relációs műveletek, stb. C253/, mintegy fel­
tételezve, hogy az adatkezelés egy ideális relációs 
adatbáziskezelő rendszerrel történik majd.
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A technológia első lépésként a "fizikai" adatáram­
lás diagram elkészítését javasolja. Ez azért fizikai, 
mert a megvalósítás részleteit - osztályok nevei, em­
berek nevei, eljárások, eszközök, stb. - is tartalmaz­
hatja.
Második lépés a "logikai" adatáramlás diagram és 
ezzel párhuzamosan az adatszótár készítése. Az adatá­
ramlás diagram esetén a "fizikai"-ból "logikai"-vá 
transzformálás elég nyilvánvaló. Az adatszótárba kerü­
lő adatoknál ez messze nem triviális, a jövendő rend­
szer adatszerkezete nem feltétlenül egyezik meg a ré­
giével, hiszen ki kell szűrni a redundanciákat. A se­
gédeszköz ehhez a lépéshez a relációs adatmodell, a 
funkcionális függőségek elmélete T263. /Ez a feladat 
jól automatizálható C27l/.
A harmadik lépés az eljárások algoritmusainak 
megadása. A specifikáció eszköze a magasszintü spe­
cifikációs nyelv /bár más eszközöket, pl. döntéstáb­
lákat is megenged az SSA/.
Érdemes megjegyezni, hogy minden lépésnél a felül­
ről lefelé történő tervezés elve érvényesül. Ezt már 
az első lépés meghatározza, hiszen az adatáramlás di­
agram - mint ezt 0.1.1.-ben láttuk - többszintes, a 
szintek, elvileg a részletek finomításával jönnek létre. 
Az adatszerkezet kialakításánál először az entitásokat 
majd azok attribútumait keli definiálni, és formális 
lépések sorozataként jönnek létre a normálformáju re­
lációk. Az algoritmusok szerkezetét eleve meghatároz­
zák az adatáramlás diagram szintjei, ezek felépítésével 
automatikusan megtörténik az algoritmus strukturálása, 
szintekre bontása is. Itt az SSA a struktúra diagramot 
javasolja eszközként Cól ezzel mintegy hidat épitve a 
strukturált tervezés /Structured System Design T28l/
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felé. Mi a két tervezési módszert - pl. Ü51 vagy Ü9 3 
véleményeivel egyetértve - egynek, pontosabban egymás 
folytatásának tekintjük, és a strukturált tervezést, 
az SSA következő lépésként vizsgáljuk.
A negyedik lépés tehát eszközként a struktúra 
diagramot hasznája. Az adatáramlás diagramból mechani­
kusan levezetett struktúra diagram által meghatározott 
modul szerkezet persze nem feltétlenül optimális. Ahhoz 
hogy ilyenhez jussunk, először is az "optimális" fogal­
mát kell megközelíteni.
Az SSA szerint ideális rendszer egymástól függet­
len, egyenként pontosan definiált, egy-két mondattal el 
magyarázható funkciókat ellátó modulokból áll. A függet 
lenséget a kapcsolódás /coupling/ mértékével, egy modul 
helyes definícióját, az általa végzett tevékenységek 
összetartozását a modul belső kohéziójával /cohesion/ 
jellemzik. A kapcsolódásnak kicsinek, a kohéziónak nagy 
nak kell lenni.
A kapcsolódás mértékének meghatározására C2 9l algo 
ritmust és mérőszámot közöl. A kiemelkedő jelentőséggel 
biró tényezők közül néhány.
* A modulok közötti kapcsolat tipusa. Ha pl. lehe­
tőség van egyik modulból GO TO segítségével át­
kerülni a másikra az igen veszélyes. Patologikus 
jel ugyancsak a nem explicit adatcsere /pl. 
FORTRAN COMMON/ is.
• A modulok közötti kapcsolatot fenntartó adatok 
tipusa, mennyisége és azok iránya. Nyilvánvaló, 
hogy nem segiti elő a modulok függetlenségét, 
ha az egyik a másiknak olyan adatot kénytelen 
átadni, melynek alapján az, a működésére vo­
natkozó döntést hoz. Ha mégis ilyen adatokra 
van szükség, akkor célszerű, ha a döntést
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implikáló változóérték alul születik, és a dön­
tés végrehajtása felül történik, ugyanis egy 
lefelé irányuló döntéshozó változó jelentését az 
alacsony szintű modul nem láthatja át teljesen, 
és igy integritása csorbát szenved.
A kohézió mértéke tulajdonképpen a meghatározásból 
adódik. Nagy kohéziós erővel biró, vagyis önmagában zárt 
és teljes, jól definiált funkciót teljesítő modul köny- 
nyen elnevezhető, és a neve az általa ellátott tevékeny­
séget jellemzi. Ha nehéz megfelelő nevet találni egy 
modul számára, vagy a név semmitmondó, az hibás terve­
zésre, a nem megfelelő definícióra utal.
A kohézió és a kölcsönhatás nem elkülöníthetőek. 
Nyilvánvaló, hogy ha a modulok között nagy a kölcsönha­
tás /pl. ha egy alacsony szintű modul a magasabb 
szintűtől kap vezérlő paramétert/, az egyes modulok ko­
héziója is kicsi /esetünkben az alacsony szintű modul 
a vezérlő paramétertől függően lát el több, különböző 
funkciót/.
Az SSA filozófiája szerint tehát, az adatáramlás 
diagramból előállítható struktúra diagramok közül a 
legnagyobb kohézióval biró és a minimális kölcsön­
hatásban álló modulokat tartalmazót kell kiválaszta­
ni. Ennek érdekében - ha szükséges - az adatáramlás 
diagram módosítható /az életciklus első két fázisa, a 
felmérés és a tervezés iterálódhat/.
Az SSA az életciklus több szakaszát - a felmérést, 
a tervezést, a menet közben készített dokumentumok jó­
voltából a karbantartást - lefedő gazdag eszközkészlet­
tel rendelkező tervezési módszer. Az eszköztár túlzott 
gazdagsága bizonyos mértékig nehezíti is használatát, 
ugyanis nem homogén, hanem egymást többé kevésbé ki­
egészítő, különböző jellegű eszközökből áll. Több
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• magasszintü specifikációs nyelv;
• struktúra diagram.
1.1.2.2. HIPO
A HIPO /Hierarchy plus Input-Process-Output/ 
technológia széles körben elterjedt /mint általában az 
IBM támogatta rendszerek/. Eredetileg dokumentációs esz­
közként fejlesztették ki /az OS/VS Program Logic Manuál­
ok HIPO technikával készültek, ld. pl. C3ol/, de hasz­
nálható a rendszerfelmérés és tervezés fázisaiban is, 
igy módszernek tekinthető.
A HIPO módszertani alapja a felülről lefelé ter­
vezés filozófiája: a feladatot megfogalmazásában rész­
feladatokra kell bontani, a részfeladatok mindegyikét 
kisebb részfeladatokra és igy tovább az elemi, további 
bontást nem igénylő egyszerűen megoldható feladatokig.
A részfeladatokra bontás természetesen általában nem 
egyértelmű: az optimális felbontás érdekében érdemes a 
strukturált tervezésben használt kritériumokat, a kap­
csolódást és a kohéziót használni L3l3.
A technológiai rész eléggé egyszerű: a HIPO két 
ábratipust használ. Az egyik a hierarchikus diagram, 
mely az egyes részek helyét mutatja a hierarchián belül, 
a feladatok részletezése nélkül. Az egyes részek azono­
sítása névvel és/vagy azonosító számmal történik. A másik 
ábra az immár hierarchikus rendszerbe illesztett rész­
feladat részletezése. Ez a feladat lépéseinek leírását,
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valainint azok input és output adatait tartalmazza 
/input-process-output diagram/. Példaként az 1.1.1.4.-ben 
már vizsgált egyszerű példa hierarchikus diagramját 
/5. ábra/, és az egyik rész input-process-output diag­





























"Havi fizetések kiszámolása" input-process-output
diagram
A HIPO diagramjai fokozatosan épithetok fel a fel­
mérés és a tervezés fázisaiban. A folyamat iterativ 
jellegű, de a tendenciának - az eszköz helyes használa­
ta mellett - fokozatosan felülről lefelé kiépülő, egyre 
részletesebbé váló diagramokat kell eredményeznie.
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A HIPO elsősorban dokumentációs eszközként jelentős. 
Nagy előnye egyszerűsége, könnyen elsajátítható. Alkal­
mazható a felmérés és a tervezés során is, hidat képez­
ve a két fázis között. /Előfordulhat, hogy a részlete­
sebb tervezés során előkerülnek olyan problémák, melyek 
miatt a rendszer egy részét újra kell tervezni. Arról 
van szó ugyanis, hogy az optimális modulszerkezet nem 
feltétlenül esik egybe a feladatok felmérés során kelet­
kezett felbontásával, igy uj felbontást kell készíteni a 
strukturált tervezés elveinek fokozottabb figyelembe­
vételével./ A hierarchikus felbontás támogatja az abszt­
rakciót, az input-process-output diagram elősegíti a rend­
szer modularitását. Hátránya a HIPO-nak viszonylagos kö­
tetlensége, nincs formális lehetősége az interface-ek és 
a felbontás helyességének ellenőrzésére.
1.1.2.3. SADT
Az SADT-t /Structured Analysis Design Technique/ 
alkotói általában bonyolult rendszereket modellező esz­
köznek szánták, és valóban, használata nem korlátozódik 
adatfeldolgozási problémákra, általános módszerként al­
kalmazzák a műszaki élet különböző területein. Maga a 
technológia grafikus, és sokban hasonlit az adatáramlás 
ill. a struktura-diagramra, noha azoknál általánosabb 
és egységesebb.
Az SADT dobozokból és nyilakból épitkezik. Mind­
egyik doboznak és nyilnak egyedi neve van. A dobozok és 





Dobozok és nyilak az SADT-ben.
A nyilak geometriai elrendezése határozza meg jelenté­
süket. A balról érkező nyil mindig a doboz inputja, a 
jobbra távozó output-ot jelent. A felülről érkező nyil 
az input-output átalakítás vezérlése, az alsó pedig az 
átalakítást biztositó mechanizmus.
A dobozoknak kettős jelentésük van, az SADT kettős 
diagramrendszerének megfelelően. A modellezendő rendszert 
ugyanis, az SADT két szemszögből, a tevékenységekéből és 
az adatokéból vizsgálja. A tevékenységek szemszögéből mo­
dellezett rendszerben a dobozok tevékenységeket, az ada­
tokéból modellezettben pedig adatokat jelentenek. A 8. 










a / b /
8. ábra
Nyilak és dobozok kettős jelentése.
A 8.a/ ábrán látható rajzból, mint alapegységből 
felépített, tevékenység-szemszögü SADT leírásokat te­
vékenység-diagramnak /actigram/ nevezzük. Az adat-szem- 
szögü leirás neve adat-diagram /datagram/, alkotóelemeit 
a 8.b/ ábra mutatja.
A dobozok nyilakkal történő összakapcsolása elég 
nyilvánvaló: egy doboz outputja valamely más dobozba mint 
input , vagy mint vezérlés futhat be. A 9. ábra a bér- 
elszámolás SADT tevékenység diagramja.
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9. ábra
A bérelszámolás tevékenység diagramja
Az SADT egyik szabálya szerint egy ábrán 3-6 doboz 
szerepelhet. A rendszer tervezése természetesen itt is 
felülről lefelé történik, a részekre bontás uj szintek, 
uj ábrák bevezetésével történik, minden szint valamennyi 
ábrájánál megőrzi a 3-6 dobozos méretet. A "Havi fizeté­




































"Havi fizetések kiszámitása" tevékenység 
diagram
Az SADT jellegzetessége, hogy a technológia és a 
tervezési filozófia /felülről-lefelé/ mellé szervezeti, 
irányitó mechanizmust is élőir: pontosan megjelölt szere­
pek várnak a projekt résztvevőire /szervező, szakértő, 
könyvtáros, stb./ gondos előirások szabályozzák a munka 
menetét, a dokumentumok készítésének, ellenőrzésének,
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jóváhagyásának módját. Jellemző a "szerző-olvasó" 
/author-reader/ ciklus, melynek során az elkészült di­
agramot egy vagy több, a modellezendő témát ill. az 
SADT-t ismerő szakember átnézi és ehhez megjegyzése­
ket fűz. Feltétlenül Írásban, ugyanis, ez is előírás.
Az SADT-t a manuális rendszerek között tartják szá­
mon, mivel igy terjedt el. Feltétlenül említésre méltó, 
azonban, hogy biztató kísérletek történtek számitógépes 
támogatásának biztosítására G>2] .
1.1.3. Számitógépes_technológia
A rendszertervezési technológiák "elszámitógépe- 
sedése", azaz a számitógép egyre növekvő mértékű fel- 
használása a rendszer életciklusának korai szakaszai­
ban tulajdonképpen magától értetődő jelenség. A felmé­
rés során a modellezett rendszer működését leiró ada­
tokat kell gyűjteni, megjegyezni, csoportosítani. Ezek 
elemzése alapján születik meg a jövendő számitógépes 
rendszer felépítését tartalmazó logikai rendszerterv.
A tervezés fázisában ez tovább finomul, implementációs 
részletekkel bővül.
Adatok gyűjtésére, tárolására, adott szempontok 
szerinti csoportosítására a számitógép jól alkalmas. A 
számítástechnika egyes ágainak eredményei készen al­
kalmazhatóak. A formális nyelvek, a fordítóprogramok 
segítségével lehetővé válik az adatok számítógépre 
vitele, a felvitt adatok módosítása, a konzisztencia 
ellenőrzése. Adatbáziskezelő rendszer gondoskodik a 
hatékony tárolásról, lekérdező nyelvével előre adott, 
vagy akár ad hoc lekérdezések végezhetők, automatikusan 
csoportosított, válogatott adatokról.
A gép pontossága, gyorsasága ezen a területen is
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jól kihasználható. Nem felejti el, nem keveri össze az 
adatokat, kiszűri az ellentmondásokat, ellenőrzi a meg­
adott feltételek teljesülését, stb. Képes rövid időn 
belül áttekinthető listákat adni a rendszert készitő 
egyént éppen érdeklő adatokról, azokat válogatva ki az 
adathalmazból melyek szükségesek.
A fejlődés a számitógép irányába mutat tehát. A 
számitástechnika belső fejlődése /interaktiv rendszerek, 
egyre olcsóbb mikrogépek, számitógéphálózatok, stb./ 
ezt a folyamatot támogatja. Egyes kézi eszközök, techno­
lógiák is egyre fokozottabb számitógépes támogatást kap 
nak /specifikációs nyelvek, SADT, stb./, a számitógépes 
tervező rendszerek pedig egyre fejlettebbek, egyre ál­
talánosabb és magasabb igények kielégítésére képesek. A 
következőkben a számitógépes technológiát a legelterjed­
tebb rendszer, a Michigan Egyetemen az ISDOS project 
keretében kifejlesztett PSL/PSA U36Ü példáján keresztül 
mutatjuk be.
Először a rendszernek a felhasználó számára leg­
fontosabb alkotórészével, a leiró nyelvvel /PSL, Problem 
Statement Language/ foglalkozunk. Ezen a nyelven adhatja 
meg a felhasználó a modellezendő rendszer leirását, a 
felmérés során és az életciklus további fázisaiban össze 
gyűlt adatokat.
Tételezzük fel, hogy egy vállalat számára bérügyi 
rendszert kviánunk szervezni. A PSL módszertana - ter­
mészetesen a felülről-lefelé tervezés - szerint először 
elegendő a feladat hozzávetőleges meghatározására. Ez 
magyarul pl. a következőképpen fogalmazható meg.'
A bérügyi rendszer felhasználva a munkaügyi osztály 
ról érkező havi adatokat, kiszámitja a fizetéseket, és 
különböző listákat, statisztikákat készit, melyeket a
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munkaügyi osztály és a vállalat dolgozói kapnak kézhez.
A rendszer működése során kialakítja a munka és bérügyi 
törzsállományt /v.ö. 1.1.1.4. 2. ábra/.
A rövid leírásban objektumok és a közöttük lévő kap 
csolatok nevei szerepelnek. Az objektumoknak és kapcso­
lataiknak - implicite - tipusuk van. Az objektumok és 
kapcsolatok tipusai egymást definiálják, hasonlóan az 
absztrakt adattípusok axiomatikus definiálásához /ld. 
pl. C35] 3.5*/. Esetünkben objektumok pl. a "havi fi­
zetések kiszámítása", "munkaügyi osztály", "havi adatok" 
stb. és ezek kapcsolatait jelölik a "felhasználva", "ér­
kező", stb. szavak.
A PSL nyelv az információs rendszerek leírásához 
jól átgondolt tipus és kapcsolatrendszert bocsájt a fel­
használó rendelkezésére. A példában szereplő leirás pl. 
közvetlenül megadható PSL-ben:
PROCESS bérügyi rendszer;










RECEIVES dolgozó havi fizetése;
SET törzsadatok;
USED BY havi fizetések kiszámítása.
11. ábra
"Havi fizetések kiszámítása" PSL nyelvű leirás
-51-
Az ábrán jól látható az objektumok és egymáshoz 
való viszonyuk /a kapcsolatok/ megadásának módja. A 
leirás szekciókra tagolódik, ahol minden szekció egy 
objektumot ir le, A szekció első állitása definiálja 
az objektumot (típusnév){objektumnév); szintaktikával 
/pl. SET törzsadatok#/. A szekción belül szereplő állí­
tások /pl. RECEIVES dolgozó havi fizetése;/ a definiált 
objektum és más objektumok közötti kapcsolatokat Ír­
ják le. Egy-egy ilyen állítás egyben az állításban 
szereplő objektum típusát is megadja, pl. a "dolgozó ha 
vi fizetése" OUTPUT tipusu objektumként definiálódik a 
"GENERATES" állításban való szerepeltetésével,
A 11. ábra leírása minden további nélkül számító­
gépbe vihető és lista kérhető róla, pl. a FORMATTED 
PROBLEM STATEMENT PSA /Problem Statement Analyser/ pa­
rancs segítségével. Itt már némi hasznát vehetjük a 
számitógép használatának. A lista ugyanis ugyanolyan 
formátumú lesz, mint a 11. ábrán látható, de az ottani 
14 sor helyett jóval hosszabb lesz, ugyanis a rendszer 
minden objektum minden kapcsolatát visszaadja. Tehát 
például mig felvitelnél a "statisztika készítése" 
PROCESS-nél adtuk csak meg, hqgy "GENERATES" össze­
foglalók, most az "összefoglalók" nevű, OUTPUT tipusu 
objektumnál - természetesen külön szekciója lesz - 
is meg fogjuk találni a megfelelő inverz bejegyzést, 
vagyis, hogy "GENERATED BY statisztika készítése;".
Egy objektum valamennyi kapcsolata tehát egy helyen 
megtalálható, nem kell keresgélni a leirásrészleteket.
A lista természetesen redundáns lesz, de a gépi elle­
nőrzés miatt garantáltan ellentmondásmentes. Hiba- 
ellenőrzés is történik: ha pl. kihagytuk volna a 11. 
ábra leírásából a "GENERATES összefoglalók" állítást, 
a gép figyelmeztető üzenetet adott volna, hiszen az
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"összefoglalók" objektumot egy másik /“munkaügyi osz­
tály"/ használja /RECEIVES/, de nem szerepel előállító 
/"GENERATES"/ állításban, vagyis nincs rögzitve, hogy 
hogyan került be egyáltalán a rendszerbe. /Ez a prob­
léma a 11. ábra "dolgozó havi fizetése" objektumnál 
valóban jelentkezik is, a hiányos leirás miatt./
A felvitt leirás természetesen folytatható és to­
vábbfejleszthető. A PSL/PSA alkotói a felülről lefelé 
történő tervezést ajánlják /de nem teszik kötelezővé, 
a nyelvben nincs erre kényszerítő eszköz/ C34l. Rész­
letezzük példánk leirását az 1.1.1.4. pont 3. ábrájá­
nak megfelelően.
PROCESS havi fizetések kiszámítása;
UTILIZES béralap számolása, hiányzás és túlóra 
számfejtés;
UTILIZES levonás és adó számfejtés, juttatás 
számfejtés;
UTILIZES adatválogatás;
DERIVES havi fizetések, dolgozó havi fizetése;
PROCESS adatválogatás;
USES törzsadatok;
DERIVES feladott pótlékok és alapbér, feladott 
levonások és adók, feladott juttatások;
PROCESS béralap számolása;
USES feladott pótlékok és alapbér TO DERIVE béralap
12. ábra
"Havi fizetések kiszámitása" PSL PROCESS finomítása
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Ez természetesen csak az ábra egy részét Írja le, 
az ábrában szereplő összes objektum és kapcsolat felso­
rolása elég hosszadalmas volna. Az mindenképpen kiderül 
az ábráról, hogy a "havi fizetések kiszámitása" tevé­
kenységet /"PROCESS"/ az "UTILIZES" állitással négy 
résztevékenységre bontottunk. A PSL nyelv természete­
sen az adatok hasonló felbontását is lehetővé teszi, 
mint az a 13. ábrán látható.
OUTPUT összefoglalók;
SUBPART munkaügyi összefoglaló, bérügyi összefoglaló;
INPUT havi adatok;
SUBPART munkaügyi adatok, bérügyi adatok;
SET munka és bérügyi törzsállomány;
SUBSET statisztikai adatok, törzsadatok;
13. ábra
Adatok finomítása a PSL-ben
A PSL állítások aspektusok szerint csoportosíthatók.
A következőkre fogalmazhatók meg állítások:
• a rendszer folyamatának leírása /RECEIVES,GENERATES, 
stb./,
• a rendszer struktúrájának leírására /SUBPART, 
UTILIZES, Stb./,
• az adatstruktúrák leírására /COBOL-szerü rekord- 
leirás a GROUP,ELEMENT tipusu objektumokból álló 
ENTITY,INPUT,OUTPUT tipusu objektumokról/;
• az adatszármaztatás leírására /USES,DERIVES/,
• a rendszer idő és térbeli terjedelmének leírására,
• a rendszer dinamikájának leírására /EVENT,
TRIGGERS,stb./,
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* a rendszer tulajdonságainak leírására /ATTRIBUTE, 
KEYWORD/;
■ a rendszerterv kezelésének leírására /PROBLEM-DEFINER 
állítással adhatók meg az egyes részekért felelős 
szervezők, ill. programozók nevei/.
A PSL állításokat az interpreter mágneslemezen tá­
rolja. A beolvasott leirás helyességét nemcsak önmagában, 
hanem a már tárolt régebbi adatokkal való összefüggésében 
is ellenőrzi.
A tárolt információ /mint már láttuk/ bovithető, 
ezen kivül természetesen módosítható, lekérdezhető is. A 
lekérdezés során különböző tartalmú és formátumú listák 
nyerhetők. Említettük-korábban a FORMATTED PEOBLEM STATEMENT 
parancsot, mely PSL nyelvű listát készit az adatokról, ill. 
azok kijelölt részhalmazáról /pl. az összes INPUT tipusu 
objektumról/. Látványos, grafikus lista a PICTURE, mely az 
adatáramlást rajzolja ki, némileg az adatáramlás diagramhoz 
hasonlóan. Az adatok szerkezetének listázására több parancs 
is szolgál, különféle grafikus és szöveges adatszerkezet 
diagramok nyerhetők. A DICTIONARY parancs adatszótár-szerű 
formában Írja ki a rendszerben /ill. meghatározott rész­
halmazában/ szereplő adatok neveit /érdekes, hogy tói a 
PSL/PSA adatszótár funkcióját emeli ki, és mint ilyet em- 
liti a rendszert, noha ennél sokkal többet tud/.
A PSL/PSA rendszer - az eredeti elképzelések C361 sze­
rint - az életciklus felmérés és tervezés, továbbá karban­
tartás /jól áttekinthető és könnyen módosítható, konzisztens 
dokumentáció/ szakaszaiban alkalmazható. Több továbbfej­
lesztése /SODAÜ371, Software Development Facility C38U, 
stb./ is megcélozta a programozás fázisának segítését /a 
SODA automatikus kódgenerálási lehetősége annak teljes 
gépesítését/, de ezek a rendszerek nem arattak olyan si­
kert, mint az eredeti.
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1.2. A tervező rendszerek általános felépítése
A legegyszerűbb tervező rendszer a szövegszerkesztő. 
Valóban a tervezendő rendszer leirása /ez grafikus, vagy 
táblázatos is lehet/ gépbe vihető, tárolható. A tárolt 
szöveg módosítható, terminálra iratható, lista készít­
hető róla, s a fejlettebb szövegszerkesztő rendszerek­
ben a lista formátuma szabályozható is.
A leglényegesebb különbség a szövegszerkesztő és 
egy korszerű tervező rendszer között az a mód, ahogy az 
egyik ill. a másik a bevitt szöveget kezeli. Az előbbi 
számára a leirás szöveg, melynek csak formája létezik, 
a tartalma közömbös. A tervező rendszer a bevitt leirást 
nem csak tárolja és visszaírja a terminálra vagy listáz­
za, hanem értelmezi és elemzi is azt.
Ehhez először persze a leirandó rendszer modelljé­
nek megalkotása szükséges. A leirás maga a modellben de­
finiált fogalmak segítségével történik. Ezek a fogalmak 
a rendszert alkotó objektumok és kapcsolataiknak osztá­
lyokba sorolásával egy absztrakciós folyamat eredménye­
ként alakulnak ki. A létrejött osztályok lesznek majd a 
leírásban szereplő objektumok és kapcsolatok tipusai 
/a PSL-ben pl. INPUT, ELEMENT, USES, DERIVES, stb./. A 
tipusok és kapcsolataik rögzítésével és egy - lehetőleg 
egyszerű és könnyen olvasható - szintaktika megadásával 
már lehetőség van a szöveg gépi elemzésére, létrejön a 
tervező rendszer legfontosabb alkotórésze, a leiró nyelv.
A leiró nyelv definíciója döntő j-elentőséggel bir 
a rendszer használata szempontjából. Itt dől el az, hogy 
a leirás természetesen fogalmazható-e meg az adott nyel­
ven, vagy a valóságos objektumok és összefüggéseik a be­
vezetett fogalmakkal csak nehézkesen, "belemagyarázások- 
kal" irhatók-e le.
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A leiró nyelv részét alkothatják egyes szemantikai 
ellenőrzések is. A PSL pl. ellenőrzi, hogy a használt 
/USED BY/ objektum kivülről került-e be a rendszerbe 
/GENERATED BY/, illetve ott jött-e létre /DERIVED BY/ 
és ha egyik állításban sem szerepel, hibát jelez. Ugyan­
csak ellenőriz egyes 1:N kapcsolatokat, továbbá más bo­
nyolultabb ellenőrzéseket is végez.
A PSL nyelv 22 objektum és 57 kapcsolattipust tartal­
maz. A nyelv univerzális, - alkotói legalábbis annak szán­
ták [36]- elvileg tetszőleges információs rendszer fel­
méréséhez, tervezéséhez és karbantartásához ad segítsé­
get. Az objektum és kapcsolattípusok rögzítettek, akárcsak 
a szemantikai jellegű megkötések, tehát azokon nem változ­
tathat, nem vezethet be uj objektumtipusokat, vagy nem 
módosíthat egy kapcsolat jellegén. A leirásra felhasznál­
ható eszközök - a PSL esetében nagyon alaposan átgondolt, 
rendszerszervezői szemszögből elég általános alkalmazáso­
kat biztositó - megadása determinálja a rendszer használ­
hatóságát. Egyrészt könnyit a felhasználó helyzetén: nem 
neki kell a nyelv definiálásának komoly gyakorlatot igény­
lő, rutinmunkának nem nevezhető feladatát elvégezni. Más­
részt viszont mereven meghatározza azt a sémát, melyben 
gondolkozni kell.
A leirásban csak a nyelvben definiált tipusu objek­
tumok és kapcsolatok szerepelhetnek. A PSL/PSA rendszer 
használata meggyőzött róla, hogy igen nehéz kialakítani 
olyan fogalomrendszert, mely nem túl általános ahhoz, 
hogy elég mély elemzéseket produkáljon, sem pedig nem 
túl speciális, egy-egy célfeladatra orientált fogalmak 
gyűjteménye. A probléma némileg a programozási nyelvek 
körében már korábban, a 60-as évek végefelé felmerült 
univerzális nyelv, célorientált nyelv választásra emlé­
keztet. Az univerzális nyeltekről kiderült, hog'”' túlzottan
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komplikáltak, áttekinthetetlenül nagy eszközkészletet 
bocsátanak a felhasználó rendelkezésére /PL/1/, a cél- 
orientáltak alkalmazási lehetősége pedig túl szűk, ill. 
nehézkesen oldhatók meg velük viszonylag egyszerű fela­
datok is /számolás COBOL-ban/.
A tipusok és az ellenőrzések szemantikai jellegű de­
finíciója - alapvetően ezek határozzák és különböztetik 
meg az egyes nyelveket - mellett a leiró nyelveknek az 
elemezhetoség érdekében a szintaktikát is pontosan meg 
kell határozniuk. Itt is eltérő irányzatokkal találkoz­
hatunk. A PSL vagy pl. a PROTEE C40Ü szöveges leirások 
gépre vitelét teszi lehetővé. /Ez a legelterjedtebb meg­
oldás./ A számitógépes SADT Z22l grafikus display-ről 
olvas be, elemez és tárol tevékenység és adat-diagramo­
kat. Az ARIUS E411 táblázatok formájában várja az ada­
tokat. Nyilvánvaló, hogy a szintaktika is lényegesen be­
folyásolja a rendszer használhatóságát, célszerű minél 
kényelmesebb lehetőséget biztosítani a - sokszor nagy­
méretű - leirás gépre vitelére.
A felhasználó leirását annak interpretálása, elle­
nőrzése után tárolni kell a rendszer adatbázisában. A 
tárolás módja döntő jelentőséggel bir a hatékonyság, te­
hát a használhatóság egyik nagyon fontos tényezőjének 
szempontjából C333. Az adatkezelés tehát a tervező rend­
szer második, jelentős összetevője.
Nyilvánvalónak tűnik, hogy az adatkezelési funkciókat 
célszerű elválasztani a rendszer egészétől. A tárolt ada­
tok módosítása, lekérdezése több, különböző feladatokat 
ellátó, egymástól elkülönített modulból történhet. Ezek­
nek közös része az adatkezelés, igy ezt nem érdemes mind­
egyik modulhoz külön megirni.
Az adatkezelés tervezésénél figyelembe veendő szem­
pontok nem különböznek lényegesen az adatkezelő rendszerek
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esetében általában szokásosoktól. A két fo szempont/ a 
hatékonyság és a minél könnyebben változtatható, minél 
több lehetőséget biztositó felhasználói interface között 
kell megfelelő kompromisszumos megoldást találni. /A 
"felhasználói" jelző itt természetesen nem a tervező 
rendszer felhasználójára, hanem az adatokat használó, a 
tervező rendszer részeit alkotó programokra vonatkozik./
A szempontok mérlegelésénél egy felől azt kell figyelembe 
venni, hogy a rendszert sűrűn használják, korszerű rendsze 
reknél terminálról, egyidoben többen, tehát a lassúsága 
használhatatlanná tenné, másfelől viszont várhatóan uj 
listázási, lekérdezési igények merülnek fel a felhasználók 
részéről. A hatékonyság tehát a mindennapi gyakorlat szem­
pontjából, a rugalmas adatkezelő interface pedig a rend­
szer áttekinthetősége és továbbfejleszthetősége szempont­
jából jelentős.
A tárolt adatokhoz való hozzáférés az azok módosítá­
sát és lekérdezését biztositó parancsrendszeren keresztül 
történik. A PSL/PSA esetében ez a PSA, mely több, mint 20 
parancsot tartalmaz.
A módositó parancsoknak lehetővé kell tennie a tárolt 
objektumok, kapcsolatok törlését, javitását, nevek megvál­
toztatását, stb. A felhasználó szempontjából az a kényel­
mes megoldás, ha nem kell külön módositó nyelvet megtanul­
ni, hanem a leiró nyelv használatával végezheti a módosí­
tásokat.
A lekérdező és listázó parancsok sokféle feladatot 
látnak el. Más tipusu választ igényel a leirást a termi­
nál mellett fejlesztő szervező, aki nem emlékszik vala­
milyen részletre, mást a projekt vezetője, aki a munka 
állásáról szeretne képet kapni, megint más feladat a 
rendszer dokumentációjának előállítása, stb. ügy tűnik,
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hogy a tervező rendszernek ez a felhasználóhoz közeli 
része állandó továbbfejlesztést, módosítást igényel. 
Célszerű igy is szervezni, általános listádéiiniálási le­
hetőséggel, vagy megfelelő segédeszközöket biztosítva uj 
parancsok viszonylag egyszerű programozásához ]pl. könnyen 
használható, rugalmas adatkezelő interface-t./
A tervező rendszer alkotórészeinek kapcsolata a
14.ábrán látható
nyelvű szöveg
14. ábra. A tervező rendszer alkotórészeinek 
kapcsolata
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1.3. A tervező rendszerek használata
Manuális technológiát, eszközöket használva a fel­
mérés és a tervezés szakaszában az adatok, ill. a rend­
szerterv papíron, pl. az 1.1.1.-ben ill. 1.1.2-ben le­
irt eszközök meghatározta módon készül. A tervező rend­
szer használata a szoftver életciklusának különösen ezek 
re a szakaszaira hat, jelentősen megváltoztatja a mun­
ka jellegét, előnyökkel és hátrányokkal jár. A Beveze­
tésben egy sor problémát vázoltunk, mellyel a szervező 
szemben találja magát a rendszerterv készitése során. 
Most megkísérelünk a tervező rendszerek kinálta lehető­
ségekkel a problémákra megoldást, illetve megoldási 
módszert javasolni.
A tervező rendszer használata már a munka kezdetén 
a felmérés legelején kezdődhet /ld. 1.1.3./. A tapasz­
talatok szerint itt rögtön két hátránnyal kell számolni.
A dolog természetéből adódóan a rendszerszervező­
nek intenziven használnia kell a számitógépet, hiszen 
minden uj adatot, összefüggést azonnal gépre kell vinnie 
Ez a leghatékonyabb rendszer használata mellett is ko­
moly gépidő, tehát a kézi technológiákhoz képest több­
letköltség. Megjegyzendő még, hogy tapasztalataink sze­
rint tervező rendszert felmérési szakaszban csak inter­
aktiv módon lehet használni. Gyakorlatilag nehezen kép­
zelhető el ugyanis, hogy a szervező, aki intenziv fel­
mérést végez, tehát nap mint nap nagytömegű uj informá­
ciót szerez a modellezendő rendszerről, képes legyen ez­
zel párhuzamosan a kötegelt feldolgozásban megszokott 
legalább egy napos késéssel /lyukasztási idővel, gép­
leállással, stb. együtt ez akár egy hét is lehet/ gép­
re vinni az adatait, és főképpen az adatfelvitelről ka­
pott lista /hard copy/ alapján javítgatni a hibákat
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/miközben már újabb adatokat kéne bevinni/.
A másik hátrány - lehet - a leiró nyelv. Könnyebb 
kötetlen formában megfogalmazni valamit, mint szigorú 
szabályok szerint, korlátozott szókinccsel, pontos szin­
taktikával, programszerűen leirni. L93 a PSL/PSA hátrá­
nyaként emliti nehezen tanulhatóságát /mellesleg ezt 
a problémát a nem számitógépes SADT-nél is emliti/. A 
fo nehézség tulajdonképpen nem a kulcsszavak és a szin­
taktika megjegyzése, hanem a stilus és gondolkodásmód 
elsajátítása. Az egész hasonlit egy programozási nyelv 
megtanulásához,ott sem a kódolás, hanem a gépi gondol­
kodásmód megértése, az algoritmusalkotási készség a 
fontos.
Úgy gondolom azonban, hogy az igazi nehézség nem 
ez. A leiró nyelv használatának problémáját az teszi 
- teheti - valóban súlyossá, hogy a nyelv általában nem 
pontosan a modellezendő rendszer leírására készült, nem 
eléggé "testreszabott". A kötött leiró nyelvvel rendel­
kező tervező rendszerek esetén ezt a problémát igen ne­
héz - általánosságban lehetetlen - megoldani. /Egy uj 
PSL állitás rendszerbe illesztése több emberhetes mun­
kát jelent C33]]. Ez a tény erősen motiválta a tervező 
rendszerek általános generálási lehetőségei irányába 
folytatott kutatásainkat./
A leiró nyelv használata azért alapvetően nem hát­
rány, hanem előny, még akkor is, ha nem a számitógép 
használatával járó szükséges rosszként tekintjük. Arról 
van szó ugyanis, hogy a szigorú szabályok szerint épülő 
leirás nem csak az ember-gép, hanem az emberek közötti 
információcserét is egyértelműbbé, világosabbá teszi. A 
rendszerszervező leiró nyelven készitett specifikációja 
félreérthetelenebb /és általában rövidebb/, mint a struk­
turálatlan szöveg, és a rendszer megrendelője könnyebben
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tájékozódhat arról, hogyan látja a szervező a modelle­
zendő rendszert, és milyen szolgáltatásokat ajánl a 
készítendő gépi rendszer. /C.5□ ez az előnyt általában 
a magasszintü specifikációs nyelvekkel kapcsolatban 
emliti./ Másfelől a leiró nyelv pontosabb programspe­
cifikációt tesz lehetővé, igy a rendszerszervező ke­
vésbé félreérthetoen közölheti elgondolásait az azt re­
alizáló programozóval. /Ez is igaz általában a magas­
szintü specifikációs nyelvekre./
A tervező rendszer leiró nyelvének használata ter­
mészetesen nem önálló specifikációs nyelvként, hanem 
számitógépet használva előnyös igazán. A felmérés sza­
kaszában gyorsan felgyülemlő adathalmaz áttekinthetősé­
gét nagymértékben javitják azok a kigyűjtések, melyek 
manuálisan nem végezhetők el. A gép figyelmeztet a hi­
ányzó adatokra, szigorúan ellenőrzi az adatdefiniciók 
konzisztenciáját. A felmérést nagyobb rendszerek eseté­
ben nem egyes ember, hanem egy csoport végzi. Ha a fel­
mérés teljes anyaga a rendszerben tárolódik, a szervező 
team tagjainak kapcsolata egyszerűsödik, könnyebb elke­
rülni az átfedéseket, félreérthetetlenebbé válnak az 
interface-ek definíciói, az egymással való kapcsolat 
tartására szükséges idő csökken.
A tervezési fázisban - noha a tervezés kreativ fo­
lyamat, és igy nem gépesíthető - is értékes segítséget 
tud adni a számitógép. A jó tervező rendszer képes bi­
zonyos logikai ellentmondások kiszűrésére. Ilyen ellent­
mondások főképpen olyankor keletkeznek, amikor a már kész 
vagy annak vélt rendszerterven - általában a megrendelő 
kívánságára - változtatni kell. A változások, és azok kö­
vetkezményeinek végigvitele a rendszeren nyilvánvalóan 
egyszerűbb a tervező rendszer biztosította lehetőségek 
kihasználásával - melyek közül az egyik legfontosabb az
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ellenorzés.
A tervező rendszer egyik nagyon nagy előnye, hogy 
használatának során automatikusan létrejön a modellezett 
rendszer dokumentációja. A dokumentálás fárasztó és hosz 
szadalmas folyamata a megfelelő listázások elvégzésére 
egyszerűsödik /rossz esetben a listázó programok megí­
rására, hiszen nem tartalmazhat minden dokumentálási 
szabványra listázó programot egy rendszer/. Az igy ké­
szült dokumentáció - a gépi ellenőrzés miatt - ponto­
sabb, ellentmondásmentesebb és teljesebb, mint a kézi.
A karbantartás során komoly előnyt jelent, hogy amikor 
változtatni kell a rendszeren, a változás a tervező rend 
szer adatbázisában végezhető el /ennek előnyeiről már 
volt szó/, és az uj dokumentáció automatikusan generál­
ható, nem a régit kell átirni.
1.4. Tervező rendszerek fejlesztése
A tervező rendszer maga is szoftver - méghozzá 
elég komplex - fejlesztése során ugyanazok a problémák 
merülnek fel, mint általában a szoftvergyártás során.
Az életciklus modell a tervező rendszerek esetében is 
használható.
A felmérés fázisának meg kell határoznia a megol­
dandó feladatot. A tervező rendszer lehet célfeladatra 
orientált, mint pl. a CADES C42l, melyet az ICL System 
VME/B operációs rendszer projektjének támogatására ké­
szítettek. Általánosabb feladat megoldása is kitűzhető 
célként. A PSL/PSA általában információs rendszerek ter­
vezéséhez kiván segítséget nyújtani. Folyamatirányítási 
rendszerek specifikációjára szolgál az Espreso £171.
Az EPOS rendszer célja eszközöket biztosítani valós­
idejű rendszerek leírásához, továbbá mikrogépes hardver-
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fejlesztés támogatása t433. A kitűzött célok tehát igen 
sokfélék lehetnek, de mint minden szoftverfejlesztésnél, 
a feladat pontos megfogalmazása, az igények gondos fel­
mérése döntően befolyásolja a projekt sorsát. Modellt 
kell késziteni, méghozzá annál bonyolultabbat, minél ál­
talánosabb a cél. A PSL/PSA-nak például olyan általános 
eszközöket kell biztosítania, mellyel tetszőleges infor­
mációs rendszer leirható, méghozzá az általánosságokon 
túlmenő pontossággal. Érdemes megjegyezni, hogy a fela­
dat jellegéből adódóan itt a nem formális eszközökkel, 
pusztán természetes nyelven alkotott modell használata 
fokozottan magában rejti a pontatlan és hiányos definí­
ció lehetőségét.
A tervezés ad választ a "hogyan működjék a rendszer 
kérdésre. Itt három fő szempontot kell kiemelni:
' a tervező rendszereket általában nem hivatásos 
programozók, hanem - alkalmazástól függően - eset 
leg viszonylag alacsony szintű számitógépes kép­
zettséggel rendelkező emberek használják;
• a tervező rendszert sűrűn használják;
• a tervező rendszernek rugalmasnak kell lennie, 
hiszen a listázási lehetőségek bovithetősége mel­
lett /ezeket gyakorlatilag reménytelen minden lé­
tező igényt még használható formában kielégitő 
módon megcsinálni/ felmerülhet a leiró nyelv ki- 
sebb-nagyobb módosításának igénye is.
Mindebből következik, hogy a rendszernek könnyen 
használhatónak, hatékonynak és kellőképpen rugalmasnak 
kell lennie.
A programozás fázisával kapcsolatosan emlékeztetünk 
arra a megjegyzésre, hogy a számítástechnika általános 
fejlődése kedvez a számitógépes tervező rendszerek létre
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hozásának, a konkrét eredmények jól alkalmazhatóak. A 
PSL/PSA teljes nyelvi elemzőjét az XPL fordítóprogram 
generátor £441 felhasználásával készítették. Az adatok 
tárolására a CODASYL javaslatnak megfelelő adatbáziske­
zelő rendszer szolgál Ü33l.
A tervező rendszerek karbantartása a felhasználók 
igényeitől és a rendszer minőségétől függ. Itt ismét 
találkozhatunk a már sokszor emlitett problémával, me­
lyet itt élesen igy fogalmazhatunk meg: a tervező rend­
szer nem tud elég általános és ugyanakkor elég speciális 
lenni. Ahhoz, hogy a konkrét feladatra alkalmazható le­
gyen, eléggé általánosnak kell lennie. Ahhoz viszont, 
hogy a megoldás hathatós segítséget adjon, rendelkeznie 
kell olyan eszközökkel /leiró nyelvi állítások, listák/ 
melyek egy adott fajtájú rendszer tervezését segítik csak.
Ilyen eszközöket utólag illeszteni működő rendszerbe 
nehéz, munkaigényes feladat L33]. A probléma a tervező 
rendszerek számitógépes tervezésével és megvalósításával, 
a rendszerek generálásával oldható meg teljes általános­
ságban.
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2. TERVEZŐ RENDSZEREK GENERÁLÁSA
A számítógépes tervező rendszerek használatánál a 
legnagyobb problémát a modellezendő rendszert alkotó 
elemek és a tervező rendszer által kinált objektumok 
típusainak a megfeleltetése jelenti. A tervező rend­
szer csupán olyan fogalmak fogadására, tárolására és 
elemzésére készül fej., melyet a rendszer készítői el­
képzelnek, és a rendszer létrehozatalakor rögzítenek.
Az eléggé általános célú tervező rendszer alkotói azon­
ban - természetesen - nem láthatják előre az összes le- 
hatséges alkalmazásokat, nem számolhatnak valamennyi 
felhasználói igénnyel.
Vizsgáljuk most meg ugyanezt a problémát a másik 
oldalról, a tervező rendszer készítője szemszögéből.
A tervező rendszer tipusszerkezete a valóság egy darab­
jának modellezési folyamata során, absztrakcióval ke­
letkezik. A modell, majd ezt követően a tervező rendszer 
szoftverjének kialakítása során számolni kell a kézi 
szoftverkészítést általában jellemző nehézségekkel a 
szoftver életciklusának szakaszaiban.
A legproblematikusabb természetesen ebben az eset­
ben is az életciklus első két fázisa, a felmérés és a 
tervezés szakasza. A második fázis eredményeként nyert 
rendszerterv pontatlan, félreérthető lehet, nem feltét­
lenül tükrözi készitői elképzeléseit, sőt ellentmon­
dásokat is tartalmazhat.
A rendszer specifikációja pontosabbá tehető legfon­
tosabb alkotóeleme, a leiró nyelv formális definíciójával. 
A programozási nyelvek formális definíciójára sok mód­
szert dolgoztak ki, ezek átvihetők a leiró nyelvekre is.
A leiró nyelv változtathatóságának szükségességéből
\
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és a formális leírás lehetőségéből közvetlenül adódik 
a generálás gondolata. Ha összehasonlítjuk a helyzetet 
a programozási nyelvek fejlődésével a 60-as évek vége 
felé^szembeötlő a hasonlóság: itt is az univerzális - 
célorientált ellentmondás vezetett a nyelvek gyorsütemü 
szaporodásához. Figyelemre méltó azonban, hogy a prog­
ramozási nyelvek esetén a fejlődés másként alakult. Noha 
megjelentek a különféle forditóprogram generátorok /XPL 
C44l, CDLt45l, stb./, a döntő fordulatot az absztrakt 
adattípusok, azaz a felhasználó által á programban magá­
ban definiálható adattípusok és a rajtuk megadható műve­
letek, vagyis a bővíthető nyelvek megjelenése jelentette.
A leiró nyelvek esetén véleményem szerint ez kevésbé jár­
ható ut. Két érvet említek meg.
A leiró nyelv felhasználói gyakran nem programozási, 
számitógépes szakemberek, szakképzettségük inkább model­
lezendő feladatnak felel meg. ők egyszerű, könnyen kezel­
hető, jól definiált eszközt akarnak használni. A bővíthe­
tő nyelvek lényege ezzel szemben éppen az, hogy az esz­
közt a feladathoz alkalmazkodva a felhasználó maga készí­
ti el az adattípus és müveletdefiniciókkal. A leiró nyel­
vek esetében célszerűnek tűnik a nem triviális, a meg­
oldandó feladat ismeretén kivül komoly absztrakciós kész­
séget, a definíciós nyelv kinálta lehetőségek pontos meg­
értését igénylő tipusdefiniciótól megszabadítani az átlag 
felhasználót. Erre a célra megfelelőbb a generálási mód­
szer, mellyel a konkrét feladat megoldására legalkalmasabb 
leiró nyelv definiálható, és utána az a tervező rendszer
J
rögzített leiró nyelveként használható.
A másik oldalról szemlélve, a projekt egésze szem­
pontjából sem lenne egyértelműen jó megoldás felruházni 
valamennyi résztvevőt a tipusdefiniálás jogával. Az ol­
vashatóság és az áttekinthetőség érdekében - ez itt még
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fontosabb szempont, mint a programozási nyelveknél - 
valamilyen módon össze kellene egyeztetni a definíció­
kat , különben a leirás a többé vagy kevésbé célszerűen 
bevezetett, de valószinüleg feleslegesen nagyszámú, ke­
vés előfordulással rendelkező tipus miatt nagyon nehe­
zen követhetővé válhat. A definíciók automatikus össze­
egyeztetése egyelőre nagyon nehéz feladatnak tűnik, a 
nem automatizált megoldás pedig túlzottan nagy terhet 
jelentene a projektvezetés számára.
Ez a fejezet a tervező rendszerek generálásával 
kapcsolatos általános jellegű meggondolásokat és érté­
keléseket tartalmaz. A generálás sémájának és a rendszer 
használati módjának ismertetése után a tervező rendsze­
rek általános formális leírásának lehetőségeivel foglal­
kozunk, végül bemutatjuk a leírásból adódó architektúrát 
és a generált tervező rendszerek szoftverjének felépíté­
sét.
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2.1. A generálás módszere
A tervező rendszer hagyományos, kézi fejlesztése és 
a generálás közötti különbség nagyon egyszerűsítve a 15. 
ábra a/ és hj részének összehasonlításával látható.
15. ábra
Tervező rendszer készítése hagyományos módon illetve
generátorral
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A hagyományos módszer használata esetén a tervező rend­
szer készítése normális szoftvergyártó projektnek tekint­
hető. A generátor ezt feleslegessé teszi. Megjegyzendő, 
hogy ennek analógja a foditóprogramok Írásánál pl. az 
XPLT441 /bár ez csak a fordítóprogram szintaktikusán el­
lenőrző részét képes generálni, bonyolultabb szemantikai 
vizsgálatokat nem végez/, egyszerűbb információs rend­
szerek készítésénél pedig pl. az ARIUS C4ll.
A hagyományos tervező rendszer fejlesztés fő moti­
vációja az adott feladat vagy feladatok, melynek megol­
dásához segédeszközként elkészül a tervező rendszer 
/pl. ti423/ . Általában a rendszer készítője és felhasz­
nálója ugyanaz a szervezet, gyakran ugyanazok a szemé­
lyek.
A generálás módszerével készült tervező rendszerek­
nél a fejlesztői és a felhasználói szerepkör elválik 
egymástól. A jövendő felhasználóknak nem kell fejlesz­
tői munkát végezniük, hiszen ez a tervező rendszer elő­
állításához nem szükséges. Ez célszerű is, hiszen - ezt 
egy sor hazai és külföldi példa bizonyítja - meglehető­
sen nagy tehertétel egy projekten, ha a működéséhez szük­
séges segédeszközöket is magának kell előállítania.
A tervező rendszereknek megvan a maguk életciklusa, 
éppen úgy, mint bármilyen szoftvernek. Vizsgáljuk meg, 
hogyan hat az egyes szakaszokra a generálás módszere.
A felmérés menetét a generátor létezése viszonylag 
kevéssé befolyásolja, a hatása inkább csak áttételesen, 
szemléletmódként jelentkezik. Már ebben a szakaszban 
figyelembe kell venni ugyanis, hogy a cél egy formális 
leírás elkészítése. A leírás elemei a készítendő terve-
l
ző rendszer típusai, azok összefüggései, előirt szeman­
tikus jellegű ellenőrzések lesznek. A generátor a leí­
rás elkészítésére definíciós nyelvet bocsát a felhasználó
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rendelkezésére, és ennek a nyelvnek a szerkezete és le­
hetőségei - pl. milyen jellegű ellenőrzéseket biztosit - 
bizonyos mértékig meghatározza a készítendő modellt.
A tervezés fázisa tulajdonképpen nem más, mint a jö­
vendő tervező rendszer leiró nyelvének végleges formális 
definícióját eloállitó folyamat. Ennek során érdemes a 
javasolt nyelvi változatokat, egyes lehetőségeket rövi- 
debb részletekkel esetleg egy részrendszer teljes leírá­
sával kipróbálni. Ugyancsak ebben a fázisban kell meg­
gondolni esetleges speciális listázó, lekérdező programok 
elkészítésének, rendszerhez illesztésének tervét. Össze­
vetve a hagyományos módszerrel készített tervező rend­
szereknél szükséges teendőket - a teljes szoftver meg­
tervezése, a programozás előkészítése - a feljebb emlí­
tettekkel, látható, hogy a generátor létezése teljesen 
megváltoztatja a tervezés menetét, a leiró nyelv formá­
lis definíciójának előállítására és esetleg egyes lis­
ták tervezésére korlátozódik /ez utóbbihoz is meghatá­
rozó keretet, jó esetben automatikus segédeszközöket 
biztosit/.
A programozás szakasza szinte teljes egészében ki­
marad az életciklusból. Amire esetleg szükség lehet, 
az a már emlitett, speciális listákat eloállitó progra­
mok elkészítése, a tervező rendszer egésze automatikusan 
készül a formális definíció alapján.
A tervező rendszer karbantartását a generálás mód­
szere sokkal egyszerűbbé teszi. Lehetőség van a dokumen­
táció zömének automatikus generálására. A formális defi­
níció /a definíciós nyelv részeként használható kötetlen 
formátumú magyarázó megjegyzésekkel együtt/ és a vala­
mennyi generált tervező rendszert általánosan jellemző 
tulajdonságok együttes, jól összeillesztett kiíratásai
-72-
felhasználói kézikönyvekként szolgálhatnak. A dokumen­
tálási munka megtakaritásánál is jelentősebb előny azon­
ban, hogy az elkészült tervező rendszer módosítása, át­
alakítása kevés munkával végezhető. A formális definí­
ció megfelelő változtatása után újra kell generálni a 
rendszert, és az máris használható. /Tulajdonképpen 
ilyenkor uj rendszert állítunk elő, és nem a régit mó­
dosítjuk - de ez csupán filozófiai jellegű különbség./
Láttuk tehát, hogy a generálás módszerével előállí­
tott tervező rendszer életciklusa különbözik a kézzel, 
hagyományos módszerrel készítettétől. A generátor az 
életciklus valamennyi szakaszában segiti a tervező rend­
szer készítőjét. A formális definíciós nyelv tervezési 
módszert ad, szemléletmódot határoz meg. A generátort 
alkotó szoftver, mely a leírás a].apján előállítja a 
tervező rendszert, ezt a módszert támogató számitógépes 
technológia. Mindebből az következik, hogy a generátor 
maga is speciális, tervező rendszerek készítésére szol­
gáló tervező rendszer.
Ha egyetlen, vagy néhány meghatározott tipusu ter­
vező rendszerrel meg lehetne oldani általánosan a rend­
szertervezés - vagy legalább speciálisan az információs 
rendszerek tervezésének - problémáit, nem lenne szükség 
tervező rendszerek előállítását segitő eszközre. A 
helyzet hasonló a tervező rendszer és az információs 
rendszerek tervezésének viszonyára /éppen azért, mert 
a generátor nem más, mint speciális tervező rendszer /.
Ha egy vagy több tipus információs rendszer általános 
megoldást tudna adni, ezek bármilyen probléma megoldá­
sára megfelelnének, nem lenne szükség tervező rendszerre.
A tapasztalatok szerint azonban általános megoldást 
jelentő tervezési rendszert készíteni mindeddig nem sikerült
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/a PSL/PSA-nak egy sor hiányosságát tapasztaltuk T331/. 
Ennek oka a már emlitett ellentmondás: különböző jel­
legű leírásokat kell készíteni, tehát az általános meg­
oldást jelentő leiró nyelvnek nagyon általánosnak kell 
lenni, ugyanakkor azonban olyannak, hogy a speciális 
tulajdonságok - melyek a rendszereket különbözővé te­
szik - is leírhatók legyenek benne.
A generálás módszere ezt az ellentmondást a vala­
mennyi generált leiró nyelvet illetve rendszert jellem­
ző általános tulajdonságok, és a formális definícióban 
megadható speciális jellemzők összeillesztésével kísé­
reli meg feloldani. A módszer főbb előnyei:
• nincs /vagy alig van/ szükség programozásra a 
tervező rendszer előállításához;
• a leiró nyelv formális definíciójának elkészíté­
se, mint feladat szemléletet ad a nyelv tervezé­
séhez, és biztosítja a definíció pontosságát;
• a tervező rendszer gyorsan előállítható /és vál­
toztatható/ ;
• a tervező rendszer felhasználója számára készülő 
dokumentációt a számitógép automatikusan, ráfor­
dítások nélkül előállítja .
2.2. A generátor használata
A hagyományos manuális technológiával készített ter­
vező rendszereknél a fejlesztő a felhasználó rendelkezé­
sére bocsát egy leiró nyelvet, és az ezt támogató szoft­
vert. A nyelv, és a rendszer adva van, használatukról 
1.3-ban volt szó.
Némileg másképpen fest mindez a generált rendszerek
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esetében. A felhasználó itt jövendő tervező rendszeré­
nek csak a keretét kapja meg, és ezt neki kell tarta­
lommal megtölteni. Nincsen kész leiró nyelv, helyette 
adva van egy definíciós lehetőség, melynek segítségé­
vel magának kell meghatároznia, milyen nyelvet kiván 
a leíráshoz használni. A leiró nyelv megadása után 
azonban, már abban a helyzetben van, mintha kész terve­
ző rendszert kapott volna rögzített leiró nyelvvel.
A felhasználó tehát nem csak a szokásos 
számitógépes technológiával segitett rendszerszervezés­
sel járó feladatokat látja el, hanem öt terheli a ter­
vező rendszer definíciójának jelentős része is. Ha a 
rendszerszervezést mint modellalkotást tekintjük, el­
mondható, hogy a metamodellt, vagyis a modellalkotást 
lehetővé tevő és meghatározó eszközrendszert is a 
felhasználó teremti meg. Nemcsak a valóság jelenségeit 
kell modelleznie, hanem a modellben használható ter­
minusokat, a modellezés eszközeit is ő határozza meg. 
/Természetesen ez nem csak elvégzendő feladatot, hanem 
- és ez a fontos - a modellezés során nagyobb szabadságot 
biztositó lehetőséget is jelent./
A két feladat - a leiró nyelv definiálása és annak 
használata - időben elkülönül. A definiálás pl. informá­
ciós rendszer fejlesztési folyamat viszonylag rövid sza­
kasza, és ezt követi a kész tervező rendszernek az egész 
életciklust követő működése.
A generálás elvi vázlata a 16. ábrán látható. Jól 
láthatóan válik szét a definiciós és a leiró szint. A 
felhasználó által adott definíciókat interpreter dolgoz­
za fel, és azokat táblázatok formájában, valamilyen szer­
vezéssel tárolja. Megjegyzendő, hogy a definíciók megadá­
sa több lépésben, több alkalommal is történhet, az inter-
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16. ábra
A generálás elvi vázlata
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preternek emlékeznie kell a korábban közölt definíciók­
ra/ és képesnek kell lennie összeegyeztetni azokkal az 
újabbakat Ja 16. ábrán erre utal a tárolt definíciók és 
a definíció interpreter közötti kétirányú nyil/. Az in­
terpreter interaktiv hibajavitási lehetőséget biztosit 
a felhasználó számára. A definíciós szakasz végén ké­
szül el a tervező rendszer dokumentációja.
A leiró szinttel dolgozó rendszerszervező számára 
már csupán egy rögzített leiró nyelvű tervező rendszer 
létezik. Ez a 16. ábrán látható módon a definíció inter­
preter által létrehozott táblákkal - tehát a definíciók 
által - meghatározott módon működik - természetesen anél­
kül, hogy a tervező rendszer felhasználójának erről tud­
nia kellene.
A két szint különválása lehetőséget ad a feladatok 
szétválasztására. A leiró szintet használó szervezőnek 
nem kell ismernie a definíciós szint eszközeit, a ter­
vező rendszer létrehozásának körülményeit, csak használ­
nia kell tudnia a tervező rendszert az 1.3-ban leirtak 
szerint. Ez lényeges, ugyanis ez teszi lehetővé, hogy a 
tulajdonképpeni célfeladatra, a méreteiben általában 
igen nagy, sok résztvevőt igénylő rendszerszervezői, 
programozói munkára ráállithatók kevésbé képzett, vagy 
kisebb gyakorlattal rendelkező szervezők, programozók 
is, olyanok, akik a definiálásban nem vettek részt.
A definíciós szinten végzett tevékenység a leiró 
szint - a tulajdonképpeni tervező rendszer - használa­
tához képest méreteiben jelentéktelen. Ezzel szemben 
jelentősége igen nagy, hiszen már ezen a szinten eldől, 
hogy használható lesz-e a tervező rendszer. A definiá­
lást érdemes tehát magasan képzett, gyakorlott szak­
emberekre bizni, semmiképpen nem tekinthető rutinfeladatnak.
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Vegyük sorra a definíciós szint felhasználójának felada­
tait.
A legfontosabb természetesen a tervező rendszer 
definiálása. Ez elsősorban a leiró nyelv megadását 
jelenti, de elképzelhetőek pl. listádéiiniciós
lehetőségek is. A leiró nyelv formális definíciója 
ahhoz hasonlít, amikor a tervező rendszer felhasználója 
formális nyelven írja le a modellezett információs rend­
szert. Ugyanerről van szó itt is, de magasabb szinten 
metamodellt kell készíteni, a modellezés eszközeinek for­
mális leírásával.
Elképzelhető, hogy szükség van kiegészítő programok­
ra a jövőbeni tervező rendszer használatához. Ezek le­
hetnek pl. szabványt kielégítő listákat készítő eljárá­
sok, vagy bizonyos konvenciók betartására kényszerítő 
programok, jogosultságot ellenőrző, adatvédelmet bizto­
sitó rutinok, stb.
A leiró szint felhasználóinak betanítása, a leiró 
nyelv és a tervező rendszer működésének ismertetése fel­
tétlenül elvégzendő, bár az előzőekhez képest rutinjelle­
gű feladat.
Az eddigiekben a két szint elkülönülő használatára, 
szétválaszthatóságára helyeztük a hangsúlyt. Nagyon fon­
tos megjegyezni azonban, hogy valójában a leiró nyelv 
definíciója nem választható el magától a leírástól, a 
modellezendő rendszertől. A definíció a modellezendő 
rendszer tanulmányozásával, kísérleti leírások készí­
tésével alakítható csak ki. Tulajdonképpen iterativ 
folyamatról van szó. Definiálni kell a leiró nyelvet,
majd megkísérelni használni azt. A tapasztalatokon 
okulva kell változtatni a definíción, majd további 
próbáknak vetni alá az uj változatot, ismét változ­
tatni, és igy tovább. Mindehhez lehet számitógépet
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használni - a definíció alapján generálni a tervező rend­
szert és a kísérleti leirást gépre vinni, listákat kérni 
róla, stb. - de nem feltétlenül szükséges.
A definíciós folyamat hosszának, az iterációk, kisér 
letezgetések számának meghatározására nehéz becslést adni 
Egy általános kijelentés tehető csupán: a definíciós fo­
lyamatnak véget kell érnie valamikor, nem szerencsés meg­
oldás, ha a tervező rendszer leiró nyelve állandóan vál­
tozik, - erről a jelen fejezet elején már volt szó - 
azért sem, mert a már tárolásra került adatok ilyen eset­
ben általában elvesznek.
2.3. A tervező rendszer formális leirása
A tervező rendszerek létezését az teszi lehetővé, 
hogy a különböző információs rendszerekben - melyek ter­
vezéséhez felhasználhatóak - van annyi közös, hogy kü­
lönféle alkotóelemeik osztályokba /tipusokba/ sorolhatóak 
közös tulajdonságokkal /attribútumokkal/ birnak, és egy­
más közötti kapcsolataik is tipizálhatóak. Egy-egy adott 
tervező rendszer leiró nyelvének kialakítása absztrakciós 
folyamat eredménye, melynek során a modellezni kivánt 
valós világbeli rendszerek osztályának elemeit vizsgál- 
gatva a közös tulajdonságok felismerhetőek. Az osztályo­
zás teszi aztán lehetővé a pontosabb, formális leirást, 
hiszen a kötetlen formátumú szöveg helyett, melyben lé­
nyeges és lényegtelen keveredhet, a leiró nyelv a maga 
viszonylag kisszámú tipus, tulajdonság és kapcsolat vá­
lasztékával rákényszeríti a leirás készítőjét a lényeg 
- kötött szintaktikáju - kiemelésére.
Amikor a tervező rendszereket kívánjuk általános­
ságban leírni, ugyanezt az absztrakciót kell végrehajtani
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mag as abb szinten. A tipusok, tulajdonságok és kapcsolata­
ik általános, közös vonásait kell megkeresni és formali­
zálni. A modellnek elég általánosnak, ugyanakkor elég erős 
struktúrával birónak kell lennie. A PSL/PSA leiró nyelve 
pl. nem elég általános C46l, mig pl. a szövegszerkesztő 
a bevitt szöveget csak formájában kezeli, a szemlélete 
mint modell, céljainkra túl strukturálatlan.
A tervező rendszer alkotóelemei a leiró nyelv, a tá­
rolt adatok és a lekérdező, listázó, módositó parancsok 
/ld. 1.2./. Feladata a leiró nyelven bevitt információ 
tárolása, a tárolt adatokhoz való hozzáférés biztosítása. 
Felépítését és feladatait tekintve tehát a tervező rend­
szer tulajdonképpen speciális információfeldolgozó rend­
szernek tekinthető.
Az információs /adatbáziskezelő/ rendszerek modelle­
zésére az ANSI/SPARC bizottság dolgozott ki javaslatot £471. 
Nem nehéz megfeleltetést találni három sémából álló tipus 
adatbáziskezelő rendszerük és az általános tervező rendszer 
között.
Az ANSI/SPARC javaslat szerint a felhasználó az adat­
báziskezelő rendszerrel a külső sémán keresztül tart kap­
csolatot, ezen keresztül történik az adatok tárolása, mó­
dosítása, elérése. A tervező rendszereknél ezt a felhasz­
nálói interface szerepet a leiró nyelv, illetve a módosi­
tó, lekérdező és listázó processzorok töltik be.
Az adatok fizikai tárolásáról és eléréséről az ANSI/SPARC 
szerint a belső séma gondoskodik. Ennek közvetlen megfe­
lelője a tervező rendszerek adatkezelő része, melynek ez 
a kizárólagos feladata. Ezen a szinten a felhasználó által 
adott leirás pusztán adat, melyet tárolni, ill. elérni kell, 
és az egyetlen cél ezeknek a feladatoknak a hatékony elvég­
zése, a tárolás részleteinek kezelése. Kevéssé kell törődni
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a külső séma esetén elsődleges szemponttal, a könnyen 
olvasható, szemléletes fehasználói nyelv biztosításá­
val, a tárolt adatok csak tartalmukban, de nem formá­
jukban egyeznek meg a leiró nyelv állításaival.
A külső és a belső séma között a kapcsolatot a kon­
ceptuális séma teremti meg. Ez nem más, mint a valós vi­
lág modellezni kivánt részének absztrakciója. A külső 
és a belső séma elemei közötti megfeleltetés úgy jön 
létre, hogy mind a kettő a konceptuális sémában szerep­
lő fogalmakra hivatkozik. Tulajdonképpen a konceptuális 
séma az a modell, melyhez egyrészt a felhasználó igé­
nyeit kielégítő interface-t '/külső séma/, másrészt pe­
dig az adatait hatékonyan tároló és elérő rendszer 
/belső séma/ kell illeszteni. Nyilvánvaló, hogy a kon­
ceptuális séma az egész koncepció központi eleme.
A tervező rendszereknél a konceptuális séma meg­
felelője a valóság modellezésének módja. A PSL/PSA 
esetében ez konkrét objektumtipusok, kapcsolattípusok, 
szemantikai ellenőrzések ill. következtetések, melye­





relation generates^interface, input); 
relation receivesCinterface,output) ; 
relation uses ^process,input);
constraint uses-to-derive (inout ,nror*e';s ,outr"lt) iwv^ lies
uses (process, input) and derives (process ,output);
17. ábra
A PSL/PSA konceptuális sémájának részlete
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A tipusok és kapcsolatok leirása eléggé egyszerű, nem 
szorul magyarázatra. Nehezebb formalizálni viszont a 
szemantikát. A PSL nyelvben pl. a
process P;
uses to derive 0;
leriásrészlet, azaz a
uses-to-derive (, I,P,o);





uses(.P,l) ; derives(p,o) ;
kapcsolatokat tetszőleges P,I és 0 objektumokra. Ezt 
a következtetést irja le általánosságban, a konceptuá­
lis séma szintjén a 17. ábra "constraint" kijelentése.
A továbbiakban először a tervező rendszerekre mu­
tatunk be két különböző konceptuális sémát, majd a külső 
és a belső sémára vonatkozóan teszünk néhány általános 
megjegyzést.
2.3.1. Az_ERA_konceptuáli£ _séma
Az ERA - Entitás, Reláció, Attribútum /Entity, 
Relationship, Attribute/ - séma a P. Chen által ["481- 
ban bevezetett azonos nevű általános adatmodellen ala­
pul. Nagyon népszerű, a C49]-ben ismertetett szinte 
valamennyi nem rögzitett leiró nyelvű tervező rendszer­
ben ez a modell szolgál - kisebb nagyobb módosítások­
kal - konceptuális sémaként. Mi a következőkben a Michigan 
Egyetemen az ISDOS projekt keretében, a PSL/PS1' folytat?.-
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saként kidolgozott Generalized Analyser /GA/ C50l rend­
szer ERA-tipusu konceptuális sémáját mutatjuk be.
A GA modellje lényegében a PSL/PSA általánositása. 
Alapvető fogalmai az objektum és a kapcsolattipus. A 
17. ábrán látható "type" definíciók objektum, a "relation" 
definíciók pedig kapcsolattípusokat adnak meg. Az objek- 
tumtipus az ERA entitáshalmazának /entity set/, a kapcso­
lattipus pedig a relációhalmaznak /relationship set/ fe­
lel meg. A definiált típusoknak a leiró nyelvben tetsző­
leges számú előfordulása - a konkrét objektumok és azok 
konkrét kapcsolatai - létezik. Ezt illusztrálja a 18. ábra.
Definíció Leirás
type process; process account job;
18. ábra
A tipusdefiniciók és az objektum ill. kapcsolatáéiiniciók
megfeleltetése
A GA tehát, a generálandó tervező rendszer koncep­
tuális sémájának formális definíciójához az általános 
objektum és kapcsolattipus fogalmakat biztosítja eszköz­
ként. A felhasználó a definíciós szinten ezek segítsé­
gével adja meg a leirás során használni kivánt tipusait,
process béradatfeldolgozás;
relation uses(process,input) ;
type input; input feladások;
input bizonylatok;
uses (.account job, feladások) ;
uses(béradatfeldolgozás,bizonylatok)
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majd a leiró szinten a definiált tipusok előfordulá­
sait, konkrét objektumokat és kapcsolatokat generál a 
leirásban.
A GA objektumtipus és az ERA entitáshalmaz fogai 
ma között a leglényegesebb eltérés, hogy az objektum- 
tipusnak nem lehetnek attribútumai. Az ERA modellben 
pl. definiálható lenne a
type process (input,output) ;
entitáshalmaz, vagyis olyan,amely előfordulás szinten 
azonnal, a definiálás pillanatában a konkrét objektum 
hoz rendelné annak inputját és outputját. Ez leiró 
szinten tehát igy nézne ki:
P:process U/O) ;




relation uses to derive(process,input,output) ;






Az objektum tehát atomi, tovább nem bontható. 
Egyedi azonosító neve, és meghatározott tipusa van.
Az objektum nevéhez szinonima definiálható, az erre 
való hivatkozás a továbbiakban egyenértékű lesz az
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objektum nevére való hivatkozással.
A kapcsolattípus megegyezik az ERA relációhalmazá­
val. Minden kapcsolattípusnak meghatározott számú attri­
bútuma lehet, ezek objektumtipusok. Előfordulás szinten 
az attribútumoknak - lévén objektumok - nevük van, a 
kapcsolatnak magának viszont nem adható név. Egy kapcso- 
lattipus egy előfordulásában az attribútumok - ezek ob­
jektumok lesznek - típusainak meg kell egyezniük a kap­
csolattípus definíciójában attribútumokként szereplő ob- 
j ektumtipusokkal.
A kapcsolattípusok attribútumai között a GA megen­
gedi az 1:N vagy 1:1 kapcsolat megadását. A relációs a- 
datkezelő rendszerek adatmodell terminológiája szerint 
ez a funkcionális függőségnek felel meg [.261. A defini­
ált 1:N vagy 1:1 kapcsolat betartását a rendszer a leírás 
szintjén ellenőrzi, így pl., ha a
relation osztályvezetés(osztályvezető,osztály);
kapcsolattípusban az osztályvezető és az osztály attri­
bútumok között 1:N kapcsolatot adunk meg, az
osztályvezetés(.Nagy Pál,Programtervezési Osztály) ;
osztályvezetés(kís Péter,Programtervezési Osztály) ,*
kapcsolatok közül a másodikat már hibásnak minősiti a 
tervező rendszer
2.3.2. Relációs_referencia szemléletülkönce£tuális séma
A relációs referencia szemléletű konceptuális séma 
egységesebb az ERA modellnél. Egyetlen alapvető fogalom­
mal, a relációval operál, azonban ez nem teljesen azonos
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az adatbáziskezelo rendszereknél megszokott relációval 
Ü25Ü. Ezen a konceptuális sémán alapul az MTA SZTAKI-ban 
létrehozott SDLA /System Descriptor and Logical Analyzer/ 
rendszer C5ll.
Definíciós szinten a felhasználó fogalmakat /concept/ 
ad meg. A fogalom felfogható relációs sémának, vagyis in­
tuitive egy üres táblázat megadásának. A táblázatnak neve 
van - ez a fogalom neve - és meghatározott számú oszlop­
ból áll. Az oszlopok is mind saját névvel rendelekeznek, 
ezek a fogalom definíciójában szereplő attributumnevek- 
nek felelnek meg. A táblázat a definíciós szinten üres - 
a leirás tölti fel sorokkal. A fogalomdefiniciós mecha­
nizmust a 19. ábra szemlélteti:
concept dolgozó (. munkahely, fizetés, születési év),
dolgozó munkahely fizetés szül.év






Az SDLA fogalomdefiniciós mechanizmusa
Az ábrán látható táblázat a "dolgozó" fogalom konkrét 
előfordulásait tárolja /csupán logikai tárolásról van szó!/. 
Nyilvánvaló a hasonlóság a fenti táblázat és a relációs 
adatmodell jól ismert, hasonló felépítésű táblája között, 
azonban két lényeges különbséget ki kell emelni.
Az SDLA sémájában az egyes soroknak saját nevük lehet
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/az ábrán "Kovács József", "Nagy Károly"/. A "klasszikus" 
relációs adatmodellben ilyen nincs, noha az újabb javas­
latok /pl. C521/ tartalmaznak ilyen utalást, bár nem eb­
ben a formában. A leiró szint felhasználója az általa 
névvel definiált sorokra a név szerint hivatkozhat, a 
nevet uj sor definiálásához attributumértékként fel­
használhatja /pl., "programfejlesztés"/. A relációs adat­
modellben a sorok kiválasztása csak attributumértékeik 
alapján történik, a sornak legfeljebb belső azonosítója 
van, de ezt az adatbáziskezelö rendszer saját használa­
tára tartja fenn, nem bocsájtja a felhasználó rendelkezé­
sére C25l. /Megjegyzésre érdemes, hogy az SDLA is lehetővé 
teszi az attributumértékek szerinti hivatkozást./
A másik említésre méltó különbség a relációs ill. 
az SDLA konceptuális séma között az attribútumok jel­
legében mutatkozik. Az SDLA reláció attirbutumai maguk 
is fogalmak - pontosabban fogalmakra történő hivatkozá­
sok -, vagyis relációk -,111. ezekre mutató referenciák.
A relációs adatmodellben az első normálformáju relációk 
attribútumai kötelezően atomosak, azaz nem rendelkezhet­
nek saját attribútumokkal, nem lehetnek relációk.
Ez a különbség a két modell között tartalmuk, cél­
kitűzéseik eltéréséből adódik. A relációs adatmodell 
nagy adatmennyiség redundanciától mentes tárolására és 
elérési úttól független logikai elérésére alkalmas esz­
közöket tartalmaz. Ha megengedné a nem atomos attribútu­
mot, vagy az első, vagy a második célkitűzés csorbát 
szenvedne. Az SDLA esetében más a helyzet. A relációk 
jellege nem homogén, minden SDLA fogalomnak szemantikai 
tartalma van. Az elsőrendű cél nem a hatékony tárolás és 
a kényelmes lekérdezés, hanem a valóság minél pontosabb 
leirására alkalmas általános modell létrehozása könnyen 
használható eszközökkel.
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Az SDLA konceptuális séma lényegesen különbözik 
az ERA modelltol is. Homogénebb formailag# hiszen az 
ERA entitáshalmazát és relációtipusát összeolvasztja a 
fogalommá, nem különbözteti meg a kettőt.
A fogalom az entitáshalmaztól abban különbözik, hogy 
a fogalmaknak lehetnek attribútumaik. /Nem kötelezői 
Legálisak az atomi, attribútumok nélküli fogalmak is/.
A fogalomnak ez a tulajdonsága megkönnyíti a modellezést, 
ezt a 19. ábrán látható definició példája jól szemlélte­
ti. A GA konceptuális sémában ennek a fogalomnak a leírá­
sához kapcsolattipust kellene bevezetni, noha éppenséggel 
entitás jellegű.
A kapcsolattipus és a fogalom között a különbség a 
konkrét előfordulások szintjén mutatkozik meg. Mig egy 
kapcsolat nem rendelkezhet névvel, a fogalom minden elő­
fordulásának természetesen /ld. 19. ábra/ saját neve 
lehet. Nem kötelező azonban nevet adni az egyes előfor­
dulásoknak. Lehetnek olyan - kapcsolat jellegű - fogal­
mak, ahol egyetlen előfordulásnak sincs neve, másoknál 
- entitás jellegű fogalmak - az előfordulások lényegi 
jellemzője a név, sőt a rendszer megengedi azt is, hogy 
egy fogalom egyes előfordulásai névvel, mások pedig név 
nélkül létezzenek.
A relációs jellegű konceptuális séma definíciójához 
a szemantikus ellenőrzések, feltételek megadása is hoz­
zátartozik. Az SDLA pl. a GA-hoz hasonlóan ellenőrzi az 
előirt 1:N kapcsolatok betartását a leiró szinten. Ho­
mogén szemlélete következtében a GA tipusellenőrzésénél 
/a kapcsolatokban résztvevő objektumok tipusának ellenőr­
zéséről van szó/ erősebb tipusegyeztetési lehetőségeket 
biztosit. Ezekről a kérdésekről a 3. fejezetien lesz 
részletesen szó.
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2.3.3. A leiró nyelv
A leiró szint felhasználója a tervező rendszert olyan­
nak látja, amilyennek a leiró nyelv mutatja. Számára a 
konceptuális séma - legyen az ERA, relációs referencia, 
vagy bármi más - nem létezik, nem kell tudnia róla. Ez 
meghatározza a leiró nyelv, továbbá az adatokat módosí­
tó és lekérdező lehetőségek fontosságát a tervezd rend­
szerben. /Nem szabad azért megfeledkezni arról sem, hogy 
a konceptuális séma determinálja a leiró nyelv szerkeze­
tét, hiszen a leírásnak arra leképezhetonek kell lennie./
A programozási nyelvek, a fordítóprogramok fejlődé­
se során sokféle elméleti és gyakorlati eszköz jött lét­
re a nyelve} általános leírására. Elégséges a különféle 
nyelvtanokat, és az univerzális forditóprogram generáto­
rokat /pl. L441,t453/ emliteni.
A leiró nyelvek definíciója történhet a gyakorlati 
eszközök bármelyikével. A módszer a következő: definí­
ciós szinten a nyelv - rendszerint Backus-Naur formájú 
/BNF/ - leirását a forditóprogram generátor feldolgoz­
za, ennek alapján táblázatokat készit, melyek a nyelv 
felismeréséhez és elemzéséhez szükséges adatokat tartal­
mazzák. A leiró szinten a generátor megfelelő rutinjai 
a táblázatok alapján felismerik és elemzik a leiró nyel­
vű állításokat. Lényegében véve ezt a megoldást alkal­
mazták a PSL/PSA alkotói, akik az XPL U 441 által gyár­
tott táblázatokhoz a generátor megfelelő rutinjainak 
FORTRAN-ra való átírásával készítették el a nyelvi elem­
ző részt. /Egyébként pl. az INGRES relációs adatbázis­
kezelő rendszer nyelvi elemzője sem más, mint az YACC 
univerzális forditóprogram alkalmazása 11251/. Külön 
kell emlitést tenni a minket elsősorban érdeklő SDLA 
rendszer definíciós mechanizmusáról. Itt a generálandó
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tervezo rendszer leiró nyelvének megadása sajátos esz­
köz, az un. formák segítségével történik L511. Ennek 
lényege az az egyszerű felismerés, hogy a leirások 
lényegi része szabványmondatokban megfogalmazható, pl.
* ivalami} használja £ valami}-t;
• amikor {valami} bekövetkezik <valami} indul;
stb. A mondatokba "paraméterek", a < valami}-k helyébe 
a konkrét objektumokat irva könnyen olvasható magyar 
/vagy megfelelő definícióval bármilyen/ nyelvű szöve­
get kapunk.
A definíciós szinten a leiró nyelv ilyen mondatok­
kal adható meg, leiró szinten pedig ezeket konkrét ob­
jektumok közötti összefüggések megadására használhatjuk, 
pl.
’ a programgenerátor használja a definíció -t;
* amikor a megszakítás bekövetkezik a feldolgozó 
rutin indul;
stb.
A formák megadásának mechanizmusát részletesebben 
a 3. fejezet tárgyalja, itt csak a módszer két előnyös 
tulajdonságára hivjuk fel a figyelmet.
Az elsődleges ok, amiért ezt a megoldást válasz­
tottuk, annak egyszerűsége és szemléletessége. Ez lénye­
gesnek tűnő szempont a definíciós szinten is, - a leiró 
szinten, ahol gyakran nem számitógépes szakemberek hasz­
nálják a rendszert elsődleges fontosságú - ugyanis az 
egy-egy feladat megoldására legalkalmasabb leiró nyelv 
megtalálása nehéz feladat, esetleg sok lépéses iteráció 
eredménye /ld. 2.2/. Célszerű tehát, ha olyan mechanizmust
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alkalmazunk, melynek használata mellett a definíciós és 
a leiró szint kapcsolata "első ránézésre" nyilvánvaló.
A formák - noha speciális esetként nyilvánvalóan gyen­
gébb leiró erejűek - sokkal olvashatóbbak, mint egy BNF 
vagy vele ekvivalens definició.
Másik lényeges előnye a módszernek, hogy közvetle­
nül képezhető le a konceptuális sémára. Az egyes monda­
tok "paraméterei" a mondat által kifejezett fogalom 
attribútumai, pl.
concept bekövetkezés(esemény, folyamat); 
amikor esemény bekövetkezik folyamat indul;
Ez a nyilvánvaló kapcsolat megkönnyíti úgy a nyelv szer­
kesztését a konceptuális séma alapján - vagy akár forditva 
mint leiró szinten az állítások interpretálásának, konkrét 
fogalomelőfordulások sorozatává alakítását.
2.3.4. Adatkezelés
Az adatkezelés funkcióját és helyét a tervező rend­
szeren belül 1.2.-ben igyekeztünk tisztázni, igy ennek 
részletes ismertetésére itt nem érdemes kitérni. A gene­
rált tervező rendszerek esetében egy általános észrevé­
tel azonban némileg módosítja a kialakult képet.
A klasszikus "hatékonyság kontra rugalmasság" prob­
lémát generált rendszerek esetében elsősorban a rugalmas­
ság javára kell eldönteni. Arról van szó ugyanis, hogy 
mig a rögzített leiró nyelvű tervező rendszereknél a nyelv 
sajátosságaihoz alkalmazkodva speciális elemeket is tar­
talmazó, /grafika, központi jelentőségű objektumtipusok 
köré csoportosuló lekérdezések, dokumentáló parancsok, 
stb./ kellőképpen nagy számú listából álló rendszer állít­
ható össze, a generált rendszereknél, ahol a leiró nyelv
-91-
előre nem ismert, ez nem tehető meg. Természetesen itt 
is szükséges előregyártott parancskészletet, általános 
listagenerálási, lekérdező programokat biztosítani, de 
- mint ezt az SDLA használata során tapasztaltuk - mig 
a leiró nyelv definiálásához megadható jól használható 
séma, - esetünkben a formák - addig az egyes felhaszná­
lók különleges igényeit követni listádéiiniciós lehető­
ségekkel már jóval nehezebb. /Mellesleg a rögzitett 
nyelvű PSL/PSA listakészletét is bőviteni kellett C33"3/. 
Valószinü tehát, hogy szükséges az egyes konkrét felhasz­
nálásokhoz, nyelvekhez speciális igényt kiegészitő le- •' 
kérdező, esetleg módositó programok készítése, ezekhez 
pedig biztosítani kell az adatok elérését. Nyilvánvaló, 
hogy ezt a munkát nagymértékben megkönnyíti a jól defi­
niált, rugalmas - tehát a legkülönbözőbb elérési utakat 
biztositó - adatkezelő interface, vagyis fokozottabban 
előtérbe kerül a rugalmasság, a már kialakult adatbázis­
kezelő elmélet és gyakorlat felhasználása.
A használandó adatmodellt a konceptuális séma hatá­
rozza meg, hiszen a leiró nyelv állításai, illetve a le­
kérdezések ezen keresztül képezhetők le adatkezelő uta­
sításokká. Ezt a leképezést könnyiti meg, ha a két adat­
modell - a konceptuális sémáé és az adatbázisé - elég 
közel van egymáshoz. Nyilvánvaló, hogy a relációs jel­
legű konceptuális sémák esetében /2.3.1., 2.3.2./ a 
relációs adatmodell a megfelelő. Az SDLA adatkezelést 
Írja le a 4. fejezet.
2.4. A generátor architektúrája
A 16. ábrán a generálás menetét mutattuk be, most 
az egyes komponensek felépítéséről, a szoftver működé­
séről lesz szó az ábra alapján. A leirás elég általános
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lesz, a fontosabb részletekre az SDLA egyedi megoldá­
saival a 3. és a 4. fejezet megfelelő részeiben utalunk.
A definíciós interpreter lényegében véve forditó- 
program generátor. Feladata a definíciós nyelv állítá­
sainak elemzése, és ennek alapján a leiró szinten a ter­
vező rendszer használatához szükséges definíciós táblá­
zat generálása, és a felhasználó dokumentáció - vagy 
legalább egy részének - elkészítése.
A definíciós táblázat tárolása külső adathordozón 
természetesen generátoronként változó. Az SDLA rend­
szerben egyszerű szekvenciális fájl, melyet a tervező 
rendszer moduljai futásaik elején a memóriába olvasnak.
A Generalized Analyzer a tervező rendszer vezérlő defi­
níciós adatok kezelésére a leírásokat tároló adatbázis- 
kezelő rendszert használja. A megoldásnak - eleganciá­
ja mellett /relációs adatbáziskezelő rendszereknél hasz­
nálnak azonos formátumú rendszerleiró és tárolt adato­
kat C25]/ - előnye, hogy a vezérlő adatok adatbázisából 
bármikor könnyen nyerhetők uj listázások /itt az adat­
bázis a teljes definíciós leirást tartalmazza, az minden 
kiegészítő információ nélkül visszaállítható belőle - 
az SDLA megfelelő táblázatával ellentétben/. Hátránya 
viszont, hogy ezeknek az adatoknak az elérése kevésbé 
hatékony, és ugyanakkor tulajdonképpen az adatbáziske­
zelő rendszer legfőbb előnye, a sokféle és könnyen vál­
toztatható elérési mód nem használható ki igazán.
Lényeges alkotórésze a programnak a dokumentáció 
generátor. Ez - szintén a leiró nyelv definíciója alap­
ján - elkészíti a generált rendszer használatához szük­
séges dokumentációt. Célszerű többfajta segédletet biz­
tosítani a felhasználók számára: rövid, csak a megenge­
dett állításokat tartalmazó összefoglalót, magyarázó
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meg jegyzésekkel ellátott felhasználói kézikönyvet, stb.
A tervező rendszer - felépítését és feladatait 
tekintve - lényegében megegyezik az 1.2.-ben és 1.3- 
ban leírtakkal, csupán általánosabb, hiszen a leiró 
nyelvtől függetlenek kell lennie, pontosabban a de­
finíciós szinten megfogalmazott leiró nyelv a műkö­
dését - a tárolt definíciókon keresztül - paraméter­
ként vezérli. Vizsgáljuk meg most 1.2. 14. ábrája 
alapján az egyes alkotórészeket! Elöljáróban meg­
jegyezzük, hogy - mint általában a tervező rendsze­
reknél £ 33*l,C50l - célszerű minden felhasználói pa­
rancsot - leirás felvitele adatbázisba, módosítás, 
különböző listázások, stb. - külön modulban reali­
zálni.
Az egyes modulok az adatbázissal az adatkezelő 
rendszeren keresztül tartanak kapcsolatot. A nem adat­
kezelő részek feladata a leiró nyelvi állítások "lefor­
dítása" adatbázis műveletekre /felvitel, módosítás/, 
vagy forditva, az adatbázis tartalmából leirás gene­
rálása /lekérdezés/. Ez tulajdonképpen nem sokkal bo­
nyolultabb, mint a rögzített leiró nyelvű rendszerek­
nél, még ha belesoroljuk az előirt szemantikai jelle­
gű ellenőrzéseket és műveleteket is. A nehézségek fő­
ként technikai jellegűek, viszonylag összetett, sok 
információt tartalmazó táblázatokat kell elhelyezni 
a memóriában /mágneslemezről alkalomszerűen beolvas­
ni őket reménytelenül lelassítaná a rendszer működé­
sét/, és meg kell szervezni hatékony elérésüket. A 
modulokat alkotó rutinokat úgy kell szervezni, hogy a 
táblázatokból nyert adatok, és ne a program szerkezete 
vezérelje működésüket.
Az adatkezelő rendszernél némileg bonyolultabb a
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helyzet. Minőségileg más feladat előre ismert szerkeze­
tű adatok tárolására és elérésére felkészülni - ez a 
helyzet akkor, ha előre rögzitett leiró nyelvvel van 
dolgunk - és megint más olyan rendszert késziteni, 
amely ugyanezeket a feladatokat általánosságban, az 
adatszerkezet speciális vonásainak kihasználása nélkül 
oldja meg.
Elvileg két megoldás kínálkozik. Az egyik az lenne 
hogy a definíciós interpreter állitsa elő egyéb tábláza 
tok mellett a konkrét adatszerkezet leirását is, és az 
adatkezelő szoftver ezt interpretálva, ez által vezé­
relve működjön /hasonlóan a szintaktikus elemzőhöz/. Ha 
az adatkezelést pl. CODASYL tipusu adatbáziskezelő rend 
szerrel kivánjuk megoldani, ez azt jelentené, hogy az 
aktuális sémát kell generálni. Ez a megoldás elég bo­
nyolult és nehézkes, ezen kivül a változó adatszerke­
zethez alkalmazkodni képes programok valószinüleg elég 
lassan működnének.
Jobbnak tűnik a másik megoldás: a konceptuális 
sémából kiindulva rögzíteni az adatbázis szerkezetét. 
Igaz, ugyan, hogy pl. a Generalized Analyzer esetében 
mindig más és más objektum és kapcsolattípusokat defi­
niál a felhasználó, de ha az adatkezelés felkészül az 
objektum és kapcsolattípusok tárolására általában, ak­
kor a konkrét tipusok csupán a tárolt adatrekordok egy- 
egy mezőjeként, és nem az adatszerkezetet meghatározó 
tényezőként jelentkeznek.
Az adatbáziskezelés "klasszikus" adatmodellje - 
hierarchikus, hálós, relációs - közül az utóbbi kinál 
előre rögzitett séma nélküli ad-hoc adatdefiniciós, 
tárolási és lekérdezési lehetőségeket. A másik oldal­
ról - az adatkezelés belső problémái felől - tehát
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ugyanoda jutottunk, ahová 2.3.4.-ben az adatkezelés 
"felhasználói" /ez tulajdonképpen a konceptuális séma 
és az adatkezelés közötti interface/ megközelitése el­
vezetett: általános relációs, illetve ahhoz közeli 
adatszerkezetet használó adatbáziskezelo rendszerhez.
A 4. fejezet tárgya egy ilyen rendszer gyakorlati meg- 
valósitása az SDLA adatkezelésének megoldására.
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3. AZ SDLA RENDSZER
Ennek a fejezetnek a tárgya az MTA SZTAKI-ban 1979 
és 1982 között kifejlesztett tervező rendszer generátor, 
az SDLA. Már az eddigiek során is több alkalommal volt 
szó róla, most rendszerezetten - bár nem pl. egy fel­
használói kézikönyv részletességével - is megkísérelem 
bemutatni.Az ismertetés nem szorítkozik a működő rend­
szer tulajdonságainak egyszerű felsorolására, igyekszem 
megindokolni egyes lehetőségek rendszerbe illesztését, 
mások kihagyását, esetenként emlitést teszek az érdeke­
sebb implementációs részletekről, elvi és gyakorlati 
problémákról, stb. Szeretném kiemelni, hogy az alábbiak 
nem feltétlenül tükrözik szerzőtársaim véleményét, noha 
sok mindent veszek át Cóll,C53Ü,[54l és C55] közös dol­
gozatainkból.
Az SDLA létrehozása a PSL/PSA-val szerzett tapasz­
talatokon alapult. A különféle felhasználásokhoz szükség 
volt egy általánosabb rendszerre, olyanra, ahol az aktu­
ális problémához lehet igazítani atipuskészletet, nem 
"belemagyarázni" az egyes objektumtipusokba azt az értei 
met, amit tulajdonítani kivánunk neki, és aminek a kap­
csolattípusai sem felelnek meg tökéletesen /ld. 1.3./
Az SDLA előnyös tulajdonságai mellett azonban ki 
kell emelni egy hátrányos vonást, melyről 2.2.-ben már 
volt szó, de itt - a PSL/PSA-val való összevetése során 
hangsúlyozni szeretnék. A PSL/PSA - amellett, hogy szá­
mitógépes technológia - jól átgondolt tervezési filozó­
fia is egyben. A rögzített tipuskészlet - noha korlá­
tozó tényező - segitség a felhasználónak, hiszen általá­
nos információs rendszer modellnek tekinthető, megoldási 
sémának, melyre - természetesen csak optimális esetben - 
konkrét probléma ráhúzható.
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A "csupasz" SDLA nem rendelkezik ezzel a tulajdon­
sággal. A fogalomkészlet kialakítása a felhasználó fela­
data. .Az optimális megoldás nem az SDLA-nak - vagy bár­
milyen más tervező rendszer generátornak - az átadása a 
felhasználónak, hogy az majd kialakítja a maga modelljét, 
hiszen ez sok - és párhuzamossága miatt felesleges - mun­
kát, és komoly tapasztalatot igényel. Célszerűnek látszik 
egy modellkészlet kialakítása feladatosztályokra, és a 
modellek SDLA definíciós szintű leírása, Egy-egy konkrét 
feladat esetén a megfelelő SDLA modell legalábbis jó ki­
indulási alap lehet a megoldást jelentő fogalomrendszer 
tervezésénél.
Ennek a modellkészletnek a létrehozása elég nehéz, 
és valószínűleg időigényes feladat, hiszen egy-egy java­
solt modell használhatósága csak konkrét feladatok megol­
dásával mérhető le. C53l az első lépés ebben az irányban.
Néhány terminológiai jellegű megjegyzés: az SDLA kon 
ceptuális séma szintjén a felhasználó fogalmakat definiál 
mint ezt 2.3.2.-ben láttuk. A fogalomelofordulásokat - le 
iró szinten - objektumoknak fogjuk hívni. Minden objektum 
nak meghatározott típusa van - ez nem más, mint az a fo­
galom, melynek előfordulása.
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3.1. A definíciós szint
A fogalmak, formák és a szemantikai összefüggéseket 
megadó állitások sorozata alkotja az SDLA-ban a tervező 
rendszer definícióját. A definíció alapegysége a fejezet 
/szekció/, mely egy fogalmat ad meg az emlitett tipusu 
állitások segítségével.
3.1.1. Fogalom definiálása
A fogalmat definiáló állitás általános alakja:
concept fogalom(attribútum 1:fogalom,...»attribútum n:fogalom);
A 2.3.2.-ben tárgyalt példáknál nem szerepelnek attribu- 
tumnevek. Ez a definíciós nyelvben megengedett, ilyenkor 
a rendszer az attributumnevet a megfelelő fogalomnévvel 
egyezőnek tekinti, pl. a
concept dolgozó (munkahely,fizetés,születési év); 
ekvivalens a
concept dolgozó(munkahely:munkahely,fizetés:fizetés,születési év
állítással. Az attributumnevekre azért van általában szük­
ség, hogy az azonos tipusu attribútumokra külön-külön hi­
vatkozni lehessen, mint pl. a
születési év);
fogalomnál.
A definíciós szinten attribútumként adott fogalom a
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leirás készítése során a fogalomelőfordulásokban attribú­
tumként szolgáló objektumok típusának ellenőrzésére szolgál. 
Az SDLA tipusellenőrzési mechanizmusát 3.1.3. ill. 3.2. 
tárgyalja részletesebben, egyelőre annyit érdemes meg­
jegyezni, hogy az olyan objektumokat, melyek tipusa 
összeegyeztethetetlen az attribútumként adott fogalom­
mal, a leírást felvivő és módosító parancsok /programok/ 
nem fogadják el.
A definíció zártságának ellenőrzése a definíciós 
interpreter szemantikai jellegű funkcióinak egyike. Ez 
annyit jelent, hogy minden fogalomként használatos név­
nek szerepelnie kell explicit /concept/ fogalomdefinició- 
ban, tehát az attribútum típusaként megadott fogalomnév­
nek is. A feljebb bevezetett "dolgozó" fogalom mellé, te­
hát definiálni kell a "munkahely", "fizetés", "születési év" 
fogalmakat is a definíció zártsága érdekében, ha valame­
lyiknek ezek közül szintén vannak attribútumai, akkor 
azokat is, és igy tovább. Nem kell definiálni három előre 
definiált /érték/ fogalmat, ezek az "integer", "real" és 
"text" /jelentésük nyilvánvaló/,
A definíció zártságának megkövetelése a felhaszná­
lótól egyes programozási nyelvek /ALGOL, PASCAL, ADA, stb./ 
kötelező deklarációjának analógja. Ezeknél a nyelveknél 
a programban nem használható deklarálatlan változó, 
szemben az ezeket elfogadó és ezeknek konvenciók alap­
ján jellemzőket /típus, hossz, stb./ tulajdonitó 
automatikusan deklaráló nyelvekkel /FORTRAN, PL/1, 
stb./. Mind a két megoldásnak megvan az előnye: a 
zárt definíció nagyobb biztonságot ad, véd az elirások 
ellen, az automatikus deklaráció pedig sokszor kényelmes, 
a triviális dolgok leírása megtakarítható /az SDLA esetén 
pl. az atomi - attribútumok nélküli - fogalmak definíció­
ját tenné szükségtelenné/. Az SDLA esetében tulajdonképpen 
kompromisszumos megoldás született: a definíciós szinten 
- ennek fontosságára való tekintettel - a leírásnak zártnak
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kell lennie, inig a leiró szinten - mint ezt látni fogjuk - 
nem kötelező az explicit deklaráció.
3.1.2. Relativ és_abszolut formák
A formák apparátusa a leiró nyelv állításainak szin­
taktikáját adja meg, mint ezt 2.3.3.-ban láttuk. A nyelv 
konstruálásánál a cél az, hogy a definiált fogalmak elő­
fordulásai a beszélt nyelvhez minél közelebb álló monda­
tokkal legyenek megadhatók.
Mivel a leiró nyelvi állítások megadásának módjáról 
lesz szó, azzal kell kezdeni, hogy az SDLA egy lényeges 
megszorítást tesz a leiró nyelv szerkezetére vonatkozóan 
Bármelyik generált tervező rendszerben a leirás szekciók­
ból épül fel. Egy szekció első állitása /a szekció feje/ 
a legegyszerűbb esetben
fogalomnév objektumnév; /pl. process P;/
vagy
objektumnév: fogalomnév; pl. P:process;
alakú. A két forma ekvivalens, jelentésük nem más, mint 
az objektumnak és típusának deklarációja. A szekció tar­







szekció a P folyamat kapcsolatait /használja I-t, elo-
-101-
állitja O-t, stb./ Írja le, tehát azokat a dolgokat, amiket 
erről a folyamatról tudunk.
A- formadefiniciós mechanizmus a szekciókból álló le- 
irásszerkezetnek felel meg. Minden fogalomhoz egy vagy 
több forma definíció tartozhat. Ezek bármelyikének elő­
fordulása az adatfelvitel során az illető fogalom egy elő­
fordulását hozza létre, ill. már létező előfordulásra va­
ló hivatkozásnak számit. Egy-egy forma a fogalom előfor­
dulásainak egy meghatározott attribútum nézőpontjából - 
ez leiró szinten azt jelenti, hogy egy meghatározott 
tipusu szekcióból - való definiálására szolgál, pl. a
concept usage (process, input); 
form process: uses input; 
form input: used by process;






leirásrészletek használatát teszi lehetővé. Mind a két 
szekció eredménye a konceptuális séma szintjén a
usage(p ,i);
objektum lesz. Teljesül tehát az a - nyilvánvaló - kö­
vetelmény, hogy ha több különböző nézőpontból /attribútuma
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felől/ definiáljuk ugyanazt a fogalomelőfordulást/ az 
eredmény ugyanaz lesz.
A fenti példából látható/ hogy a forma általánosan 
nem más, mint a
form attributumnév:szövegbe ágyazott attributumnevek;
definíciós állitás. Az ilyen formát relativ /nézőpont, 
vagyis attribútum felölj/ formának hívjuk, leiró nyelvi 
használata csak a nézőpontjukkal összeegyeztethető ti- 
pusu szekció belsejéből megengedett.
Használati mechanizmusa igen egyszerű: leiró szin­
ten is a definíciós szinten megadott formát kell hasz­
nálni, csak minden attributumnév helyett annak az ob­
jektumnak a nevét kell Írni, melyet az újonnan generá­
landó fogalomelőfordulás megfelelő attribútumaként meg 
akarunk adni. /Az attribútumok maguk is lehetnek uj ob- 
j ektumok. /
Kényelmi szempontból - a tapasztalat szerint - lé­
nyeges, hogy egy formával egyszerre több különböző ob­
jektum is generálható legyen, oly módon, hogy az attri­
butumnevek helyett objektumnevekből álló listát adhasson 
meg a felhasználó. Ilyenkor minden objektumnév egy-egy 
uj objektumot generál, pl. a
process P;
uses II, 12, 13;
leirásrészlet a
usage(p,Il) ; usageCp,I2); usage(j?/I3);
objektumokat hozza létre. A jelenleg működő SDLA változat 
- technikai okokból - ezt a lehetőséget nem biztosítja.
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Szükség van olyan állításokra is, melyek nincsenek 
nézőponthoz, tehát szekcióhoz kötve. Az ilyen formát 
abszolútnak nevezzük. Már találkoztunk az abszolút forma 
egy speciális esetével, az un. előredefiniált abszolút 




alakú forma. Azért nevezzük előredefiniáltnak, mert /leiró 
szinten/ a definícióban szereplő mindegyik fogalomnévvel 
használható, definíciós szinten való megadása nélkül.
Az abszolút forma általános alakja hasonló a relativé- 
hoz, használatának mechanizmusa pedig megegyezik azzal*.
form absolute; szövegbe ágyazott attributumnevek;
A feljebb már szerepelt
concept usage (process,input}; 
fogalomhoz adható meg pl, a
form absolute: process uses input;
abszolút forma, melynek eredményeként a leírásban legális­





Az SDLA szemantikát definiáló vagy a leirás szeman­
tikus helyességét ellenőrző /biztositó/ lehetőségeiről be­
szélve, először is meg kell mondani, hogy mit értünk szeman­
tika alatt , [61]. Meghatározásunk önkényes és SDLA specifikus 
lesz, noha bizonyos mértékig a leiró nyelvek körére álta­
lánosítható és az általánosan elfogadott szemantika fo­
galommal összhangban álló. /Ez eléggé informális, nagyjá­
ból az egyszintes nyelvtannal le nem irható szabályokat 
szokás érteni alatta./
Szemantikusnak fogjuk nevezni tehát az SDLA koncep­
tuális sémájának objektumai - a fogalmak - között a de­
finíciós szinten megadott általános összefüggéseket. Bő­
vebben kifejtve ez a következőket jelenti:
Az ANSI/SPARC modell analógiát /2.3./ használva a 
leirás ellenőrzésének és tárolásának a folyamata nem más, 
mint két leképezés - a külső séma nyelvéről /leiró nyelv, 
formák/ a konceptuális sémáéra /fogalmak előfordulásai/ 
majd a konceptuális séma nyelvéről a belső sémáéra /adat­
kezelő rendszer/ - megvalósitása. /A lekérdezés ugyan­
ennek a két leképezésnek a végrehajtása forditott sor­
rendben és a módosítás is ezekkel irható le./ Ennek meg­
felelően azok az összefüggések szemantikusak, melyek a 
két leképezés megvalósitása között, tehát pl. uj leirás- 
készletek felvitelekor a leiró nyelvi állítások objek­
tumokká való leképezésének megvalósulása után, és az 
adatkezelő rendszer nyelvére való leképezés végrehajtá­
sa előtt végrehajtandó akciókat /főleg ellenőrzéseket, 
de másokat is/ eredményeznek.
Az SDLA esetében a két leképezés során végrehajtan­
dó - tehát nem szemantikai ellenőrzésnek számitó - mű­
veletek elég pontosan leirhatóak. Az első leképzés a
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forma felismerését jelenti a beérkező lexikális egységek 
sorozatának és a definiált formák összehasonlításának az 
alapján. A forma felismerése után a fogalommá való átala­
kítás már triviális. Ide tartozik még egy ellenőrzés - 
ha a generálandó objektumnak neve van, ellenőrizni kell, 
hogy szerepel-e már ilyen nevű objektum az adatbázisban.
A második leképezés lényegében az uj leirásrészlet 
tárolásához szükséges adatkezelő műveletek sorozatának 
az előállítása. Érdemes megemlíteni, hogy ez a valóságban 
is jól elkülönül a szemantikus jellegű akcióktól, ugyanis 
nem érdemes addig elkezdeni az adatbázis módosítását, amig 
kiderülhet, hogy az uj leirásrészlet nem konzisztens, akár 
önmagában, akár a már tárolt adatokkal összevetve.
A fenti meghatározás nyilván minden, az ANSI/SPARC 
modellel leirható tervező rendszer generátor esetén hasz­
nálható. Az analógia a programozási nyelveknél értelmezett 
szemantikával elég nyilvánvaló, hiszen a formák leképezése 
fogalmakra nagyjából megfelel a fordításnak /szintaktikus 
elemzésnek/, a leirás tárolása - ez önmagában kevés, ld. 
szövegszerkesztő - és főképpen a tárolt leirás konziszten­
ciájának biztosítása pedig a statikus szemantikai ellenőr­
zésnek és a végrehajtásnak.
A szemantikus összefüggések megadhatóságának jelentő­
ségét a tervező rendszer használhatósága szempontjából ne­
héz lenne túlbecsülni. A számitógép igazán az ellenőzések 
automatikus elvégzésével, a leirás konzisztenciájának elle­
nőrzésével fizeti vissza azt a többletköltséget, amit a 
használata a tervezés során jelent. Persze ahhoz, hogy a 
rendszer ellenőrizni tudjon egy leirást, meg kell adni, hogy 
mit és hogyan ellenőrizzen.
A szemantikai összefüggés fenti definíciójából már kö­
vetkezik megadásának módja. Mivel a konceptuális séma ob­
jektumainak kapcsolatairól van szó, a megadásuk ennek ter­
minusaiban történik.
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Rögzitett leiró nyelvű tervező rendszer esetében 
ez általában nem okoz igazán komoly gondot/ hiszen a 
konc^tuális sémában konkrét tipusok szerepelnek /2.3.// 
tehát meg lehet adni konkrét ellenőrzési- algoritmust, egé­
szen az adatbázison végrehajtandó műveletekig, vagyis el 
lehet késziteni az ellenőrzést végrehajtó programot. A 
PSL/PSA pl. csak akkor fogad el - figyelmeztető üzenet 
nélkül - "uses" kapcsolatot, ha a használni kivánt ob­
jektum korábban egy "derives" vagy "generates" kapcsolata 
tál bekerült a rendszerbe, azaz a
uses(process,input);
kapcsolat csak akkor legális, ha az "input" tipusu ob­
jektumra létezik pl. egy
generatesCinterface, input);
kapcsolat. Nyilvánvalóan készíthető olyan program, amely 
minden "uses" állításra éllenorzi ezt a tulajdonságot.
Bonyolultabb a helyzet a generátorok esetében, ugya­
nis itt a szemantikai összefüggéseket leiró apparátusnak 
eléggé általánosnak kell lennie. Az egyes kijelentések 
nem kapcsolódhatnak adott objektumtipusokhoz, hiszen 
csupán a konceptuális séma objektumaival /az SDLA ese­
tében a fogalmak és attribútumaik/ operálhatnak, vi­
szont az összefüggéseket nem általában, hanem konkrét 
objektumtipusok /fogalmak/ között kell megadni. Olyan 
formális apparátus kialakítására van tehát szükség, 
mellyel nem csak egy konkrét leiró nyelv, hanem a leiró 
nyelvek egy elég nagy családja bármely tagjának a szeman­
tikája megadható.
Általános szemantikádéiiniálási módszerek a progra­
mozási nyelvekre szép számmal léteznek £35], de ezek
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meglehetősen bonyolult, számunkra túl általános, a ter­
vező rendszerek gyakorlatában nem használható eszközök. 
Járhatóbb útnak tűnik a rögzített nyelvű tervező rendsze­
rekben létező szemantikai funkciók általánosításával, majd 
pedig a gyakorlati tapasztalatok, a kialakuló módszerek 
felhasználásával létrehozni egy standard - és a későbbiek­
ben bővíthető - apparátust.
Az SDLA esetében is igy történt a jelenleg működő 
rendszerbe három szemantikai funkciót építettünk bele.
Ezek felhasználhatóságát pl. Ü53] vagy C553 illusztrálja.
A válogatás - elég sok javaslatot kellett elvetni - rész­
ben szubjektív volt. Az absztrakt adattipusos programozá­
si nyelvek, főleg a SIMULA-67 Ll3] meggyőzően illusztrál­
ják a tipusszerkezet előnyeit általános rendszerek le­
írására. A kényszerítésekhez a PSL/PSA szolgáltatta az öt­
letet. A funkcionális függőségek megadása és ellenőrzése 
a relációs adatbáziskezelő rendszerek elméletében betöl­
tött döntő jelentőségű szerepköre /ld. pl. C562, C571/ 
miatt semmiképpen nem maradhatott ki egy alapvetően relá­
ciós szemléletű konceptuális sémát használó tervező rend­
szer generátorból.
3.1.3.1. Fogalmak finomítása - hierarchia és háló
Az egy leírás során felhasznált fogalmak általában 
nem függetlenek egymástól, összefüggések vannak közöttük, 
egyik a másik speciális esete lehet. Pl. a
dolgozó(munkahely,fizetés,születési év);
fogalom speciális eseteként /finomításaként/ definiálható a 
vezető ( munkahely,fizetés,születési év,beosztás);
fogalom. Ezt a valós világban magától értetődő kapcso­
latot igyekszik modellezni az SDLA tipusszerkesete [623.
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Mivel a "vezető" maga is "dolgozó", logikusnak 
tűnik, hogy rendelkezzen annak valamennyi tulajdonságá­
val. Ez esetünkben azt jelenti, hogy a "vezető" fogalom­
nak rendelkeznie kell a "dolgozó" fogalom valamennyi 
attribútumával, és hogy valamennyi leiró nyelvi, álli- 
tásban, ahol "dolgozó" tipusu objektum szerepelhet, meg 
kell engedni "vezető" tipusu objektumot is.
Nyilvánvaló, hogy a "finomitás" reláció tranzitiv.
Ha A speciális esete B-nek, B pedig C-nek, akkor A nyil­
ván C-nek is speciális esete. Ily módon, tehát kialakul 
egy meghatározott tipusszerkezet.
A különböző programozási nyelvek tipusszemlélete 
igen eltérő. A PASCAL például a tipusokat egymástól füg­
getlennek tekinti, nincs finomitási lehetőség C211. A 
SIMULA-67 a hierarchikus tipusszerkezetet támogatja Cl3l. 
Ez azt jelenti, hogy minden tipus /SIMULA osztály/ leg­
feljebb egy másiknak lehet közvetlen leszármazottja /fi­
nomítása/. Az ALGOL-68 egyesítéssel /union/ alkot uj ti­
pusokat régiekből Ll4l. Az egyesítésben résztvevő tí­
pusok az újonnan keletkezett speciális esetei lesznek, 
és az ahhoz definiált valamennyi műveletnek argumentumai 
lehetnek. Ez a tipusfilozófia elég kusza gráf-szerkezetű 
tipusstrukturához vezet.
A programozási nyelveket vizsgálva tehát, szinte 
bármilyen tipusszerkezethez lehet analógiát találni.
Nézzük meg ezért a problémát a minket érdeklő szemszögből: 
milyen tipusszerkezetet érdemes kialakítani egy leiró 
nyelv esetében?
Kiindulásképpen a tipusszerkezet elfogadhatóságára 
a következő kritériumot adjuk meg: a leírásban szereplő 
valamennyi objektumnak bármelyik pillanatban egyértelműen 
meghatározott tipussal kell rendelkeznie. Ennek a
-109-
követelménynek a szükségessége eléggé nyilvánvaló, ha 
figyelembe vesszük azt, hogy a tervező rendszer lénye­
ges feladata listázásokkal, a lekérdezések megválaszo­
lásával segiteni a felhasználót a modellezett rendszer 
áttekintésében. Mivel a tipus egy objektum leglényege­
sebb jellemzője, általában lekérdezési szempont is, 
tehát egyértelműnek kell lennie.
Az egymástól teljesen független tipusok esetét te­
kintjük az egyik végletnek. Ez feltétlenül használható 
megoldás, az elfogadhatóság kritériumát nyilván kielé­
gíti, de elég merev. Azt jelentené, hogy minden uj fo- 
galomelofordulás generálásánál az uj fogalom attribútuma­
ként szereplő objektumok típusainak a fogalom definíció­
jánál megadott típusokkal pontosan meg kell egyezniük. A 
gyakorlatban ennél még súlyosabb következmény, hogy a 
rendszerbe kerülő objektum tipusa egyszer és mindenkorra 
rögzitve van /illetve csak módositó paranccsal változtat­
ható/. Ez elég kellemetlen, ha meggondoljuk, hogy bármi­
lyen - elég nagv - rendszer csak fokozatosan ismerhető 
meg, és alakítható ki. Az objektum tipusa annak álta­
lános tulajdonságait tükrözi /1.2./, igy az a tervező 
rendszer adatbázisába kerülésekor általában még nem 
rögzíthető, úgy logikus, hogy jellegének fokozott meg­
ismerésével alakuljon ki végleges tipusa. /Gyakran for­
dul elő pl., hogy egy adatot biztosan használni akarunk, 
de még nem dőlt el, hogy önálló bizonylatként, adatre­
kordként, csoportként, vagy más formában./
Most megvizsgáljuk a másik végletet, vagyis azt az 
esetet, amikor semmiféle előzetes kikötést nem teszünk 
a tipusszerkezetre vonatkozóan. A tipusok ilyenkor a le- 
irás készítése során változhatnak, a definíciós szinten 
rögzített finomításoknak megfelelően. Mivel a szerkezet­
re vonatkozóan nem tettünk kikötést, elvben egy fogalom­
nak akárhány finomítása létezhet, és o maga is több fogalom
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finomitása lehet. Nézzük meg, milyen mechanizmus szerint 
változhat a leiró szinten egy objektum tipusal /Részle­
tesen erről 3.2.-ben lesz szó./
Amikor az objektumot létrehozzuk, annak egyértelmű­
en definiált tipusa van /3.1.2./. Amikor hivatkozunk rá 
valamilyen állításban /azaz egy uj objektum attribútuma­
ként/, akkor rá vonatkozóan is közlünk uj információt, 
igy logikus, ha a tipusa ilyen esetekben megváltozhat. 
Példaként tekintsük a következő definiciórészletet!
concept data;
concept compound data ijs data;
concept contain ( contained;data»containerscompound data);
form contained: part of container;
A második sor magyarázatra szorul: ebben a "compound data" 
fogalmat a "data" finomításaként definiáljuk. A finomi- 





A valamikor egyszerűen adatként /"data"/ definiált B 
objektumról a későbbiek során kiderült, hogy egy másik 
adatot /C/ tartalmaz. Az ilyen tartalmazási kapcsolatban 
/concept "contain"/ álló objektum tipusa viszont össze­
tett adat /compound data/ kell, hogy legyen, és mivel ez 
a típus definíciós szinten a B objektum eredeti típusá­
nak finomítása, a tervező rendszer a B típusát automati­
kusan megváltoztatja, beillesztve ezáltal az összképbe 
az uj információ B-re vonatkozó részét.
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A tipusváltoztatási /nyugodtan Írhatjuk, hogy fino- 
mitási, hiszen egy objektum tipusa újabb információ meg­
szerzésével legfeljebb finomodhat/ mechanizmus áttekin­
tése után pontosithatjuk a tipusszerkezet elfogadhatósá­
gára adott kritériumot. Láttuk, hogy az objektum tipusa 
lépésenként alakul ki, ahogy újabb és újabb állításokban 
- ezek lehetnek más objektumokkal való kapcsolatai, de 
pl. eloredefiniált abszolút formával explicit tipusdefi- 
nició is - szerepel. Az uj tipus minden esetben a régi 
tipus, és az uj állításból adódó tipusra vonatkozó in­
formáció összevetéséből keletkezik, A tipusszerkezet hasz­
nálhatósági kritériuma olyan esetekben sérül meg, ha lé­
tezik olyan szituáció, amikor az összeegyeztetés nem ad 
egyértelmű eredményt.
Két tetszőleges tipus metszetét /legyenek A és B/ 
a következő módon definiáljuk:
aj ha A=B, akkor a metszet A lesz;
b/ ha A tipus B speciális esete /finomítása/, a met­
szet A lesz;
c/ független A és B esetén tekintsük az olyan típu­
sok halmazát, melyek úgy A-nak, mint B-nek fino­
mításai. Ha ez a halmaz üres, a két tipus össze­
egyeztethetetlen, metszetük üres. Ha a halmaz 
nem üres, és kiválasztható belőle olyan C tipus, 
melynek speciális esete /finomítása/ a halmaz 
összes többi elérne, akkor A és B metszete C lesz. 
Ha ilyen C tipus nem létezik, akkor A és B metsze­
te meghatározhatatlan.
A definíció leiró szinten a tipusfinomitó mechanizmus mű­
ködését Írja le. Ha egy objektum régi tipusa A, és a ter­
vező rendszerbe érkező állításban mint B típusúra hivat­
kozunk rá, akkor az uj tipusa A és B metszete lesz.
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A definíció a/ pontja értelmében, ha az objektumot az 
állítás /forma/ hatására létrejövő fogalomban a régi tí­
pusának megfelelően szerepeltetjük, nem változik a tí­
pusa, A b/ pont értelmében, ha az állításban feltéte­
lezett típus az eredeti finomítása, akkor az objektum 
típusa ennek megfelelően finomodik /mint a tipusváltozta- 
tást illusztráló fenti példában/. Ugyancsak a b/ pont­
ból következik, hogy ha az állításban feltételezett tí­
pus az eredetinél durvább /az eredeti annak finomítá­
sa/, a típus nem változik - ez azt is jelenti, hogy a 
tervező rendszer egy fogalom attribútumaként a defi­
níciós szinten megadott típusúnál finomabb tipusut 
/tehát az attribútumként adott fogalom speciális ese­
tének előfordulását/ is elfogad.
Ac/ pont több részesetre bomlik. Először is, ha 
a két tipus metszete üres, ez a leiró szinten azt je­
lenti, hogy a felhasználó az objektumot éddigi jelen­
tésével összeegyeztethetetlen módon akarta használni. 
Ilyen esetben a tervező rendszer a teljes állítást 
elveti, és hibaüzenetet küld a felhasználónak. Ilyenkor 
a tipus nem változik.
Ac/ pont írja le a legbonyolultabb esetet, ami­
kor az objektum régi típusa, és az/ami az uj állítás­
ban betöltött szerepének megfelel, függetlenek, de 
van olyan tipus, mely mind a kettőnek finomítása, te­
hát mind a kettő tulajdonságaival rendelkezik. Ilyen 
esetben nyilván nem felhasználói hibáról van szó, hi­
szen nincs ellentmondás a régi és az uj információ 
között, csupán annyi történik, hogy az uj ismeretek 
birtokában bővül az objektumról alkotott kép, A ter­
vező rendszernek ebben az esetben tehát képesnek kell 
lennie arra, hogy az objektum uj típusát meghatározza.
NA ej-ben leirt algoritmus szerint az uj tipusként szó- 
bajöhetök közül a legdurvábbat kell választani, ugyanis 
a tipus meghatározásánál a döntéshez csak a már meglévő 
biztos információ szolgálhat alapul, és mig ez a tipus 
éppen a felhasználó által eddig adott információt tar­
talmazza, ennek finomítása már annál többet.
Ac/ pontban lényegében az elfogadhatósági krité­
rium pontosabb megfogalmazása is benne van: az olyan 
tipusszerkezetet fogjuk elfogadhatatlannak nevezni, 
melyben létezik két meghatározatlan metszetű tipus. Ha 
ugyanis egy tipusszerkezetben pl. A és B metszete meg­
határozatlan, a felhasználó olyan leírást készíthet, 
ahol egy X objektumot először A tipusuként definiál, 
majd arra B tipusuként hivatkozik. A tervező rendszer­
nek X tipusát A és B metszetére kellene módosítania, 
ami viszont meghatározatlan, igy X tipusa is az lesz.
A jelenlegi SDLA verzió az elfogadhatósági kritériumot 
kielégito tipusszerkezetet fogadja el.
A fenti kritérium nem elfogadhatónak minösiti pl. a
concept A ij3 B,C;
concept D Is B,C;
tipusszerkezetet, hiszen B-nek és C-nek meghatározatlan 
a metszete. Ha a finomítás jelölésére a tipusból annak 
speciális esetére mutató nyilat használunk, a fenti 
tipusszerkezetet a 20. ábra szemlélteti.
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Egy nem elfogadható tipusszerkezet
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Első ránézésre úgy tűnik, hogy igen nehéz elfogadható 
tipusszerkezetet konstruálni, ha nem hierarchiát hasz­
nálunk. /Minden hierarchikus tipusszerkezet nyilvánvaló­
an elfogadható lesz./Valójában ez a benyomás felületes.
A csak a példa kedvéért létrehozott, szemantikai tarta­
lommal nem biró tipusszerkezetek valóban ritkán lesz­
nek elfogadhatóak /ha véletlenszerűen felrajzolunk egy 
irányított gráfot, valószinütlen, hogy elfogadható ti- 
pusszerkezethez jutunk/.
A példában definiált tipusösszefüggéseket megvizs­
gálva azonnal látható a hibás fogalomépitkezés. Az alap­
fogalmak B és C. A fogalom szemantikai tartalma - lévén 
mind a kettőnek finomítása - a következő: az olyan ob­
jektumok A tipusuak, melyek rendelkeznek az úgy B-t, 
mint C-t jellemző tulajdonságokkal. Csakhogy - érthe­
tetlen módon - ugyanez a jelentése D-nek isi Arról van 
szó tehát, hogy ugyanannak a tulajdonságosztálynak két 
különböző fogalom felel meg - és ettől elfogadhatatlan 
a tipusszerkezet.
A hierarchikus tipusszerkezet jól használható olyan 
esetekben, amikor egy fogalmat valamilyen szempont sze­
rint részfogalraakra kell bontani. Amikor több szempont 
szerint kell a fogalmat felbontani olyankor érdemes az 
SDLA hálós tipusszerkezet lehetőségét kihasználni. A





Egy rendszerben a feldolgozások lehetnek manuáli­
sak és gépiek, ill. rendszeresek és egyediek. Ez két 
különböző szempont. A hálós szerkezet kellemes tulaj­
donsága, hogy a két különböző felbontás egyenrangú.
Ha összevetjük a 22. ábrán látható ekvivalens hierarchi­
kus felbontással, látható, hogy ott pl. egy egyedi fel­
dolgozásnál először tisztázni kell, hogy manuális vagy 
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egyedi rendszeres
22. ábra
"A feldolgozás" fogalom hierarchikus felbontása
A hierarchikus tipusszerkezet nagyon rokonszenves 
vonása egyszerűsége /ez a 21. és 22. ábrát összehasonlít­
va azonnal érzékelhető/. Az is igaz, hogy az esetek túl­
nyomó többségében elégséges. Mégis úgy tűnik, hogy a bo­
nyolultabb alkalmazások, főleg az elöregyártott SDLA tipus- 
modellek /ld. 3./ érdekében érdemes megtartani a hálós 
tipusszerkezet lehetőségét.
Az SDLA definíciós szintjén az, hogy az A fogalom 
a B finomítása, az A megadásakor jelezhető a
állítással. Az A objektum automatikusan rendelkezni fog 
a B valamennyi attribútumával, és továbbiak is defini­
álhatók hozzá /XI,X2,...,Xß/. A hálós szerkezet kialakí­
tása a
concept A _is Bl,B2 ,. . . ,Bn;
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tipusu állítással történik. Ilyenkor A természetesen 
valamennyi Bi i=l,2,...,n attribútumait örökli.
3.1.3.2. Kényszerítések
A kényszerités nem ellenőrzés, még csak ilyen 
jellegű mellékhatása sincs mint pl. a tipusszerkezet- 
nek mégis mint látni fogjuk, vitathatatlanul sze­
mantikai tevékenység, példa tehát arra, hogy a szeman­
tikus összefüggések nem korlátozódnak a szintaktikus­
nál bonyolultabb ellenőrzésekre.
A kényszerités az adatfelvitel során objektumok 
automatikus generálását okozza, vagyis nem a leirás 
konzisztenciájának ellenőrzése, hanem a konzisztencia 
automatikus biztosítása a célja. A pontos működési 
mechanizmusa legvilágosabban a már többször emlitett, 




uses I to derive 0;
leirásrészlet hatására nem csak a P folyamat, I input 
és 0 output közötti "felhasználja az előállításához" 
/uses to derive/ kapcsolatot tartja nyilván, hanem 
ettől függetlenül még két másik kapcsolatot is; a P 
az I objektummal "használja" /uses/, a 0-val pedig 
"előállítja" /derives/ viszonyba kerül.
A rendszer képes annak felismerésére, hogy ha a 
P folyamat az I objektumot felhasználja az 0 előállí­
tásához, akkor a P által használt objektumok között
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/a P-vel "uses" kapcsolatban álló objektumok között/ 
szerepelnie kell az I-nek, az előállítottak között 
pedig az O-nak. A PSL - kötött fogalomkészlettel biró 
nyelv lévén - természetesen nem teheti általánositható- 
vá tetszőleges fogalmakra ezt a szemantikus összefüg­
gést, csupán a "felhasználja az előállításhoz" kapcso­
lat mellékhatásaként kezeli.
Az SDLA-ban, ha két fogalom a fenti példához ha­
sonló jellegű kapcsolatban áll, azt kényszeritésnek 
nevezzük. Megadása definíciós szinten a
concept A (.Bl, B2 ,. , . , Bn) ;
implies c (b í^,BÍ2»..•,Bi^);
állítással történik. A definícióban szereplő A-t kénysze­
rítő, a C-t pedig kényszeritett fogalomnak nevezzük. Ha­
tására leiró szinten minden A tipusu objektum létrehoza­
talakor egy B tipusu objektum is automatikusan létrejön.
Ez az objektum attribútumai értékét a kényszerités defi­
niálásánál megadott módon - tehát a kényszerítő objektum 
attribútumai részhalmazának valamilyen permutációjaként 
- veszi fel. A kényszerítő ciklusok /pl. A kényszeríti 
B-t, B pedig A-t/ elkerülése érdekében a kényszeritett 
objektumnak a kényszerítőénél kevesebb számú attribútum­
mal kell rendelkeznie.
A fenti példával bemutatott szemantikai tevékenység 
az SDLA-ban tehát a következő kényszerítésekkel irható le:
concept uses(process,input);
concept derives(process,output);




/Felhivjuk a figyelmet arra, hogy a definíció zártsá­
gának elve itt is érvényesül. A "uses" és"derives" 
fogalmakat explicite definiálni kell, ahhoz, hogy kény- 
szeritett fogalmakként legálisan lehessen hivatkozni 
rájuk./
Érdemes összehasonlítani a kényszeritést és a ti- 
pusfinomitást. Ugyanis pl.
concept uses to derive _is uses Coutput);
definíció hatására is elérhető, hogy a
uses to derive(p ,I,o);
objektum a
uses(p,i);
nyilvántartását maga után vonja /A "uses" tipusu objekr 
tumok lekérdezésénél pl. a ez az objektum is megjelenik./
A lényegi különbség ott van a két mechanizmus működése 
között, hogy a kényszerités hatására kényszerítőtől füg­
getlen uj objektum keletkezik, mig a tipusszerkezetnél 
pusztán arról van szó, hogy az egy létrejövő objektumot 
minden olyan helyzetben használni lehet - tehát le is 
lehet kérdezni - ahol a nálánál durvább tipusuak használha­
tóak. /A kéhyszeritett tipusu objektum nem fogadható el a kény­
szerítő tipusu helyett, ha a két tipus összeegyeztethe­
tetlen. /
Különösen szembeötlő a két mechanizmus különbsége 
törlés esetén. Ha egy objektumot törlünk a rendszerből, 
az természetesen semmiféle tipusuként nem lesz többé 
megtalálható, viszont az általa kényszeritett objektumok
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- lévén születésük után tőle teljesen függetlenek - 
maradnak. /Ez igy logikus: abból, hogy a "P folyamat 
felhasználja I-t 0 előállításához" információ nem igaz, 
még nem következik sem az, hogy a P nem használja fel - 
esetleg valami más előállításához - az I-t, és az sem, 
hogy nem állitja elő az O-t./
Szükség lenne tulajdonképpen a kényszerítéshez némi­
leg hasonló másik mechanizmusra is. A kényszeritésnél ar­
ról van szó, hogy egy X objektum létezése feltételezi egy 
másikét is, tehát amikor a felhasználó X-et definiálja, 
a rendszer automatikusan generálja azt. Elképzelhető olyan 
eset is, amikor generálás helyett célszerűbb lenne hiba­
üzenettel felszólítani a felhasználót, hogy X létrehozá­
sának - noha önmagában véve korrekt módon kérte - aka­
dályai vannak. Jó példa erre a használt, de létrehozni 
elfelejtett objektumok példája. Itt arról van szó, hogy 
a leírásban időnként olyan objektumok szerepelnek más ob­
jektumok forrásaként, melyeknek a rendszerbe kerülését 
elfelejtette /vagy majd később szándékozik/ leirni a fel­
használó. Némileg formalizálva:
concept uses(user: process,used:input) ;
presumes derives (anything, used:output") ;
A jelenlegi SDLA ilyen lehetőséget egyelőre nem tartalmaz 
elvileg semmi akadálya nincs annak, hogy bekerüljön a 
rendszerbe.
3.1.3.3. Funkcionális függőség
Ez tisztán ellenőrzés jellegű funkció. Formálisan há
rom tipusát különböztetjük meg:
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function;
function of attribútum-^ 
define attribútum^ ... , 
attributum^+^,..,,
,... , attributing; 
attribútum^ ., as function of 
attributumn;
Az első állitás azt deklarálja, hogy a fogalom 
előfordulásai között nem szerepelhet két különböző ne­
vű, de azonos attributumértékekkel rendelkező objektum. 
Például a
concept város ( hosszúsági fok: real,szélességi fok:real) ; 
function;
fogalom esetében az attribútumok - a földrajzi elhelyez­
kedés - nyilván meghatározzák az objektum nevét, egy he­
lyen /bizonyos pontossági szint felett/ két különböző nevű 
város nem lehet /Leszámítva persze azt a lehetőséget, 
hogy ugyanaz a városnév különböző városok neve lehet./
A második állitás az első általánositása, előirja, 
hogy a felsorolt attribútumok értékei meghatározzák az 
objektum nevét. A
concept elsődleges kulcs(reláció,tipus,hossz:integer); 
function of reláció;
a definiciórészlet a relációs adatmodell "elsődleges kulcs" 
fogalmának azt a tulajdonságát fejezi ki, hogy egy relá­
cióhoz csak egy adható meg belőle. Ez azt jelenti, hogy 
a reláció neve - tehát a "reláció" attribútum értéke - 
meghatározza az elsődleges kulcs - tehát a fogalomelő­
fordulás - nevét.
A harmadik állitás az attribútumok közötti funkcio­
nális függőségek megadására szolgál. Megadja, hogy a
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második attributumcsoport értékei meghatározzák az 
első csoportban szereplő attribútumokét» A
concept codasyl halmaz(név,tulajdonos:rekord,tagsrekord) 
define tulajdonos as function of név;
definiciórészlet a CODASYL halmaznak azt a tulajdonsá­
gát irja le, hogy csak egy tulajdonos rekordtipusa 
lehet, azaz a halmaz neve meghatározza a tulajdonos 
nevét.
Ez utóbbi tipusu funkcionális függőség azonos a 
relációs adatmodellben használt azonos nevű fogalommal, 
formájában és szemantikai tartalmában egyaránt. /Az 
első két típusnak a relációs adatmodellben nem lehet 
megfelelője, hiszen ott a sorok névtelenek./ Ez jó 
példa arra is, hogy a számítástudomány általános fej­
lődésének eredményei jól használhatóak a tervező rend­
szerek fejlesztésénél is: a funkcionális függőségek 
kutatásának eredményei /pl. [56], vagy[57] / az SDLA 
és általában a tervező rendszerek konceptuális'sémája 
tervezésénél, az előirt ellenőrzések végrehajtási stra­
tégiájának kialakításánál alkalmazhatóak.
Az egymástól függetlennek látszó szemantikai össze­
függések között első ránézésre nem nyilvánvaló kapcsola­
tok vannak. Ezt illusztrálja pl. az a tény, hogy egy 
fogalomra kimondott funkcionális függőségeknek annak 
valamennyi finomítására is vonatkozniuk kell. Ez a 
rendszer logikájából szükségszerűen adódik, hiszen a 
finomabb fogalom egy előfordulása bármikor használható 
a durvább fogalomelőfordulás helyett, és vigyázni kell 
arra, hogy ilyenkor se sérüljenek meg az előirt függő­
ségek.
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3.2. A leiró szint
Az SDLA leiró szintje a definíciók rögzítése és a 
táblázatok generálása után önálló tervező rendszernek 
tekinthető. Ennek ellenére beszélhetünk általában az 
SDLA leiró szintjéről/ mert a különböző definíciós szin­
tek alapján működő tervező rendszerek leiró nyelvében 
közös, valamennyiüket egyaräit jellemző vonások vannak. 
Ezekről lesz a következőkben szó.
3.2.1 0bj_ektum_ 1 é t r e h o zá s_a_és azonosítása
A felhasználó relativ és abszolút formákat használ­
va viheti be leírását a tervező rendszerbe /3.I.2. / . A 
leiró szinten használt formákat mondatnak fogjuk nevezni. 
Minden mondat vagy létrehozza a formának megfelelő foga­
lom egy uj előfordulását, vagy egy már régebben létező 
előfordulásra hivatkozik. Ha a
process P;
{a P folyamatra vonatkozó állítások)
process P;
<a P folyamatra vonatkozó további állítások)
leirásrészlet első mondata P első előfordulása a rend­
szerben, hatására létrejön az objektum. A második alka­
lommal a rendszer felismeri, hogy már létező objektumra 
való hivatkozásról van szó, nem hoz létre uj objektumot, 
viszont a szekcióban következő mondatokat a régi P 
folyamathoz tartozónak tekinti /a hatásukra létrejövő 
objektumok egyik attribútuma P lesz, a relativ formák
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használati módjának megfelelően/,
Ha egy fogalom valamelyik előfordulása a fogalom­
hoz definiált valamelyik relativ, vagy abszolút formá­
val jön létre, akkor explicit definicióról beszélünk. 
Ilyen esetekben a létrejövő objektum tipusa nyilvánva­
lóan az a fogalom, melynek előfordulásaként definiáljuk.
Az explicit mellett lehetőség van az objektumok 
implicit definiálására is. A
concept process; 
concept input;
concept usage ( process,input); 
form process:uses input;




leirásrészletet, akkor is, ha az I objektum nem szerepelt 
előzőleg explicit definícióban. A második mondat hatására 
létre kell hozni a
usage(P,i) ;
objektumot, melyhez a rendszer automatikusan generálja 
az I "input" tipusu objektumot. Implicit definicióról 
tehát olyankor beszélünk, amikor az uj fogalomelőfor­
dulás nem valamelyik megfelelő formával, - tehát 
explicite - hanem más módon, pl. egy explicite defini­
ált objektum attribútumaként automatikusan jön létre.
/Nem ez az implicit definíció egyetlen lehetősége: a
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kényszerités hatására létrejövő objektumok is implicite 
definiáltak./ Az uj objektum tipusa ilyenkor a definíciós 
szinten megadott lesz.
3.1.1-ben szó volt a definíció zártságának elvéről.
Az a döntés, hogy a leiró nyelvben lemondunk a zártság 
megköveteléséről és megengedjük az implicit definíciót, 
a kényelmesebb felhasználást segiti elő, elég sok Írást 
tesz szükségtelenné. A másik oldalról természetesen 
csökkenti a hibaellenőrzést, nem véd az elírások ellen.
Jelen esetben a kényelem mellett döntöttünk, abból a meg­
gondolásból, hogy az elirás jellegű hibák a leírás foko­
zatos kiépítése, az áttekintő és ellenőrző listázások 
során elég hamar előbukkannak.
Egy beérkező mondat tehát vagy explicit definíció, 
vagy létező objektumra történő hivatkozás. Ahhoz, hogy 
a két eset egymástól elválasztható legyen, szükség van 
egy azonosító mechanizmusra, amely két objektumról el­
dönti, hogy azonosak-e. Az SDLA-ban a következő szabály 
érvényes:
• a névvel rendelkező objektumokat a nevük,
• a névtelen objektumokat tartalmuk /típusuk és 
attribútumaik értéke/ azonosítja.
Egy korábban definiált objektumra való hivatkozás­
nál változhat az objektum tipusa. Ennek mechanizmusáról 
elég részletesen volt szó 3.1.3.1-ben, igy most csak 
egy példával illusztráljuk. Legyenek érvényesek a
concept sorted file;
concept random file;
concept vsam file is_ sorted file, random file;
concept random use(program,random file);
form program: requires random access of random file;
concept sorted use ( program,sorted fH e );




requires random access of account file;
program account listing;
requires sequential access of account file;
leirásrészlet hatására az "account file" nevű objektum 
"random file'1 tipusu objektumként létrejön, majd amikor 
a negyedik mondatban hivatkozás történik rá, a tipusa 
"vsam"-ra finomodik.
3.2.2. A nézŐ£ont_verem
3.1.2-ben a formákkal kapcsolatosan volt szó a 
nézőpontról. Akkor azt mondtuk, hogy a szekciókból álló 
leiró nyelvben a szekció első állitása /a szekció feje/ 
meghatároz egy objektumot, és a szekcióba tartozó állítá­
sok erre az objektumra vonatkoznak. Valójában az SDLA leiró 
nyelvének szerkezete ennél valamivel általánosabb, minden uj 
mondat uj nézőpontot hoz létre, anélkül, hogy az őt létre­
hozó nézőpontot megszüntetné.
A már sokszor használt
process P; 
uses I;
leirásrészletet vizsgálva láthatjuk, hogy az első mondat
a
P :process;
objektum, a másik pedig a
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usage Cp , i) ;
objektum explicit definiciója. AZ explicit definíció egy­
ben nézőpontot_is létrehoz, tehát a leirásrészlet végén 
két nézőpont - a "P"-é és a névtelen" usage(P,l)-"-é - is 
érvényes. Ha pl. a
concept update ( usage,data); 
form usage; to update data;
definíciót használjuk, úgy a leirás, pl. igy egészíthető ki
process P; 
uses I;
to update 0; 
uses J;
A harmadik mondat a "usage" nézőpontját, a negyedik ismét 
a "P" objektumét használta.
Az érvényes nézőpontok egymásra következését 
az uj mondatok értelmezését a nézőpont verem szabályozza. 
Ennek elemei objektumok, és a következő módon épül fel.
Kezdeti állapotban a verem üres, ilyenkor csak az 
abszolút formák használhatóak. Ha egy uj mondat érkezik, 
a rendszer megkísérli a verem legfelső elemének néző­
pontjából értelmezni. Ha a mondat értelmezhető/az illető 
objektumtipus vagy annak egy finomítása nézőpontjából 
definiált relativ forma, ill. üres verem esetén abszolút 
forma/,akkor az általa explicite definiált, ill. hivat­
kozott objektum a verem tetejére kerül, ellenkező eset­
ben a legfelső elemet ki kell venni a veremből és a 
következő elemmel próbálkozni, és igy tovább. Ha a verem 
kiürül, és a mondat abszolút forma, akkor bekerül a
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verembe, ha pedig nem az, hibás mondatként elutasítás­




to update 0 ; 
uses J;
feljebb már használt leirásrészletnek megfelelő verem­
állapotok az egyes mondatok beérkezése után:
update(p,I,o);
usage(p, i) ; usage (P,l); usage(P,j);
P :process; P:process; P :process; P:process;
í. ;>. 3• 4#
3.2.3. Alrendszerek
Gyakran fordul elő, hogy a leirandó rendszer nagy 
mérete és adott struktúrája szükségessé és lehetségessé 
teszi részrendszerekre bontását, A cél ilyenkor
nyilván az, hogy az egyes részek egymástól minél függet­
lenebbek legyenek, lehetőséget adva a feladat szétdara- 
bolására a szervező team tagjai között.
Az SDLA ezt támogatja a leiró nyelv egyik standard 
- minden generált tervező rendszerre jellemző - lehető­
ségével. A felhasználó egymás mellé, illetve alá rendelt 
független alrendszereket definiálhat, és használhat.
Az elgondolás hasonlít ablokkszerkezetü programozási
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nyelv koncepciójára. Ott a program részegységekre bon­
tása a cél. A megoldás a hierarchikusan egymásra épülő 
blokkok használata. A blokkok függetlensége a változó­
nevek jól ismert lokalitási szabályaival érhető el.
Az SDLA is a rendszer hierarchikus felbontását 
támogatja. Alrendszerek a leiró nyelvben bárhol hasz­
nálható
create falrendszer neve);
mondattal hozhatók létre, Létező alrendszerbe való be­
lépés az
enter (alrendszer neve);
mondattal történik. A "create” hatására létrejövő al­
rendszer a hierarchián belül közvetlenül alá lesz ren­
delve annak, amelyből létrehozták. A 23. ábrán egy al­
rendszer hiererchia és az azt létrehozó állitások lát­
hatók.
sys
sys 1 sys 2
sys 21 sys 22
create sys; 
create sys 1; 
entei sys; 
create sys 2; 
create sys 21; 





Az alrendszerekben definiált nevek érvényességi 
körére ugyanazok a szabályok vonatkoznak, mint a prog­
ramozási nyelveknél az egyes blokkokban definiált azono­
sítókra. Ennek alapján az alrendszerekre bontott rend­
szer leirása ideálisan a következő módon történik:
A felhasználó minden alrendszerben csupán a közvetle­
nül alá rendelt alrendszerek globális kapcsolatát specifikál­
ja. Az alárendelt alrendszerek leirásai egymástól függet­
lenül történnek, de mindegyik esetében a feljebb speci­
fikált kapcsolatból, lehet kiindulni,és ehhez alakitani az 
alrendszer belsejét. Ez a módszer lényegében a felülről 
lefelé történő tervezésnek felel meg.
3.2.4. Törlésx módositájs
A PSL/pSA-val ellentétben az SDLA-nál a törlés és 
módositás nem külön parancsrendszer, hanem - elegánsabb 
megoldással - mind a két funkció a leiró nyelv része. A 
törlés a
cancel C mondat^. «
a módositás pedig a
modify <mondaté 
C u j mondat )>
utasításokkal történik. Az egyetlen szintaktikai megkötés, 
hogy a mondatnak valamelyik aktuális nézőpontból érvényes­
nek kell lennie, és létező objektumra kell hivatkoznia.
Néhány példa:
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1. cancel process P;
2. process P;
3. cancel uses I;
4. modify uses 0;
5. uses 01;
6. modify input I;
7• input J;
Az első mondat a P objektumot törli. A harmadik mondat 
a
usage(p,l) ;
objektumot törli, a negyedik és az ötödik a 
usage(p,o);




objektum nevét változtatja meg.
Általános elv a törlés és módositás helyességének 
ellenőrzésénél, hogy a művelet végrehajtása után a szeman­
tikus összefüggések ne sérüljenek meg. Ez egy sor elég bonyo­
lult ellenőrzést jelent, pl. törlés előtt meg kell vizs­
gálni, hogy nem kényszeritett objektumot kiván-e a fel­
használó törölni, anélkül, hogy a kényszerítőt előzete­
sen törölte volna, stb.
3.3. A lekérdező rendszer
A lekérdező rendszerek rendeltetésük szerint lehetőséget
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adnak felhasználójuknak, hogy az információtömegből
• csak az Őt érdeklő objektumoknak,
• csak az ot érdeklő kapcsolatait,
• a számára megfelelő formátumban
kiírathassa /sornyomtatóra, vagy terminálra, ez nagy­
jából mindegy/. A végrehajtandó feladat specifikációja 
a lekérdező nyelven történik, melynek - elvileg - mind 
a három igény megadására lehetőséget kell biztosítania, 
és ehhez még könnyen használhatónak, egyszerűnek is 
kell lennie.
A tervező rendszerek lekérdező nyelve esetében ezt 
a szempontot különösen fontosnak tartom, ugyanis egy­
felől annyira sokrétűek és speciálisak a kiíratásra 
vonatkozó igények - grafikus listáktól a legkülönfé-. 
lébb dokumentálási szabványokig, - másfelől annyira 
képzetlen és a számitógép iránt nem túl nagy érdeklő­
dést tanusitó felhasználókra kell számítani, hogy elég­
gé erős és elég egyszerű nyelvet még rögzített leiró nyel­
vű rendszerhez is nehéz tervezni. Realistább stratégia 
véleményem szerint, ha az egyszerűséget tartva első­
sorban szem előtt olyan nyelv készítésére törekszünk, 
mellyel az igények minél nagyobb részét ki lehet elé­
gíteni. Emellett segédeszközöket kell biztosítani a 
speciális listák elkészitéséhez/jól használható adat­
kezelő interface, a lekérdezés eredményeinek mágnes­
lemezre irányithatósága felhasználói programmal fel­
dolgozható formában, stb./, nem pedig az összes spe­
ciális eset lefedésére törekedni.
Az SDLA esetében az egyszerűségre törekvés a kö­
vetkező alapelvben nyilvánul meg: a lekérdezések a nor­
mális leiró nyelven specifikálhatóak /a formamegadás­
ra emlékeztető módon/,tehát a felhasználónak nem kell
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uj nyelvet megtanulni. Természetesen szükség van kiegészí­
tő eszközökre, ezért bevezetjük a "szabad változó" fo­
galmát. /Nevét a predikátumkalkulussal való analógia alap­
ján kölcsönöztük/ szabad változók lehetnek a következők:
* any,
* any^.név>,
* érték tipusok: integer,real,text .
A szabad változók a formáknak megfelelő mondatokban 
az attribútumok helyén állhatnak. Az "any" és az "any név" 
a fogalom, az érték tipusok pedig az érték tipusu attri­
bútumok helyén állhat.














A specifikáció mint a példából is látható - meghatároz­
za az output tartalmát és formátumát is.
A lista generálása logikailag a következő módon 
történik. A szabad változók helyére sorban behelyette- 
sitodik az adatbázisban tárolt megfelelő tipusu /ez az 
adott tipust is annak finomításait jelenti/, összes ob­
jektum, és ezzel konkrét adatneveket tartalmazó leirás- 
részleteket nyerünk. A listába azok a leirásrészletek 
kerülnek be, melyek egészükben is megfelelnek az adat­
bázis tartalmának. Ezeket összerendezve /a példánkban 
pl. egy folyamat által használt valamennyi objektum 
egy szekcióban van/ irja ki a lekérdező rendszer.
Az "any" és az "any név " szabad változók a he- 
lyettesités módjában különböznek egymástól. Valamennyi 
"any" különböző változónak számit, tehát ezekbe az ob­
jektumok behelyettesítése egymástól függetlenül tör­
ténik. Az "any név" tipusu változók esetében azonban 








specifikáció alapján /másodszorra más nem kell az X elé 
az "any"-t kiírni/ csak azok az "X" adatok kerülnek be 
a listába, melyekre egyidejűleg fennáll, hogy valamilyen 
folyamat használja /uses/, és a Q folyamat pedig elő­
állítja /derives/ őket.
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A lekérdezésekhez hasonló módon definiálhatók a 





specifikáció a "D" objektumot használó folyamatok hal­
mazát adja meg. A halmaz generálása a lekérdezéséhez 
hasonlóan történik, de az eredmény nem leirás lesz, 
hanem /összeegyeztethető tipusu/ nevek halmaza. A 
nevek közös tipusa /a tipusok metszete/ lesz a halmaz 
tipusa.
A definiált halmazok további lekérdezése^, ill. 
halmazok specifikálásához használható. Pl. az
input any;
used by D-users;
specifikáció a D-t használó folyamatok által használt 
adatok megadása.
Be lehetne vezetni - a jelenlegi rendszerben nem 
szerepel - a "none" szabad változót is. Használatával az
input any;
used by any; 
derived by none;
specifikáció az "elfelejtett" /használt, de elő nem állí­
tott/ objektumokat irná ki. A "none" annyiban módositaná 
a válasz generálásának folyamatát, hogy az "any" válto­
zók konkrét objektumnevekkel való helyettesitése után a 
leirásrészlet akkor kerülne be a listába, ha a "none"
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helyére nem irható semmilyen objektumnév úgy, hogy 
a leirásrészlet továbbra is megfeleljen az adatbá­
zis tar taImának.
3.4. Adatkezelés
A tervező rendszerek adatkezelésének problémái­
ról 1.2-ben és 2.3.4-ben már szó volt, most bemutat­
juk az ott kifejtett általános elképzelések egy le­
hetséges megvalósitását. Igyekeztünk úgy tervezni 
az SDLA adatkezelő rendszerét [1583 hogy a megfogal­
mazott elveknek megfelelően a rendszer többi részé­
től független - tehát bármilyen környezetben hasz­
nálható - és hatékony legyen. A felhasználói inter­
face önmagában zárt logikai rendszer - ez a hasz­
nálatát könnyiti meg, nincs szükség az implementá­
ciós részletek ismertetésére.
Mivel az SDLA konceptuális sémája relációs táb­
lákkal dolgozik, célszerűnek látszott egy relációs 
interface kialakítása. Ez egy CODASYL tipusu adat- 
báziskezelo rendszerre E593,U603 épül. Először fel­
használói oldalról mutatjuk be az adatkezelési le­
hetőségeket, majd a megvalósitás logikai sémáját 
ismertetjük, végül a hatékonyság szempontjából leg­
fontosabb fizikai implementációs részletekről lesz 
szó.
3.4.1. A relációsainterface
Az interface logikai adatmodellje az SDLA koncep­
tuális sémája adatmodelljével /2.3.2./ egyezik meg,
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használatához elégséges ennek a modellnek és az adat­
kezelő rutinok használati módjának az ismerete.
Az azonosítási mechanizmusnak megfelelően /3.2.1/ 
a névvel rendelkező objektumot a neve, a névtelent 
pedig attribútumai értéke és a tipusa /a tartalma/ azo­
nosítja. Ez a hivatkozási mód a leiró nyelv felhaszná­
lója számára kényelmes, de ezen a szinten már nehézkes 
és nem eléggé hatékony.
Az adatkezelő rendszer minden névhez és minden 
/logikailag/ tárolt névtelen relációs referencia sorhoz 
egyértelmű belső azonosítót rendel. Ez az azonosító 
névvel rendelkező objektum esetén nem a relációs refe­
rencia sort azonosítja, hanem magát a nevet. A kettő 
nem egészen ugyanaz, mivel a tipusszerkezet következ­
tében egy névvel azonosított objektumnak több külön­
böző tipusu sor felelhet meg. A névtelen objektumok 
esetében ilyen probléma nincs, őket a tartalmuk - eb­
ben benne van a tipus is - azonosítja. Látható tehát, 
hogy névvel rendelkező objektumoknál a név és a tipus 
vagy az azonosító és a tipus, névteleneknél pedig az 
azonosító egyértelműen meghatározza a relációs sort.
A relációs sorok manipulálása rutinhivásokkal 
valósul meg. A rutinok paraméterei általában azonosí­
tók. Az interface öt rutinból áll és kb. a relációs 
adatbáziskezelő rendszerek adatbázis assembler szint­
jének C25] felel meg. Az öt rutin a következő:
. CREATE - Paraméterként adott relációs táblába uj 
sort illeszt be. A rutin paraméterei a sort alkotó
elemek azonosítói.
• ERASE - Azonosítóval adott sort töröl adott 
relációs táblából.
* MODIFY - Azonosítóval adott sor adott elemét 
módosítja adott táblában.
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• FIND - A névvel vagy azonosítóval és típussal 
/relációs táblával/ megadott sort olvassa ki 
az adatbázisból.
• SELECT - A sorok tartalmuk szerinti visszake­
resését végzi tetszőlegesen megadható attri- 
butumkombinációra, rögzített vagy rögzitetlen 
tipus /relációs tábla/ mellett.
3.4.2. A CODASYL im£lementáció
A CODASYL sémában minden névnek egy rekord /NAMREC/ 
felel meg. A nevet minden olyan alrendszerben, ahol de­
finiálta a felhasználó külön SYSREC rekord képviseli.
Az alrendszerek szerkezetét- és ezzel együtt a nevek 
érvényességének körét - a hierarchia CODASYL ábrázolá­
sa tükrözi.
Egy alrendszeren belül ugyanaz a név - noha az 
általa meghatározott objektumnak a tipusa és attri­
bútumainak értékei egyértelműek - a tipusszerkezet 
következtében annál durvább tipusuként, esetleg ke­
vesebb attribútummal is szerepelhet hivatkozásokban.
Az ábrázolás megoldható lenne a legfinomabb tipus 
fizikai tárolásával, ugyanis durvább tipusok ebből a 
tipusszerkezetre vonatkozó általános információval 
eloállithatóak. Nem ezt a megoldást választottuk, 
mert ez megbontotta volna az adatkezelő rendszer füg­
getlenségét a rendszer többi részétől. Ehelyett be­
vezetjük az OBJREC rekordtipust, mely egy adott rész- 
rendszerben szereplő adott tipusu relációs referencia 
sor reprezentánsa.
A nevek közötti kapcsolat, vagyis a relációs so­
rok ábrázolása a klasszikus alkatrész problémára em­
lékeztet, hiszen arról van szó, hogy az A név /mely
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xnaga is több elemű sor neve lehet/ eleme-e a B név 
által reprezentált sornak. A megoldás erre két hal­
maz, a tartalmazó /consists, CNSTS/ és a tartalmazott 
/contained, CNTND/ és a kapcsolatot reprezentáló re­







sémához vezet. A CNSTS halmaz tulajdonosa azért az 
OBJREC, mert egy relációs sor nem más, mint ennek a 
halmaznak előfordulása Ja CONREC-ekhez a CNTND hal­
mazban tartozó tulajdonos képviseli az attribútum 
értékét/. Innen a CNTND halmaz jelentése is látható 
- lényegében mutató azokra a sorokra, melyekben a 
SYSREC által képviselt név elemként résztvesz. A két 
halmaz tulajdonosai különbözőek, ugyanis a relációs sor 
reprezentánsa - mint láttuk - nem lehet a SYSREC, vi­
szont amikor az a kérdés, hogy egy név milyen sorok­
ban szerepel, akkor közömbös, hogy milyen relációs 
sorként /tipusként/.
3.4.3. A fizikai. tárólás>
Az SDLA rendszer tárolási stratégiája név sze­
rinti elérés orientált, vagyis azt szerettük volna 
elérni, hogy ha egy név adva van, gyorsan meg lehes­
sen kapni a név által reprezentált /adott tipusu/ 
sor elemeit, illetve azt, hogy a név milyen sorokban
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szerepel elemként. Ezt a hozzáállást a PSL/PSA gyor­
sítása során szerzett tapasztalataink indokolják, 
ahol a rendszer lassú működését éppen a nevek sze­
rinti nehézkes hozzáférési lehetőség okozta. /PSL/PSA 
nélkül is elég nyilvánvaló persze, hogy egy név be­
érkezésekor utána kell nézni, hogy benn van-e az adat­
bázisban, ha a név egy sornak ez eleme, megvizsgálni, 
hogy a sor nem szerepel-e már, stb./.
Mind a két, minket érdeklő kérdésnél /milyen ele­
mei vannak a név által reprezentált sornak, illetve 
milyen sorokban szerepel elemként a név/ a névtol in­
dulunk, tehát először a NAMREC-et kell megtalálni. A 
rendszer ezt hash-eli, tehát a tartalmazó lap egy I/O 
művelettel beolvasható. /A tárgyalás egyszerüsitése 
végett itt, és a továbbiakban is eltekintettünk a túl­
csordulás problémájától./ Ugyanazon a lapon /"near to 
owner" stratégia/ helyezkedik el a SYSREC és az OBJREC 
is.
Ha a név által reprezentált sor elemeit akarjuk 
megkapni, a CNSTS halmaz adott előfordulását kell be­
járni, tehát egy pointerláncot kell követni, to­
vábbi "keresés" nem szükséges. Megjegyezzük ugyanakkor, 
hogy minden elemet reprezentáló CONREC beolvasása ál­
talában uj I/O művelet, és a CONREC-ből az elem nevét 
további lap beolvasásával lehet csak megkapni.
Ennek hatékonyabbá tételénél fontosabbnak tartot­
tuk ugyanis annak a felvitel során nagyon gyakori kér­
désnek a gyors megválaszolhatóságát, hogy adott elemek 
adott tipusu relációban állnak-e egymással. Ked­
vező számunkra, hogy - mivel a CONREC-ek elhelyezése 
hash algoritmussal történik /a kulcs a reláció tipusa/ - 
egy adott név adott tipusu sorokban való részvételét 
reprezentáló összes CONREC egy lapra kerül. Ezen a pon­
ton kihasználjuk a hash algoritmusnak azt a tulajdonságát,
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hogy a kulcs mellett az adott rekord elhelyezéséhez - 
a felhasználó rendelkezése szerint - paraméterként 
szolgálhat a rekord valamelyik halmazbeli tulajdono­
sának adatbázis kulcsa t60l. Ennek következtében nem 
kerül az összes azonos relációtipusu CONREC egy - a 
tipusok nagy részénél nyilván gyorsan túlcsorduló - lap­
ra, azonban a CNTND halmazban közös tulajdonosuak - az 
egy névhez tartozók - igen. Látható, hogy egy név összes 
azonos tipusu kapcsolatait tároló rekordokhoz két 1/0 
művelettel juthatunk el /túlcsordulástól eltekintve/. 
Ezekből a rekordokból természetesen nem derül ki, hogy 
a reláció melyik soráról van szó, és a sorban még mi­
lyen nevek szerepelnek, ez a CNSTS set előfordulásának 
/nem teljes/ bejárásával, és a CONREC-ekböl a nevek 
elérésével deritheto ki.
Szeretnék köszönetét mondani az SDLA projekt vala 
mennyi résztvevőjének, akikkel együtt dolgoztunk 
a rendszer megvalósitásán. Hálás vagyok társszer 
zöimnek értékes megjegyzéseikért, ötleteikért és 
az alkotó vitákért. Köszönettel tartozom Knuth 
Elődnek és Demetrovics Jánosnak, akiknek támoga­
tása és segitokészsége lehetőséget biztosított 
számomra e dolgozat megírásához. Végül köszöne­
tét mondok az MTA SZTAKI Számitógéptudományi Fő­
osztálya teljes kollektívájának, ahol kutatómun­
kámat kellemes körülmények között, jó szellemben 
folytathattam.
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