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En septiembre de 1999, la revista Business Week predecía que la tecnología 
en redes de sensores iba a ser una de las tecnologías más importantes para el 
siglo XXI. 
 
Actualmente los sensores ya se utilizan en el conjunto de actividades que 
realizamos diariamente, además en muchos casos de manera transparente, es 
decir, como usuarios no asociamos su presencia al funcionamiento de estas 
acciones que se realizan de forma automática. Esta integración transparente al 
usuario se presenta interesante, pero su interés aumenta si tenemos en 
cuenta que las continuas mejoras tecnológicas permitirán reducir 
notablemente su tamaño a la vez que los harán más económicas facilitando 
así un incremento de su presencia en nuestras tareas cuotidianas. 
 
Para muchas de las aplicaciones de las redes de sensores es requisito 
imprescindible la obtención de un identificador único que haga posible la 
entrega de información al destino deseado y por tanto obtener comunicación. 
 
La comunicación de los sensores entre ellos o con otros
dispositivos puede hacerse con o sin hilos. En este segundo caso, la
aparición del estándar IEEE 802.15.4 fue básica para permitir la comunicación 
inalámbrica.  
 
Este proyecto pretende estudiar la viabilidad de implementar un protocolo de 
autoconfiguración basándose en el utilizado por IPv6 y modificándolo para el 
correcto funcionamiento en redes de sensores ad-hoc, para ello se estudiarán 
los diferentes mecanismos de autoconfiguración presentados en los drafs 
publicados por los grupos de trabajo de la IETF y se elegirá el más 
conveniente para su implementación en el presente trabajo.   
 
Sus objetivos son dos. Por un lado, la implementación de un simulador que 
permita el estudio de escenarios reales con la máxima flexibilidad, aplicando el 
protocolo de autoconfiguración elegido, y por el otro, la implementación 
práctica del protocolo de autoconfiguración en una red de sensores ad-hoc 
basada en la tecnología 802.15.4/ZigBee y utilizando la plataforma MICAz. 
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In September, 1999, the magazine Business Week predicted that the 
technology in networks of sensors was going to be one of the most important 
technologies in the 21st century. 
 
Nowadays the sensors are already in use in the set of activities that we do 
every day, in addition, in many cases of a transparent way, that is to say, as 
users we do not associate its presence with the functioning of these actions 
that are effected in an automatic way. This transparent integration seems to be 
interesting for the user, but his/her interest could increase if we take into 
account that the continuous technological improvements will allow to reduce 
notably his size simultaneously and at the same time they will make them more 
economical, making possible in this way the increase of its presence in our 
daily tasks. 
 
For many of the potential applications of the networks of sensors, it is an 
indispensable requirement the obtaining of just one identifier that makes 
possible the delivery of information to the desired destination and therefore to 
obtain communication. 
 
The communication of the sensors between them or with other devices, it can 
be done with or without wires. In this second case, the appearance of the 
standard IEEE 802.15.4 was basic to allow the wireless communication.   
 
This project tries to study the viability of implementing a protocol of auto 
configuration being based on the one used by IPv6 and modifying it for the 
correct use in networks of sensors ad-hoc, for it there will be studied the 
different mechanisms of autoconfiguration presented in the drafs published by 
the groups of work of the IETF and will be elected the most suitable for its 
implementation in the present work.   
 
Its objectives are two. On the one hand, the implementation of a simulator that 
allows the study in real circumstances with the maximum flexibility, applying 
the protocol of autoconfiguration chosen, and for other one, the practical 
implementation of the protocol of autoconfiguration in network of sensors ad-
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Gracias a la evolución en prestaciones y tamaño que nos ofrece la electrónica 
actual, disponemos de sensores capaces de comunicarse de manera 
inalámbrica, capacidad de procesamiento y autonomía propia. Este tipo de 
dispositivos nos abre un nuevo abanico de oportunidades para diseñar y crear 
todo tipo de aplicaciones, protocolos y sistemas capaces de facilitar el trabajo a 
los seres humanos a la vez que reducen sus costes. Algunos ejemplos pueden 
ser: monitorización ambiental (tráfico, hábitat, seguridad), sensores industriales 
y de diagnóstico (fábricas, cadenas de producción, control de mercancías), 
sensores domésticos (casas inteligentes, entornos sensibles) y aplicaciones 
médicas entre otras muchas. 
 
Para hacer realidad todas las innovaciones en campos tan diversos como los 
nombrados anteriormente, era necesaria una tecnología que lo hiciera posible. 
Por esta razón surgió el estándar IEEE 802.15.4, posteriormente 
complementado por ZigBee Alliance con la implementación de capas 
superiores. Se trata de un estándar inalámbrico de baja velocidad para 
aplicaciones en redes de sensores, con pocos requisitos de ancho de banda y 
bajo consumo. 
 
Uno de los problemas básicos que presentan las redes de sensores es su 
configuración. Para que estas redes lleven a cabo su propósito, sea el que sea, 
cada uno de los sensores que las forman deben obtener, entre otros 
parámetros, un identificador único que les permita la comunicación. Por 
ejemplo, una dirección IP. Este es el principal inconveniente a salvar puesto 
que puede darse el caso que se desconozca donde serán instalados, si una 
persona podrá acceder a ellos para configurarlos o si éstos disponen de una 
interfaz para hacerlo. Por esta razón, se necesita un protocolo de 
autoconfiguración que asegure y permita la asignación de identificadores 
únicos mediante la interacción de los sensores con el fin de configurarse sin 
necesidad de presencia humana ni de otros elementos adicionales en la red.  
 
El objetivo de éste trabajo es la implementación y estudio de un protocolo de 
autoconfiguración para una red de sensores basada en el estándar IEEE 
802.15.4. En este TFC nos centraremos en la autoconfiguración de un 
identificador único para cada sensor. Este objetivo, se puede separar en dos 
partes claramente diferenciadas y que pretenden ser complementarias. Por un 
lado se pretende desarrollar un simulador, es decir, una aplicación que 
reproduzca el comportamiento de una red de sensores que utilicen el protocolo 
de autoconfiguración. El objetivo del simulador es estudiar y evaluar el 
funcionamiento de dicho protocolo de autoconfiguración con total flexibilidad. 
Por otro lado se pretende implementar este protocolo en una red real de 
sensores IEEE 802.15.4 con el objetivo de evaluar aspectos prácticos de la 
implementación de dicho protocolo. En concreto, se utilizarán sensores MICAz 
del fabricante XBOW, los cuales utilizan un sistema operativo para sistemas 
empotrados de gran aceptación por parte de la industria y de libre distribución 
llamado TinyOS. La implementación del protocolo de autoconfiguración en los 
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sensores deberá ser completada con alguna aplicación que realice la función 
de interfaz y permita comprobar su buen funcionamiento. 
 
 
El trabajo está estructurado en cinco capítulos. El capítulo inicial se hará una 
breve introducción al estándar IEEE 802.15.4 puesto que es la tecnología radio 
que utiliza los sensores y más concretamente nos centraremos en su 
implementación en los MICAz. El segundo capítulo introducirá al lector el 
concepto de autoconfiguración haciendo en primer lugar una introducción a lo 
que es la autoconfiguración en IPv6, la problemática que se encuentra al 
intentar adaptar ésta a las redes ad-hoc y las soluciones propuestas para 
solucionar los problemas encontrados lo más eficientemente posible. El tercer 
capítulo definirá de forma detallada el protocolo de autoconfiguración QDAD, 
que ha sido el elegido para ser implementado en  este TFC para su posterior 
estudio. En este capítulo también se incluye  el detalle de la implementación de 
dicho protocolo tanto en el entorno MICAz como en el simulador, así como 
también la explicación de las diferentes aplicaciones implementadas para 
validar los resultados obtenidos. El cuarto capítulo presenta las pruebas 
realizadas y los resultados obtenidos más significativos, así como la 
demostración del correcto funcionamiento del protocolo de autoconfiguración 
en la plataforma MICAz. Ya por último en el quinto capítulo  se detallarán las 
conclusiones de este TFC así como las líneas futuras que se proponen a partir 
de él. Finalmente, se comentarán las implicaciones medioambientales del TFC. 
 
A parte de los capítulos mencionados, esta memoria incluye una serie de 
anexos que los completan y que serán referenciados en los capítulos que 
corresponda.  
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CAPÍTULO 1. ESTÁNDAR IEEE 802.15.4 (ZIGBEE): 




El estándar IEEE 802.15.4 [1] fue creado para cubrir la necesidad del mercado 
de estándares inalámbricos de baja tasa para aplicaciones en redes de 
sensores. Los estándares existentes hasta el momento en el mercado estaban 
destinados a aplicaciones con mayores requisitos en cuanto a ancho de banda 
se refiere, como pueden ser videoconferencias o redes domésticas. Los 
ejemplos más representativos de estas tendencias son el IEEE 802.11, también 
conocido como WIFI, y el IEEE 802.15.1, Bluetooth. Los inconvenientes que 
surgían al utilizar cualquiera de éstos, eran su gran consumo de energía y 
ancho de banda  frente a la baja tasa y bajos requisitos de energía necesaria 
para las redes de sensores. 
 
La necesidad de este nuevo estándar impulsó la creación de distintos grupos 
de trabajo, como por ejemplo, el IEEE 802.15 WPAN Task Group 4 [2], con el 
objetivo de investigar en comunicaciones con baja tasa de transmisión y el cual 
publicó en octubre de 2003 las especificaciones para el estándar IEEE 
802.15.4, y seis meses después una agrupación de compañías para el 
desarrollo de aplicaciones sobre este tipo de redes, llamada Zigbee Alliance [3] 
publicó la especificación Zigbee v1.0 indicando recomendaciones para la 
creación de aplicaciones funcionando sobre dicho estándar.  
 
De esta manera, el estándar 802.15.4 define la capa física y la subcapa MAC 
para las redes LR-WPAN, mientras que Zigbee alliance, aprovechando y 
basándose en las capas inferiores definidas en el estándar 802.15.4, trabaja en 
las capas superiores y define la capa e aplicación, la capa de red y los servicios 
de seguridad. 
 
ZigBee es una tecnología inalámbrica que nos permite comunicaciones de  
corto alcance, distancias comprendidas entre 10 m y 75 m, y bajo consumo. 
Puede funcionar en la banda de 2,4 GHz a una tasa de 250 KB/s, en la de 868 
MHz a 40 KB/s y en la de 915 MHz a 20 KB/s, aunque la mayoría de 
fabricantes optarán por la elección de la primera ya que puede ser usada en 
todo el mundo, mientras que las dos últimas sólo se pueden usar en Europa y 
EEUU, respectivamente.  
 
El objetivo es que un sensor equipado con esta tecnología pueda ser 
alimentado con dos pilas AA un periodo de entre seis meses y dos años, 
aunque en la práctica se ha verificado que se podrán conseguir casi cinco años 
de duración en las aplicaciones de domótica y seguridad. 
 
En conclusión, ZigBee resulta ideal para redes estáticas, escalables, con 
muchos dispositivos, pocos requisitos de ancho de banda y dónde se requiera 
una duración muy prolongada de la batería, por lo tanto podemos afirmar que 
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en ciertas condiciones y para determinadas aplicaciones puede ser una buena 
alternativa a otras tecnologías inalámbricas ya consolidadas en el mercado. 
 
En este capítulo se explicaran aquellos aspectos del estándar 802.15.4 que se 
van a utilizar en este proyecto y en las particularidades de su implementación, 
la plataforma MICAz que es la que utilizaremos, la cual usa el sistema 
operativo TinyOS y por la parte hardware usaremos una placa MIB510 y los 




En el estándar IEEE 802.15.4 se indican dos modos de funcionamiento, el 
modo beaconless y el modo beacon. A continuación describiremos de forma 
breve las dos formas existentes: 
 
La transmisión en modo beacon está orientada a redes donde existe el papel 
del coordinador (por ejemplo cuando estamos delante de una topología en 
estrella), el Personal Area Network coordinator se encarga de transmitir 
beacons cada cierto tiempo para que los dispositivos dentro de su red se 
puedan sincronizar, permitiendo en caso de necesidad una latencia mínima 
para aquellos dispositivos que necesiten tener este parámetro garantizado 
(transmisión con beacons y un tiempo de acceso garantizado). Como 
mecanismo de acceso al medio utilizamos CSMA-CA ranurado. 
 
La transmisión en modo beaconless está orientada a redes peer to peer donde 
existe comunicación entre todos sin la intervención de un coordinador que los 
sincronice. El mecanismo de acceso al medio es el CSMA-CA no ranurado en 
lo que cada dispositivo transmite en el momento que es necesario sin esperar 
ningún beacon de un PAN coordinator. A continuación vamos a profundizar un 
poco más en este tipo de funcionamiento ya que es el que implementan 
CC2420 y TinyOs  
 
1.3. Funcionamiento modo beaconless 
 
Este modo presenta una configuración más simple y no requiere de 
temporizadores para la sincronización de los diferentes nodos. El estándar no 
hace ninguna referencia al consumo de batería en este modo y además al 
haber un menor control en el acceso al medio pueden producirse colisiones de 
paquetes en situaciones que haya terminales ocultos. También decir que de los 
dos tipos de dispositivos que son definidos en el IEEE 802.15.4, Full Function 
Device (FFD) y Reduced Funcition Device (RFD), en este modo todos los 
nodos funcionan como FFD, es decir, soportando todas las primitivas 
declaradas en el estándar.  
 
El envío de mensajes se realiza mediante tramas asíncronas y mediante el 
mecanismo de acceso al medio CSMA-CA no ranurado, el funcionamiento del 
cual es el siguiente: cada vez que un dispositivo desea transmitir datos tiene 
que esperarse un tiempo aleatorio, si encuentra el canal libre espera un tiempo 
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de backoff, definido en el segundo apartado del anexo C. Pasado este tiempo 
intenta transmitir. Si el canal se encuentra libre en ese momento se transmite, 
si por el contrario el canal estuviera ocupado después del periodo de backoff 
volvería a esperar otro tiempo aleatorio y así sucesivamente hasta llegar a un 
tope de intentos definidos con la variable BE dentro del algoritmo CSMA-CA. 
 
Una característica del CC2420 es la implementación de reconocimientos 
mediante el uso de tramas específicas lo que nos ofrece una mayor fiabilidad 
de los mismos. En las siguientes figuras podemos ver el formato de los 
mensajes de datos y reconocimiento y la explicación de sus campos más 
importantes. 
 














Fig. 1.1 Formato de la trama de datos 
 
 
Los campos de la subcapa MAC son los siguientes: 
 
Control de trama: Nos permite escoger entre las 4 clases de tramas descritas 
en el estándar 802.15.4 (trama de datos, trama de reconocimiento, trama 
beacon y trama de comandos MAC). A continuación vamos a detallar los bits 
más importantes:  
 
bit 0-2 tipo de trama  
bit 4 trama pendiente 
bit 5 ACK  
bit 10-11 modo dirección destino  
bit 14-15 modo dirección origen 
 
Los tres primeros bits como se muestra controlan el tipo de trama que se envía 





011 MAC command 
100-111 Reservado 
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El bit 4 de este campo nos permitirá saber si hay una trama pendiente (bit = ‘1’) 
o no (bit =  ‘2’). 
 
El bit 5 es el que nos permitirá escoger si queremos respuesta de ack o no. 
 
Para los modos de direccionamiento, destacar solo lo siguiente: 
 
10 16-bit short address 
11 64-bit extended address  
 
Como se puede observar dependiendo del valor que tomen los bits de 
direccionamiento anteriormente vistos, se utilizarán direcciones largas o 
direcciones cortas. 
 
Añadir que los bits no comentados son bits reservados y no utilizados en 
ningún momento por nosotros. 
 
Número de secuencia: Este campo se incrementa en 1 por cada paquete nuevo 
que es enviado. 
 
Campos de direccionamiento: En función de si usamos direcciones cortas (16 
bits) o largas (64 bits) de origen y de destino, en las direcciones largas los 20 
primeros bits identifican el fabricante del dispositivo y los 28 restantes 
identifican el dispositivo. Cabe decir que las direcciones cortas las asigna el 
PAN coordinator cuando determinado dispositivo ha ingresado en su red 
haciendo una petición con la dirección larga. Este cambio se realiza para tener 
más espacio en la trama para transmitir datos útiles. En caso de la no 
existencia de un PAN coordinator, los sensores tendrán que autoconfigurarse 
las direcciones ellos mismos mediante el uso de un protocolo de 
autoconfiguración, tema tratado en el siguiente capítulo. 
 
Data payload: Este campo contendrá la carga de datos útiles. 
 
FCS (Frame Control Sequence): Este campo nos permite control de errores 
mediante una secuencia de verificación de tramas. 
 
 
Los campos de la capa física son: 
 
Secuencia de preámbulo (Preamble Sequence): secuencia de cuatro octetos 
que contiene una serie de unos y ceros que sirven para sincronizar la 
transmisión.  
 
Delimitador de trama (Start of Frame Delimiter): secuencia de unos y ceros que 
permiten determinar el inicio de la trama.  
 
Tamaño de la trama (Frame Length): campo de la trama que contiene la 
extensión del campo MPDU.  
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Fig. 1.2 Formato de la trama de ack 
 
 
Como se puede observar en la figura anterior los campos tanto de la subcapa 
MAC como los de la capa física son comunes a los de la trama de datos 
exceptuando los campos de direccionamientos y el de data payload ya que en 
este tipo de trama no son necesarios para nada. 
 
La trama ACK no necesita ningún tipo de campos de direccionamiento. Esto es 
debido a que el estándar define el envío del ack como un evento síncrono, de 
manera que  un emisor envía una trama de datos a un destino determinado y 
automáticamente se queda escuchando para la recepción de un ack con el 
número de secuencia de esa trama determinada. Con esto nos encontramos 
que el ack se envía de forma broadcast pero solo lo procesará el remitente de 
la trama de datos.  
 
Volviendo al campo de direcciones de la trama de datos comentar que por 
defecto los sensores MICAz utilizados contendrán la dirección corta de 16 bits. 
 
El formato de las direcciones que define el estándar son: 
 
Direcciones de 64 bits  
 
El IEEE definió la dirección extendida de 64 bits con el identificador (EUI-64), 
en las cuales los primeros 24 bits corresponden al company_id asignado por el 
IEEE Registration Authority y los 40 bits restantes hacen referencia a un 
identificador, asignados por la compañía. 
 
El IEEE es el encargado de administrar la asignación de los 24 bits 
correspondientes al identificador de compañía, y dichos valores son públicos 
para que cualquiera pueda identificar al fabricante. Por otro lado, el IEEE no 
tiene ningún control sobre los siguientes 40 bits, al no tener ningún control 
tampoco asume ninguna responsabilidad en el caso que los fabricantes 
dupliquen sus identificadores.  
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Hay que decir que las direcciones MAC de 48 bits son compatibles con las de 
64 bits, el cambio que hay que realizar es el de añadir 16 bits (todos con valor 
1) entre el identificador de compañía y el identificador que asigna cada 
fabricante a sus productos, ya que el número de bits asignados a cada 
identificador de compañía es el mismo en ambas direcciones. 
 
Ejemplo: paso de 48 a 64 bits 
 
Company_id es AC-DE-48 (hexadecimal)   








Direcciones de 16 bits 
 
Al utilizar la plataforma MICAz, sólo acepta las direcciones de 16 bits, la cual 
cosa descarta la utilización de las direcciones largas de 64 bits. Hay que 
configurarlas manualmente sin ningún control por parte de ninguna 
organización.  
 
1.4. Formato del mensaje AM para la MAC del chip CC2420 
 
El formato del mensaje radio que observamos al recuperar cualquier paquete 
se compone de dos campos. Un primer campo, el campo direccionamiento, 
dentro del cual cada mote coloca su trama definida en el archivo de 
configuración AM.h (véase anexo C), y un segundo campo, el campo de datos, 
con un tamaño máximo de 102 bytes. 
 







Fig. 1.3 Formato de la trama del paquete radio de los motes MICAz 
 
 
A continuación detallaremos las funciones de cada campo: 
 
- El campo addr nos indica la dirección del mote al que va enviado el 
paquete. 
- El campo tipo indica el tipo de paquete que enviamos, (datos=1, ack=2). 
- El campo grupo TOS indica, a que grupo pertenece el mote receptor, es 
decir, cuando el controlador realiza una petición a su grupo, sólo le 
          Company_id       |        identificador 
 
 C     A  |  E   D  |  8   4  |  3   2  |  5   4  |  7   6  
lsb  msb 
    Company_id       |etiqueta MAC|      identificador 
 
CA   |   ED   |   84   |   FF   |   FF   |   32   |   54   |   76   
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contestan los receptores que estén asignados a éste grupo y los demás 
receptores que también hayan recibido dicha petición porque se 
encuentren dentro del área de cobertura del mote controlador 
desecharán este paquete.  
- En el campo datos va la información útil que queremos transmitir.  
 
Cabe comentar que éste no es realmente el formato que nosotros observamos 
cuando recuperamos un paquete enviado medio radio sino que nosotros 









Fig. 1.4 Formato de la trama del paquete radio de los motes MICA2 
 
 
Esto es debido a que la última implementación utilizada de la aplicación cygwin, 
está modificada para mostrar los campos de mica2, un hardware parecido 
aunque diferente a MICAz que es el utilizado en este proyecto. 
 
Como se puede observar en la figura anterior el formato que vemos con cygwin 
incorpora un nuevo campo en el paquete que no es propio de los motes MICAz, 
dicho campo es el campo length que indica el número de bytes que enviamos 
en el campo de datos. 
 
Hay que añadir que los campos previamente vistos en las dos figuras 
anteriores son los que se transmiten por medio radio, pero el archivo de 
configuración AM.h (véase anexo C) también define los siguientes campos: 
strength (potencia de recepción), LQI (parámetro de calidad del enlace), CRC 
(un booleano indicando si el campo CRC es correcto), ACK (indicando la 
recepción de una trama de reconocimiento) y TIME (indicando una referencia 
de tiempo interna del procesador). 
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CAPÍTULO 2. AUTOCONFIGURACIÓN DE NODOS EN 
REDES DE SENSORES AD-HOC 
 
 
La autoconfiguración de los nodos es uno de los problemas más importantes 
dentro de la redes ad-hoc, y más concretamente la asignación de direcciones 
únicas, asunto básico pero a la vez crítico para la principal finalidad de las 
redes de transmisión de datos: la entrega de paquetes al destino deseado.  
 
Por esta razón, para asegurarse de que las direcciones asignadas, tanto por 
procesos de autoconfiguración como por mecanismos manuales, son únicas, 
necesitaremos un protocolo de autoconfiguración que nos permita la 
interacción entre nodos con el fin de configurarse sin necesidad de elementos 
adicionales en la red.  
 
En este capítulo explicaremos como se autoconfiguran los host en IPv6, la 
problemática que presenta la aplicación de estos mecanismos en redes ad-hoc 
y las posibles soluciones propuestas hasta el momento. 
 
2.1. Autoconfiguración en IPv6 
 
IPv6 define mecanismos de autoconfiguración de dirección tanto con estado  
(stateful) como sin estado (stateless), estos últimos definidos en el RFC 2462 
[4]. En el modelo de configuración con estado, las máquinas obtienen 
direcciones de interfaz y/o información de configuración y parámetros de un 
servidor. Los servidores mantienen una base de datos que lleva un registro de 
qué direcciones han sido asignadas y a qué máquina, es lo que conocemos 
como Dynamic Host Configuration Protocol (DHCP) definido en el RFC 3315 
[5]. Por el contrario, la autoconfiguración sin estado no requiere configuración 
manual de servidores, ni de su existencia, y como mucho necesita de una 
configuración mínima de los routers. Este mecanismo permite que una máquina 
genere su propia dirección mediante una combinación de información 
disponible localmente y anunciada por los routers. A continuación nos 
centraremos en este último mecanismo de autoconfiguración, el mecanismo 
stateless, ya que como se argumentará más adelante es el más adecuado para 
las necesidades de una red de sensores. 
 
2.1.1. Autoconfiguración stateless 
 
Hay dos protocolos básicos para que la configuración stateless llegue a buen 
puerto, éstos son el protocolo Neighbour Discovery (ND), definido en el RFC 
2461 [6] y el Duplicate Address Detection protocol (DAD) definido en el RFC 
2462. 
 
A continuación se explicarán estos dos protocolos con el fin de poder entender 
como se efectúa una autoconfiguración stateless. 
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2.1.1.1. Neighbour Discovery 
 
El ND es un mecanismo a través del cual cuando un nodo se incorpora a la red 
conozca una serie de parámetros indispensables antes de que pueda 
comenzar a comunicarse, como son, su propia dirección, su prefijo y longitud, 
la existencia de otros routers del enlace, determinar el siguiente salto en una 
ruta o la MTU del enlace. Además mantiene información de conectividad en 
relación a los vecinos activos. 
 
Con esta finalidad, el protocolo ND define cinco tipos de paquetes Internet 
Protocol Message Protocol (ICMPv6): 
 
• Router Solicitation (RS): generado por un host cuando se activa una 
interfaz para pedir a los routers que se anuncien inmediatamente, se 
envían a través de multicast a la dirección ff02::2, que es una dirección 
de tipo link que engloba todos los routers del mismo enlace. 
 
• Router Advertisement (RA): generado por los routers de manera 
periódica (entre 4 i 1800 segundos) o como respuesta a un RS. En el 
primero de los casos los paquetes se envían a través de multicast a la 
dirección ff02::1 que es una dirección de tipo link que engloba todos los 
nodos del mismo enlace. En el segundo de los casos los paquetes van 
destinados a la IP que ha enviado el RS. Estos mensajes son utilizados 
con el propósito de informar de su presencia y de otros parámetros del 
enlace, como prefijos, tiempo de vida, configuraciones de direcciones, 
límite de saltos… 
 
• Neighbour Solicitation (NS): generado por los nodos para determinar 
la dirección de sus vecinos, y así verificar que los nodos vecinos están 
activos (son alcanzables) así como para detectar direcciones 
duplicadas. Estos mensajes son enviados en multicast a la dirección 
ff02::1. 
 
• Neighbour Advertisement (NA): generado por los nodos como 
respuesta a un NS, o bien para indicar cambios de direcciones, se envía 
hacía la dirección que ha enviado el NS si se ha especificado su 
dirección, sino se envía en multicast a la dirección ff02::1. 
 
• Redirect: generado por los routers para informar a un host de un next 
hop mejor para llegar a un determinado destino, este mensaje se envía 
hacía la dirección origen que ha provocado el redirect. 
 
2.1.1.2. Duplicate Address Detection 
 
El DAD se efectúa antes de asignar las direcciones unicast a una interfaz. Este 
mecanismo debe tener en cuenta todas las direcciones unicast, 
independientemente de si se obtienen manualmente, stateful o stateless. El 
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objetivo del DAD es garantizar que la dirección tentativa1 que se va asignar es 
única dentro de su ámbito (de enlace, local o global) 
 
El proceso de detección de direcciones duplicadas usa los mensajes 
anteriormente descritos de NS y NA. Si se descubre una dirección duplicada 
durante el procedimiento, la  dirección no puede ser asignada a la interfaz. Si la 
dirección se deriva de un identificador de interfaz, se necesita asignar un nuevo 
identificador a la interfaz, o todas las direcciones IP de la interfaz tendrán que 
ser configuradas manualmente. 
 
Una dirección tentativa no se considera "asignada a una interfaz" en el sentido 
tradicional. Es decir, la interfaz debe aceptar mensajes NS y NA que contengan 
la dirección tentativa como dirección destino, pero procesará estos paquetes de 
manera diferente a aquellos cuya dirección destino concuerde con las 
direcciones asignadas a la interfaz. 
 
Debe notarse también que el DAD debe ser ejecutado antes de asignar una 
dirección a una interfaz para prevenir que múltiples nodos usen la misma 
dirección simultáneamente. Si un nodo comienza a usar una dirección en 
paralelo con el DAD, y otro nodo ya está usando la dirección, el nodo 
ejecutando el DAD procesará erróneamente tráfico destinado al otro nodo, cosa 
del todo incorrecta. 
 
2.1.1.3. Ejemplo de autoconfiguración stateless 
 
Una vez vistos los dos protocolos que utiliza la autoconfiguración stateless ya 
se puede explicar como se realiza esta autoconfiguración en sí misma. Para 
ello haremos uso de un ejemplo. 
 
En un enlace tenemos un router (R) y dos hosts (H1 y H2). H1 ya tiene 
configurada su dirección IP. Entonces se enciende H2 y envía un mensaje RS 
con la dirección destino multicast ff02::2, el cual lo recibe el R y le contesta 
mediante un mensaje RA sólo al nodo que ha enviado el RS, es decir, en este 
caso al H2. Una vez el H2 ha recibido el RS, se autoasigna una dirección a su 
interfaz y envía un NS a la dirección multicast ff02::1, los nodos que han 
recibido este mensaje envían un NA hacía la dirección del H2, de esta manera 
el H2 sabe la dirección de sus vecinos y si la dirección que él se ha 
autoasignado es única o no. Aunque no se diga en el ejemplo, ni salga en el 








                                            
1 Dirección tentativa: dirección que se asigna a una interfaz mientras el proceso DAD, cuando 
se finaliza este proceso, se ha verificado que esa dirección es única en la red y pasa a ser 
llamada dirección única. 













Fig. 2.1 Ejemplo de funcionamiento del ND 
 
 
Como se ha comentado con anterioridad, la autoconfiguración stateless nos 
permite generar una dirección para un host mediante una combinación de 
información disponible localmente y anunciada por los routers.  
 
Los routers anuncian los prefijos que identifican la subred asociada al enlace a 
través de los mensajes RA mientras que el host genera un identificador de 
interfaz, que identifica de forma única la interfaz de la subred. La dirección es 
una combinación de ambos campos.  
 
Antes de que puedan asignarse direcciones de enlace local a una interfaz y 
sean usadas, un nodo debe intentar verificar que esta dirección tentativa no 
está en uso ya por otro nodo del enlace. Específicamente, envía un mensaje de 
NS conteniendo la dirección tentativa como el destino. Si otro nodo ya está 
usando esa dirección, devolverá un NA diciéndolo. Si otro nodo está intentando 
usar esa dirección, enviara un NS para el destino también. 
 
En IPv6, si un nodo determina que su dirección de enlace local tentativa no es 
única, se detiene la autoconfiguración y se requiere la configuración manual del 
enlace2. 
 
Una vez que un nodo asegura que su dirección de enlace local tentativa es 
única, la asigna a la interfaz. En este momento, el nodo tiene conectividad a 
nivel IP con los nodos vecinos.  Pero mediante esta dirección de enlace local 
no puede salir del nodo ningún paquete que no tenga como dirección destino 
alguna de los nodos vecinos, para poder salir hacía el exterior necesitaremos 
una dirección global. 
 
La siguiente fase de la autoconfiguración implica obtener un RA o concluir que 
no hay routers alrededor. Si hay routers, enviarán un RA que especifica qué 
tipo de autoconfiguración debería hacer una máquina. Si no hay routers, debe 
invocarse la autoconfiguración stateful. 
 
                                            
2 Esto no sucederá en el caso de los sensores ya que hasta que la dirección 





R H2 H1 
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Por seguridad, estas direcciones también deberán ser comprobadas que son 
únicas antes de su asignación a una interfaz.  
 
Para resumir lo anteriormente explicado, los pasos básicos para la 
autoconfiguración, una vez la interfaz ha sido activada son: 
 
• Se genera la dirección “tentativa” de enlace local. 
• Verificar que dicha dirección “tentativa” puede ser asignada (no está 
duplicada en el mismo enlace). 
• Si está duplicada, la autoconfiguración se detiene y se requiere un 
procedimiento manual. 
• Si no está duplicada, la conectividad a nivel IP se ha logrado, se asigna 
definitivamente dicha dirección “tentativa” a la interfaz en cuestión. 
• Si se trata de un host, se interroga a los posibles routers para indicar al 
host lo que debe hacer a continuación. 
• Si no hay routers, se invoca el procedimiento de autoconfiguración 
“stateful”. 
• Si hay routers, estos contestarán indicando fundamentalmente, como 
obtener las direcciones si se ha de utilizar el mecanismo “stateful”, u otra 
información, como tiempos de vida, etc. 
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2.2. Problemática para el caso de redes ad-hoc 
 
Como se ha comentado en el apartado anterior hay dos tipos de 
autoconfiguración: stateless y stateful. Esta última aproximación asume la 
existencia de una entidad central que se encarga de asignar direcciones únicas 
a los nodos no configurados y de almacenar información sobre las direcciones 
asignadas en una tabla de direcciones. Una razón por la que este protocolo no 
es aplicable a redes ad-hoc es que el nodo que haga la función de servidor 
DHCP puede no ser permanentemente accesible por todos los nodos y por lo 
tanto no se podría llevar a cabo el cometido de este protocolo correctamente, 
ya que existen redes ad-hoc aisladas. 
 
Por el contrario, los protocolos basados en la aproximación stateless permite 
elegir a los nodos una dirección por ellos mismos y verificar su unicidad de 
forma distribuida mediante el protocolo DAD, utilizado también, como hemos 
visto anteriormente, en IPv6. Sin embargo la topología multisalto de las redes 
ad-hoc previene a estos protocolos de ser aplicables en este tipo de redes, ya 
que el concepto de multicast link-local no es aplicable.  
 
Otro problema, independiente del protocolo de autoconfiguración a utilizar, es 
la partición, o por el contrario, la fusión de redes. Estos dos hechos son 
posibles en redes ad-hoc y pueden ocasionar un conflicto de direcciones, 
conflicto que deberá solucionar el protocolo de autoconfiguración que 
tengamos. A continuación vamos a ver este problema con un ejemplo con el fin 
que se entienda mejor: 
 
En este ejemplo nos encontramos con una primera red, llamada Red A 
constituida por tres nodos y la ruta activa de los cuales es la seguida por la 
flecha, es decir, los paquetes van del nodo C con dirección o identificador 3 al 
nodo A con dirección 1 pasando por el nodo intermedio B con dirección 2. A 
esta primera red se le va a unir una segunda red, llamada Red B con dos 
nodos, el D y el E con direcciones 4 y 1 respectivamente, por lo que 
observamos que una de las direcciones estará repetida en el momento de la 




















 Ruta que siguen los paquetes 
Nodos
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En el momento de la fusión, el nodo A con dirección 1, dirección hasta el 
momento única, verá que los paquetes que van destinados hacia él son mal 
enrutados hacia el nodo E ya que éste comparte dirección con dicho nodo. Este 
problema deberá ser solucionado por el protocolo de autoconfiguración del que 
dispongamos cambiando la dirección de uno de los dos nodos de la manera 
más eficiente posible. 
Fig. 2.4 Ejemplo de fusión de dos redes aisladas 
 
 
Los esquemas de configuración estática, dinámica y automática, empleados en 
las redes tradicionales, han demostrado ser poco adecuados para redes ad-hoc 
móviles. De ahí la necesidad de desarrollar nuevos protocolos de 
autoconfiguración diseñados específicamente para éste tipo de redes. 
 
Para solucionar estos problemas expuestos en este apartado de la forma más 
eficiente, los grupos de trabajo de la IETF han propuesto una serie de posibles 
soluciones implementables en redes ad-hoc, las cuales comentaremos en el 
siguiente apartado. 
 
2.3. Soluciones propuestas para redes ad-hoc 
 
Los protocolos de autoconfiguración pensados para solucionar los problemas 
intrínsecos de las redes ad-hoc se clasifican según si son protocolos que 
siguen la aproximación stateful o por el contrario siguen la aproximación 
stateless. 
 
Los protocolos de autoconfiguración stateful pueden ser clasificados 
dependiendo la manera como mantengan la tabla de asignación de 
direcciones. Por lo tanto, se pueden distinguir tres grandes aproximaciones: 
 
• Mantenimiento centralizado de la tabla de direcciones asignadas. 
• Mantenimiento distribuido de una tabla común de direcciones asignadas. 





Nueva e incorrecta ruta de los paquetes 
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La principal diferencia entre un mantenimiento centralizado y uno distribuido es 
que en el primero es un sólo nodo el que controla la tabla y por tanto es un 
nodo el que asigna las direcciones únicas a los nodos no configurados, el único 
requisito es que este nodo “controlador” debe ser accesible por los demás 
nodos permanentemente. Este nodo se elige de forma dinámica y puede 
cambiar, cosa que lo hace más flexible que DHCP donde el servidor solo puede 
ser uno y no puede cambiar. 
 
Por el contrario, en la distribuida, todos los nodos pueden asignar direcciones, 
y para que funcione correctamente, éstos necesitan una cierta sincronización 
para que no haya direcciones duplicadas. 
 
 




VENTAJAS INCONVENIENTES VENTAJAS INCONVENIENTES
Sólo un nodo 
asigna las 
direcciones 
Si cae ese nodo se 
pierde la tabla 
Todos los nodos 
pueden asignar 
direcciones 







Sólo un nodo tiene 
la tabla, los demás 
nodos no necesitan 
tanta memoria 
Ese nodo tiene que 
ser accesible por 
todos los demás 
Da igual que un 
nodo caiga porque 
no hay uno que sea 
más importante que 
el otro 









Los protocolos de autoconfiguración stateless, al contrario que los anteriores, 
no mantienen ninguna tabla de direcciones asignadas, sino que mediante el 
protocolo DAD comprueban la unicidad de la dirección que todo nodo no 
configurado se auto-asigna al encenderse en una red. Por lo tanto, dicho 
protocolo es la parte más importante en este tipo de aproximación, por lo que 
los protocolos de autoconfiguración stateless se clasifican según: 
 
• DAD independiente del protocolo de enrutamiento. 
• DAD integrado en el protocolo de enrutamiento. 
 
También se ha pensado en soluciones híbridas, es decir, protocolos que 
combinan elementos de ambas aproximaciones, la stateless y la stateful. Este 
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2.3.1. Protocolos de autoconfiguración stateful  
 
2.3.1.1. Mantenimiento centralizado de la tabla de direcciones asignadas 
 
Dentro de este tipo de protocolos de autoconfiguración encontramos el 
protocolo llamado Centralized Autoconfiguration (CAC), un protocolo diseñado 
específicamente para redes ad-hoc y basado en IPv6. En este protocolo un 
nodo elegido dinámicamente authority address (AA) mantiene la tabla de 
direcciones asignadas conteniendo información como la dirección asignada, su 
correspondiente dirección MAC y los tiempos de vida.  El nodo AA propaga su 
tabla por la red dentro de mensajes verify y es contestado por todos los nodos 
configurados que lo reciban mediante mensajes address_confirm con el fin de 
refrescar el tiempo de vida de sus direcciones. Cuando un nodo nuevo se 
enciende en una red recibe un paquete verify del nodo AA y éste le contesta 
con un address_request diciéndole que quiere una dirección. Ésta es formada 
por el nodo controlador a partir de su MAC y de la MAC del nodo que reclama 
una dirección.  
 
En el momento que un nodo no recibe paquetes verify durante un tiempo, éste 
asume que la red se ha partido y se elige él mismo como nuevo nodo AA. Si 
más de un nodo cambia al estado AA, éstos recibirán paquetes verifys de otros 
nodos AA. Cuando esto ocurre el nodo AA con menos entradas en su tabla se 
resignará de ser nodo controlador y todos los nodos que tenían direcciones 
asignadas por este nodo controlador tendrán que obtener una nueva del que se 
ha quedado como nodo AA de la red. 
 
2.3.1.2. Mantenimiento distribuido de una tabla común de direcciones 
asignadas 
 
En este subapartado se presentan tres protocolos que usan una tabla de 
direcciones asignadas distribuida. Estos protocolos son: MANETconf, el 





MANETconf previene la asignación de direcciones iguales manteniendo una 
tabla adicional de asignaciones pendientes. La sincronización se realiza 
mediante el intercambio de mensajes. Un nodo nuevo, lo primero que hace es 
ver si tiene vecinos configurados mediante un mensaje neigh_query y si no 
recibe un reply contestando dicho mensaje, asume que es el primero y se 
autoasigna una dirección. Si hay vecinos, el nuevo nodo elige a uno de ellos 
como initiator y éste último le asigna una dirección según su tabla y a la vez 
envía un mensaje initiator_request con la dirección que le ha asignado al nodo 
para avisar que está siendo utilizada. 
 
Un nodo que reciba este mensaje mira su tabla de direcciones asignadas y la 
de asignaciones pendientes y sino contiene la dirección en ninguna de sus dos 
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tablas envía un mensaje initiator_response aceptándola como válida y 
actualizando su tabla. Si por el contrario la dirección está repetida envía un 
reply negativo. Si esto sucede, al recibir este mensaje se repite el mismo 
proceso con una nueva dirección.  
 
Si todos los nodos aceptan la dirección, el nodo initiator envía un 
requester_reply hacía el nodo nuevo con su dirección única. El initiator también 
informa a la red de esta nueva asignación con un mensaje address_announce. 
Todos los nodos que reciban este mensaje ponen la dirección en la tabla de 
direcciones asignadas y la quitan de la de asignaciones pendientes.  
 
Si un nodo se desconecta de la red, su initiator envía un address_cleanup a 
todos los nodos para borrar la dirección respectiva de las tablas de direcciones 
asignadas y por tanto pueda ser asignada a un nuevo nodo. 
 
Este protocolo también incluye la resolución de problemas de agregación o 
partición de redes, y lo hace mediante un ID de red que lo asigna el nodo con la 
dirección más baja.  
 
Dicho ID es propagado periódicamente por la red. Si un nodo no lo recibe, éste 
asume que la red se ha partido y por lo tanto hay que actualizar las tablas 
borrando los nodos que hayan abandonado la partición. Si por el contrario a un 
nodo le llega otro ID asume que hay una fusión de redes. Se intercambian sus 
tablas y las expanden dentro de su partición. Si se encuentra alguna dirección 
repetida, alguno de los dos debe soltar dicha dirección y obtener una nueva. 
Finalmente un nuevo ID de red es asignado a la nueva red compuesta por las 
dos particiones. 
 
2.3.1.2.2. Boleng’s protocol 
 
Este protocolo no mantiene una tabla de direcciones asignadas completa. En 
cambio, sólo la mayor dirección asignada en la red es conocida por cada uno 
de los nodos. De esta forma el initiator no puede saber si todos los nodos han 
contestado a sus requests y las asignaciones sólo son canceladas si se recibe 
un reply negativo. Por esta razón y por el hecho que no se mantiene una tabla 
adicional de asignaciones pendientes es muy probable que delante de pérdida 
de paquetes haya una asignación simultánea de direcciones duplicadas.  
 
De todas maneras un rasgo interesante de este protocolo es que la longitud de 
las direcciones es variable y se adapta al tamaño de la red. Por lo tanto se 
asignan direcciones no compatibles con IP puesto que éstas son de longitud 
fija. La gran ventaja de jugar con el tamaño de las direcciones es que el 
overhead del protocolo de enrutamiento se ve reducido considerablemente. Si 
un nuevo nodo se agrega a la red y la dirección seleccionada supera a la hasta 
ahora más alta, la longitud de las direcciones se incrementa. La longitud actual 
en uso es sincronizada entre todos los nodos junto con la dirección más alta 
asignada, añadiendo los dos parámetros en la cabecera (capa red) de todos los 
paquetes transmitidos. 
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Para detectar la unión de redes, dos nodos comparan los parámetros de los 
paquetes recibidos. Parámetros considerablemente diferentes son indicadores 
de que el otro nodo es parte de otra partición diferente. Cuando esto ocurre, 
ambas particiones incrementan la longitud de sus direcciones en un bit para 
distinguir entre direcciones de las dos particiones y de esta manera cambiar 
sus direcciones. 
 
2.3.1.2.3. Prophet allocation protocol 
 
Este protocolo sigue una aproximación completamente diferente. La idea es 
predecir la tabla de direcciones asignadas. Cada nodo mantiene una función 
f(n) y un valor de estado para generar una secuencia de números. Esta función 
asume que debe tener las siguientes propiedades: 
 
• f(n) genera la misma secuencia de números de forma muy distante en la 
línea del tiempo. 
• La probabilidad que f(n) devuelva el mismo número para dos valores de 
estado diferentes es muy baja. 
 
El initiator usa f(n) para generar una dirección. Conflictos de direcciones son 
predecidos calculando las asignaciones futuras usando f(n). El initiator 
actualiza su valor de estado y asigna la dirección, un valor de estado y una lista 
de posibles conflictos predecidos para un determinado nodo, el cuál podrá 
actuar ahora como initiator de nuevos nodos no configurados. 
 
Las uniones de redes son detectadas básicamente con el mismo mecanismo 
que utiliza MANETconf, pero intercambiando los parámetros f(n) y el valor de 
estado en lugar de las dos tablas de direcciones. Dos alternativas han sido 
propuestas para solucionar la fusión de redes: 
 
Con el primer mecanismo detectan la fusión determinando posibles conflictos 
de direcciones basados en f(n) y en los valores de estado de ambas 
particiones. Los nodos involucrados en dicho conflicto son informados y deben 
cambiar sus direcciones. 
 
La segunda solución requiere que todos los nodos de una partición liberen sus 
direcciones y obtengan direcciones en la otra partición. La gran desventaja de 
este método es el cambio innecesario de un gran número de direcciones. 
 
2.3.1.3. Mantenimiento distribuido de múltiples tablas de direcciones 
asignadas 
 
La idea básica de esta aproximación es dividir la tabla de direcciones 
asignadas entre todos los nodos y utiliza sistemas buddy, es decir, que 
comparten información entre nodos  para conseguir una tabla de unión de 
redes eficiente. A diferencia de MANETconf, el iniciador no necesita pedir a 
otros nodos permiso para que asigne una dirección específica. Desde que es el 
único nodo gestionando, esa parte de la tabla de asignación, puede elegir 
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autónomamente una dirección exclusiva. Además de la dirección, el iniciador 
asigna la mitad de su tabla de direcciones asignadas al nodo que le da una 
dirección única. De esta forma, el nuevo nodo puede asignar autónomamente 
direcciones a nuevos nodos no configurados que quieran añadirse a la red. 
 
Si un nodo deja la red de repente, parte del espacio de direcciones no está 
disponible para asignaciones futuras. Para resolver este problema, un 
procedimiento de sincronización ha sido creado con el propósito de detectar 
estas “fugas” o “escapes” de direcciones. El procedimiento exige que todos los 
nodos inunden la red periódicamente con su tabla de direcciones. A diferencia 
de MANETconf, el protocolo buddy utiliza inundación periódica y fiable de la 
red, con lo que consigue aumentar la robustez con el coste de un mayor 
overhead del protocolo.  
 
2.3.2. Protocolos de autoconfiguración stateless 
 
En este apartado se presentan tres protocolos cuyos nombres son: query-
based DAD (QDAD), weak DAD y passive DAD. Mientras que el primero es 
independiente del protocolo de enrutamiento, los otros dos están integrados en 
el protocolo de enrutamiento. 
 
2.3.2.1. DAD independiente del protocolo de enrutamiento 
 
La idea principal del DAD es preguntar a todos los nodos de forma broadcast si 
poseen la dirección seleccionada por uno mismo. Llamaremos a esta 
aproximación QDAD. 
 
El funcionamiento del protocolo DAD es el siguiente: 
 
Cuando un nodo aparece por primera vez dentro de la red se pone una 
dirección él mismo. Esta dirección no es la dirección final que va a utilizar dicho 
nodo para enviar o recibir paquetes, ya que todavía no se ha asegurado de si la 
dirección tentativa la tiene asignada otro nodo y por lo tanto no es única, o por 
el contrario no la tiene asignada ningún otro nodo y por tanto sería una 
dirección válida. Para esto envía dicha dirección dentro de un paquete 
ADDRESS_REQUEST  (AREQ) en modo broadcast para que llegue a todos 
sus vecinos y éstos a su vez se encarguen de propagarlo por toda la red.  
Si un nodo determinado de la red ve su dirección dentro de este paquete, dicho 
nodo contestará con un paquete ADDRESS_REPLY (AREP) lo que dará a 
entender que esa dirección tentativa propuesta ya está siendo utilizada y por lo 
tanto no se la puede asignar a su interfaz.  
 
Comentar que el AREP seguirá el camino inverso por el que le ha llegado, es 
decir, este paquete se enviará de forma unicast, por lo que será necesario que 
los nodos intermedios guarden la dirección del nodo del cual han recibido el 
AREQ.  
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En caso de que un nodo no tenga la misma dirección que la que viaja dentro 
del paquete AREQ, no contestará a la petición. Si el nodo que ha enviado el 
AREQ no recibe contestación de ningún nodo, después de un cierto tiempo 
llegará el temporizador a cero se reenviará el paquete AREQ un máximo de 
tres veces. Si salta el timeout del tercer AREQ se asignará la dirección hasta el 
momento tentativa como dirección única. 
 
2.3.2.2. DAD integrado en el protocolo de enrutamiento 
 
 
2.3.2.2.1. Weak DAD (WDAD) 
 
Dentro de esta aproximación encontramos un mecanismo propuesto llamado 
WDAD. La motivación de la creación de este protocolo fue que el uso de 
timeouts por, QDAD, mecanismo anteriormente visto, podía conducir a la 
incorrecta realización del protocolo DAD puesto que los retrasos en los 
mensajes en las redes ad-hoc no son controlados. 
 
En este mecanismo cada nodo genera una clave al iniciarse en la red y la 
distribuye por ésta junto con su dirección dentro de cada uno de los mensajes 
del protocolo de encaminamiento. Las claves aprendidas de otros nodos son 
almacenadas en la tabla de encaminamiento de cada nodo y propagadas 
también en los paquetes del protocolo de encaminamiento. Si un nodo recibe 
uno de estos paquetes con una dirección que ya forma parte de su tabla, 
compara su correspondiente clave. Si éstas son diferentes, quiere decir que se 
ha detectado una dirección duplicada y es marcada en la tabla como inválida 
para evitar rutas erróneas en el envío de paquetes. Con esto nos encontramos 
que si un nodo elige la misma dirección y la misma clave, el conflicto no se 
detectaría. La probabilidad de que se dé esta situación, disminuye cuanto más 
grande sea la longitud de la clave, lo que a su vez, significaría el aumento del 
overhead del protocolo de encaminamiento, por esta razón es muy importante 
encontrar un tamaño adecuado.  
 
 
2.3.2.2.2. Passive DAD (PDAD) 
 
Otro mecanismo que encontramos dentro de esta aproximación es el PDAD.  
Con PDAD a diferencia que con WDAD no se añade ninguna información en 
los paquetes del protocolo de encaminamiento, sino que los nodos sólo 
analizan dichos paquetes para intentar detectar indicios sobre conflictos. De 
todas maneras, un conflicto puede ser detectado basándose en eventos del 
protocolo que nunca ocurren con una dirección única, pero que pueden ocurrir 
cuando hay una dirección duplicada en la red. La principal ventaja es que con 
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2.3.2.3. Protocolos de autoconfiguración híbridos 
 
Dos protocolos son presentados es este apartado: el protocolo Hybrid 
Centralized Query-based Autoconfiguration (HCQA) y el protocolo Passive 
Autoconfiguration for Mobile Ad-hoc Networks (PACMAN). 
 
 
2.3.2.3.1. Hybrid Centralized Query-based Autoconfiguration 
 
HCQA utiliza QDAD junto con un mantenimiento centralizado de la tabla de 
direcciones asignadas. Un nodo elige una dirección y comprueba su unicidad 
en la red utilizando el protocolo QDAD. Si efectivamente su dirección es válida, 
se la asigna y la registra en la tabla del nodo AA, elegido dinámicamente, el 
cual inserta esta nueva dirección en su tabla de asignaciones. Este nodo 
también será el encargado de enviar un AREP cuando encuentre  un nodo que 
se quiere configurar con una dirección ya asignada en la red. Cabe comentar 
que se mantiene en la red un segundo AA o AA secundario para prevenir una 
posible caída del nodo AA principal. Pero de aquí surge el problema 
anteriormente comentado del mecanismo de mantenimiento centralizado de la 
tabla de direcciones, que es el efecto que causa la caída de ambos nodos AA, 
el principal y el secundario, en la red. Si esto sucede, un nuevo nodo AA debe 
ser elegido. En ese momento, dicho nodo empieza con una tabla 
completamente en blanco por lo que todos los nodos tendrán que volverse a 
registrar. Con el fin de poder detectar posibles fusiones o uniones de redes, 
este protocolo también mantiene y propaga un identificador de red. Si una 
unión es detectada, los nodos AA de ambas particiones intercambian sus 
tablas, y si se detecta algún conflicto se envía el mensaje especial por la red 
con la dirección en cuestión. De todas maneras, una importante incógnita 
queda abierta en este mecanismo de autoconfiguración. ¿Cómo intercambian 
sus tablas los nodos AA después de una unión si son ellos los que están 
involucrados en un conflicto de duplicación de direcciones? 
 
 
2.3.2.3.2. Passive Autoconfiguration for Mobile Ad-hoc Networks 
 
Otro protocolo híbrido que encontramos es el que se conoce como PACMAN, 
que combina PDAD con un mantenimiento distribuido de una tabla común. En 
esta solución, a diferencia de otros protocolos, las tablas de direcciones 
asignadas no se sincronizan activamente. En cambio, los nodos, de forma 
pasiva van recogiendo información de las direcciones que van siendo 
asignadas en la red a través del tráfico del protocolo de encaminamiento. De 
esta forma, no se consume ningún ancho de banda adicional. Por lo tanto, con 
esta aproximación se puede afirmar que a la hora de diseñarla se pensó más 
en el ahorro de energía y ancho de banda que no en el hecho de la posibilidad 
de asignar direcciones duplicadas con una probabilidad considerablemente 
alta.  
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Como se ha visto en el capítulo anterior, existen una serie de propuestas con el 
objetivo de alcanzar con éxito la autoconfiguración de nodos en redes ad-hoc y 
en particular las de sensores. Este capítulo se centrará en una de ellas, el 
protocolo de autoconfiguración Query-DAD y en su implementación tanto en el 
entorno de desarrollo de MICAz, con el fin de comprobar el comportamiento de 
dicho protocolo con las limitaciones que presentan estos motes, como en el 
simulador programado en lenguaje C#, que tiene como objetivo evaluar el 
protocolo QDAD de forma teórica, sin limitaciones y con toda la flexibilidad que 
permite un simulador.  
 
3.1. Protocolo Query-based DAD (QDAD) 
 
Como se ha visto en el capítulo anterior, el protocolo QDAD basa su 
funcionamiento en el principio de preguntar a todos los nodos de la red si 
tienen su dirección y esperar su respuesta en caso de que así sea, en caso 
contrario el nodo espera un tiempo y se asigna esa dirección tentativa como 
única. Ese tiempo que espera el nodo, se llamará tconfigure, y su valor tiene que 
ser suficientemente grande para que el mensaje AREQ haya inundado toda la 
red y si algún nodo ha enviado un AREP haya podido llegar al nodo origen del 
AREQ. 
 
A continuación se muestra un diagrama de flujo, para recordar el 
funcionamiento del QDAD de forma muy simple y sin necesidad de repetir la 



















Fig. 3.1 Diagrama de flujo del protocolo QDAD 
Generación de una dirección tentativa 
 
Se recibe AREP     
de algún nodo? 
SI 
NO 
Dirección tentativa pasa a ser 
la dirección única del nodo 
Transmisión modo broadcast del AREQ 
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En el siguiente apartado se definirán los diferentes estados en los que se 
pueden encontrar los nodos, los dos tipos de mensajes necesarios para el 
funcionamiento del protocolo, junto con las diferentes funciones adicionales que 
se han implementado, como son el proxy y la caché, para mejorar su 
rendimiento. 
 
3.1.1. Estados de un nodo   
 
Dependiendo de la situación en que se encuentre un nodo, éste se puede 
encontrar en alguno de los siguientes tres estados: 
 
NO_ADDRESS_STATE: Cuando un nodo se encuentra en este estado todavía 
no tiene su propia dirección, y por lo tanto, no debe procesar ni enviar 
mensajes de control de ruta generados por otros nodos, así como tampoco 
participar en el envío de datos. En este punto, definiremos otro nuevo tiempo 
que necesitan los nodos para el proceso de autoconfiguración, llamado tstart, 
cuando este tiempo llega a 0, el nodo genera una dirección provisional llamada 
dirección tentativa mediante un método de generación de direcciones. En el 
momento que un nodo genera su dirección tentativa, pasa al 
ADVERTISING_STATE. 
 
ADVERTISING_STATE: Un nodo se encuentra en este estado mientras dura el 
proceso de comprobación de unicidad de su dirección tentativa y no saldrá de 
éste hasta que no compruebe que su dirección es única. Para comprobarlo, 
envía N veces el AREQ, éste será el número máximo de envíos que se 
realizarán y nos referiremos a él como MAXrepeticiones. Entre el envío de cada 
mensaje se espera un tconfigure y se pasa al estado NORMAL_STATE cuando se 
agota el tconfigure del último mensaje o por el contrario, si encuentra un conflicto 
de direcciones, vuelve al estado NO_ADDRESS_STATE. Cuando un nodo se 
encuentra en este estado no debe enviar mensajes de control de ruta 
generados por otros nodos y tampoco participar en el envío de datos. 
 
NORMAL_STATE: Un nodo se encuentra en este estado cuando ya tiene una 
dirección única y por lo tanto ya es capaz de enviar y recibir datos dentro de la 
red, sin restricciones de proceso o generación de mensajes asociados al 
estado. En este estado se procesan los mensajes de control de ruta generados 
por otros nodos y participa en el envío de datos. Si un nodo detecta que tiene 




El comportamiento que tienen los nodos cuando se encuentran en alguno de 
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Tabla 3.1. Acciones del nodo en cada estado 
 
                  ESTADO 
 
ACCIÓN 
NO_ADDRESS STATE ADVERTISING STATE NORMAL_STATE 
Generación de 
dirección SI NO NO 
Envío de mensajes 
de control de ruta NO NO SI 
Procesado de 
mensajes de control 
de ruta 
NO SI SI 
Generación de 
mensajes de control 
de ruta 
NO NO SI 
Duración del estado   
(si no hay cambios 
de dirección) 
Mantendremos este 
estado hasta que 







Una vez llegamos a 
este estado lo 
mantendremos 





En la siguiente figura se puede observar el diagrama de transición de los 
estados con el fin que queden claras las posibles causas que hacen pasar a los 






Fig. 3.2 Diagrama de transición de estados 
 
 
Una vez visto los diferentes estados en los que un nodo se puede encontrar, y 
las razones por las cuales pueden salir de éstos, vamos a añadir este nuevo 









Dirección duplicada detectada 
Dirección duplicada detectada 
Generación de la 
dirección tentativa 
Comprobación afirmativa de la 
unicidad de la dirección tentativa 



















Fig. 3.3 Diagrama de flujo con los estados del protocolo QDAD 
 
3.1.2. Mensajes que utiliza el protocolo QDAD 
 
Como ya se ha explicado en el capítulo anterior el protocolo QDAD necesita de 
la utilización de dos tipos de mensajes, el AREQ y el AREP. En la figura 3.4 se 















Fig. 3.4 Formato mensajes AREQ/AREP 
 
 
Identificador destino: Campo de 16 bits, si el mensaje es AREQ todos los bits 
son 1s, ya que este mensaje se transmite de forma broadcast, en cambio, si el 
mensaje es AREP, lleva el identificador origen del nodo que le había enviado el 
AREQ. 
 
Identificador origen: Identificador que se extrae de la dirección MAC de cada 
nodo, este identificador tiene un tamaño de 16 bits. Destacar que el tamaño del 
Identificador destino y el origen se corresponde a las direcciones cortas que 
utiliza ZigBee tal y como se ha explicado anteriormente en el capítulo 1. 
 
Dirección tentativa: Dirección de 16 bits, generada aleatoriamente por cada 
nodo, la cual pasará a ser la dirección única del nodo después de comprobar 
con el protocolo QDAD que es única en la red. 
 
 Generación de una dirección tentativa 
Transmisión modo broadcast del AREQ  
NO ADDRESS STATE
 ADVERTISING STATE 
 
Se recibe AREP      
de algún nodo? 
SI
NO
Dirección tentativa pasa a ser 
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AREQ/AREP: Este campo permite diferenciar entre los mensajes AREQ y 
AREP, ya que cuando este campo tome el valor de 0, el mensaje será un 
AREQ y cuando tome el valor de 1 se tratará de un AREP. 
 
Flag proxy: Si este campo toma el valor de 1, la función proxy estará activada, 
con lo cual, nodos intermedios podrán contestar a un AREQ con un AREP 
cuando vean que hay conflicto entre la tentativa que viaja en el AREQ y las 
direcciones que tiene guardadas en la caché, por el contrario si el valor es 0 el 
único nodo que puede contestar mediante un AREP es el que realmente se 
encuentra en conflicto. 
 
Numero de secuencia: Este campo se incrementa en 1 por cada paquete 
nuevo que es enviado. Este campo nos permitirá asociar cada AREP al AREQ 
al cual contesta.  
 
3.1.3. Función caché  
 
El principal objetivo de esta función es su utilización conjunta con la función 
proxy y mediante las dos, conseguir reducir el tráfico de mensajes en el medio 
radio. Por otro lado, gracias a esta función, el nodo a partir de los mensajes 
que ha almacenado en su caché mientras se encontraba en 
NO_ADDRESS_STATE y estaba escuchando el medio radio, puede ver las 
direcciones tentativas que circulaban en los mensajes y cuando se asigne él 
una, que haya menos probabilidad de que ésta ya esté en uso por otro nodo.  
 
En esta función se han de definir dos parámetros, el número de entradas 
(Ncache) que se quiere que tenga la caché y el tiempo de vida de cada entrada 
(Tlive cache).  
 
La primera decisión que hay que tomar, es decidir el tamaño de la caché, es 
decir, el Ncache. Cuanto mayor sea el Ncache y el nodo lleve más tiempo 
escuchando el medio, más información de la red podría tener éste y por lo tanto 
podrá asignarse una dirección tentativa con menos probabilidad de que esté 
siendo usada por otro nodo de la red o si el proxy está activado contestar con 
un AREP en el caso que la dirección tentativa que viajaba en el mensaje ya la 
tuviera guardada en la caché como si la estuviera utilizando otro nodo. Por el 
contrario, a mayor tamaño, mayor memoria se utiliza y esto es un 
inconveniente que hay que tener en cuenta ya que en la práctica no se 
dispondrá de una memoria demasiado grande. Por esta razón, hay que 
encontrar un tamaño óptimo que permita por un lado tener la suficiente 
información de la red pero teniendo en cuenta la memoria utilizada. 
 
El segundo parámetro a tener en cuenta es el Tlive cache, es decir, el tiempo que 
pasa desde que se almacena un mensaje que se ha recibido en una entrada de 
la caché hasta que el mensaje es borrado. Este parámetro está muy 
relacionado con el Ncache, ya que si el Tlive cache es grande se necesitaría una 
caché grande para no perder mensajes por culpa de que la memoria se 
encontrara llena, por el contrario, si el Tlive cache es pequeño, se podría perder 
información útil para las dos funciones para las cuales se ha implementado 
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esta función, con lo cual como en el caso anterior hay que encontrar un Tlive 
cache óptimo. 
 




entradas Información que se guarda en la caché 









1 255 255 145 214 125 36 0 1 25 
2 255 255 178 69 185 147 0 4 30 
 
Fig. 3.5 Formato de una caché de 2 entradas 
 
3.1.4. Función proxy  
 
Una vez vista la función caché, se explicará el funcionamiento de la función 
proxy. Si el proxy está activado, nodos intermedios serán capaces de enviar el 
AREP si la tentativa que viaja en el AREQ que le ha llegado, coincide con 
alguna de las direcciones que tiene almacenadas en la caché, sin necesidad de 
que llegue al nodo con el que realmente se encuentra en conflicto. De esta 
manera, a parte de desahogar la red, se consigue también mejorar el tiempo de 
autoconfiguración de los nodos y disminuir el número de nodos que pueden 
tener la dirección duplicada y no advertida en la red. 
 
Por lo tanto, mediante las dos funciones se puede obtener un modo de 
funcionamiento del protocolo más complejo pero con el cual se reduce el tráfico 
broadcast que circula por el medio radio.  
 
Una vez visto el funcionamiento del modo proxy, a continuación se añade al 











































Fig. 3.6 Diagrama de flujo del protocolo QDAD con la implementación del proxy 
 
3.1.5. Comportamiento de los nodos al recibir un mensaje 
 
Una vez explicado los estados en los que se puede encontrar un nodo, el 
formato de los mensajes que se utilizan en la autoconfiguración y las funciones 
adicionales que se han implementado para el mejor funcionamiento del 
protocolo QDAD y antes de explicar en el apartado siguiente un ejemplo de 
funcionamiento del QDAD, se verá el comportamiento de cada nodo al recibir 
un mensaje, según el mensaje que sea, el estado en que se encuentre y las 
funciones que tenga activadas. 
 
Nodo inicial: este nodo es el que crea y envía el AREQ de forma broadcast, al 
pasar del NO_ADDRESS_STATE al ADVERTISING_STATE. Si recibe un 
AREP donde la dirección tentativa es la misma con la que se está configurando 
él, vuelve al NO_ADDRESS_STATE y comienza todo el proceso otra vez.  
 
Nodo intermedio: este nodo cuando recibe un AREQ lo primero que hace es 
mirar los campos identificador origen, dirección tentativa e iteración para saber 
si ese AREQ ya lo ha procesado antes y desecharlo o procesarlo. Si lo 
procesa, busca si el mensaje tiene el flag de proxy activado, si es así, compara 
la dirección tentativa que viaja en el mensaje con las que tiene almacenadas en 
su caché, si coincide con alguna, este nodo envía un AREP por el camino por 
el cual le ha llegado el AREQ, cambiando el identificador origen por el suyo, el 
identificador destino por el identificador origen del mensaje AREQ que ha 
Dirección tentativa pasa a ser 
la dirección única del nodo 
 Generación de una dirección tentativa 
Transmisión modo broadcast del AREQ  
Modo proxy 
activado? SI NO 
NO ADDRESS STATE 
 
 ADVERTISING STATE 
  
 
Cualquier nodo puede 
contestar si tiene información 
en caché 
 ADVERTISING STATE 
 
Se recibe AREP      
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recibido y la iteración por la que se encuentre en ese momento, en caso que no 
coincida con ninguna, mira si tiene alguna entrada libre en la caché, en caso 
afirmativo guarda el mensaje en la caché, en caso contrario no lo guarda. Por 
el contrario, si el proxy está desactivado únicamente realiza este último paso. 
Después de guardarlo o no en la caché el nodo cambia el identificador origen 
por el suyo y la iteración por la que se encuentre en ese momento y reenvía el 
AREQ. Para que un nodo pueda realizar todas estas acciones se tiene que 
encontrar en NORMAL_STATE, exceptuando cuando guarda en la caché que 
se puede encontrar en cualquier estado.  
 
Nodo final: en este caso, la dirección tentativa que viaja en el AREQ coincide 
con la dirección de este nodo, en el caso que este nodo se encuentre en 
NORMAL_STATE, la función de éste es enviar el AREP hacía el nodo inicial 
por el camino por el cual le ha llegado el AREQ, de la misma manera que el 
nodo intermedio. En caso que este nodo se encuentre en 
ADVERTISING_STATE, no puede enviar el AREP y lo único que puede hacer 
es volver al NO_ADDRESS_STATE y empezar de nuevo la autoconfiguración.  
 
3.1.6. Ejemplo de funcionamiento del protocolo QDAD 
 
En este apartado se explicará el proceso de autoconfiguración de una red con 
cuatro nodos, paso a paso, y por último se realizará una comparativa para el 












Fig. 3.7 Ejemplo de autoconfiguración, paso 1 
 
 
En este primer paso, el nodo A se enciende por primera vez en la red en el 
momento en que el tstart llega a 0 y pasa del NO_ADDRESS_STATE al 
ADVERTISING_STATE, por lo tanto se ha asignado una dirección tentativa y la 
ha enviado dentro de un mensaje AREQ, en este ejemplo se ha elegido la 
dirección 2, dirección que acabará siendo la única del nodo, cuando haya 
pasado un tiempo tconfigure, y entonces el nodo pasará del 



















Fig. 3.8 Ejemplo de autoconfiguración, paso 2. 
 
 
En este segundo paso se puede observar como un segundo nodo se incorpora 
a la red, se autoasigna la dirección tentativa 5, y envía un AREQ con su 
dirección tentativa. Este mensaje es recibido por los nodos que se encuentran 
dentro de su área de cobertura, en este caso, el nodo A, que procesa dicho 
mensaje y lo guarda en su caché, para acto seguido reenviarlo en modo 
broadcast, cambiando el campo identificador origen por su identificador de 
origen y el campo iteración por la iteración en la que se encuentra en el 
momento en que envía el AREQ. El nodo B volverá a recibir el mismo AREQ 
que había enviado pero con las diferencias de los campos que ha modificado el 
nodo A, por lo que no procesa dicho mensaje ya que era él quien lo había 
enviado pero en cambio lo guarda en caché para aprender información de sus 
vecinos. Con lo cual, cuando el tconfigure del nodo B llegue a 0, éste pasará al 
NORMAL_STATE y ambos tendrán información de sus vecinos. Aunque en las 
figuras de este ejemplo sólo se muestre en la caché el identificador origen y la 
dirección tentativa, se guarda todo el mensaje, tal y como se ha visto en el 
subapartado 3.1.3.  
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En este paso se puede ver como el nodo C se activa por primera vez en la red 
y se pone como dirección tentativa 3. Envía un mensaje AREQ en modo 
broadcast que reciben todos los nodos con los que tiene enlace y éstos a su 
vez reenvían estos mensajes a sus vecinos, inundando de esta manera la red 
con el mensaje que contiene la dirección tentativa del nodo recién encendido, 
guardando en caché la información que viaja en los mensajes y descartando 
los mensajes que ya habían procesado. De esta manera, el nodo A y el nodo B 
procesan el AREQ del nodo C y se guardan en su respectiva caché la 
información. Estos dos nodos reenvían dicho mensaje y como todos se ven con 
todos, éste le llegará de nuevo a todos los nodos aunque esta vez no lo 
procesarán ya que verán que este mensaje ya lo habían procesado en la 
iteración anterior. 
 
Mediante los pasos 4 y 5 se quiere mostrar las diferencias entre si el proxy está 























         











Fig. 3.10 Ejemplo de autoconfiguración, paso 4 sin proxy 
Nodo A 
@2 B->id. origen 
      @tent 
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D->id. origen 
      @tent 
Nodo B 
@5 A->id. origen 
 
C->id. origen 
      @tent 
 
D->id. origen 
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Ahora lo que se tiene es un caso claro en el que va a haber un conflicto de 
direcciones ya que el nuevo nodo, el nodo D, tiene la misma tentativa que la 
dirección que previamente se había configurado el nodo C y que utiliza para 
comunicarse con los demás nodos. Se observa como el nodo D sólo tiene 
dentro de su área de cobertura el nodo A y el nodo B, por lo que su AREQ sólo 
les llega a estos dos nodos respectivamente, que lo procesan, lo guardan en 
caché y lo reenvían. Cuando al nodo C le llega el mensaje AREQ, ve que un 
nodo se está intentado autoconfigurar con la dirección que él tiene asignada, ya 
que la tentativa que viaja en el mensaje es la misma que su dirección única, y 
por lo tanto el nodo C envía un AREP de modo unicast por el camino por el que 
ha recibido antes el AREQ. Una vez el AREP ha llegado al nodo D 
comunicándole que su tentativa está ya en uso por otro nodo, y aunque no se 
muestre en la figura anterior, el nodo D vuelva al NO_ADDRESS_STATE, se 
asigna una nueva tentativa y pasa al ADVERTISING_STATE, comenzando de 
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En este caso en el que tenemos el proxy activado el nodo recién activado 
anuncia su dirección tentativa mediante el mensaje de AREQ. Los nodos que 
reciban este mensaje, lo procesarán y compararán la dirección tentativa que 
viaja en el mensaje con su dirección y con las direcciones que tiene guardadas 
en su caché. Si alguna de éstas coincide, ese mismo nodo contestará con un 
AREP, aunque no sea él mismo el que se encuentre en conflicto de direcciones 
con el que ha creado el AREQ, de esta manera, no inundamos toda la red con 
mensajes broadcast para comprobar si la dirección tentativa de un nodo ya 
esta en uso por otro nodo o no. En este caso concreto se ve como el nodo D se 
asigna como tentativa la dirección 3, dirección que tiene en uso el nodo C 
previamente configurado en la red. El nodo D envía un AREQ en modo 
broadcast que le llega al nodo A y al nodo B, éstos comparan la tentativa de D 
con su dirección y con todas las direcciones que tienen en sus respectivas 
cachés y al ver que hay una duplicación de direcciones contestan con un 
AREP. Aunque en la figura anterior sólo se muestra el AREP del nodo B ya que 
es el que contesta antes puesto que el nodo recién conectado, el nodo D, se 
encuentra más cercano a él que al nodo A y por tanto le llega antes el AREQ, 
se ha de tener en cuenta que el nodo A también le contestará con un mensaje 
AREP, mensaje que no será procesado por el nodo D ya que antes le habrá 
llegado el del B.  
 
Como se puede observar en el ejemplo que acabamos de ver, con el modo 
proxy del protocolo QDAD activado enviamos menos mensajes, lo que 
significa,  menos carga para los nodos y un menor consumo de ancho de 
banda. Por contra se tiene un mayor consumo de recursos en cuanto a 
memoria se refiere y un mayor tiempo de procesamiento de los mensajes ya 
que por cada mensaje que llegue a un nodo, éste tendrá que comparar la 
dirección tentativa que viaja en el AREQ con las direcciones que tiene 
guardadas en su caché. Si en este ejemplo, sólo con cuatro nodos se ha 
reducido considerablemente el reenvío de mensajes por el medio radio, cuando 
la red esté formada por un número mayor de nodos la reducción del ancho de 
banda utilizado puede ser significativa. 
 
Para finalizar esta parte teórica del capítulo a continuación se muestra una 
tabla resumen con los parámetros principales anteriormente explicados con el 
objetivo de recordar los más importantes. 
 




Tiempo que transcurre entre mensajes AREQ que envía un mismo 
nodo sino ha recibido ningún AREP 
tstart 
Temporizador único de cada nodo que cuando llega a 0, el nodo 
pasa del NO_ADDRESS_STATE al ADVERTISING_STATE 
tstart max 
Tiempo máximo para que todos los nodos hayan pasado del estado 
NO_ADDRESS_STATE al ADVERTISING_STATE por primera vez 
Ncache Número de entradas de la caché 
Tlive cache 
Tiempo de vida de cada uno de los mensajes guardados en cada 
entrada de la caché 
MAXrepeticiones 
Número de  reenvíos de un mensaje AREQ en caso de no recibir 
contestación por parte del nodo inicial 
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A continuación se explicarán las particularidades a la hora de implementar la 
solución anteriormente expuesta tanto en el entorno de desarrollo de los motes 
como en el simulador así como también una pequeña introducción a los 
entornos de desarrollo utilizados para la realización de ambas 
implementaciones. 
 
3.2. Implementación en la plataforma MICAz 
 
3.2.1. Entorno de desarrollo 
 
Para la realización de este trabajo final de carrera se ha necesitado el uso del 
kit llamado MOTE-KIT2400 que incluye la placa programadora y los 
dispositivos Motes MICAz, plataforma de Xbow, fabricados por la casa 
Crossbow. También ha sido necesaria la instalación, en un PC con Windows 
XP, del sistema operativo TinyOS y el uso del lenguaje de programación nesC, 
utilizado por dicho sistema operativo, así como también el uso del programa 
llamado serial forwarder, utilizado para leer mensajes del puerto serie del 
ordenador, interfaz donde va conectada la placa controladora. 
A continuación se va a realizar una pequeña introducción del sistema operativo 




El sistema operativo TinyOS es de libre distribución y está especialmente 
diseñado para dispositivos sensores. Es un sistema operativo basado en 
componentes, tareas y orientado a eventos todo ello con el uso de poca 
memoria. 
 
La dinámica de los programas realizados bajo TinyOS está conducida por 
tareas, las cuales pueden ser interrumpidas para atender eventos ya que éstos 
disponen de una prioridad mayor para ser atendidos. 
 
Para entender TinyOS, debemos de tener presentes 3 clases de abstracción 
que son la esencia para su entendimiento y posterior programación: 
 
• Los comandos son las llamadas hacia abajo que se pueden observar 
en la figura 3.12. Al llamar a un comando, éste dentro de su componente 
llama a otros componentes de capas inferiores. 
  
• Los eventos conllevan el efecto inverso, una llamada hacia arriba como 
se puede ver en la figura 3.12. Un componente de bajo nivel avisa a uno 
de alto nivel de que ha sucedido algo. Si sucede un evento, éste tiene 
mayor prioridad que cualquier tarea y pasaría a ejecutarse.  
 
• Las tareas son porciones de código que se ejecutan de forma 
asíncrona siempre y cuando la CPU no tenga que ejecutar ningún 
evento. Estas se ejecutan por orden de llamada (FIFO) y en caso de que 
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la cola estuviese vacía el procesador entraría en standby hasta que un 
















Fig. 3.12 Esquema de funcionamiento de TinyOS 
 
 
Para programar mediante TinyOS utilizamos una extensión del lenguaje C 
llamada nesC, la cual permite el uso de interfaces que van conectadas a 
componentes. 
 
Para crear un programa en nesC, únicamente se tiene que escoger los 
componentes (las partes funcionales) previamente programadas y después 
relacionarlas mediante otro fichero de configuración a las interfaces que serán 




NesC es un lenguaje de programación que se utiliza para crear aplicaciones 
que serán ejecutadas en sensores con el sistema operativo TinyOS. Por tanto, 
dicho lenguaje, proporciona características necesarias para poder realizar 
aplicaciones de una forma más cómoda para el programador. 
 
La característica principal de este lenguaje de programación es que combina 
las ventajas de una programación basada en objetos (POO) y de una 
programación basada en eventos (POE). La POO permite programar los 
diferentes componentes de los sensores de forma genérica. 
 
En nesC se definen dos clases de componentes: los módulos y las 
configuraciones. Los módulos contienen el código en sí del componente 
mediante interfaces. Por otra parte, las configuraciones enlazan o relacionan 
las interfaces de los componentes que se van a necesitar en nuestro módulo. 
Este fichero es crucial porque si no está bien configurado, la aplicación no 
compilará. Tanto módulos como configuraciones utilizan la misma extensión 
*.nc. a diferencia entre ambos está en la sintaxis que utilizan y es por ello que 
siguen un código de letras para diferenciar unos de otros. Por ejemplo, cuando 
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trabajamos con un programa “aplicacion”, aplicacionM.nc sería el módulo y 
aplicacion.nc seria el fichero configuración. 
 
Para concluir, destacar que el código de la aplicación no se ejecutará en modo 
secuencial, ya que atiende a una programación basada en eventos por lo que 
las acciones a realizar se llevarán a cabo a medida que van ocurriendo éstos. 
 
3.2.4. Explicación del algoritmo de configuración 
 
A continuación se va a explicar en detalle el funcionamiento del algoritmo de 
configuración implementado en los motes MICAz. 
 
Cuando un mote se enciende por primera vez genera su tentativa mediante una 
llamada a la función random, Random.rand(), proporcionada por el mismo 
sistema operativo y la envía dentro de los mensajes AREQ, envío que se 
realiza al llamar al evento Timer.fired(), que viene disparado cada tconfigure, 
tiempo que en el caso particular de los MICAz valdrá 0.5 segundos. Si en este 
tiempo no se ha recibido respuesta de ningún otro mote, el temporizador 
volverá a llamar dicho evento con el fin de enviar otro mensaje AREQ idéntico 
al primero. Este proceso se repetirá un máximo de MAXrepeticiones, si en este 
tiempo no ha habido señales de vida de otros motes, éste quedará configurado 
de manera que se pondrá su dirección hasta el momento tentativa como 
dirección única. 
 
Por otro lado, cuando un mote recibe un mensaje, salta otro evento llamado 
TOS_MsgPtr RadioReceive.receive, al cual se le pasa por parámetro el 
mensaje a recuperar. Cuando se dispara este evento automáticamente se lee 
el mensaje y se guarda en caché, constituida por una memoria flash EPROM, 
de 512 kbytes de capacidad, que los motes tienen integrada y que tiene que 
ser leída y escrita necesariamente en bloques de dieciséis bytes, donde cada 
bloque se denomina línea. En caso que se detecte un conflicto de direcciones, 
el mote determinado generará un nuevo mensaje AREP que se enviará en 
modo broadcast con el fin que el mote implicado en el conflicto se de cuenta 
que la dirección que se quiere asignar ya está en uso por otro mote en la red y 
por lo tanto tendrá que cambiar de tentativa si quiere autoconfigurarse con 
éxito.  
 
En el caso que un mote reciba un mensaje AREP deberá cambiar su tentativa 
por otra nueva y enviarla de nuevo en modo broadcast por toda la red dentro 
de los mensajes AREQ. Para realizar esto, se llama de nuevo al evento 
Timer.Fired() que será el encargado de enviar éstos mensajes con la nueva 
tentativa, volviendo a repetir el proceso de la misma manera que se ha 
explicado con anterioridad. 
 
El formato del mensaje utilizado en la plataforma MICAz es muy similar al 
anteriormente mostrado y explicado en la figura 3.4, con la particularidad que 
se ha prescindido del campo iteración puesto que para la implementación en 
los sensores no era útil y de esta manera se ahorra el envío de bits que no son 
necesarios. 
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Fig. 3.13 Formato del mensaje de los sensores MICAz 
 
 
Como se puede observar en la figura anterior el formato del mensaje utilizado 
en las transmisiones con los motes MICAz es una modificación del paquete 
radio estándar, mostrado y explicado en el capítulo 1 del presente TFC, puesto 
que en el campo de datos aprovecharemos para transmitir la dirección tentativa 
que desea adjudicarse al mote en cuestión, el tipo de paquete, para saber si 
estamos delante de un AREQ o un AREP, el flag de proxy para informar si 
dicho modo de funcionamiento está activado o desactivado y por último, el 
campo identificador de sensor que identificará el mote emisor del mensaje.  
 
Con el fin de que quede clara la explicación del algoritmo de configuración y 
también con el objetivo de comprender el comportamiento del código sin 
necesidad de entrar en detalle en él y ver como interactúan los diferentes 
eventos entre ellos, a continuación se muestra un diagrama de bloques donde 


















































































Llamada a función Random() 
EVENTO TIMER.FIRED () 
Llamada a función 
RadioSend.Send ()
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EVENTO RECIBIR ( ) 
Recibo y proceso AREQ  
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3.2.4.1. Particularidades de implementación en la plataforma MICAz 
 
Por causas intrínsecas al entorno de desarrollo la implementación del protocolo 
de autoconfiguración QDAD presenta ciertas particularidades las cuales se 
explican a continuación. 
 
Como se ha dicho con anterioridad, teóricamente cuando un nodo se enciende 
por primera vez en una red y crea su tentativa, envía un mensaje AREQ con el 
fin de comprobar la unicidad de la tentativa que se quiere asignar. En el caso 
práctico, con los motes, MAXrepeticiones valdrá 3. Esto es debido a que es posible 
perder un mensaje puesto que no nos encontramos en un medio ideal donde 
todos los mensajes llegan a su destino.  
 
Otra particularidad se encuentra al generar las direcciones tentativas de los 
nodos mediante la función random proporcionada por el sistema operativo 
TinyOS (para ver con más detalle su funcionamiento ver anexo D). Dicho 
random genera una secuencia de 16 bits diferente entre motes pero siempre 
igual para uno mismo puesto que la genera a partir de una variable fija pero a 
su vez única y diferente para cada mote. En caso de querer cambiar la 
secuencia de un mote para generar una nueva se tendría que llamar de nuevo 
a dicha función sumándole una constante 
 
Otra función a destacar es la caché y uno de los parámetros más importantes 
de dicha función a fijar es el Ncache por el hecho de optimizar memoria 
cumpliendo todas sus funciones. Se ha decidido después de realizar diversas 
pruebas con el simulador (ver anexo J), que un tamaño óptimo de caché para 
escenarios pequeños de hasta 7-10 nodos es mantener hasta 4 mensajes 
almacenados. Con este tamaño, el modo proxy funciona correctamente como 
se podrá observar posteriormente en el capítulo de pruebas. 
 
Otra variación que se ha realizado en los motes respecto el funcionamiento 
original del protocolo QDAD se encuentra en el envío de los mensajes AREP. 
Como se había explicado, los AREPs, se enviaban en modo unicast por el 
camino inverso por el que se habían recibido los AREQs, pero en el caso de los 
motes se tienen que enviar de modo broadcast. Se ha tenido que hacer de esta 
manera puesto que se carece de protocolo de enrutamiento. 
 
Otra variable es el tiempo tconfigure, uno de los parámetros más importantes a 
fijar en la red puesto que un temporizador demasiado pequeño significaría una 
autoconfiguración incorrecta de los sensores ya que en el posible caso 
descartar el mensaje antes de propagarse por toda la red, los motes no 
tendrían la completa información de ésta y sería posible que se autoasignasen 
una dirección ya utilizada. Por el contrario un temporizador demasiado grande 
significaría pérdida de tiempo en lo que se refiere a tener que esperar más 
tiempo del necesario para que todos los sensores consiguiesen 
autoconfigurarse con direcciones únicas. Por tanto como las pruebas de 
validación de la implementación del QDAD de los motes se ha realizado con un 
máximo de 3 nodos, se ha decidido poner un tiempo tconfigure equivalente a 6 
saltos que sería el peor caso donde tendríamos los tres motes en línea, es 
decir, entre los dos motes más alejados entre ellos no habría enlace. 
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3.2.4.2. Aplicación AUTOCONFIGURACIÓN para el PC 
 
La aplicación AUTOCONFIGURACIÓN, para el ordenador, nos permite ver en 
tiempo real y de forma inteligible para cualquier usuario como se va 
desarrollando la autoconfiguración de los motes de forma que se van 
mostrando todos los mensajes enviados por los motes mostrando sólo los 
campos importantes y que realmente interesa recuperar. 
 






Fig. 3.15 Pantalla principal de la aplicación autoconfiguración 
 
 
Como se observa en la figura anterior, la aplicación para el PC consta de 4 
columnas principales que se corresponden a los 4 campos ubicados en el 
campo de datos del mensaje radio. En dichas columnas irá apareciendo en 
tiempo real la información específica de todos los mensajes que viajan por la 
red y que ve el mote que se encuentra en la placa controladora. 
 
También se puede observar un pequeño recuadro en la parte inferior derecha 
de la pantalla en la que irán apareciendo los nodos autoconfigurados a medida 
que consigan una dirección única, mostrando el identificador del nodo junto con 
la dirección que se ha asignado. 
 
La aplicación consta también de tres botones cuya función es fácil de intuir por 
el usuario ya que como sus nombres indican, el botón encender lo clicaremos 
cuando deseemos iniciar la aplicación, al contrario que el botón apagar, que 
apretaremos sobre él cuando deseemos parar la captura de mensajes y el 
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botón limpiar que nos borraría todo lo capturado hasta el momento dejando la 
pantalla (textBox) en blanco si apretaremos sobre él. 
 
Se ha añadido una pequeña ayuda al usuario de cómo interpretar la 
información que va apareciendo por pantalla para facilitar a éste el 
























Fig. 3.16 Ayuda de la aplicación AUTOCONFIGURACIÓN 
 
3.2.4.3. Aplicación QUERY-ADDR  para el PC 
 
También se ha creado una segunda aplicación, llamada QUERY-ADDR, para el 
caso que todos los motes no estén en cobertura con la placa controladora y por 
tanto no se puedan enseñar sus mensajes por pantalla. Esta aplicación 
consiste en preguntar a cada mote, una vez están ya configurados por su 
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Fig. 3.17 Esquema general de la aplicación QUERY-ADDR 
 
Fig. 3.17 Esquema general de la aplicación QUERY-ADDR 
 
 
Cuando esta aplicación se encuentre en funcionamiento el mote interrogador 
de la placa controladora estará haciendo peticiones en modo broadcast 
constantemente con el fin que si un mote configurado entra en el área de 
cobertura de éste, le devuelva automáticamente su dirección única junto con su 
ID.  
 
La apariencia final de esta aplicación como se verá a continuación es muy 





































Fig. 3.18 Pantalla principal de la aplicación QUERY-ADDR 
 
 
Como se puede observar en la figura anterior, esta aplicación sólo consta de 2 
columnas donde aparecerá la información de un determinado mote interrogado 
por la placa controladora. Por lo tanto en la columna de la izquierda aparecerá 
la dirección única con la que se ha autoconfigurado dicho mote y en la de la 
derecha su respectivo identificador. La función de los botones es la misma que 
en la aplicación anterior y por tanto no se volverá a explicar. 
 
3.3. Aplicación simulador 
 
Como se ha comentado en la introducción de este capítulo, se ha decidido 
realizar un simulador para poder estudiar en diferentes escenarios el proceso 
de autoconfiguración y evaluar la escalabilidad de las diferentes opciones de 
QDAD así como el impacto de todos los parámetros en juego. Se trata pues de 
una herramienta complementaria de la implementación de QDAD para los 
motes MICAZ, que permitía ver la problemática de la implementación de QDAD 
en un entorno real pero no un estudio a gran escala de la autoconfiguración 
puesto que para la realización del TFC se disponía de pocos motes MICAz lo 
que no permitía hacer un estudio del protocolo en escenarios medianos o 
grandes. 
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3.3.1. Entorno de desarrollo: lenguaje C# y plataforma .NET 
 
Se ha elegido C# como el lenguaje de programación utilizado para el desarrollo 
de esta aplicación. Dicho lenguaje ofrece facilidad en la creación del entorno 
gráfico de la aplicación, además como está orientado a objetos, implementa 
conceptos como herencia, encapsulación, poliformismo, clases, estructuras, 
interfaces, etc. Este lenguaje es el lenguaje estrella de la plataforma .NET 
constituido especialmente para adaptarse de manera natural a la biblioteca de 
clases .NET Framework, la cual ofrece acceso a una amplia gama de servicios 
de sistema operativo y a otras clases útiles y adecuadamente diseñadas que 
aceleran el ciclo de desarrollo de manera significativa.  
 
3.3.2. Suposiciones para la implementación de QDAD  en el 
simulador 
 
Para realizar el proceso de autoconfiguración sea ha supuesto que los enlaces 
son ideales y que no se pierden mensajes por el medio radio, por lo tanto, en 
esta aplicación el valor de MAXrepeticiones será de 1. 
 
En la siguiente figura se mostrará el formato de mensaje que se utiliza, el cual 
tiene algunas pequeñas variaciones respecto el que se ha mostrado en el 
apartado 3.1.2. Estas variaciones consisten en la eliminación del campo 
AREQ/AREP ya que los nodos según desde el buffer desde el cual se envíen 
los mensajes ya saben si los mensajes son AREQ o AREP, como cuyo 
funcionamiento se explicará en el apartado 3.3.4, otra variación es que se le ha 
añadido el campo Identificador ori, en el cual viaja el Identificador origen del 
nodo que ha creado el AREQ, de esta manera se consigue que los AREP se 
envíen de manera unicast por el camino contrario por donde se ha enviado el 
AREQ y también evitar bucles infinitos de reenvío de AREQ ya que el nodo al 
recibir un mensaje mira si ya había procesado y enviado antes un mensaje con 
ese Identificador ori y Dirección tentativa, y la última variación consiste en 
cambiar el campo Nº de secuencia por el campo Iteración, el cual adquiere el 















   
Fig. 3.19 Formato de los mensajes que utiliza la aplicación simulador 
 
 
La función del parámetro que se acaba de introducir es delimitar el número de 
acciones que puede realizar un nodo, es decir, si en una iteración un nodo 
recibe un mensaje, se tendrá que esperar a la siguiente iteración para 
procesarlo y a la siguiente para enviarlo, pero en una iteración no hay número 
máximo de mensajes recibidos, procesados o enviados por nodo.   
 
16 bits 16 bits 16 bits 16 bits 1 bit 8 bits 
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A nivel físico, enlace radio, el simulador se comporta de la siguiente manera. 
Para saber si entre dos nodos hay enlace o no lo primero que hace es calcular 
la distancia que hay entre las coordenadas de los dos nodos, mediante este 
valor y la potencia de emisión a la que se han configurado los nodos se extrae 
según unas tablas  un valor llamado Link Quality Indication (LQI) y este valor es 
el que determina si hay enlace o no. Los valores utilizados en estas tablas y la 
variable LQI se corresponden con (Zigbee&MICAZ) (véase anexo G).  
 
Finalmente, en lo que respecta al mecanismo de acceso al medio, se ha 
implementado una capa MAC simplificada en la que no hay colisiones y todos 
los mensajes son enviados según se van generando. 
 
3.3.3. Escenario simulación  
 
Cuando se diseña un escenario los dos principales parámetros que se tienen 
que tener en cuenta son el tamaño del escenario y la cantidad de nodos que se 
quieren distribuir por ese escenario. Nuestra aplicación nos deja elegir las 
dimensiones del escenario, con un máximo de largo y ancho de 632 
decímetros. Este tamaño se correspondo con el número de píxels de  la zona 
de la pantalla donde se dibuja el escenario (PictureBox), de manera que  
simplemente se ha realizado una equivalencia de 1 píxel = 1 decímetro. 
Respecto al segundo parámetro principal, el número de nodos, después de 
saber el tamaño máximo del escenario que nos permite la aplicación se ha 
decidido por determinar un número máximo de nodos, en nuestro caso este 
número máximo se ha decidido que sea de 1000 nodos, ya que creemos que 
es más que suficiente ya que si se elige el tamaño máximo del escenario (632 
dm2), habría 15 nodos por metro cuadrado. 
 
Una vez explicados los dos principales parámetros, el siguiente paso es elegir 
la forma de distribuir los nodos por el escenario, el simulador da la opción de 
distribuirlos manualmente, automáticamente o siguiendo una geometría regular.  
 
En la opción manual el usuario es el encargado de introducir las coordenadas 
donde quiere que se sitúen los nodos. Esta opción sólo acepta 7 nodos como 
máximo ya que es el número de sensores que se disponían en la sala y es la 
que ha servido para validar el funcionamiento del simulador. 
 
La opción automática no tiene ninguna restricción y la aplicación es la 
encargada de distribuir los nodos por el escenario mediante la función random 
que viene por defecto en la plataforma. 
 
Por último la opción figuras geométricas regulares permite elegir entre 
cuadrados o rectángulos y su función consiste en distribuir los nodos por el 
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3.3.4. Estructura del código 
 
La clase más importante del algoritmo de autoconfiguración es la clase 
sensores. La cual está formada por una serie de variables y vectores únicos 
que tienen cada nodo y que lo controlan en todo momento. A continuación se 
explicarán los más importantes. 
 
public class sensores 
{ 
public int estat;  //estado en el que se encuentra el nodo  
public int direccion1; //dirección tentativa o única según el  
public int direccion2;  estado en que se encuentre  
public Secu[] secu;  
public Cache[] cache; 
 public Buffer[] buffer; 
 public Buffer_salida[] buffer_salida; 
 public Buffer_reply[] buffer_reply; 
 public Buffer_reply_salida[] buffer_reply_salida; 
 public int origen1; //identificador origen 
 public int origen2; 
public int inicio; //tstart    
public int tiempo; //tiempo que falta para que tconfigure sea 0 
 
//variables que almacenan resultados  
public int entracache; //número de veces que el nodo ha entrado 
en la caché 
 public int tentenviadoreq;       //AREQ tx en ADVERTISING 
public int tentrecibidorep;        //AREP rx y procesados en 
ADVERTISING 
 public int unicaenviadoreq;      //AREQ tx en NORMAL  
public int unicarecibidoreqpro; //AREQ rx y procesados en NORMAL  
public int unicarecibidoreqnopro; //AREQ rx y no procesados en 
NORMAL  
 public int unicaenviadorep;  //AREP tx en NORMAL 
 public int unicarecibidorep;  //AREP rx en NORMAL 
} 
 
Todas estas variables y vectores se crean y se inicializan a 0 en el momento en 
que empieza la autoconfiguración. A continuación se explicarán los diferentes 
vectores que tiene la clase sensores y cual es la función de cada uno de ellos. 
 
Mediante el vector secu se quiere conseguir evitar bucles infinitos de reenvío 
de mensajes, es decir, queremos guardar en él los últimos mensajes que el 
nodo ha procesado y así evitar que cuando el nodo vecino le vuelva a transmitir 
el mismo AREQ, recordemos que la transmisión es broadcast, no lo vuelva a 
procesar y reenviar. En secu únicamente se guarda el identificador de origen 
del nodo que ha creado el AREQ, el identificador de origen del nodo que ha 
enviado el AREQ y la dirección tentativa que viaja en el AREQ.  
 
El vector cache, como su propio nombre indica hace funciones de caché y sólo 
se crea si el usuario al introducir los parámetros de escenario ha definido  
Ncache > 0, de esta manera se creará este vector con las posiciones que el 
usuario ha definido. En la caché se guarda todo el mensaje AREQ que recibe 
exceptuando el campo flag de proxy. 
 
Protocolo QDAD: implementación y aplicaciones   49 
Por último existen cuatro vectores más que harán las funciones de buffer. El 
primero es el buffer y realiza la función de un buffer de entrada donde 
únicamente se almacenan los AREQ que recibe el nodo, el segundo vector 
llamado buffer_reply realiza la misma función que el del caso anterior pero en 
éste únicamente se almacenan los AREP que recibe el nodo. Se ha decidido 
hacerlo por separado ya que el número de AREP que circulan por la red es 
muy pequeño comparándolo con el número de AREQ, además se considera 
que los mensajes AREP son muy importantes ya que indican que la dirección 
tentativa esta duplicada y por lo tanto no es muy conveniente que por motivos 
de que el buffer se encuentre lleno se pierdan estos mensajes. Por otro lado 
hay los buffers de salida, una vez el nodo procesa los mensajes que tiene en 
sus buffers de entrada los ponen un su correspondiente buffer de salida, los 
AREQ en el vector llamado buffer_salida y los AREP en el vector 
buffer_reply_salida. 
 
Añadir que durante la autoconfiguración se almacenan datos en las últimas 
variables que se ven en la clase sensores, las cuales quedan almacenadas en 
una plantilla excel llamada “plantilla2.xls” y en la cual también se almacena la 
densidad de cada nodo, es decir, el número de nodos que tienen enlace con él, 
también se almacena la cantidad de veces que un nodo ha almacenado un 
mensaje en su caché, el número de iteraciones que se ha tardado en 
autoconfigurar, los nodos duplicados advertidos, es decir, los nodos que 
mientras se encontraban en ADVERTISING_STATE han detectado que su 
dirección estaba duplicada y se han visto obligados a cambiarla, como también 
los nodos duplicados y no advertidos. Por último en la segunda hoja de la 
misma plantilla se almacena la dirección única de cada nodo. 
 
Una vez vistos los diferentes vectores que tiene la clase sensor, a continuación 
se introducirá otro nuevo vector necesario en el algoritmo de autoconfiguración. 
El algoritmo, lo primero que hace es asignar a cada nodo el tstart, y los nodos se 
ordenan según este valor dentro de un vector llamado ordenado, del tamaño 
del número de nodos que se haya configurado en los parámetros del escenario, 
pero puede suceder que más de un nodo tenga el mismo tstart, en este caso se 
ha tomado la decisión de ordenarlos por el número de nodo, a continuación se 
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tstart = 6 
Nodo 2 
tstart = 5 
Nodo 3 
tstart = 6 
vector ordenado 
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También añadir que los nodos saben en todo momento con que nodos tienen 
enlace gracias a una matriz que se ha creado después de saber el LQI de los 
enlaces, la cual tiene tres entradas para cada posición, con los valores de 
distancia, LQI y enlace. 
 
Para finalizar este apartado se mostrarán los módulos con los que está 
formada la aplicación. Se trata de  6 módulos que se  pueden apreciar en la 
figura 3.21 i que se corresponden con 6 ventanas, las cuales se pueden ver en 
el anexo I. El módulo principal es el 1, desde el cual se ejecuta todo el proceso 
de autoconfiguración. Los módulos 2, 3 y 4 son los que permiten  configurar 
todos los parámetros del escenario. Por último al módulo 5 y 6 sólo se puede 
acceder si la distribución es manual y la única función que realizan es mostrar 
por pantalla la distancia y LQI respectivamente. La explicación del 





















































MÓDULO 5 MÓDULO 6 
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3.3.5. Funcionamiento interno del simulador 
 
Dos funciones muy importantes que se han definido al principio de este capítulo 
son el proxy y la caché. En nuestra aplicación tiene que estar activado el proxy 
para que se puedan modificar los parámetros que controlan la caché.  
 
Antes de empezar a explicar el funcionamiento del algoritmo, cabe decir que la 
principal variable de esta función es la llamada iteraciones, la cual no aumenta 
hasta que todos los nodos hayan realizado todas las funciones que puedan en 
la iteración en la que se encuentre el proceso en ese momento, tal como se 
comentará a continuación.  
 
Explicación del algoritmo de autoconfiguración: 
 
Una vez ya se tienen ordenados los nodos por el tstart dentro del vector 
ordenado, como se ha comentado en el subapartado anterior, comenzará la 
autoconfiguración, en la cual se pueden encontrar diferentes casos en cada 
iteración, los cuales se explicarán a continuación. 
 
Primero puede suceder que el tstart del nodo coincida con el valor de la 
iteración, esto quiere decir que el nodo crea una dirección tentativa, crea un 












Fig. 3.22 Caso 1 
 
 
Una segunda situación (Fig. 3.23) puede ser que el nodo se encuentre en 
ADVERTISING_STATE y reciba un AREQ, este nodo lo que hace es mirar si el 
proxy esta activado, si es así, guarda el mensaje en su caché, pero en este 
caso aunque el proxy este activado no realiza ninguna función de proxy ya que 
como se encuentra en ADVERTISING_STATE no puede reenviar ningún 
AREQ que haya recibido así como tampoco enviar ningún AREP. Una vez 
mirado el proxy, mira si la dirección tentativa que viaja dentro del AREQ es la 
misma que la se está intentado autoconfigurar él, si es la misma, pasará al 
NO_ADDRESS_STATE y en la siguiente iteración volverá a repetir el proceso 
de crear una dirección tentativa y enviarla dentro de un AREQ, en caso 
contrario no realizará ninguna acción. 
 
Otra posible situación (Fig. 3.24) es cuando un nodo se encuentra en 
ADVERTISING_STATE, y recibe un AREP, en este caso al procesarlo lo único 
tstart = iteraciones ? 
crea tentativa envía AREQ 
SI NO
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que mira es si la tentativa que viaja dentro del AREP es igual a la dirección que 
se esta intentando configurar él, en caso afirmativo como ya hemos comentado 
en la situación anterior pasará al NO_ADDRESS_STATE y en la siguiente 
iteración repetirá el mismo proceso que en la situación anterior, en caso 


























































@tent AREP  
=  
@tent nodo ? 
NO ADDRESS STATE
SI NO 
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Una cuarta situación puede ser cuando un nodo ya se encuentra en 
NORMAL_STATE, es decir, ya tiene una dirección configurada, y recibe un 
AREQ. Lo primero que mira es si el proxy está activado, si es así, mira si la 
dirección tentativa que viaja en el AREQ coincide con alguna de las que él tiene 
almacenadas en la caché, en caso afirmativo, guarda este mensaje en el 
buffer_reply, y en la siguiente iteración ya lo procesará, en caso contrario, 
guarda el mensaje en una entrada de la caché. Esta acción que se acaba de 
explicar es única para el caso en que el proxy esté activado, y las acciones que 
se van a explicar a continuación son para ambos casos (proxy activado o 
desactivado). El nodo mira si la dirección que viaja en el mensaje coincide con 
la dirección única que él tiene asignado, si es así, almacena el mensaje en el 
buffer_reply, además de almacenarlo en secu. En caso de que la dirección 
tentativa sea diferente que su única, el nodo almacenará el mensaje en su 





























Fig. 3.25 Caso 4 
 
 
Otra situación que se puede encontrar es que un nodo que se encuentra en 
NORMAL_STATE, reciba un AREP, el nodo comprueba si el identificador 
origen que viaja en el mensaje es igual que el suyo, si es igual, querrá decir 
que hay otro nodo que tiene la misma dirección que él, pero como él ya se 






@tent AREQ  
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no coinciden, éste guardará el mensaje en el buffer_reply y en la siguiente 
















Fig. 3.26 Caso 5 
 
 
Por último, la única acción que queda por explicar es cuando un nodo tiene 
información almacenada en sus buffers de entrada. Se pueden encontrar dos 
casos, que la información se encuentre en el buffer o en el buffer_reply.  En 
estos dos casos, el nodo lo primero que mira es el número de iteración en el 
que se ha guardado el mensaje en su buffer de entrada, si este número es 
igual a la iteración en la que se encuentra la aplicación menos uno, procesará 
este mensaje, en caso de que hayan pasado ya dos iteraciones desde el 
momento en que se guardó el mensaje en el buffer de entrada, la aplicación 
borrará este mensaje del buffer y en caso que la iteración sea la misma no 
realizará ninguna acción durante la iteración en la que se encuentra el proceso 

















Fig. 3.27 Caso 6 
 
 
“buffer” / “buffer_reply” 
 
mensaje (iteración x) 
x = iteraciones ? 
x = (iteraciones-1) ? 
x = (iteraciones-2) ? 
borro mensaje 
proceso mensaje
guardo mensaje en “buffer_salida” o 
“buffer_ reply_salida” según del 
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Una vez todos los nodos han realizado las acciones que podían en esa 
iteración, se decrementa en uno el valor de tconfigure de los nodos que se 
encuentran en ADVERTISING_STATE y se pasa a la siguiente iteración, el 
proceso de autoconfiguración finaliza cuando todos los nodos se encuentran en 
NORMAL_STATE. 
 
A continuación se hará una pequeña aclaración de cómo en nuestro algoritmo 
se envían o reciben mensajes. La forma es muy sencilla y se explicará 
mediante un pequeño ejemplo, en el cual sólo se muestra los buffers de 






















Fig. 3.28 Ejemplo de envío y recepción de mensajes: nodo B envía a nodo A 
 
 
En la figura anterior se puede ver como tenemos dos nodos A y B que tienen 
enlace entre ellos, en la iteración 4 el nodo B ha almacenado un mensaje 
AREQ en su buffer_salida, entonces en la iteración 5, el nodo A mirará si tiene 
enlace con algún nodo, en nuestro caso será con el nodo B, entonces cogerá 
los datos que éste tiene almacenados en su buffer_salida y con el número de 
iteración igual a 4. Se podría resumir como que en la iteración 4 el nodo B ha 
enviado un AREQ y en la iteración 5 el nodo B lo ha recibido.  
 
Finalmente, el siguiente diagrama de flujo (Fig. 3.29) sintetiza el funcionamiento 










Buffer entrada Buffer salida
 
NODO B 
Buffer entrada Buffer salida 
 AREQ 1 
iteración = 4 
NODO A 
Buffer entrada Buffer salida
NODO B 
Buffer entrada Buffer salida 
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iteración = 5 
   




















































vector ordenado (pos) 







pos < NUM_NODOS 
todos los nodos != NORMAL STATE ? NO 
SI 






















tconfigure = 0 ?
SI 
NO 













SI SI NO NO 
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Este capítulo tiene el fin de demostrar, por un lado, el correcto funcionamiento 
del protocolo de autoconfiguración QDAD en la plataforma MICAz, y por otro 
lado,  pretende mostrar mediante la aplicación simulador el comportamiento 
que tendría una red de sensores ad-hoc en autoconfigurarse, variando los 
diferentes parámetros que se han definido en el capítulo 3 y buscando el 
impacto de cada uno de ellos con el fin de encontrar su valor  óptimo según las 
condiciones de un determinado escenario real. 
 
Para cada prueba realizada con el simulador se adjunta una tabla donde se 
definen las características del escenario que se está estudiando así como 
gráficas comentadas con los resultados.  
 
Antes de la realización de estas pruebas se han realizado otras de validación 
tanto de la implementación del protocolo en los sensores MICAz (véase anexo 
F) como en la aplicación simulador (véase anexo J), para demostrar el buen 
funcionamiento de éste en ambas aplicaciones. Los resultados han sido 
totalmente satisfactorios. 
 
4.1. Demostración del funcionamiento del protocolo QDAD 
en la plataforma MICAz 
 
A continuación, mediante la realización de un ejemplo real ejecutado en el 
laboratorio 325, aula donde se han realizado todas las pruebas durante el 
transcurso de este trabajo final de carrera se va a comprobar y validar el 
correcto funcionamiento de la implementación del protocolo QDAD en el 
entorno de los sensores MICAz. 
 
Para llevar a cabo dicha comprobación, se va a poner en práctica un escenario 
con 4 motes y mediante las aplicaciones AUTOCONFIGURACIÓN y QUERY-
ADDR se demostrará que todos y cada uno de los nodos que forman esta 
pequeña red de sensores inalámbrica acaba con un identificador único que les 
permitirá posteriormente establecer comunicación con sus vecinos. 
 
4.1.1. Explicación del escenario 
 
El escenario está formado por cinco motes, cuatro de los cuales forman la red 
de sensores ad-hoc y el restante es el que está puesto en la placa 
controladora. Se han dispuesto los motes de manera que todos ellos se 
encuentren en el área de cobertura de dicha placa y al mismo tiempo tengan 
enlace unos con otros de manera que todos se ven con todos. Los cuatro 
motes se asignan direcciones tentativas diferentes y por tanto válidas a priori 
de ser sus respectivas direcciones únicas. 
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Fig. 4.1 Esquema del escenario de pruebas 
 
4.1.2. Validación del escenario mediante la aplicación 
AUTOCONFIGURACIÓN 
 
En este apartado se va a mostrar mediante la aplicación 






















Como se puede observar en la figura anterior cada nodo a medida que se va 
encendiendo genera una dirección tentativa y envía sus tres mensajes AREQ 
por tal de comprobar la unicidad en la red de la dirección tentativa creada. 
Fig. 4.2  Aplicación AUTOCONFIGURACIÓN en funcionamiento 
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Como los demás nodos tienen una tentativa diferente, no entrarán en conflicto 
de direcciones con ninguno de sus vecinos y por lo tanto no contestarán a 
dichas peticiones. Una vez el proceso de configuración ha finalizado con éxito y 
los nodos se asignan la dirección tentativa como dirección única, éstos van 
apareciendo en el recuadro de nodos configurados donde se muestra el ID del 
nodo en cuestión seguido de la dirección única que ha adquirido durante el 
proceso de autoconfiguración. 
 
4.1.3. Validación del escenario mediante la aplicación 
QUERY_ADDR 
 
En este apartado mediante la aplicación QUERY-ADDR se va a comprobar que 
los motes mantienen las direcciones únicas anteriormente adquiridas y por 
























Fig. 4.3  Aplicación QUERY-ADDR en funcionamiento 
 
 
Como se puede observar en la figura anterior, los motes, al ser interrogados 
por la aplicación, devuelven la dirección única con la que han sido configurados 
y si se compara con la figura 4.2 se observa que son las mismas, con lo que 
podemos afirmar que la autoconfiguración se ha realizado con éxito. 
 
4.2. Pruebas realizadas mediante la aplicación simulador 
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4.2.1. Envío y recepción de mensajes en un escenario simple 
 
Esta prueba se ha realizado sin las funciones adicionales que se decidió 
implementar (caché y proxy) para ver el funcionamiento de la 
autoconfiguración, principalmente se quiere observar el número de mensajes 
que se envían y reciben en una autoconfiguración.  
 
 
Tabla 4.1. Características del escenario 
 
Nº de nodos 100 
Distribución aleatoria 
Tamaño del escenario (dm) 632x632 
Ncache 0 Caché Tlive cache 0 
Proxy Desactivado 
tstart max 150 
tconfigure 75 
Tamaño dirección tentativa (bits) 16 
 
 
Se han realizado 10 pruebas diferentes sólo manteniendo los valores de la 
tabla 4.1. Para cada prueba las posiciones de los nodos han variado. Se ha 
decidido escoger este tstart max para que todos los nodos no pasen al 
ADVERTISING_STATE en las mismas iteraciones, sino que haya un pequeño 
margen y el valor de tconfigure se ha elegido para que mediante este escenario de 
100 nodos, el mensaje que envía un nodo pueda llegar al nodo más alejado de 



























Fig. 4.4. Mensajes enviados 
En la figura 4.4, se pueden ver las 10 pruebas realizadas y el número medio de 
mensajes enviados por los 100 nodos que forman el escenario. Podemos 
observar que no hay grandes diferencias de envío de mensajes entre las 
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diferentes pruebas realizadas y que el envío en todas las pruebas se aproxima 
al número medio de mensajes enviados que es de 469. Además todos estos 
mensajes son AREQ, porque como el tamaño de la dirección tentativa es de 16 
bits, la probabilidad de que una dirección se repita tiende a 0, como se puede 
ver mediante la fórmula 4.1, tenemos 65536 direcciones diferentes, a las cuales 
sólo hay que quitarle la dirección en la cual todos los bits son 1s ya que es la 
que se utiliza para enviar en modo broadcast y la de todos 0s que es la que se 
utiliza como origen cuando no se tiene una dirección asignada, por lo tanto 
tendremos 65534 direcciones diferentes para sólo 100 nodos. 
 
 
2n bits = nº de posibles direcciones = 216 = 65536 direcciones     (4.1) 
 
 
A continuación se mostrará el número medio de mensajes que se reciben en 
cada prueba, los cuales se han dividido en dos tipos, los que se procesan y los 
que no se procesan. Recordar que estos mensajes también sólo son AREQs, 
ya que como se ha dicho anteriormente ningún nodo ha enviado AREPs. 
 
 


























mensajes recibidos y procesados media
 
 
Fig. 4.5 Mensajes recibidos y procesados 
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mensajes recibidos y no procesados media
 
 
Fig. 4.6 Mensajes recibidos y no procesados 
 
 
Como se puede observar en las figuras 4.5 y 4.6 el número de mensajes no 
procesados es mucho mayor al de procesados, esto sucede porque durante 
gran parte de la autoconfiguración los nodos se encuentran en 
ADVERTISING_STATE, ya que el tstart max toma un valor no muy grande 
referente al número de nodos del escenario, es decir, todos los nodos pasan al 
ADVERTISING_STATE en un periodo de iteraciones bastante pequeño con 
relación al número de nodos del escenario. En la siguiente figura se muestra el 
porcentaje del número medio de todas las pruebas, de mensajes procesados y 
no procesados respecto el total mediante un gráfico sectorial y de esta manera 












Fig. 4.7 Mensaje recibidos totales 
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El último resultado que se puede extraer al realizar las pruebas con este 
escenario son las iteraciones que se tardan en autoconfigurar todos los nodos, 
es decir, las iteraciones desde que empieza el proceso de autoconfiguración 
hasta que todos los nodos se encuentran en NORMAL_STATE. Teóricamente 
el número de iteraciones máximo que puede tardar en autoconfigurarse este 
escenario al no haberse enviado ningún AREP, sería de 225 como se puede 
calcular mediante la fórmula 4.2. En la figura 4.8 se puede apreciar como el 
valor práctico nunca supera al valor teórico máximo, además también se puede 
apreciar en la iteración en la que el último nodo ha pasado de 
NO_ADDRESS_STATE a ADVERTISING_STATE, por ejemplo, en la prueba 3, 
se puede apreciar como el último nodo se ha encendido cuando el proceso se 
encontraba en la iteración 142.   
 
 
Iteraciones max (AREP=0) = tstart max + tconfigure = 150+75 = 225 iteraciones   (4.2) 
 
 
















Fig. 4.8 Iteraciones de la autoconfiguración 
 
 
4.2.2. Envío y recepción de mensajes aumentando en número de 
nodos 
 
Esta prueba se ha realizado sin las funciones adicionales que se decidió 
implementar (caché y proxy) para ver el funcionamiento de la 
autoconfiguración, principalmente se quiere observar el número de mensajes 
que se envían y reciben en una autoconfiguración a la vez que se va 
aumentando el número de nodos de 100 en 100, se ha empezado con una 
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Tabla 4.2. Características del escenario 
 
Nº de nodos variable 
Distribución aleatoria 
Tamaño del escenario (dm) 632x632 
Ncache 0 Caché Tlive cache 0 
Proxy Desactivado 
tstart max 150 
tconfigure 75 
Tamaño dirección tentativa (bits) 16 
 
 
Se han realizado 10 pruebas diferentes para cada caso sólo manteniendo los 
valores de la tabla 4.2., exceptuando el nº de nodos que cada 10 pruebas iba 
variando y la posición de los nodos que en cada prueba era diferente. Se ha 
decidido escoger el tstart max y el tconfigure que se han definido por defecto gracias 
a las pruebas realizadas en el apartado anterior, estos dos parámetros son los 
más adecuados para el escenario de 100 nodos, pero cuando el valor de 
número de nodos va aumentando dejan de ser adecuados ya que se encienden 
un gran número de nodos en muy pocas iteraciones y no hay tiempo a que 
haya muchos nodos a la vez en NO_ADDRESS_STATE y NORMAL_STATE, 
para que se puedan procesar y reenviar mensajes, además en caso que se 
detecte alguna dirección duplicada, el tconfigure es tan bajo que no dará tiempo a 
que vuelva el AREP al nodo inicio, pero se ha decidido mantener fijos estos dos 
parámetros principalmente porque se querían comparar escenarios con las 
mismas características, además con el caso en el que el escenario tiene más 
nodos (1000 nodos), sigue habiendo una probabilidad baja de que dos nodos 
empiecen su autoconfiguración con la misma dirección tentativa.  
 
Para realizar las siguientes gráficas se ha calculado el número medio de 

























Fig. 4.9 Mensajes enviados 
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mensajes recibidos y procesados
 
 































mensajes recibidos y no procesados
 
 
Fig. 4.11 Mensajes recibidos y no procesados 
 
 
Como se puede observar en las tres figuras anteriores, a la vez que se va 
aumentando el número de nodos que forman el escenario, va aumentando 
linealmente el número de mensajes que se envían, como también el número de 
mensajes que se procesan y los que no se procesan, además por el motivo que 
se ha nombrado al principio de este apartado, el cual decía que el tstart max no 
era el más adecuado para los casos en los que hay más de 100 nodos, se 
puede observar en las figuras 4.10 y 4.11 la gran diferencia que hay entre 
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4.2.3. Relación entre caché, densidad y tstart 
 
Mediante esta prueba se quiere demostrar que estos tres parámetros están 
muy relacionados entre ellos. El parámetro caché sigue un comportamiento 
similar al parámetro densidad, ya que si un nodo tiene el valor de densidad 
elevado, el valor de caché también resultará elevado. Como tercer parámetro 
se ha introducido el tstart, que aunque no tenga una relación tan similar como la 
tenían los otros dos parámetros, también influye en el valor de caché de cada 
nodo, ya que cuanto más pequeño sea el valor de tstart, quiere decir que antes 
se ha encendido ese nodo y está recibiendo mensajes durante un periodo más 
largo y por lo tanto tendrá un valor de caché también más elevado. 
 
 
Tabla 4.3. Características del escenario 
 
Nº de nodos 25 
Distribución  aleatoria  
Tamaño del escenario (dm) 300x300 
Ncache ∞ Caché Tlive cache ∞ 
Proxy Activado 
tstart max 25 
tconfigure 20 
Tamaño dirección tentativa (bits) 16 
 
 
Se ha realizado una única prueba, en la cual el Ncache y Tlive cache tienen que ser 
infinitos, para que los nodos no desechen ningún mensaje por el motivo de que 
su caché se encuentre llena. Además el proxy se encuentra activo ya que si 
éste no se encontrara así, los nodos no guardarían mensajes en su caché, tal y 
como está configurada la aplicación simulador, pero en este caso el proxy no 
influye si está activado o desactivado ya que el número de nodos del escenario 
es de 25 y la longitud de la dirección tentativa sigue siendo de 16 bits. 
 
Fig. 4.12 Relación caché, densidad, tstart 
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En la gráfica se puede observar la relación entre los tres parámetros. Como se 
ha dicho al principio de este apartado, la caché y la densidad, tienen un 
comportamiento muy parecido, como se puede ver en las líneas que los 
definen. Además se puede observar un caso especial en el que un nodo se 
encuentra aislado en la red, es el nodo 21, y como se puede apreciar su valor 
de densidad es 0, por lo tanto dentro de su área de cobertura no se encuentra 
ningún otro nodo, con lo cual nunca recibe ningún mensaje y en consecuencia 
nunca entra en su caché. 
 
A continuación se muestra otra prueba realizada, con las mismas 
características que las de la tabla 4.3 pero variando la posición de los nodos y 
fijando el tstart max a 0, en esta prueba se quiere demostrar que si se iguala el 
valor tstart max a 0, se provoca que todos los nodos se enciendan en la misma 
iteración, por lo tanto no habrá un nodo que esté recibiendo mensajes más 
tiempo que otro, ya que todos los nodos pasarán en la misma iteración del 
NO_ADDRESS_STATE al ADVERTISING_STATE y también del 
ADVERTISING_STATE al NORMAL_STATE, por consiguiente todos los nodos 
estarán en ADVERTISING_STATE durante las mismas iteraciones, y de esta 
manera no se producirán reenvíos de mensajes. De esta manera como se 
puede ver en la figura 4.13, el valor de caché es igual que el valor de densidad 
porque cada nodo solo recibe el AREQ que han creado sus vecinos.   
 
 











Fig. 4.13  Relación caché, densidad 
 
 
Aunque en esta prueba sucede lo que se esperaba, puede suceder un caso 
especial en el que algún nodo detecte que su tentativa es igual que la tentativa 
que recibe en el AREQ y vuelva al NO_ADDRESS_STATE, con lo cual 
comenzará otra vez el proceso de autoconfiguración y por lo tanto los nodos 
que tengan enlace directo con estos nodos que han cambiado su tentativa, su 
valor de caché será mayor que el valor de densidad. 
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Para finalizar y gracias a los resultados obtenidos, se puede afirmar que cuanto 
mayor sea el valor tstart max, las diferencias entre los parámetros caché y 
densidad se harán más notables, con lo cual, los nodos que tenga el tstart más 
bajo, más tiempo estarán escuchando el medio radio y recibiendo mensajes y 
por lo tanto guardándolos en su caché. 
 
4.2.4. Variación del tamaño de las direcciones tentativas 
 
Mediante las pruebas de este apartado se quiere encontrar el punto óptimo 
entre el tamaño de las direcciones tentativas (en bits) y el número de 
iteraciones que hacen falta para configurarse toda la red. Se ha decidido 
reducir el tamaño de las direcciones tentativas ya que con 16 bits teníamos 
65536 direcciones diferentes y los escenarios utilizados en la aplicación 
simulador no superan los 1000 nodos. De esta manera si se consigue reducir el 
número de bits de la dirección sin variar el comportamiento del proceso de 
autoconfiguración se puede conseguir que los mensajes se procesen en menor 
tiempo ya que el mensaje será más pequeño, como también reduciremos el 
tamaño de la caché y lo más importante, se reducirá el tamaño de las tablas de 




Tabla 4.4. Características del escenario 
 
Nº de nodos 100 
Distribución aleatoria 
Tamaño del escenario (dm) 632x632 
Ncache 0 Caché Tlive cache 0 
Proxy Desactivado 
tstart max 150 
tconfigure 75 
Tamaño dirección tentativa (bits) variable 
 
 
A parte de las características definidas en la tabla 5.4, para que los escenarios 
se parezcan lo máximo posible, también se han fijado las posiciones de los 
nodos y el tstart de cada uno de ellos, es decir, el único parámetro variable que 
se deja es el número de bits de las direcciones tentativas.  
 
Para cada tamaño de dirección se han realizado 10 pruebas. En la siguiente 
tabla se muestra el número de direcciones posibles para cada tamaño de 
direcciones, calculado mediante la fórmula 5.1 y descartando la dirección todos 
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Tabla 4.5. Relación tamaño-número de direcciones posibles 
 










En la siguiente figura se puede ver cómo cuanto más se reduce el margen de 
direcciones aumenta la probabilidad de que en la red haya direcciones 
duplicadas advertidas y no advertidas, tal y como se ha demostrado mediante 
la tabla 4.5, en la cual, cuanto menor es el número de bits de la dirección 






















Fig. 4.14 Nodos duplicados en la red 
 
 
El número de iteraciones máximo teórico que puede haber si no hay 
direcciones duplicadas advertidas, es igual a 225 calculado mediante la fórmula 
4.2. En la siguiente gráfica podemos observar que mientras no hay direcciones 
duplicadas advertidas el número de iteraciones se mantienen por debajo de 
225 pero en el momento en que se advierte una dirección duplicada, el nodo 
vuelve a empezar el proceso de autoconfiguración y por lo tanto el tconfigure 
vuelve a tener el valor inicial que en este caso esta definido a 75. Por este 
motivo el número de iteraciones con el tamaño de dirección menor o igual a 10 
bits es mayor de 225 iteraciones.  
 
 
70  Redes de sensores autoconfigurables 























Fig. 4.15 Iteraciones de la autoconfiguración 
 
Según los resultados obtenidos es mejor que el tamaño de las direcciones sea 
mayor y así que no haya direcciones duplicadas, ya que como se puede ver el 
valor de iteraciones máximas en autoconfigurarse no varía mucho. Así que se 
podría reducir el tamaño de las direcciones de 16 bits a 14 bits sin sufrir 
variaciones en el número de mensajes enviados y recibidos, y en las 
iteraciones que ha tardado la autoconfiguración. 
 
A continuación se muestran los mensajes enviados y recibidos. Se puede 
apreciar que la recta tanto de mensajes enviados como recibidos se mantiene 
constante hasta el momento en que se detecta algún nodo duplicado y 
entonces se aprecia un aumento de envíos y de recepciones de mensajes. 
 
 
ENVÍO Y RECEPCIÓN DE MENSAJES 



















mensajes tx mensajes rx
 
 
Fig. 4.16 Envío y recepción de mensajes decrementando los bits de la tentativa 
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4.2.5. Rendimiento del proxy en distribución aleatoria 
 
Mediante estas pruebas se quiere demostrar que gracias a la función adicional 
proxy que se ha implementado en la aplicación simulador y mediante la ayuda 
de la función caché, se reduce el número de mensajes que circula por la red en 
una distribución aleatoria. 
 
 
Tabla 4.6. Características del escenario 
 
Nº de nodos 100 
Distribución aleatoria 
Tamaño del escenario (dm) 632x632 
Ncache ∞ Caché Tlive cache ∞ 
Proxy Activado 
tstart max 150 
tconfigure 75 
Tamaño dirección tentativa (bits) 8 
 
 
Para poder decidir el número de entradas por defecto que tendrá la aplicación 
simulador, se han realizado 10 pruebas con las características que se muestran 
en la tabla 4.6, y con Ncache y  Tlive cache con valor infinito para poder saber 
cuantas veces un nodo guarda un mensaje en su caché y poder establecer un 
valor por defecto. Además el tamaño de las direcciones se ha decidido que sea 
de 8 bits para que haya una probabilidad bastante elevada de haber 


























nº de entradas utilizadas media
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Como se puede ver en la gráfica anterior, se muestra el número de veces que 
cada nodo entra en su caché para guardar un mensaje, y la media da como 
resultado 20. Por lo tanto ahora volveremos a repetir las pruebas pero fijando el 


























mensajes tx mensajes rx
 
 




Podemos ver que si los nodos actúan como proxy se reduce el número de 
mensajes enviados y por lo tanto también se reduce en número de mensajes 
recibidos, con lo cual el tráfico disminuye considerablemente y no se produce 
tanto consumo de ancho de banda. 
 
Este caso se ha realizado para Ncache = 20, pero como se ha podido ver en la 
figura 4.17, hay nodos que entran en su caché para guardar mensajes más de 
20 veces y otros que menos, así que ahora lo que se quiere analizar es el 
número de mensajes que se envían y reciben si variamos el Ncache, y si influye 
en gran medida este valor al número de mensajes. Así que se ha decidido 
igualar el Ncache a 40, ya que dicho valor lo superan pocos nodos y es el doble 
del Ncache utilizado en la prueba anterior, como también rebajar a la mitad el 
Ncache, es decir, Ncache = 10. 
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FUNCIÓN PROXY
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En la figura anterior se puede observar como cuando más se aumenta el Ncache 
menor es el número de mensajes que circulan por la red, pero también se 
puede ver que la diferencia que hay entre cuando el Ncache es igual a 20 y a 40, 
no es tan grande que la diferencia entre 10 y 20, esto sucede porque en el caso 
de Ncache = 10, el 84% de los nodos pierden información útil de sus vecinos, en 
cambio si Ncache = 20, sólo el 31% de los nodos pierden información y si Ncache = 
40 sólo dos nodos no almacenan en su caché todos los mensajes que han 
recibido. 
 
4.2.6. Rendimiento del proxy en distribución figuras geométricas 
regulares 
 
Mediante estas pruebas se quiere demostrar, igual que con las pruebas del 
subapartado 4.2.5, que gracias a la función proxy y caché, se reduce el número 
de mensajes que circulan por la red en una distribución de tipo figura 
geométrica regular. Se ha decidido realizar un estudio del comportamiento del 
proxy mediante esta distribución ya que consigue que los nodos tengan la 
misma densidad. 
 
En la siguiente tabla se muestran los parámetros utilizados para configurar el 
escenario. Como en el subapartado anterior, primero Ncache y  Tlive cache toman 
un valor infinito para poder saber cuantas veces un nodo guarda un mensaje en 
su caché y establecer posteriormente un valor por defecto. Además se ha 
decidido utilizar dos tamaños diferentes de figura regular para ver el 
comportamiento con densidades diferentes. El escenario está formado por 49 
nodos porque es el máximo de nodos que caben en un escenario de 600x600 
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dm con el tamaño de figura regular de 100x100 dm y no se ha querido 
modificar para el otro caso para que la probabilidad de que una dirección se 
repita sea la misma. 
 
 
Tabla 4.7. Características del escenario 
 
Nº de nodos 49 
Distribución Figura geométrica regular 
Tamaño figura regular (dm) 100x100 / 50x50 
Tamaño del escenario (dm) 600x600 
Ncache ∞ Caché Tlive cache ∞ 
Proxy Activado 
tstart max 150 
tconfigure 75 
Tamaño dirección tentativa (bits) 8 
 
 
Se han realizado 10 pruebas para cada tamaño de figura regular y se ha 
obtenido que el número medio que cada nodo guarda un mensaje en su caché 
para el caso de 100x100 es de 5 y en el caso de 50x50 es de 29.  
 
En la gráfica siguiente se comparan los mensajes de los dos casos 
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Como se puede observar en la gráfica la función proxy para este tipo de 
distribución, sigue realizando las mismas funciones que el subapartado anterior 
y como era de esperar si aumenta la densidad también aumenta el número de 




Finalizaremos este apartado con las conclusiones extraídas de las pruebas 
realizadas. Un primer punto es que el número de mensajes que circulan por la 
red se encuentra muy relacionado con la densidad media del escenario, es 
decir, cuantos más nodos haya, más densidad, con lo cual más número de 
mensajes. Otro punto muy importante es la elección de direcciones con 
longitud mayor ya que la probabilidad de que exista una dirección duplicada 
sería muy baja, los puntos a favor serían que no existe gran diferencia de 
tiempo en autoconfigurarse y que el número de mensajes enviados sería más 
pequeño que con direcciones de tamaño menor, por el contrario el tamaño de 
los mensajes se podría reducir entre 6 y 8 bits, como también cada entrada de 
la caché y de las tablas de encaminamiento, con la reducción de tiempo de 
procesado que ello conlleva. El principal inconveniente de utilizar direcciones 
con pocos bits es que el número de direcciones duplicadas y no advertidas en 
la red puede llegar a ser bastante grande, esto sucede por el tstart max, ya que si 
este es pequeño la mayoría de nodos se encuentran en 
ADVERTISING_STATE a la vez y con lo cual no hay reenvío de mensajes, por 
el contrario si se elige grande para que esto no suceda aumenta el tiempo de 
autoconfiguración. Para reducir al máximo la longitud de las direcciones, lo 
ideal sería que hasta que cada nodo no acabará su autoconfiguración no se 
encendiera otro. Por último el funcionamiento del proxy ha sido efectivo pero 
siempre acompañado de la caché, de la cual se tiene que encontrar su tamaño 
óptimo antes de empezar la autoconfiguración, tal como se ha mostrado en los 
dos últimos subapartados, para que de esta manera los nodos no tengan más 
información de la que realmente necesitan, reduciendo así su memoria utilizada 
o por el contrario para que no pierdan información que puede ser útil para el 
proceso de autoconfiguración. 
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CONCLUSIONES Y LÍNEAS FUTURAS 
 
 
En el presente documento se ha presentado un estudio general sobre la 
autoconfiguración en las redes de sensores, mostrando las singularidades de 
este escenario y comentando las soluciones propuestas hasta el momento. En 
concreto, nuestro proyecto presenta la implementación de una de estas 
soluciones: el protocolo de autoconfiguración QDAD, consistente en interrogar 
a todos los nodos de forma broadcast mediante mensajes AREQ si poseen la 
dirección seleccionada por uno mismo. En caso de que así sea, el nodo en 
cuestión contestará con un mensaje AREP. El nodo que reciba este mensaje, 
tendrá que repetir el proceso con una nueva dirección tentativa. Se ha escogido 
este protocolo para su implementación tanto en el simulador como en los motes 
ya que era la única de todas las soluciones stateless propuestas independiente 
del protocolo de enrutamiento, requisito inicial indispensable puesto que 
carecemos de él. 
 
A partir de aquí lo que hemos pretendido mediante la realización de este 
trabajo, es estudiar y evaluar el funcionamiento de dicho protocolo. Para llevar 
a cabo este propósito se ha dividido el trabajo en dos partes diferentes: 
 
• Una primera más teórica consistente en la implementación de un 
simulador que reproduce escenarios reales de redes de sensores con 
gran variedad de parámetros configurables con el fin de realizar este 
estudio de manera más flexible y comprobar el funcionamiento del 
protocolo con un gran número de nodos para estudiar la estabilidad y 
escalabilidad de éste.  
 
• En la segunda parte práctica se ha llevado a cabo la implementación del 
protocolo QDAD en los motes MICAz, que integran la tecnología 
802.15.4, ideal para redes con pocos requisitos de ancho de banda y 
dónde se requiera una duración muy prolongada de la batería, es decir, 
tecnología perfecta para redes de sensores como la nuestra. También 
se ha realizado la implementación de dos aplicaciones, llamadas 
AUTOCONFIGURACIÓN y QUERY-ADDR, que facilitan la visión y 
compresión de los resultados al usuario. La primera de ellas nos 
muestra en tiempo real la autoconfiguración de los sensores y la 
segunda nos enseña la dirección única de sensores ya 
autoconfigurados. El objetivo principal de esta parte era comprobar la 
viabilidad a la hora de implementar dicho protocolo con todas las 
limitaciones que presentaba el entorno de los motes y demostrar que es 
una buena solución como protocolo de autoconfiguración.  
 
Respecto al funcionamiento básico del protocolo QDAD, en las dos partes que 
forman el trabajo, simulador y motes, se han diseñado dos nuevas funciones 
como son el proxy y la caché para conseguir un funcionamiento más eficiente 
del protocolo. 
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En la aplicación simulador, se ha logrado alcanzar todos los objetivos 
propuestos en un principio, añadiendo a éstos mejoras visuales que facilitan al 
usuario la disposición de los nodos en el escenario como también seguir el 
progreso del proceso de autoconfiguración en tiempo real. 
 
Tras la realización de diversas pruebas con dicha aplicación se ha observado 
que con direcciones cortas (16 bits) en redes con un gran número de nodos 
(hasta 1000), son suficientes para evitar el conflicto de direcciones en la 
primera asignación y así evitar el envío de AREP. De la misma forma se ha 
comprobado que con la ayuda del proxy y de la caché, ésta última con un 
número adecuado de entradas dependiendo del escenario utilizado, se 
consigue una disminución considerable del tráfico en la red, lo que conlleva 
reducir el tiempo de autoconfiguración, así como el ancho de banda utilizado.  
 
Por otra parte, con la implementación del protocolo QDAD en los sensores 
MICAz, al igual que en la aplicación simulador, se han logrado todos los 
objetivos fijados inicialmente, logrando salvar, adaptándose a ellas,  las 
limitaciones que presentan estos dispositivos. Finalmente, mediante las dos 
aplicaciones implementadas, se ha comprobado el correcto funcionamiento del 
proceso de autoconfiguración.  
 
A partir del trabajo realizado en este TFC, se abren nuevos caminos de 
desarrollo: 
 
• Un primer caso sería, la integración del protocolo de autoconfiguración 
QDAD en un protocolo de enrutamiento de redes ad-hoc. Esto nos daría 
opciones a implementar un protocolo más complejo con nuevas 
funcionalidades o incluso realizar la implementación de una nueva 
solución como pueda ser Weak DAD, Passive DAD o cualquiera de los 
protocolos híbridos vistos en el capítulo 2 para comparar su 
comportamiento, eficiencia y rendimiento delante de casos diversos. 
 
• Otro caso, que se podría estudiar para mejorar el funcionamiento del 
protocolo de autoconfiguración y reducir la probabilidad de la asignación 
de más de un nodo con la misma dirección en el primer intento, sería el 
hecho de asignarse una dirección tentativa a partir de las direcciones 
que el nodo tiene guardadas en su caché. Esta nueva funcionalidad del 
protocolo sería especialmente interesante en casos con un número de 
direcciones pequeño donde la probabilidad de conflicto entre nodos 
sería significativa. 
 
• La integración del protocolo de autoconfiguración en un protocolo de 
enrutamiento permitiría también la detección de merging o fusión de 
redes, y de ésta manera solucionar uno e los principales problemas de 
las redes de sensores.  
 
• También se podría estudiar la posibilidad de implementar capa MAC 
definida en el estándar IEEE 802.15.4 en el simulador. 
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IMPLICACIONES MEDIOAMBIENTALES 
 
El trabajo desarrollado en este trabajo final de carrera no presenta impacto 
medioambiental alguno puesto que es totalmente inocuo ya que las 
aplicaciones creadas no generan residuo alguno. Se podría decir que es un 
trabajo limpio y respetuoso con el medioambiente.  
 
No obstante los sensores con los que se ha trabajado consumen baterías 
eléctricas, en nuestro caso, pilas del tipo AA. Si éstas no son depositadas en el 
contenedor correspondiente para su reciclado o correcto almacenamiento 
pueden causar estragos en los ecosistemas donde se depositen e incluso 
pueden llegar a afectar a los seres humanos por medio de la contaminación del 
agua y del aire.  
 
Las pilas ofrecen una fuente de energía cómoda y portátil que forma parte 
integral de numerosos productos electrónicos modernos. Sin embargo, tan solo 
son capaces de almacenar una pequeña parte de la energía que se emplea en 
su fabricación. Suponen una carga para el medio ambiente tanto en su 
fabricación como en su eliminación. Algunos de los componentes de las pilas, 
como el cadmio, mercurio o zinc, pueden ser gravemente perjudiciales para el 
medio ambiente y ocasionar enfermedades a los seres humanos (dolores 
gastrointestinales) si no reciben el tratamiento adecuado.  
 
Concientes de esto, los fabricantes de pilas han conseguido reducir 
notablemente los componentes peligrosos como el mercurio. Además, han 
comenzado a desarrollar tecnologías para recuperar los componentes de las 
pilas cuando éstas se agotan e incluso se han inventado las denominadas pilas 
verdes o biopilas, que son pilas que destacan por la ausencia de los metales 
pesados en ellas y por tanto por la poca contaminación que causa su consumo 
en el medioambiente. 
 
En la misma línea, cabe destacar que ZigBee, IEEE 802.15.4, está diseñado 
para maximizar el tiempo de vida de las baterías. El mayor consumo que 
realizan estos dispositivos es a la hora de transmitir información, lo que 
conlleva una vida útil de batería muy elevada (en teoría, 2 años o más). 
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ANEXO A. TINYOS 
 
 
A.1. Instalación TinyOs para Windows 
 
Requisitos para la instalación: 
 
• El CD-ROM de CrossBow que contiene las herramientas de soporte de 
TinyOS 
• Ordenador con SO Microsoft Windows (XP, 2000, NT), con 1 GB de 
espacio libre en la unidad de disco de destino de la instalación 
• Tener los programas: WinZip, Adobe Acrobat y Programmers Notepad 
(disponible gratuitamente en http://www.pnotepad.org/) 
 
La instalación de TinyOS para Windows es sencilla. En primer lugar tenemos 
que instalar el archivo ejecutable tinyos-1.1.0-1is.exe, el cual nos instalará la 
plataforma básica de desarrollo Cygwin, las librerías nesC de TinyOS y el 
compilador nesC. 
 
El entorno de instalación de este ejecutable es muy intuitivo, guiado en todos 
sus pasos. Este archivo lo podemos encontrar en: 
 
•  El CD de CrossBow, dentro de la carpeta TinyOS Install. 
•  En el servidor de descargas de la plataforma Windows de 
www.tinyos.net que se encuentra en la siguiente página de 
internet http://www.tinyos.net/dist-1.1.0/tinyos/windows/ 
 
Después de la instalación de la plataforma TinyOS, la consola Cygwin y 
compilador de nesC, concentrados en el archivo tinyos-1.1.0-1is.exe, 
procederemos a la instalación del paquete rpm que nos actualizará a la última 
versión del compilador nesC. El nombre del paquete es el nesc-1.1.2a-
1.cygwin.i386.rpm y lo podemos encontrar en el mismo servidor de descargas 
anterior (http://www.tinyos.net/dist-1.1.0/tinyos/windows/). 
 
La instalación de este paquete se tiene que efectuar desde la consola Cygwin, 
dentro del directorio donde se encuentre el paquete rpm. La secuencia a 
escribir es la siguiente: 
 
rpm -- force --ignoreos -Uvh nesc-1.1.2a-1.cygwin.i386.rpm 
 
Finalmente instalaremos la actualización de TinyOS que deseemos, como 
requisito necesita tener instalado el anterior paquete. A enero de 2006 la 
actualización más reciente es la 1.1.15 de diciembre de 2005, y para 
descargarla sólo tenemos que ir al servidor de descargas de Windows ya 
indicado por duplicado anteriormente. El link a presionar es el tinyos-
1.1.15Dec2005cvs-1.cygwin.noarch.rpm. 
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La instalación de este segundo paquete rpm se instalará de semejante forma al 
anterior paquete: 
rpm -- force --ignoreos -Uvh tinyos-1.1.15Dec2005cvs-1.cygwin.noarch.rpm 
 
La aplicación para los motes MICAz realizadas en este trabajo han sido 





La carpeta xbow del CD de CrossBow dentro de la carpeta TinyOS Updates la 
copiaremos en la carpeta de nuestro disco C:\tinyos\cygwin\opt\tinyos-
1.x\contrib. De esta forma podremos comenzar a trabajar desde el directorio 
C:\tinyos\cygwin\opt\tinyos-1.x\contrib\xbow\apps que hemos copiado, 
programando nuestras aplicaciones en nesC. 
 
Con el comando rpm –qa en la consola Cygwin podemos comprobar la 




Fig. A.1 Ejemplo del comando de comprobación “rpm -qa” 
 
 
A.2. Directorio TinyOS 
 
Para trabajar con el directorio de TinyOS utilizaremos la consola Cygwin que 
con los comandos de linux nos permite explorar el directorio. 
 
El directorio de carpetas de TinyOS está compuesto de numerosas carpetas y 
archivos. Este apartado pretende mostrar el contenido de las carpetas más 
importantes de TinyOS y su estructura. 
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Fig. A.4 Estructura y contenido del directorio tos dentro de la carpeta tinyos-1.x 
 
 
A.3. Compilación de aplicaciones en TinyOS 
 
Las nuevas versiones de TinyOS soportan las plataformas hardware de los 
motes MICAz, MICA2 y MICA2DOT. La sintaxis que se utiliza en la consola 
Cygwin para compilar las aplicaciones es la siguiente: 
 
make <plataforma> install.<dirección dispositivo> <programador>,<puerto> 
ó 
make <plataforma> reinstall <programador>,<puerto> 
 
La diferencia entre install o reinstall está detalla más abajo. 
 
• Install.<n>: Compila la aplicación para la plataforma seleccionada, 
puede configurar el Identificador de nodo (<n>) del mote y lo programa. 
 
• Reinstall.<n>: Puede también configurar el Identificador de nodo y 
instala el programa precompilado, no recompila. Esta opción es 
sustancialmente más rápida. 
 







Tabla A.1. Lista de las plataformas hardware soportadas (<plataforma>) 
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Procesador / Plataforma Radio <plataforma> usada 
MICAZ (MPR2400 series) micaz 
MICA (MPR3x0 series) mica 
MICA2 (MPR4x0 series) mica2 
MICA2DOT (MPR5x0 series) mica2dot 
 
 
Esta sintaxis genérica se acompañará de los argumentos inherentes a la placa 
programadora que se use. Las placas compatibles son las siguientes: 
 
• La placa programadora puerto paralelo MIB500 
• La placa programadora puerto serie MIB510CA 
• La placa programadora puerto USB MIB520CA 
• La placa programadora Ethernet MIB600CA 
 
La tabla A.2 nos muestra el nombre usado para cada tipo de placa. 
 
 
Tabla A.2. Lista de placas programadoras (<programador>) 
 




MIB500 Por defecto, no necesario información adicional 
 
 
En esta sección sólo se explicará la sintaxis de compilación de aplicaciones 
para las placas programadoras incluidas en el MOTE-KIT2400 de CrossBow: 
 
 
A.3.1. Placa programadora puerto serie MIB510CA 
 





Donde <x> es el número del puerto serie conectado a la MIB510. Antes de 





Este ejemplo sirve para programar un mote MICAz desde una MIB510 
conectada al puerto serie COM1 del PC. 
 
make micaz install mib510,com1 
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A.3.2. Placa programadora Ethernet MIB600CA 
 
En cambio, si se utiliza la placa programadora MIB600CA, es necesario 
asignarle una dirección IP. Cada dispositivo conectado tiene que tener una 
dirección IP única. Esta dirección es usada como referencia específica de la 
unidad. Cada conexión TCP y cada datagrama UDP es definido por una 
dirección IP y un número de puerto. 
 
1. Instalar el programa de Lantronix (DeviceInstaller36.zip) de la capeta 
Miscellaneous del CD-ROM facilitado con el kit. Este programa también puede 
ser descargado desde la página http://www.lantronix.com/ 
2. Conectar la MIB600CA a la red con un cable Ethernet RJ-45 y conectarla a 
la corriente usando el transformador facilitado en el kit. 
3. Clic en el botón inicio de la barra de tareas y seleccionar Inicio > Programas 
> Lantronix > Device Installer. Device Installer nos muestra una ventana. 
4. Clic en el botón buscar (en inglés search) para ver la lista de dispositivos 
encontrados con la correspondiente dirección IP. 
5. Mirar y encontrar la dirección física (MAC) de nuestra MIB600CA (p.e. 00- 
20-4A-63-47-31), una vez localizada la seleccionamos. Clic en Assign IP 
(Asignación IP) y seguimos las instrucciones. Asignamos una dirección IP 
dentro del rango de nuestra tarjeta de red. 
6. Una vez asignada la dirección IP de la MIB600CA, el comando que tenemos 
que escribir en la consola Cygwin para programar el mote es: 
 




Este ejemplo sirve para programar un mote MICAz desde una MIB560 con una 
dirección IP 192.168.100.123. 
 
make micaz install eprb, 192.168.100.123 
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ANEXO B. MANUAL DE SERIALFORWARDER 
 
 
SerialForwarder es un programa escrito en Java, y es usado para leer los 
paquetes de datos del puerto serie del PC y reenviarlos sobre la conexión del 
puerto servidor, cosa que permite que otros programas se puedan comunicar 
con la red de sensores. Actúa como una puerta de acceso (gateway). 
 
SerialForwarder no muestra los datos de los paquetes, pero tiene contadores 
de paquetes leídos y escritos en la conexión TCP. Una vez ejecutado, 
SerialForwarder escucha conexiones de clientes en un puerto TCP 
determinado: por defecto el puerto 9001 para la placa programadora 
MIB510CA y el puerto 10002 para la placa MIB600CA. Y remite hacia los 
clientes todos los mensajes TinyOS del puerto serie o el puerto Ethernet, y 
viceversa. 
 
Se puede ejecutar SerialForwarder de dos maneras: 
 
1. Ejecutando SerialForwarder.exe ubicado en el directorio de Windows 
C:\Program Files\Surge-View 
 
Para la placa MIB510/MIB520 el puerto servidor debe de ser el 9001 (por 
defecto). 
 
Clicamos en el botón Stop Server (entonces se convierte en Start Server). 







<#> = 1, 2, 3, 4, etc. es el puerto serie COM1, COM2, COM3, COM4, etc. Del 
PC que está conectado a la placa programadora 
 
<plataforma> = Es la tasa en baudios de la plataforma utilizada 
 
O, en caso de utilizar la placa MIB600 editaremos de la siguiente manera el 






<Dirección_IP_MIB600> = Es la dirección IP de la placa MIB600 
 
Finalmente, hacer clic en el botón Start Server (se convierte a Stop Server) 
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Fig. B.1 (Izquierda) La aplicación Java SerialForwarder al ejecutarse. 
(Derecha) Cuando clicamos en Stara Server ya configurados el puerto serie, la 
tasa de transferencia y el puerto servidor. La última línea (la tercera) debe de 
contener la palabra “resynchronizing” 
 
 
2. Con la consola de comandos MS-DOS 
 
Primero debemos de ejecutar la consola de comandos de Windows clicando en 
el botón Inicio de la barra de tareas: Inicio > Programas > Accesorios > 
Símbolo de Sistema 
 
Después nos situamos en el directorio C:\Program Files\Surge-View usando la 
siguiente sentencia: 
 
cd ..\..\ Program Files\Surge-View 
 
Por último, iniciamos SerialForwarder con la información –comm port: 
 




<#> = 1, 2, 3, 4, etc. es el puerto serie COM1, COM2, COM3, COM4, etc. Del 
PC que está conectado a la placa programadora 
 
<plataforma> = Es la tasa en baudios de la plataforma utilizada 
 
O, en caso de utilizar la placa MIB600 editaremos de la siguiente manera el 
campo Mote Communications: 
 




<Dirección_IP_MIB600> = Es la dirección IP de la placa MIB600 
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ANEXO C. Configuración parámetros del chip 
CC2420 
 
A continuación se muestran y explican los parámetros más importantes de los 
dos archivos de configuración básicos que definen las variables del chip 
CC2420 
 
C.1. Archivo de configuración AM.h 
 
En este apartado se pueden ver las sentencias más importantes definidas en el 
archivo de configuración AM.h con sus valores por defecto. 
 
 
#define DEF_TOS_AM_GROUP 0x7d  //define el valor del campo grupo. Por  
   defecto 125 
 
#define TOSH_AM_LENGTH 1 //define el valor del campo grupo. Por  
  defecto toma valor 1 
 
typedef struct TOS_Msg  //Estructura que define los campos del  
  mensaje TOS 
{ 
Los siguientes campos son los que se transmiten y/o se reciben por 
medio radio 
   
  uint8_t length; //Este campo indica cuantos bytes enviamos en el  
  campo datos. 
 
  uint8_t fcfhi; //Los campos fcfhi y fcflo son un registro de 16 bits 
(parte hi y lo) donde cada grupo de bits indican una 
característica de la transmisión (utilización ack o 
el tipo de trama utilizada, etc).  
 
  uint8_t fcflo; 
  
  uint8_t dsn; //Secuencia de paquetes enviados, en cada nuevo 
paquete se incrementa en 1, este campo es rellenado 
por el sistema TinyOS. 
 
uint16_t destpan; //Indica la dirección de la red de área local a 
la que va destinado el paquete. 
 
uint16_t addr; //Indica la dirección del mote al que va enviado el 
paquete. 
 
  uint8_t type; //Indica el tipo de paquete que enviamos. 
 
  uint8_t group; //Indica a que grupo pertenece el mote receptor 
 
  int8_t data[TOSH_DATA_LENGTH]; // Campo donde metemos la 
información útil que queremos 
transmitir 
 
Los siguientes campos no se transmiten y/o reciben por medio radio. 
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  uint8_t strength; //Este campo nos indica la potencia de recepción. 
 
  uint8_t lqi; //Indica la calidad del enlace por el cual ha 
recibido un determinado paquete. 
 
  bool crc; //Este campo nos indica si el crc es correcto. 
 
uint8_t ack; //Indica si recibimos reconocimiento de una 
determinada trama. 
 




Estos campos no son modificables una vez nos encontramos en medio de una 




C.2. Archivo de configuración CC2420Const.h 
 
Otro archivo muy importante es el CC2420Const.h, donde por ejemplo 
decidimos en que canal queremos transmitir. En nuestro caso decidimos 
trabajar en el canal 26 ya que es en el que menos interferencias se producen 
con otras tecnologías inalámbricas que también transmiten a la frecuencia de 
2,4 GHz. Otra variable muy importante es la que define la potencia a la que 
queremos que transmitan los sensores, después de realizar diferentes pruebas  
(ver anexo G), decidimos que necesitábamos que transmitieran a la máxima 
potencia (0 dBm) ya que era con la única que cuando había una distancia 
considerable (a partir de 10 metros) la señal atravesaba paredes y se 
establecía comunicación entre los motes. 
 
A continuación mostramos los campos definidos en este archivo que nosotros 
consideramos importantes para nuestro trabajo. 
 
 
// Tiempos para el CC2420 en microsegundos  
enum { 
  CC2420_TIME_BIT = 4, 
  CC2420_TIME_BYTE = CC2420_TIME_BIT << 3, 
  CC2420_TIME_SYMBOL = 16 
}; 
 
//En este campo definimos la potencia de recepción de la antena 
CC2420. En este caso seleccionamos 0x1f que es 0 dBm, la potencia 
maxima. 
#define CC2420_DEF_RFPOWER          0x1f 
 
//Definimos el canal por el que vamos a transmitir o recibir.   
#define CC2420_DEF_CHANNEL     26   
 
//Definimos la banda de frecuencia que vamos a utilizar, en este caso 
seleccionamos la banda libre (2.405 GHz).                       
#define CC2420_DEF_PRESET           2405   
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//Definimos el campo de control de trama donde podemos controlar 
cuestiones como el tipo de trama o si queremos o no el envío de ack. 
#define CC2420_DEF_FCF_LO          0x08 
#define CC2420_DEF_FCF_HI          0x01  // sin ACK 
#define CC2420_DEF_FCF_HI_ACK      0x21  // con ACK 
#define CC2420_DEF_FCF_TYPE_BEACON 0x00 
#define CC2420_DEF_FCF_TYPE_DATA   0x01 
#define CC2420_DEF_FCF_TYPE_ACK    0x02 
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ANEXO D. FUNCIÓN RANDOM DE TINYOS 
 
 
Con el fin de comprender detalladamente como y mediante qué variables la 
función random crea la secuencia de 16 bits, se ha hecho un estudio para 
comprobar que realmente esta función nos será útil para nuestros propósitos.  
 
A continuación se muestran una serie de capturas hechas con diferentes motes 
para ver qué secuencias genera cada uno de ellos.  
 
La secuencia de direcciones que encontramos en los bytes correspondientes a 
la dirección origen marcados en la figura es una secuencia realizada con el 
random que nos proporciona tinyos. Esta es la secuencia propia del mote 




Fig. D.1 Secuencia generada por la función random para el mote 7 
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Esta secuencia vista anteriormente ha sido repetida varias veces y se ha 
comprobado que es la misma siempre. 
 
A continuación cargaremos el mismo programa en otro mote diferente para 
comprobar si la función random siempre genera la misma secuencia de 
números o por si el contrario genera una secuencia diferente. 
 
La secuencia vista a continuación es la del mote 3 cargado de la misma 
manera que el mote 7. 
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Hemos realizado el mismo número de repeticiones que con el mote anterior y 
de nuevo esta secuencia se repite siempre, pero como se puede observar es 
diferente a la secuencia aleatoria que se genera con el mote anterior lo que 
hace esta función de random muy adecuada a lo que nosotros queremos que 
es generar una dirección única para cada uno de los sensores. 
 
Para entender mejor lo que hace la función random que nos proporciona Tinyos 
vamos a analizar el código de generación que utiliza esta función para generar 
números de 16 bits de forma random 
 
El código de dicha función es el siguiente: 
 
 
async command result_t Random.init()  
{ 
      dbg(DBG_BOOT, "RANDOM_LFSR initialized.\n"); 
      atomic  
       { 
            shiftReg = 119 * 119 * (TOS_LOCAL_ADDRESS + 1); 
        initSeed = shiftReg; 
        mask = 137 * 29 * (TOS_LOCAL_ADDRESS + 1); 
       } 




Esta función es la que sirve para inicializar la función, es decir, es donde las 
variables que después se van a utilizar para propiamente generar la secuencia 
que se realiza en la siguiente función. Como se puede observar la explicación 
de que se generen secuencias únicas por mote pero que siempre se repita la 
misma es por el hecho de la variable TOS_LOCAL_ADDRESS que se utiliza 
para inicializar las variables shiftReg y mask. Como esta es una variable fija 
pero a la vez única y diferente por cada mote, la secuencia será igual, fija, 
única y diferente de un mote a otro. 
 
 
async command uint16_t Random.rand()  
{ 
      bool endbit; 
     uint16_t tmpShiftReg; 
      atomic  
     { 
        tmpShiftReg = shiftReg; 
        endbit = ((tmpShiftReg & 0x8000) != 0); 
        tmpShiftReg <<= 1; 
        if (endbit)  
    tmpShiftReg ^= 0x100b; 
        tmpShiftReg++; 
        shiftReg = tmpShiftReg; 
        tmpShiftReg = tmpShiftReg ^ mask; 
      } 
      return tmpShiftReg; 
   } 
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Esta función es la que nos retorna el número random de 16 bits utilizando las 
variables traídas de la función anterior. En esta se juega con la diferencia en el 
incremento de cada una de las variables y la interactuación entre ellas para 
generar y más tarde devolver el número de 16 bits. 
 
Por lo tanto sacamos como conclusión que esta función es perfecta para llevar 
a buen puerto nuestro objetivo de generar secuencias de 16 bits únicas para 
cada mote. 
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ANEXO E. Código NesC y aplicaciones 
AUTOCONFIGURACIÓN y QUERY-ADDR 
 
En este anexo se muestra el código realizado en el lenguaje NesC que se 
deberá cargar en los motes así como también el código C# de las aplicaciones 
AUTOCONFIGURACIÓN y QUERY-ADDR. 
 
E.1. Código NesC para los motes MICAz 
 
En este apartado se adjunta el código, tanto del archivo configuración como del 










  components Main, controladorM, RadioCRCPacket as Comm, FramerM, 
UART, LedsC; 
 
  Main.StdControl -> controladorM; 
 
  controladorM.UARTControl -> FramerM; 
  controladorM.UARTSend -> FramerM; 
  controladorM.UARTReceive -> FramerM; 
  controladorM.UARTTokenReceive -> FramerM; 
 
  controladorM.RadioControl -> Comm; 
  controladorM.RadioSend -> Comm; 
  controladorM.RadioReceive -> Comm; 
 
  controladorM.Leds -> LedsC; 
 
  FramerM.ByteControl -> UART; 












  provides interface StdControl; 
  uses { 
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    interface StdControl as UARTControl; 
    interface BareSendMsg as UARTSend; 
    interface ReceiveMsg as UARTReceive; 
    interface TokenReceiveMsg as UARTTokenReceive; 
 
    interface StdControl as RadioControl; 
    interface BareSendMsg as RadioSend; 
    interface ReceiveMsg as RadioReceive; 
 
    interface Leds; 





  enum { 
    UART_QUEUE_LEN = 12, 
    RADIO_QUEUE_LEN = 12, 
  }; 
 
  TOS_Msg    uartQueueBufs[UART_QUEUE_LEN]; 
  TOS_MsgPtr uartQueue[UART_QUEUE_LEN]; 
  uint8_t    uartIn, uartOut; 
  bool       uartBusy, uartFull; 
 
  TOS_Msg    radioQueueBufs[RADIO_QUEUE_LEN]; 
  TOS_MsgPtr radioQueue[RADIO_QUEUE_LEN]; 
  uint8_t    radioIn, radioOut; 
  bool       radioBusy, radioFull; 
 
  task void UARTSendTask(); 
  task void RadioSendTask(); 
 
  void failBlink(); 
  void dropBlink(); 
 
  command result_t StdControl.init() { 
    result_t ok1, ok2, ok3; 
    uint8_t i; 
 
    for (i = 0; i < UART_QUEUE_LEN; i++) { 
      uartQueue[i] = &uartQueueBufs[i]; 
    } 
    uartIn = uartOut = 0; 
    uartBusy = FALSE; 
    uartFull = FALSE; 
 
    for (i = 0; i < RADIO_QUEUE_LEN; i++) { 
      radioQueue[i] = &radioQueueBufs[i]; 
    } 
    radioIn = radioOut = 0; 
    radioBusy = FALSE; 
    radioFull = FALSE; 
 
    ok1 = call UARTControl.init(); 
    ok2 = call RadioControl.init(); 
    ok3 = call Leds.init(); 
 
    dbg(DBG_BOOT, "TOSBase initialized\n"); 
 
    return rcombine3(ok1, ok2, ok3); 
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  } 
 
  command result_t StdControl.start() { 
    result_t ok1, ok2; 
 
    ok1 = call UARTControl.start(); 
    ok2 = call RadioControl.start(); 
 
    return rcombine(ok1, ok2); 
  } 
 
  command result_t StdControl.stop() { 
    result_t ok1, ok2; 
     
    ok1 = call UARTControl.stop(); 
    ok2 = call RadioControl.stop(); 
 
    return rcombine(ok1, ok2); 
  } 
 
  event TOS_MsgPtr RadioReceive.receive(TOS_MsgPtr Msg) { 
    TOS_MsgPtr pBuf = Msg; 
 
    dbg(DBG_USR1, "TOSBase received radio packet.\n"); 
 
    if ((!Msg->crc) || (Msg->group != TOS_AM_GROUP)) 
      return Msg; 
 
    atomic { 
      if (!uartFull) { 
 pBuf = uartQueue[uartIn]; 
 uartQueue[uartIn] = Msg; 
  
 if( ++uartIn >= UART_QUEUE_LEN ) uartIn = 0; 
  
 if (uartIn == uartOut) { 
   uartFull = TRUE; 
 } 
 
 if (!uartBusy) { 
   if (post UARTSendTask()) { 
     uartBusy = TRUE; 
   } 
 } 
      } else { 
 dropBlink(); 
      } 
    } 
 
    return pBuf; 
  } 
   
  task void UARTSendTask() { 
    bool noWork = FALSE; 
     
    dbg (DBG_USR1, "TOSBase forwarding Radio packet to UART\n"); 
 
    atomic { 
      if (uartIn == uartOut && uartFull == FALSE) { 
 uartBusy = FALSE; 
 noWork = TRUE; 
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      } 
    } 
    if (noWork) { 
      return; 
    } 
 
    if (call UARTSend.send(uartQueue[uartOut]) == SUCCESS) { 
      call Leds.greenToggle(); 
    } else { 
      failBlink(); 
      post UARTSendTask(); 
    } 
  } 
 
  event result_t UARTSend.sendDone(TOS_MsgPtr msg, result_t success) { 
 
    if (!success) { 
      failBlink(); 
    } else { 
 
      atomic { 
 if (msg == uartQueue[uartOut]) { 
   if( ++uartOut >= UART_QUEUE_LEN ) uartOut = 0; 
   if (uartFull) { 
           uartFull = FALSE; 
   } 
 } 
      } 
    } 
 
    post UARTSendTask(); 
 
    return SUCCESS; 
  } 
 
  event TOS_MsgPtr UARTReceive.receive(TOS_MsgPtr Msg) { 
    return Msg; 
  } 
 
  event TOS_MsgPtr UARTTokenReceive.receive(TOS_MsgPtr Msg, uint8_t 
Token) { 
    TOS_MsgPtr  pBuf = Msg; 
    bool reflectToken = FALSE; 
 
    dbg(DBG_USR1, "TOSBase received UART token packet.\n"); 
 
    atomic { 
      if (!radioFull) { 
 reflectToken = TRUE; 
 pBuf = radioQueue[radioIn]; 
 radioQueue[radioIn] = Msg; 
 if( ++radioIn >= RADIO_QUEUE_LEN ) radioIn = 0; 
 if (radioIn == radioOut) 
   radioFull = TRUE; 
 
 if (!radioBusy) { 
   if (post RadioSendTask()) { 
     radioBusy = TRUE; 
   } 
 } 
      } else { 
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 dropBlink(); 
      } 
    } 
 
    if (reflectToken) { 
      call UARTTokenReceive.ReflectToken(Token); 
    } 
     
    return pBuf; 
  } 
 
  task void RadioSendTask() { 
 
    bool noWork = FALSE; 
 
    dbg (DBG_USR1, "TOSBase forwarding UART packet to Radio\n"); 
 
    atomic { 
      if (radioIn == radioOut && radioFull == FALSE) { 
 radioBusy = FALSE; 
 noWork = TRUE; 
      } 
    } 
    if (noWork) 
      return; 
 
    radioQueue[radioOut]->group = TOS_AM_GROUP; 
     
    if (call RadioSend.send(radioQueue[radioOut]) == SUCCESS) { 
      call Leds.redToggle(); 
    } else { 
      failBlink(); 
      post RadioSendTask(); 
    } 
  } 
 
  event result_t RadioSend.sendDone(TOS_MsgPtr msg, result_t success) 
{ 
 
    if (!success) { 
      failBlink(); 
    } else { 
      atomic { 
 if (msg == radioQueue[radioOut]) { 
   if( ++radioOut >= RADIO_QUEUE_LEN ) radioOut = 0; 
   if (radioFull) 
     radioFull = FALSE; 
 } 
      } 
    } 
     
    post RadioSendTask(); 
    return SUCCESS; 
  } 
 
  void dropBlink() { 
#ifdef TOSBASE_BLINK_ON_DROP 
    call Leds.yellowToggle(); 
#endif 
  } 
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  void failBlink() { 
#ifdef TOSBASE_BLINK_ON_FAIL 
    call Leds.yellowToggle(); 
#endif 

















 components Main, receptorM,LedsC; 
 components GenericComm as Comm, TimerC, Sounder, RandomLFSR, 
SimpleCmd, Logger; 
 
 Main.StdControl -> receptorM; 
 
   receptorM.RadioReceive -> Comm.ReceiveMsg[0x01]; 
   receptorM.RadioSend -> Comm.SendMsg[0x01]; 
   receptorM.RadioControl -> Comm; 
   receptorM.Sound -> Sounder; 
 
 receptorM.LoggerWrite -> Logger.LoggerWrite; 
 receptorM.LoggerRead -> Logger.LoggerRead; 
 
  Sensing = receptorM.Sensing; 
 
 
   receptorM.Timer -> TimerC.Timer[unique("Timer")]; 
   
   receptorM.Leds -> LedsC; 
 











module receptorM { 
 
provides interface Sensing;  
provides interface StdControl; 
  uses {   
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  interface StdControl as RadioControl; 
      interface SendMsg as RadioSend; 
      interface ReceiveMsg as RadioReceive; 
  interface StdControl as Sound; 
     interface Timer; 
  interface Leds; 
  interface Random; 
  interface LoggerWrite;  
  interface LoggerRead; 
  interface ProcessCmd as CmdExecute;  





// declaration of the static variables of the module   
 TOS_Msg msg; 
 TOS_MsgPtr prueba; 
 TOS_MsgPtr data1; 
 uint8_t i; 
 uint8_t a; 
 uint8_t b; 
 uint8_t c; 
 uint8_t dire1; 
 uint8_t dire2; 
 uint8_t Identificacion; 
 uint8_t Identificacion1; 
  
  
 uint8_t currentBuffer; 
 short nsamples; 
 
 
 //task void retraso(); 
 
// implementation of StdControl interface 
    
 command result_t StdControl.init()  
    { 
  atomic 
  { 
   currentBuffer = 0; 
  } 
 
  call Leds.init(); 
  call Sound.init(); 
  call RadioControl.init(); 
  call Random.init(); 
  prueba=&msg; 
  //data1=&msg; 
  Identificacion = call Random.rand() + 1; 
  Identificacion1 = call Random.rand() + 5; 
  a=0; 
  i=0; 
  b=3; 
  c=0; 
  dire1= call Random.rand(); 
  dire2= call Random.rand(); 
      return SUCCESS; 
 
  currentBuffer = 0; 





    command result_t StdControl.start()  
    { 
  call RadioControl.start(); 
  call Timer.start(TIMER_REPEAT, 500); 
  call Random.init(); 
      return SUCCESS; 
    } 
 
 command result_t Sensing.start(int samples, int interval_ms)  
 {  
  nsamples = samples;  
  call Timer.start(TIMER_REPEAT, interval_ms);  
  return SUCCESS;  
 }  
 
   
    command result_t StdControl.stop()  
    { 
  call RadioControl.stop(); 
  call Sound.stop(); 
  call Timer.stop(); 
  call Random.init(); 
      return SUCCESS; 
    } 
 task void writeTask()  
 { 
  char* ptr;  
  atomic  
  {  
    ptr = (char*)bufferPtr[currentBuffer]; 
   currentBuffer ^= 0x01;  
  }  




//Implementación de la funcion recibir 
 
 event TOS_MsgPtr RadioReceive.receive(TOS_MsgPtr m)  
 { 
 
  call LoggerRead.Read(currentBuffer); 
  call Leds.yellowToggle(); 
  call LoggerWrite.append(m); 
   
 
 
 // Miro si es el mensaje del controlador y si es asi le envio mi 
identificacion 
   
   i=m->data[3]; 
 
   
 
   if ((m->data[0] == dire1) && (m->data[1] == dire2))  
   { 
    prueba->addr=TOS_BCAST_ADDR; 
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    prueba->type=1; 
    prueba->group=TOS_AM_GROUP; 
    prueba->length=4; 
    prueba->data[0]=dire1; 
    prueba->data[1]=dire2; 
    prueba->data[2]=1; 
    prueba->data[3]=3; 
    
    call Leds.greenToggle(); 
 
    call RadioSend.send(TOS_BCAST_ADDR,4,prueba);  
 




event result_t Timer.fired() 
{ 
  c=b; 
  if(i==3) 
  { 
   a=3; 
   b--; 




  prueba->addr=TOS_BCAST_ADDR; 
  prueba->type=1; 
  prueba->group=TOS_AM_GROUP; 
  prueba->length=11; 
  prueba->data[0]=dire1; 
  prueba->data[1]=dire2; 
  prueba->data[2]=1; 
  prueba->data[3]=2; 
  prueba->data[4]=3; 
  prueba->data[5]=4; 
  prueba->data[6]=7; 
  prueba->data[7]=7; 
  prueba->data[8]=7; 
  prueba->data[9]=7; 
  prueba->data[10]=7; 
  prueba->data[11]=7; 
   
   
  dire1=prueba->data[0]; 
 
  call Leds.greenToggle(); 
  call RadioSend.send(TOS_BCAST_ADDR,11,prueba); 





  prueba->addr=TOS_BCAST_ADDR; 
  prueba->type=1; 
  prueba->group=TOS_AM_GROUP; 
  prueba->length=4; 
  prueba->data[0]=Identificacion; 
  prueba->data[1]=Identificacion1; 
  prueba->data[2]=c; 
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  prueba->data[3]=7; 
   
  dire1=prueba->data[0]; 
 
  call Leds.greenToggle(); 
  call RadioSend.send(TOS_BCAST_ADDR,4,prueba); 
 
    
 } 





 event result_t RadioSend.sendDone(TOS_MsgPtr sent, result_t 
success) 
 { 
      return SUCCESS; 
 } 
  
 event result_t LoggerWrite.writeDone( result_t success )  
 {  
  call Leds.redToggle(); 
  return SUCCESS;  
 }  
 
 event result_t LoggerRead.readDone(uint8_t* data , result_t 
success) 
 {  
  return SUCCESS; 
 
 }  
 event result_t CmdExecute.done(TOS_MsgPtr sent, result_t success 
)  
 {  
  return SUCCESS;  






E.2. Código C# de las aplicaciones implementadas 
 
Este apartado muestra el código de C# referente a las aplicaciones realizadas 





























 public class Form1 : System.Windows.Forms.Form 
 { 
  Thread t;  
  Process[] myProcesses; 
      
  Socket C; 
  static IPAddress local = 
Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[40]; 
  static byte [] dire1 = new byte[40]; 
  static byte [] dire2 = new byte[40]; 
  ArrayList memoria = new ArrayList(); 
  dir a = new dir(); 
  dir d = new dir(); 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
   
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.ComponentModel.IContainer components; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.TextBox textBox3; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.TextBox textBox2; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.TextBox textBox4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.MenuItem menuItem3; 
  private System.Windows.Forms.MenuItem menuItem4; 
  private System.Windows.Forms.MenuItem menuItem5; 
  private System.Windows.Forms.MenuItem menuItem6; 
  private System.Windows.Forms.MenuItem menuItem7; 
  private System.Windows.Forms.MenuItem menuItem8; 
  private System.Windows.Forms.MenuItem menuItem9; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.TextBox textBox5; 
  private System.Windows.Forms.Button button3; 
   
 
  public Form1() 
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  { 
   InitializeComponent(); 
  } 
 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if (components != null)  
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Windows Form Designer generated code 
   
  private void InitializeComponent() 
  { 
   this.button2 = new System.Windows.Forms.Button(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.textBox3 = new System.Windows.Forms.TextBox(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.textBox2 = new System.Windows.Forms.TextBox(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.textBox4 = new System.Windows.Forms.TextBox(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.menuItem3 = new System.Windows.Forms.MenuItem(); 
   this.menuItem4 = new System.Windows.Forms.MenuItem(); 
   this.menuItem5 = new System.Windows.Forms.MenuItem(); 
   this.menuItem6 = new System.Windows.Forms.MenuItem(); 
   this.menuItem7 = new System.Windows.Forms.MenuItem(); 
   this.menuItem8 = new System.Windows.Forms.MenuItem(); 
   this.menuItem9 = new System.Windows.Forms.MenuItem(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.textBox5 = new System.Windows.Forms.TextBox(); 
   this.SuspendLayout(); 
   //  
   // button2 
   //  
   this.button2.BackColor = 
System.Drawing.SystemColors.ActiveBorder; 
   this.button2.Cursor = 
System.Windows.Forms.Cursors.Hand; 
   this.button2.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 10F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(10)), true); 
   this.button2.ForeColor = 
System.Drawing.SystemColors.ActiveCaptionText; 
   this.button2.Location = new System.Drawing.Point(420, 
57); 
   this.button2.Name = "button2"; 
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   this.button2.Size = new System.Drawing.Size(120, 40); 
   this.button2.TabIndex = 3; 
   this.button2.Text = "Encender"; 
   this.button2.Click += new 
System.EventHandler(this.button2_Click); 
   //  
   // textBox1 
   //  
   this.textBox1.BackColor = System.Drawing.Color.Ivory; 
   this.textBox1.Location = new System.Drawing.Point(32, 
120); 
   this.textBox1.Multiline = true; 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox1.Size = new System.Drawing.Size(104, 
288); 
   this.textBox1.TabIndex = 4; 
   this.textBox1.Text = ""; 
   this.textBox1.TextChanged += new 
System.EventHandler(this.textBox1_TextChanged); 
   //  
   // button3 
   //  
   this.button3.BackColor = 
System.Drawing.SystemColors.ActiveBorder; 
   this.button3.Cursor = 
System.Windows.Forms.Cursors.Hand; 
   this.button3.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 10F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0)), true); 
   this.button3.ForeColor = 
System.Drawing.SystemColors.ActiveCaptionText; 
   this.button3.Location = new System.Drawing.Point(419, 
120); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(120, 40); 
   this.button3.TabIndex = 25; 
   this.button3.Text = "Apagar"; 
   this.button3.Click += new 
System.EventHandler(this.button3_Click); 
   //  
   // label1 
   //  
   this.label1.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 20.25F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.Black; 
   this.label1.Location = new System.Drawing.Point(40, 
40); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(312, 48); 
   this.label1.TabIndex = 26; 
   this.label1.Text = "MENSAJES ENVIADOS"; 
   //  
   // button1 
   //  
   this.button1.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 9.75F, 
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System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.button1.ForeColor = System.Drawing.Color.Brown; 
   this.button1.Location = new System.Drawing.Point(424, 
176); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(112, 64); 
   this.button1.TabIndex = 27; 
   this.button1.Text = "Borrar Pantalla"; 
   this.button1.Click += new 
System.EventHandler(this.button1_Click); 
   //  
   // textBox3 
   //  
   this.textBox3.BackColor = System.Drawing.Color.Ivory; 
   this.textBox3.Location = new 
System.Drawing.Point(224, 120); 
   this.textBox3.Multiline = true; 
   this.textBox3.Name = "textBox3"; 
   this.textBox3.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox3.Size = new System.Drawing.Size(72, 
288); 
   this.textBox3.TabIndex = 29; 
   this.textBox3.Text = ""; 
   this.textBox3.TextChanged += new 
System.EventHandler(this.textBox3_TextChanged); 
   //  
   // label2 
   //  
   this.label2.ForeColor = System.Drawing.Color.Black; 
   this.label2.Location = new System.Drawing.Point(56, 
104); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(56, 16); 
   this.label2.TabIndex = 30; 
   this.label2.Text = "Dirección"; 
   //  
   // label3 
   //  
   this.label3.ForeColor = System.Drawing.Color.Black; 
   this.label3.Location = new System.Drawing.Point(152, 
104); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(56, 16); 
   this.label3.TabIndex = 31; 
   this.label3.Text = "REQ-REP"; 
   //  
   // textBox2 
   //  
   this.textBox2.BackColor = System.Drawing.Color.Ivory; 
   this.textBox2.Location = new 
System.Drawing.Point(144, 120); 
   this.textBox2.Multiline = true; 
   this.textBox2.Name = "textBox2"; 
   this.textBox2.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox2.Size = new System.Drawing.Size(72, 
288); 
   this.textBox2.TabIndex = 32; 
   this.textBox2.Text = ""; 
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   //  
   // label4 
   //  
   this.label4.ForeColor = System.Drawing.Color.Black; 
   this.label4.Location = new System.Drawing.Point(240, 
104); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(48, 16); 
   this.label4.TabIndex = 33; 
   this.label4.Text = "Proxy"; 
   //  
   // textBox4 
   //  
   this.textBox4.BackColor = System.Drawing.Color.Ivory; 
   this.textBox4.Location = new 
System.Drawing.Point(304, 120); 
   this.textBox4.Multiline = true; 
   this.textBox4.Name = "textBox4"; 
   this.textBox4.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox4.Size = new System.Drawing.Size(72, 
288); 
   this.textBox4.TabIndex = 34; 
   this.textBox4.Text = ""; 
   //  
   // label5 
   //  
   this.label5.ForeColor = System.Drawing.Color.Black; 
   this.label5.Location = new System.Drawing.Point(312, 
104); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(64, 16); 
   this.label5.TabIndex = 35; 
   this.label5.Text = "ID Nodo"; 
   //  
   // mainMenu1 
   //  
   this.mainMenu1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem1}); 
   //  
   // menuItem1 
   //  
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem2, 
            
           this.menuItem4, 
            
           this.menuItem6, 
            
           
this.menuItem8}); 
   this.menuItem1.Text = "Ayuda"; 
   //  
   // menuItem2 
   //  
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   this.menuItem2.Index = 0; 
   this.menuItem2.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem3}); 
   this.menuItem2.Text = "Direción"; 
   //  
   // menuItem3 
   //  
   this.menuItem3.Index = 0; 
   this.menuItem3.Text = "2 bytes de dirección"; 
   //  
   // menuItem4 
   //  
   this.menuItem4.Index = 1; 
   this.menuItem4.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem5}); 
   this.menuItem4.Text = "REQ-REP"; 
   //  
   // menuItem5 
   //  
   this.menuItem5.Index = 0; 
   this.menuItem5.Text = "REQ si vale 0 - REP si vale 
1"; 
   //  
   // menuItem6 
   //  
   this.menuItem6.Index = 2; 
   this.menuItem6.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem7}); 
   this.menuItem6.Text = "Proxy"; 
   //  
   // menuItem7 
   //  
   this.menuItem7.Index = 0; 
   this.menuItem7.Text = "Si el proxy está activado su 
valor es 1, sino es 0"; 
   //  
   // menuItem8 
   //  
   this.menuItem8.Index = 3; 
   this.menuItem8.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem9}); 
   this.menuItem8.Text = "ID Nodo"; 
   //  
   // menuItem9 
   //  
   this.menuItem9.Index = 0; 
   this.menuItem9.Text = "Identificador del nodo emisor 
del paquete"; 
   //  
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   // label6 
   //  
   this.label6.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 12F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label6.ForeColor = System.Drawing.Color.Black; 
   this.label6.Location = new System.Drawing.Point(400, 
264); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(152, 32); 
   this.label6.TabIndex = 38; 
   this.label6.Text = "Nodos configurados"; 
   //  
   // textBox5 
   //  
   this.textBox5.BackColor = System.Drawing.Color.Ivory; 
   this.textBox5.Location = new 
System.Drawing.Point(400, 304); 
   this.textBox5.Multiline = true; 
   this.textBox5.Name = "textBox5"; 
   this.textBox5.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox5.Size = new System.Drawing.Size(152, 
88); 
   this.textBox5.TabIndex = 39; 
   this.textBox5.Text = ""; 
   //  
   // Form1 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.BackColor = 
System.Drawing.SystemColors.InactiveBorder; 
   this.ClientSize = new System.Drawing.Size(568, 414); 
   this.Controls.Add(this.textBox5); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.textBox4); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.textBox2); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.textBox3); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.button2); 
   this.Cursor = System.Windows.Forms.Cursors.Default; 
   this.ForeColor = System.Drawing.Color.Red; 
   this.Menu = this.mainMenu1; 
   this.Name = "Form1"; 
   this.Text = "Autoconfiguración"; 
   this.Load += new 
System.EventHandler(this.Form1_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  /// <summary> 
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  /// The main entry point for the application. 
  /// </summary> 
  [STAThread] 
  static void Main()  
  { 
   Application.Run(new Form1()); 
  } 
  public class dir 
  { 
   public byte b1; 
   public byte b2; 
   public byte nodo; 
  } 
  private void Form1_Load(object sender, System.EventArgs e) 
  {   
   
  } 
  public void captura() 
  { 
   int count=0; 
   int i; 
   bool inicio=true; 
       
   C = new Socket(AddressFamily.InterNetwork, 
SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
     
    while (true)      
    {  
     
     C.Receive(buffer); 
     if(buffer[9]!=0) 
     { 
       textBox1.Text=buffer[5]+" 
"+buffer[6]+"\r\n"+textBox1.Text; 
 
       d.b1=buffer[5]; 
       d.b2=buffer[6]; 
       d.nodo=buffer[9]; 
 
       memoria.Add(d); 
 
      
 textBox2.Text=buffer[7]+"\r\n"+textBox2.Text; 
      
 textBox3.Text=buffer[11]+"\r\n"+textBox3.Text; 
      
 textBox4.Text=buffer[9]+"\r\n"+textBox4.Text; 
       count++; 
        
       NodoConfig();   
   
     }    
     for(i=0;i<16;i++) buffer[i]=0; 
    } 
   } 
   catch ( System.Threading.ThreadAbortException ) 
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   { 
    Console.WriteLine("Conexión finalizada"); 
   } 
  } 
  private void NodoConfig() 
  { 
   int count=0; 
   foreach(dir a in memoria) 
   { 
    foreach(dir b in memoria) 
    { 
     if(a.Equals(b)) 
      count++; 
     if(count == 3) 
     { 
      count=0; 
      textBox5.Text=b.nodo+" => "+b.b1+" 
"+b.b2+"\r\n"+textBox5.Text; 
     } 
    } 
   } 
  } 
 
  private void button2_Click(object sender, System.EventArgs 
e) 
  { 
   t = new Thread(new ThreadStart(captura)); 
   t.Start();  
  } 
 
  private void progressBar1_Click(object sender, 
System.EventArgs e) 
  { 
   
  } 
 
  private void toolBar1_ButtonClick(object sender, 
System.Windows.Forms.ToolBarButtonClickEventArgs e) 
  { 
   
  } 
 
  private void button3_Click(object sender, System.EventArgs 
e) 
  { 
   t.Abort(); 
   C.Close(); 
  } 
 
  private void textBox1_TextChanged(object sender, 
System.EventArgs e) 
  { 
   
  } 
 
  private void LQI_Click(object sender, System.EventArgs e) 
  { 
   
  } 
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  private void button1_Click(object sender, System.EventArgs 
e) 
  { 
   textBox1.Text=""; 
   textBox2.Text=""; 
   textBox3.Text=""; 
   textBox4.Text=""; 
   textBox5.Text=""; 
  } 
 
  private void textBox3_TextChanged(object sender, 
System.EventArgs e) 
  { 
   



























 public class Autoconfiguración : System.Windows.Forms.Form 
 { 
  Thread t;  
  Process[] myProcesses; 
      
  Socket C; 
  static IPAddress local = 
Dns.Resolve(Dns.GetHostName()).AddressList[0]; 
  static byte[] buffer = new byte[40]; 
  static byte [] dire1 = new byte[40]; 
  static byte [] dire2 = new byte[40]; 
  ArrayList memoria = new ArrayList(); 
  //static byte[] salida = new byte[15]; 
  //static byte[] buf = new byte[29]; 
  IPEndPoint localEndPoint = new IPEndPoint(local, 9001); 
  static byte[] init = new byte[2]; 
   
  private System.Windows.Forms.Button button2; 
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  private System.Windows.Forms.TextBox textBox1; 
  private System.ComponentModel.IContainer components; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.TextBox textBox4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.Button button3; 
   
 
  public Autoconfiguración() 
  { 
   InitializeComponent(); 
  } 
 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if (components != null)  
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Windows Form Designer generated code 
   
  private void InitializeComponent() 
  { 
   this.button2 = new System.Windows.Forms.Button(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.textBox4 = new System.Windows.Forms.TextBox(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.SuspendLayout(); 
   //  
   // button2 
   //  
   this.button2.BackColor = 
System.Drawing.SystemColors.ActiveBorder; 
   this.button2.Cursor = 
System.Windows.Forms.Cursors.Hand; 
   this.button2.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 10F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(10)), true); 
   this.button2.ForeColor = 
System.Drawing.SystemColors.ActiveCaptionText; 
   this.button2.Location = new System.Drawing.Point(280, 
104); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(120, 40); 
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   this.button2.TabIndex = 3; 
   this.button2.Text = "Encender"; 
   this.button2.Click += new 
System.EventHandler(this.button2_Click); 
   //  
   // textBox1 
   //  
   this.textBox1.BackColor = System.Drawing.Color.Ivory; 
   this.textBox1.Location = new System.Drawing.Point(32, 
104); 
   this.textBox1.Multiline = true; 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox1.Size = new System.Drawing.Size(104, 
288); 
   this.textBox1.TabIndex = 4; 
   this.textBox1.Text = ""; 
   this.textBox1.TextChanged += new 
System.EventHandler(this.textBox1_TextChanged); 
   //  
   // button3 
   //  
   this.button3.BackColor = 
System.Drawing.SystemColors.ActiveBorder; 
   this.button3.Cursor = 
System.Windows.Forms.Cursors.Hand; 
   this.button3.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 10F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0)), true); 
   this.button3.ForeColor = 
System.Drawing.SystemColors.ActiveCaptionText; 
   this.button3.Location = new System.Drawing.Point(280, 
216); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(120, 40); 
   this.button3.TabIndex = 25; 
   this.button3.Text = "Apagar"; 
   this.button3.Click += new 
System.EventHandler(this.button3_Click); 
   //  
   // label1 
   //  
   this.label1.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 20.25F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.ForeColor = System.Drawing.Color.Black; 
   this.label1.Location = new System.Drawing.Point(32, 
16); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(328, 32); 
   this.label1.TabIndex = 26; 
   this.label1.Text = "DIRECCIONES FINALES"; 
   //  
   // button1 
   //  
   this.button1.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 9.75F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
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   this.button1.ForeColor = System.Drawing.Color.Brown; 
   this.button1.Location = new System.Drawing.Point(283, 
328); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(112, 64); 
   this.button1.TabIndex = 27; 
   this.button1.Text = "Borrar Pantalla"; 
   this.button1.Click += new 
System.EventHandler(this.button1_Click); 
   //  
   // label2 
   //  
   this.label2.ForeColor = System.Drawing.Color.Black; 
   this.label2.Location = new System.Drawing.Point(56, 
80); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(56, 16); 
   this.label2.TabIndex = 30; 
   this.label2.Text = "Dirección"; 
   //  
   // textBox4 
   //  
   this.textBox4.BackColor = System.Drawing.Color.Ivory; 
   this.textBox4.ForeColor = 
System.Drawing.SystemColors.WindowText; 
   this.textBox4.Location = new 
System.Drawing.Point(160, 104); 
   this.textBox4.Multiline = true; 
   this.textBox4.Name = "textBox4"; 
   this.textBox4.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.textBox4.Size = new System.Drawing.Size(72, 
288); 
   this.textBox4.TabIndex = 34; 
   this.textBox4.Text = ""; 
   //  
   // label5 
   //  
   this.label5.ForeColor = System.Drawing.Color.Black; 
   this.label5.Location = new System.Drawing.Point(168, 
80); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(64, 16); 
   this.label5.TabIndex = 35; 
   this.label5.Text = "ID Nodo"; 
   //  
   // mainMenu1 
   //  
   this.mainMenu1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem1}); 
   //  
   // menuItem1 
   //  
   this.menuItem1.Index = 0; 
   this.menuItem1.Text = "wff"; 
   this.menuItem1.Click += new 
System.EventHandler(this.menuItem1_Click_1); 
   //  
Anexo E                                                                                                                                                                            39 
   // Autoconfiguración 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.BackColor = 
System.Drawing.SystemColors.InactiveBorder; 
   this.ClientSize = new System.Drawing.Size(416, 414); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.textBox4); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.button2); 
   this.Cursor = System.Windows.Forms.Cursors.Default; 
   this.ForeColor = System.Drawing.Color.Red; 
   this.Name = "Autoconfiguración"; 
   this.Text = "QUERY-ADDR"; 
   this.Load += new 
System.EventHandler(this.Form1_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  /// <summary> 
  /// The main entry point for the application. 
  /// </summary> 
  [STAThread] 
  static void Main()  
  { 
   Application.Run(new Autoconfiguración()); 
  } 
  public class dir 
  { 
   public byte b1; 
   public byte b2; 
   public byte nodo; 
  } 
  private void Form1_Load(object sender, System.EventArgs e) 
  {   
   
  } 
  public void captura() 
  { 
   int i; 
   
       
   C = new Socket(AddressFamily.InterNetwork, 
SocketType.Stream, ProtocolType.Tcp); 
   try 
   { 
    C.Connect(localEndPoint); 
    C.Receive(init); 
    C.Send(init); 
     
    while (true)      
    {  
     C.Receive(buffer); 
     if(buffer[5]!=0) 
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     { 
       textBox1.Text=buffer[5]+" 
"+buffer[6]+"\r\n"+textBox1.Text; 
        
      
 textBox4.Text=buffer[7]+"\r\n"+textBox4.Text; 
     }     
     for(i=0;i<16;i++) buffer[i]=0; 
    } 
   } 
   catch ( System.Threading.ThreadAbortException ) 
   { 
    Console.WriteLine("Conexión finalizada"); 
   } 
  } 
  private void button2_Click(object sender, System.EventArgs 
e) 
  { 
   t = new Thread(new ThreadStart(captura)); 
   t.Start();  
  } 
  private void progressBar1_Click(object sender, 
System.EventArgs e) 
  { 
   
  } 
  private void toolBar1_ButtonClick(object sender, 
System.Windows.Forms.ToolBarButtonClickEventArgs e) 
  { 
   
  } 
  private void button3_Click(object sender, System.EventArgs 
e) 
  { 
   //t.Interrupt(); 
   t.Abort(); 
   C.Close(); 
  } 
 
  private void textBox1_TextChanged(object sender, 
System.EventArgs e) 
  { 
   
  } 
 
  private void LQI_Click(object sender, System.EventArgs e) 
  { 
   
  } 
 
  private void button1_Click(object sender, System.EventArgs 
e) 
  { 
   textBox1.Text=""; 
   textBox4.Text=""; 
  } 
 
  private void textBox3_TextChanged(object sender, 
System.EventArgs e) 
  { 
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  } 
 
  private void label6_Click(object sender, System.EventArgs 
e) 
  { 
   
  } 
 
  private void button4_Click(object sender, System.EventArgs 
e) 
  { 
   
  } 
 
  private void menuItem1_Click(object sender, 
System.EventArgs e) 
  { 
   
  } 
 
  private void menuItem1_Click_1(object sender, 
System.EventArgs e) 
  { 
   
  } 
 } 
} 
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Este anexo pretende mostrar y validar el buen funcionamiento de la 
implementación del protocolo QDAD en los motes MICAz mediante una serie 
de casos sencillos para comprobar posteriormente si el protocolo se ha 
comportado de la forma esperada. Cada caso tendrá una pequeña explicación 
que consiste en el escenario a probar, un pequeño dibujo, el cual representa la 
situación de los nodos (una línea entre dos nodos quiere decir que hay enlace 
entre ellos, por el contrario, si no hay línea, no hay enlace), y una tabla 
resumen con los mensajes que ha enviado y recibido cada nodo durante el 
proceso de autoconfiguración. Por último se dirá si el resultado obtenido es el 




F.1. Motes sin conflicto de direcciones 
 
  
Escenario 1: dos motes vecinos con diferentes direcciones 
 
En este primer escenario se tienen dos motes con enlace entre ellos y 
direcciones tentativas diferentes, con lo que cada nodo se configurará con la 
dirección deseada y recibirá los mensajes de configuración de su vecino. Por lo 
tanto cada uno de los dos nodos enviará sus 3 AREQ antes de asignarse la 










Tabla F.1. Tabla resumen del escenario 1 
 
Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 6 0 6 3 0 3 
2 3 0 3 3 0 3 
 
 
 RESULTADO: OK 
 
 
Nodo 1 Nodo 2
 Fig. F.1 Esquema del escenario 1 
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Escenario 2: tres motes vecinos con diferentes direcciones 
 
En el siguiente escenario se dispone de tres motes los cuales están en la 
misma área de cobertura y por tanto se ven los tres entre sí. Los tres motes se 
asignan direcciones tentativas diferentes y por tanto válidas a priori de ser sus 
















Tabla F.2. Tabla resumen del escenario 2 
 
 
 RESULTADO: OK 
 
 
Escenario 3: tres motes fuera de cobertura con diferentes direcciones 
 
En este escenario se tienen tres motes dispuestos de la manera siguiente: el 
primer mote y el segundo tienen cobertura entre ellos y éste a su vez ve a un 
tercer mote el cual no está en la misma área de cobertura que el primer mote, 
por lo tanto solo el mote del medio, es decir, el segundo mote, ve a todos sus 








Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 9 0 9 9 0 9 
2 6 0 6 9 0 9 
3 3 0 3 6 0 6 
Nodo 1 Nodo 2
Nodo 3
Nodo 1 Nodo 2 Nodo 3 
 Fig. F.2 Esquema del escenario 2 
 Fig. F.3 Esquema del escenario 3 
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 RESULTADO: OK 
 
 
F.2. Motes con conflicto de direcciones 
 
 
 Escenario 4: dos motes vecinos con la misma dirección 
 
En este segundo escenario se dispone de dos motes con conectividad entre 
ellos. Ambos sensores eligen ponerse la misma dirección por lo que el mote 2 
tendrá que cambiar su tentativa por una nueva y enviarla de nuevo en los 
mensajes AREQ, ya que el nodo 1, previamente configurado, enviará al nodo 2 
un mensaje AREP informándole que la dirección tentativa que pretende 



















 RESULTADO: OK 
 
Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 9 0 9 6 0 6 
2 6 0 6 9 0 9 
3 3 0 3 3 0 3 
Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 7 1 8 4 1 5 
2 4 1 5 4 1 5 
Nodo 1 Nodo 2
@tentativa2 = ID1 
 Fig. F.4 Esquema del escenario 4 
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 Escenario 5: tres motes vecinos con la misma dirección 
 
 
En el siguiente escenario se dispone de tres motes que se encuentran en la 
misma área de cobertura y por tanto se ven los tres entre sí. El primer y el 
último mote se intentan poner la misma dirección por lo que el último tendrá 
que cambiar su tentativa y volver a enviar sus peticiones para obtener una 






















 RESULTADO: OK 
 
 
Escenario 6 : tres motes fuera de cobertura con la misma dirección 
 
En el siguiente escenario se dispone de tres motes situados de manera que el 
mote del medio, es decir, el segundo mote, tiene cobertura con sus dos vecinos 
pero estos dos entre ellos no saben de la existencia del otro. El primer y el 
último mote se intentan poner la misma dirección por lo que el último tendrá 






Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 10 1 11 11 2 13 
2 7 1 8 10 2 12 
3 4 1 5 7 2 9 
Nodo 1 Nodo 2
Nodo 3
@tentativa3 = ID1 
 Fig. F.5 Esquema del escenario 5 


















 RESULTADO: OK 
 
 
F.3. Funcionamiento modo proxy 
 
Escenario 7: tres motes fuera de cobertura con la misma dirección y 
modo proxy activado 
 
 
En el siguiente escenario se dispone de tres motes situados de manera que el 
mote del medio, es decir, el segundo mote, tiene cobertura con sus dos vecinos 
pero estos dos entre ellos no saben de la existencia del otro. El primer y el 
último mote se intentan poner la misma dirección por lo que el último tendrá 
que cambiar su tentativa y volver a enviar sus paquetes anunciando su nueva 
tentativa. Con el modo proxy activado las peticiones del nodo 3 no deberán 
llegar al nodo 1, que es con el que tiene conflicto de direcciones., El nodo 2 al 
ver en su caché que la  dirección está en uso por un vecino, contestará él 











Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 10 1 11 7 1 8 
2 7 1 8 11 2 13 
3 4 1 5 4 1 5 
Nodo 1 Nodo 2 Nodo 3
@tentativa3 = ID1 
Nodo 1 Nodo 2 Nodo 3
@tentativa3 = ID1 
 Fig. F.6 Esquema del escenario 6 
 Fig. F.7 Esquema del escenario 7 
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Como se puede observar en la tabla anterior, en el caso práctico de los motes, 
con el modo proxy activado no tenemos una disminución de tráfico tan 
significativa como podríamos esperar teóricamente. Esto es debido al hecho 
anteriormente comentado en el apartado de particularidades de 
implementación en la plataforma MICAz del capítulo 3, donde se explica que 
los mensajes AREP se envían en modo broadcast por el hecho de no tener un 




F.4. Funcionamiento del temporizador 
 
 
Escenario 8: funcionamiento del temporizador (tconfigure) 
 
En este escenario se tiene dos motes con conectividad entre ellos. Ambos 
sensores eligen ponerse la misma dirección por lo que el mote 2 tendrá que 
cambiar su tentativa por una nueva y enviarla de nuevo en los mensajes 
AREQ. La particularidad que se encuentra es que el temporizador del mote 2 
es más pequeño que el tiempo de ida y vuelta de un mensaje, por lo que el 
mote 2 recibirá el AREP contestando a su primer AREQ una vez ya ha sido 
enviado el segundo AREQ puesto que el temporizador del primero ha se ha 













Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 9 1 10 6 1 7 
2 6 1 7 10 2 12 
3 4 1 5 4 1 5 
Nodo 1 Nodo 2
@tentativa2 = ID1 
 Fig. F.8 Esquema del escenario 8 
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Tabla F.8. Tabla resumen del escenario 8 
 
Paquetes enviados Paquetes recibidos Número de 
nodo AREQ AREP TOTAL AREQ AREP TOTAL 
1 8 1 9 5 1 6 
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ANEXO G. LINK QUALITY INDICATION 
 
 
El Link Quality Indication (LQI) es un parámetro que nos caracteriza la calidad 
con la que recibimos los paquetes con un rango de aceptación que comprende 
valores de entre 50 y 110, aunque estos valores son convertidos a un rango de 
0-255 definido por el estándar 802.15.4 
 
Para obtener el valor de este parámetro se ha colocado el mote receptor en la 
placa controladora y un segundo mote que envía paquetes dirigidos a ésta 
última. De esta manera de ha comprobado que los valores obtenidos están 
dentro del rango especificado obteniendo un máximo de 108 visto como 6C en 
la aplicación donde capturamos dicho parámetro  (colocando mote y placa 
juntos sin ningún obstáculo en medio) y un mínimo de 77. 
 
Comentar que estos resultados se tienen que caracterizar de forma correcta ya 
que los valores anteriormente expuestos han sido obtenidos probando el una 
aplicación implementada solo con el objetivo de caracterizar este parámetro y 
de esta manera poder hacer un estudio sobre él.  
 
Pero antes, para poder proponer una serie de pruebas que fuesen factibles se 
calculó el alcance o área de cobertura de la que disponíamos con los motes 
con cualquiera de las tres potencias con las que son capaces de transmitir. 
 




                                            mote controlador 
                                            área de cobertura con la potencia mínima (-25 dBm) 
                                            área de cobertura con la potencia media (-10 dBm) 
                                            área de cobertura con la potencia máxima (0 dBm) 
 
Fig. G.1 Área de cobertura de un mote según la potencia de transmisión 
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Con la potencia mínima tenemos un área de cobertura muy limitada ya que 
sólo tenemos unos 3 metros de ancho y unos 6 de largo, esto pasa porque en 
la distancia de largo no hay obstáculos por el medio mientras que en ancho nos 
encontramos con ordenadores y personas.  
 
Con la potencia media ya observamos un aumento considerable del área de 
cobertura. Nos encontramos que en cuanto el sensor se esconde detrás de un 
obstáculo considerable (pared) pierde totalmente la cobertura. 
Con la potencia máxima, al contrario que con la media, la pared le afecta pero 
no tan drásticamente. Podemos añadir que en el pasillo central la distancia 
aumenta en 1.50 metros respeto la potencia media. 
 
Una vez conocidas las limitaciones que presentaban los sensores ya se podía 
proceder a proponer diferentes escenarios de prueba con el fin de caracterizar 
y ver el comportamiento del parámetro LQI. 
 
Las  pruebas para caracterizar este parámetro son: 
 
- Un primer escenario donde se tiene un mote en la placa mib 510 y 
vamos alejando un segundo mote que le esta enviando paquetes 
constantemente y sin obstáculos entre medio, de esta manera podremos 
determinar la relación LQI-distancia. 
 
- Un segundo escenario consistiría en colocar motes estratégicamente 
dentro del laboratorio 325 para comprobar como nos afectan diferentes 
naturalezas de obstáculos a la calidad de los paquetes recibidos. De 
esta manera podríamos colocar los motes en los siguientes lugares: 
 
• Pondremos un mote detrás de un ordenador para ver como 
afecta una máquina al LQI 
• Con una persona entre los dos motes 
• Al lado del router wi-fi para comprobar posibles interferencias 
entre zigbee y wireless. 
• Poner un mote dentro del armario para ver como recibimos a 
través de plástico. 
 
- Ya por último proponer un tercer escenario de pruebas que sería colocar 
motes estratégicamente por la tercera planta del edificio de los 
profesores para comprobar como nos afectan diferentes naturalezas de 
obstáculos al parámetro LQI. De esta manera podríamos colocar los 
motes en los siguientes lugares: 
 
• Podemos poner un mote fuera del laboratorio para que haya 
una pared de pladur entre el mote y el mote controlador. 
• Poner un mote en el lavabo de la planta para comprobar como 
afecta una pared con azulejos. 
• Poner un mote dentro del ascensor para ver como afecta el 
metal a la señal. 
• Poner  un mote a cada lado de la sala 324 para ver si el cristal 
provoca interferencias. 
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• Poner un mote en la sala 323 donde hay hardware. 
• Poner un mote en la sala 319 que es una de las salas que 
están más alejadas. 
• Comprobar que LQI recibimos al aire libre, para esto hareos 
pruebas en el balcón.  
 
A continuación se muestra una captura de prueba que nos muestra el 
alejamiento progresivo de un mote en constante comunicación con su mote 
controlador como se puede ver a continuación hemos resaltado los valores que 
podríamos tener en cuenta para verlo.  
 
























Fig. G.2 Captura de prueba del parámetro LQI 
 
 
Dentro de los caracteres remarcados que son los que propiamente al verlos 
deduciríamos que estamos alejando el mote ya que el parámetro LQI va 
disminuyendo constantemente hay resultados que por lo que sea mejoran 
dentro del distanciamiento. Cabe decir que ha sido una prueba de prueba, 
valga la redundancia, hecha a “grosso modo” y que próximamente cuando se 
validen las pruebas propuestas, esto se hará bien midiendo distancias y viendo 
la relación LQI - distancia. 
 















































Fig. G.3 Escenario sin obstáculos transmitiendo a -25 dBm 
 
 
En esta primera gráfica se puede observar como el valor de LQI va 
disminuyendo a medida que vamos alejando el mote de la placa controladora y 
también se puede ver una cosa curiosa que se trata del hecho que con los 
motes en el suelo, se tiene menos cobertura que con los motes en alto. Esto se 
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En esta segunda figura donde se está transmitiendo a una potencia de -10 
dbm, por lo tanto, a mayor potencia que en la prueba plasmada en la figura 
anterior, se ve como el área de cobertura aumenta de manera considerable 
respecto a la transmisión con -25 dbm y se sigue observando como el LQI 
sigue disminuyendo a medida que nos alejamos de la placa controladora, pero 
esta vez se ve claramente que no sigue una relación lineal. Se puede observar 
una anomalía o pico fuera de lugar en la línea de la transmisión con los motes 
en alto ya que pasa de estar recibiendo con unos LQI’s alrededor de 106 a 
recibir con un LQI de 107.1 estando más alejado, pero se puede observar como 
fue un pico aislado puesto que después la línea sigue su tendencia a ir 




Fig. G.5 Escenario sin obstáculos transmitiendo a 0 dBm 
 
 
En esta última gráfica donde se transmite a máxima potencia sirve para 
reafirmar lo hasta ahora comentado, ya que se observa como a más potencia 
de transmisión, más área de cobertura obtenemos y también está patente el 
hecho que a medida que nos alejamos, el parámetro LQI va disminuyendo 
progresivamente pero en cambio de una forma no lineal. Recordar también la 
curiosidad comentada en la primera figura y que encontramos en todas las 
pruebas y es el hecho que con los motes en alto, aumentamos el alcance de 
transmisión de los motes respeto a tenerlos en el suelo. 
 
Observando este detalle nos preguntamos el porqué de este hecho y llegamos 
a la conclusión que el principal motivo por el que las antenas si están a ras del 
suelo tienen menos área de cobertura que si se encuentran en un punto 
elevado es el siguiente:  













motes en el suelo motes en alto
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Fig. G.6 Transmisión desde un punto elevado 
 
 
Imaginemos una sección vertical del pasillo donde se han realizado las pruebas 
vista de perfil. En este caso, que es cuando tenemos tanto mote controlador 
como mote receptor en alto, observamos como las ondas radio se canalizan a 
través del pasillo describiendo 3 caminos principalmente. El principal que es el 
que vemos en color más oscuro que sería el que incide en la antena de forma 
directa y los otros dos, más atenuados que el primero, por efectos de 
propagación (rebotes en paredes y suelo). La parte sombreada que se observa 
es solamente para denotar que en el vacío las ondas van en línea recta pero en 
el aire, que es el medio en que nos encontramos estas describen un haz 
















Fig. G.7 Transmisión a nivel de suelo 
 
 
En este otro caso que es donde los motes se sitúan a nivel de suelo, se 
observa que el área de cobertura se reduce y esto se explica por el hecho que 
a la antena receptora solo le llega el haz superior de lo que sería el camino 
directo y uno solo de los caminos propagados, que a la vez se ve más 
atenuado que los anteriormente vistos ya que el ángulo de propagación es 
mayor. 
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Una vez explicada esta que ha resultado ser una propiedad de las ondas radio, 
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Después de realizar diferentes repeticiones de pruebas de este escenario, 
concretamente 5, diferentes días y a diferentes horas del día, se ha 
promediado el LQI de éstas y como resultado se ha obtenido la tabla que se 
muestra anteriormente. Se observa que se recibe con un LQI más que 
aceptable en cualquiera de los 4 casos propuestos y que ni el hardware ni los 






Tabla G.2. LQI medio calculado en el escenario 3 
 
Escaleras Lavabo Despacho 314 Despacho 312 
102.1 89.3 78 96 
 
 
Estos resultados al igual que los de la tabla del escenario anterior son el 
resultado de una serie de repeticiones de las mismas pruebas. En este caso el 
parámetro LQI se ve bastante más afectado por un lado porque los lugares 
propuestos están más alejados que los anteriores y por lo tanto influye en 
mayor proporción la distancia y por otro lado los obstáculos entre mote y placa 
controladora son obstáculos más contundentes como paredes… ya que en 
pruebas anteriores, se hacía todo en la misma habitación o sin obstáculos.
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Este anexo muestra el código de C# referente a la aplicación simulador. Está 
estructurado en los diferentes formularios que conforman el programa.  
 


















 public class Form1 : System.Windows.Forms.Form 
 { 
  int infor=0; 
  int nodosduplicados=0; 
  int conf; 
  int proxy; 
  int largo,ancho; 
  int largofi,anchofi; 
  int entradas_cache=0, vida_cache=0; 
  string 
k12,k13,k14,k15,k16,k17,k23,k24,k25,k26,k27,k34,k35,k36,k37,k45,k46,k4
7,k56,k57,k67; 
  string 
d12,d13,d14,d15,d16,d17,d23,d24,d25,d26,d27,d34,d35,d36,d37,d45,d46,d4
7,d56,d57,d67; 
  Graphics G; 
  Graphics G1; 
  Graphics G2; 
  Pen p; 
  Pen p1; 
  int l=0; 
  int s=0; 
  int NUMERO_NODOS=0; 
  Punto[] Posiciones; 
  matri[,] matriz; 
  sensores[] sensor; 
  DAD_REQ[] req; 
  Point TMP; 
  int distancia; 
  int variable_carga=0; 
  int iter_encendido=-1; 
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  int iter_autoconfigurado=-1; 
  int potencia=2; 
  Image I1 = Image.FromFile(".//1.bmp"); 
  Image I2 = Image.FromFile(".//2.bmp"); 
  Image I3 = Image.FromFile(".//3.bmp"); 
  Image I4 = Image.FromFile(".//4.bmp"); 
  Image I5 = Image.FromFile(".//5.bmp"); 
  Image I6 = Image.FromFile(".//6.bmp"); 
  Image I7 = Image.FromFile(".//7.bmp"); 
  Image I1e = Image.FromFile(".//1e.bmp"); 
  Image I2e = Image.FromFile(".//2e.bmp"); 
  Image I3e = Image.FromFile(".//3e.bmp"); 
  Image I4e = Image.FromFile(".//4e.bmp"); 
  Image I5e = Image.FromFile(".//5e.bmp"); 
  Image I6e = Image.FromFile(".//6e.bmp"); 
  Image I7e = Image.FromFile(".//7e.bmp"); 
  Image I1ee = Image.FromFile(".//1ee.bmp"); 
  Image I2ee = Image.FromFile(".//2ee.bmp"); 
  Image I3ee = Image.FromFile(".//3ee.bmp"); 
  Image I4ee = Image.FromFile(".//4ee.bmp"); 
  Image I5ee = Image.FromFile(".//5ee.bmp"); 
  Image I6ee = Image.FromFile(".//6ee.bmp"); 
  Image I7ee = Image.FromFile(".//7ee.bmp"); 
  Image cuadrado = Image.FromFile(".//cuadrado.bmp"); 
  Image cuadradoe = Image.FromFile(".//cuadradoe.bmp"); 
  Image cuadradoee = Image.FromFile(".//cuadradoee.bmp"); 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.MenuItem menuItem3; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Button go; 
  private System.Windows.Forms.Button dibujar; 
  private System.Windows.Forms.PictureBox dibujo; 
  private System.Windows.Forms.Label uno; 
  private System.Windows.Forms.Label dos; 
  private System.Windows.Forms.Label tres; 
  private System.Windows.Forms.Button calcular; 
  private System.Windows.Forms.Label cuatro; 
  private System.Windows.Forms.Label cinco; 
  private System.Windows.Forms.Label seis; 
  private System.Windows.Forms.Label siete; 
  private System.Windows.Forms.Button m_distancia; 
  private System.Windows.Forms.Button m_lqi; 
  private System.Windows.Forms.MenuItem menuItem4; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.Windows.Forms.MenuItem menuItem5; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.Label pos1x; 
  private System.Windows.Forms.Label pos1y; 
  private System.Windows.Forms.Label pos2x; 
  private System.Windows.Forms.Label pos2y; 
  private System.Windows.Forms.Label pos3x; 
  private System.Windows.Forms.Label pos3y; 
  private System.Windows.Forms.Label pos4x; 
  private System.Windows.Forms.Label pos4y; 
  private System.Windows.Forms.Label pos5x; 
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  private System.Windows.Forms.Label pos5y; 
  private System.Windows.Forms.Label pos6x; 
  private System.Windows.Forms.Label pos6y; 
  private System.Windows.Forms.Label pos7x; 
  private System.Windows.Forms.Label pos7y; 
  private System.Windows.Forms.Label proxy_ac; 
  private System.Windows.Forms.Label proxy_desac; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.Label dm1; 
  private System.Windows.Forms.Label dm2; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.Label label12; 
  private System.Windows.Forms.Label label13; 
  private System.Windows.Forms.MenuItem menuItem6; 
  private System.Windows.Forms.Label info; 
  private System.Windows.Forms.Label label14; 
  private System.Windows.Forms.Label label15; 
  private System.Windows.Forms.Label label16; 
  private System.Windows.Forms.Label label17; 
  private System.Windows.Forms.Label label18; 
  private System.Windows.Forms.Label label19; 
  private System.Windows.Forms.Label label20; 
  private System.Windows.Forms.Label label21; 
  private System.Windows.Forms.Label label22; 
  private System.Windows.Forms.Label label23; 
  private System.Windows.Forms.Label label24; 
  private System.Windows.Forms.Label label25; 
  private System.ComponentModel.Container components = null; 
 
  public Form1() 
  { 
   InitializeComponent(); 
  } 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if (components != null)  
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
  private void InitializeComponent() 
  { 
   this.dibujo = new System.Windows.Forms.PictureBox(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem6 = new System.Windows.Forms.MenuItem(); 
   this.menuItem5 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.menuItem4 = new System.Windows.Forms.MenuItem(); 
   this.menuItem3 = new System.Windows.Forms.MenuItem(); 
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   this.go = new System.Windows.Forms.Button(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.uno = new System.Windows.Forms.Label(); 
   this.dos = new System.Windows.Forms.Label(); 
   this.tres = new System.Windows.Forms.Label(); 
   this.dibujar = new System.Windows.Forms.Button(); 
   this.calcular = new System.Windows.Forms.Button(); 
   this.cuatro = new System.Windows.Forms.Label(); 
   this.cinco = new System.Windows.Forms.Label(); 
   this.seis = new System.Windows.Forms.Label(); 
   this.siete = new System.Windows.Forms.Label(); 
   this.m_distancia = new System.Windows.Forms.Button(); 
   this.m_lqi = new System.Windows.Forms.Button(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.proxy_ac = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.button2 = new System.Windows.Forms.Button(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.pos1x = new System.Windows.Forms.Label(); 
   this.pos1y = new System.Windows.Forms.Label(); 
   this.pos2x = new System.Windows.Forms.Label(); 
   this.pos2y = new System.Windows.Forms.Label(); 
   this.pos3x = new System.Windows.Forms.Label(); 
   this.pos3y = new System.Windows.Forms.Label(); 
   this.pos4x = new System.Windows.Forms.Label(); 
   this.pos4y = new System.Windows.Forms.Label(); 
   this.pos5x = new System.Windows.Forms.Label(); 
   this.pos5y = new System.Windows.Forms.Label(); 
   this.pos6x = new System.Windows.Forms.Label(); 
   this.pos6y = new System.Windows.Forms.Label(); 
   this.pos7x = new System.Windows.Forms.Label(); 
   this.pos7y = new System.Windows.Forms.Label(); 
   this.proxy_desac = new System.Windows.Forms.Label(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.dm1 = new System.Windows.Forms.Label(); 
   this.dm2 = new System.Windows.Forms.Label(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.label13 = new System.Windows.Forms.Label(); 
   this.info = new System.Windows.Forms.Label(); 
   this.label14 = new System.Windows.Forms.Label(); 
   this.label15 = new System.Windows.Forms.Label(); 
   this.label16 = new System.Windows.Forms.Label(); 
   this.label17 = new System.Windows.Forms.Label(); 
   this.label18 = new System.Windows.Forms.Label(); 
   this.label19 = new System.Windows.Forms.Label(); 
   this.label20 = new System.Windows.Forms.Label(); 
   this.label21 = new System.Windows.Forms.Label(); 
   this.label22 = new System.Windows.Forms.Label(); 
   this.label23 = new System.Windows.Forms.Label(); 
   this.label24 = new System.Windows.Forms.Label(); 
   this.label25 = new System.Windows.Forms.Label(); 
   this.SuspendLayout(); 
   //  
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   // dibujo 
   //  
   this.dibujo.BackColor = 
System.Drawing.Color.LemonChiffon; 
   this.dibujo.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.dibujo.Location = new System.Drawing.Point(8, 
32); 
   this.dibujo.Name = "dibujo"; 
   this.dibujo.Size = new System.Drawing.Size(632, 632); 
   this.dibujo.TabIndex = 0; 
   this.dibujo.TabStop = false; 
   this.dibujo.Click += new 
System.EventHandler(this.pictureBox1_Click); 
   this.dibujo.Paint += new 
System.Windows.Forms.PaintEventHandler(this.dibujo_Paint); 
   this.dibujo.MouseDown += new 
System.Windows.Forms.MouseEventHandler(this.dibujo_Click); 
   //  
   // mainMenu1 
   //  
   this.mainMenu1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem1}); 
   //  
   // menuItem1 
   //  
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem6, 
            
           this.menuItem5, 
            
           this.menuItem2, 
            
           this.menuItem4, 
            
           
this.menuItem3}); 
   this.menuItem1.Text = "Archivo"; 
   //  
   // menuItem6 
   //  
   this.menuItem6.Index = 0; 
   this.menuItem6.Text = "Nuevo"; 
   this.menuItem6.Click += new 
System.EventHandler(this.menuItem6_Click); 
   //  
   // menuItem5 
   //  
   this.menuItem5.Index = 1; 
   this.menuItem5.Text = "Nombre"; 
   this.menuItem5.Click += new 
System.EventHandler(this.menuItem5_Click); 
   //  
   // menuItem2 
   //  
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   this.menuItem2.Index = 2; 
   this.menuItem2.Text = "Cargar"; 
   this.menuItem2.Click += new 
System.EventHandler(this.menuItem2_Click); 
   //  
   // menuItem4 
   //  
   this.menuItem4.Index = 3; 
   this.menuItem4.Text = "Guardar"; 
   this.menuItem4.Click += new 
System.EventHandler(this.menuItem4_Click); 
   //  
   // menuItem3 
   //  
   this.menuItem3.Index = 4; 
   this.menuItem3.Text = "Salir"; 
   this.menuItem3.Click += new 
System.EventHandler(this.menuItem3_Click); 
   //  
   // go 
   //  
   this.go.Location = new System.Drawing.Point(288, 5); 
   this.go.Name = "go"; 
   this.go.Size = new System.Drawing.Size(120, 24); 
   this.go.TabIndex = 3; 
   this.go.Text = "Preparar simulación"; 
   this.go.Visible = false; 
   this.go.Click += new 
System.EventHandler(this.go_Click); 
   //  
   // label2 
   //  
   this.label2.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label2.Location = new System.Drawing.Point(838, 
88); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(136, 24); 
   this.label2.TabIndex = 4; 
   this.label2.Text = "ID          X               Y"; 
   this.label2.Visible = false; 
   //  
   // uno 
   //  
   this.uno.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.uno.Location = new System.Drawing.Point(840, 
120); 
   this.uno.Name = "uno"; 
   this.uno.Size = new System.Drawing.Size(16, 16); 
   this.uno.TabIndex = 5; 
   this.uno.Text = "1"; 
   this.uno.Visible = false; 
   //  
   // dos 
   //  
   this.dos.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
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   this.dos.Location = new System.Drawing.Point(840, 
152); 
   this.dos.Name = "dos"; 
   this.dos.Size = new System.Drawing.Size(16, 16); 
   this.dos.TabIndex = 6; 
   this.dos.Text = "2"; 
   this.dos.Visible = false; 
   //  
   // tres 
   //  
   this.tres.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.tres.Location = new System.Drawing.Point(840, 
184); 
   this.tres.Name = "tres"; 
   this.tres.Size = new System.Drawing.Size(16, 16); 
   this.tres.TabIndex = 7; 
   this.tres.Text = "3"; 
   this.tres.Visible = false; 
   //  
   // dibujar 
   //  
   this.dibujar.Location = new System.Drawing.Point(56, 
667); 
   this.dibujar.Name = "dibujar"; 
   this.dibujar.Size = new System.Drawing.Size(112, 24); 
   this.dibujar.TabIndex = 21; 
   this.dibujar.Text = "Dibujar nodos"; 
   this.dibujar.Click += new 
System.EventHandler(this.dibujar_Click); 
   this.dibujar.Enabled=false; 
   //  
   // calcular 
   //  
   this.calcular.Location = new 
System.Drawing.Point(440, 5); 
   this.calcular.Name = "calcular"; 
   this.calcular.Size = new System.Drawing.Size(56, 24); 
   this.calcular.TabIndex = 26; 
   this.calcular.Text = "Calcular"; 
   this.calcular.Visible = false; 
   this.calcular.Click += new 
System.EventHandler(this.calcular_Click); 
   //  
   // cuatro 
   //  
   this.cuatro.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.cuatro.Location = new System.Drawing.Point(840, 
216); 
   this.cuatro.Name = "cuatro"; 
   this.cuatro.Size = new System.Drawing.Size(16, 16); 
   this.cuatro.TabIndex = 27; 
   this.cuatro.Text = "4"; 
   this.cuatro.Visible = false; 
   //  
   // cinco 
   //  
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   this.cinco.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.cinco.Location = new System.Drawing.Point(840, 
248); 
   this.cinco.Name = "cinco"; 
   this.cinco.Size = new System.Drawing.Size(16, 16); 
   this.cinco.TabIndex = 28; 
   this.cinco.Text = "5"; 
   this.cinco.Visible = false; 
   //  
   // seis 
   //  
   this.seis.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.seis.Location = new System.Drawing.Point(840, 
280); 
   this.seis.Name = "seis"; 
   this.seis.Size = new System.Drawing.Size(16, 16); 
   this.seis.TabIndex = 29; 
   this.seis.Text = "6"; 
   this.seis.Visible = false; 
   //  
   // siete 
   //  
   this.siete.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.siete.Location = new System.Drawing.Point(840, 
312); 
   this.siete.Name = "siete"; 
   this.siete.Size = new System.Drawing.Size(16, 16); 
   this.siete.TabIndex = 30; 
   this.siete.Text = "7"; 
   this.siete.Visible = false; 
   //  
   // m_distancia 
   //  
   this.m_distancia.Enabled = false; 
   this.m_distancia.Location = new 
System.Drawing.Point(256, 667); 
   this.m_distancia.Name = "m_distancia"; 
   this.m_distancia.Size = new System.Drawing.Size(120, 
24); 
   this.m_distancia.TabIndex = 107; 
   this.m_distancia.Text = "Mostrar distancia"; 
   this.m_distancia.Click += new 
System.EventHandler(this.distan_Click); 
   //  
   // m_lqi 
   //  
   this.m_lqi.Enabled = false; 
   this.m_lqi.Location = new System.Drawing.Point(416, 
667); 
   this.m_lqi.Name = "m_lqi"; 
   this.m_lqi.Size = new System.Drawing.Size(104, 24); 
   this.m_lqi.TabIndex = 108; 
   this.m_lqi.Text = "Mostrar LQI"; 
   this.m_lqi.Click += new 
System.EventHandler(this.m_lqi_Click); 
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   //  
   // textBox1 
   //  
   this.textBox1.BackColor = System.Drawing.Color.Linen; 
   this.textBox1.Location = new System.Drawing.Point(16, 
7); 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.Size = new System.Drawing.Size(80, 20); 
   this.textBox1.TabIndex = 18; 
   this.textBox1.Text = "Nombre fichero"; 
   this.textBox1.Visible = false; 
   //  
   // proxy_ac 
   //  
   this.proxy_ac.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.proxy_ac.Location = new 
System.Drawing.Point(680, 207); 
   this.proxy_ac.Name = "proxy_ac"; 
   this.proxy_ac.Size = new System.Drawing.Size(96, 16); 
   this.proxy_ac.TabIndex = 112; 
   this.proxy_ac.Text = "Proxy  Activado"; 
   this.proxy_ac.Visible = false; 
   //  
   // button1 
   //  
   this.button1.Location = new System.Drawing.Point(528, 
5); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(104, 24); 
   this.button1.TabIndex = 113; 
   this.button1.Text = "Iniciar simulación"; 
   this.button1.Click += new 
System.EventHandler(this.button1_Click); 
   this.button1.Visible=false; 
   //  
   // button2 
   //  
   this.button2.Location = new System.Drawing.Point(128, 
5); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(128, 24); 
   this.button2.TabIndex = 114; 
   this.button2.Text = "Parámetros escenario"; 
   this.button2.Click += new 
System.EventHandler(this.button2_Click); 
   //  
   // label1 
   //  
   this.label1.BackColor = System.Drawing.Color.Wheat; 
   this.label1.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label1.Location = new System.Drawing.Point(672, 
64); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(56, 24); 
   this.label1.TabIndex = 1; 
   this.label1.Text = "Nº nodos"; 
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   this.label1.Visible = false; 
   //  
   // label3 
   //  
   this.label3.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label3.Location = new System.Drawing.Point(672, 
95); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(80, 16); 
   this.label3.TabIndex = 115; 
   //  
   // label4 
   //  
   this.label4.Location = new System.Drawing.Point(736, 
64); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(40, 16); 
   this.label4.TabIndex = 116; 
   //  
   // pos1x 
   //  
   this.pos1x.Location = new System.Drawing.Point(880, 
120); 
   this.pos1x.Name = "pos1x"; 
   this.pos1x.Size = new System.Drawing.Size(40, 20); 
   this.pos1x.TabIndex = 117; 
   //  
   // pos1y 
   //  
   this.pos1y.Location = new System.Drawing.Point(936, 
120); 
   this.pos1y.Name = "pos1y"; 
   this.pos1y.Size = new System.Drawing.Size(40, 20); 
   this.pos1y.TabIndex = 118; 
   //  
   // pos2x 
   //  
   this.pos2x.Location = new System.Drawing.Point(880, 
152); 
   this.pos2x.Name = "pos2x"; 
   this.pos2x.Size = new System.Drawing.Size(40, 20); 
   this.pos2x.TabIndex = 119; 
   //  
   // pos2y 
   //  
   this.pos2y.Location = new System.Drawing.Point(936, 
152); 
   this.pos2y.Name = "pos2y"; 
   this.pos2y.Size = new System.Drawing.Size(40, 20); 
   this.pos2y.TabIndex = 120; 
   //  
   // pos3x 
   //  
   this.pos3x.Location = new System.Drawing.Point(880, 
184); 
   this.pos3x.Name = "pos3x"; 
   this.pos3x.Size = new System.Drawing.Size(40, 20); 
   this.pos3x.TabIndex = 122; 
   //  
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   // pos3y 
   //  
   this.pos3y.Location = new System.Drawing.Point(936, 
184); 
   this.pos3y.Name = "pos3y"; 
   this.pos3y.Size = new System.Drawing.Size(40, 20); 
   this.pos3y.TabIndex = 123; 
   //  
   // pos4x 
   //  
   this.pos4x.Location = new System.Drawing.Point(880, 
216); 
   this.pos4x.Name = "pos4x"; 
   this.pos4x.Size = new System.Drawing.Size(40, 20); 
   this.pos4x.TabIndex = 124; 
   //  
   // pos4y 
   //  
   this.pos4y.Location = new System.Drawing.Point(936, 
216); 
   this.pos4y.Name = "pos4y"; 
   this.pos4y.Size = new System.Drawing.Size(40, 20); 
   this.pos4y.TabIndex = 125; 
   //  
   // pos5x 
   //  
   this.pos5x.Location = new System.Drawing.Point(880, 
248); 
   this.pos5x.Name = "pos5x"; 
   this.pos5x.Size = new System.Drawing.Size(40, 20); 
   this.pos5x.TabIndex = 126; 
   //  
   // pos5y 
   //  
   this.pos5y.Location = new System.Drawing.Point(936, 
248); 
   this.pos5y.Name = "pos5y"; 
   this.pos5y.Size = new System.Drawing.Size(40, 20); 
   this.pos5y.TabIndex = 127; 
   //  
   // pos6x 
   //  
   this.pos6x.Location = new System.Drawing.Point(880, 
280); 
   this.pos6x.Name = "pos6x"; 
   this.pos6x.Size = new System.Drawing.Size(40, 20); 
   this.pos6x.TabIndex = 128; 
   //  
   // pos6y 
   //  
   this.pos6y.Location = new System.Drawing.Point(936, 
280); 
   this.pos6y.Name = "pos6y"; 
   this.pos6y.Size = new System.Drawing.Size(40, 20); 
   this.pos6y.TabIndex = 129; 
   //  
   // pos7x 
   //  
   this.pos7x.Location = new System.Drawing.Point(880, 
312); 
   this.pos7x.Name = "pos7x"; 
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   this.pos7x.Size = new System.Drawing.Size(40, 20); 
   this.pos7x.TabIndex = 130; 
   //  
   // pos7y 
   //  
   this.pos7y.Location = new System.Drawing.Point(936, 
312); 
   this.pos7y.Name = "pos7y"; 
   this.pos7y.Size = new System.Drawing.Size(40, 20); 
   this.pos7y.TabIndex = 131; 
   //  
   // proxy_desac 
   //  
   this.proxy_desac.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.proxy_desac.Location = new 
System.Drawing.Point(680, 207); 
   this.proxy_desac.Name = "proxy_desac"; 
   this.proxy_desac.Size = new System.Drawing.Size(112, 
16); 
   this.proxy_desac.TabIndex = 132; 
   this.proxy_desac.Text = "Proxy  Desactivado"; 
   this.proxy_desac.Visible = false; 
   //  
   // label5 
   //  
   this.label5.Location = new System.Drawing.Point(672, 
176); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(40, 16); 
   this.label5.TabIndex = 133; 
   this.label5.Text = "Ancho"; 
   this.label5.Visible = false; 
   //  
   // label6 
   //  
   this.label6.Location = new System.Drawing.Point(672, 
152); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(40, 16); 
   this.label6.TabIndex = 134; 
   this.label6.Text = "Largo"; 
   this.label6.Visible = false; 
   //  
   // label7 
   //  
   this.label7.Location = new System.Drawing.Point(720, 
176); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(30, 16); 
   this.label7.TabIndex = 135; 
   this.label7.Visible = false; 
   //  
   // label8 
   //  
   this.label8.Location = new System.Drawing.Point(720, 
152); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(30, 16); 
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   this.label8.TabIndex = 136; 
   this.label8.Visible = false; 
   //  
   // dm1 
   //  
   this.dm1.Location = new System.Drawing.Point(752, 
152); 
   this.dm1.Name = "dm1"; 
   this.dm1.Size = new System.Drawing.Size(24, 16); 
   this.dm1.TabIndex = 137; 
   this.dm1.Text = "dm"; 
   this.dm1.Visible = false; 
   //  
   // dm2 
   //  
   this.dm2.Location = new System.Drawing.Point(752, 
176); 
   this.dm2.Name = "dm2"; 
   this.dm2.Size = new System.Drawing.Size(24, 16); 
   this.dm2.TabIndex = 138; 
   this.dm2.Text = "dm"; 
   this.dm2.Visible = false; 
   //  
   // label9 
   //  
   this.label9.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 8.25F, System.Drawing.FontStyle.Bold, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.label9.Location = new System.Drawing.Point(708, 
240); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(40, 16); 
   this.label9.TabIndex = 139; 
   this.label9.Text = "Caché"; 
   this.label9.Visible = false; 
   //  
   // label10 
   //  
   this.label10.Location = new System.Drawing.Point(680, 
264); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(64, 16); 
   this.label10.TabIndex = 140; 
   this.label10.Text = "Nº entradas"; 
   this.label10.Visible = false; 
   //  
   // label11 
   //  
   this.label11.Location = new System.Drawing.Point(672, 
288); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(88, 16); 
   this.label11.TabIndex = 141; 
   this.label11.Text = "Tiempo de vida"; 
   this.label11.Visible = false; 
   //  
   // label12 
   //  
   this.label12.Location = new System.Drawing.Point(760, 
264); 
   this.label12.Name = "label12"; 
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   this.label12.Size = new System.Drawing.Size(30, 16); 
   this.label12.TabIndex = 142; 
   this.label12.Visible = false; 
   //  
   // label13 
   //  
   this.label13.Location = new System.Drawing.Point(760, 
288); 
   this.label13.Name = "label13"; 
   this.label13.Size = new System.Drawing.Size(30, 16); 
   this.label13.TabIndex = 143; 
   this.label13.Visible = false; 
   //  
   // info 
   //  
   this.info.BackColor = System.Drawing.Color.OldLace; 
   this.info.BorderStyle = 
System.Windows.Forms.BorderStyle.FixedSingle; 
   this.info.Location = new System.Drawing.Point(648, 
8); 
   this.info.Name = "info"; 
   this.info.Size = new System.Drawing.Size(16, 16); 
   this.info.TabIndex = 144; 
   this.info.Visible = false; 
   //  
   // label14 
   //  
   this.label14.BackColor = 
System.Drawing.Color.Transparent; 
   this.label14.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label14.Location = new System.Drawing.Point(648, 
40); 
   this.label14.Name = "label14"; 
   this.label14.Size = new System.Drawing.Size(336, 8); 
   this.label14.TabIndex = 145; 
   this.label14.Visible = false; 
   //  
   // label15 
   //  
   this.label15.BackColor = 
System.Drawing.Color.Transparent; 
   this.label15.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label15.Location = new System.Drawing.Point(648, 
40); 
   this.label15.Name = "label15"; 
   this.label15.Size = new System.Drawing.Size(8, 352); 
   this.label15.TabIndex = 146; 
   this.label15.Visible = false; 
   //  
   // label16 
   //  
   this.label16.BackColor = 
System.Drawing.Color.Transparent; 
   this.label16.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label16.Location = new System.Drawing.Point(976, 
48); 
   this.label16.Name = "label16"; 
   this.label16.Size = new System.Drawing.Size(8, 352); 
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   this.label16.TabIndex = 147; 
   this.label16.Visible = false; 
   //  
   // label17 
   //  
   this.label17.BackColor = 
System.Drawing.Color.Transparent; 
   this.label17.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.label17.Location = new System.Drawing.Point(648, 
392); 
   this.label17.Name = "label17"; 
   this.label17.Size = new System.Drawing.Size(328, 8); 
   this.label17.TabIndex = 148; 
   this.label17.Visible = false; 
   //  
   // label18 
   //  
   this.label18.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.label18.Location = new System.Drawing.Point(683, 
320); 
   this.label18.Name = "label18"; 
   this.label18.Size = new System.Drawing.Size(88, 16); 
   this.label18.TabIndex = 149; 
   this.label18.Text = "Tamaño celdas"; 
   this.label18.Visible = false; 
   //  
   // label19 
   //  
   this.label19.Location = new System.Drawing.Point(672, 
344); 
   this.label19.Name = "label19"; 
   this.label19.Size = new System.Drawing.Size(40, 16); 
   this.label19.TabIndex = 150; 
   this.label19.Text = "Largo"; 
   this.label19.Visible = false; 
   //  
   // label20 
   //  
   this.label20.Location = new System.Drawing.Point(672, 
368); 
   this.label20.Name = "label20"; 
   this.label20.Size = new System.Drawing.Size(40, 16); 
   this.label20.TabIndex = 151; 
   this.label20.Text = "Ancho"; 
   this.label20.Visible = false; 
   //  
   // label21 
   //  
   this.label21.Location = new System.Drawing.Point(720, 
344); 
   this.label21.Name = "label21"; 
   this.label21.Size = new System.Drawing.Size(30, 16); 
   this.label21.TabIndex = 152; 
   this.label21.Visible = false; 
   //  
   // label22 
   //  
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   this.label22.Location = new System.Drawing.Point(720, 
368); 
   this.label22.Name = "label22"; 
   this.label22.Size = new System.Drawing.Size(30, 16); 
   this.label22.TabIndex = 153; 
   this.label22.Visible = false; 
   //  
   // label23 
   //  
   this.label23.Location = new System.Drawing.Point(760, 
342); 
   this.label23.Name = "label23"; 
   this.label23.Size = new System.Drawing.Size(24, 16); 
   this.label23.TabIndex = 154; 
   this.label23.Text = "dm"; 
   this.label23.Visible = false; 
   //  
   // label24 
   //  
   this.label24.Location = new System.Drawing.Point(760, 
367); 
   this.label24.Name = "label24"; 
   this.label24.Size = new System.Drawing.Size(24, 16); 
   this.label24.TabIndex = 155; 
   this.label24.Text = "dm"; 
   this.label24.Visible = false; 
   //  
   // label25 
   //  
   this.label25.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.25F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.label25.Location = new System.Drawing.Point(672, 
123); 
   this.label25.Name = "label25"; 
   this.label25.Size = new System.Drawing.Size(104, 16); 
   this.label25.TabIndex = 156; 
   this.label25.Text = "Tamaño escenario"; 
   this.label25.Visible = false; 
   //  
   // Form1 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.BackColor = System.Drawing.Color.Wheat; 
   this.ClientSize = new System.Drawing.Size(990, 693); 
   this.Controls.Add(this.label25); 
   this.Controls.Add(this.label24); 
   this.Controls.Add(this.label23); 
   this.Controls.Add(this.label22); 
   this.Controls.Add(this.label21); 
   this.Controls.Add(this.label20); 
   this.Controls.Add(this.label19); 
   this.Controls.Add(this.label18); 
   this.Controls.Add(this.label17); 
   this.Controls.Add(this.label16); 
   this.Controls.Add(this.label15); 
   this.Controls.Add(this.label14); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.info); 
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   this.Controls.Add(this.label13); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.dm2); 
   this.Controls.Add(this.dm1); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.proxy_desac); 
   this.Controls.Add(this.pos7y); 
   this.Controls.Add(this.pos7x); 
   this.Controls.Add(this.pos6y); 
   this.Controls.Add(this.pos6x); 
   this.Controls.Add(this.pos5y); 
   this.Controls.Add(this.pos5x); 
   this.Controls.Add(this.pos4y); 
   this.Controls.Add(this.pos4x); 
   this.Controls.Add(this.pos3y); 
   this.Controls.Add(this.pos3x); 
   this.Controls.Add(this.pos2y); 
   this.Controls.Add(this.pos2x); 
   this.Controls.Add(this.pos1y); 
   this.Controls.Add(this.pos1x); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.button2); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.proxy_ac); 
   this.Controls.Add(this.m_lqi); 
   this.Controls.Add(this.m_distancia); 
   this.Controls.Add(this.siete); 
   this.Controls.Add(this.seis); 
   this.Controls.Add(this.cinco); 
   this.Controls.Add(this.cuatro); 
   this.Controls.Add(this.calcular); 
   this.Controls.Add(this.dibujar); 
   this.Controls.Add(this.tres); 
   this.Controls.Add(this.dos); 
   this.Controls.Add(this.uno); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.go); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.dibujo); 
   this.FormBorderStyle = 
System.Windows.Forms.FormBorderStyle.Fixed3D; 
   this.Menu = this.mainMenu1; 
   this.Name = "Form1"; 
   this.Text = "Simulador"; 
   this.WindowState = 
System.Windows.Forms.FormWindowState.Maximized; 
   this.Load += new 
System.EventHandler(this.Form1_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  [STAThread] 
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  static void Main()  
  { 
   Application.Run(new Form1()); 
  } 
  private void menuItem3_Click(object sender, 
System.EventArgs e) 
  { 
   Application.Exit(); 
  } 
  private void Form1_Load(object sender, System.EventArgs e) 
  { 
    
  } 
  private void pictureBox1_Click(object sender, 
System.EventArgs e) 
  { 
   
  } 
  private void dibujar_Click(object sender, System.EventArgs 
e) 
  {   
   G = dibujo.CreateGraphics(); 
   G2 = dibujo.CreateGraphics(); 
   s=1; 
   l=1; 
   if(conf==0) 
   {  
    for (int i=0;i<NUMERO_NODOS;i++) 
    { 
     if(s!=3) 
     { 
      TMP = new 
Point((int)Posiciones[i].X,(int)Posiciones[i].Y); 
      if (i==0)
 G.DrawImageUnscaled(I1,TMP); 
      if (i==1)
 G.DrawImageUnscaled(I2,TMP); 
      if (i==2)
 G.DrawImageUnscaled(I3,TMP); 
      if (i==3)
 G.DrawImageUnscaled(I4,TMP); 
      if (i==4)
 G.DrawImageUnscaled(I5,TMP); 
      if (i==5)
 G.DrawImageUnscaled(I6,TMP); 
      if (i==6)
 G.DrawImageUnscaled(I7,TMP); 
     } 
    }  
    p1 = new Pen(Color.Wheat, 2); 
    Rectangle myRectangle = new Rectangle(16, 16, 
ancho, largo); 
    G2.DrawRectangle(p1, myRectangle); 
   } 
   if((conf==1)||(conf==2)) 
   { 
    p1 = new Pen(Color.Wheat, 2); 
    Rectangle myRectangle = new Rectangle(0, 0, 
ancho, largo); 
    G2.DrawRectangle(p1, myRectangle); 
    for(int i=0; i<NUMERO_NODOS;i++) 
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    { 
     TMP = new 
Point((int)Posiciones[i].X,(int)Posiciones[i].Y); 
     G.DrawImageUnscaled(cuadrado,TMP); 
    } 
   }    
  } 
   
  private void go_Click(object sender, System.EventArgs e) 
  {   
   if(variable_carga==0) 
   { 
    label14.Visible=true; 
    label15.Visible=true; 
    label16.Visible=true; 
    label17.Visible=true; 
    label25.Visible=true; 
    conf=Form5.config; 
    NUMERO_NODOS=Form5.nnodos; 
    largo=Form5.largoe; 
    ancho=Form5.anchoe; 
    entradas_cache=Form5.entradas_cachee; 
    vida_cache=Form5.vida_cachee; 
    proxy=Form5.proxy1; 
    potencia=Form5.potencia1; 
    if((conf==0)&&(potencia==2)) 
    { 
     potencia=0; 
    } 
    if(((conf==1)||(conf==2))&&(potencia==2)) 
    { 
     potencia=1; 
    } 
    iter_encendido=Form5.iter_encendido1; 
    if((conf==0)&&(iter_encendido==-1)) 
    { 
     iter_encendido=4; 
    } 
    if(((conf==1)||(conf==2))&&(iter_encendido==-
1)) 
    { 
     iter_encendido=150; 
    } 
   
 iter_autoconfigurado=Form5.iter_autoconfigurado1; 
    if((conf==0)&&(iter_autoconfigurado==-1)) 
    { 
     iter_autoconfigurado=7; 
    } 
   
 if(((conf==1)||(conf==2))&&(iter_autoconfigurado==-1)) 
    { 
     iter_autoconfigurado=75; 
    } 
    Posiciones = new Punto[NUMERO_NODOS]; 
    for (int i=0; i<NUMERO_NODOS; i++) 
    { 
     Posiciones[i] = new Punto(1,1); 
    } 
    if(conf==0) 
    { 
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     { 
      uno.Visible=true; 
      Posiciones[0].X=Form5.x1; 
      Posiciones[0].Y=Form5.y1; 
     
 pos1x.Text=Convert.ToString(Posiciones[0].X); 
     
 pos1y.Text=Convert.ToString(Posiciones[0].Y); 
     } 
    
 if((NUMERO_NODOS==2)||(NUMERO_NODOS==3)||(NUMERO_NODOS==4)||(NUM
ERO_NODOS==5)||(NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      dos.Visible=true; 
      Posiciones[1].X=Form5.x2; 
      Posiciones[1].Y=Form5.y2; 
     
 pos2x.Text=Convert.ToString(Posiciones[1].X); 
     
 pos2y.Text=Convert.ToString(Posiciones[1].Y); 
     } 
    
 if((NUMERO_NODOS==3)||(NUMERO_NODOS==4)||(NUMERO_NODOS==5)||(NUM
ERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      tres.Visible=true; 
      Posiciones[2].X=Form5.x3; 
      Posiciones[2].Y=Form5.y3; 
     
 pos3x.Text=Convert.ToString(Posiciones[2].X); 
     
 pos3y.Text=Convert.ToString(Posiciones[2].Y); 
     } 
    
 if((NUMERO_NODOS==4)||(NUMERO_NODOS==5)||(NUMERO_NODOS==6)||(NUM
ERO_NODOS==7)) 
     { 
      cuatro.Visible=true; 
      Posiciones[3].X=Form5.x4; 
      Posiciones[3].Y=Form5.y4; 
     
 pos4x.Text=Convert.ToString(Posiciones[3].X); 
     
 pos4y.Text=Convert.ToString(Posiciones[3].Y); 
     } 
    
 if((NUMERO_NODOS==5)||(NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      cinco.Visible=true; 
      Posiciones[4].X=Form5.x5; 
      Posiciones[4].Y=Form5.y5; 
     
 pos5x.Text=Convert.ToString(Posiciones[4].X); 
     
 pos5y.Text=Convert.ToString(Posiciones[4].Y); 
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     } 
     if((NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      seis.Visible=true; 
      Posiciones[5].X=Form5.x6; 
      Posiciones[5].Y=Form5.y6; 
     
 pos6x.Text=Convert.ToString(Posiciones[5].X); 
     
 pos6y.Text=Convert.ToString(Posiciones[5].Y); 
     } 
     if(NUMERO_NODOS==7) 
     { 
      siete.Visible=true; 
      Posiciones[6].X=Form5.x7; 
      Posiciones[6].Y=Form5.y7; 
     
 pos7x.Text=Convert.ToString(Posiciones[6].X); 
     
 pos7y.Text=Convert.ToString(Posiciones[6].Y); 
     } 
    } 
    if(conf==1) 
    { 
     label3.Text="Automático"; 
     label2.Visible=false; 
     
     Random random = new 
Random(DateTime.Now.Millisecond); 
     for(int jota=0; jota<NUMERO_NODOS; 
jota++) 
     {     
     
 Posiciones[jota].X=random.Next(ancho); 
     
 Posiciones[jota].Y=random.Next(largo);      
     } 
    }  
    if(conf==2) 
    { 
     label3.Text="Forma clúster"; 
     label2.Visible=false; 
     label18.Visible=true; 
     label19.Visible=true; 
     label20.Visible=true; 
     label21.Visible=true; 
     label22.Visible=true; 
     label23.Visible=true; 
     label24.Visible=true; 
     largofi=Form5.largofigu; 
     anchofi=Form5.anchofigu; 
     label21.Text=Convert.ToString(largofi); 
     label22.Text=Convert.ToString(anchofi); 
     int largofi1=0; 
     int anchofi1=0; 
     int numero=0; 
     int hori=0; 
     int verti=0; 
    
 while((largofi1<=largo)&&(numero<NUMERO_NODOS)) 
     { 
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      largofi1=largofi*verti; 
      hori=0; 
      anchofi1=0; 
     
 while((anchofi1<=ancho)&&(numero<NUMERO_NODOS)) 
      { 
       anchofi1=anchofi*hori; 
      
 Posiciones[numero].X=anchofi1; 
      
 Posiciones[numero].Y=largofi1; 
       hori++; 
       anchofi1=anchofi*hori; 
       numero++; 
      } 
      verti++; 
      largofi1=largofi*verti; 
     } 
    } 
   } 
   else 
   { 
    if(conf==0) 
    { 
     label2.Visible=true; 
     label3.Text="Manual"; 




     { 
      uno.Visible=true; 
     
 pos1x.Text=Convert.ToString(Posiciones[0].X); 
     
 pos1y.Text=Convert.ToString(Posiciones[0].Y); 
     } 
    
 if((NUMERO_NODOS==2)||(NUMERO_NODOS==3)||(NUMERO_NODOS==4)||(NUM
ERO_NODOS==5)||(NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      dos.Visible=true; 
     
 pos2x.Text=Convert.ToString(Posiciones[1].X); 
     
 pos2y.Text=Convert.ToString(Posiciones[1].Y); 
     } 
    
 if((NUMERO_NODOS==3)||(NUMERO_NODOS==4)||(NUMERO_NODOS==5)||(NUM
ERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      tres.Visible=true; 
     
 pos3x.Text=Convert.ToString(Posiciones[2].X); 
     
 pos3y.Text=Convert.ToString(Posiciones[2].Y); 
     } 
    
 if((NUMERO_NODOS==4)||(NUMERO_NODOS==5)||(NUMERO_NODOS==6)||(NUM
ERO_NODOS==7)) 
     { 
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      cuatro.Visible=true; 
     
 pos4x.Text=Convert.ToString(Posiciones[3].X); 
     
 pos4y.Text=Convert.ToString(Posiciones[3].Y); 
     } 
    
 if((NUMERO_NODOS==5)||(NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      cinco.Visible=true; 
     
 pos5x.Text=Convert.ToString(Posiciones[4].X); 
     
 pos5y.Text=Convert.ToString(Posiciones[4].Y); 
     } 
     if((NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
     { 
      seis.Visible=true; 
     
 pos6x.Text=Convert.ToString(Posiciones[5].X); 
     
 pos6y.Text=Convert.ToString(Posiciones[5].Y); 
     } 
     if(NUMERO_NODOS==7) 
     { 
      siete.Visible=true; 
     
 pos7x.Text=Convert.ToString(Posiciones[6].X); 
     
 pos7y.Text=Convert.ToString(Posiciones[6].Y); 
     } 
    } 
    if(conf==1) 
    { 
     label3.Text="Automático"; 
     label2.Visible=false; 
     ////////// 
     potencia=1; 
     iter_encendido=150; 
     iter_autoconfigurado=75; 
     ///////// 
    } 
    if(conf==2) 
    { 
     label3.Text="Forma clúster"; 
     label2.Visible=false; 
     ////////// 
     potencia=1; 
     iter_encendido=150; 
     iter_autoconfigurado=75; 
     ///////// 
    } 
   } 
   label1.Visible=true; 
   label4.Text=Convert.ToString(NUMERO_NODOS); 
   label5.Visible=true; 
   label6.Visible=true; 
   label7.Visible=true; 
   label7.Text=Convert.ToString(ancho); 
   dm1.Visible=true; 
   label8.Visible=true; 
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   label8.Text=Convert.ToString(largo); 
   dm2.Visible=true; 
   label9.Visible=true; 
   label10.Visible=true; 
   label11.Visible=true; 
   label12.Visible=true; 
   label13.Visible=true; 
   label12.Text=Convert.ToString(entradas_cache); 
   label13.Text=Convert.ToString(vida_cache); 
   if(proxy==0) 
   { 
    proxy_desac.Visible=true; 
   } 
   if(proxy==1) 
   { 
    proxy_ac.Visible=true; 
   } 
   dibujar.Enabled=true; 
   calcular.Visible=true; 
   textBox1.Visible=true; 
  } 
     
  public class matri 
  { 
   public int distancia, lqi, enlace; 
   public matri(int distancia1, int lqi1, int enlace1) 
   { 
    distancia=distancia1; 
    lqi=lqi1; 
    enlace=enlace1; 
   } 
  } 
   
  private void calcular_Click(object sender, System.EventArgs 
e) 
  { 
   s=2; //controla k se han dibujado las lineas de 
distancia 
   G1 = dibujo.CreateGraphics(); 
   matriz = new matri[NUMERO_NODOS,NUMERO_NODOS]; 
   for (int i=0; i<NUMERO_NODOS; i++) 
   { 
    for (int j=0; j<NUMERO_NODOS; j++) 
    { 
     matriz[i,j] = new matri(0,0,0); 
    } 
   } 
   if(conf==0) 
   { 
    for(int i=0; i<NUMERO_NODOS;i++) 
    { 
     for(int j=i+1;j<NUMERO_NODOS;j++) 
     { 
      distancia = 
Convert.ToInt32(Math.Sqrt(Math.Pow((Posiciones[i].X - 
Posiciones[j].X),2) + Math.Pow((Posiciones[i].Y - 
Posiciones[j].Y),2))); 
      matriz[i,j].distancia = distancia; 
      matriz[i,j].lqi=lqi(distancia); 
      matriz[i,j].enlace=enla(distancia); 
      if(l==1) 
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      { 
       Point myStartPoint = new 
Point(Posiciones[i].X+16,Posiciones[i].Y+16); 
       Point myEndPoint = new 
Point(Posiciones[j].X+16,Posiciones[j].Y+16); 
       if(potencia==0) 
       { 
        if 
((distancia>=0)&&(distancia<=200)) 
        { 
         p = new 
Pen(Color.RoyalBlue, 1); 
         G1.DrawLine(p, 
myStartPoint, myEndPoint); 
        } 
       } 
       if(potencia==1) 
       { 
        if 
((distancia>=0)&&(distancia<=100)) 
        { 
         p = new 
Pen(Color.RoyalBlue, 1); 
         G1.DrawLine(p, 
myStartPoint, myEndPoint); 
        } 
       } 
      } 
     } 
    } 
   
 if((NUMERO_NODOS==2)||(NUMERO_NODOS==3)||(NUMERO_NODOS==4)||(NUM
ERO_NODOS==5)||(NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
    { 
    
 d12=Convert.ToString(matriz[0,1].distancia); 
     k12=Convert.ToString(matriz[0,1].lqi); 
    } 
   
 if((NUMERO_NODOS==3)||(NUMERO_NODOS==4)||(NUMERO_NODOS==5)||(NUM
ERO_NODOS==6)||(NUMERO_NODOS==7)) 
    {      
    
 d13=Convert.ToString(matriz[0,2].distancia); 
    
 d23=Convert.ToString(matriz[1,2].distancia); 
     k13=Convert.ToString(matriz[0,2].lqi); 
     k23=Convert.ToString(matriz[1,2].lqi); 
    } 
   
 if((NUMERO_NODOS==4)||(NUMERO_NODOS==5)||(NUMERO_NODOS==6)||(NUM
ERO_NODOS==7)) 
    { 
    
 d14=Convert.ToString(matriz[0,3].distancia); 
    
 d24=Convert.ToString(matriz[1,3].distancia); 
    
 d34=Convert.ToString(matriz[2,3].distancia); 
     k14=Convert.ToString(matriz[0,3].lqi); 
     k24=Convert.ToString(matriz[1,3].lqi); 
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     k34=Convert.ToString(matriz[2,3].lqi); 
    } 
   
 if((NUMERO_NODOS==5)||(NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
    { 
    
 d15=Convert.ToString(matriz[0,4].distancia); 
    
 d25=Convert.ToString(matriz[1,4].distancia); 
    
 d35=Convert.ToString(matriz[2,4].distancia); 
    
 d45=Convert.ToString(matriz[3,4].distancia); 
     k15=Convert.ToString(matriz[0,4].lqi); 
     k25=Convert.ToString(matriz[1,4].lqi); 
     k35=Convert.ToString(matriz[2,4].lqi); 
     k45=Convert.ToString(matriz[3,4].lqi); 
    } 
    if((NUMERO_NODOS==6)||(NUMERO_NODOS==7)) 
    { 
    
 d16=Convert.ToString(matriz[0,5].distancia); 
    
 d26=Convert.ToString(matriz[1,5].distancia); 
    
 d36=Convert.ToString(matriz[2,5].distancia); 
    
 d46=Convert.ToString(matriz[3,5].distancia); 
    
 d56=Convert.ToString(matriz[4,5].distancia); 
     k16=Convert.ToString(matriz[0,5].lqi); 
     k26=Convert.ToString(matriz[1,5].lqi); 
     k36=Convert.ToString(matriz[2,5].lqi); 
     k46=Convert.ToString(matriz[3,5].lqi); 
     k56=Convert.ToString(matriz[4,5].lqi); 
    } 
    if(NUMERO_NODOS==7) 
    { 
    
 d17=Convert.ToString(matriz[0,6].distancia); 
    
 d27=Convert.ToString(matriz[1,6].distancia); 
    
 d37=Convert.ToString(matriz[2,6].distancia); 
    
 d47=Convert.ToString(matriz[3,6].distancia); 
    
 d57=Convert.ToString(matriz[4,6].distancia); 
    
 d67=Convert.ToString(matriz[5,6].distancia); 
     k17=Convert.ToString(matriz[0,6].lqi); 
     k27=Convert.ToString(matriz[1,6].lqi); 
     k37=Convert.ToString(matriz[2,6].lqi); 
     k47=Convert.ToString(matriz[3,6].lqi); 
     k57=Convert.ToString(matriz[4,6].lqi); 
     k67=Convert.ToString(matriz[5,6].lqi); 
    } 
   } 
   if(conf==1) 
   { 
    for(int i=0; i<NUMERO_NODOS;i++) 
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    { 
     for(int j=i+1;j<NUMERO_NODOS;j++) 
     { 
      distancia = 
Convert.ToInt32(Math.Sqrt(Math.Pow((Posiciones[i].X - 
Posiciones[j].X),2) + Math.Pow((Posiciones[i].Y - 
Posiciones[j].Y),2))); 
      matriz[i,j].distancia = distancia; 
      matriz[i,j].lqi=lqi(distancia); 
      matriz[i,j].enlace=enla(distancia); 
     } 
    } 
   } 
   if(conf==2) 
   { 
    for(int i=0; i<NUMERO_NODOS;i++) 
    { 
     for(int j=i+1;j<NUMERO_NODOS;j++) 
     { 
      distancia = 
Convert.ToInt32(Math.Sqrt(Math.Pow((Posiciones[i].X - 
Posiciones[j].X),2) + Math.Pow((Posiciones[i].Y - 
Posiciones[j].Y),2))); 
      matriz[i,j].distancia = distancia; 
      matriz[i,j].lqi=lqi(distancia); 
      matriz[i,j].enlace=enla(distancia); 
      if(l==1) 
      { 
       Point myStartPoint = new 
Point(Posiciones[i].X,Posiciones[i].Y); 
       Point myEndPoint = new 
Point(Posiciones[j].X,Posiciones[j].Y); 
       if(potencia==0) 
       { 
        if 
((distancia>=0)&&(distancia<=200)) 
        { 
         p = new 
Pen(Color.RoyalBlue, 1); 
         G1.DrawLine(p, 
myStartPoint, myEndPoint); 
        } 
       } 
       if(potencia==1) 
       { 
        if 
((distancia>=0)&&(distancia<=100)) 
        { 
         p = new 
Pen(Color.RoyalBlue, 1); 
         G1.DrawLine(p, 
myStartPoint, myEndPoint); 
        } 
       } 
      } 
     } 
    } 
   } 
            button1.Visible=true; 
   button2.Enabled=false; 
   calcular.Enabled=false; 
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   go.Enabled=false; 
   dibujar.Enabled=false; 
   if(conf==0) 
   { 
    m_distancia.Enabled=true; 
    m_lqi.Enabled=true; 
   } 
  } 
   
  private void distan_Click(object sender, System.EventArgs 
e) 
  { 
   Form2 f2 = new 
Form2(d12,d13,d14,d15,d16,d17,d23,d24,d25,d26,d27,d34,d35,d36,d37,d45,
d46,d47,d56,d57,d67); 
   f2.Show(); 
  } 
  private void m_lqi_Click(object sender, System.EventArgs e) 
  { 
   Form3 f3 = new 
Form3(k12,k13,k14,k15,k16,k17,k23,k24,k25,k26,k27,k34,k35,k36,k37,k45,
k46,k47,k56,k57,k67); 
   f3.Show(); 
  } 
  public class Punto 
  { 
   public int X,Y; 
   public Punto(int x, int y) 
   { 
    X=x; 
    Y=y; 
   } 
  } 
   
  public class Cache 
  { 
   public int Origen1; 
   public int Origen2; 
   public int Tentativa1; 
   public int Tentativa2; 
   public int Destino1; 
   public int Destino2; 
   public bool Flag_proxy; 
   public int T_vida; 
   public Cache (int origen1, int origen2, int 
tentativa1, int tentativa2, int destino1, int destino2, bool 
flag_proxy, int t_vida) 
   { 
    Origen1=origen1; 
    Origen2=origen2; 
    Tentativa1=tentativa1; 
    Tentativa2=tentativa2; 
    Destino1=destino1; 
    Destino2=destino2; 
    Flag_proxy=flag_proxy; 
    T_vida=t_vida; 
   } 
  } 
   
  public class Buffer 
  { 
84  Redes de sensores autoconfigurables 
 
   public int Origen1; 
   public int Origen2; 
   public int Ori1; 
   public int Ori2; 
   public int Tentativa1; 
   public int Tentativa2; 
   public int Destino1; 
   public int Destino2; 
   public bool Flag_proxy; 
   public int Iter; 
   public Buffer(int origen1, int origen2, int ori1, int 
ori2,int tentativa1, int tentativa2, int destino1, int destino2, bool 
flag_proxy, int iter) 
   { 
    Origen1=origen1; 
    Origen2=origen2; 
    Ori1=ori1; 
    Ori2=ori2; 
    Tentativa1=tentativa1; 
    Tentativa2=tentativa2; 
    Destino1=destino1; 
    Destino2=destino2; 
    Flag_proxy=flag_proxy; 
    Iter=iter; 
   } 
  } 
   
  public class Buffer_salida 
  { 
   public int Origen1; 
   public int Origen2; 
   public int Ori1; 
   public int Ori2; 
   public int Tentativa1; 
   public int Tentativa2; 
   public int Destino1; 
   public int Destino2; 
   public bool Flag_proxy; 
   public int Iter; 
   public int Chivato; 
   public Buffer_salida(int origen1, int origen2, int 
ori1, int ori2, int tentativa1, int tentativa2, int destino1, int 
destino2, bool flag_proxy, int iter, int chivato) 
   { 
    Origen1=origen1; 
    Origen2=origen2; 
    Ori1=ori1; 
    Ori2=ori2; 
    Tentativa1=tentativa1; 
    Tentativa2=tentativa2; 
    Destino1=destino1; 
    Destino2=destino2; 
    Flag_proxy=flag_proxy; 
    Iter=iter; 
    Chivato=chivato; 
   } 
  } 
   
  public class Buffer_reply 
  { 
   public int Origen1; 
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   public int Origen2; 
   public int Ori1; 
   public int Ori2; 
   public int Tentativa1; 
   public int Tentativa2; 
   public int Destino1; 
   public int Destino2; 
   public int Iter; 
   public Buffer_reply(int origen1, int origen2, int 
ori1, int ori2, int tentativa1, int tentativa2, int destino1, int 
destino2, int iter) 
   { 
    Origen1=origen1; 
    Origen2=origen2; 
    Ori1=ori1; 
    Ori2=ori2; 
    Tentativa1=tentativa1; 
    Tentativa2=tentativa2; 
    Destino1=destino1; 
    Destino2=destino2; 
    Iter=iter; 
   } 
  } 
   
  public class Buffer_reply_salida 
  { 
   public int Origen1; 
   public int Origen2; 
   public int Ori1; 
   public int Ori2; 
   public int Tentativa1; 
   public int Tentativa2; 
   public int Destino1; 
   public int Destino2; 
   public int Iter; 
   public int Chivato; 
   public Buffer_reply_salida(int origen1, int origen2, 
int ori1, int ori2, int tentativa1, int tentativa2, int destino1, int 
destino2, int iter, int chivato) 
   { 
    Origen1=origen1; 
    Origen2=origen2; 
    Ori1=ori1; 
    Ori2=ori2; 
    Tentativa1=tentativa1; 
    Tentativa2=tentativa2; 
    Destino1=destino1; 
    Destino2=destino2; 
    Iter=iter; 
    Chivato=chivato; 
   } 
  } 
   
  public class Secu 
  { 
   public int Origen1; 
   public int Origen2; 
   public int Ori1; 
   public int Ori2; 
   public int Tentativa1; 
   public int Tentativa2; 
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   public Secu(int origen1, int origen2, int ori1, int 
ori2,int tentativa1, int tentativa2) 
   { 
    Origen1=origen1; 
    Origen2=origen2; 
    Ori1=ori1; 
    Ori2=ori2; 
    Tentativa1=tentativa1; 
    Tentativa2=tentativa2; 
   } 
  } 
 
  public class sensores 
  { 
   public int estat;   //estados de 
configuración  
   public int direccion1;  //tentativa o 
definitiva segun el estado del nodo  
   public int direccion2; 
   public Cache[] cache;  //almacenar paquetes 
   public Secu[] secu; 
   public Buffer[] buffer; 
   public Buffer_salida[] buffer_salida; 
   public Buffer_reply[] buffer_reply; 
   public Buffer_reply_salida[] buffer_reply_salida; 
   public int entracache;  //contador para saber 
cuantas veces se ha guardado algo en la cache 
   public int origen1; 
   public int origen2; 
   public int tentativaenviadoreq; //saber k el nodo 
ha enviado req en tentativa 
   public int tentenviadoreq;  //paq req 
enviados por el nodo en estado tentativo 
   public int tentrecibidoreqnopro; //paq req 
recibidos por el nodo en estado tentativo y no procesados 
   public int tentrecibidorep;  //paq rep 
recibidos por el nodo en estado tentativo 
   public int unicaenviadoreq;  //paq req 
enviados por el nodo en estado acabado 
   public int unicarecibidoreqpro;  //paq req 
recibidos por el nodo en estado acabado y procesados 
   public int unicarecibidoreqnopro; //paq req 
recibidos por el nodo en estado acabado y no procesados 
   public int unicaenviadorep;  //paq rep 
enviados por el nodo en estado acabado 
   public int unicarecibidorep; //paq rep recibidos por 
el nodo en estado acabado 
   public int entrada;   //pasar tamaño de 
cache 
   public int inicio;  //saber cuando se 
enciende cada nodo 
   public int tiempo;  //tiempo k falta para 
autoconfigurarse ese nodo 
   public int hecho; //controla k el nodo ya ha hecho 
algo en esa iteracion 
   public int hecho1; 
   public int index; //recorrer buffer 
   public int index1; //recorrer secu 
   public int index2; //recorre buffer_salida 
   public int index3; //recorre buffer_reply 
   public int index4; //recorre buffer_reply_salida 
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   public sensores(int Estat, int Direccion1, int 
Direccion2, int Entracache, int Origen1, int Origen2, int 
Tentativaenviadoreq,int Tentenviadoreq, int Tentrecibidoreqnopro, int 
Tentrecibidorep, int Unicaenviadoreq, int Unicarecibidoreqpro, int 
Unicarecibidoreqnopro, int Unicaenviadorep, int Unicarecibidorep, int 
Entrada_cache, int Entrada, int Inicio, int Tiempo, int Hecho, int 
Hecho1, int NUMERO_NODOS, int Index, int Index1, int Index2, int 
Index3, int Index4) 
   { 
    estat = Estat; 
    direccion1 = Direccion1; 
    direccion2 = Direccion2; 
    cache = new Cache[Entrada_cache]; 
    secu = new Secu[25]; 
    buffer = new Buffer[15]; 
    buffer_salida = new Buffer_salida[10]; 
    buffer_reply = new Buffer_reply[4]; 
    buffer_reply_salida = new 
Buffer_reply_salida[4]; 
    entracache = Entracache; 
    origen1 = Origen1; 
    origen2 = Origen2; 
    tentativaenviadoreq = Tentativaenviadoreq; 
    tentenviadoreq = Tentenviadoreq; 
    tentrecibidoreqnopro = Tentrecibidoreqnopro; 
    tentrecibidorep = Tentrecibidorep; 
    unicaenviadoreq = Unicaenviadoreq; 
    unicarecibidoreqpro = Unicarecibidoreqpro; 
    unicarecibidoreqnopro = Unicarecibidoreqnopro; 
    unicaenviadorep = Unicaenviadorep; 
    unicarecibidorep = Unicarecibidorep; 
    entrada = Entrada; 
    inicio = Inicio; 
    tiempo = Tiempo; 
    hecho = Hecho; 
    hecho1 = Hecho1; 
    index = Index; 
    index1 = Index1; 
    index2 = Index2; 
    index3 = Index3; 
    index4 = Index4; 
   } 
  } 
  public int lqi (int distancia) 
  { 
   int m; 
   if(potencia==0) //0 dBm potencia maxima 
   { 
    if((distancia>=0)&&(distancia<20)) 
    { 
     m=108; 
     return m;   
    } 
    else if((distancia>=20)&&(distancia<40)) 
    { 
     m=107; 
     return m; 
    } 
    else if((distancia>=40)&&(distancia<60)) 
    { 
     m=104; 
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     return m; 
    } 
    else if((distancia>=60)&&(distancia<80)) 
    { 
     m=102; 
     return m; 
    } 
    else if((distancia>=80)&&(distancia<100)) 
    { 
     m=97; 
     return m; 
    } 
    else if((distancia>=100)&&(distancia<120)) 
    { 
     m=92; 
     return m; 
    } 
    else if((distancia>=120)&&(distancia<140)) 
    { 
     m=88; 
     return m; 
    } 
    else if((distancia>=140)&&(distancia<160)) 
    { 
     m=83; 
     return m; 
    } 
    else if((distancia>=160)&&(distancia<180)) 
    { 
     m=75; 
     return m; 
    } 
    else if((distancia>=180)&&(distancia<=200)) 
    { 
     m=67; 
     return m; 
    } 
    else 
    { 
     return (m=0); 
    } 
   } 
   else //-10 dBm potencia mínima 
   { 
    if((distancia>=0)&&(distancia<20)) 
    { 
     m=108; 
     return m;   
    } 
    else if((distancia>=20)&&(distancia<40)) 
    { 
     m=105; 
     return m; 
    } 
    else if((distancia>=40)&&(distancia<60)) 
    { 
     m=94; 
     return m; 
    } 
    else if((distancia>=60)&&(distancia<80)) 
    { 
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     m=80; 
     return m; 
    } 
    else if((distancia>=80)&&(distancia<=100)) 
    { 
     m=67; 
     return m; 
    } 
    else 
    { 
     return (m=0); 
    } 
   } 
  }  
  public int enla (int distancia) 
  { 
   if(potencia==0) 
   { 
    if(distancia>200) 
    { 
     return 0; 
    } 
    else 
    { 
     return 1; 
    } 
   } 
   else 
   { 
    if(distancia>100) 
    { 
     return 0; 
    } 
    else 
    { 
     return 1; 
    } 
   } 
  } 
  private void carga() 
  { 
   variable_carga=1; 
   Excel.ApplicationClass xlsApp = new 
Excel.ApplicationClass(); 
   if (xlsApp == null)  
   { 
    MessageBox.Show ("ERROR: Excel no se puede 
arrancar."); 
   }    
   // mostramos el excel. 
   string nombreplantilla = textBox1.Text; 
 
   // Open a Existing excel file 
   Excel.Workbook wb = 
xlsApp.Workbooks.Open(@"C:\Documents and Settings\eloy_2\Mis 
documentos\Visual Studio 
Projects\simulador\ficheros_excel\"+nombreplantilla+".xls",Type.Missin
g, Type.Missing, Type.Missing, Type.Missing,Type.Missing, 
Type.Missing, Type.Missing, Type.Missing,Type.Missing, Type.Missing, 
Type.Missing, Type.Missing,Type.Missing,Type.Missing); 
     
90  Redes de sensores autoconfigurables 
 
   // Activamos el libro que vamos a usar. 
   xlsApp.Workbooks[1].Activate(); 
 





    
   // rellenar el formulario con el valor de las celdas. 
   Excel.Worksheet sheet1 = 
(Excel.Worksheet)xlsApp.Sheets.get_Item(1); 
















   string 
estado_cache=((Excel.Range)sheet1.Cells[3,2]).Value2.ToString(); 
   if(estado_cache=="Activado") 
   { 
    proxy=1; 
   } 
   if(estado_cache=="Desactivado") 
   { 
    proxy=0; 
   } 
   string 
conf_escenario=((Excel.Range)sheet1.Cells[1,3]).Value2.ToString(); 
   if(conf_escenario=="Manual") 
   { 
    conf=0; 
   } 
   if(conf_escenario=="Automático") 
   { 
    conf=1; 
   } 
   if(conf_escenario=="Forma clúster") 
   { 
    conf=2; 
   } 
   Posiciones = new Punto[NUMERO_NODOS]; 
   for (int i=0; i<NUMERO_NODOS; i++) 
   { 
    Posiciones[i] = new Punto(1,1); 
   } 
   for(int jota=0; jota<NUMERO_NODOS; jota++) 
   { 
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 Posiciones[jota].X=Convert.ToInt32(((Excel.Range)sheet1.Cells[jo
ta+11,2]).Value2.ToString()); 
   
 Posiciones[jota].Y=Convert.ToInt32(((Excel.Range)sheet1.Cells[jo
ta+11,3]).Value2.ToString()); 
   } 
   string 
dis_calculado=((Excel.Range)sheet1.Cells[6,7]).Value2.ToString(); 
   if(dis_calculado=="SI") 
   { 
    matriz = new matri[NUMERO_NODOS,NUMERO_NODOS]; 
    for (int i=0; i<NUMERO_NODOS; i++) 
    { 
     for (int j=0; j<NUMERO_NODOS; j++) 
     { 
      matriz[i,j] = new matri(0,0,0); 
     } 
    } 
    for(int i=0; i<NUMERO_NODOS;i++) 
    { 
     for(int j=i+1;j<NUMERO_NODOS;j++) 
     { 
     
 matriz[i,j].distancia=Convert.ToInt32(((Excel.Range)sheet1.Cells
[NUMERO_NODOS+15+i,j+1]).Value2.ToString()); 
     
 matriz[i,j].lqi=Convert.ToInt32(((Excel.Range)sheet1.Cells[(NUME
RO_NODOS*2)+18+i,j+1]).Value2.ToString()); 
     
 matriz[i,j].enlace=enla(matriz[i,j].distancia); 
     } 
    } 
   } 
   this.textBox1.Text=""; 
   wb.Close(false, Type.Missing, Type.Missing); 
   xlsApp.Quit(); 
  } 
  
  private void menuItem4_Click(object sender, 
System.EventArgs e) 
  { 
   guarda(); 
   this.textBox1.Visible=false; 
  } 
   
  private void menuItem5_Click(object sender, 
System.EventArgs e) 
  { 
   this.textBox1.Visible=true; 
  } 
  private void menuItem2_Click(object sender, 
System.EventArgs e) 
  { 
   carga(); 
   this.textBox1.Visible=false; 
   this.go.Visible=true; 
  } 
     
  public void guarda() 
  { 
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   Excel.ApplicationClass xlsApp = new 
Excel.ApplicationClass(); 
   if (xlsApp == null)  
   { 
    MessageBox.Show ("No se ha podido abrir el 
excel."); 
   } 
              
   // Si queremos abrir una pagina como plantilla        
   // Open a Existing excel file 
   Excel.Workbook wb = 
xlsApp.Workbooks.Open(@"C:\Documents and Settings\eloy_2\Mis 
documentos\Visual Studio 
Projects\simulador\ficheros_excel\plantilla1.xls",Type.Missing, 
Type.Missing, Type.Missing, Type.Missing,Type.Missing, Type.Missing, 
Type.Missing, Type.Missing,Type.Missing, Type.Missing, Type.Missing, 
Type.Missing,Type.Missing,Type.Missing); 
     
   // Activamos el libro que vamos a usar. 
   xlsApp.Workbooks[1].Activate(); 
 





   
   // rellenar el contenido de una celda en la pagina 
activa. 
   xlsApp.Cells[1,2]=NUMERO_NODOS; 
   xlsApp.Cells[2,6]=largo; 
   xlsApp.Cells[3,6]=ancho; 
   xlsApp.Cells[6,2]=entradas_cache; 
   xlsApp.Cells[7,2]=vida_cache; 
   if(conf==0) 
   { 
    xlsApp.Cells[1,3]="Manual"; 
   } 
   if(conf==1) 
   { 
    xlsApp.Cells[1,3]="Automático"; 
   } 
   if(conf==2) 
   { 
    xlsApp.Cells[1,3]="Forma clúster"; 
   } 
   if(proxy==0) 
   { 
    xlsApp.Cells[3,2]="Desactivado"; 
   } 
   if(proxy==1) 
   { 
    xlsApp.Cells[3,2]="Activado"; 
   } 
   for(int jota=0; jota<NUMERO_NODOS; jota++) 
   { 
    xlsApp.Cells[jota+11,1]=(jota+1); 
    xlsApp.Cells[jota+11,2]=Posiciones[jota].X; 
    xlsApp.Cells[jota+11,3]=Posiciones[jota].Y; 
   } 
   if(s==2) 
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   { 
    xlsApp.Cells[NUMERO_NODOS+13,1]="DISTANCIAS"; 
    xlsApp.Cells[(NUMERO_NODOS*2)+16,1]="LQI"; 
    for(int i=0; i<NUMERO_NODOS;i++) 
    { 
     for(int j=i+1;j<NUMERO_NODOS;j++) 
     { 
     
 xlsApp.Cells[NUMERO_NODOS+15+i,j+1]=matriz[i,j].distancia; 
     
 xlsApp.Cells[(NUMERO_NODOS*2)+18+i,j+1]=matriz[i,j].lqi; 
     } 
    } 
    for(int i=0;i<NUMERO_NODOS-1;i++) 
    { 
     xlsApp.Cells[NUMERO_NODOS+15+i,1]=(i+1); 
     xlsApp.Cells[NUMERO_NODOS+14,i+2]=(i+2); 
    
 xlsApp.Cells[(NUMERO_NODOS*2)+18+i,1]=(i+1); 
    
 xlsApp.Cells[(NUMERO_NODOS*2)+17,i+2]=(i+2); 
    } 
    xlsApp.Cells[6,7]="SI"; 
   } 
   else 
   { 
    xlsApp.Cells[6,7]="NO"; 
   } 
 
   Excel.XlSaveAsAccessMode acc = new 
Excel.XlSaveAsAccessMode(); 
        
   string nombre_fichero = textBox1.Text; 





    
   wb.Close(false, Type.Missing, Type.Missing); 
   xlsApp.Quit(); 
   this.textBox1.Text=""; 
  } 
   
  private void dibujo_Paint(object sender, 
System.Windows.Forms.PaintEventArgs e) 
  { 
   if(l==1) 
   { 
    if(conf==0) 
    {  
     for (int i=0;i<NUMERO_NODOS;i++) 
     { 
      if(s!=3) 
      { 
       TMP = new 
Point((int)Posiciones[i].X,(int)Posiciones[i].Y); 
       if (i==0)
 e.Graphics.DrawImageUnscaled(I1,TMP); 
       if (i==1)
 e.Graphics.DrawImageUnscaled(I2,TMP); 
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       if (i==2)
 e.Graphics.DrawImageUnscaled(I3,TMP); 
       if (i==3)
 e.Graphics.DrawImageUnscaled(I4,TMP); 
       if (i==4)
 e.Graphics.DrawImageUnscaled(I5,TMP); 
       if (i==5)
 e.Graphics.DrawImageUnscaled(I6,TMP); 
       if (i==6)
 e.Graphics.DrawImageUnscaled(I7,TMP); 
       if (i==0)
 e.Graphics.DrawImageUnscaled(I1e,TMP); 
       if (i==1)
 e.Graphics.DrawImageUnscaled(I2e,TMP); 
       if (i==2)
 e.Graphics.DrawImageUnscaled(I3e,TMP); 
       if (i==3)
 e.Graphics.DrawImageUnscaled(I4e,TMP); 
       if (i==4)
 e.Graphics.DrawImageUnscaled(I5e,TMP); 
       if (i==5)
 e.Graphics.DrawImageUnscaled(I6e,TMP); 
       if (i==6)
 e.Graphics.DrawImageUnscaled(I7e,TMP); 
       if (i==0)
 e.Graphics.DrawImageUnscaled(I1ee,TMP); 
       if (i==1)
 e.Graphics.DrawImageUnscaled(I2ee,TMP); 
       if (i==2)
 e.Graphics.DrawImageUnscaled(I3ee,TMP); 
       if (i==3)
 e.Graphics.DrawImageUnscaled(I4ee,TMP); 
       if (i==4)
 e.Graphics.DrawImageUnscaled(I5ee,TMP); 
       if (i==5)
 e.Graphics.DrawImageUnscaled(I6ee,TMP); 
       if (i==6)
 e.Graphics.DrawImageUnscaled(I7ee,TMP); 
      } 
      for(int j=i+1;j<NUMERO_NODOS;j++) 
      { 
       if(l==1) 
       { 
        Point myStartPoint = 
new Point(Posiciones[i].X+16,Posiciones[i].Y+16); 
        Point myEndPoint = new 
Point(Posiciones[j].X+16,Posiciones[j].Y+16); 
        if(potencia==0) 
        { 
         if 
((matriz[i,j].distancia>=0)&&(matriz[i,j].distancia<=200)) 
         { 
          p = new 
Pen(Color.RoyalBlue, 1); 
         
 G1.DrawLine(p, myStartPoint, myEndPoint); 
         } 
        } 
        if(potencia==1) 
        { 
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         if 
((matriz[i,j].distancia>=0)&&(matriz[i,j].distancia<=100)) 
         { 
          p = new 
Pen(Color.RoyalBlue, 1); 
         
 G1.DrawLine(p, myStartPoint, myEndPoint); 
         } 
        } 
         
       }  
      }  
     }  
     p1 = new Pen(Color.Wheat, 2); 
     Rectangle myRectangle = new Rectangle(16, 
16, ancho, largo); 
     e.Graphics.DrawRectangle(p1, 
myRectangle); 
    } 
    if((conf==1)||(conf==2)) 
    { 
     p1 = new Pen(Color.Wheat, 2); 
     Rectangle myRectangle = new Rectangle(0, 
0, ancho, largo); 
     e.Graphics.DrawRectangle(p1, 
myRectangle); 
     for(int i=0; i<NUMERO_NODOS;i++) 
     { 
      TMP = new 
Point((int)Posiciones[i].X,(int)Posiciones[i].Y); 
     
 e.Graphics.DrawImageUnscaled(cuadrado,TMP); 
     
 e.Graphics.DrawImageUnscaled(cuadradoe,TMP); 
     
 e.Graphics.DrawImageUnscaled(cuadradoee,TMP); 
     } 
    } 
   } 
  }  
   
  public class DAD_REQ 
  { 
   public int Origen1; 
   public int Origen2; 
   public int Tentativa1; 
   public int Tentativa2; 
   public int Destino1; 
   public int Destino2; 
   public bool Flag_proxy; 
   public int Iter; 
  } 
       
  private void button1_Click(object sender, System.EventArgs 
e) 
  {  
   int sen=0; 
   int iteraciones=0; 
   int a=0; 
   int var=0; 
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   int var1=0; //para el proxy en estado2 recibe de 
estado2 
   int var2=0; 
   int var3=0; //para el proxy en estado2 recibe de 
estado1 
   int var4=0; 
   int var5=0; 
   int hayreply=0; 
   int una=0; 
   int todaviano=1; 
   int lento=0; 
   int densidad=0; 
    
   lento=Form6.lento1; 
   for(int i=0; i<NUMERO_NODOS; i++) 
   { 
    for(int j=0; j<NUMERO_NODOS; j++) 
    { 
     int variable1=2; 
     variable1=matriz[i,j].enlace; 
     matriz[j,i].enlace=variable1; 
    } 
   } 
 
   Excel.ApplicationClass xlsApp = new 
Excel.ApplicationClass(); 
   if (xlsApp == null)  
   { 
    MessageBox.Show ("No se ha podido abrir el 
excel."); 
   } 
    
   // Open a Existing excel file 
   Excel.Workbook wb = 
xlsApp.Workbooks.Open(@"C:\Documents and Settings\eloy_2\Mis 
documentos\Visual Studio 
Projects\simulador\ficheros_excel\plantilla2.xls",Type.Missing, 
Type.Missing, Type.Missing, Type.Missing,Type.Missing, Type.Missing, 
Type.Missing, Type.Missing,Type.Missing, Type.Missing, Type.Missing, 
Type.Missing,Type.Missing,Type.Missing); 
   // Activamos el libro que vamos a usar. 
   xlsApp.Workbooks[1].Activate(); 






   if((conf==0)||(conf==1)||(conf==2)) 
   {     
    sensor = new sensores[NUMERO_NODOS]; 
    for(int i=0; i<NUMERO_NODOS; i++) 
    { 
     sensor[i] = new 
sensores(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,entradas_cache,0,0,iter_autocon
figurado,0,0,NUMERO_NODOS,0,0,0,0,0); 
    } 
                for(int i=0; i<NUMERO_NODOS; i++) 
    { 
     for(int m=0; m<entradas_cache; m++) 
     { 
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      sensor[i].cache[m] = new 
Cache(0,0,0,0,0,0,false,0); 
     } 
     for(int n=0; n<15; n++) 
     { 
      sensor[i].buffer[n] = new 
Buffer(0,0,0,0,0,0,0,0,false,0); 
     } 
     for(int n=0; n<10; n++) 
     { 
      sensor[i].buffer_salida[n] = new 
Buffer_salida(0,0,0,0,0,0,0,0,false,0,-1); 
     } 
     for(int n=0; n<4; n++) 
     { 
      sensor[i].buffer_reply[n] = new 
Buffer_reply(0,0,0,0,0,0,0,0,-1); 
     } 
     for(int n=0; n<4; n++) 
     { 
      sensor[i].buffer_reply_salida[n] = 
new Buffer_reply_salida(0,0,0,0,0,0,0,0,0,-1); 
     } 
     for(int n=0; n<25; n++) 
     { 
      sensor[i].secu[n] = new 
Secu(0,0,0,0,0,0); 
     } 
    } 
     
    req = new DAD_REQ[NUMERO_NODOS]; 
    for(int i=0; i<NUMERO_NODOS; i++) 
    { 
     req[i] =new DAD_REQ(); 
    } 
    Random random3 = new Random(); 
    for(int i=0; i<NUMERO_NODOS; i++) 
    {      
    
 sensor[i].inicio=random3.Next(iter_encendido); 
    } 
       
    int[] orde2 = new int[(NUMERO_NODOS)]; 
    int[] ordenado = new int[(NUMERO_NODOS)]; 
    for(int i=0; i<NUMERO_NODOS; i++) 
    { 
     orde2[i]=sensor[i].inicio; 
    } 
    int compara3=0; 
    int compara4=0; 
    for(compara3=0; compara3<NUMERO_NODOS; 
compara3++) 
    { 
     for(compara4=1;compara4<NUMERO_NODOS-
compara3;compara4++) 
     { 
      if(orde2[compara4-
1]>orde2[compara4]) 
      { 
       int aux=orde2[compara4-1]; 
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       orde2[compara4-
1]=orde2[compara4]; 
       orde2[compara4]=aux; 
      } 
     } 
    } 
    int cambia3=0; 
    int cambia4=0; 
    int cambia5=0; 
    int count=0; 
    int okis=0; 
    for(cambia3=0;cambia3<NUMERO_NODOS;cambia3++) 
    { 
    
 for(cambia4=0;cambia4<NUMERO_NODOS;cambia4++) 
     {       
     
 if(orde2[cambia3]==sensor[cambia4].inicio) 
      { 
       for(cambia5=0; cambia5<count; 
cambia5++) 
       { 
       
 if(ordenado[cambia5]==cambia4) 
        { 
         okis=1; 
        } 
       } 
       if(okis!=1) 
       { 
       
 ordenado[cambia3]=cambia4; 
        cambia4=NUMERO_NODOS; 
       } 
       okis=0; 
      } 
     } 
     count++; 
    }  
     
    while(todaviano!=0) 
    { 
     todaviano=0; 
     for(int i=0; i<a; i++) 
     { 
      sensor[ordenado[i]].hecho=0; 
      sensor[ordenado[i]].hecho1=0; 
     }      
     //MessageBox.Show("iteraciones: " 
+iteraciones); 
      
     for(sen=0; sen<a; sen++) 
     { 
      //nodo reenvia req (buffer salida)   
      if(sensor[ordenado[sen]].estat==2)  
      {      
  
      
 if(sensor[ordenado[sen]].buffer[0].Iter==(iteraciones-1)) 
       { 
        for(int i=0; i<15; i++) 
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        { 
        
 if(sensor[ordenado[sen]].buffer[i].Iter==(iteraciones-1)) //hay 
datos para enviar 
         { 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Tentativa1=sensor[ordenado[sen]].buffer[i].Tentativa1; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Tentativa2=sensor[ordenado[sen]].buffer[i].Tentativa2; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Origen1=sensor[ordenado[sen]].origen1; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Origen2=sensor[ordenado[sen]].origen2; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Ori1=sensor[ordenado[sen]].buffer[i].Ori1; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Ori2=sensor[ordenado[sen]].buffer[i].Ori2; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Destino1=sensor[ordenado[sen]].buffer[i].Destino1; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Destino2=sensor[ordenado[sen]].buffer[i].Destino2; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Flag_proxy=sensor[ordenado[sen]].buffer[i].Flag_proxy; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Iter=iteraciones; 
         
 sensor[ordenado[sen]].buffer_salida[sensor[ordenado[sen]].index2
].Chivato=0; 
         
 //MessageBox.Show("Nodo "+(ordenado[sen]+1)+" envia DAD_REQ de 
la posicion del buffer "+sensor[ordenado[sen]].index2); 
         
 sensor[ordenado[sen]].unicaenviadoreq++; 
         
 sensor[ordenado[sen]].index2++; 
         
 if(sensor[ordenado[sen]].index2==10) 
          { 
          
 sensor[ordenado[sen]].index2=0; 
          } 
          //borro lo 
de esa posicion del buffer 
         
 sensor[ordenado[sen]].buffer[i].Tentativa1=0; 
         
 sensor[ordenado[sen]].buffer[i].Tentativa2=0; 
         
 sensor[ordenado[sen]].buffer[i].Origen1=0; 
         
 sensor[ordenado[sen]].buffer[i].Origen2=0; 
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 sensor[ordenado[sen]].buffer[i].Ori1=0; 
         
 sensor[ordenado[sen]].buffer[i].Ori2=0; 
         
 sensor[ordenado[sen]].buffer[i].Destino1=0; 
         
 sensor[ordenado[sen]].buffer[i].Destino2=0; 
         
 sensor[ordenado[sen]].buffer[i].Flag_proxy=false; 
         
 sensor[ordenado[sen]].buffer[i].Iter=0; 
         } 
        } 
       } 
      } 
     
 if((sensor[ordenado[sen]].estat==1)||(sensor[ordenado[sen]].esta
t==2)) 
      { 
       //reply 
      
 if(sensor[ordenado[sen]].buffer_reply[0].Iter==(iteraciones-1)) 
       { 
        for(int i=0; i<4; i++) 
        { 
        
 if(sensor[ordenado[sen]].buffer_reply[i].Iter==(iteraciones-1)) 
//hay datos para enviar 
         { 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Tentativa1=sensor[ordenado[sen]].buffer_reply[i].Tentativa1; 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Tentativa2=sensor[ordenado[sen]].buffer_reply[i].Tentativa2; 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Origen1=sensor[ordenado[sen]].origen1; 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Origen2=sensor[ordenado[sen]].origen2; 
         
 if(proxy==1) 
          { 
          
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Destino1=sensor[ordenado[sen]].buffer_reply[i].Destino1; 
          
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Destino2=sensor[ordenado[sen]].buffer_reply[i].Destino2; 
          } 
         
 if(proxy==0) 
          { 
          
 for(int j=0; j<25; j++) 
           { 
           
 if((sensor[ordenado[sen]].buffer_reply[i].Tentativa1==sensor[ord
enado[sen]].secu[j].Tentativa1)&&(sensor[ordenado[sen]].buffer_reply[i





           
 { 
            
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Destino1=sensor[ordenado[sen]].secu[j].Origen1; 
            
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Destino2=sensor[ordenado[sen]].secu[j].Origen2; 
           
 } 
           } 
          } 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Ori1=sensor[ordenado[sen]].buffer_reply[i].Ori1; 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Ori2=sensor[ordenado[sen]].buffer_reply[i].Ori2; 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Iter=iteraciones; 
         
 sensor[ordenado[sen]].buffer_reply_salida[sensor[ordenado[sen]].
index4].Chivato=0; 
         
 //MessageBox.Show("Nodo "+(ordenado[sen]+1)+" envia DAD_REP de 
la posicion del buffer "+sensor[ordenado[sen]].index4); 
         
 sensor[ordenado[sen]].unicaenviadorep++; 
         
 sensor[ordenado[sen]].index4++; 
         
 if(sensor[ordenado[sen]].index4==4) 
          { 
          
 sensor[ordenado[sen]].index4=0; 
          } 
         
 sensor[ordenado[sen]].hecho1=1; 
           
          //borro lo 
de esa posicion del buffer 
         
 sensor[ordenado[sen]].buffer_reply[i].Tentativa1=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Tentativa2=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Origen1=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Origen2=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Ori1=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Ori2=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Destino1=0; 
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 sensor[ordenado[sen]].buffer_reply[i].Destino2=0; 
         
 sensor[ordenado[sen]].buffer_reply[i].Iter=0; 
         } 
        } 
       } 
      } 
      var=1; 
     } 
     for(sen=0; sen<NUMERO_NODOS; sen++) 
     {  
      una=0; 
      //encender el nodo 
     
 if(((sensor[ordenado[sen]].inicio==iteraciones)||(hayreply==1))&
&(sensor[ordenado[sen]].tentativaenviadoreq==0)) 
      { 
       if(conf==0) 
       {  
        TMP = new 
Point((int)Posiciones[ordenado[sen]].X,(int)Posiciones[ordenado[sen]].
Y); 
        if (ordenado[sen]==0)
 G.DrawImageUnscaled(I1e,TMP); 
        if (ordenado[sen]==1)
 G.DrawImageUnscaled(I2e,TMP); 
        if (ordenado[sen]==2)
 G.DrawImageUnscaled(I3e,TMP); 
        if (ordenado[sen]==3)
 G.DrawImageUnscaled(I4e,TMP); 
        if (ordenado[sen]==4)
 G.DrawImageUnscaled(I5e,TMP); 
        if (ordenado[sen]==5)
 G.DrawImageUnscaled(I6e,TMP); 
        if (ordenado[sen]==6)
 G.DrawImageUnscaled(I7e,TMP); 
       
 if(sensor[ordenado[sen]].tentenviadoreq==0) 
        { 
         a++; 
        } 
       }  
       if((conf==1)||(conf==2)) 
       { 
        TMP = new 
Point((int)Posiciones[ordenado[sen]].X,(int)Posiciones[ordenado[sen]].
Y); 
       
 G.DrawImageUnscaled(cuadradoe,TMP); 
       
 if(sensor[ordenado[sen]].tentenviadoreq==0) 
        { 
         a++; 
        } 
       } 
       if(hayreply==0) 
       { 
        //MessageBox.Show("Se 
enciendo nodo "+(ordenado[sen]+1)); 
       } 
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       if(hayreply==1) 
       { 
        //MessageBox.Show("Nodo 
"+(ordenado[sen]+1)+" crea nueva dirección tentativa"); 
       
 sensor[ordenado[sen]].tiempo=iter_autoconfigurado; 
        hayreply=0; 
       } 
       if((conf==0)&&(lento==0)) 
       { 
       
 System.Threading.Thread.Sleep(500); 
       } 
      
 System.Threading.Thread.Sleep(50); 
       Random random1 = new 
Random(); 
      
 sensor[ordenado[sen]].estat=1; 
      
 sensor[ordenado[sen]].direccion1=req[ordenado[sen]].Tentativa1=r
andom1.Next(254); 
      
 sensor[ordenado[sen]].direccion2=req[ordenado[sen]].Tentativa2=r
andom1.Next(254); 
      
 if(sensor[ordenado[sen]].tentativaenviadoreq==0) 
       { 
       
 sensor[ordenado[sen]].origen1=req[ordenado[sen]].Origen1=random1
.Next(254); 
       
 sensor[ordenado[sen]].origen2=req[ordenado[sen]].Origen2=random1
.Next(254); 
       } 
      
 req[ordenado[sen]].Destino1=255; 
      
 req[ordenado[sen]].Destino2=255; 
      
 req[ordenado[sen]].Iter=iteraciones; 
       if(proxy==0) 
       { 
       
 req[ordenado[sen]].Flag_proxy=false; 
       } 
       if(proxy==1) 
       { 
       
 req[ordenado[sen]].Flag_proxy=true; 
       } 
      
 System.Threading.Thread.Sleep(50); 
       //MessageBox.Show("Nodo 
"+(ordenado[sen]+1)+" envia DAD_REQ"); 
      
 sensor[ordenado[sen]].tentenviadoreq++; 
      
 sensor[ordenado[sen]].tentativaenviadoreq=1; 
      
 sensor[ordenado[sen]].hecho=1; 
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       nodosduplicados++; 
       var=1; //para k entre en 
el ultimo if y vuelva a recorrer el vector entero 
      } 
       
      //nodo recibe req en estado 1   
     
 if((sensor[ordenado[sen]].hecho==0)&&(sensor[ordenado[sen]].esta
t==1)&&(una==0)) 
      { 
       var2=1; 
       var4=0; 
       una=1; 
       for(int j=0; j<a; j++) 
       { 
       
 if(matriz[ordenado[j],ordenado[sen]].enlace==1)  
        { 
         for(int i=0; 
i<10; i++) 
         { 
         
 if(sensor[ordenado[j]].buffer_salida[i].Chivato!=(-1)) 
          {  
          
 var4=1; 
          } 
         } 
        
 if(req[ordenado[j]].Iter==(iteraciones-1))//mensaje viene de un 
nodo k se acaba de encender 
         { 
         
 if(proxy==1) 
          { 
          
 if(entradas_cache!=0) 
           { 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Orige
n1=req[ordenado[j]].Origen1; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Orige
n2=req[ordenado[j]].Origen2; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Tenta
tiva1=req[ordenado[j]].Tentativa1; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Tenta
tiva2=req[ordenado[j]].Tentativa2; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Desti
no1=req[ordenado[j]].Destino1; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Desti
no2=req[ordenado[j]].Destino2; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Flag_
proxy=req[ordenado[j]].Flag_proxy; 
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 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].T_vid
a=vida_cache; 
           
 sensor[ordenado[sen]].entrada++; 
           
 sensor[ordenado[sen]].entracache++; 
           
 if(sensor[ordenado[sen]].entrada==entradas_cache) 
           
 { 
            
 sensor[ordenado[sen]].entrada=0; 
           
 } 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
          
 if((req[ordenado[j]].Tentativa1==sensor[ordenado[sen]].direccion
1)&&(req[ordenado[j]].Tentativa2==sensor[ordenado[sen]].direccion2)) 
           { 
           
 //reply 
           
 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)); 
           
 hayreply=1; 
           
 sensor[ordenado[sen]].tentativaenviadoreq=0; 
           
 sensor[ordenado[sen]].tentrecibidoreqnopro++; 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
           else 
           { 
           
 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Sin procesar por "+(ordenado[sen]+1)); 
           
 sensor[ordenado[sen]].tentrecibidoreqnopro++; 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
          } 
         
 if(proxy==0) 
          { 
          
 if((req[ordenado[j]].Tentativa1==sensor[ordenado[sen]].direccion
1)&&(req[ordenado[j]].Tentativa2==sensor[ordenado[sen]].direccion2)) 
           { 
           
 //reply 
           
 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)); 
           
 hayreply=1; 
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 sensor[ordenado[sen]].tentativaenviadoreq=0; 
           
 sensor[ordenado[sen]].tentrecibidoreqnopro++; 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
           else 
           { 
           
 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Sin procesar por "+(ordenado[sen]+1)); 
           
 sensor[ordenado[sen]].tentrecibidoreqnopro++; 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
          } 
         } 
        
 if(var4==1)//mensaje viene de un nodo en estado 2 
         { 
          for(int 
u=0; u<10; u++) 
          { 
          
 if(sensor[ordenado[j]].buffer_salida[u].Iter==(iteraciones-1)) 
           { 
           
 if(proxy==1) 
           
 { 
            
 if(entradas_cache!=0) 
            
 { 
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  sensor[ordenado[sen]].entrada++; 
            
  sensor[ordenado[sen]].entracache++; 
            
  if(sensor[ordenado[sen]].entrada==entradas_cache) 
            
  { 
            
   sensor[ordenado[sen]].entrada=0; 
            
  } 
            
 } 






            
 { 
            
  //reply 
            
  //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)); 
            
  hayreply=1; 
            
  sensor[ordenado[sen]].tentativaenviadoreq=0; 
            
  sensor[ordenado[sen]].tentrecibidoreqnopro++; 
            
  sensor[ordenado[sen]].hecho=1; 
            
 } 
            
 else 
            
 { 
            
  //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Sin procesar por "+(ordenado[sen]+1)); 
            
  sensor[ordenado[sen]].tentrecibidoreqnopro++; 
            
  sensor[ordenado[sen]].hecho=1; 
            
 } 
           
 } 
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 if(proxy==0) 
           
 { 






            
 { 
            
  //reply 
            
  //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)); 
            
  hayreply=1; 
            
  sensor[ordenado[sen]].tentativaenviadoreq=0; 
            
  sensor[ordenado[sen]].tentrecibidoreqnopro++; 
            
  sensor[ordenado[sen]].hecho=1; 
            
 } 
            
 else 
            
 { 
            
  //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Sin procesar por "+(ordenado[sen]+1)); 
            
  sensor[ordenado[sen]].tentrecibidoreqnopro++; 
            
  sensor[ordenado[sen]].hecho=1; 
            
 } 
           
 } 
           } 
          } 
         } 
         var=1; 
        } 
       } 
      } 
       
      //nodo recibe rep en estado 1   
     
 if((sensor[ordenado[sen]].hecho==0)&&(sensor[ordenado[sen]].esta
t==1)&&(sensor[ordenado[sen]].hecho1==0)) 
      { 
       for(int j=0; j<a; j++) 
       { 
       
 if(matriz[ordenado[j],ordenado[sen]].enlace==1)  
        { 
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         for(int i=0; i<4; 
i++) 
         { 
         
 if(sensor[ordenado[j]].buffer_reply_salida[i].Chivato!=(-1)) 
          {  




           { 
           
 //MessageBox.Show("DAD_REP de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)); 
           
 sensor[ordenado[sen]].tentrecibidorep++; 
           
 hayreply=1; 
           
 sensor[ordenado[sen]].tentativaenviadoreq=0; 
           
 sensor[ordenado[sen]].hecho=1; 
           
 var=1; 
           } 
          } 
         } 
        } 
       } 
      } 
 
      //nodo recibe req en estado 
2(configurado) 
     
 if((sensor[ordenado[sen]].hecho==0)&&(sensor[ordenado[sen]].esta
t==2)&&(una==0)) 
      { 
      
 sensor[ordenado[sen]].index=0; 
       var2=1; 
       var4=0; 
       for(int j=0; j<a; j++) 
       { 
        var5=0; 
       
 if(matriz[ordenado[j],ordenado[sen]].enlace==1)  
        { 
         for(int i=0; 
i<10; i++) 
         { 
         
 if(sensor[ordenado[j]].buffer_salida[i].Chivato!=(-1)) 
          {  
          
 var4=1; 
          } 
         } 
        
 if(req[ordenado[j]].Iter==(iteraciones-1))//mensaje viene de un 
nodo k se acaba de encender 
         { 
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 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Procesado por "+(ordenado[sen]+1)); 
         
 sensor[ordenado[sen]].unicarecibidoreqpro++; 
         
 if(proxy==1) 
          { 
          
 var3=0; 
          
 for(int ca=0; ca<entradas_cache; ca++) 
           { 




           
 { 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino1=req[ordenado[j]].Destino1; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino2=req[ordenado[j]].Destino2; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Origen1=sensor[ordenado[sen]].origen1; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Origen2=sensor[ordenado[sen]].origen2; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Tentativa1=req[ordenado[j]].Tentativa1; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Tentativa2=req[ordenado[j]].Tentativa2; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Iter=iteraciones; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Ori1=req[ordenado[j]].Origen1; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Ori2=req[ordenado[j]].Origen2; 
            
 sensor[ordenado[sen]].index3++; 
            
 if(sensor[ordenado[sen]].index3==4) 
            
 { 
            
  sensor[ordenado[sen]].index3=0; 
            
 } 
            
 var3=1; 
            
 sensor[ordenado[sen]].hecho=1; 
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 } 
           } 
          
 if(entradas_cache!=0) 
           { 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Orige
n1=req[ordenado[j]].Origen1; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Orige
n2=req[ordenado[j]].Origen2; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Tenta
tiva1=req[ordenado[j]].Tentativa1; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Tenta
tiva2=req[ordenado[j]].Tentativa2; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Desti
no1=req[ordenado[j]].Destino1; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Desti
no2=req[ordenado[j]].Destino2; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].Flag_
proxy=req[ordenado[j]].Flag_proxy; 
           
 sensor[ordenado[sen]].cache[sensor[ordenado[sen]].entrada].T_vid
a=vida_cache; 
           
 sensor[ordenado[sen]].entrada++; 
           
 sensor[ordenado[sen]].entracache++; 
           
 if(sensor[ordenado[sen]].entrada==entradas_cache) 
           
 { 
            
 sensor[ordenado[sen]].entrada=0; 
           
 } 
           } 
          
 if((req[ordenado[j]].Tentativa1==sensor[ordenado[sen]].direccion
1)&&(req[ordenado[j]].Tentativa2==sensor[ordenado[sen]].direccion2)) 
           { 
           
 //reply 
           
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino1=req[ordenado[j]].Destino1; 
           
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino2=req[ordenado[j]].Destino2; 




           
 sensor[ordenado[sen]].secu[sensor[ordenado[sen]].index1].Origen2












           
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Iter=iteraciones; 








           
 sensor[ordenado[sen]].index1++; 
           
 if(sensor[ordenado[sen]].index1==20) 
           
 { 
            
 sensor[ordenado[sen]].index1=0; 
           
 } 
           
 sensor[ordenado[sen]].index3++; 
           
 if(sensor[ordenado[sen]].index3==4) 
           
 { 
            
 sensor[ordenado[sen]].index3=0; 
           
 } 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
          
 if(var3==0) 
           { 
           
 sensor[ordenado[sen]].buffer[sensor[ordenado[sen]].index].Destin
o1=req[ordenado[j]].Destino1; 
           
 sensor[ordenado[sen]].buffer[sensor[ordenado[sen]].index].Destin
o2=req[ordenado[j]].Destino2; 
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 sensor[ordenado[sen]].buffer[sensor[ordenado[sen]].index].Iter=i
teraciones; 








           
 sensor[ordenado[sen]].index++; 
           
 if(sensor[ordenado[sen]].index==15) 
           
 { 
            
 sensor[ordenado[sen]].index=0; 
           
 } 
           
 sensor[ordenado[sen]].index1++; 
           
 if(sensor[ordenado[sen]].index1==20) 
           
 { 
            
 sensor[ordenado[sen]].index1=0; 
           
 } 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
          } 
         
 if(proxy==0) 
          { 
          
 if((req[ordenado[j]].Tentativa1==sensor[ordenado[sen]].direccion
1)&&(req[ordenado[j]].Tentativa2==sensor[ordenado[sen]].direccion2)) 
           { 
           
 //reply 
           
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino1=req[ordenado[j]].Destino1; 
           
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino2=req[ordenado[j]].Destino2; 
           
 sensor[ordenado[sen]].secu[sensor[ordenado[sen]].index1].Origen1
















           
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Iter=iteraciones; 








           
 sensor[ordenado[sen]].index1++; 
           
 if(sensor[ordenado[sen]].index1==20) 
           
 { 
            
 sensor[ordenado[sen]].index1=0; 
           
 } 
           
 sensor[ordenado[sen]].index3++; 
           
 if(sensor[ordenado[sen]].index3==4) 
           
 { 
            
 sensor[ordenado[sen]].index3=0; 
           
 } 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
           else 
           { 
           
 sensor[ordenado[sen]].buffer[sensor[ordenado[sen]].index].Destin
o1=req[ordenado[j]].Destino1; 
           
 sensor[ordenado[sen]].buffer[sensor[ordenado[sen]].index].Destin
o2=req[ordenado[j]].Destino2; 
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 sensor[ordenado[sen]].buffer[sensor[ordenado[sen]].index].Iter=i
teraciones; 








           
 sensor[ordenado[sen]].index++; 
           
 if(sensor[ordenado[sen]].index==15) 
           
 { 
            
 sensor[ordenado[sen]].index=0; 
           
 } 
           
 sensor[ordenado[sen]].index1++; 
           
 if(sensor[ordenado[sen]].index1==20) 
           
 { 
            
 sensor[ordenado[sen]].index1=0; 
           
 } 
           
 sensor[ordenado[sen]].hecho=1; 
           } 
          } 
         } 
         if(var4==1) 
         { 
          for(int 
i=0; i<10; i++) 
          { 
          
 if(sensor[ordenado[j]].buffer_salida[i].Iter==(iteraciones-1)) 
           { 
           
 for(int y=0; y<25; y++) 
           
 {           
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 { 
            
  var5=1; 
            
 } 
           
 } 
           
 if(var5==1)//mensaje viene de un nodo en estado 2 xo ya lo habia 
procesado antes 
           
 { 
            
 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Sin procesar por "+(ordenado[sen]+1));  
            
 sensor[ordenado[sen]].unicarecibidoreqnopro++; 
            
 sensor[ordenado[sen]].hecho=1; 
           
 } 
           
 else//mensaje viene de un nodo en estado 2 
           
 { 
            
 //MessageBox.Show("DAD_REQ de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)+". Procesado por "+(ordenado[sen]+1)); 
            
 sensor[ordenado[sen]].unicarecibidoreqpro++; 
            
 if(proxy==1) 
            
 { 
            
  var1=0; 
            
  for(int ca=0; ca<entradas_cache; ca++) 
            
  { 





            
   { 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino1=sensor[ordenado[j]].buffer_salida[i].Origen1; 
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 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino2=sensor[ordenado[j]].buffer_salida[i].Origen2; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Origen1=sensor[ordenado[sen]].origen1; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Origen2=sensor[ordenado[sen]].origen2; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Tentativa1=sensor[ordenado[j]].buffer_salida[i].Tentativa1; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Tentativa2=sensor[ordenado[j]].buffer_salida[i].Tentativa2; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Iter=iteraciones; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Ori1=sensor[ordenado[j]].buffer_salida[i].Ori1; 
            
   
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Ori2=sensor[ordenado[j]].buffer_salida[i].Ori2; 
            
    sensor[ordenado[sen]].index3++; 
            
    if(sensor[ordenado[sen]].index3==4) 
            
    { 
            
     sensor[ordenado[sen]].index3=0; 
            
    } 
            
    var1=1; 
            
   } 
            
  } 
            
  if(entradas_cache!=0) 
            
  { 








            
  
























            
   sensor[ordenado[sen]].entrada++; 
            
   sensor[ordenado[sen]].entracache++; 
            
   if(sensor[ordenado[sen]].entrada==entradas_cache) 
            
   { 
            
    sensor[ordenado[sen]].entrada=0; 
            
   } 
            
  } 





            
  { 
            
   //reply 













            
  
 sensor[ordenado[sen]].secu[sensor[ordenado[sen]].index1].Origen2
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=sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3].Orig
en2=sensor[ordenado[j]].buffer_salida[i].Origen2; 
























            
   sensor[ordenado[sen]].index1++; 
            
   if(sensor[ordenado[sen]].index1==20) 
            
   { 
            
    sensor[ordenado[sen]].index1=0; 
            
   } 
            
   sensor[ordenado[sen]].index3++; 
            
   if(sensor[ordenado[sen]].index3==4) 
            
   { 
            
    sensor[ordenado[sen]].index3=0; 
            
   } 
            
   sensor[ordenado[sen]].hecho=1; 
            
  } 
            
  if(var1==0) 
            
  { 




            
  






































            
   sensor[ordenado[sen]].index++; 
            
   if(sensor[ordenado[sen]].index==15) 
            
   { 
            
    sensor[ordenado[sen]].index=0; 
            
   } 
            
   sensor[ordenado[sen]].index1++; 
            
   if(sensor[ordenado[sen]].index1==20) 
            
   { 
            
    sensor[ordenado[sen]].index1=0; 
            
   } 
            
   sensor[ordenado[sen]].hecho=1; 
            
  } 
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 } 
            
 if(proxy==0) 
            
 { 





            
  { 
            
   //reply 










































            
   sensor[ordenado[sen]].index1++; 
            
   if(sensor[ordenado[sen]].index1==20) 
122  Redes de sensores autoconfigurables 
 
            
   { 
            
    sensor[ordenado[sen]].index1=0; 
            
   } 
            
   sensor[ordenado[sen]].index3++; 
            
   if(sensor[ordenado[sen]].index3==4) 
            
   { 
            
    sensor[ordenado[sen]].index3=0; 
            
   } 
            
   sensor[ordenado[sen]].hecho=1; 
            
  } 
            
  else 
            
  { 
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   sensor[ordenado[sen]].index++; 
            
   if(sensor[ordenado[sen]].index==15) 
            
   { 
            
    sensor[ordenado[sen]].index=0; 
            
   } 
            
   sensor[ordenado[sen]].index1++; 
            
   if(sensor[ordenado[sen]].index1==20) 
            
   { 
            
    sensor[ordenado[sen]].index1=0; 
            
   } 
            
   sensor[ordenado[sen]].hecho=1; 
            
  } 
            
 } 
           
 } 
           } 
          } 
         } 
        }    
     
        var=1; 
       } 
      } 
 
      //nodo recibe rep en estado 2   
     
 if((sensor[ordenado[sen]].hecho==0)&&(sensor[ordenado[sen]].esta
t==2)&&(sensor[ordenado[sen]].hecho1==0)) 
      { 
       for(int j=0; j<a; j++) 
       { 
       
 if(matriz[ordenado[j],ordenado[sen]].enlace==1)  
        { 
         for(int i=0; i<4; 
i++) 
         { 




          {  
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           { 




           
 { 
            
 //MessageBox.Show("DAD_REP de "+(ordenado[j]+1)+" a 
"+(ordenado[sen]+1)); 
            
 sensor[ordenado[sen]].unicarecibidorep++; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino1=sensor[ordenado[j]].buffer_reply_salida[i].Destino1; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Destino2=sensor[ordenado[j]].buffer_reply_salida[i].Destino2; 
            
 sensor[ordenado[sen]].buffer_reply[sensor[ordenado[sen]].index3]
.Iter=iteraciones; 
            
 sensor[ordenado[sen]].index1++; 
            
 if(sensor[ordenado[sen]].index1==20) 
            
 { 
            
  sensor[ordenado[sen]].index1=0; 
            
 } 
            
 sensor[ordenado[sen]].index3++; 
            
 if(sensor[ordenado[sen]].index3==4) 
            
 { 
            
  sensor[ordenado[sen]].index3=0; 
            
 } 
            
 sensor[ordenado[sen]].hecho=1; 
            
 var=1; 
           
 } 
           } 
          } 
         } 
        } 
       } 
      } 
       
      if((var==1)&&(var2!=1)) 
      { 
       sen=-1; 
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       var=0; 
      } 
     } 
     for(int i=0; i<a; i++) 
     { 
      for(int d=0; d<6; d++) 
      { 
      
 if(sensor[ordenado[i]].buffer_salida[d].Iter==(iteraciones-2)) 
       { 
       
 sensor[ordenado[i]].buffer_salida[d].Tentativa1=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Tentativa2=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Origen1=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Origen2=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Destino1=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Destino2=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Flag_proxy=false; 
       
 sensor[ordenado[i]].buffer_salida[d].Iter=0; 
       
 sensor[ordenado[i]].buffer_salida[d].Chivato=-1; 
       } 
      } 
      for(int d=0; d<2; d++) 
      { 
      
 if(sensor[ordenado[i]].buffer_reply_salida[d].Iter==(iteraciones
-2)) 
       { 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Tentativa1=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Tentativa2=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Origen1=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Origen2=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Destino1=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Destino2=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Iter=0; 
       
 sensor[ordenado[i]].buffer_reply_salida[d].Chivato=-1; 
       } 
      } 
     } 
     for(int i=0; i<a; i++) 
     { 
      sensor[ordenado[i]].tiempo--; 
      if(sensor[ordenado[i]].tiempo==-1) 
      { 
       sensor[ordenado[i]].estat=2; 
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       //MessageBox.Show("Nodo 
"+(ordenado[i]+1)+" configurado"); 
       if(conf==0) 
       {  
        TMP = new 
Point((int)Posiciones[ordenado[i]].X,(int)Posiciones[ordenado[i]].Y); 
        if (ordenado[i]==0)
 G.DrawImageUnscaled(I1ee,TMP); 
        if (ordenado[i]==1)
 G.DrawImageUnscaled(I2ee,TMP); 
        if (ordenado[i]==2)
 G.DrawImageUnscaled(I3ee,TMP); 
        if (ordenado[i]==3)
 G.DrawImageUnscaled(I4ee,TMP); 
        if (ordenado[i]==4)
 G.DrawImageUnscaled(I5ee,TMP); 
        if (ordenado[i]==5)
 G.DrawImageUnscaled(I6ee,TMP); 
        if (ordenado[i]==6)
 G.DrawImageUnscaled(I7ee,TMP); 
        if(lento==0) 
        { 
        
 System.Threading.Thread.Sleep(500); 
        } 
        else 
        { 
        
 System.Threading.Thread.Sleep(10); 
        } 
       }  
       if((conf==1)||(conf==2)) 
       { 
        TMP = new 
Point((int)Posiciones[ordenado[i]].X,(int)Posiciones[ordenado[i]].Y); 
       
 G.DrawImageUnscaled(cuadradoee,TMP); 
       
 System.Threading.Thread.Sleep(10); 
       } 
      } 
     } 
     int no=0; 
     while((no<NUMERO_NODOS)&&(todaviano==0)) 
     { 
      if(sensor[ordenado[no]].tiempo>-1) 
      { 
       todaviano=3; 
      } 
      no++; 
     } 
     iteraciones++; 
    } 
   } 
   // cambiamos de hoja activa. 
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   for(int excelnodos=0; excelnodos<NUMERO_NODOS; 
excelnodos++) 
   { 
    xlsApp.Cells[excelnodos+3,1]=excelnodos+1; 
   
 xlsApp.Cells[excelnodos+3,2]=sensor[excelnodos].direccion1; 
   
 xlsApp.Cells[excelnodos+3,3]=sensor[excelnodos].direccion2; 
   } 
    
   // cambiamos de hoja activa. 






   xlsApp.Cells[4,2]=NUMERO_NODOS; 
   xlsApp.Cells[5,2]=iteraciones; 
   xlsApp.Cells[6,2]=(nodosduplicados-NUMERO_NODOS); 
   int duplinoadver=0; 
   for(int dupli=0; dupli<NUMERO_NODOS; dupli++) 
   { 
    for(int dupli1=0; dupli1<NUMERO_NODOS; 
dupli1++) 
    { 
     if(dupli!=dupli1) 
     { 
     
 if((sensor[dupli].direccion1==sensor[dupli1].direccion1)&&(senso
r[dupli].direccion2==sensor[dupli1].direccion2)) 
      { 
       duplinoadver++; 
      } 
     } 
    } 
   } 
   xlsApp.Cells[7,2]=duplinoadver; 
   for(int n=0; n<NUMERO_NODOS; n++) 
   { 
    xlsApp.Cells[n+12,1]="Nodo "+(n+1); 
   } 
   int envi=0, recib=0, recino=0, recitotal=0; 
   for(int d=0; d<NUMERO_NODOS; d++) 
   { 
    xlsApp.Cells[d+12,2]=sensor[d].tentenviadoreq; 
    xlsApp.Cells[d+12,3]=sensor[d].unicaenviadoreq; 
   
 xlsApp.Cells[d+12,4]=sensor[d].tentrecibidoreqnopro; 
   
 xlsApp.Cells[d+12,5]=sensor[d].unicarecibidoreqpro; 
   
 xlsApp.Cells[d+12,6]=sensor[d].unicarecibidoreqnopro; 
    xlsApp.Cells[d+12,7]=sensor[d].unicaenviadorep; 
    xlsApp.Cells[d+12,8]=sensor[d].tentrecibidorep; 
   
 xlsApp.Cells[d+12,9]=sensor[d].unicarecibidorep; 
    xlsApp.Cells[d+12,10]=sensor[d].entracache; 
    densidad=0; 
    for(int t=0; t<NUMERO_NODOS; t++) 
    { 
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     if(matriz[d,t].enlace==1) 
     { 
      densidad++; 
     } 
    } 
    xlsApp.Cells[d+12,11]=densidad; 
    xlsApp.Cells[d+12,12]=sensor[d].inicio; 
   
 xlsApp.Cells[d+12,14]=sensor[d].unicaenviadoreq+sensor[d].tenten
viadoreq; 
   
 xlsApp.Cells[d+12,15]=sensor[d].tentrecibidoreqnopro+sensor[d].u
nicarecibidoreqnopro+sensor[d].unicarecibidoreqpro; 
   
 envi+=sensor[d].tentenviadoreq+sensor[d].unicaenviadoreq; 
    recib+=sensor[d].unicarecibidoreqpro; 
   
 recino+=sensor[d].tentrecibidoreqnopro+sensor[d].unicarecibidore
qnopro; 
   } 
   xlsApp.Cells[NUMERO_NODOS+14,1]="paq enviados"; 
   xlsApp.Cells[NUMERO_NODOS+14,2]=envi; 
   xlsApp.Cells[NUMERO_NODOS+15,1]="paq reci"; 
   xlsApp.Cells[NUMERO_NODOS+15,2]=recib; 
   xlsApp.Cells[NUMERO_NODOS+16,1]="paq recino"; 
   xlsApp.Cells[NUMERO_NODOS+16,2]=recino; 
   xlsApp.Cells[NUMERO_NODOS+17,1]="paq reci total"; 
   recitotal=recib+recino; 
   xlsApp.Cells[NUMERO_NODOS+17,2]=recitotal; 
    
   Excel.XlSaveAsAccessMode acc = new 
Excel.XlSaveAsAccessMode(); 
   string nombre_fichero = textBox1.Text+" auto"; 





   wb.Close(false, Type.Missing, Type.Missing); 
   xlsApp.Quit(); 
   MessageBox.Show("Se han almacenado correctamente los 
datos"); 
   infor=1; 
  } 
 
  private void button2_Click(object sender, System.EventArgs 
e) 
  { 
   Form5 f5 = new Form5(); 
   f5.Show(); 
   go.Visible=true; 
  } 
 
  private void menuItem6_Click(object sender, 
System.EventArgs e) 
  { 
   if(s==1) 
   { 
    G.Clear(Color.LemonChiffon); 
   } 
   if(s==2) 
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   {  
    G1.Clear(Color.LemonChiffon); 
   } 
  } 
  private void dibujo_Click(object sender, 
System.Windows.Forms.MouseEventArgs e) 
  { 
   if((infor==1)&&(conf==0)) 
   { 
    int x,y,cont=0; 
    x=e.X; 
    y=e.Y; 
    bool found = false; 
    Point pto=new Point(); 
    Size mida = new Size(); 
    mida.Width=100; 
    mida.Height=40; 
 
    foreach(Punto a in Posiciones) 
    { 
    
 if((a.X<x)&&(a.X+24>x)&&(a.Y<y)&&(a.Y+24>y)) 
     { 
      found = true; 
      pto.X=x+dibujo.Location.X; 
      pto.Y=y+dibujo.Location.Y; 
      info.Size = mida; 
      info.Location = pto; 
      info.Visible=true; 
      info.Text="Nodo: 




     } 
     cont++; 
    } 
    if(!found) 
    { 
     info.Visible=false; 
    } 
   } 
   if((infor==1)&&((conf==1)||(conf==2))) 
   { 
    int x,y,cont=0; 
    x=e.X; 
    y=e.Y; 
    bool found = false; 
    Point pto=new Point(); 
    Size mida = new Size(); 
    mida.Width=100; 
    mida.Height=40; 
 
    foreach(Punto a in Posiciones) 
    { 
    
 if((a.X<x)&&(a.X+3>x)&&(a.Y<y)&&(a.Y+5>y)) 
     { 
      found = true; 
      pto.X=x+dibujo.Location.X; 
      pto.Y=y+dibujo.Location.Y; 
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      info.Size = mida; 
      info.Location = pto; 
      info.Visible=true; 
      info.Text="Nodo: 




     } 
     cont++; 
    } 
    if(!found) 
    { 
     info.Visible=false; 
    } 
   } 














 public class Form2 : System.Windows.Forms.Form 
 { 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.Label label14; 
  private System.Windows.Forms.Label label15; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.Label label12; 
  private System.Windows.Forms.Label label13; 
  private System.Windows.Forms.Label label16; 
  private System.Windows.Forms.Label label17; 
  private System.Windows.Forms.Label label18; 
  private System.Windows.Forms.Label label19; 
  private System.Windows.Forms.Label label20; 
  private System.Windows.Forms.Label label21; 
  private System.Windows.Forms.Label label22; 
  private System.Windows.Forms.Label label23; 
  private System.Windows.Forms.Label label24; 
  private System.Windows.Forms.Label label25; 
  private System.Windows.Forms.Label label26; 
  private System.Windows.Forms.Label label27; 
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  private System.Windows.Forms.Label label28; 
  private System.Windows.Forms.Label label29; 
  private System.Windows.Forms.Label label30; 
  private System.Windows.Forms.Label label31; 
  private System.Windows.Forms.Label label32; 
  private System.Windows.Forms.Label label33; 
   
  private System.ComponentModel.Container components = null; 
 
 
  public Form2(String t1, String t2,String t3,String 
t4,String t5,String t6,String t7,String t8,String t9,String t10,String 
t11,String t12,String t13,String t14,String t15,String t16,String 
t17,String t18,String t19,String t20,String t21) 
  { 
   InitializeComponent(); 
 
   this.label10.Text=t1; 
   this.label12.Text=t2; 
   this.label13.Text=t3; 
   this.label16.Text=t4; 
   this.label17.Text=t5; 
   this.label18.Text=t6; 
   this.label19.Text=t7; 
   this.label20.Text=t8; 
   this.label21.Text=t9; 
   this.label22.Text=t10; 
   this.label23.Text=t11; 
   this.label24.Text=t12; 
   this.label25.Text=t13; 
   this.label26.Text=t14; 
   this.label27.Text=t15; 
   this.label28.Text=t16; 
   this.label29.Text=t17; 
   this.label30.Text=t18; 
   this.label31.Text=t19; 
   this.label32.Text=t20; 
   this.label33.Text=t21; 
    
  } 
   
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
   
  private void InitializeComponent() 
  { 
   this.label1 = new System.Windows.Forms.Label(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
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   this.label5 = new System.Windows.Forms.Label(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.label14 = new System.Windows.Forms.Label(); 
   this.label15 = new System.Windows.Forms.Label(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.label13 = new System.Windows.Forms.Label(); 
   this.label16 = new System.Windows.Forms.Label(); 
   this.label17 = new System.Windows.Forms.Label(); 
   this.label18 = new System.Windows.Forms.Label(); 
   this.label19 = new System.Windows.Forms.Label(); 
   this.label20 = new System.Windows.Forms.Label(); 
   this.label21 = new System.Windows.Forms.Label(); 
   this.label22 = new System.Windows.Forms.Label(); 
   this.label23 = new System.Windows.Forms.Label(); 
   this.label24 = new System.Windows.Forms.Label(); 
   this.label25 = new System.Windows.Forms.Label(); 
   this.label26 = new System.Windows.Forms.Label(); 
   this.label27 = new System.Windows.Forms.Label(); 
   this.label28 = new System.Windows.Forms.Label(); 
   this.label29 = new System.Windows.Forms.Label(); 
   this.label30 = new System.Windows.Forms.Label(); 
   this.label31 = new System.Windows.Forms.Label(); 
   this.label32 = new System.Windows.Forms.Label(); 
   this.label33 = new System.Windows.Forms.Label(); 
   this.SuspendLayout(); 
   //  
   // label1 
   //  
   this.label1.Location = new System.Drawing.Point(16, 
48); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(16, 16); 
   this.label1.TabIndex = 0; 
   this.label1.Text = "1"; 
   //  
   // label2 
   //  
   this.label2.Location = new System.Drawing.Point(56, 
16); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(16, 16); 
   this.label2.TabIndex = 1; 
   this.label2.Text = "2"; 
   //  
   // label3 
   //  
   this.label3.Location = new System.Drawing.Point(120, 
16); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(16, 16); 
   this.label3.TabIndex = 2; 
   this.label3.Text = "3"; 
   //  
   // label4 
   //  
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   this.label4.Location = new System.Drawing.Point(184, 
16); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(16, 16); 
   this.label4.TabIndex = 3; 
   this.label4.Text = "4"; 
   //  
   // label5 
   //  
   this.label5.Location = new System.Drawing.Point(248, 
16); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(16, 16); 
   this.label5.TabIndex = 4; 
   this.label5.Text = "5"; 
   //  
   // label6 
   //  
   this.label6.Location = new System.Drawing.Point(312, 
16); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(16, 16); 
   this.label6.TabIndex = 5; 
   this.label6.Text = "6"; 
   //  
   // label7 
   //  
   this.label7.Location = new System.Drawing.Point(376, 
16); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(16, 16); 
   this.label7.TabIndex = 6; 
   this.label7.Text = "7"; 
   //  
   // label8 
   //  
   this.label8.Location = new System.Drawing.Point(16, 
80); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(16, 16); 
   this.label8.TabIndex = 7; 
   this.label8.Text = "2"; 
   //  
   // label9 
   //  
   this.label9.Location = new System.Drawing.Point(16, 
112); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(16, 16); 
   this.label9.TabIndex = 8; 
   this.label9.Text = "3"; 
   //  
   // label11 
   //  
   this.label11.Location = new System.Drawing.Point(16, 
144); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(16, 16); 
   this.label11.TabIndex = 11; 
   this.label11.Text = "4"; 
   //  
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   // label14 
   //  
   this.label14.Location = new System.Drawing.Point(16, 
176); 
   this.label14.Name = "label14"; 
   this.label14.Size = new System.Drawing.Size(16, 16); 
   this.label14.TabIndex = 13; 
   this.label14.Text = "5"; 
   //  
   // label15 
   //  
   this.label15.Location = new System.Drawing.Point(16, 
208); 
   this.label15.Name = "label15"; 
   this.label15.Size = new System.Drawing.Size(16, 16); 
   this.label15.TabIndex = 12; 
   this.label15.Text = "6"; 
   //  
   // label10 
   //  
   this.label10.Location = new System.Drawing.Point(40, 
48); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(48, 12); 
   this.label10.TabIndex = 14; 
   //  
   // label12 
   //  
   this.label12.Location = new System.Drawing.Point(104, 
48); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(48, 12); 
   this.label12.TabIndex = 15; 
   //  
   // label13 
   //  
   this.label13.Location = new System.Drawing.Point(168, 
48); 
   this.label13.Name = "label13"; 
   this.label13.Size = new System.Drawing.Size(48, 12); 
   this.label13.TabIndex = 16; 
   //  
   // label16 
   //  
   this.label16.Location = new System.Drawing.Point(232, 
48); 
   this.label16.Name = "label16"; 
   this.label16.Size = new System.Drawing.Size(48, 12); 
   this.label16.TabIndex = 17; 
   //  
   // label17 
   //  
   this.label17.Location = new System.Drawing.Point(296, 
48); 
   this.label17.Name = "label17"; 
   this.label17.Size = new System.Drawing.Size(48, 12); 
   this.label17.TabIndex = 18; 
   //  
   // label18 
   //  
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   this.label18.Location = new System.Drawing.Point(360, 
48); 
   this.label18.Name = "label18"; 
   this.label18.Size = new System.Drawing.Size(48, 12); 
   this.label18.TabIndex = 19; 
   //  
   // label19 
   //  
   this.label19.Location = new System.Drawing.Point(104, 
80); 
   this.label19.Name = "label19"; 
   this.label19.Size = new System.Drawing.Size(48, 12); 
   this.label19.TabIndex = 20; 
   //  
   // label20 
   //  
   this.label20.Location = new System.Drawing.Point(168, 
80); 
   this.label20.Name = "label20"; 
   this.label20.Size = new System.Drawing.Size(48, 12); 
   this.label20.TabIndex = 21; 
   //  
   // label21 
   //  
   this.label21.Location = new System.Drawing.Point(232, 
80); 
   this.label21.Name = "label21"; 
   this.label21.Size = new System.Drawing.Size(48, 12); 
   this.label21.TabIndex = 22; 
   //  
   // label22 
   //  
   this.label22.Location = new System.Drawing.Point(296, 
80); 
   this.label22.Name = "label22"; 
   this.label22.Size = new System.Drawing.Size(48, 12); 
   this.label22.TabIndex = 23; 
   //  
   // label23 
   //  
   this.label23.Location = new System.Drawing.Point(360, 
80); 
   this.label23.Name = "label23"; 
   this.label23.Size = new System.Drawing.Size(48, 12); 
   this.label23.TabIndex = 24; 
   //  
   // label24 
   //  
   this.label24.Location = new System.Drawing.Point(168, 
112); 
   this.label24.Name = "label24"; 
   this.label24.Size = new System.Drawing.Size(48, 12); 
   this.label24.TabIndex = 25; 
   //  
   // label25 
   //  
   this.label25.Location = new System.Drawing.Point(232, 
112); 
   this.label25.Name = "label25"; 
   this.label25.Size = new System.Drawing.Size(48, 12); 
   this.label25.TabIndex = 26; 
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   //  
   // label26 
   //  
   this.label26.Location = new System.Drawing.Point(296, 
112); 
   this.label26.Name = "label26"; 
   this.label26.Size = new System.Drawing.Size(48, 12); 
   this.label26.TabIndex = 27; 
   //  
   // label27 
   //  
   this.label27.Location = new System.Drawing.Point(360, 
112); 
   this.label27.Name = "label27"; 
   this.label27.Size = new System.Drawing.Size(48, 12); 
   this.label27.TabIndex = 28; 
   //  
   // label28 
   //  
   this.label28.Location = new System.Drawing.Point(232, 
144); 
   this.label28.Name = "label28"; 
   this.label28.Size = new System.Drawing.Size(48, 12); 
   this.label28.TabIndex = 29; 
   //  
   // label29 
   //  
   this.label29.Location = new System.Drawing.Point(296, 
144); 
   this.label29.Name = "label29"; 
   this.label29.Size = new System.Drawing.Size(48, 12); 
   this.label29.TabIndex = 30; 
   //  
   // label30 
   //  
   this.label30.Location = new System.Drawing.Point(360, 
144); 
   this.label30.Name = "label30"; 
   this.label30.Size = new System.Drawing.Size(48, 12); 
   this.label30.TabIndex = 31; 
   //  
   // label31 
   //  
   this.label31.Location = new System.Drawing.Point(296, 
176); 
   this.label31.Name = "label31"; 
   this.label31.Size = new System.Drawing.Size(48, 12); 
   this.label31.TabIndex = 32; 
   //  
   // label32 
   //  
   this.label32.Location = new System.Drawing.Point(360, 
176); 
   this.label32.Name = "label32"; 
   this.label32.Size = new System.Drawing.Size(48, 12); 
   this.label32.TabIndex = 33; 
   //  
   // label33 
   //  
   this.label33.Location = new System.Drawing.Point(360, 
208); 
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   this.label33.Name = "label33"; 
   this.label33.Size = new System.Drawing.Size(48, 12); 
   this.label33.TabIndex = 34; 
   //  
   // Form2 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.ClientSize = new System.Drawing.Size(448, 230); 
   this.Controls.Add(this.label33); 
   this.Controls.Add(this.label32); 
   this.Controls.Add(this.label31); 
   this.Controls.Add(this.label30); 
   this.Controls.Add(this.label29); 
   this.Controls.Add(this.label28); 
   this.Controls.Add(this.label27); 
   this.Controls.Add(this.label26); 
   this.Controls.Add(this.label25); 
   this.Controls.Add(this.label24); 
   this.Controls.Add(this.label23); 
   this.Controls.Add(this.label22); 
   this.Controls.Add(this.label21); 
   this.Controls.Add(this.label20); 
   this.Controls.Add(this.label19); 
   this.Controls.Add(this.label18); 
   this.Controls.Add(this.label17); 
   this.Controls.Add(this.label16); 
   this.Controls.Add(this.label13); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.label14); 
   this.Controls.Add(this.label15); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.label1); 
   this.Location = new System.Drawing.Point(550, 455); 
   this.Name = "Form2"; 
   this.StartPosition = 
System.Windows.Forms.FormStartPosition.Manual; 
   this.Text = "Distancia (dm)"; 
   this.Load += new 
System.EventHandler(this.Form2_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void Form2_Load(object sender, System.EventArgs e) 
  { 
   




138  Redes de sensores autoconfigurables 
 










 public class Form3 : System.Windows.Forms.Form 
 { 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.Label label12; 
  private System.Windows.Forms.Label label13; 
  private System.Windows.Forms.Label label14; 
  private System.Windows.Forms.Label label15; 
  private System.Windows.Forms.Label label16; 
  private System.Windows.Forms.Label label17; 
  private System.Windows.Forms.Label label18; 
  private System.Windows.Forms.Label label19; 
  private System.Windows.Forms.Label label20; 
  private System.Windows.Forms.Label label21; 
  private System.Windows.Forms.Label label22; 
  private System.Windows.Forms.Label label23; 
  private System.Windows.Forms.Label label24; 
  private System.Windows.Forms.Label label25; 
  private System.Windows.Forms.Label label26; 
  private System.Windows.Forms.Label label27; 
  private System.Windows.Forms.Label label28; 
  private System.Windows.Forms.Label label29; 
  private System.Windows.Forms.Label label30; 
  private System.Windows.Forms.Label label31; 
  private System.Windows.Forms.Label label32; 
  private System.Windows.Forms.Label label33; 
   
  private System.ComponentModel.Container components = null; 
 
  public Form3(String t1, String t2,String t3,String 
t4,String t5,String t6,String t7,String t8,String t9,String t10,String 
t11,String t12,String t13,String t14,String t15,String t16,String 
t17,String t18,String t19,String t20,String t21) 
  { 
   InitializeComponent(); 
 
   this.label13.Text=t1; 
   this.label14.Text=t2; 
   this.label15.Text=t3; 
   this.label16.Text=t4; 
   this.label17.Text=t5; 
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   this.label18.Text=t6; 
   this.label19.Text=t7; 
   this.label20.Text=t8; 
   this.label21.Text=t9; 
   this.label22.Text=t10; 
   this.label23.Text=t11; 
   this.label24.Text=t12; 
   this.label25.Text=t13; 
   this.label26.Text=t14; 
   this.label27.Text=t15; 
   this.label28.Text=t16; 
   this.label29.Text=t17; 
   this.label30.Text=t18; 
   this.label31.Text=t19; 
   this.label32.Text=t20; 
   this.label33.Text=t21; 
  } 
 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
   
  private void InitializeComponent() 
  { 
   this.label1 = new System.Windows.Forms.Label(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.label13 = new System.Windows.Forms.Label(); 
   this.label14 = new System.Windows.Forms.Label(); 
   this.label15 = new System.Windows.Forms.Label(); 
   this.label16 = new System.Windows.Forms.Label(); 
   this.label17 = new System.Windows.Forms.Label(); 
   this.label18 = new System.Windows.Forms.Label(); 
   this.label19 = new System.Windows.Forms.Label(); 
   this.label20 = new System.Windows.Forms.Label(); 
   this.label21 = new System.Windows.Forms.Label(); 
   this.label22 = new System.Windows.Forms.Label(); 
   this.label23 = new System.Windows.Forms.Label(); 
   this.label24 = new System.Windows.Forms.Label(); 
   this.label25 = new System.Windows.Forms.Label(); 
   this.label26 = new System.Windows.Forms.Label(); 
   this.label27 = new System.Windows.Forms.Label(); 
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   this.label28 = new System.Windows.Forms.Label(); 
   this.label29 = new System.Windows.Forms.Label(); 
   this.label30 = new System.Windows.Forms.Label(); 
   this.label31 = new System.Windows.Forms.Label(); 
   this.label32 = new System.Windows.Forms.Label(); 
   this.label33 = new System.Windows.Forms.Label(); 
   this.SuspendLayout(); 
   //  
   // label1 
   //  
   this.label1.Location = new System.Drawing.Point(16, 
48); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(16, 16); 
   this.label1.TabIndex = 0; 
   this.label1.Text = "1"; 
   //  
   // label2 
   //  
   this.label2.Location = new System.Drawing.Point(48, 
16); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(16, 16); 
   this.label2.TabIndex = 1; 
   this.label2.Text = "2"; 
   //  
   // label3 
   //  
   this.label3.Location = new System.Drawing.Point(88, 
16); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(16, 16); 
   this.label3.TabIndex = 2; 
   this.label3.Text = "3"; 
   //  
   // label4 
   //  
   this.label4.Location = new System.Drawing.Point(128, 
16); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(16, 16); 
   this.label4.TabIndex = 2; 
   this.label4.Text = "4"; 
   //  
   // label5 
   //  
   this.label5.Location = new System.Drawing.Point(168, 
16); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(16, 16); 
   this.label5.TabIndex = 3; 
   this.label5.Text = "5"; 
   //  
   // label6 
   //  
   this.label6.Location = new System.Drawing.Point(208, 
16); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(16, 16); 
   this.label6.TabIndex = 4; 
   this.label6.Text = "6"; 
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   //  
   // label7 
   //  
   this.label7.Location = new System.Drawing.Point(248, 
16); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(16, 16); 
   this.label7.TabIndex = 5; 
   this.label7.Text = "7"; 
   //  
   // label8 
   //  
   this.label8.Location = new System.Drawing.Point(16, 
80); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(16, 16); 
   this.label8.TabIndex = 6; 
   this.label8.Text = "2"; 
   //  
   // label9 
   //  
   this.label9.Location = new System.Drawing.Point(16, 
112); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(16, 16); 
   this.label9.TabIndex = 7; 
   this.label9.Text = "3"; 
   //  
   // label10 
   //  
   this.label10.Location = new System.Drawing.Point(16, 
144); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(16, 16); 
   this.label10.TabIndex = 8; 
   this.label10.Text = "4"; 
   //  
   // label11 
   //  
   this.label11.Location = new System.Drawing.Point(16, 
176); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(16, 16); 
   this.label11.TabIndex = 9; 
   this.label11.Text = "5"; 
   //  
   // label12 
   //  
   this.label12.Location = new System.Drawing.Point(16, 
208); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(16, 16); 
   this.label12.TabIndex = 10; 
   this.label12.Text = "6"; 
   //  
   // label13 
   //  
   this.label13.Location = new System.Drawing.Point(48, 
48); 
   this.label13.Name = "label13"; 
   this.label13.Size = new System.Drawing.Size(24, 16); 
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   this.label13.TabIndex = 11; 
   //  
   // label14 
   //  
   this.label14.Location = new System.Drawing.Point(88, 
48); 
   this.label14.Name = "label14"; 
   this.label14.Size = new System.Drawing.Size(24, 16); 
   this.label14.TabIndex = 12; 
   //  
   // label15 
   //  
   this.label15.Location = new System.Drawing.Point(128, 
48); 
   this.label15.Name = "label15"; 
   this.label15.Size = new System.Drawing.Size(24, 16); 
   this.label15.TabIndex = 13; 
   //  
   // label16 
   //  
   this.label16.Location = new System.Drawing.Point(168, 
48); 
   this.label16.Name = "label16"; 
   this.label16.Size = new System.Drawing.Size(24, 16); 
   this.label16.TabIndex = 14; 
   //  
   // label17 
   //  
   this.label17.Location = new System.Drawing.Point(208, 
48); 
   this.label17.Name = "label17"; 
   this.label17.Size = new System.Drawing.Size(24, 16); 
   this.label17.TabIndex = 15; 
   //  
   // label18 
   //  
   this.label18.Location = new System.Drawing.Point(248, 
48); 
   this.label18.Name = "label18"; 
   this.label18.Size = new System.Drawing.Size(24, 16); 
   this.label18.TabIndex = 16; 
   //  
   // label19 
   //  
   this.label19.Location = new System.Drawing.Point(88, 
80); 
   this.label19.Name = "label19"; 
   this.label19.Size = new System.Drawing.Size(24, 16); 
   this.label19.TabIndex = 17; 
   //  
   // label20 
   //  
   this.label20.Location = new System.Drawing.Point(128, 
80); 
   this.label20.Name = "label20"; 
   this.label20.Size = new System.Drawing.Size(24, 16); 
   this.label20.TabIndex = 18; 
   //  
   // label21 
   //  
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   this.label21.Location = new System.Drawing.Point(168, 
80); 
   this.label21.Name = "label21"; 
   this.label21.Size = new System.Drawing.Size(24, 16); 
   this.label21.TabIndex = 19; 
   //  
   // label22 
   //  
   this.label22.Location = new System.Drawing.Point(208, 
80); 
   this.label22.Name = "label22"; 
   this.label22.Size = new System.Drawing.Size(24, 16); 
   this.label22.TabIndex = 20; 
   //  
   // label23 
   //  
   this.label23.Location = new System.Drawing.Point(248, 
80); 
   this.label23.Name = "label23"; 
   this.label23.Size = new System.Drawing.Size(24, 16); 
   this.label23.TabIndex = 21; 
   //  
   // label24 
   //  
   this.label24.Location = new System.Drawing.Point(128, 
112); 
   this.label24.Name = "label24"; 
   this.label24.Size = new System.Drawing.Size(24, 16); 
   this.label24.TabIndex = 22; 
   //  
   // label25 
   //  
   this.label25.Location = new System.Drawing.Point(168, 
112); 
   this.label25.Name = "label25"; 
   this.label25.Size = new System.Drawing.Size(24, 16); 
   this.label25.TabIndex = 23; 
   //  
   // label26 
   //  
   this.label26.Location = new System.Drawing.Point(208, 
112); 
   this.label26.Name = "label26"; 
   this.label26.Size = new System.Drawing.Size(24, 16); 
   this.label26.TabIndex = 24; 
   //  
   // label27 
   //  
   this.label27.Location = new System.Drawing.Point(248, 
112); 
   this.label27.Name = "label27"; 
   this.label27.Size = new System.Drawing.Size(24, 16); 
   this.label27.TabIndex = 25; 
   //  
   // label28 
   //  
   this.label28.Location = new System.Drawing.Point(168, 
144); 
   this.label28.Name = "label28"; 
   this.label28.Size = new System.Drawing.Size(24, 16); 
   this.label28.TabIndex = 26; 
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   //  
   // label29 
   //  
   this.label29.Location = new System.Drawing.Point(208, 
144); 
   this.label29.Name = "label29"; 
   this.label29.Size = new System.Drawing.Size(24, 16); 
   this.label29.TabIndex = 27; 
   //  
   // label30 
   //  
   this.label30.Location = new System.Drawing.Point(248, 
144); 
   this.label30.Name = "label30"; 
   this.label30.Size = new System.Drawing.Size(24, 16); 
   this.label30.TabIndex = 28; 
   //  
   // label31 
   //  
   this.label31.Location = new System.Drawing.Point(208, 
176); 
   this.label31.Name = "label31"; 
   this.label31.Size = new System.Drawing.Size(24, 16); 
   this.label31.TabIndex = 29; 
   //  
   // label32 
   //  
   this.label32.Location = new System.Drawing.Point(248, 
176); 
   this.label32.Name = "label32"; 
   this.label32.Size = new System.Drawing.Size(24, 16); 
   this.label32.TabIndex = 30; 
   //  
   // label33 
   //  
   this.label33.Location = new System.Drawing.Point(248, 
208); 
   this.label33.Name = "label33"; 
   this.label33.Size = new System.Drawing.Size(24, 16); 
   this.label33.TabIndex = 31; 
   //  
   // Form3 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.ClientSize = new System.Drawing.Size(288, 238); 
   this.Controls.Add(this.label33); 
   this.Controls.Add(this.label32); 
   this.Controls.Add(this.label31); 
   this.Controls.Add(this.label30); 
   this.Controls.Add(this.label29); 
   this.Controls.Add(this.label28); 
   this.Controls.Add(this.label27); 
   this.Controls.Add(this.label26); 
   this.Controls.Add(this.label25); 
   this.Controls.Add(this.label24); 
   this.Controls.Add(this.label23); 
   this.Controls.Add(this.label22); 
   this.Controls.Add(this.label21); 
   this.Controls.Add(this.label20); 
   this.Controls.Add(this.label19); 
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   this.Controls.Add(this.label18); 
   this.Controls.Add(this.label17); 
   this.Controls.Add(this.label16); 
   this.Controls.Add(this.label15); 
   this.Controls.Add(this.label14); 
   this.Controls.Add(this.label13); 
   this.Controls.Add(this.label12); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.label4); 
   this.Location = new System.Drawing.Point(670, 455); 
   this.Name = "Form3"; 
   this.StartPosition = 
System.Windows.Forms.FormStartPosition.Manual; 
   this.Text = "LQI"; 
   this.Load += new 
System.EventHandler(this.Form3_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void Form3_Load(object sender, System.EventArgs e) 
  { 
   














 public class Form5 : System.Windows.Forms.Form 
 { 
  public static int config=3; 
  public static int nnodos; 
  public static int proxy1=2; 
  public static int anchoe; 
  public static int largoe; 
  public static int anchofigu; 
  public static int largofigu; 
  public static int entradas_cachee; 
  public static int vida_cachee; 
  public static int x1; 
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  public static int x2; 
  public static int x3; 
  public static int x4; 
  public static int x5; 
  public static int x6; 
  public static int x7; 
  public static int y1; 
  public static int y2; 
  public static int y3; 
  public static int y4; 
  public static int y5; 
  public static int y6; 
  public static int y7; 
  public static int iter_encendido1=-1; 
  public static int iter_autoconfigurado1=-1; 
  public static int potencia1=2; 
  int a=0; 
  int b=0; 
  int c=0; 
  int hayopciones=0; 
  int n=0; 
  int n1=0; 
 
  private System.Windows.Forms.CheckedListBox 
checkedListBox1; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.Button button1; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem5; 
  private System.Windows.Forms.MenuItem menuItem6; 
  private System.Windows.Forms.MenuItem menuItem7; 
  private System.Windows.Forms.Button button2; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label uno; 
  private System.Windows.Forms.Label dos; 
  private System.Windows.Forms.Label tres; 
  private System.Windows.Forms.Label cuatro; 
  private System.Windows.Forms.Label cinco; 
  private System.Windows.Forms.Label seis; 
  private System.Windows.Forms.Label siete; 
  private System.Windows.Forms.TextBox unox; 
  private System.Windows.Forms.TextBox unoy; 
  private System.Windows.Forms.TextBox dosx; 
  private System.Windows.Forms.TextBox dosy; 
  private System.Windows.Forms.TextBox tresx; 
  private System.Windows.Forms.TextBox tresy; 
  private System.Windows.Forms.TextBox cuatrox; 
  private System.Windows.Forms.TextBox cuatroy; 
  private System.Windows.Forms.TextBox cincox; 
  private System.Windows.Forms.TextBox cincoy; 
  private System.Windows.Forms.TextBox seisx; 
  private System.Windows.Forms.TextBox seisy; 
  private System.Windows.Forms.TextBox sietex; 
  private System.Windows.Forms.TextBox sietey; 
  private System.Windows.Forms.Label tamaño_escenario; 
  private System.Windows.Forms.CheckedListBox 
checkedListBox2; 
  private System.Windows.Forms.Button button3; 
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  private System.Windows.Forms.Label estado_proxy; 
  private System.Windows.Forms.TextBox largo1; 
  private System.Windows.Forms.TextBox ancho1; 
  private System.Windows.Forms.Label largoet; 
  private System.Windows.Forms.Label anchoet; 
  private System.Windows.Forms.Label dml; 
  private System.Windows.Forms.Label dma; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.TextBox numero_entradas_cache; 
  private System.Windows.Forms.TextBox tiempo_vida_cache; 
  private System.Windows.Forms.Button opciones_manual; 
  private System.Windows.Forms.Button opciones_auto; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.Label label8; 
  private System.Windows.Forms.Label label9; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.Label label11; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.TextBox largofigura; 
  private System.Windows.Forms.TextBox anchofigura; 
   
  private System.ComponentModel.Container components = null; 
 
  public Form5() 
  {    
   InitializeComponent(); 
   checkedListBox1.CheckOnClick = true; 
   checkedListBox2.CheckOnClick = true; 
  } 
 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
   
  private void InitializeComponent() 
  { 
   this.checkedListBox1 = new 
System.Windows.Forms.CheckedListBox(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.button1 = new System.Windows.Forms.Button(); 
   this.label5 = new System.Windows.Forms.Label(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem5 = new System.Windows.Forms.MenuItem(); 
   this.menuItem6 = new System.Windows.Forms.MenuItem(); 
   this.menuItem7 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.button2 = new System.Windows.Forms.Button(); 
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   this.label2 = new System.Windows.Forms.Label(); 
   this.uno = new System.Windows.Forms.Label(); 
   this.dos = new System.Windows.Forms.Label(); 
   this.tres = new System.Windows.Forms.Label(); 
   this.cuatro = new System.Windows.Forms.Label(); 
   this.cinco = new System.Windows.Forms.Label(); 
   this.seis = new System.Windows.Forms.Label(); 
   this.siete = new System.Windows.Forms.Label(); 
   this.unox = new System.Windows.Forms.TextBox(); 
   this.unoy = new System.Windows.Forms.TextBox(); 
   this.dosx = new System.Windows.Forms.TextBox(); 
   this.dosy = new System.Windows.Forms.TextBox(); 
   this.tresx = new System.Windows.Forms.TextBox(); 
   this.tresy = new System.Windows.Forms.TextBox(); 
   this.cuatrox = new System.Windows.Forms.TextBox(); 
   this.cuatroy = new System.Windows.Forms.TextBox(); 
   this.cincox = new System.Windows.Forms.TextBox(); 
   this.cincoy = new System.Windows.Forms.TextBox(); 
   this.seisx = new System.Windows.Forms.TextBox(); 
   this.seisy = new System.Windows.Forms.TextBox(); 
   this.sietex = new System.Windows.Forms.TextBox(); 
   this.sietey = new System.Windows.Forms.TextBox(); 
   this.tamaño_escenario = new 
System.Windows.Forms.Label(); 
   this.largoet = new System.Windows.Forms.Label(); 
   this.anchoet = new System.Windows.Forms.Label(); 
   this.largo1 = new System.Windows.Forms.TextBox(); 
   this.ancho1 = new System.Windows.Forms.TextBox(); 
   this.dml = new System.Windows.Forms.Label(); 
   this.dma = new System.Windows.Forms.Label(); 
   this.estado_proxy = new System.Windows.Forms.Label(); 
   this.checkedListBox2 = new 
System.Windows.Forms.CheckedListBox(); 
   this.button3 = new System.Windows.Forms.Button(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.numero_entradas_cache = new 
System.Windows.Forms.TextBox(); 
   this.tiempo_vida_cache = new 
System.Windows.Forms.TextBox(); 
   this.opciones_manual = new 
System.Windows.Forms.Button(); 
   this.opciones_auto = new 
System.Windows.Forms.Button(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.label8 = new System.Windows.Forms.Label(); 
   this.label9 = new System.Windows.Forms.Label(); 
   this.largofigura = new 
System.Windows.Forms.TextBox(); 
   this.anchofigura = new 
System.Windows.Forms.TextBox(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.SuspendLayout(); 
   //  
   // checkedListBox1 
   //  
   this.checkedListBox1.CheckOnClick = true; 
   this.checkedListBox1.Items.AddRange(new object[] { 
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     "Manual", 
            
     "Automático", 
            
     "Forma clúster"}); 
   this.checkedListBox1.Location = new 
System.Drawing.Point(16, 40); 
   this.checkedListBox1.Name = "checkedListBox1"; 
   this.checkedListBox1.Size = new 
System.Drawing.Size(96, 49); 
   this.checkedListBox1.TabIndex = 0; 
   this.checkedListBox1.SelectedIndexChanged += new 
System.EventHandler(this.checkedListBox1_SelectedIndexChanged); 
   //  
   // label1 
   //  
   this.label1.Location = new System.Drawing.Point(16, 
16); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(103, 16); 
   this.label1.TabIndex = 1; 
   this.label1.Text = "Elección escenario"; 
   //  
   // button1 
   //  
   this.button1.Location = new System.Drawing.Point(88, 
128); 
   this.button1.Name = "button1"; 
   this.button1.Size = new System.Drawing.Size(30, 20); 
   this.button1.TabIndex = 2; 
   this.button1.Text = "OK"; 
   this.button1.Click += new 
System.EventHandler(this.button1_Click); 
   //  
   // label5 
   //  
   this.label5.Location = new System.Drawing.Point(40, 
104); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(56, 16); 
   this.label5.TabIndex = 6; 
   this.label5.Text = "Nº Nodos"; 
   //  
   // textBox1 
   //  
   this.textBox1.Location = new System.Drawing.Point(32, 
128); 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.Size = new System.Drawing.Size(56, 20); 
   this.textBox1.TabIndex = 7; 
   this.textBox1.Text = ""; 
   //  
   // mainMenu1 
   //  
   this.mainMenu1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem1}); 
   //  
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   // menuItem1 
   //  
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem5}); 
   this.menuItem1.Text = "Ayuda"; 
   //  
   // menuItem5 
   //  
   this.menuItem5.Index = 0; 
   this.menuItem5.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem6, 
            
           this.menuItem7, 
            
           
this.menuItem2}); 
   this.menuItem5.Text = "Elección posiciones"; 
   //  
   // menuItem6 
   //  
   this.menuItem6.Index = 0; 
   this.menuItem6.Text = "Manual"; 
   this.menuItem6.Click += new 
System.EventHandler(this.menuItem6_Click); 
   //  
   // menuItem7 
   //  
   this.menuItem7.Index = 1; 
   this.menuItem7.Text = "Autómatico"; 
   this.menuItem7.Click += new 
System.EventHandler(this.menuItem7_Click); 
   //  
   // menuItem2 
   //  
   this.menuItem2.Index = 2; 
   this.menuItem2.Text = "Forma clúster"; 
   this.menuItem2.Click += new 
System.EventHandler(this.menuItem2_Click); 
   //  
   // button2 
   //  
   this.button2.Enabled = false; 
   this.button2.Location = new System.Drawing.Point(32, 
168); 
   this.button2.Name = "button2"; 
   this.button2.Size = new System.Drawing.Size(72, 32); 
   this.button2.TabIndex = 8; 
   this.button2.Text = "Introducir posiciones"; 
   this.button2.Click += new 
System.EventHandler(this.button2_Click); 
   //  
   // label2 
   //  
   this.label2.Location = new System.Drawing.Point(176, 
8); 
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   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(144, 20); 
   this.label2.TabIndex = 9; 
   this.label2.Text = "ID            X               
Y"; 
   this.label2.Visible = false; 
   //  
   // uno 
   //  
   this.uno.Location = new System.Drawing.Point(176, 
32); 
   this.uno.Name = "uno"; 
   this.uno.Size = new System.Drawing.Size(16, 16); 
   this.uno.TabIndex = 10; 
   this.uno.Text = "1"; 
   this.uno.Visible = false; 
   //  
   // dos 
   //  
   this.dos.Location = new System.Drawing.Point(176, 
56); 
   this.dos.Name = "dos"; 
   this.dos.Size = new System.Drawing.Size(16, 16); 
   this.dos.TabIndex = 11; 
   this.dos.Text = "2"; 
   this.dos.Visible = false; 
   //  
   // tres 
   //  
   this.tres.Location = new System.Drawing.Point(176, 
80); 
   this.tres.Name = "tres"; 
   this.tres.Size = new System.Drawing.Size(16, 16); 
   this.tres.TabIndex = 12; 
   this.tres.Text = "3"; 
   this.tres.Visible = false; 
   //  
   // cuatro 
   //  
   this.cuatro.Location = new System.Drawing.Point(176, 
104); 
   this.cuatro.Name = "cuatro"; 
   this.cuatro.Size = new System.Drawing.Size(16, 16); 
   this.cuatro.TabIndex = 13; 
   this.cuatro.Text = "4"; 
   this.cuatro.Visible = false; 
   //  
   // cinco 
   //  
   this.cinco.Location = new System.Drawing.Point(176, 
128); 
   this.cinco.Name = "cinco"; 
   this.cinco.Size = new System.Drawing.Size(16, 16); 
   this.cinco.TabIndex = 14; 
   this.cinco.Text = "5"; 
   this.cinco.Visible = false; 
   //  
   // seis 
   //  
   this.seis.Location = new System.Drawing.Point(176, 
152); 
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   this.seis.Name = "seis"; 
   this.seis.Size = new System.Drawing.Size(16, 16); 
   this.seis.TabIndex = 15; 
   this.seis.Text = "6"; 
   this.seis.Visible = false; 
   //  
   // siete 
   //  
   this.siete.Location = new System.Drawing.Point(176, 
176); 
   this.siete.Name = "siete"; 
   this.siete.Size = new System.Drawing.Size(16, 16); 
   this.siete.TabIndex = 16; 
   this.siete.Text = "7"; 
   this.siete.Visible = false; 
   //  
   // unox 
   //  
   this.unox.Location = new System.Drawing.Point(208, 
32); 
   this.unox.Name = "unox"; 
   this.unox.Size = new System.Drawing.Size(40, 20); 
   this.unox.TabIndex = 17; 
   this.unox.Text = ""; 
   this.unox.Visible = false; 
   //  
   // unoy 
   //  
   this.unoy.Location = new System.Drawing.Point(280, 
32); 
   this.unoy.Name = "unoy"; 
   this.unoy.Size = new System.Drawing.Size(40, 20); 
   this.unoy.TabIndex = 18; 
   this.unoy.Text = ""; 
   this.unoy.Visible = false; 
   //  
   // dosx 
   //  
   this.dosx.Location = new System.Drawing.Point(208, 
56); 
   this.dosx.Name = "dosx"; 
   this.dosx.Size = new System.Drawing.Size(40, 20); 
   this.dosx.TabIndex = 19; 
   this.dosx.Text = ""; 
   this.dosx.Visible = false; 
   //  
   // dosy 
   //  
   this.dosy.Location = new System.Drawing.Point(280, 
56); 
   this.dosy.Name = "dosy"; 
   this.dosy.Size = new System.Drawing.Size(40, 20); 
   this.dosy.TabIndex = 20; 
   this.dosy.Text = ""; 
   this.dosy.Visible = false; 
   //  
   // tresx 
   //  
   this.tresx.Location = new System.Drawing.Point(208, 
80); 
   this.tresx.Name = "tresx"; 
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   this.tresx.Size = new System.Drawing.Size(40, 20); 
   this.tresx.TabIndex = 21; 
   this.tresx.Text = ""; 
   this.tresx.Visible = false; 
   //  
   // tresy 
   //  
   this.tresy.Location = new System.Drawing.Point(280, 
80); 
   this.tresy.Name = "tresy"; 
   this.tresy.Size = new System.Drawing.Size(40, 20); 
   this.tresy.TabIndex = 22; 
   this.tresy.Text = ""; 
   this.tresy.Visible = false; 
   //  
   // cuatrox 
   //  
   this.cuatrox.Location = new System.Drawing.Point(208, 
104); 
   this.cuatrox.Name = "cuatrox"; 
   this.cuatrox.Size = new System.Drawing.Size(40, 20); 
   this.cuatrox.TabIndex = 23; 
   this.cuatrox.Text = ""; 
   this.cuatrox.Visible = false; 
   //  
   // cuatroy 
   //  
   this.cuatroy.Location = new System.Drawing.Point(280, 
104); 
   this.cuatroy.Name = "cuatroy"; 
   this.cuatroy.Size = new System.Drawing.Size(40, 20); 
   this.cuatroy.TabIndex = 24; 
   this.cuatroy.Text = ""; 
   this.cuatroy.Visible = false; 
   //  
   // cincox 
   //  
   this.cincox.Location = new System.Drawing.Point(208, 
128); 
   this.cincox.Name = "cincox"; 
   this.cincox.Size = new System.Drawing.Size(40, 20); 
   this.cincox.TabIndex = 25; 
   this.cincox.Text = ""; 
   this.cincox.Visible = false; 
   //  
   // cincoy 
   //  
   this.cincoy.Location = new System.Drawing.Point(280, 
128); 
   this.cincoy.Name = "cincoy"; 
   this.cincoy.Size = new System.Drawing.Size(40, 20); 
   this.cincoy.TabIndex = 26; 
   this.cincoy.Text = ""; 
   this.cincoy.Visible = false; 
   //  
   // seisx 
   //  
   this.seisx.Location = new System.Drawing.Point(208, 
152); 
   this.seisx.Name = "seisx"; 
   this.seisx.Size = new System.Drawing.Size(40, 20); 
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   this.seisx.TabIndex = 27; 
   this.seisx.Text = ""; 
   this.seisx.Visible = false; 
   //  
   // seisy 
   //  
   this.seisy.Location = new System.Drawing.Point(280, 
152); 
   this.seisy.Name = "seisy"; 
   this.seisy.Size = new System.Drawing.Size(40, 20); 
   this.seisy.TabIndex = 28; 
   this.seisy.Text = ""; 
   this.seisy.Visible = false; 
   //  
   // sietex 
   //  
   this.sietex.Location = new System.Drawing.Point(208, 
176); 
   this.sietex.Name = "sietex"; 
   this.sietex.Size = new System.Drawing.Size(40, 20); 
   this.sietex.TabIndex = 29; 
   this.sietex.Text = ""; 
   this.sietex.Visible = false; 
   //  
   // sietey 
   //  
   this.sietey.Location = new System.Drawing.Point(280, 
176); 
   this.sietey.Name = "sietey"; 
   this.sietey.Size = new System.Drawing.Size(40, 20); 
   this.sietey.TabIndex = 30; 
   this.sietey.Text = ""; 
   this.sietey.Visible = false; 
   //  
   // tamaño_escenario 
   //  
   this.tamaño_escenario.Location = new 
System.Drawing.Point(400, 16); 
   this.tamaño_escenario.Name = "tamaño_escenario"; 
   this.tamaño_escenario.Size = new 
System.Drawing.Size(104, 16); 
   this.tamaño_escenario.TabIndex = 31; 
   this.tamaño_escenario.Text = "Tamaño escenario"; 
   //  
   // largoet 
   //  
   this.largoet.Location = new System.Drawing.Point(400, 
40); 
   this.largoet.Name = "largoet"; 
   this.largoet.Size = new System.Drawing.Size(40, 20); 
   this.largoet.TabIndex = 32; 
   this.largoet.Text = "Largo"; 
   //  
   // anchoet 
   //  
   this.anchoet.Location = new System.Drawing.Point(400, 
64); 
   this.anchoet.Name = "anchoet"; 
   this.anchoet.Size = new System.Drawing.Size(40, 20); 
   this.anchoet.TabIndex = 33; 
   this.anchoet.Text = "Ancho"; 
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   //  
   // largo1 
   //  
   this.largo1.Location = new System.Drawing.Point(448, 
39); 
   this.largo1.Name = "largo1"; 
   this.largo1.Size = new System.Drawing.Size(40, 20); 
   this.largo1.TabIndex = 34; 
   this.largo1.Text = ""; 
   //  
   // ancho1 
   //  
   this.ancho1.Location = new System.Drawing.Point(448, 
64); 
   this.ancho1.Name = "ancho1"; 
   this.ancho1.Size = new System.Drawing.Size(40, 20); 
   this.ancho1.TabIndex = 35; 
   this.ancho1.Text = ""; 
   //  
   // dml 
   //  
   this.dml.Location = new System.Drawing.Point(496, 
41); 
   this.dml.Name = "dml"; 
   this.dml.Size = new System.Drawing.Size(24, 15); 
   this.dml.TabIndex = 36; 
   this.dml.Text = "dm"; 
   //  
   // dma 
   //  
   this.dma.Location = new System.Drawing.Point(496, 
65); 
   this.dma.Name = "dma"; 
   this.dma.Size = new System.Drawing.Size(24, 15); 
   this.dma.TabIndex = 37; 
   this.dma.Text = "dm"; 
   //  
   // estado_proxy 
   //  
   this.estado_proxy.Location = new 
System.Drawing.Point(432, 104); 
   this.estado_proxy.Name = "estado_proxy"; 
   this.estado_proxy.Size = new System.Drawing.Size(40, 
16); 
   this.estado_proxy.TabIndex = 38; 
   this.estado_proxy.Text = "Proxy"; 
   //  
   // checkedListBox2 
   //  
   this.checkedListBox2.Items.AddRange(new object[] { 
            
     "Desactivado", 
            
     "Activado"}); 
   this.checkedListBox2.Location = new 
System.Drawing.Point(408, 128); 
   this.checkedListBox2.Name = "checkedListBox2"; 
   this.checkedListBox2.Size = new 
System.Drawing.Size(88, 34); 
   this.checkedListBox2.TabIndex = 39; 
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   this.checkedListBox2.SelectedIndexChanged += new 
System.EventHandler(this.checkedListBox2_SelectedIndexChanged); 
   //  
   // button3 
   //  
   this.button3.Location = new System.Drawing.Point(216, 
288); 
   this.button3.Name = "button3"; 
   this.button3.Size = new System.Drawing.Size(120, 24); 
   this.button3.TabIndex = 40; 
   this.button3.Text = "Empezar simulación"; 
   this.button3.Click += new 
System.EventHandler(this.button3_Click); 
   //  
   // label3 
   //  
   this.label3.Location = new System.Drawing.Point(424, 
184); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(40, 16); 
   this.label3.TabIndex = 41; 
   this.label3.Text = "Caché"; 
   //  
   // label4 
   //  
   this.label4.Location = new System.Drawing.Point(384, 
210); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(64, 16); 
   this.label4.TabIndex = 42; 
   this.label4.Text = "Nº entradas"; 
   //  
   // label6 
   //  
   this.label6.Location = new System.Drawing.Point(376, 
234); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(88, 16); 
   this.label6.TabIndex = 43; 
   this.label6.Text = "Tiempo de vida"; 
   //  
   // numero_entradas_cache 
   //  
   this.numero_entradas_cache.Location = new 
System.Drawing.Point(472, 208); 
   this.numero_entradas_cache.Name = 
"numero_entradas_cache"; 
   this.numero_entradas_cache.Size = new 
System.Drawing.Size(40, 20); 
   this.numero_entradas_cache.TabIndex = 44; 
   this.numero_entradas_cache.Text = "0"; 
   //  
   // tiempo_vida_cache 
   //  
   this.tiempo_vida_cache.Location = new 
System.Drawing.Point(472, 232); 
   this.tiempo_vida_cache.Name = "tiempo_vida_cache"; 
   this.tiempo_vida_cache.Size = new 
System.Drawing.Size(40, 20); 
   this.tiempo_vida_cache.TabIndex = 45; 
   this.tiempo_vida_cache.Text = "0"; 
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   //  
   // opciones_manual 
   //  
   this.opciones_manual.Location = new 
System.Drawing.Point(32, 216); 
   this.opciones_manual.Name = "opciones_manual"; 
   this.opciones_manual.Size = new 
System.Drawing.Size(72, 48); 
   this.opciones_manual.TabIndex = 46; 
   this.opciones_manual.Text = "Opciones avanzadas"; 
   this.opciones_manual.Visible = false; 
   this.opciones_manual.Click += new 
System.EventHandler(this.opciones_Click); 
   //  
   // opciones_auto 
   //  
   this.opciones_auto.Location = new 
System.Drawing.Point(32, 216); 
   this.opciones_auto.Name = "opciones_auto"; 
   this.opciones_auto.Size = new System.Drawing.Size(72, 
48); 
   this.opciones_auto.TabIndex = 47; 
   this.opciones_auto.Text = "Opciones avanzadas"; 
   this.opciones_auto.Visible = false; 
   this.opciones_auto.Click += new 
System.EventHandler(this.opciones_auto_Click); 
   //  
   // label7 
   //  
   this.label7.Location = new System.Drawing.Point(208, 
200); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(120, 16); 
   this.label7.TabIndex = 48; 
   this.label7.Text = "Tamaño figura regular"; 
   this.label7.Visible = false; 
   //  
   // label8 
   //  
   this.label8.Location = new System.Drawing.Point(192, 
224); 
   this.label8.Name = "label8"; 
   this.label8.Size = new System.Drawing.Size(40, 20); 
   this.label8.TabIndex = 49; 
   this.label8.Text = "Largo"; 
   this.label8.Visible = false; 
   //  
   // label9 
   //  
   this.label9.Location = new System.Drawing.Point(192, 
248); 
   this.label9.Name = "label9"; 
   this.label9.Size = new System.Drawing.Size(40, 20); 
   this.label9.TabIndex = 50; 
   this.label9.Text = "Ancho"; 
   this.label9.Visible = false; 
   //  
   // largofigura 
   //  
   this.largofigura.Location = new 
System.Drawing.Point(240, 224); 
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   this.largofigura.Name = "largofigura"; 
   this.largofigura.Size = new System.Drawing.Size(40, 
20); 
   this.largofigura.TabIndex = 51; 
   this.largofigura.Text = ""; 
   this.largofigura.Visible = false; 
   //  
   // anchofigura 
   //  
   this.anchofigura.Location = new 
System.Drawing.Point(240, 248); 
   this.anchofigura.Name = "anchofigura"; 
   this.anchofigura.Size = new System.Drawing.Size(40, 
20); 
   this.anchofigura.TabIndex = 52; 
   this.anchofigura.Text = ""; 
   this.anchofigura.Visible = false; 
   //  
   // label10 
   //  
   this.label10.Location = new System.Drawing.Point(288, 
225); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(24, 15); 
   this.label10.TabIndex = 53; 
   this.label10.Text = "dm"; 
   this.label10.Visible = false; 
   //  
   // label11 
   //  
   this.label11.Location = new System.Drawing.Point(288, 
249); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(24, 15); 
   this.label11.TabIndex = 54; 
   this.label11.Text = "dm"; 
   this.label11.Visible = false; 
   //  
   // Form5 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.ClientSize = new System.Drawing.Size(552, 321); 
   this.Controls.Add(this.label11); 
   this.Controls.Add(this.label10); 
   this.Controls.Add(this.anchofigura); 
   this.Controls.Add(this.largofigura); 
   this.Controls.Add(this.tiempo_vida_cache); 
   this.Controls.Add(this.numero_entradas_cache); 
   this.Controls.Add(this.ancho1); 
   this.Controls.Add(this.largo1); 
   this.Controls.Add(this.sietey); 
   this.Controls.Add(this.sietex); 
   this.Controls.Add(this.seisy); 
   this.Controls.Add(this.seisx); 
   this.Controls.Add(this.cincoy); 
   this.Controls.Add(this.cincox); 
   this.Controls.Add(this.cuatroy); 
   this.Controls.Add(this.cuatrox); 
   this.Controls.Add(this.tresy); 
   this.Controls.Add(this.tresx); 
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   this.Controls.Add(this.dosy); 
   this.Controls.Add(this.dosx); 
   this.Controls.Add(this.unoy); 
   this.Controls.Add(this.unox); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.label9); 
   this.Controls.Add(this.label8); 
   this.Controls.Add(this.label7); 
   this.Controls.Add(this.opciones_auto); 
   this.Controls.Add(this.opciones_manual); 
   this.Controls.Add(this.label6); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.button3); 
   this.Controls.Add(this.checkedListBox2); 
   this.Controls.Add(this.estado_proxy); 
   this.Controls.Add(this.dma); 
   this.Controls.Add(this.dml); 
   this.Controls.Add(this.anchoet); 
   this.Controls.Add(this.largoet); 
   this.Controls.Add(this.tamaño_escenario); 
   this.Controls.Add(this.siete); 
   this.Controls.Add(this.seis); 
   this.Controls.Add(this.cinco); 
   this.Controls.Add(this.cuatro); 
   this.Controls.Add(this.tres); 
   this.Controls.Add(this.dos); 
   this.Controls.Add(this.uno); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.button2); 
   this.Controls.Add(this.label5); 
   this.Controls.Add(this.button1); 
   this.Controls.Add(this.label1); 
   this.Controls.Add(this.checkedListBox1); 
   this.Menu = this.mainMenu1; 
   this.Name = "Form5"; 
   this.Text = "Parámetros escenario"; 
   this.Load += new 
System.EventHandler(this.Form5_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void Form5_Load(object sender, System.EventArgs e) 
  { 
   
  } 
 
  private void checkedListBox1_SelectedIndexChanged(object 
sender, System.EventArgs e) 
  { 
   foreach(int indexChecked in 
checkedListBox1.CheckedIndices)  
   { 
    config=indexChecked; 
   }  
  } 
 
  private void button1_Click(object sender, System.EventArgs 
e) 
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  { 
   nnodos=Convert.ToUInt16(textBox1.Text); 
   if(textBox1.Text=="") 
   { 
    MessageBox.Show("Debe introducir un número de 
nodos"); 
   } 
   if((config==0)&&(nnodos>7)) 
   { 
    MessageBox.Show("Con la configuración manual no 
se puede elegir más de 7 nodos"); 
    textBox1.Text=""; 
   } 
   if(nnodos>1000) 
   { 
    MessageBox.Show("El número de nodos no puede 
ser mayor de 1000"); 
   } 
   if((config==0)&&(nnodos<8)) 
   { 
    button2.Enabled=true; 
    opciones_manual.Visible=true; 
   } 
   if((config==1)||(config==2)) 
   { 
    opciones_auto.Visible=true; 
   } 
   if(config==2) 
   { 
    label7.Visible=true; 
    label8.Visible=true; 
    label9.Visible=true; 
    label10.Visible=true; 
    label11.Visible=true; 
    largofigura.Visible=true; 
    anchofigura.Visible=true; 
   } 
  } 
 
  private void menuItem6_Click(object sender, 
System.EventArgs e) 
  { 
   MessageBox.Show("MANUAL : elección por parte de 
usuario de las posiciones de los nodos, como máximo 7 nodos."); 
  } 
 
  private void menuItem7_Click(object sender, 
System.EventArgs e) 
  { 
   MessageBox.Show("AUTOMATICO : elección del número de 
nodos como máximo 1000 por parte de la máquina."); 
  } 
 
  private void menuItem2_Click(object sender, 
System.EventArgs e) 
  { 
   MessageBox.Show("FORMA CLUSTER : La máquina se 
encarga de distribuir los nodos según el tamaño de la figura que se ha 
elegido."); 
  } 
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  private void button2_Click(object sender, System.EventArgs 
e) 
  { 




   { 
    uno.Visible=true; 
    unox.Visible=true; 
    unoy.Visible=true; 




   { 
    dos.Visible=true; 
    dosx.Visible=true; 
    dosy.Visible=true; 




   { 
    tres.Visible=true; 
    tresx.Visible=true; 
    tresy.Visible=true; 
   } 
  
 if((nnodos==4)||(nnodos==5)||(nnodos==6)||(nnodos==7)) 
   { 
    cuatro.Visible=true; 
    cuatrox.Visible=true; 
    cuatroy.Visible=true; 
   } 
   if((nnodos==5)||(nnodos==6)||(nnodos==7)) 
   { 
    cinco.Visible=true; 
    cincox.Visible=true; 
    cincoy.Visible=true; 
   } 
   if((nnodos==6)||(nnodos==7)) 
   { 
    seis.Visible=true; 
    seisx.Visible=true; 
    seisy.Visible=true; 
   } 
   if((nnodos==7)) 
   { 
    siete.Visible=true; 
    sietex.Visible=true; 
    sietey.Visible=true; 
   } 
  } 
 
  private void checkedListBox2_SelectedIndexChanged(object 
sender, System.EventArgs e) 
  { 
   foreach(int indexChecked in 
checkedListBox2.CheckedIndices)  
   { 
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    proxy1=indexChecked; 
   }  
  } 
 
  private void button3_Click(object sender, System.EventArgs 
e) 
  { 
   a=0; 
   b=0; 
   c=0; 
   if(config==3) 
   { 
    a=1; 
    MessageBox.Show("No has elegido la manera de 
dar las posiciones a los nodos"); 
   } 
   if(textBox1.Text=="") 
   { 
    a=1; 
    MessageBox.Show("Falta introducir el número de 
nodos"); 
   } 
   if(largo1.Text=="") 
   { 
    a=1; 
    b=1; 
    MessageBox.Show("Falta introducir el largo del 
escenario"); 
   } 
   if(largo1.Text!="") 
   { 
    largoe=Convert.ToInt32(largo1.Text); 
   } 
   if(ancho1.Text=="") 
   { 
    a=1; 
    c=1; 
    MessageBox.Show("Falta introducir el ancho del 
escenario"); 
   } 
   if(ancho1.Text!="") 
   { 
    anchoe=Convert.ToInt32(ancho1.Text); 
   } 
   if(config==0) 
   { 
    if(((largoe>600)||(largoe==0))||(b==1)) 
    {  
     a=1; 
     MessageBox.Show("El valor largo 
introducido es erroneo"); 
    } 
    if(((anchoe>600)||(anchoe==0))&&(c!=1)) 
    {  
     a=1; 
     MessageBox.Show("El valor ancho 
introducido es erroneo"); 
    } 
   } 
   if((config==1)||(config==2)) 
   { 
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    if(((largoe>632)||(largoe==0))&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("El valor largo 
introducido es erroneo"); 
    } 
    if(((anchoe>632)||(anchoe==0))&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("El valor ancho 
introducido es erroneo"); 
    } 
   } 
   if(config==2) 
   { 
    if(largofigura.Text=="") 
    { 
     a=1; 
     MessageBox.Show("Falta introducir el 
largo de la figura"); 
    } 
    if(largofigura.Text!="") 
    { 
    
 largofigu=Convert.ToInt32(largofigura.Text); 
    } 
    if(anchofigura.Text=="") 
    { 
     a=1; 
     MessageBox.Show("Falta introducir el 
ancho de la figura"); 
    } 
    if(anchofigura.Text!="") 
    { 
    
 anchofigu=Convert.ToInt32(anchofigura.Text); 
    } 
    if((largofigu!=0)&&(anchofigu!=0)) 
    { 
     n=(largoe/largofigu)+1; 
     n1=(anchoe/anchofigu)+1; 
    
 if((largoe%largofigu!=0)||(anchoe%anchofigu!=0)) 
     { 
      a=1; 
      MessageBox.Show("El valor de la 
celda introducido es erroneo"); 
     } 
     if(nnodos>(n*n1)) 
     { 
      a=1; 
      MessageBox.Show("El número de nodos 
elegido no cabe en este escenario."); 
     } 
    } 
   } 
   if(proxy1==2) 
   { 
    a=1; 
    MessageBox.Show("No has elegido si quieres que 
los nodos hagan funciones de proxy"); 
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   { 
    x1=Convert.ToInt32(unox.Text); 
    y1=Convert.ToInt32(unoy.Text); 
     
    if((x1>anchoe)&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion X nodo 1 mal 
introducida"); 
    } 
    if((y1>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 1 mal 
introducida"); 
    } 




   { 
    x2=Convert.ToInt32(dosx.Text); 
    y2=Convert.ToInt32(dosy.Text); 
    if((x2>anchoe)&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion X nodo 2 mal 
introducida"); 
    } 
    if((y2>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 2 mal 
introducida"); 
    } 




   { 
    x3=Convert.ToInt32(tresx.Text); 
    y3=Convert.ToInt32(tresy.Text); 
    if((x3>anchoe)&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion X nodo 3 mal 
introducida"); 
    } 
    if((y3>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 3 mal 
introducida"); 
    } 
   } 




   { 
    x4=Convert.ToInt32(cuatrox.Text); 
    y4=Convert.ToInt32(cuatroy.Text); 
    if((x4>anchoe)&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion X nodo 4 mal 
introducida"); 
    } 
    if((y4>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 4 mal 
introducida"); 
    } 
   } 
  
 if(((nnodos==5)||(nnodos==6)||(nnodos==7))&&(config==0)) 
   { 
    x5=Convert.ToInt32(cincox.Text); 
    y5=Convert.ToInt32(cincoy.Text); 
    if((x5>anchoe)&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion X nodo 5 mal 
introducida"); 
    } 
    if((y5>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 5 mal 
introducida"); 
    } 
   } 
   if(((nnodos==6)||(nnodos==7))&&(config==0)) 
   { 
    x6=Convert.ToInt32(seisx.Text); 
    y6=Convert.ToInt32(seisy.Text); 
    if((x6>anchoe)&&(b!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion X nodo 6 mal 
introducida"); 
    } 
    if((y6>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 6 mal 
introducida"); 
    } 
   } 
   if((nnodos==7)&&(config==0)) 
   { 
    x7=Convert.ToInt32(sietex.Text); 
    y7=Convert.ToInt32(sietey.Text); 
    if((x7>anchoe)&&(b!=1)) 
    { 
     a=1; 
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     MessageBox.Show("Posicion X nodo 7 mal 
introducida"); 
    } 
    if((y7>largoe)&&(c!=1)) 
    { 
     a=1; 
     MessageBox.Show("Posicion Y nodo 7 mal 
introducida"); 
    } 
   }  
   if(numero_entradas_cache.Text=="") 
   { 
    a=1;     
    MessageBox.Show("Falta introducir el número de 
entradas que quieres que tenga la caché"); 
   } 
   if(tiempo_vida_cache.Text=="") 
   { 
    a=1; 
    MessageBox.Show("Falta introducir el tiempo de 
vida de la caché"); 
   } 
   if(a==0) 
   { 
   
 entradas_cachee=Convert.ToInt32(numero_entradas_cache.Text); 
   
 vida_cachee=Convert.ToInt32(tiempo_vida_cache.Text); 
     
    if((config==0)&&(hayopciones==1)) 
    { 
     iter_encendido1=Form6.iter_encendido2; 
    
 iter_autoconfigurado1=Form6.iter_autoconfigurado2; 
     potencia1=Form6.potencia2; 
    } 
   
 if(((config==1)||(config==2))&&(hayopciones==1)) 
    { 
     iter_encendido1=Form7.iter_encendido2; 
    
 iter_autoconfigurado1=Form7.iter_autoconfigurado2; 
     potencia1=Form7.potencia2; 
    } 
    this.Close(); 
   }    
  } 
 
  private void opciones_Click(object sender, System.EventArgs 
e) 
  { 
   hayopciones=1; 
   Form6 f6 = new Form6(); 
   f6.Show(); 
  } 
 
  private void opciones_auto_Click(object sender, 
System.EventArgs e) 
  { 
   hayopciones=1; 
   Form7 f7 = new Form7(); 
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   f7.Show(); 














 public class Form6 : System.Windows.Forms.Form 
 { 
  public static int iter_encendido2; 
  public static int iter_autoconfigurado2; 
  public static int potencia2=2; 
  public static int lento1=0; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.CheckedListBox 
checkedListBox1; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.TextBox textBox2; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.CheckedListBox 
checkedListBox2; 
  private System.Windows.Forms.Button Aceptar; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.MenuItem menuItem3; 
  private System.Windows.Forms.MenuItem menuItem4; 
  private System.Windows.Forms.MenuItem menuItem5; 
  private System.Windows.Forms.MenuItem menuItem6; 
  private System.Windows.Forms.MenuItem menuItem7; 
  private System.Windows.Forms.MenuItem menuItem8; 
  private System.Windows.Forms.MenuItem menuItem9; 
  private System.Windows.Forms.MenuItem menuItem10; 
  private System.Windows.Forms.MenuItem menuItem11; 
   
  private System.ComponentModel.Container components = null; 
 
  public Form6() 
  { 
   InitializeComponent(); 
  } 
 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
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    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
  
  private void InitializeComponent() 
  { 
   this.label1 = new System.Windows.Forms.Label(); 
   this.checkedListBox1 = new 
System.Windows.Forms.CheckedListBox(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.textBox2 = new System.Windows.Forms.TextBox(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.checkedListBox2 = new 
System.Windows.Forms.CheckedListBox(); 
   this.Aceptar = new System.Windows.Forms.Button(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.menuItem4 = new System.Windows.Forms.MenuItem(); 
   this.menuItem10 = new 
System.Windows.Forms.MenuItem(); 
   this.menuItem5 = new System.Windows.Forms.MenuItem(); 
   this.menuItem11 = new 
System.Windows.Forms.MenuItem(); 
   this.menuItem3 = new System.Windows.Forms.MenuItem(); 
   this.menuItem6 = new System.Windows.Forms.MenuItem(); 
   this.menuItem8 = new System.Windows.Forms.MenuItem(); 
   this.menuItem7 = new System.Windows.Forms.MenuItem(); 
   this.menuItem9 = new System.Windows.Forms.MenuItem(); 
   this.SuspendLayout(); 
   //  
   // label1 
   //  
   this.label1.Location = new System.Drawing.Point(40, 
40); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(64, 16); 
   this.label1.TabIndex = 0; 
   this.label1.Text = "Encendido"; 
   //  
   // checkedListBox1 
   //  
   this.checkedListBox1.CheckOnClick = true; 
   this.checkedListBox1.Items.AddRange(new object[] { 
            
     "Lento", 
            
     "Normal"}); 
   this.checkedListBox1.Location = new 
System.Drawing.Point(40, 64); 
   this.checkedListBox1.Name = "checkedListBox1"; 
   this.checkedListBox1.Size = new 
System.Drawing.Size(64, 34); 
   this.checkedListBox1.TabIndex = 1; 
   this.checkedListBox1.SelectedIndexChanged += new 
System.EventHandler(this.checkedListBox1_SelectedIndexChanged); 
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   //  
   // label2 
   //  
   this.label2.Location = new System.Drawing.Point(168, 
40); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(120, 40); 
   this.label2.TabIndex = 2; 
   this.label2.Text = "Iteraciones máximas de encendido 
de todos los nodos"; 
   //  
   // textBox1 
   //  
   this.textBox1.Location = new 
System.Drawing.Point(320, 48); 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.Size = new System.Drawing.Size(40, 20); 
   this.textBox1.TabIndex = 3; 
   this.textBox1.Text = ""; 
   //  
   // label3 
   //  
   this.label3.Location = new System.Drawing.Point(168, 
96); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(120, 48); 
   this.label3.TabIndex = 4; 
   this.label3.Text = "Iteraciones entre que un nodo se 
enciende y se autoconfigura"; 
   //  
   // textBox2 
   //  
   this.textBox2.Location = new 
System.Drawing.Point(320, 104); 
   this.textBox2.Name = "textBox2"; 
   this.textBox2.Size = new System.Drawing.Size(40, 20); 
   this.textBox2.TabIndex = 5; 
   this.textBox2.Text = ""; 
   //  
   // label4 
   //  
   this.label4.Location = new System.Drawing.Point(24, 
120); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(112, 16); 
   this.label4.TabIndex = 6; 
   this.label4.Text = "Potencia de emisión"; 
   //  
   // checkedListBox2 
   //  
   this.checkedListBox2.CheckOnClick = true; 
   this.checkedListBox2.Items.AddRange(new object[] { 
            
     "0 dBm", 
            
     "-10 dBm"}); 
   this.checkedListBox2.Location = new 
System.Drawing.Point(40, 144); 
   this.checkedListBox2.Name = "checkedListBox2"; 
   this.checkedListBox2.Size = new 
System.Drawing.Size(72, 34); 
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   this.checkedListBox2.TabIndex = 7; 
   this.checkedListBox2.SelectedIndexChanged += new 
System.EventHandler(this.checkedListBox2_SelectedIndexChanged); 
   //  
   // Aceptar 
   //  
   this.Aceptar.Location = new System.Drawing.Point(304, 
160); 
   this.Aceptar.Name = "Aceptar"; 
   this.Aceptar.Size = new System.Drawing.Size(72, 24); 
   this.Aceptar.TabIndex = 8; 
   this.Aceptar.Text = "Aceptar"; 
   this.Aceptar.Click += new 
System.EventHandler(this.Aceptar_Click); 
   //  
   // mainMenu1 
   //  
   this.mainMenu1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem1}); 
   //  
   // menuItem1 
   //  
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem2, 
            
           
this.menuItem3}); 
   this.menuItem1.Text = "Ayuda"; 
   //  
   // menuItem2 
   //  
   this.menuItem2.Index = 0; 
   this.menuItem2.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem4, 
            
           
this.menuItem5}); 
   this.menuItem2.Text = "Encendido"; 
   //  
   // menuItem4 
   //  
   this.menuItem4.Index = 0; 
   this.menuItem4.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem10}); 
   this.menuItem4.Text = "Lento"; 
   //  
   // menuItem10 
   //  
   this.menuItem10.Index = 0; 
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   this.menuItem10.Text = "El programa realiza una 
parada de 1 segundo después de la encendida de cada nodo"; 
   //  
   // menuItem5 
   //  
   this.menuItem5.Index = 1; 
   this.menuItem5.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem11}); 
   this.menuItem5.Text = "Normal"; 
   //  
   // menuItem11 
   //  
   this.menuItem11.Index = 0; 
   this.menuItem11.Text = "El programa realiza una 
parada de 50 milisegundos después de la encendida de cada" + 
    " nodo"; 
   //  
   // menuItem3 
   //  
   this.menuItem3.Index = 1; 
   this.menuItem3.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem6, 
            
           
this.menuItem7}); 
   this.menuItem3.Text = "Potencia de emisión"; 
   //  
   // menuItem6 
   //  
   this.menuItem6.Index = 0; 
   this.menuItem6.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem8}); 
   this.menuItem6.Text = "0 dBm"; 
   //  
   // menuItem8 
   //  
   this.menuItem8.Index = 0; 
   this.menuItem8.Text = "Cobertura máxima del nodo de 
20 metros (por defecto)"; 
   //  
   // menuItem7 
   //  
   this.menuItem7.Index = 1; 
   this.menuItem7.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem9}); 
   this.menuItem7.Text = "-10 dBm"; 
   //  
   // menuItem9 
   //  
   this.menuItem9.Index = 0; 
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   this.menuItem9.Text = "Cobertura máxima del nodo de 
10 metros"; 
   //  
   // Form6 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.ClientSize = new System.Drawing.Size(392, 214); 
   this.Controls.Add(this.Aceptar); 
   this.Controls.Add(this.checkedListBox2); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.textBox2); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.label2); 
   this.Controls.Add(this.checkedListBox1); 
   this.Controls.Add(this.label1); 
   this.Menu = this.mainMenu1; 
   this.Name = "Form6"; 
   this.Text = "Opciones avanzadas"; 
   this.Load += new 
System.EventHandler(this.Form6_Load); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  private void Form6_Load(object sender, System.EventArgs e) 
  { 
   
  } 
 
  private void Aceptar_Click(object sender, System.EventArgs 
e) 
  { 
   if(textBox1.Text=="") 
   { 
    iter_encendido2=-1; 
   } 
   if(textBox1.Text!="") 
   { 
    iter_encendido2=Convert.ToInt32(textBox1.Text); 
   } 
   if(textBox2.Text=="") 
   { 
    iter_autoconfigurado2=-1; 
   } 
   if(textBox2.Text!="") 
   { 
   
 iter_autoconfigurado2=Convert.ToInt32(textBox2.Text); 
   } 
   this.Close(); 
  } 
 
  private void checkedListBox1_SelectedIndexChanged(object 
sender, System.EventArgs e) 
  { 
   foreach(int indexChecked in 
checkedListBox1.CheckedIndices)  
   { 
Anexo H                                                                                                                                                                           173 
    lento1=indexChecked; 
   } 
  } 
 
  private void checkedListBox2_SelectedIndexChanged(object 
sender, System.EventArgs e) 
  { 
   foreach(int indexChecked in 
checkedListBox2.CheckedIndices)  
   { 
    potencia2=indexChecked; 
   } 














 public class Form7 : System.Windows.Forms.Form 
 { 
  public static int iter_encendido2; 
  public static int iter_autoconfigurado2; 
  public static int potencia2=2; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.TextBox textBox1; 
  private System.Windows.Forms.TextBox textBox2; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.CheckedListBox 
checkedListBox2; 
  private System.Windows.Forms.Button Aceptar; 
  private System.Windows.Forms.MainMenu mainMenu1; 
  private System.Windows.Forms.MenuItem menuItem1; 
  private System.Windows.Forms.MenuItem menuItem2; 
  private System.Windows.Forms.MenuItem menuItem3; 
  private System.Windows.Forms.MenuItem menuItem4; 
  private System.Windows.Forms.MenuItem menuItem5; 
  private System.Windows.Forms.MenuItem menuItem6; 
  
  private System.ComponentModel.Container components = null; 
 
  public Form7() 
  { 
   InitializeComponent(); 
  } 
 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
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    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Código generado por el Diseñador de Windows Forms 
   
  private void InitializeComponent() 
  { 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.textBox1 = new System.Windows.Forms.TextBox(); 
   this.textBox2 = new System.Windows.Forms.TextBox(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.checkedListBox2 = new 
System.Windows.Forms.CheckedListBox(); 
   this.Aceptar = new System.Windows.Forms.Button(); 
   this.mainMenu1 = new System.Windows.Forms.MainMenu(); 
   this.menuItem1 = new System.Windows.Forms.MenuItem(); 
   this.menuItem2 = new System.Windows.Forms.MenuItem(); 
   this.menuItem3 = new System.Windows.Forms.MenuItem(); 
   this.menuItem5 = new System.Windows.Forms.MenuItem(); 
   this.menuItem4 = new System.Windows.Forms.MenuItem(); 
   this.menuItem6 = new System.Windows.Forms.MenuItem(); 
   this.SuspendLayout(); 
   //  
   // label2 
   //  
   this.label2.Location = new System.Drawing.Point(16, 
40); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(160, 32); 
   this.label2.TabIndex = 3; 
   this.label2.Text = "Iteraciones máximas de encendido 
de todos los nodos"; 
   //  
   // label3 
   //  
   this.label3.Location = new System.Drawing.Point(16, 
96); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(168, 32); 
   this.label3.TabIndex = 5; 
   this.label3.Text = "Iteraciones entre que un nodo se 
enciende y se autoconfigura"; 
   //  
   // textBox1 
   //  
   this.textBox1.Location = new 
System.Drawing.Point(192, 40); 
   this.textBox1.Name = "textBox1"; 
   this.textBox1.Size = new System.Drawing.Size(40, 20); 
   this.textBox1.TabIndex = 6; 
   this.textBox1.Text = ""; 
   //  
   // textBox2 
   //  
   this.textBox2.Location = new 
System.Drawing.Point(192, 104); 
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   this.textBox2.Name = "textBox2"; 
   this.textBox2.Size = new System.Drawing.Size(40, 20); 
   this.textBox2.TabIndex = 7; 
   this.textBox2.Text = ""; 
   //  
   // label4 
   //  
   this.label4.Location = new System.Drawing.Point(24, 
144); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(112, 16); 
   this.label4.TabIndex = 8; 
   this.label4.Text = "Potencia de emisión"; 
   //  
   // checkedListBox2 
   //  
   this.checkedListBox2.CheckOnClick = true; 
   this.checkedListBox2.Items.AddRange(new object[] { 
            
     "0 dBm", 
            
     "-10 dBm"}); 
   this.checkedListBox2.Location = new 
System.Drawing.Point(32, 168); 
   this.checkedListBox2.Name = "checkedListBox2"; 
   this.checkedListBox2.Size = new 
System.Drawing.Size(72, 34); 
   this.checkedListBox2.TabIndex = 9; 
   this.checkedListBox2.SelectedIndexChanged += new 
System.EventHandler(this.checkedListBox2_SelectedIndexChanged); 
   //  
   // Aceptar 
   //  
   this.Aceptar.Location = new System.Drawing.Point(168, 
184); 
   this.Aceptar.Name = "Aceptar"; 
   this.Aceptar.Size = new System.Drawing.Size(72, 24); 
   this.Aceptar.TabIndex = 10; 
   this.Aceptar.Text = "Aceptar"; 
   this.Aceptar.Click += new 
System.EventHandler(this.Aceptar_Click); 
   //  
   // mainMenu1 
   //  
   this.mainMenu1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem1}); 
   //  
   // menuItem1 
   //  
   this.menuItem1.Index = 0; 
   this.menuItem1.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem2}); 
   this.menuItem1.Text = "Ayuda"; 
   //  
   // menuItem2 
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   //  
   this.menuItem2.Index = 0; 
   this.menuItem2.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           this.menuItem3, 
            
           
this.menuItem4}); 
   this.menuItem2.Text = "Potencia de emisión"; 
   //  
   // menuItem3 
   //  
   this.menuItem3.Index = 0; 
   this.menuItem3.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem5}); 
   this.menuItem3.Text = "0 dBm"; 
   //  
   // menuItem5 
   //  
   this.menuItem5.Index = 0; 
   this.menuItem5.Text = "Cobertura máxima del nodo de 
20 metros"; 
   //  
   // menuItem4 
   //  
   this.menuItem4.Index = 1; 
   this.menuItem4.MenuItems.AddRange(new 
System.Windows.Forms.MenuItem[] { 
            
           
this.menuItem6}); 
   this.menuItem4.Text = "-10 dBm"; 
   //  
   // menuItem6 
   //  
   this.menuItem6.Index = 0; 
   this.menuItem6.Text = "Cobertura máxima del nodo de 
10 metros (por defecto)"; 
   //  
   // Form7 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(5, 
13); 
   this.ClientSize = new System.Drawing.Size(248, 222); 
   this.Controls.Add(this.Aceptar); 
   this.Controls.Add(this.checkedListBox2); 
   this.Controls.Add(this.label4); 
   this.Controls.Add(this.textBox2); 
   this.Controls.Add(this.textBox1); 
   this.Controls.Add(this.label3); 
   this.Controls.Add(this.label2); 
   this.Menu = this.mainMenu1; 
   this.Name = "Form7"; 
   this.Text = "Opciones avanzadas"; 
   this.ResumeLayout(false); 
 
  } 
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  #endregion 
 
  private void Aceptar_Click(object sender, System.EventArgs 
e) 
  { 
   if(textBox1.Text=="") 
   { 
    iter_encendido2=-1; 
   } 
   if(textBox1.Text!="") 
   { 
    iter_encendido2=Convert.ToInt32(textBox1.Text); 
   } 
   if(textBox2.Text=="") 
   { 
    iter_autoconfigurado2=-1; 
   } 
   if(textBox2.Text!="") 
   { 
   
 iter_autoconfigurado2=Convert.ToInt32(textBox2.Text); 
   } 
   this.Close(); 
  } 
 
  private void checkedListBox2_SelectedIndexChanged(object 
sender, System.EventArgs e) 
  { 
   foreach(int indexChecked in 
checkedListBox2.CheckedIndices)  
   { 
    potencia2=indexChecked; 
   } 
  } 
 } 
} 
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En este anexo se va a explicar paso a paso como utilizar la aplicación 
simulador junto con todas las funciones que puede realizar esta aplicación. 
 
 
I.1. Definición de las zonas que forman la pantalla principal 
 
La figura siguiente muestra la primera pantalla que se ve una vez arrancada la 








Fig. I.1 Pantalla principal 
 
 
ZONA A: en esta zona se sitúa la pestaña archivo, la cual da acceso a una 
serie de opciones que se explicarán en el siguiente apartado. 
 
ZONA D ZONA E 
ZONA C 
ZONA B ZONA A 
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ZONA B: en esta zona se sitúan todos los botones principales que son 
necesarios para realizar la simulación. En la figura I.1 sólo se puede apreciar 
un botón pero a medida que se configure el escenario aparecerán nuevos 
botones que se explicarán durante esta guía de usuario. 
 
ZONA C: en esta zona se sitúan botones secundarios que no son 
imprescindibles para llevar acabo la simulación. 
 
ZONA D: la zona D representa el escenario donde están situados los diferentes 
nodos, en la cual se dibujarán los nodos según su coordenada y dependiendo 
de la distribución elegida también se dibujarán los enlaces entre ellos. 
 
ZONA E: una vez elegidos los parámetros del escenario aparecerán en esta 
zona para que el usuario pueda ver en todo momento los parámetros que ha 
elegido.   
 
 
I.2. Explicación detallada de las principales zonas que 
forman la pantalla principal 
 
ZONA A: si se presiona sobre esta pestaña aparecerán una serie de opciones 
como son nuevo, nombre, cargar, guardar y salir, que se pueden apreciar en la 
siguiente figura y que se explicarán a continuación. 
 
- Nuevo ? sirve para iniciar una nueva simulación. 
- Nombre ? si se aprieta a esta opción aparecerá un textBox debajo de 
archivo para introducir el nombre con el que se quiere guardar un 
escenario o para cargar un escenario que ya se tenga guardado.  
- Cargar ? sirve para cargar un escenario que ya se tenga guardado en 
el siguiente directorio: C:\Documents and Settings\eloy\Mis 
documentos\Visual Studio Projects\simulador\ficheros_excel\ 
- Guardar ? sirve para guardar un escenario que se acaba de crear con 
los parámetros elegidos. Esta plantilla se guarda en el siguiente 
directorio: C:\Documents and Settings\eloy\Mis documentos\Visual 
Studio Projects\simulador\ficheros_excel\ 





Fig. I.2 Pestaña archivo 
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ZONA B: en esta zona hay 4 botones principales, como se puede observar en 





Fig. I.3 Botones ZONA B 
 
 
- Parámetros escenario ? sirve para acceder al formulario 5, donde se 
eligen todos los parámetros con los que se quiere diseñar el escenario. 
- Preparar simulación ? carga los parámetros elegidos en el formulario 5 
en el programa principal. 
- Calcular ? calcula las distancias entre las diferentes coordenadas 
donde están situados los nodos. Mediante estas distancias y la potencia 
de emisión elegida en los parámetros de escenario, se calcula el LQI 
para saber si hay enlace entre los nodos. 
- Nombre fichero ? es donde se escribe el nombre con el que se quiere 
guardar los resultados que se obtendrán durante la simulación. Este 
fichero es guardado en el siguiente directorio: C:\Documents and 
Settings\eloy\Mis documentos\Visual Studio 
Projects\simulador\ficheros_excel\ 
- Iniciar simulación ? realiza la simulación, es decir, el proceso de 
autoconfiguración mediante el protocolo QDAD. 
 





Fig. I.4 Botones ZONA C 
 
 
- Dibujar nodos ? sirve para dibujar los nodos en las coordenadas 
correspondientes dentro de la ZONA D. 
- Mostrar distancia ? si se ha elegido la distribución manual se mostrará 
el formulario 2, el cual muestra las distancias entre los diferentes nodos. 
- Mostrar LQI ? es igual que el mostrar distancia pero en este caso se 
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I.3. Demostración paso a paso de cómo utilizar el simulador 
 
Una vez vista en la figura I.1 la pantalla que aparece al arrancar el simulador, lo 
primero que se ha de hacer es elegir la configuración del escenario, para ello, 
hay que apretar al botón “Parámetros escenario”. Al apretar este botón 





Fig. I.5 Parámetros escenario 
 
 
Para completar este formulario, hay que seguir los siguientes pasos: 
 
1- Primero hay que elegir la elección de escenario, es decir, la forma en la 
que se distribuirán los nodos por el escenario. Ésta puede ser manual, 
automático o formando una figura geométrica regular. 
 
• Manual ? el usuario es el encargado de introducir las posiciones 
manualmente pero el escenario sólo tendrá un máximo de 7 
nodos. 
• Automático ? la aplicación es la que distribuye de manera 
aleatoria las posiciones de los nodos, hasta un máximo de 1000 
nodos. 
• Figura regular ? la aplicación distribuye los nodos en el 
escenario, según la figura elegida por el usuario para formar el 
clúster. Según el tamaño que se elija de escenario y de figura, se 
podrán elegir más nodos o menos, siempre sin superar los 1000 
nodos como máximo. 
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2- El siguiente paso es elegir el número de nodos que se quiere que tenga 
el escenario, este número se introduce en la casilla que hay debajo de 
“Nº Nodos” y se pulsa el botón “OK”. 
 
3- Según la elección realizada en el paso 1, el formulario varía como se 
verá a continuación. 
 
• Manual ? si se ha elegido esta opción habrá que pulsar el botón 
“Introducir posiciones” y aparecerá en la parte central del 
formulario las casillas donde se debe introducir las coordenadas 
de los nodos. En este caso se ha elegido que el escenario tenga 





Fig. I.6 Opción manual 
 
 
• Automático ? si se ha elegido esta opción aparecerá la siguiente 
figura.  
 
Anexo I                                                                                                                                                                           183 
 
 
Fig. I.7 Opción automático 
 
 
• Figura regular ? si se ha elegido esta opción aparecerá en la 
parte central del formulario las casillas donde se debe introducir el 
tamaño de las figura regular con las que se quiere formar el 





Fig. I.8 Opción figura regular 
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4- El siguiente paso a realizar es elegir el tamaño del escenario. Si se ha 
elegido la opción manual, el tamaño del escenario como máximo podrá 
ser de 600x600 dm, en caso que se haya elegido una de las otras dos 
opciones podrá ser de 632x632 dm. 
 
5- El quinto paso sería elegir si se quiere que los nodos tengan la opción 
proxy activada o desactivada. Si se elige la opción de proxy activado, se 
puede elegir el “Nº de entradas” y el “tiempo de vida” de cada entrada. 
 
6- Un paso opcional antes de pasar los datos introducidos en este 
formulario al programa principal, sería presionar al botón “Opciones 
avanzadas”. Según la elección del paso 1, varían los parámetros 
opcionales que se pueden elegir. Para pasar estos datos opcionales al 
formulario de “Parámetros escenario” hay que clicar sobre el botón 
“Aceptar”. 
 
• Manual ? en estas opciones avanzadas se puede elegir: 
? el tipo de encendido, si se quiere que sea lento o normal, 
este caso lo único que realiza es que el usuario pueda ver 
el proceso de autoconfiguración poniendo unos “sleeps” en 
los momentos en que los nodos cambian de estado cuando 
se ha elegido el lento. Por defecto será lento. 
? la potencia de emisión con la que el usuario quiere que 
transmitan los nodos, si se elige 0 dBm, los nodos tienen 
un área de cobertura de 20 metros, en cambio, si se elige 
de -10 dBm, los nodos tienen un área de cobertura de 10 
metros. Por defecto será de 0 dBm. 
? las iteraciones máximas de encendido de todos los nodos 
corresponde con el número de iteraciones máximas en el 
cual todos los nodos deben haber pasado como mínimo 
una vez del NO_ADDRESS_STATE al 
ADVERTISING_STATE. Por defecto serán de 4 
iteraciones. 
? las iteraciones entre que un nodo se enciende y se 
autoconfigura, es decir, el número de iteraciones que 
pasan desde que un nodo pasa de ADVERTISING_STATE 
a NORMAL_STATE. Por defecto serán de 7 iteraciones. 
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Fig. I.9 Opciones avanzadas “Manual” 
 
 
• Automático o Figura regular ? en estas opciones avanzadas se 
puede elegir los mismos parámetros que en el caso manual 
exceptuando el tipo de encendido que en estos dos casos 
siempre será normal. 
? la potencia de emisión por defecto será de -10 dBm. 
? las iteraciones máximas de encendido de todos los nodos 
por defecto serán de 100 iteraciones. 
? las iteraciones entre que un nodo se enciende y se 
autoconfigura por defecto serán de 75 iteraciones. 
Estos dos últimos valores por defecto son idóneos para una un 





Fig. I.10 Opciones avanzadas “Automático” o “Figura regular”  
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7- Para finalizar se le pasan los datos al formulario principal pulsando el 
botón “Empezar simulación”. 
 
 






Fig. I.11 Después de seleccionar los parámetros de escenario 
 
 
Cuando nos encontremos en esta pantalla, habrá que pulsar sobre el botón 
“Preparar simulación”, el cual lo único que realiza es cargar los datos elegidos, 
en la aplicación y mostrarlos  en la ZONA E. Como caso particular, si se ha 
elegido la opción “Automática”, también al pulsar este botón la aplicación 
asignará a los nodos las posiciones de cada uno de ellos. 
 
A continuación se muestra como queda la pantalla después de pulsar sobre el 
botón “Preparar simulación”. 
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Fig. I.12 Después de “Preparar simulación” 
 
 
Como se puede apreciar en la ZONA E aparecen los parámetros con los que 
se ha configurado el escenario. Además aparecen los botones “Calcular” y 
“Dibujar nodos”, junto con un textBox donde pone “Nombre fichero”. 
 
A continuación se puede ver lo que sucede cuando se aprieta “Dibujar nodos”. 
 
 




Fig. I.13 Después de “Dibujar nodos” 
 
 
Se puede apreciar como se han dibujado los nodos según las coordenadas 
elegidas y una línea exterior que delimita el tamaño de escenario. 
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Fig. I.14 Después de “Calcular” 
 
 
En la figura anterior se puede observar como se han dibujado unas líneas 
azules que representan a que entre esos nodos hay enlace, estas líneas sólo 
se dibujan en caso que sea “Manual” o “Figura regular”. Además ha aparecido 
un nuevo botón “Iniciar simulación”, el cual sirve para iniciar el proceso de 
autoconfiguración. Antes de apretar sobre este botón, hemos introducido en el 
textBox el nombre con el cual queremos que la aplicación nos guarde los 
resultados que se obtendrán durante el proceso de autoconfiguración. 
 








Fig. I.15 Después de “Iniciar autoconfiguración” 
 
 
Una vez finalizada la autoconfiguración y almacenados todos los datos, 
aparecerá la ventana que se ve en la figura anterior indicándolo.  
 
A continuación se mostrará un ejemplo de lo que se vería en la pantalla según 
si la elección seleccionada es: “Manual”, “Automático” o “Figura regular”.  
 
La elección “Manual” es la que se ha utilizado en el ejemplo para explicar los 
pasos que se han de seguir para la simulación así que ya no se repetirá, pero 
este caso tiene dos opciones únicas que son la de “Mostrar distancia” y 
”Mostrar LQI”, que se pueden seleccionar una vez clicado el botón “Calcular”. 
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Fig. I.17 Muestra el LQI de los enlaces 
 
 
Para el caso “Automático” se vería la siguiente pantalla. 
 









Fig. I.19 Pantalla después de la simulación en el caso “Figura regular”
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A continuación mediante una serie de casos muy sencillos, se mostrará el 
correcto funcionamiento del simulador. Cada caso tendrá una pequeña 
explicación en la cual se explica en que consiste el caso, un pequeño dibujo 
extraído del simulador el cual representa la situación de los nodos (una línea 
azul entre dos nodos quiere decir que hay enlace entre ellos, por el contrario, si 
no hay línea, no hay enlace) y una tabla con los mensajes que ha enviado y 
recibido cada nodo y el estado en que se encontraba. Por último se dirá si el 
resultado obtenido es el que se esperaba pero cabe decir que el resultado ha 
sido positivo en todos los casos. 
 
Se dividirán los casos según la función que se quiere demostrar que funciona, 
como puede ser el envío de mensajes, el merging, el proxy, etc. 
 
Para finalizar esta introducción sólo falta decir que el valor tconfigure con el que se 
han realizado las pruebas es 8. 
 
 
J.1. Envío y recepción de mensajes AREQ 
 
En estos casos se quiere demostrar el correcto funcionamiento de envío y 
recepción de mensajes AREQ cuando el nodo se encuentra en 
ADVERTISING_STATE o NORMAL_STATE. 
 





Fig. J.1 Escenario 1 
 
 
Tabla J.1. Resultados del escenario 1 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 0 0 1 0 0 0 0 
2 1 0 0 1 0 0 0 0 
 
RESULTADO: OK 
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• Dos nodos con conectividad entre ellos, el nodo 1 se enciende y se 





Fig. J.2 Escenario 2 
 
 
Tabla J.2. Resultados del escenario 2 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 1 0 0 0 1 0 0 












Fig. J.3 Escenario 3 
 
 
Tabla J.3. Resultados del escenario 3 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 0 0 2 0 0 0 0 
2 1 0 0 2 0 0 0 0 
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• Tres nodos pero sólo el nodo 2 tiene conectividad con sus vecinos y los 




Fig. J.4 Escenario 4 
 
 
Tabla J.4. Resultados del escenario 4 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1  1  0 0  1 0  0 0 0 
2 1  0  0  2 0 0 0 0 






• Tres nodos pero sólo el nodo 2 tiene conectividad con sus vecinos, 
primero se enciende el nodo 2, se autoconfigura, y posteriormente se 





Fig. J.5 Escenario 5 
 
 
Tabla J.5. Resultados del escenario 5 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 0 0 2 0 0 0 0 
2 1 2 0 0 0 0 0 0 
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Fig. J.6 Escenario 6 
 
 
Tabla J.6. Resultados del escenario 6 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 0 0 2 0 0 0 0 
2 1 0 0 2 0 0 0 0 
3 1 0 0 2 0 0 0 0 
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• Cuatro nodos, el nodo 2 se enciende en la iteración 0, se autoconfigura, 





Fig. J.7 Escenario 7 
 
 
Tabla J.7. Resultados del escenario 7 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 0 0 3 0 0 0 0 
2 1 2 0 0 0 2 0 0 
3 1 0 0 2 0 0 0 0 











Fig. J.8 Escenario 8 
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Tabla J.8. Resultados del escenario 8 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 0 0 0 0 0 0 0 






J.2. Envío y recepción de mensajes, forzando direcciones 
tentativas iguales 
 
En estos casos se quiere demostrar el correcto envío de los mensajes según el 
estado en que se encuentra el nodo y como los nodos implicados realizan otro 
nuevo proceso de autoconfiguración, como ver también que el camino que 
realiza el AREP es el mismo que por donde ha ido el AREQ. 
 
• Dos nodos con conectividad entre ellos, que se encienden en la misma 





Fig. J.9 Escenario 9 
 
 
Tabla J.9. Resultados del escenario 9 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 2   0 0   2 0  0   0 0  
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• Dos nodos con conectividad entre ellos, el nodo 1 se enciende en la 
iteración 0 y el nodo 2 en la iteración 2 y con la misma dirección tentativa 





Fig. J.10 Escenario 10 
 
 
Tabla J.10. Resultados del escenario 10 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1  2  0 0 1   0   0 0  0  






• Dos nodos con conectividad entre ellos, el nodo 1 se enciende en la 
iteración 0 y el nodo 2 en la iteración 8 y con la dirección tentativa igual, 





Fig. J.11 Escenario 11 
 
 
Tabla J.11. Resultados del escenario 11 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1  1  1  1 0   0 2 0 0 
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• Tres nodos con conectividad entre ellos, se encienden en la misma 





Fig. J.12 Escenario 12 
 
 
Tabla J.12. Resultados del escenario 12 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 2  0 0 3 0  0 0 0 
2 1 0  0 4 0 0 0 0 






• Tres nodos pero solo el del medio tiene conectividad con sus vecinos (se 
enciende primero nodo 2, se autoconfigura y se encienden nodo 1 y 





Fig. J.13 Escenario 13 
 
 
Tabla J.13. Resultados del escenario 13 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 2 0 0 4 0 0 0 0 
2 1 4 0 0 0 4 0 0 
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• Cuatro nodos, los nodos 1, 2 y 3 se encienden en la iteración 0 y se 
autoconfiguran, en la iteración 8 se enciende el nodo 4 con la misma 
dirección tentativa que el nodo 1. 
Objetivo: demostrar que el AREP vuelve por el camino por donde 





Fig. J.14 Escenario 14 
 
 
Tabla J.14 Resultados del escenario 14 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 1 1 2 0 2 2 0 
2 1 2 1 1 0 2 1 1 
3 1 2 0 1 0 2 1 0 










El merging es un fenómeno que sucede cuando dos redes distintas se unen 
y había nodos que en su red antigua tenían direcciones únicas pero al 
unirse las redes hay duplicaciones. 
 
 
• Tres nodos pero sólo el nodo 2 tiene conectividad con sus vecinos, los 
tres nodos se encienden en la misma iteración y el nodo 1 y 3 con la 
misma dirección tentativa. 
En este caso no se han unido redes diferentes pero cuando los nodos se 





Fig. J.15 Escenario 15 
 
 
Tabla J.15. Resultados del escenario 15 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1  0 0 1 0  0 0 0 
2 1 0  0 2 0 0 0 0 








Mediante estos ejemplos se quiere demostrar el correcto funcionamiento del 
proxy, siempre y cuando el número de entradas de la caché sea mayor que 
0. 
 
• Tres nodos pero solo el nodo 2 tiene conectividad con sus vecinos, se 
encienden el nodo 1 y 2 en iteración la 0 y se autoconfiguran, y el nodo 3 
se enciende en la iteración 8. Se fuerza a que el nodo 1 y 3 empiecen 
con la misma tentativa. 
Objetivo: Como el nodo 2 tiene guardada en su caché la dirección del 
nodo 1, ya le contesta él al nodo 3 con un AREP sin reenviar el AREQ. 




Fig. J.16 Escenario 16 
 
 
Tabla J.16. Resultados del escenario 16 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 1 0 0 0 1 0 0 
2 1 1 1 1 0 2 1 0 






• Cuatro nodos, el nodo 1 se enciende en la iteración 8, el nodo 2 en la 0, 
el 3 en la 8 y el nodo 4 en la 20. El nodo 1 y 4 empiezan la 
autoconfiguración con la misma tentativa. 
Objetivo: demostrar que el nodo 2 tiene guardada en caché la tentativa 
del nodo 1, y cuando recibe la tentativa del nodo 4, envía directamente 





Fig. J.17 Escenario 17 
 
 
Tabla J.17. Resultados del escenario 17 
 
Mensajes enviados Mensajes recibidos Número 
de nodo Advertising Normal Advertising Normal 





1 1 2 0 0 0 2 0 0 
2 1 2 1 1 0 3 2 0 
3 1 2 1 1 0 2 1 1 
4 2 0 0 2 1 0 0 0 
 
 
RESULTADO: OK  
