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Cílem této diplomové práce bylo vytvořit webovou aplikaci pro firmu AVG Technologies. Aplikace 
má za úkol zobrazit informace ze souboru obsahujícího záznamy o podezřelých hodnotách registrů a 
tím zefektivnit práci technické podpory. S vytvořením návrhu aplikace bylo spojené získání přehledu 
o počítačových hrozbách a útocích. Práce vysvětluje pojem malware a popisuje jeho základní druhy 
jako jsou viry, červi nebo trojské koně. Dále je popsána historie a vlastnosti jazyka ASP.NET a PHP, 
webová služba Virus Total a Internetová informační služba. Výsledná aplikace je nasazená v reálném 
provozu a připravená k dalším rozšířením o nové zdroje informací. 
 
Abstract 
Presented thesis aims to develop web-based application for AVG Technologies. The application is 
supposed to bring in every suspicious information from a file, which has been gained from customer's 
registers, and make customer support more effective and efficient. Designing the application was 
tightly binded with obtaining an overview of computer threats and attacks. The thesis describes and 
explains malware and its basic types such as virus, worm, trojan horse, etc. History and features of 
ASP.NET, PHP, Virus Total web service and Internet Information Service are described as well. 
The result of the thesis, the application itself, is deployed in real enviroment and ready to be updated 
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1 Úvod 
Lidé se dají rozdělit dvě velké skupiny - na ty, kteří se snaží žít poctivě a na ty, kteří se na poctivosti 
druhých snaží vydělat a znepříjemnit jim život. Na toto téma bychom mohli vést nekonečnou diskusi, 
proto se v diplomové práci zaměříme na část hrozeb a možných zneužití ve světě informačních 
technologií. Od vzniku prvních počítačů již pár desítek let uběhlo a čím víc se možnosti využití těchto 
strojů rozšiřují, tím více důležitých a osobních informací obsahují. Tyto informace jsou velikým 
lákadlem pro zmíněnou druhou skupinu populace. Snahy o napadení či poškození počítačů jsou 
zaznamenávány od jejich vzniku. S příchodem Internetu však hrozby nabraly úplně nový rozměr, 
valná většina počítačů je přístupná z celého světa a vystopování útočníka se stalo velice obtížným. 
 Existuje mnoho způsobů, jak omezit uživatele při jeho každodenní činnosti na počítači. 
V kapitole 2.1 se seznámíme s možnými počítačovými útoky a hrozbami, také je vysvětlen rozdíl 
mezi slovy hacking a cracking a možný postup při pokusu o útok. Kapitola také popisuje pojem 
malware a jeho hlavní druhy, jako například počítačový virus či červ, trojský kůň nebo hrozeb typu 
spyware, adware, phising, ap. Před těmito hrozbami je možné se bránit pomocí nejrůznějších 
programů, mezi které patří například antiviry a firewally. Jednou z firem, která se vývojem 
a distribucí takových aplikací zabývá je společnost AVG Technologies. Ta poskytuje ke svým 
programům i služby technické podpory, pro níž bude navržena webová aplikace, které se věnuje tato 
diplomová práce. 
 Ve společnosti existovala aplikace, která měla obdobný úkol jako ta navrhovaná, ale 
s postupem času se stala zastaralou a nevhodnou k dalším rozšířením, viz kapitola 2.2. Aplikace 
navrhovaná v této práci tedy staví na zkušenostech, získaných při používání předchozí verze 
a implementuje požadavky dnešní doby s možností snadného rozšíření prvků, které by se v budoucnu 
ukázaly jako potřebné. Webová aplikace má za úkol načíst záznamy o souborech ze souboru 
získaného od uživatele, dohledat k nim podrobnější informace z interních databází společnosti 
a pomocí webové služby Virus Total a tyto informace přehledně zobrazit ve webovém prohlížeči. 
Pokud by tyto informace byly nedostačující pro správnou analýzu vzorku, umožňuje aplikace 
exportovat potřebné údaje, sloužící jako vstupní soubor pro diagnostický nástroj Avgdiag. Návrhu, 
implementaci a testování aplikace je věnována kapitola 3 a 4. 
 Při výběru implementačního prostředí se nabízela možnost použití jazyka PHP, o kterém se 
píše v kapitole 2.4, nebo jazyka ASP.NET, jehož historie, hlavní znaky a vlastnosti jsou popsány 
v kapitole 2.5. Jeden z požadavků zadavatele byla funkčnost na IIS systému Microsoft Windows 
Server 2008 64bit. Jednotlivým verzím internetového informačního systému se věnuje kapitola 2.7. 
Po zvážení všech kladů a záporů obou jazyků je nakonec použit ASP.NET s využitím vývojového 
prostředí Microsoft Visual Studio 2010.  
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 Vývoj projektu započal již v létě loňského roku, kdy bylo potřeba si nejdříve osvojit techniky 
jazyka ASP.NET, následně získat veškerá potřebná data k návrhu aplikace a během podzimu provést 
implementaci. Této části vývoje se věnovala již má semestrální práce. Během prvního čtvrtletí 
letošního roku probíhalo postupné testování celé aplikace a následné nasazování v reálném prostředí 
firmy. Jelikož jsem se musel nejprve seznámit s jazykem ASP.NET, trvala implementace aplikace 
déle než by tomu pravděpodobně bylo při použití PHP, pokud bych se měl nyní opětovně rozhodnout, 
přiklonil bych se ke druhé možnosti. Velkým přínosem práce bylo seznámení se s jednotlivými typy 
útoků a uvědomění si rozdílů mezi nimi. 
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2 Přehled současného stavu 
Při práci na počítači připojeném k internetu může docházet k nejrůznějším útokům a hrozbám, které 
mohou způsobit škody menšího i většího rázu nebo jen omezovat uživatele v práci. Těmto situacím je 
možné předejít použitím softwaru k tomu vytvořenému a opatrností uživatele počítače. 
 V dnešní době se před zmiňovanými hrozbami můžeme bránit pomocí firewallu, antiviru a 
jiných dostupných produktů. Mnoho firem také nabízí takzvané "Internet security" aplikace, které 
jsou tvořeny složením několika ochranných programů v jeden. Základním hrozbám a útokům je 
věnována kapitola 2.1. 
 Software, který chrání počítač ovšem není všemocný a zákazníkovi se může zdát, že s jeho 
počítačem není něco v pořádku a je nejspíše infikován. V tomto případě kontaktuje zákaznickou 
podporu, která ho navede k vytvoření a následnému odeslání souboru s informacemi o registrech 
a potřebných souborech k identifikaci hrozby. Osoba na zákaznické podpoře musí tento soubor vzít 
a vyhledat si k jednotlivým záznamům další informace na internetu a v interních databázích firmy. 
Jelikož nepracuje s fyzickou verzí souboru, nemusí být záznam a informace k němu dohledané 
dostačující pro správnou identifikaci vzorku. V tomto případě je potřeba k vybraným souborům získat 
od zákazníka další data, k tomu slouží diagnostický nástroj Avgdiag. Při větším množství souborů je 
ovšem vyhledávání podrobností a další činnosti vedoucí k analýze velice zdlouhavé. Ve firmě sice 
existuje program, který slouží k zobrazení získaných dat, v dnešní době je však již zastaralý a 
s nedostačující funkčností. Jeho úprava by byla neefektivní a zbytečně komplikovaná, proto bylo 
rozhodnuto k vytvoření aplikace nové. 
 Webová aplikace poběží na serveru Windows Server 2008 64bit. Ze získaného logu načte 
informace o souborech a k nim dohledá detailnější informace jednak z interních firemních databází, 
kterým je věnována kapitola 3.3.1 a také pomocí API společnosti Virus Total, viz. kapitola 3.3.2. 
O některých souborech se nemusí najít potřebné informace ve vyhledávaných zdrojích, potom je 
potřeba získat dodatečná data k jejich správnému rozpoznání. Tato dodatečná data se od zákazníka 
získají pomocí nástroje Avgdiag, který pro svůj běh vyžaduje vstupní seznam cest k souborům. Více 
k tomuto skriptu v kapitole 3.3.3.  
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2.1 Počítačové hrozby a útoky 
V dobách kdy ještě internet nebyl masově rozšířen mezi uživatele a nebyl každodenně využíván 
většinou populace, hrozila možnost napadení počítače ve větší míře jen za použití přenosných médií, 
jako diskety, USB paměti nebo CD. Jednalo se o útoky typu zašifrování dat na disku a vyžadování 
výkupného za jeho odšifrování nebo jiná omezení napadeného v práci. Ochrana před takovými útoky 
byla značně jednodušší, než v dnešní době, kdy má k počítači s internetovým připojením přístup 
kdejaký lehce ovlivnitelný nebo nepozorný jedinec. Velké množství lidí používá internetové 
bankovnictví ke správě svých financí a také k bezhotovostním platbám u internetových obchodů. 
S tím je také spojeno zvýšené množství útočníků, kteří za lehce přístupnými informacemi vidí nemalé 
zisky. 
 V této kapitole jsou popsány možnosti napadení počítače. Jak tomu bylo v minulosti a jaké 
možnosti se útočníkům naskytli v dnešní době rapidního rozšíření internetu, příchodu chytrých 
mobilních přístrojů a sociálních sítí. V problematice počítačových útoků se vyskytuje několik výrazů, 
které by bylo dobré si pro pochopení tématu vysvětlit, jedná se o pojmy hacking a cracking. Veřejnost 
z důvodu vlastní nevědomosti tyto pojmy často zaměňuje. 
2.1.1 Definice pojmů hacking a cracking 
Hacker, neboli člověk zabývající se provozováním hackingu, je programátor nebo specialista 
s výbornou znalostí daného systému schopný si takový systém upravit nebo využít jeho funkcí pro 
uspokojení vlastních potřeb. Hackeři jsou také označování jako tzv. White hat (volný překlad "člověk, 
který má pod kloboukem jen dobré myšlenky"). Hacking je pojem představující „neoprávněný průnik 
do počítačového systému a jeho zneužití, krádež nebo poškození dat." [1]  Dnes by se dala tato 
definice rozšířit o to, že hacker není jen ten, kdo počítač zneužije nebo poškodí, ale stačí když do 
systému jen pronikne. Jeden z prvních případů hackingu je uváděna sabotáž, kdy nespokojený 
zaměstnanec pomocí magnetu poškodil pásky s uloženými daty. S hackingem je úzce spojen pojem 
phreaking, což je nelegální napojení na telefonní linku s cílem volat zadarmo nebo odposlouchávat 
cizí hovory. Takové zneužívání linek se začalo objevovat v 70. letech, kdy například John Draper, 
známý pod pseudonymem Captian Crunch, za použití píšťalky přidávané k balení cereálií 
Cap’n Crunch objevil1, že při zakrytí určitých dírek píšťalka vydává zvuk o frekvenčním tónu 
2600 Hz a tento tón způsobil odblokování telefonní sítě AT&T pro meziměstské hovory a umožňoval 
telefonovat zdarma. 
 Dalším pojmem, co bývá často zaměňován s hackingem je cracking. Cracking by se dal 
definovat[1] jako „postup určité úpravy softwaru (např. změna umožňující spuštění hry i bez 
                                                     
1
 http://pcworld.cz/ostatni/galerie-nejlepsich-hackeru-historie-1-dil-4549 
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originálního CD) bez užití zdrojových kódů programovacího jazyka, v němž byl daný program 
naprogramován.“ Cracker je tedy programátor, který na rozdíl od hackera, získané informace 
o slabinách systému využívá ke kriminální činnosti nebo pro svůj osobní prospěch, označován je také 
jako Black hat (volný překlad "člověk, který má postranní úmysly"). Vedle White hat (pronikání 
do systému nevyužívají pro vlastní prospěch) a Black hat (chyby se snaží využít pro vlastní prospěch, 
nejčastěji finanční) existují ještě tzv. Gray hat, kteří se pohybují takzvaně na hraně a snaží se zvýšit 
bezpečnost systémů zveřejňováním jejich chyb a vydáváním programů, které tyto chyby využívají, 
tzv. exploity. 
2.1.2 Postup útoků 
Podobně jako se softwarové inženýrství určuje jednotlivé postupy při vývoji a nasazení informačního 
systému, i v případě vytváření útoků se postupuje v určitých fázích. Hlavní rozdělení útoků by se dalo 
označit na útoky "naslepo" a cílené útoky. Tyto dva způsoby se často prolínají nebo jeden předchází 
druhému. 
 Při útoku "naslepo" dochází k zasažení velikého množství počítačů, kdy útočníkovi nezáleží 
na tom, koho napadl. Z takovýchto strojů potom získává data, která nejprve musí vyhodnotit a získat 
z nich použitelné informace, pomocí kterých může následně provést již cílený útok. 
 Druhou oblastí je již zmíněný cílený útok, takový útok je podstatně složitější a vyžaduje 
přípravu. Útočník nejprve musí získat informace o napadeném, ať už pomocí slepého útoku, 
skenováním portů nebo jinými cestami. „Skenování portů (port scanning) je způsob, jakým lze zjistit, 
jaké porty jsou otevřené a přijímají spojení."[3]. Většina služeb běží na standardních portech 
a útočník pomocí nich může odhalovat spuštěné služby. Nejjednodušší formou skenování portů je 
pokus otevřít TCP spojení na všech možných portech cílového systému 
 Přes takový otevřený port potom útočník může zjistit službu, která na něm běží a s využitím 
jejich bezpečnostních nedostatků zacílit útok. Proti takovému chování se snaží bojovat firewall, který 
časté pokusy o spojení detekuje jako útok a další komunikaci zablokuje. Jinými cestami pro získání 
informací je myšleno například v dnešní době velkého rozšíření sociálních sítí získávání osobních 
informací z těchto sítí, informací jako jsou záliby, přátelé, rodinní příslušníci, denní chování 
a v podstatě se vžít do takové osoby a odhadnout jeho chování. Dalším nedostatkem počítačů může 
být slabé zabezpečení. Koncem roku 2010 používalo internet přes dvě miliardy lidí.2 A to je číslo 
odpovídající počtu potencionálně napadnutelných osob, které se používáním internetového 
bankovnictví, platbou kreditní nebo debetní kartou přes internet stávají velikým lákadlem pro 
útočníky. 
                                                     
2
 http://pctuning.tyden.cz/index.php?option=com_content&view=article&id=20001&catid=1&Itemid=57 
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2.1.3 Malware 
Malware je výraz, který vznikl složením anglických slov "malicious" a "software", v překladu 
znamená zákeřný program. Tento program je navržen tak, aby bez souhlasu majitele vnikl do jeho 
počítače, kde se může projevovat různými způsoby, nepřátelsky, rušivě nebo obtěžovat. Malware 
může být definován různě, například v knize Mojmíra Krále je definice následující: „Pojem malware 
se vžil pro označení jakýchkoli škodlivých (nežádoucích) programů, které se (většinou) bez vědomí 
uživatele dostaly do jeho počítače.“[3] Software braný jako malware nemá nějaké zvláštní rysy, spíše 
je hodnocen podle záměru tvůrce. V právu je malware známý jako počítačový odpad. Malware 
neoznačuje vadný software, nýbrž software, který obsahuje záměrně škodlivé chyby. Některé druhy 
malware mají společné znaky, jako příklad bych uvedl počítačové viry, trojské koně, spyware, 
adware, scareware, crimeware, rootkity, aj., kterým se budeme věnovat v následujícím textu. 
Počítačový virus 
Počítačový virus je program, který se bez vědomí uživatele dokáže rekurzivně šířit a spolu 
s počítačovými červi patří mezi nejpoužívanější typ malwaru. Program je schopný infikovat další 
programy a modifikovat je tak, aby obsahovaly kopii jeho samotného. Virové útoky se zaměřují na 
infikaci souborů nebo systémových prvků. Virus samotný se nedokáže spustit a šířit, vyžaduje k tomu 
hostitele, kterým může být například spustitelný soubor, systémová oblast disku nebo soubory, které 
lze obsloužit za použití specifických aplikaci (dokumenty sady Microsoft Office nebo skripty). 
Ve chvíli kdy je spuštěn hostitel, vykoná i virus svou práci. 
Počítačoví červi 
Počítačový červ je označení pro virus pracující na nižší síťové úrovni ve formě síťových paketů. Tedy 
program, který se šíří pomocí sítě, a na straně uživatele se většinou spouští automaticky, nebo 
s pomocí uživatele, kdy se jedná o červi šířící se pomocí elektronické pošty. Červ lze sice považovat 
za podtřídu virů, ale na rozdíl od nich se většinou šíří samostatně. Šíření pomocí paketů může 
probíhat následovně. Jmenované pakety jsou směrovány již od úspěšně infikovaného systému na další 
systémy v síti Internet (ať už náhodně, nebo dle určitého klíče). Pokud takový paket dorazí k systému 
se specifickou bezpečností dírou, může dojít k jeho infekci a následně i k produkci dalších „červích“ 
paketů. "Šíření červa je tedy postaveno na zneužívaní konkrétních bezpečnostních děr operačního 
systému, úspěšnost pak od rozšířenosti daného softwaru obsahující zneužitelnou bezpečnostní 
díru."[5] Když vynecháme problémy jaké může počítačový červ způsobit například poškození 
souborů, získávání osobních dat nebo jiné činnosti způsobující neplnohodnotné využívání počítače, 
vyskytuje se ještě jeden z problémů a to zatížení sítě, způsobeném šířením červa. 
 Mezi základní druhy počítačových červů patří červi rozesílající e-maily a to buď jednotlivě, 
například při odesílání e-mailu uživatelem, a nebo hromadně, kdy virus odesílá značné množství 
emailů. Dalším druhem červů jsou tzv. chobotnice, kdy je virus tvořen větší sadou programů a každý 
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se nachází na jiném počítači v síti. Mezi počítačové červi patří i králík, což je druh viru, který se 
vyskytuje v jeden okamžik právě v jedné kopii sama sebe a ta se pohybuje po jednotlivých počítačích 
v síti. 
Nejznámějšími červi jsou například Win32/SQLSlammer3, I Love You (také VBS/Loveletter)4, 
Blaster a Sasser. SQLSlammer využívá bezpečnostní chyby databázového serveru Microsoft SQL 
Server. Červ se šířil přes UDP portem 1433 a 1434 a způsobil chybu přetečení zásobníku, tím došlo 
ke spuštění kódu červa, ten se uložil v paměti a rozesílal další pakety na náhodné IP adresy. Jedná se 
o útoky typu DDoS (Distributed Denial of Service). I Love You je červ vytvořený v jazyce VBScipt. 
Ve chvíli, kdy uživatel spustil tento skript, rozeslal se červ na adresy uložené v adresáři aplikace 
Microsoft Outlook, dále napadl systémové registry systému Windows a spustil program na pozadí, 
který prohledával hledal v počítači čísla a hesla kreditních karet a odesílal je zpět útočníkovi. Červ 
způsobil velké škody protože některé organizace musely odstavit své servery, aby je mohli 
desinfikovat. Blaster a Sasser způsobovali oznámení s minutovým předstihem a následné restartování 
systému. 
Zadní vrátka 
Backdoor[5], neboli zadní vrátka, je název pro škodlivý kód, který je obsažen v nějaké aplikaci nebo 
službě a umožňuje útočníkovi převzít vzdáleně kontrolu nad napadeným počítačem bez jeho vědomí. 
Často se jedná o aplikaci typu klient-server, kdy klientská část je na straně útočníka, který si stahuje 
informace ze serverové části, ta je umístěna v počítači napadeného. 
Logické bomby 
Logická bomba může být škodlivý kód obsažený v běžném programu a v předem definovanou chvíli 
(specifické datum, určitý počet spuštění, aj.) provede činnost, která má za úkol například poškodit 
systém nebo vymazat data na disku. Logické bomba může také využívat ke své činnosti viry, červy a 
trojské koně, kdy se aplikace obsahující bombu pomocí viru přenese do počítače a trojský kůň ji při 
nějaké příležitosti aktivuje. Odhalit logickou bombu je velmi složité, protože pokud je zahrnuta 
v kódu, nikdo kromě programátora o ní nemá ponětí a jelikož se jedná o jednorázovou akci, dobře 
implementovaná bomba v podobě aplikace se po svém útoku odstraní ze systému. 
Trojský kůň 
Trojský kůň je škodlivá aplikace, která se není schopna automaticky šířit. Ke svému šíření využívá 
obelstění uživatele nějakou akční nabídkou, kdy se po kliknutí na ni spustí samotný trojský kůň. 
"Odtud společně se skutečností, že trojan není připojen k žádnému hostiteli plyne, že jedinou formou 
dezinfekce je odmazání dotyčného souboru."[5] Útočníkovi umožňuje vzdálený přístup 
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k infikovanému počítači, kdy po instalaci trojského koně může provádět různé operace, které jsou 
však omezeny úrovní uživatelských práv na napadeném počítači. Tento typ útoku se většinou využívá 
k modifikaci souborů, krádeži osobních dat a informací o platebních kartách a heslech, ukládání 
vstupu klávesnice, který pak slouží pro odhalení zadávaných hesel. Antivirové programy chrání 
počítač před trojskými koni monitorováním chování spuštěných procesů. Z tohoto popisu plyne 
rozdělení trojských koňů do několika skupin. 
 PSW (Password-stealing trojan): trojské koně sledující stisky kláves, které ukládá a odesílá 
elektronickou poštou útočníkovi, tím může pachatel získat důležitá hesla a jiné informace 
 Destruktivní trojský kůň: program nebo dávkový soubor, který po spuštění maže data na 
disku nebo ho formátuje 
 Backdoor: některé viry obsahují i trojské koně, které při svém šíření vypouštějí na jednotlivé 
počítače 
 Dropper5: je škodlivý software nesoucí další malware a po spuštění takového programu je 
malware vypuštěn do počítače, droppery se většinou používají v začátcích nějakého útoku 
 Downloader: obdobně jako dropper se snaží šířit další škodlivý software, ten ale nenese 
s sebou, nýbrž stahuje z pevně definovaných adres na Internetu 
 Proxy trojský kůň: skrytí útočníka například při rozesílání nevyžádané pošty 
2.1.4 Další typy malware 
Vedle základních typů malware, které byly zmíněny v předcházející podkapitole, existují i další 
formy útoků, ty ale nemají za úkol daný operační systém poškodit nebo znehodnotit data, ale mají 
za úkol spíše získat od uživatelů soukromá data, jako například hesla, přístupy k internetovému 
bankovnictví, ap. 
Spyware 
Spyware je aplikace, která odesílá data z nakaženého počítače bez vědomí uživatele. Na rozdíl 
od útoku zvaného "zadní vrátka" se odesílají jen statické informace o navštívených stránkách 
a nainstalovaných programech. Spyware se využívá hlavně jako prostředek pro získání informací 
sloužících k vytvoření cílené reklamy. 
Adware 
Adware není přímo škodlivý software, je to označení pro obtěžující aplikace, jako jsou vyskakovací 
pop-up okna, stále se opakující reklama, ikony v oznamovací oblasti, změna domovské stránky 
v prohlížeči a jiné. Rozdíl mezi spyware a adware je v tom, že spyware získá informace o uživateli a 
na základě toho pak může být na uživatele přímo zacílen adware útok. Adware se většinou instaluje 
                                                     
5
 http://www.symantec.com/security_response/writeup.jsp?docid=2002-082718-3007-99 
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za vědomí uživatele, například během instalace freeware aplikací, kdy se povolením instalace adware 
zpřístupní uživateli větší množství funkcí programu. 
Crimeware 
Crimeware je škodlivá aplikace s cílem finančního zisku. V minulosti se projevoval například útokem 
na počítač, kdy majiteli zašifroval veškerá data na pevném disku a útočník vyžadoval výkupné 
za jeho odšifrování. V dnešní době se jedná o programy sloužící k internetové kriminalitě, jako je 
rozesílání spamů, odcizování důvěrných dat, monitorování systému a krádeži přístupových hesel. 
Spam 
Spam, neboli nástroj pro hromadnou poštu. "Spammeři" jsou většinou lidé, kteří rozesílají miliony 
emailů najednou pomocí nástrojů pro hromadnou poštu. V dnešní době není spamem postižena jen 
elektronická pošta, ale s rozšiřující se oblibou diskusních fór, sociálních sítí a instant messagingu 
(alternativní český výraz zatím neexistuje) se útočníci zaměřují právě na tyto druhy komunikace a 
nabízejí uživatelům neuvěřitelné výhry, zájezdy, pochybné finanční transakce v jejich prospěch, 
nabídky zázračných léků, atd. 
Základní skupiny spamu jsou: 
 UCE - nevyžádaná obchodní elektronická pošta; vytvářena skutečnými firmami k oslovení 
potencionálních zákazníků 
 NCE - neodpovídající obchodní elektronická pošta; skutečné firmy oslovují zákazníky i poté, 
co byly požádány o ukončení zasílání pošty 
 Producenti seznamů - spammerské skupiny, vydělávající distribucí seznamů s emailovými 
adresami 
 Scam - největší část spamu využívající oklamání uživatelů k získání finančních prostředků; 
mezi podskupiny scamu patří malware a phising 
Phising 
Phising[2], neboli podvodný email, je případ, kdy se útočník snaží odesláním falšovaného emailu 
napodobit legální instituci s úmyslem zjištění důvěrných informací o příjemci zprávy. Tento email 
většinou navede uživatele k návštěvě nějaké falšované webové stránky, která má design legitimní 
společnosti a na těchto stránkách vyžaduje vyplnění údajů, například čísla platebních karet, hesla 
k internetovému bankovnictví, ap. To vše za účelem nelegálního finančního zisku. 
Druhou možností phisingu je malware, kdy útočník získá důvěrná data ukládáním vstupu 
z klávesnice. Rozdíl oproti emailovému phisingu je v tom, že útočník takto získaná data musí teprve 
analyzovat a přidat jim kontext, u e-mailu má ihned data, která může aplikovat na provedení 
podvodu. 
  11 
Mezi nejčastější využití phisingu patří podvržení elektronických zpráv od bank. V České 
republice patří k největším případům útok na klienty Citibank z roku 2006. Na obrázku 2.1 je vidět 
jak vypadala taková zpráva. Vysvětlení jeho funkce dle serveru hoax.cz. "U tohoto podvodu bylo 
využito nového triku, tzv. "smart redirection", co se dá přeložit jako "chytré přesměrování". Odkaz v 
podvodném e-mailu odkazuje na místo, kde je umístěn "inteligentní směrovač", který oběť přesměruje 
na některý z mnoha nastražených podvodných webů.6 
 
 
Obrázek 2.1 - Phisingový útok na klienty Citibank7 
Dialer 
Dialer je aplikace, která nic netušícího uživatele vytáčeného modemového připojení k Internetu 
přesměruje na vytáčení čísla se speciální tarifikací, která je několikanásobně dražší. Při detekci 
takového dialeru vzniká problém, zda se skutečně jedná o nevědomé přesměrování nebo uživatel 
navštěvuje stránky které jsou legálně publikovány s vyšší tarifikací. Dialer útoky se týkaly pouze 
analogových telefonních linek, v dnešní době pevného připojení a ADSL už nemají své opodstatnění. 
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Tracking cookies 
Tracking cookies neobsahují škodlivý software, jde pouze o textové soubory, které přímo neohrožují 
napadený počítač. Slouží pouze k monitorování pohybu uživatele po internetu, analýze jeho návyků a 
navštěvování stránek. Na základě toho pro něj připraví upravenou webovou stránku. Na této stránce 
potom může být uživatel vyzván k vyplnění osobních informací, které jsou předány webovému 
prohlížeči jako cookie soubor a na základě kterých server zobrazí uživateli upravený obsah stránek. 
Rootkit 
Rootkit je aplikace, která skrývá svou přítomnost na počítači pomocí nižších vrstev operačního 
systému (změny v registrech Windows, ...) a tím je špatně detekovatelná pomocí běžných 
bezpečnostních programů. Termín "rootkit" vznikl složením slov "root" a "kit", kdy "root" označuje 
administrátorská práva systému a "kit" říká, že se jedná o sadu složenou z více nástrojů. Máme dva 
typy rootkitů, korektní a škodlivý. Korektní rootkit může být instalován jako součást legitimní 
aplikace nebo ovladačů. Škodlivý rootkit se do počítače dostává nejčastěji pomocí trojského koně, 
emailové přílohy nebo instalací falešných doplňků pro správné zobrazení webové stránky. 
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2.2 Předcházející zastaralá aplikace 
V minulosti se ve společnosti AVG Technologies používala podobná webová aplikace napsaná 
pomocí CGI v Perlu, vysvětlení pojmu CGI viz. kapitola 2.3. Její funkčnost byla obdobná jako v nově 
navrhované aplikaci. Ze souboru získaného od zákazníka načíst informace k jednotlivým záznamům a 
z databáze Virdat a z dalších zdrojů na internetu jako je Google8, Hijackthis databázi souborů9, 
informace o registrech Windows
10
, databáze souborů Windows11, aj. Některé zdroje ovšem časem 
přestaly být aktivní nebo informace z nich už nebyly potřebné pro účely uživatele. Ukázka vstupního 
formuláře starší aplikace je na obrázku 2.2 a výstupní tabulka na obrázku 2.3. 
Jelikož požadavky na novou funkčnost aplikace byly značně rozdílné od toho, co stará aplikace 
obsahovala, bylo by pouhé upravení kódu komplikované a neefektivní. Nová aplikace bude mít 
podobnou funkčnost jako předcházející, ovšem informace bude získávat z naprosto jiných zdrojů, 
které se navíc mohou v budoucnu měnit. 
 
 
Obrázek 2.2 - Vstupní formulář staré aplikace 
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Obrázek 2.3 - Formátovaní výstupních informací staré aplikace 
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2.3 Common Gateway Interface 
CGI, zkratka anglického Common Gateway Interface, je standard definující komunikační 
prostředky mezi webovým serverem a externími aplikacemi, nazývající se CGI skripty. Princip 
funkčnosti popisuje na obrázku 2.4. 
 
 
Obrázek 2.4 - Klient - Server - CGI 
 
Klient odešle na server žádost o určitou stránku, server určí, jaký CGI skript má tento 
požadavek obsloužit a připojí k datům získaných od klienta další specifické údaje obsahující 
informace o serveru a klientovi, tyto specifické údaje nazýváme proměnné prostředí. CGI skript 
zpracuje data získaná od serveru a odešle je na svůj výstup, většinou zpět webovému serveru. Výstup 
CGI skriptu je složen z částí HTTP hlavičky a HTML dokumentu. Webový server doplní chybějící 
část HTTP hlavičky a odešle výslednou stránku klientovi, který se stará o její zobrazení. Samotné 
CGI není programovací jazyk, ale jen rozhraní pro komunikaci, je tedy nezávislý na programovacím 
jazyce, nejčastější implementační jazyk je však Perl, C/C++, Python, aj. Problém CGI je 
ve výkonnosti, veškerá data jsou zpracovávaná na serveru a ten je značně zatěžován, protože skript je 
při každém požadavku opětovně spouštěn. Tento problém řeší FastCGI, který má za cíl omezit zátěž 
a režii spojenou s komunikací mezi serverem a CGI skriptem a umožnit tak zpracovávat více 
požadavků ve stejný čas, dosahuje toho tak, že se spustí jen jednou jako aplikace a potom čeká až 
budou jeho služby vyžadovány. Další nevýhodou CGI skriptů je relativně nepřehledný zdrojový kód, 
u menších projektů sice převáží tento nedostatek rychlost s jakou je možné aplikaci naimplementovat, 
u větších projektů je ovšem nepřehlednost větším problémem. Výhoda CGI aplikace je, že není 
součástí webového serveru a jeho nezávislost na vývojovém prostředí, kdy může být aplikace tvořena 
binárním programem nebo skriptem vytvořeném skriptovacím jazykem. 
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2.4 PHP: Hypertextový preprocesor 
Ve spojení s webovými aplikacemi je PHP skriptovací jazyk pro tvorbu dynamických internetových 
stránek pracujících na straně serveru. Původně zkratka znamenala Personal Home Page. Od svého 
vzniku ale PHP prošlo výraznými změnami a dnes zkratka znamená PHP: Hypertext Preprocessor 
(česky PHP: Hypertextový preprocesor).  
PHP vzniklo ze staršího PHP/FI (Personal Home Page / Forms Interpreter), produktu, který 
vytvořil Rasmus Lerdorf v roce 1995. Původně se jednalo o sadu skriptů v jazyce Perl 
pojmenovaných "Personal Home Page Tools". S přibývající funkčností napsal Rasmus rozsáhlejší 
implementaci v jazyce C, která byla schopná komunikovat s databázemi a umožňovala uživatelům 
vyvíjet dynamické webové aplikace a uvolnil její kód veřejnosti, čímž docílil většího rozšíření a také 
toho, že kód mohl kdokoli dále rozvíjet a opravovat chyby. PHP/FI obsahovalo jen některé základní 
funkce PHP, jak ho známe dnes, a syntaxí a proměnnými se spíše podobalo jazyku Perl. 
V roce 1997 vzniklo PHP/FI 2.0, opět psané v jazyce C, a získalo si přízeň tisíců uživatelů. 
I přes to, že několik lidí přispívalo svými kousky kódu k jeho vývoji, jednalo se stále o projekt 
jednoho muže. PHP/FI 2.0 bylo oficiálně uvolněno až v listopadu 1997 a bylo rychle následováno 
první alfaverzí PHP 3.0. 
PHP 3.0 vytvořil Rasmus společně s Andim Gutamansem a Zeevem Suraskim v roce 1997 jako 
kompletně přepsaný celek PHP/FI 2.0, které shledali jako nepoužitelné pro komerční účely. Oficiální 
uvolnění proběhlo až v červnu roku 1998 a do konce téhož roku si získalo na desítky tisíc uživatelů. 
Pro spojování PHP s omezeným osobním použitím (Personal Home Page), začala zkratka od této 
verze nabývat významu rekurzivního významu PHP: Hypertext Preprocessor. Veliká výhoda této 
verze bylo obrovské možnosti rozšíření například  pro práci s databázemi, API a další moduly 
vznikající s přibývajícími vývojáři. 
V polovině roku 1999 byl přestaveno nové jádro, nazvané "Zend Engine" na kterém bylo 
postavené nové, v květnu 2000 oficiálně uvolněné, PHP 4. PHP 4 je oproti verzi 3.0 navržené 
a optimalizované pro zvýšení výkonu a tím vhodnějšímu použití pro práci složitějších aplikací. 
Kromě zvýšeného výkonu přidává nová verze i další prvky jako je podpora pro mnoho webových 
serverů, HTTP session, bezpečnější zpracování vstupních dat od uživatele, aj.  
V červenci 2004 bylo uvolněno PHP 5, které běží na novém jádře Zend Engine 2.0. Mezi 
hlavní vylepšení této verze patří rozšíření podpory objektově orientovaného programování, kdy oproti 
verzi PHP 4.1 byly přidány funkce jako konstruktor, destruktor, abstraktní třídy, statické proměnné 
a metody, aj. Dalším rozšířením bylo vylepšení možnosti využití MySQL databází, vznikly například 
funkce pro multidotazování, podpora SSL připojení, připravené dotazy nebo vázané vstupní a 
výstupní parametry. Mezi další rozšíření v neposlední řadě patří nástroje spolupracující s XML, 
čistější ošetřování výjimek nebo implementace SOAP. 
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2.5 Active Server Pages 
ASP.NET, zkratka anglického Active Server Pages. NET, je rámec pro vývoj webových aplikací 
od společnosti Microsoft. ASP.NET umožňuje vývojářům vytvářet dynamické webové aplikace a 
webové služby za použití kompilovaných jazyků jako je C# nebo VB.NET. Ulehčení práce při vývoji 
aplikací poskytuje nástroj společnosti Microsoft zvaný Visual Studio. 
2.5.1 Historie ASP 
Microsoft Active Server Pages je jádro pro dynamické generování webových stránek pomocí 
skriptů které běží na serveru. První veřejná beta verze byla uvolněna v říjnu 1996 jako aktualizace 
IIS 2.0 (Internet Information Server, viz. kapitola 2.7), běžícím na Windows NT 4.0. Postupem času 
se ASP vyvinulo až po verzi 3.0, kterou podporují IIS dodnes. ASP stránky jsou většinou psány 
pomocí skriptovacího jazyku VBScript, JScript (implementace ECMAScript společnosti Microsoft) 
nebo PerlScript. 
S uvolněním IIS 4.0 v roce 1997 zahájil Microsoft výzkum pro vytvoření nového modelu pro 
webovou aplikaci se zaměřením na oddělení struktury vzhledu a funkčnosti a tím dopomoci 
k tzv. "čistému" kódu. Prvním prototypem bylo XSP vytvořeno použitím jazyku JAVA a Microsoft 
rozhodl zaměřit se na vývoj nové platformy na vrcholu CLR (Common Language Runtime, 
viz. kapitola 2.6) s podporou objektově orientovaného prostředí, služby pro uvolňování paměti, 
a dalších služeb, které doposud COM (Microsoft's Component Object Model) nepodporoval. S tímto 
rozhodnutím bylo XPS přeprogramováno pomocí jazyka C# a pojmenováno ASP+, nová platforma 
poskytující snadnou migraci z ASP. Oficiálně bylo ASP+ veřejnosti představeno v červenci 2000 
na konferenci "Professional Developers" v Orlandu a v druhé polovině roku přejmenováno na 
ASP.NET. Po několika letech vývoje a sériích beta verzí byla v roce 2002 uvolněna ASP:NET 1.0 
jako část .NET 1.0 Frameworku. 
V dubnu 2003 byla vydána verze ASP.NET 1.1 jako součást systému Windows Server 2003 se 
zaměřením na podporu mobilních zařízení. Další verzí přicházející koncem roku 2005 byla 
ASP.NET 2.0 vydaná společně s Visual Studiem 2005 a SQL Serverem 2005. Novinky v této verzi 
byly hlavně funkce pro zobrazení a upravování dat (GridView, FormView), nové techniky pro 
deklaraci přístupu k datům (SqlDataSource, ObjectDataSource, XmlDataSource), Master Page, která 
vytváří šablonu vzhledu celého webu, předpřipravené formuláře pro přihlašování a registraci 
uživatelů, podporu 64-bit procesorů, podporu předkompilování kódu, aj. V listopadu 2006 vzniká 
ASP.NET verze 3.0 s rozšířením o WPF (Windows Presentation Foundation), WWF (Windows 
Workflow Foundation - grafický subsystém pro vykreslování uživatelského rozhraní ve Windows 
aplikacích), WCF (Windows Communication Foundation - aplikační rozhranní pro sestavování 
spojení u aplikací orientovaných na služby) a Windows CardSpace (klientský software pro správu dat 
o uživatelích). O rok později přichází verze 3.5 společně s Visual Studiem 2008 a Windows 
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Serverem 2008 s novými funkcemi například pro zobrazení dat (ListView, DataPager), ASP.NET 
AJAX (rozšíření funkcionality AJAX), podporu zřetězení HTTP požadavků a všechny změny 
v NET Frameworku 3.5. V srpnu 2008 vychází Service Pack 1 společně pro .NET Framework 3.5 a 
Visual Studio 2008 implementující rozšíření ASP.NET Dynamic Data (framework společnosti 
Microsoft inspirovaný Ruby on Rails), nové jmenné prostory System.Web.Abstractions 
a System.Web.Routing. V dubnu 2010 vyšla nejnovější verze ASP.NET 4.0 implementující paralelní 
rozšíření a funkce .NET Frameworku 4.  
2.5.2 Vlastnosti ASP.NET 
Hlavním stavebním blokem aplikací napsaných pomocí ASP.NET jsou webové stránky nazývané 
webové formuláře uložené v souborech s příponou .aspx. Tyto soubory většinou obsahují statické 
části aplikace, XHTML značky a značky definující prostor pro zobrazení statických a dynamických 
serverových webových a uživatelských ovládacích prvků. Kód implementující dynamické chování 
stránek, kód běžící na straně serveru se do souboru ukládá do bloku <% -- dynamický kód -- %>. 
Od verze ASP.NET 2.0 je možnost využívat nový model s kódem v pozadí, který statický kód ukládá 
v souboru s koncovkou .aspx a dynamický kód do souboru .aspx.cs nebo aspx.vb, podle použitého 
programovacího jazyku, názvy souboru si většinou odpovídají (příklad: Default.aspx 
a Default.aspx.cs), pokud vývojář využívá Visual Studio, toto pojmenování se používá automaticky 
při vytváření souborů. Modelování s kódem v pozadí má hlavní výhodu v oddělení v vzhledu aplikace 
od její funkčnosti, kdy se návrhář může zaměřit na vzhled, bez toho aby byl omezován rušivým 
kódem, který webovou aplikaci řídí. 
Chování webová stránky využívající technologii ASP.NET umožňují tzv. uživatelské ovládací 
prvky. Uživatelské ovládací prvky jsou implementovány v ASCX souborech, většinou pomocí 
XHTML a serverových webových ovládacích prvků, jsou kompilovány při zavádění stránky a 
uloženy v paměti pro pozdější žádosti o použití. Uživatelské ovládací prvky mají své vlastní události, 
které jsou zpracovávány během jejich života. Uživatel má možnost vytvářet i vlastní prvky, které 
na rozdíl od uživatelských neobsahují soubor ASCX s uživatelským rozhraním, ale skládají se jen 
z .aspx a .aspx.cs souboru.  
V kódu se také objevují direktivy, speciální instrukce sloužící k nastavení jakým způsobem má 
ASP.NET zpracovat jednotlivé stránky. Direktivy jsou uložené v bloku <%@ %>. Příklady direktiv, 
které se vyskytují téměř na každé stránce jsou v tabulce 2.1. 
  
  19 
Direktiva Popis 
@ Page Vyskytuje se pouze v souboru .aspx 
Definuje atributy stránky pro syntaktickou analýzu a kompilátor  
<%@ Page Title="Home" Language="C#" MasterPageFile="Site.master" 
CodeFile="Default.aspx.cs" Inherits="_Default" %> 
@ Control Vyskytuje se pouze v .ascx souboru 
Definuje ovládací prvky pro syntaktickou analýzu a kompilátor  
@ Register Spojuje aliasy se jmennými prostory a třídami, které umožňují uživateli 
kontrolovat a nastavovat vlastní serverové ovládací prvky, které mají být 
zahrnuty do požadované stránky 
@ Import Vkládá jmenné prostory nebo uživatelská nastavení do stránky  
Tabulka 2.1 - Direktivy ASP.NET 
 
Zobrazování webové stránky se skládá z několika kroků. Během kompilace je soubor se 
šablonou (.aspx) zkompilován do inicializačního kódu sestavujícího kompozitní strom, který obsahuje 
jednotlivé ovládací prvky a třídy. Inicializační kód je kombinace kódu napsaného uživatelem a 
výsledků specifických pro danou stránku. Samotná stránka je kořenem stromu. Během inicializačních 
kroků je vytvořena třída představující stránku a inicializační kód je vykonáván, čímž vzniká počáteční 
strom, se kterým se pracuje pomocí metod dané stránky následovně. Každý uzel stromu reprezentuje 
instanci nějaké třídy a kód může změnit strukturu stromu. Na závěr zobrazování se prochází celý 
strom a zjišťuje se zda má daný uzel nějaká data k zobrazení a výsledek v podobě HTML stránky je 
zaslán klientovi. Po zpracování žádosti je instance třídy stránky zahozena a spolu s ní i celý strom, 
což způsobuje ztrátu dynamických dat při obnově stránky. 
Jelikož ASP.NET aplikace pracuje na serveru a přistupuje se k ní přes bezstavový HTTP 
protokol, nabízí ASP.NET funkce pro správu stavů. Stav aplikace (Application State) je držen kolekcí 
sdílených uživatelsky definovaných proměnných, které jsou nastaveny a identifikovány při události 
Application_OnStart, která je spuštěna při načítání první instance aplikace a je dostupná dokud se 
poslední instance neukončí. Proměnné aplikačního stavu jsou identifikovány jménem a jsou přístupné 
pomocí Aplikační kolekce, která data obaluje a poskytuje přístup k nim. Aplikační stav se týká celé 
aplikace, čímž vzniká nutnost řešit přístupové konflikty při přístupech uživatelů k daným datům.  
Dalším prostředkem pro držení stavu na straně serveru je stav relace (Session State), který 
obsahuje uživatelsky definované proměnné, které jsou perzistentní během relace uživatele. Proměnné 
stavu relace jsou unikátní pro každou instanci aplikace a jsou automaticky zničeny po určitém čase, 
pokud je relace nečinná. Na straně klienta je relace udržována pomocí cookie nebo kódováním 
identifikátoru relace v samotné URL. ASP.NET podporuje tři režimy stálosti stavu relace na straně 
serveru: 
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 In-Process Mód: proměnné jsou udržovány v rámci ASP.NET procesu. Jedná se o nejrychlejší 
způsob, ale proměnné jsou zahozeny po ukončení procesu 
 ASPState Mód: ASP.NET běží jako separátní služba Windows, která ukládá stavové 
proměnné. Jelikož se stav spravuje mimo proces může přetrvávat více běhů jednotlivých relací. 
Na rozdíl od In-Process módu se k datům přistupuje pomoci .NET Routing a proto je ASPState 
pomalejší 
 SqlServer Mód: Stavové proměnné jsou uloženy v databázi. Tento způsob umožňuje sdílení 
relace mezi servery. Jedná se o nejpomalejší variantu 
 
Stav zobrazení (View State) je dalším prostředkem pro ukládání stavu. Používá se k udržení 
stavu ovládacích prvků webového formuláře a widgetů (drobným nástrojům přidávajícím nějakou 
funkci). Stavy ovládacích prvků jsou zakódovány a při každém odeslání formuláře poslány na server 
ve skryté oblasti zvané __VIEWSTATE. Server potom odešle proměnnou zpět a ovládací prvek při 
obnově stránky načte svůj předchozí stav. Tato funkce se může deaktivovat a nebo nastavit jen 
u vybraných ovládacích prvků. Předávanou hodnotu je také možné zašifrovat a zabezpečit tím přenos 
citlivých informací. ASP.NET může udržovat stav i obvyklejšími možnostmi jako je cookies, použití 
vyrovnávací paměti jak na straně serveru tak klienta nebo v adrese odkazu. 
S verzí ASP.NET 2.0 byl představen koncept tzv. hlavní stránky ("master pages"), která 
umožňuje vytvářet šablonu stránky a pomocí bloku ContentPlaceHolders vymezit prostor pro stránky, 
které budou šablonu využívat. Ve chvíli, kdy přijde požadavek na zobrazení stránky, ASP.NET spojí 
výstup obsahové stránky s výstupem z hlavní strany a odešle ho celek uživateli. Hlavní stránka je 
přístupná z obsahové a tím umožňuje nastavení hlaviček, konfiguraci cache, změnu titulku, ap. 
Další vybrané typy souborů vyskytujících se v ASP.NET webové aplikaci se nacházejí v tabulce 2.2. 
Výkonnostní výhody ASP.NET jsou oproti jiným technologiím založeným na skriptovacím 
jazyku v tom, že kód umístěný na serveru je při prvním spuštění aplikace automaticky zkompilován 
do DLL knihoven. Tato možnost umožňuje vývojářům spojit výhody při vytváření aplikace pomocí 
skriptovacích jazyků s výkonem, který přináší kompilovaná aplikace. První načtení aplikace tedy 
může díky kompilaci trvat nepatrně déle. S využitím Visual Studia má vývojář možnost kód, který 
bude kopírovat na server před-kompilovat a tím eliminuje potřebu kompilovat aplikaci při prvním 
spuštění a také nemusí poskytovat zdrojový kód na server. 
  
  21 
Soubor Popis 
.aspx - webový formulář 
- soubor pro tvorbu webových aplikací, pokud se používá model s kódem v pozadí, 
přísluší k němu soubor aspx.cs nebo aspx.vb, dle implementačního jazyku 
.master - stránka s šablonou webové aplikace 
.ascx - webový uživatelský ovládací prvek 
- serverový vizuální ovládací prvek technologie ASP.NET vytvořený pomocí vizuálního 
návrháře 
.asmx - webová služba 
- komponenta umožňující výměnu zpráv pomocí protokolů jako HTTP, XML, SOAP 




- soubor s kódem obsahujícím deklaraci třídy 
.asax - globální třída aplikace 
- soubor s kódem pro obsluhu globálních událostí technologie ASP.NET na aplikační 
úrovni, jako například Session_OnStart a Application_OnStart 
- v projektu se vyskytuje jediný soubor s touto koncovkou global.asax 
.config - webový konfigurační soubor 
- obsahuje konfiguraci nastavení webu pro projekt, soubor má název Web.config, který 
je neměnný 
.mdf - databáze SQL 
- databáze určená pro ukládání místních dat 
Tabulka 2.2 - Soubory ASP.NET 
2.6 Common Language Runtime 
CLR (Common Language Runtime), volně přeloženo společný provozní jazyk, je základní složkou 
Microsoft .NET implementující standard CLI (Common Language Infrastructure), jež definuje 
prostředí pro spuštění kódu programu. V CLR je kód vyjádřen ve formě tzv. bajtkódu zvaného CIL 
(Common Intermediate Language). 
 Princip činnosti je v tom, že vývojáři napíší kód v jazyku, který je jim blízký, například C# 
nebo VB.NET, a v době kompilace .NET kompilátor zkonvertuje tento kód do CIL. Následně za běhu 
CLR kompilátor zkonvertuje CIL kód do strojového kódu operačního systému. Některé verze CLI 
fungují i na jiných operačních systémech než jen Windows, implementace .NET Frameworku běží 
pouze na operačních systémech Microsoft Windows. Výhoda CLR je také v tom, že programátor se 
nemusí zabývat detaily procesoru na kterém bude program vykonáván a CLR přebírá zodpovědnost 
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Obrázek 2.5 - Činnost CLR 
 
2.7 Internetová Informační Služba 
IIS, Internetová Informační Služba (dříve nazývané Internetový Informační Server), je aplikace typu 
webový server a sada funkcí rozšiřující moduly vytvořené společností Microsoft pro použití 
s Microsoft Windows. Po webovém serveru Apache se jedná o nejpoužívanější server. V dnešní době 
se IIS vyskytuje ve verzi 7.5 a je součástí Windows Server 2008 R2 a Windows 7. 
První webový server společnosti Microsoft byl vyvinut a distribuován jako freeware Evropskou 
sítí akademických center pro Windows NT (EMWAC = European Microsoft Windows NT Academic 
Centre), který je součástí Edinburgské university ve Skotsku. Jelikož EMWAC server nebyl schopen 
zvládnout objem přenesených dat, byl Microsoft nucen vytvořit vlastní webový server, IIS. Jednotlivé 
verze IIS byly vždy uvolňovány s nějakou verzí operačního systému Windows, seznam jednotlivých 
verzí je v Tabulka 2.3 - Verze IIS s odpovídajícími verzemi Windows. 
Verzi IIS 1.0 bylo možné zdarma stáhnout jako službu poskytovanou on-line pro 
Windows NT 3.51. Od verze IIS 2.0 jsou již IIS součástí Windows. IIS 3.0, která byla součástí 
Service Packu 3 pro Windows NT 4, představila nové dynamické skriptovací prostředí ASP. Verze 
IIS 4.0 vyšla s optimalizačním balíčkem pro Windows NT 4.0 a jednou ze změn bylo upouštění 
od podpory protokolu Gopher[29]. Gopher byl protokol aplikační vrstvy TCP/IP modelu navržený 
pro distribuci dokumentů přes internet, v dnešní době byla nahrazena WWW. IIS 5.0 dodáván 
s Windows 2000 představil další autentizační metody, vylepšenou správu včetně nové MMC 
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(Microsoft Management Console, komponenta pro administraci, sledování a konfiguraci systému 
Windows), podporu protokolu WebDAV (Web-based Distributed Authoring and Versioning, 
množina rozšíření HTTP umožňující kooperaci více uživatelů při úpravě dokumentů na webovém 
serveru) a vylepšení ASP, na obrázku 2.6 můžeme vidět vztah mezi IIS 5.0 a jinými službami 
Windows 2000 Server. S příchodem Windows XP vznikl i IIS 5.1, který byl téměř identický 




Obrázek 2.6 - Architektura IIS 5.012 
 
S verzí IIS 6.0 přichází podpora IPv6 a nový pracovní model procesu, pomocí něhož lze 
dosáhnout vyššího výkonu, bezpečnosti, spolehlivosti a škálovatelnosti webových stránek. ISS 6.0 
funguje ve dvou odlišných modelech zpracování požadavků, zvaných modely izolovaných aplikací. 
Izolace spočívá v oddělení hranic aplikace tak, aby se nemohly navzájem ovlivňovat. Oba modely 
závisejí na zásobníku protokolu HTTP, označovaném jako HTTP.sys (HTTP Protocol Stack). 
HTTP.sys je částí síťového subsystému jádra operačního systému Windows, které naslouchá a ve 
chvíli kdy přijde HTTP požadavek, přiřadí jej správnému pracovnímu procesu, pokud není žádný 
proces dostupný, podrží požadavek ve frontě, odkud si ho následně proces, který dokončil předchozí 
úlohu, vyzvedne. Izolované aplikace lze také seskupit do tzv. fondu aplikací (application pool), 
pomocí něhož lze konfigurovat pracovní procesy. Fond aplikací odpovídá jedné žádostí zařazené do 
HTTP.sys fronty a jednomu nebo více pracovních procesů. Izolace pracovních procesů umožňuje 
oddělený běh aplikace ve vlastním procesu bez závislosti na centrálním procesu jako například 
Inetinfo.exe (slouží k načtení a spuštění aplikace), Lsass.exe (zkratka Local Security Authentication 
Server, slouží k verifikaci a validaci uživatelů přihlášených v operačním systému), Svchost.exe 
(proces řídící systémové služby, které běží za pomoci dynamických knihoven), viz. grafická ukázka 
na OBRÁZKU 2.7. IIS 6.0 poskytuje čtyři základní služby. Službu WWW (World Wide Web 
                                                     
12
 http://i.technet.microsoft.com/Bb742405.iis0101(en-us,TechNet.10).gif 
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Puplishing Service) pro hostování internetového a intranetového obsahu, FTP (File Transfer 
Protocol), NNTP (Network News Transfer Protocol) službu pro hostování diskusních skupin a SMTP 
(Simple Mail Transfer Protocol) službu pro příjem a odesílání elektronické pošty.  
 
 
Obrázek 2.7 - Reprezentace architektury izolace pracovního procesu13 
 
IIS 7.0 byla kompletně znovu navržená a přepsaná verze IIS a přišla v čase vydání 
Windows Vista a Windows Server 2008. Mezi hlavní změny patří nové jádro webového serveru 
přizpůsobitelné přidáváním a odebíráním modulů, nová služba WAS (Windows Activation Service) 
umožňující stránkám použít i jiné protokoly než HTTP a HTTPS nebo nový přístup k vyřizování 
žádostí integrováním událostí request processing pipeline z IIS a ASP.NET. IIS 7.0 umožňuje 
využívat dva typy použití fondu aplikací, integrovaný fond aplikací (Intagrated application pool) a 
klasický fond aplikací (Classic application pool). Klasický mód obsluhuje žádosti stejně jako tomu 
bylo ve verzi IIS 6.0. Integrovaný má hlavní výhodu v integrování procesních modelů IIS a ASP.NET 
do jednoho procesního modelu a tím eliminovat kroky, které by bylo potřeba provádět vícekrát, jako 
např. autentizace. Grafické znázornění integrace je možné vidět na obrázku 2.8. 
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IIS 7.0 používá pro obsluhu HTTP požadavků stejně jako IIS 6.0 HTTP.sys, navíc rozšířeného 
o podporu SSL (Secure Socket Layer). Funkčnost, která byla dříve obsluhována pomocí samotné 
služby WWW (World Wide Web Publishing Service) je rozdělena do dvou služeb, WWW a WAS 
(Windows Process Activation Service), které běží ve stejném procesu a sdílejí stejné binární soubory. 
Funkce služby WWW byla oproti předchozí verzi pozměněná, již neobsluhuje správu procesů a je 
primárně zodpovědná za aktualizaci změn konfigurace HTTP.sys a notifikaci WAS v případě, že 
dojde k vložení žádosti do fronty.  
Nově implementovaná služba WAS má za úkol správu fondu aplikací (application pool) a 
pracovních procesů, které ve verzi IIS 6.0 řešila služba WWW. Tato funkčnost umožňuje používat 
stejný procesní model pro HTTP i ne-HTTP protokoly.  
 
 
Obrázek 2.8 - Integrovaný mód IIS 7.0 
 
Obrázek 2.9 popisuje vyřízení HTTP žádosti. Ve chvíli kdy HTTP.sys zachytí žádost například 
od webového prohlížeče kontaktuje WAS pro získání konfiguračních informací. WAS se dotáže 
konfiguračního skladu a získaná data, jako je fond aplikací nebo nastavení webu, předává službě 
WWW. Ta dle získaných dat konfiguruje HTTP.sys a WAS zahajuje pracovní proces na fondu 
aplikací, pro který byl požadavek určen. Pracovní proces potom výsledek zpracovaného požadavku 
předává HTTP.sys a ten předá výsledek klientovi. 
Podstatnou změnou v IIS 7.0 oproti předchozím verzím bylo použití modulární architektury, 
kdy místo umístění hlavní funkcionality do samotného serveru, obsahuje systém pouze jádro 
webového serveru s možností přidávání potřebných modulů. IIS rozlišuje dva typy modulů. Nativní 
moduly, které jsou obsaženy v instalaci IIS a je možné je dodatečně odstranit, jako například HTTP 
modul, modul bezpečnosti, komprimace, vyrovnávací paměti a diagnostiky. Druhým typem jsou 
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spravované moduly, umožňující rozšiřovat funkčnost IIS například možnostmi autentizace, správy 
rolí nebo zachováním stavu relace (session).  
 
Obrázek 2.9- Obsluha požadavku HTTP v IIS 7.014 
 
Verze IIS Verze Windows 
IIS 1.0 Windows NT 3.51 
IIS 2.0 Windows NT 4.0 
IIS 3.0 Windows NT 4.0 Service Pack 3 
IIS 4.0 Windows NT 4.0 Option Pack 
IIS 5.0 Windows 2000 
IIS 5.1 Windows XP Professional 
IIS 6.0 Windows Server 2003 
Windows XP Professional x64 Edition 
IIS 7.0 Windows Server 2008 
Windows Vista 
IIS 7.5 Windows Server 2008 R2 
Windows 7 
                                                     
14
 http://learn.iis.net/Content_Cache/101/OverviewOfHTTPRequest.png 
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Tabulka 2.3 - Verze IIS s odpovídajícími verzemi Windows 
S příchodem Windows Server 2008 R2 a Windows 7 byla uvolněna i nová a v tuto chvíli 
aktuální verze informačního serveru, IIS 7.5. S novou verzí přišli jen nepatrné změny v podobě 
opravy chyb, nové verze FTP serveru a konfiguračního editoru. V Tabulka 2.3 jsou vypsány verze 
internetové informační služby a k nim odpovídající operační systém. 
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3 Návrh aplikace 
Návrh aplikace rozebírá požadavky získané od zadavatele, firmy AVG Technologies. Jedná se 
o webovou aplikaci, která přehledně vypisuje informace o souborech. Seznam souborů, poskytuje 
zákazník, který se domnívá že je jeho počítač napaden. V kapitole 3.2 je vysvětlen formát vstupního 
souboru. Aplikace načítá informace z existujících firemních databází. Navíc bylo potřebné navrhnout 
a vytvořit pouze jednu databázovou tabulku, viz. kapitola 3.4. Funkčnost aplikace je popsána pomocí 
diagramu aktivit a ukázek případů užití doplněných o schémata předpokládaných obrazovek. 
3.1  Analýza požadavků 
Cílem je navrhnout webovou aplikaci pro vyhledání a přehledné zobrazení informací o souborech, 
u kterých se předpokládá že jsou infikované. Jelikož aplikace poběží na interním firemním serveru, 
kde bude přístupná pouze zaměstnancům, není potřeba řešit přihlašování uživatelů a s tím spojené 
omezení přístupových práv. 
Po spuštění se uživateli zobrazí formulář se jedním textovým polem, jedním polem pro cestu 
k souboru na disku a dvěma tlačítky. Textové pole bude několikařádkové a bude do něj možné vložit 
MD5 kontrolní součty souborů, každý kontrolní součet na samostatný řádek, nebo vkopírovat 
záznamy ze souboru. Pole pro cestu k souboru bude sloužit pro načtení záznamů uložených v souboru 
na disku uživatele. Tlačítka slouží pro spuštění vyhledávání informací a pro jejich zobrazení. První 
tlačítko má za úkol načítat pouze MD5 otisky z textového pole, druhé tlačítko počítá s formátovaným 
vstupem jednotlivých záznamů a bude načítat nejdříve data z textového pole a následně i ze souboru.  
Vstupní soubor obsahuje informace o podezřelých souborech v definovaném formátu. Aplikace 
analyzuje vstupní data a na základě MD5 otisku souboru získá jednotlivé informace. Nejprve pomocí 
služby Virus Total získá poměr počtu antivirů, které na daném vzorku odhalily hrozbu, vůči počtu 
všech použitých antivirů. Dále pokud se otisk nenachází v databázi WhiteSet, pokusí se vyhledat 
informace v databázi VirDat. Veškeré získané informace zobrazí ve třech přehledných tabulkách. 
V první tabulce budou jen záznamy souborů, které jsou vyhodnoceny jako data registrů systému 
Windows, v druhé tabulce se budou nacházet běžící procesy a ve třetí zbylé nezařazené záznamy.  
Po zobrazení vyhledaných informací bude mít uživatel možnost dalších funkcí. Pokud je 
soubor označen jako neidentifikovaný a uživatel vyhodnotí na základě získaných údajů, že je 
neinfikovaný, může uložit záznam o něm do databázové tabulky, kde se bude počítat, kolikrát už byl 
daný soubor vyhodnocen jako čistý. Další funkce, kterou bude uživatel mít je z vybraných souborů 
vytvořit seznam cest k nim a ten uložit do souboru. Na každém řádku souboru se bude vyskytovat 
jedna cesta k souboru. Webová aplikace poběží na IIS systému Windows Server 2008 x64. 
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3.2 Soubor se záznamy od zákazníka 
Soubor se záznamy, který je vygenerován na straně zákazníka a na základě kterého uživatel webové 
aplikace provádí následné úkony, je textový soubor s formátováním jednotlivých řádků, které se musí 
dodržet. 
První řádek záznamu označuje o jaký typ záznamu se bude jednat. Podle jeho tvaru se 
rozhoduje, ve které ze tří zobrazovaných tabulek se záznam zobrazí. Text na tomto řádku musí 
začínat hned na začátku řádku, tj. bez bílých znaků před samotným řetězcem. Druhý řádek označuje 
jméno klíče registru. Na začátku řetězce se musejí vyskytovat tři mezery. Následující řádky obsahují 
hodnoty klíče registru a musejí mít na začátku minimálně 4 mezery. Jednotlivé klíče nejsou odděleny 
novým řádkem, na rozdíl od prvního řádku záznamu, kterému předchází prázdný řádek. Jejich 
posloupnost je pevně daná a na jednotlivých řádcích jsou potom následující informace: 
1. Příkaz pro spuštění 
2. Popis aplikace 
3. Jméno společnosti 
4. Verze aplikace 
5. Cesta k souboru 
6. Kontrolní součet MD5 
7. Kontrolní součet SHA-1 
8. Kontrolní součet SHA-256 
V následujícím rámečku je ukázka záznamu. Rámeček slouží pro zviditelnění odsazení jednotlivých 
řádků. 
HKLM\System\CurrentControlSet\Services 
   AeLookupSvc 
     %SystemRoot%\System32\aelupsvc.dll 
     Zpracovává požadavky mezipaměti cache na kompatibilitu aplikací při jejich spuštění. 
     Microsoft Corporation 
     6.1.7600.16385 
     c:\windows\system32\aelupsvc.dll 
     4b78b431f225fd8624c5655cb1de7b61 (MD5) 
     5b8554b21b7108d85f12fc88ccfadc041a5f6cc0 (SHA-1) 
     198a5af2125c7c41f531a652d200c083a55a97dc541e3c0b5b253c7329949156 (SHA-256) 
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3.3 Analýza dalších zdrojů informací 
Uživatel navrhované aplikace získá od zákazníka soubor se záznamy o vybraných soborech 
operačního systému a také záznamů z registrů Windows. Již z těchto dat je možné vytvořit nějaké 
závěry, ovšem pro lepší specifikaci problému je potřeba více informací. Tyto informace webová 
aplikace získává z několika zdrojů, kterým se budeme blíže věnovat v následující části a patří mezi ně 
interní databáze firmy, webová služba Virus Total a diagnostický nástroj Avgdiag. Data získána 
z těchto zdrojů jsou pak publikována prostřednictvím navrhovaného webu. 
3.3.1 Interní databáze AVG Technologies 
Zdroj informací o souborech, který je stavebním kamenem celé aplikace, je interní MySQL databáze 
společnosti AVG Technologies. Jedná se o databázi VirDat a WhiteSet, první jmenovaná obsahuje 
informace o všech vzorcích, které byly ručně analyzovány nebo byly získané z jiných cest při práci se 
soubory. Hlavní účel této databáze je urychlit práci se vzorky. V tabulkách VirDat lze nalézt ke 
vzorku definovaném MD5 kontrolním součtem mnoho informací, jako například status jestli je 
soubor infikovaný, nedetekovaný, čistý nebo neznámý, velikost souboru, čas, kdy byl naposledy 
viděn, informace z PE hlavičky souboru, aj. Druhou jmenovanou databází je WhiteSet, která obsahuje 
informace jen o souborech analyzovaných jako neinfikované, označované jako "čisté" soubory. 
Pokud se soubor nachází v této databázi, je už několikrát analyzován aby mohl být s jistotou 
prohlášen za čistý soubor. Obě zmíněné databáze slouží pouze pro vnitřní účely společnosti a nejsou 
veřejně přístupné. 
3.3.2 Virus Total 
Virus Total je antivirový program, ale ne v pravém slova smyslu, protože spojení antivirový program 
popisuje aplikaci, která běží v operačním systému, obsahuje funkci rezidentní ochrany, kdy se 
kontrolují všechny soubory se kterými chce uživatel pracovat. Virus Total je online služba, která určí 
zda je soubor infikovaný či ne, a to na základě vyhodnocení několika antiviry.  
 Přes webový portál (ukázka na obrázku 3.1) je možné odeslat kontrolovaný soubor na server, 
kde jej služba otestuje více než 40ti  antivirovými programy, mezi kterými nechybí například ALWIL 
(Avast! Antivirus), Authentium (Command Antivirus), AVG Technologies (AVG), Avira (AntiVir), 
Cat Computer Services (Quick Heal), ClamAV (ClamAV), Comodo (Comodo), Eset Software (ESET 
NOD32), Kaspersky Lab (Kaspersky), McAfee (VirusScan), Microsoft (Malware Protection), 
Norman (Norman Antivirus), Panda Security (Panda Platinum), PC Tools (PCTools), BitDefender 
GmbH (BitDefender), Sunbelt Software (Sunbelt antivirus), Symantec (Norton Antivirus). Získané 
výsledky vypíše a připojí k nim statistické informace a vyhodnocení, zda daný soubor odhaduje 
na hrozbu či ne, ukázku je možné vidět na obrázku 3.2. 
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Obrázek 3.1 - Vstupní formulář Virus Total 
 
 V mnoho případech je zbytečné odesílat na server celý soubor, protože to již provedl někdo 
dříve. V tomto případě služba Virus Total nabízí možnost otestovat soubor pouze na základě 
kontrolního součtu (MD5) daného souboru a uživatel získá rychleji výsledky testování souboru, které 
jsou už uložené v databázi Virus Total.  
 Registrovaným uživatelům tzv. VT komunity je přidělen API klíč, opravňující využívat Virus 
Total API. API umožňuje testovat soubory bez použití webového rozhraní a přímo z aplikací odesílat 
požadavky na testování. Aplikace, které je věnována praktická část této diplomové práce využívá 
například funkci VT API Get_VTMIS_Ratio což je funkce vracející poměr počtu antivirů které 
na daném vzorku odhalily hrozbu vůči počtu všech použitých antivirů. 
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Obrázek 3.2 - Výstupní formulář Virus Total 
 
3.3.3 AVG Diagnostika 
Pokud se uživateli webové aplikace, tedy člověku pracujícím na technické podpoře produktů AVG, 
nepodaří zjistit potřebné informace o analyzovaném souboru a nedovolí mu rozhodnout zda je 
patřičný soubor infikovaný či ne, potřebuje k jeho přesnější analýze fyzickou kopii souboru, ne jen 
jeho MD5 otisk a data získaná pomocí něj. Tento stav může být způsoben například novým, doposud 
neanalyzovaným soborem obsahujícím možnou hrozbu. 
 Získání potřebných dat na straně zákazníka je ovšem složitá věc. Není možné aby procházel 
adresářovou strukturu svého operačního systému a kopíroval soubory na nějaký server nebo je posílal 
elektronickou poštou. Úkony na straně zákazníka musejí být jednoduché, jasné a co nejvíce 
automatizované. K tomuto účelu je v instalaci aplikace internetové ochrany AVG Internet Security 
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obsažena komponenta Avgdiag. Tento diagnostický nástroj slouží pro získání detailních informací 
o stavu programu AVG a odeslání jich na technickou podporu. Pokud se k aplikaci připojí textový 
soubor obsahující seznam úplných cest souborů, nástroj připojí k získaným informacím i požadované 
soubory.  
Na podpoře tedy připraví skript, který se doplní o výpis požadovaných souborů, tento výpis se 
exportuje z navrhované webové aplikace a celý balíček se odešle zákazníkovi, ten jej spustí a skript 
s využitím nástroje pro diagnostiku získá informace a soubory, automaticky je zabalí do archivu, 
odešle zpět na technickou podporu a u zákazníka po sobě uklidí. Použití tohoto nástroje vyžaduje 
spolupráci zákazníka a jeho ochotu při komunikaci. 
3.4 Databáze neinfikovaných souborů 
Během analyzování jednotlivých záznamů může uživatel zjistit, že daný soubor není infikovaný. 
Aby se analýzy v budoucnu zefektivnily, přidávají se čisté soubory do databáze WhiteSet. Při 
přidávání, ale musí být jistota, že soubor je opravdu "čistý". K tomuto účelu je navržena databázová 
tabulka files_counter, do které se ukládají kandidáti na přidání do databáze WhiteSet. Tabulka 
obsahuje údaj o kontrolním součtu souboru (MD5), cesty k souboru a čítač, který určuje kolikrát už 
byl soubor analyzován a vyhodnocen jako neinfikovaný.  
 
 
Obrázek 3.3 - Návrh databázové tabulky files_counter 
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3.5 Diagram případu užití 
V analýze projektu bylo nastíněno několik funkcí, které bude webová aplikace vykonávat. 
V diagramu případu užití vyobrazeném na obrázku 3.4 je vidět že uživatel bude mít čtyři hlavní 
funkce. Vstupním formulář bude využívat dvě tlačítka, první bude mít funkci analyzovat soubor 
a načítat z něj záznamy, druhé tlačítko bude mít za úkol načítat pouze MD5 kontrolní součty. 
Po stisku těchto tlačítek dojde k zobrazení tabulek. Druhé dvě funkce využívá výstupní formulář a 
jedná se o přidávání záznamu do databázové tabulky files_counter a exportování seznamu souborů, 
které se následně použijí jako vstup pro diagnostický nástroj Avgdiag. Diagram je vytvořen pomocí 
aplikace Microsoft Visual Paradigm for UML s použitím modelovací techniky UML. 
 
 
Obrázek 3.4 - Use case diagram  
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3.6 Specifikace případů užití 
V kapitole 3.5 jsme definovali hlavní funkce navrhované webové aplikace. Aby se předešlo 
případným nesrovnalostem ve specifikaci je daný diagram případů užití doplněný v této části 
o písemný popis. 
Případ užití "Analyzuj soubor" 
ID: 1 
Název: Analyzuj soubor 
Vytvořeno: Jan Pečeňa 
Popis: 
Uživatel vybere soubor s uloženými záznamy o podezřelých souborech, 
nechá si vyhledat informace a zobrazit a výslednou tabulku 
Primární aktéři: Uživatel 
Sekundární aktéři:  
Předpoklady: 1. Uživatel vlastní soubor se záznamy o souborech 
Následné podmínky: Uživateli se zobrazí tabulky s vyhledanými informacemi 
Akce pro spuštění: Uživatel spustí webovou aplikaci 
Hlavní tok: 
1. Uživatel zadá cestu k souboru se záznamy 
2. Uživatel stiskne tlačítko "Analyzuj soubor" 
3. Aplikace vyhledá potřebné informace 
4. Aplikace zobrazí informace v tabulkách 
Alternativní toky:  
Výjimky:  
Frekvence: Často 
Speciální požadavky:  
Případ užití "Generuj AVGDIAG" 
ID: 2 
Název: Generuj AVGDIAG 
Vytvořeno: Jan Pečeňa 
Popis: 
Uživatel vybere soubory, jejichž cesty potřebuje jako vstup do aplikace 
AVGDIAG 
Primární aktéři: Uživatel 
Sekundární aktéři:  
Předpoklady: 1. Uživatel vlastní soubor se záznamy o souborech 
Následné podmínky: Aplikace vytvoří soubor s cestami souborů 
Akce pro spuštění: Uživatel má zobrazené tabulky s informacemi o souborech 
Hlavní tok: 
1. Uživatel zaškrtne checkbox u souborů, u kterých chce exportovat cesty 
2. Uživatel stiskne tlačítko "Generuj AVGDIAG" 
3. Aplikace u zvolených souborů uloží cesty do souboru 
4. Uživatel vybere místo pro uložení vytvořeného souboru 
5. Aplikace uloží soubor na určené místo 
Alternativní toky:  
Výjimky: Chyba při vytvoření souboru 
Frekvence: Často 
Speciální požadavky:  
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Výjimka případu užití "Generuj AVGDIAG" 
ID: 2.E.1 
Název: Generuj AVGDIAG: Chyba při vytvoření souboru 
Vytvořeno: Jan Pečeňa 
Popis: Aplikace nedokáže vytvořit dočasný soubor na serveru 
Primární aktéři: Aplikace 
Sekundární aktéři:  
Předpoklady: 1. Žádný 
Následné podmínky: Zobrazení tabulky s informacemi o souborech 
Akce pro spuštění: Selhání v bodě 3 případu 2 
Tok: 1. Aplikace se vrátí do výpisu tabulek 
Frekvence: Zřídka 
 
Případ užití "Přidej do Well Known" 
ID: 3 
Název: Přidej do Well Known 
Vytvořeno: Jan Pečeňa 
Popis: 
Uživatel u neznámého souboru, analyzovaného jako neinfikovaný zvýší 
počitadlo 
Primární aktéři: Uživatel 
Sekundární aktéři:  
Předpoklady: 
1. Uživatel analyzoval neznámí soubor jako čistý (neinfikovaný) 
2. Uživatel má zobrazené tabulky s informacemi o souborech 
Následné podmínky: Aplikace přidá nebo upraví hodnotu v databázové tabulce 
Akce pro spuštění: Uživatel stiskne tlačítko "Well known" 
Hlavní tok: 
1. Aplikace se připojí k databázi 
2. Aplikace vyhledá záznam v databázi 
   2.1. Pokud záznam existuje, zvýší počitadlo 
   2.2. Pokud neexistuje, vytvoří ho 
3. Aplikace informuje uživatele o provedené operaci a aktuálním stavu 
počitadla 
Alternativní toky:  
Výjimky:  
Frekvence: Často 
Speciální požadavky:  
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3.7 Digram aktivit 
V předchozích dvou kapitolách bylo definováno, jaké úkoly bude aplikace provádět z pohledu 
uživatele. Nyní se zaměříme na popis funkčnosti z hlediska aplikace. Jelikož byl navrhovaný diagram 
aktivit veliký, pro přehlednost jsem ho rozdělil na dvě části. První část vyobrazuje vesměs aktivity 
očekávané ze strany uživatele, tj. čekání na zadání vstupních dat od uživatele, dále výpis informací 
na  obrazovku a možnost využití funkcí ve výstupních tabulkách. Druhá část diagramu poukazuje na 
postup vykonání práce aplikací, kdy ze vstupního souboru načítá jednotlivé záznamy a dohledává 
k nim informace ze zdrojů uvedených v kapitole 3.3 a plní jednotlivé tabulky detailními informacemi. 
Obě části propojují dvě cesty, jedna směřuje z uživatelské části do aplikační a druhá opačným 
směrem. Aby nedošlo k záměně cest, jsou označeny číslicemi. Diagram je vytvořen pomocí aplikace 
Microsoft Visual Paradigm s použitím modelovací techniky UML. 
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Obrázek 3.5 - Diagram aktivit část 1 
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Obrázek 3.6 - Diagram aktivit část 2 
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3.8 Návrh uživatelského rozhraní 
Jedno z doporučení při návrhu aplikace bylo, aby vzhledově vypadala podobně jako stará verze, čímž 
by se ulehčil přechod uživatelů na tuto novou verzi. Předběžný návrh obrazovek tedy vychází z těchto 
požadavků. Při spuštění se zobrazí hlavní obrazovka jejíž nákres je na obrázku 3.7. Po zadání 
vstupních dat a stisku jednoho z tlačítek se zobrazí stránka s tabulkami jejíž návrh je na obrázku 3.8. 




Obrázek 3.7 - Hlavní obrazovka 
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Obrázek 3.8 - Zobrazení tabulek 
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4 Implementace aplikace 
Při výběru implementačního prostředí se nabízely dvě možnosti a to použití jazyka PHP, 
viz. kapitola 2.4, nebo ASP.NET, viz. kapitola 2.5. Co se výkonnosti a možností rozšíření týče, oba 
jazyky nabízejí obdobné funkce, takže výběr byl subjektivní záležitostí. Jelikož jsem měl zájem 
osvojit si programovací jazyk ASP.NET, dal jsem mu přednost před jazykem PHP. 
K jazyku ASP.NET poskytuje firma Microsoft vývojové prostředí Visual Studio 2010. Webová 
aplikace je implementovaná pomocí tohoto prostředí a používá aplikační kód na pozadí, kdy každé 
stránce přísluší dva soubory, jeden s popisem zobrazení uživatelského rozhraní a druhý s aplikační 
logikou. Aplikace poběží na IIS Microsoft Windows Server 2008 64bit s využitím databáze 
MySQL 5.1. Celou aplikaci tvoří hlavní stránka, na které se nachází vstupní formulář pro předání dat, 
stránka s nápovědou a výsledná stránka obsahující generované tabulky se získanými detaily 
o záznamech popisujících soubory od zákazníka. 
4.1 Popis zdrojových souborů 
Aplikace se skládá ze souborů, které si vytváří Visual Studio pro běh webové aplikace a dále souborů 
se zdrojovými kódy. Jedná se o soubory Site.master, který obsahuje šablonu vzhledu celého webu a 
nastavení položek menu. Dále soubor Help.aspx obsahující nápovědu k aplikaci a vysvětlení 
významu použitých ikon a funkčnost tlačítek. 
Při spuštění aplikace se zobrazí hlavní stránka, která má kód uložený v souboru Default.aspx 
a Default.aspx.cs. Default.aspx obsahuje vstupní formuláře, ze kterých se po odeslání získávají 
potřebné informace. Prvky zobrazené  na stránce se nastaví jako neviditelné, oproti tomu výstupní 
tabulky, které byly prvně neviditelné se zviditelní, obsahují však jen popis jednotlivých sloupců 
v hlavičkách. Default.apsx.cs nastavuje potřebnou viditelnost u jednotlivých prvků a v neposlední 
řadě plní tabulky záznamy a to dynamicky vytvářenými řádky. Záznamy ze vstupního souboru se 
jeden po druhém načítají a pro každý se vždy zjišťuje koeficient získaný službou Virus Total a výskyt 
v databázi Whiteset a v závislosti na výsledcích se získávají informace z databáze Virdat, vyhledané 
informace se zapíší do příslušných sloupců řádku tabulky a daný řádek se nakonec připojí k jedné 
z tabulek.  
Poslední dva soubory APL_insert.aspx a Avgdiag.aspx obsahují obsluhu tlačítek "Well know" a 
Avgdiag. Po kliknutí na tlačítko "Well know" se přes POST odešle cesta k souboru a kontrolní součet 
MD5 na stránku APL_insert, kde se informace načtou a uloží do databáze Autorun_Parser_Local, 
uživatel je o výsledku operace informován zprávou v novém okně. Tento postup je zvolen proto, aby 
nedocházelo při obsluze tlačítka ke zpětnému odesílání a s tím spojené opětovné načítání všech údajů. 
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Tlačítko Avgdiag pracuje obdobně, po jeho stisknutí se cesty k souborům, které byly označené, 
odešlou přes POST a na stránce avgdiag.aspx se načtou a uloží do souboru. 
Třídy a jejich metody jsou psány tak, aby případné rozšíření funkčnosti aplikace nebylo 
komplikované. Nastavení přístupů k databázím a jiné definované konstanty je možné lehce změnit 
v souboru web.config. Počet řádků kódu v jednotlivých souborech je vyznačen v tabulce 4.1 a celkem 
udává hodnotu 2155 řádků. 
 
Název souboru Počet řádků Popis 
Web.config 40 Nastavení konstant 
Site.master 47 Kostra vzhledu aplikace 
Help.aspx 232 Nápověda 
Default.aspx 103 Vzhled hlavní stránky s formuláři 
Default.aspx.cs 1188 Funkčnost hlavní stránky s formuláři 
Avgdiag.aspx 7 Vzhled stránky pro generování seznamu souborů 
Avgdiag.aspx.cs 122 Funkčnost stránky pro generování seznamu souborů 
APL_insert.aspx 43 Vzhled stránky pro přidání záznamu do databáze 
APL_insert.aspx.cs 111 Funkčnost stránky pro přidání záznamu do databáze 
Site.css 262 Nastavení kaskádových vzorů 
Celkem 2155  
Tabulka 4.1 - Počet řádků kódu ve zdrojových souborech 
 
4.2 Ovládání webové aplikace 
Po zadání webové adresy aplikace se zobrazí vstupní formuláře pro zadáni textu nebo cesty k souboru 
na disku. Uživatel vkopíruje záznamy do kolonky pro text nebo zadá cestu k souboru se záznamy. 
Jednotlivé možnosti se nevylučují. Poté uživatel stiskne tlačítko "Parse LOG" a počká až aplikace 
vyhledá potřebné informace o záznamech a zobrazí je do tabulek. Nyní má výběr několik možností. 
Tlačítkem "Well Know" upraví v databázi files_counter záznam o daném souboru. Druhá možnost je 
pomocí zaškrtávacích políček označit potřebné soubory a následně tlačítkem "Avgdiag" vygenerovat 
soubor s cestami k zaškrtnutým souborům. Posledním tlačítkem je "Detail," které zobrazí detailnější 
informace k vybranému záznamu. 
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4.3 Vstupní a výstupní formuláře 
V kapitole 3.8 bylo navrženo jak by mělo vypadat uživatelské rozhraní aplikace. Během 
implementace jsem se snažil držet těchto návrhů a na následujících obrázcích je možné vidět ukázky 
obrazovek výsledné aplikace. Obrázek 4.1 ukazuje obrazovku, která je vykreslena při spuštění 
aplikace. Jako ukázkový vstupní soubor s daty je použit soubor example.txt, jehož obsah se nachází 
v příloze diplomové práce.  
 
 
Obrázek 4.1 - Vstupní formulář 
 
 Po kliknutí na tlačítko "Parse Log" se vygenerují tabulky zobrazené na obrázku 4.2. Data, 
která jsou vidět v tabulkách a na dalších obrázcích i v detailech jsou jen vymyšlené testovací údaje. 
V obrázku si můžeme všimnout zašedlého tlačítka "Add," které se po předchozím kliknutí na něj stalo 
neaktivním z důvodu jen jednoho povoleného přidání záznamu do databáze během jedné analýzy. 
Pokud bychom chtěli tlačítko znovu aktivovat, muselo by dojít k obnovení stránky. Dále je možné si 
všimnout, že na některých řádcích tlačítko "Add" chybí, to z důvodu že daný soubor se již v databázi 
WhiteSet nachází, a tudíž je soubor prohlášen za "čistý". Ve sloupci VT se na třetím a čtvrtém řádku 
vyskytuje místo číselné odpovědi n/a, což označuje, že záznam nebyl nalezen v databázích webové 
služby Virus Total. 
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Obrázek 4.2 - Výstupní formulář 
 
 Na obrázku 4.3 je vidět tabulku po kliknutí na tlačítko "Detail" u vybraných záznamů. 
V prvním případě se soubor nachází v databázi WhiteSet a zobrazené detaily jsou jen ty, které se 
získaly ze vstupního souboru od zákazníka. V druhém případě se soubor v databázi WhiteSet 
nenachází a detaily se navíc získávají z databáze VirDat.  
 Na obrázku 4.4je ukázáno oznámení, které informuje o zápisu do databáze, obsahující 
soubory, které byly rozpoznány jako čisté. Dále je vidět kolikrát už byl daný soubor takto označen. 
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Obrázek 4.3 - Výstupní formulář s detaily 
 
Obrázek 4.4 - Výstupní formulář po kliknutí na Well known 
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4.4 Testování aplikace 
Testování webové aplikace probíhalo v průběhu vývoje v několika fázích. Během návrhu aplikace 
bylo potřeba zjistit a důkladně otestovat výstupy dat, které poskytují databáze VirDat a WhiteSet. 
Testování aplikace přímo na reálných datech z databází by bylo nebezpečné, protože poškození nebo 
smazání dat v těchto databázích by mělo nedozírné následky. Jelikož nebylo možné vytvořit si kopii 
původní databáze, bylo potřeba vytvořit a naplnit lokální databáze nejrozmanitějšími daty. Jedním 
z problémů však byla velikost a množství tabulek jednotlivých databází, kdy například VirDat 
obsahuje několik desítek tabulek s velkým množstvím sloupců. Navržená webová aplikace však 
využívá pouze některá data a k těm přistupuje přes databázovou funkci pro zobrazení vybraných 
sloupců. V lokální databázi bylo tedy výhodné vytvořit novou tabulku, která obsahovala jen sloupce, 
kterých se dožaduje zmíněná funkce. Totéž platí i v případě databáze WhiteSet. Vedle obvyklých 
řetězců a čísel jsem do tabulek vložil prázdné řetězce a po prostudování skriptů k vytvoření tabulek 
i řetězce maximálních délek. To bylo důležité hlavně pro plánování optimálního vzhledu 
uživatelského rozhraní. 
 Další zdrojem k testování byla webová služba Virus Total. Během získávání dat z tohoto 
zdroje se vyskytlo několik problémů, jelikož se jejich API snaží neustále vyvíjet a vylepšovat, 
docházelo z času na čas k výpadkům. Naneštěstí pro navrženu aplikaci takový výpadek není kritický 
neboť na informacích získaných z Virus Total není závislá žádná další funkce, pouze uživatel přijde 
o možnost zobrazení čísla vyjadřujícího poměr, kdy je soubor identifikován jako hrozba vzhledem 
k počtu použitých antivirů, viz kapitola 3.3.2. Od služby se tedy mohly získat pouze tři různé 
informace, jednak očekávaný poměr a potom výjimečné situace, kdy byla služba mimo provoz nebo 
daný soubor na serveru ještě netestovali, takže porovnání jen na základě MD5 kontrolního součtu 
bylo bez výsledku. 
 Ještě před implementací aplikace bylo potřeba zjistit, jak by se dal automatizovat 
diagnostický nástroj Avgdiag. Tento nástroj poskytuje možnost použít pro svoje spuštění vstupní 
konfigurační soubor je formě XML. Ve zmíněném XML souboru by se ovšem musela nastavovat 
řada věcí, které v danou chvíli nejsou známy. Jednou z dalších možností vstupu bylo použití souboru 
pouze s adresami cest souborů na disku, tato možnost je podstatně jednodušší, ovšem na úkor dalšího 
nastavení. Pro naše požadavky je však dostačující. 
Předcházející testování bylo řešeno implementací oddělených modulů a po jejich důkladné 
optimalizaci a přípravě pro integrování do celkové aplikace jsem se zaměřil na podrobnější návrh 
kostry výsledné aplikace. Po začlenění jednotlivých modulů přišla na řadu další série testování. Tomu 
předcházela příprava v podobě naplnění lokálních databází větším množstvím dat odpovídajících 
reálnému prostředí. Některé testování probíhalo souběžně s implementací, neboť bylo potřeba vyladit 
optimální šířky sloupců výstupních tabulek webové aplikace. Vzhledem k rozsáhlému testování 
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provedenému na jednotlivých modulech, byly známy prakticky všechny možné výstupy a jejich 
integrace tudíž nebyla složitá a neprovázely ji žádné větší problémy. 
Po dokončení implementace a doladění veškerých detailů jako například stylování hlaviček a 
celkového vzhledu uživatelského rozhraní nastala chvíle pro provedení zátěžových testů, kdy bylo 
potřeba zjistit jak dlouho trvá vygenerování informací o souborech pokud je jejich počet v řádu 
desítek až tisíců. Ze získaných výsledků, které jsou zaznamenány v tabulce 4.2 a z grafu 1, je možné 
vidět, že aplikace pracuje v s lineární časovou složitostí a je schopná zobrazit průměrně 8 záznamů za 
sekundu. Toto měření bylo provedeno na osobním počítači v ladícím módu Visual Studia a za použití 
webového prohlížeče Opera 11.10. V reálném provozu pojede aplikace na výkonném serveru, takže 
se její rychlost ještě zvýší. Průměrný počet záznamů který se bude zobrazovat je v řádech stovek, tedy 
průměrnou dobou kolem jedné minuty, což je přijatelná rychlost. 
 






Tabulka 4.2 - Čas vystavení stránky v závislosti na počtu záznamů 
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Po vyladění aplikace do stavu, kdy nevykazovala žádné nedostatky a vzhled i funkčnost byly 
odsouhlaseny zadavatelem práce, přišlo na řadu testování v reálném prostředí na skutečných datech. 
V konfiguračním souboru se změnilo nastavení databází a aplikace mohla být připojena do firemní 
sítě. Jelikož předchozí testování bylo provedeno velice důkladně, aby se předešlo problémům při 
nasazování, během této části testování nedocházelo k žádným problémům většího rázu a aplikace 
byla tedy připravena pro použití uživateli technické podpory produktů AVG Technologies. V dnešní 
době (duben 2011) se uživatelé s aplikací seznamují a jsou očekávány nové poznatky k rozšíření, či 
vylepšení funkčnosti. Celá aplikace je navržena a implementována tak, že přidání rozšiřujících funkcí 
v budoucnu nebude problém. 
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5 Závěr 
Cílem této diplomové práce bylo navrhnout a naprogramovat webovou aplikací pro firmu 
AVG Technologies. Společnost se zabývá vývojem produktů pro ochranu dat a s tím související 
analýzou vzorků, neboli programů a částí kódů, které by mohly mít za úkol poškodit či omezit 
funkčnost operačního systému nebo vést k neoprávněnému získání osobních či firemních dat. Před 
těmito hrozbami chrání počítač aplikace typu antivirus nebo firewall, ovšem s příchodem veřejně 
přístupného Internetu přišly i záplavy útoků a i když se většinu daří zneškodnit před tím, než  by 
napáchala nějaké škody, může se stát, že některý vzorek proklouzne. Uživateli se v tu chvíli může 
zdát něco v nepořádku, nechá si vygenerovat speciální soubor, který obsahuje informace o registrech 
a souborech jeho operačního sytému. Tento soubor by bylo zdlouhavé analyzovat a dohledávat si 
k jednotlivým vzorkům další informace, proto je potřeba tyto operace automatizovat.   
 Získávání informací o konečném vzhledu a funkčnosti aplikace nebylo jednoduché, neboť se 
požadavky během vývoje několikrát měnily v závislosti na požadavcích zadavatele. V tomto 
dokumentu je popsána až konečná verze aplikace. Měl jsem na výběr ze dvou implementačních 
prostředí jazyk PHP a ASP.NET. Jelikož jsem se zatím s jazykem ASP.NET nesetkal, a z důvodu 
rozšíření dovedností jsem to chtěl změnit, zvolil jsem prostředí ASP.NET. S tímto rozhodnutím přišly 
problémy ve smyslu, že některé věci mi z důvodu neznámého prostředí trvaly trochu déle. 
 Jelikož by testování přímo na firemních databázích bylo nebezpečné, ukázala se jako 
vhodnější volba vytvořit lokání databázi s testovacími daty. I přes tyto potíže bylo testování 
na lokálních datech provedeno velice precizně a veškeré známé problémy vyřešeny, během 
nasazování v reálném provozu se potom nevyskytl žádný velký problém. 
 Hlavní přínos této práce byl z mého pohledu v možnosti získat zkušenosti s jazykem 
ASP.NET a díky tomu jej použít při tvorbě dalších projektů. Při získávání informací o jednotlivých 
skupinách počítačových hrozeb jsem zjistil, jak se jednotlivé druhy mezi sebou liší a také, že většina 
nezasvěcených si jednotlivé hrozby a pojmy mezi sebou zaměňují. Do budoucna bych se chtěl této 
problematice ještě více věnovat a dozvědět se více nejen o rozdílech v útocích, ale také o stavbě 
takového kódu a jeho postupům při analyzování. 
 Pokud by nastala potřeba přeprogramovat vytvořenou webovou aplikaci, vyplatilo by se 
investovat do profesionálního grafického návrhu uživatelského rozhraní. Takový krok by sice neměl 
vliv na funkčnost aplikace, ale zpříjemnil by práci uživatelům. Nyní aplikace vyhledává informace 
k souborům pouze z omezeného počtu zdrojů, postupem času se ukáže, zda informace z nich získané 
jsou dostačující pro správné analyzování. V případě nedostačujících dat bude potřeba zajistit více 
informačních zdrojů. 
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Příloha 2: Obsah vstupního souboru pro ukázku struktury výstupních tabulek použitých v kapitole 4.4 
HKLM\System\CurrentControlSet\Control\Terminal Server\Wds\rdpwd\StartupPrograms 
   rdpclip 
     rdpclip 
     RDP Clip Monitor 
     Microsoft Corporation 
     6.0.6002.18005 
     c:\windows\system32\rdpclip.exe 
     51b15fc8de1a07851f648ffe4362e5ca (MD5) 
     b8215e0a97424eff245eaf196ed4fccd154723b6 (SHA-1) 
     2f33ed67124a2225104726cb59f001e5ff4d78b0d88a650ced997890b515a73b (SHA-256) 
 
HKLM\SOFTWARE\Microsoft\Windows NT\CurrentVersion\Winlogon\Userinit 
   C:\Windows\system32\userinit.exe 
     C:\Windows\system32\userinit.exe 
     Userinit Logon Application 
     Microsoft Corporation 
     6.0.6001.18000 
     c:\windows\system32\userinit.exe 
     0e135526e9785d085bcd9aede6fbcbf9 (MD5) 
     d15244d41efddbab08d53fe032aedff39091d3af (SHA-1) 
     75eea7e5ae90d857b777361a0166f9a82e354f229fd5250af8738364e6fb45db (SHA-256) 
 
HKLM\SOFTWARE\Microsoft\Windows NT\CurrentVersion\Winlogon\Shell 
   explorer.exe 
     explorer.exe 
     Windows Explorer 
     Microsoft Corporation 
     6.0.6002.18005 
     c:\windows\explorer.exe 
     d07d4c3038f3578ffce1c0237f2a1253 (MD5) 
     4b3bd605b63749ff255e048ca6f27aff95aec24a (SHA-1) 
     135dd05678c8997b45982d77298dbdd98061c9d4fe43d77866846012eb061a04 (SHA-256) 
 
HKLM\SOFTWARE\Microsoft\Windows\CurrentVersion\Run 
   NvSvc 
     RUNDLL32.EXE C:\Windows\system32\nvsvc.dll,nvsvcStart 
     NVIDIA Driver Helper Service, Version 169.26 
     NVIDIA Corporation 
     7.15.11.6926 
     c:\windows\system32\nvsvc.dll 
     486973a517c3d91a25860bea7d8d61b1 (MD5) 
     9eb58f5bd91a7cc1f0758bd52bf5ccbf21754f30 (SHA-1) 
     8c76776f03262099d0cf8d1a0dbdee6f48ebc058585c54336b39c628f82f89bd (SHA-256) 
   NvCplDaemon 
     RUNDLL32.EXE C:\Windows\system32\NvCpl.dll,NvStartup 
     NVIDIA Display Properties Extension 
     NVIDIA Corporation 
     7.15.11.6926 
     c:\windows\system32\nvcpl.dll 
     95d55506f1d25cd75465e265c82a52a5 (MD5) 
  55 
     5fcc855b7a187755d6fd360d5d77d78de1833162 (SHA-1) 
     db3f7c358050009f284581744494ff23efe204622a28e9e4f43c3abf16aaebff (SHA-256) 
   NvMediaCenter 
     RUNDLL32.EXE C:\Windows\system32\NvMcTray.dll,NvTaskbarInit 
     NVIDIA Media Center Library 
     NVIDIA Corporation 
     7.15.11.6926 
     c:\windows\system32\nvmctray.dll 
     290c14b38af9c30134fe83d83a759584 (MD5) 
     b7542b23ccda2d85c681dd4f7e4cc60400e555c3 (SHA-1) 
     50f09fc914778893d6d86eddb0ac6a701c0048728cee997693351655b8854521 (SHA-256) 
   SoundMAXPnP 
     C:\Program Files\Analog Devices\Core\smax4pnp.exe 
     SMax4PNP 
     Analog Devices, Inc. 
     6.1.32.141 
     c:\program files\analog devices\core\smax4pnp.exe 
     81ac5268574856c96d83c4519446864a (MD5) 
     c8052ff3524f0b6b37b398bc4b47262963f26a4b (SHA-1) 
     96c159a67356eea3255a2caf0074396edf931184edca43f5e984e411341c85d1 (SHA-256) 
   Communicator 
     "C:\Program Files\Microsoft Office Communicator\communicator.exe" /fromrunkey 
     Microsoft Office Communicator 2007 R2 
     Microsoft Corporation 
     3.5.6907.56 
     c:\program files\microsoft office communicator\communicator.exe 
     9a7fb402c58c65aed3952c90fe6d970a (MD5) 
     126056444e4693cfca7912ddf3cc50e5dadd594c (SHA-1) 
     b19edfc3d5f1478c8e43b98650819aa68ce369ecf73e1294926fc6356b477a7e (SHA-256) 
   Adobe Reader Speed Launcher 
     "C:\Program Files\Adobe\Reader 9.0\Reader\Reader_sl.exe" 
     Adobe Acrobat SpeedLauncher 
     Adobe Systems Incorporated 
     9.2.0.124 
     c:\program files\adobe\reader 9.0\reader\reader_sl.exe 
     33e5a8fc8eb0ee42478f8538d0215d8f (MD5) 
     59faa4839591b954fe58e5e4db744fecc00cae46 (SHA-1) 
     206aca11b99234a1d31c5dd8506d207b591883aaa5cfbbadac66a13a3f523881 (SHA-256) 
   Adobe ARM 
     "C:\Program Files\Common Files\Adobe\ARM\1.0\AdobeARM.exe" 
     Adobe Reader and Acrobat Manager 
     Adobe Systems Incorporated 
     1.0.5.0 
     c:\program files\common files\adobe\arm\1.0\adobearm.exe 
     3103fe27c967675b019e880aa6da3d6d (MD5) 
     79a198f891f7def459fe866679034ecf2f6f9347 (SHA-1) 
     515e750acd28c3cfd8174b7f213e2aa741d8942fb68e57f701ebcbb92ec3f537 (SHA-256) 
 
HKCU\Software\Microsoft\Windows\CurrentVersion\RunOnce 
   FlashPlayerUpdate 
     C:\Windows\system32\Macromed\Flash\FlashUtil10c.exe 
     Adobe Flash Player Helper 10.0 r32 
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     Adobe Systems, Inc. 
     10.0.32.18 
     c:\windows\system32\macromed\flash\flashutil10c.exe 
     ae619f242f2ce340f3b33ddeaa88248d (MD5) 
     efa6e00503102d6a64fbe23844292da00a2a6fd0 (SHA-1) 
     b34fa5bb3bfb817516246f9e702a1e6c444e3eace6cde2e6972a160b912bb3b1 (SHA-256) 
 
 
