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Fragebögen in Papierform sind in vielen Bereichen beispielsweise der Psychologie
oder Medizin ein gängiges Handwerkszeug zur Erhebung von Daten. In der heutigen
hochtechnologisierten Welt ist diese Methode jedoch nicht mehr zeitgemäß und zum
großen Teil mit viel Aufwand verbunden. Aus diesem Grund wurden am Institut für
Datenbanken und Informationssysteme der Universität Ulm bereits erste elektronische
Fragebogen auf mobilen Endgeräten realisiert. Jedoch weisen diese Systeme einige
verbesserungswürdige Aspekte auf, wie beispielsweise fest im Programmcode hinterleg-
te Fragebögen. Dadurch ist es nicht ohne weiteres möglich, kurzfristig auf Änderungen
oder Erweiterungen zu reagieren. Hierzu ist der direkte Eingriff in den Programmcode
notwendig, was einen hohen zeitlichen Aufwand bedeutet und nur von entsprechenden
Experten durchgeführt werden kann.
Um die Nachteile der bisherigen Anwendungen zu kompensieren, wurde ein Projekt
geschaffen, um ein neues Fragebogensystem zu realisieren. Das neue System gliedert
sich in die drei Teilbereiche der Modellierung von Fragebögen, der zentralen Verwaltung
und der Ausführung auf mobilen Endgeräten.
Gegenstand der hier vorgelegten Ausarbeitung ist die Realisierung einer Anwendung
zur Durchführung von Umfragen am Beispiel der mobilen Android Plattform. Hierbei
werden die Anforderungen, das Konzept und die Anwendung selbst vorgestellt. Als
Hauptaspekte sind hier die dynamische Generierung der Benutzeroberfläche und der
Einsatz einer Prozess Engine zur Steuerung der Fragebögen zu nennen. Zudem neh-
men Anforderungen an die Usability eine wichtige Rolle ein. Darüber hinaus werden
Kernpunkte der Implementierung im Detail diskutiert. Mithilfe des Ausblicks und den
alternativen Anwendungsmöglichkeiten werden aktuelle und zukünftige Polyvalenzen
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In der heutigen modernen Kommunikationswelt sind viele Wege und Methoden vorhan-
den, um Daten und Informationen zu gewinnen. Eine solche Methode ist die Erhebung
mit Hilfe eines Fragebogens. Diese Art der Informationsgewinnung ist sehr weit ver-
breitet, sowie mit vielen unterschiedlichen Erscheinungsformen einhergehend [Sch12].
So gibt es beispielsweise Fragebögen, die von Besuchern öffentlicher Einrichtungen
ausgefüllt werden, um den internen organisatorischen Ablauf zu analysieren und zu
verbessern. Ein weiteres Anwendungsbeispiel ist die Mikrozensus Umfrage, welche eine
statistische Erhebung ist, die dazu dient, die im Rahmen von Volkszählungen erhobenen
Daten in kurzen Zeitabständen zu überprüfen und gegebenenfalls zu korrigieren. Der
klassische Fragebogen ist meist in Papierform und wird von Hand ausgefüllt. Im Zuge
der Akzeptanz des Internets entstehen vermehrt Fragebögen im Online-Format. Diese
können elektronisch ausgefüllt und direkt versendet werden. Gegenüber der klassischen
papierbasierten Variante, bieten elektronische Fragebögen diverse Vorteile. So liegen die
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erhobenen Daten beispielsweise direkt in digitaler Form für die anschließende compu-
tergestützte Analyse bereit. Desweitern wird Papier gespart, was aus ökologischer und
finanzieller Sicht gerade bei großen Umfragen und Erhebungen nicht zu vernachlässigen
ist.
Im Zuge der rasanten Verbreitung von mobilen Endgeräten (beispielsweise Smartphones
oder Tablet PCs) bietet es sich an, elektronische Umfragen mit solchen Geräten durchzu-
führen. Dazu wurden im Rahmen von Abschlussarbeiten bereits Anwendungen realisiert,
welche Fragebögen in elektronischer Form darstellen [Sch12], [Mai12]. Jedoch sind die
Fragebögen dieser mobilen Anwendungen themenspezifisch und weisen einige Nach-
teile auf (siehe Kapitel 2). Änderungen oder Erweiterungen an diesen Anwendungen
sind nur schwer umsetzbar, und erfordern einen hohen Programmieraufwand. Zudem ist
eine komplexe Ablaufsteuerung der Fragebögen nur schwer möglich, da diese in der
Programmlogik enthalten ist.
Ein neuer Ansatz, um den Inhalt und die Ablauflogik eines Fragebogens auch nach-
träglich einfach ändern zu können, ist die Trennung von Fragebogen und Anwendung.
Dadurch sind Fragebogeninhalt und Ausführungslogik nicht mehr direkt in der Anwen-
dung enthalten und können separat in einer Konfigurationsumgebung erstellt werden.
Dieser so erstellte Fragebogen, welcher eine Seitenbeschreibung und die dazugehörige
Ausführungslogik enthält, wird anschließend auf das mobile Endgerät geladen. Dort
generiert die Anwendung dynamisch anhand der Seitenbeschreibung eine Benutzero-
berfläche. Die auf dem mobilen Endgerät enthaltene Prozess Engine interpretiert dabei
die Ausführungslogik und steuert so den Fragebogenablauf. Dieser Ansatz verspricht
einige Vorteile:
• Auf Änderungen der Ablauflogik von Fragebögen kann schnell reagiert werden.
Nur der modellierte Prozess wird dabei angepasst, es ist somit kein expliziter
Programmieraufwand erforderlich.
• Die Anwendung auf dem mobilen Endgerät muss dabei nicht erneuert werden, da
die Benutzeroberfläche des Fragebogens von der Anwendung dynamisch generiert
wird. Lediglich der Fragebogen selber wird dabei ausgetauscht, welcher dabei als
Informationsträger dient.
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• Durch Benutzung von Interaktionselementen für die Darstellung der Fragen in
neutral gehaltenem Design, können die Fragebögen in unterschiedlichen Domänen
verwendet werden.
• Die Mobilität ermöglicht das Durchführen von Interviews an beliebigen Orten unter
Verwendung von mobilen Endgeräten.
Dieser neuartige Ansatz wird am Institut für Datenbanken und Informationssysteme
der Universität Ulm entwickelt und erforscht. Das System setzt dabei auf Prozess-
Technologie, um Fragebögen zu erstellen und anschließend auch auszuführen. Gegen-
stand der hier vorliegenden Arbeit ist die Realisierung einer dynamisch generierten
Anwendung für mobile Endgeräte zur Durchführung von prozess-orientierten Fragebö-
gen.
1.1. Hintergrund zum Gesamtsystem
Wie bereits in Kapitel 1 erläutert, ist die hier dargelegte Arbeit ein Teilbereich des Ge-
samtsystems QuestionSys. Die Abbildung 1.1 zeigt einen schematischen Überblick über
die unterschiedlichen Komponenten des Systems.
Abbildung 1.1.: Überblick des Gesamtsystems
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Konfigurator: Unter Verwendung des Konfigurators werden Fragebögen und deren
Ablauflogik modelliert. Somit ist der Fragebogenaufbau nicht mehr fest in der mobi-
len Anwendung codiert, sondern wird getrennt erstellt. Gespeichert werden alle
modellierten Daten auf dem zentralen Server. Die Konzeption und das Design der
Konfiguratorumgebung wurde dabei in einer separaten Abschlussarbeit entwicklet
[Sch14].
Server: Der zentrale Server speichert alle Fragebögen und die dazu erhobenen Ant-
worten. Die Antworten werden von den mobilen Endgeräten nach der Befragung
zum Server gesendet. Zusätzlich dient der Server als Kommunikationsplattform,
welche von Konfigurator und dem mobilen Endgerät genutzt werden. Die Schnitt-
stellen sind dabei als Webservice realisiert. Des Weiteren ist für den Server eine
Möglichkeit zur Analyse der Antworten angedacht.
Mobiles Endgerät: Eine generische Anwendung, welche auf dem mobilen Endgerät in-
stalliert wird, stellt dem Benutzer die auf dem Konfigurator modellierten Fragebögen
dar. Dazu werden über die Service-Schnittstelle am Server die Fragebögen ange-
fragt und auf dem mobilen Endgerät persistiert. Das Speichern selber wird von der,
auf dem mobilen Endgerät enthaltenen, leichtgewichtigen Prozess Engine, durch-
geführt. Über diese wird auch der dynamische Aufbau der Benutzeroberfläche
gesteuert, da sie die modellierte Ausführungslogik des Fragebogens interpretiert.
Die vom Benutzer erhobenen Antworten werden direkt an die Prozess Engine
geleitet und gespeichert, damit keine Daten verloren gehen. Nach Abschluss eines
Fragebogens werden die erhobenen Daten an den zentralen Server gesendet.
1.2. Aufbau der Arbeit
Der weitere Verlauf der Arbeit gliedert sich in Kapitel 2, welches Forschungsarbeiten und
auf dem Markt zugängliche Anwendungen mit ähnlichem Fokus diskutiert. Anschließend
werden Nachteile aus diesen diskutierten Anwendungen extrahiert und in Bezug auf
die zu realisierende Anwendung gebracht. Die wichtigsten Anforderungen an die zu
realisierende Anwendung werden in Kapitel 3 aufgeführt. Dabei wird zwischen funk-
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tionalen und nichtfunktionalen Aspekten unterschieden. Im Kapitel 4 wird der Aufbau
der Anwendung schematisch betrachtet. Dabei wird besonders auf die Aspekte Syste-
marchitektur, Aufbau des Fragebogens, Prozess Engine und dem Zusammenspiel der
Komponenten eingegangen. Eine Einführung in das User Interface der Anwendung wird
in Kapitel 5 gegeben. Dazu wird der Ablauf der Anwendung anhand von Screenshots
nachgestellt. Kapitel 6 bietet einen tieferen Einstieg in die Realisierung auf Basis des






Dieses Kapitel diskutiert Forschungsarbeiten mit ähnlichem Fokus und stellt diese ein-
ander gegenüber. Dabei sollen bestehende Nachteile dieser Arbeiten extrahiert und in
Bezug mit der hier vorliegenden Arbeit gebracht werden.
2.1. Masterarbeit von Maximilian Schmid
Mit der Arbeit “Technische Konzeption und Realisierung der Anwenderumgebung für ein
generisches Fragebogensystem zur IT-gestützten Durchführung von evaluierten Studi-
en der Klinischen Psychologie” [Sch12] wurde ein webbasierter Fragebogen-Client
erstellt (siehe Abbildung 2.1).
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Abbildung 2.1.: Exemplarische Seite eines Fragebogens aus der diskutierten Arbeit
[Sch12]
Durch die Verwendung der Web-Technologie ist die Client Anwendung plattformunab-
hängig und kann auf verschiedensten Endgeräten eingesetzt werden. Im Speziellen wird
hier die Technik der WebApp genutzt, wodurch mobile Webseiten unter Verwendung des
PhoneGap Frameworks in native WebApps für die jeweiligen Betriebssysteme konver-
tiert werden. Dadurch ist es möglich auf Ressourcen des Betriebssystems zuzugreifen,
was aus dem Browser nur eingeschränkt möglich ist. Somit kann eine Umfrage auf
beliebigen mobilen Endgeräten durchgeführt werden.
Positiv hervorzuheben ist die Trennung von Fragebogen und der eigentlichen Anwen-
dung. Die Anwendung auf dem mobilen Endgerät erstellt dabei für den Benutzer eine
Bedienoberfläche mit welcher die Umfrage durchgeführt werden kann. Hierbei werden
sehr domänenspezifische Interaktionselemente verwendet, da die Anwendung im Be-
reich der Medizin eingesetzt wird. In der hier vorliegenden Arbeit werden ausschließlich
Interaktionselemente in neutralem Design verwendet, um Umfragen in unterschiedlichen
Bereichen durchführen zu können.
Die Reihenfolge, in welcher die Fragebogenseiten dem Benutzer dargestellt werden
sollen, kann in der diskutierten Arbeit [Sch12] vorgegeben werden, jedoch ist es nicht
möglich komplexe Abläufe zu definieren. Aus diesem Grund ist in der hier vorliegenden
Arbeit die Steuerung der Fragebogenseiten durch eine leichtgewichtige Prozess Engine
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vorgesehen. Die Prozess Engine wurde eigens für diesen Anwendungsfall entwickelt und
befindet sich auf dem mobilen Endgerät. Dadurch wird die Interpretation von komplexer
Ablauflogik für Fragebögen unterstützt und fordert keine Änderung des Programmcodes.
Des weiteren ist im Fragebogen-Client ein Offline-Betrieb vorgesehen. Dazu werden die
auszuführenden Fragebögen auf dem mobilen Endgerät gespeichert. Die erhobenen
Antworten vom Benutzer persistiert die Anwendung dabei ebenfalls lokal. Nachteilig
Anzumerken ist hierbei allerdings, dass die erhobenen Daten im Offline-Betrieb vom
Benutzer gelöscht werden können, ohne dass diese zuvor auf einen zentralen Server
persistiert wurden. Das Konzept der hier dargelegten Arbeit sieht hierfür eine Datenbank
vor. Durch die Prozess Engine werden alle erhobenen Daten während einer Umfrage in
der lokalen Datenbank persistiert. Diese können im Passwort geschützten administrati-
ven Bereich der Anwendung erst nach erfolgreicher Synchronisierung mit dem Server
gelöscht werden.
Ein weiterer wichtiger Aspekt ist die Mehrsprachigkeit der Fragebögen, da Befragungen
oft an verschiedenen Orten und in unterschiedlichen Ländern durchgeführt werden. In
der hier diskutierten Arbeit wird dies zwar unterstützt, jedoch muss ein Fragebogen
mehrmals in den jeweiligen Sprachen erstellt und auf das Endgerät geladen werden.
In der hier vorliegenden Arbeit kann die Sprache für einen Fragebogen vor dem Start
umgestellt werden. Die Sprache der Anwendung und die des Fragebogens werden dabei
getrennt voneinander behandelt. Detailliert wird dieser Aspekt in Kapitel 3.2.1 diskutiert.
Nicht zu vernachlässigen ist der Aspekt der unterstützen Fragetypen. In der Arbeit
[Sch12] sind sechs verschiedene Typen von Fragen umgesetzt. Dies sind neben der
Button Single- und Button Multiple Choice, das Äquivalent in Tabellenform (Table Single
Choice bzw. Table Multiple Choice), sowie der Slider und die Freitextantwort. Auffallend
ist hierbei, dass es beispielsweise beim Slider keinen neutralen Zustand gibt. Somit ist
initial bereits ein Wert ausgewählt, welcher aus psychologischer Sicht den Benutzer
in der Entscheidungsphase beeinflusst. Dies kann beispielsweise bei einem Zweistel-
lungsschalter der Fall sein. In der realisierten Anwendung wurde deshalb für jedes
Interaktionselement ein initialer neutraler Status implementiert. Im vorherigen Beispiel
wäre das eine zusätzliche temporäre Stellung in der Mitte des Schalters.
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Zusammenfassend ist zu erwähnen, dass der realisierte Fragebogen-Client aus der
Arbeit [Sch12] einen sehr dynamischen Aufbau in Bezug auf die Darstellung der Frage-
bögen aufzeigt, jedoch ebenso mit einigen Nachteilen behaftet ist. Dies ist beispielsweise
die Tatsache, dass Antworten im Offline-Betrieb vom Benutzer gelöscht werden kön-
nen, oder einige Interaktionselement keinen neutralen Zustand aufweisen. Positive
Aspekte sind die Plattformunabhängigkeit mittels PhoneGap, sowie die Trennung des
Fragebogeninhalts von der Anwendung.
2.2. Bachelorarbeit von Fabian Maier
In der Arbeit „Entwicklung eines mobilen und Service getriebenen Workflow-Clients zur
Unterstützung von evaluierten Studien der klinischen Psychologie am Beispiel der Ari-
staFlow BPM Suite und Android“ [Mai12] wurde eine Anwendung für mobile Endgeräte
entwickelt. Als Voraussetzung für den Einsatz dieser Anwendung wird eine serverseitige
Prozess Engine definiert, mit welcher der Fragebogenablauf gesteuert wird. Diese bei-
den Komponenten kommunizieren dabei über einen vom Server bereit gestellten Web
Service.
In der hier diskutierten Arbeit ist positiv zu erwähnen, dass der Fragebogen getrennt
von der Anwendung auf den mobilen Geräten betrachtet wird. Somit sind auch hier
Änderungen im Aufbau und Ablauf des Fragebogens einfach zu realisieren. Die An-
wendung selber muss dabei nicht abgeändert werden. Die vorausgesetzte Prozess
Engine, welche auf einem externen Server arbeitet, kann im ersten Moment als Vorteil
gesehen werden, denn dadurch ist das interpretieren von komplexer Ablauflogik für
Fragebögen möglich. Auf den zweiten Blick jedoch bringt sie auch Nachteile mit sich,
denn für die Durchführung einer Umfrage wird eine dauerhafte Verbindung mit dem
Server vorausgesetzt. Somit kann die Client-Anwendung mit hoher Wahrscheinlichkeit
in Dritte-Welt-Ländern nicht eingesetzt werden, da dort kein flächendeckendes mobiles
Internet verfügbar ist. Ebenso ist das Verhalten der Anwendung bei sporadischen Ver-
bindungsabbrüchen zum Server nicht erwartungskonform. Falls die Verbindung verloren
geht, ist die Anwendung nicht mehr bedienbar, da sie auf eine Wiederanbindung wartet.
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In seltenen Fällen kann es sogar vorkommen, dass ein manueller Eingriff auf dem Server
notwendig ist, um die Umfrage nach einem Verbindungsabbruch fortzuführen. In der hier
vorliegenden Arbeit wird keine dauerhafte Verbindung zu einem Server vorausgesetzt,
da sich die Fragebögen und die eingesetzte Prozess Engine direkt auf dem mobilen
Endgerät befinden. Dadurch sind alle, für den Offline-Betrieb benötigten Ressourcen
direkt auf dem Endgerät vorhanden. Ebenso minimieren sich die Übertragungszeiten
bei der Kommunikation mit der Prozess Engine, da lokal kommuniziert werden kann.
Im Vergleich mit der im Kapitel 2.1 diskutierten Arbeit ist die Plattformunabhängigkeit
nicht gegeben, da die Anwendung nativ für das Android Betriebssystem implementiert
wurde. Um die auf dem Server entworfenen Fragebögen mit mobilen Endgeräten anderer
Betriebssysteme (beispielsweise iOS oder Windows) benutzen zu können, müssen dafür
separate Anwendungen realisiert werden. Ein weiterer positiver Aspekt, welcher durch
die Verwendung einer Prozess Engine herbeigeführt wird, ist die Möglichkeit, eine
Umfrage zu unterbrechen und zu einem späteren Zeitpunkt fortzusetzen. Dieser Aspekt
ist direkt in das Konzept der hier vorgelegten Arbeit eingeflossen.
Wie bereits beim Betrachten der hier diskutierten Arbeit festgestellt wurde, sind auch
für die meisten Interaktionselementen zum Beantworten von Fragen keine neutralen
Werte berücksichtigt worden. Somit ist beispielsweise bei einem Slider stets ein kon-
kreter Wert vorausgewählt. In der hier vorgelegten Arbeit wird dieses Problem durch
Verwendung eigens realisierter Interaktionselemente behoben. Diese weisen alle eine
neutrale Position auf, welche initial gesetzt wird. Bei einigen dieser Elemente ist es auch
nachträglich möglich den neutralen Wert auszuwählen, um sich beispielsweise einer
Anwort zu enthalten.
Wie bereits im Kapitel 2.1 aufgeführt, sind die Interaktionselemente der hier diskutierten
Arbeit ebfalls für den Bereich Medizin ausgerichtet. Somit können nur domänenspezifi-
sche Umfragen mit der Client-Anwendung durchgeführt werden. In der hier vorgelegten
Arbeit werden ausschließlich Interaktionselemente mit neutralem Design eingesetzt,
welche eigens für diesen Zweck realisiert wurden. Damit sind mit der neu realisierten
Anwendung, Umfragen in verschiedensten Bereichen möglich.
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Zusammengefasst lässt sich sagen, dass durch den Einsatz einer Prozess Engine auf
dem Server komplexe Fragebogenabläufe einfach abgebildet werden können, jedoch
Probleme bei Verbindungsabbrüchen auftreten. Ohne Verbindung zum Server ist die
Durchführung einer Umfrage nicht möglich. Weiterhin ist das Konzept der Trennung des
Fragebogens von der Anwendung positiv hervorzuheben, wobei sich die Modellierung
der Fragebögen mit dem dafür vorgesehenen Editor eher mühsam gestaltet.
Abbildung 2.2.: Exemplarische Fragebogenseiten der hier diskutierten Arbeit [Mai12]
2.3. QuickTabSurvey
Das kommerzielle Produkt QuickTabSurvey [Qui14] ist laut eigenen Angaben des Unter-
nehmens in Bezug auf die Datenerfassung, Marktführer im Bereich der Marktforschung.
QuickTabSurvey ist eine frei konfigurierbare Datenerfassungsplattform, welche beispiels-
weise für Kundenbefragungen verwendet werden kann.
Ein neuer Fragebogen kann dabei sehr einfach über eine online Administrationsseite
erstellt werden. Dazu stehen mehr als 35 verschiedene Typen von Fragen zur Auswahl,
mit welchen beispielsweise ein Text, oder ein boolescher Wert erfasst werden kann
(siehe Abbildung 2.3). Die Integration von Medien (beispielsweise Bilder und Videos) ist
ebenso möglich. Die Erweiterung der bestehenden Fragentypen um eigens entworfene
Typen wird jedoch nicht unterstützt, was als Nachteil zu werten ist. In der hier vorgelegten
Arbeit ist die Architektur der Anwendung so konzipiert, dass neue Frage-Typen leicht
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integriert werden können. Somit wird ein maximum an Flexibilität und Erweiterbarkeit
erreicht.
Bei der Gestaltung der Fragebögen für ein QuickTabSurvey ist es dem Benutzer über-
lassen ober er alle Fragen auf einer Seite darstellt, oder diese auf mehrere Seiten
verteilt. Falls mehrere Seiten für einen Fragebogen existieren, kann zusätzlich eine
einfache Logik zur Ausführungsreihenfolge definiert werden. Hierbei sind nur einfache
Verzweigungen, beispielsweise anhand des eingegebenen Geschlechts, möglich. Um
diesen Aspekt unterscheidet sich die hier vorgelegte Arbeit stark vom kommerziellen
Produkt, da auf den mobilen Endgeräten zu Steuerung der Fragebögenseiten eine
Prozess Engine verwendet wird. Mit dieser ist es möglich komplexe Abläufe bei der
Ausführung von Fragebögen zu realisieren.
Die Ausführung einer Umfrage findet auf mobilen Endgerät für die Plattformen iOS und
Android statt. Mit der mobilen Anwendung kann der vorher entworfene Fragebogen auf
das mobile Endgerät geladen und gestartet werden. Zur Durchführung von Umfragen
wird keine Verbindung mit dem Internet vorausgesetzt. Diese wird nur benötigt, um
Fragebögen auf das Endgerät zu laden und die erhobenen Daten zurück an die zentrale
Datenerfassungsplattform zu senden. Falls während der Erfassung von Daten eine Ver-
bindung zum Server besteht, werden diese direkt zum Server gesendet und gespeichert.
Auf der Administrationsseite besteht die Möglichkeit, die empfangenen Daten live zu
analysieren und zu exportieren (beispielsweise als PDF oder als Rohdaten zur weiteren
Verarbeitung durch eigene Anwendungen).
Zusammenfassend lässt sich über QuickTabSurvey sagen, dass es bei der Erstellung,
als auch bei der Visualisierung von Fragebögen sehr dynamische Ansätze aufweist
und leicht zu Verwenden ist. Der Ablauf des Fragebogens kann dabei nur begrenzt
gesteuert werden, was sich als Nachteil erweist. Zusätzlich bietet es auf der Administra-
tionsseite Analyse- und Exportmöglichkeiten. Die anfallenden Kosten für die Nutzung
des Systems können hierbei als Nachteil aufgeführt werden. Ebenso der Aspekt, dass
die Fragebogentypen nicht selbst erweitert werden können.
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(a) Auswahl eines Karten-
punkts
(b) Auswahl des Ge-
schlechts
Abbildung 2.3.: Fragen Elemente von QuickTabSurvey [Qui14]
2.4. Fazit
In der hier vorliegenden Arbeit sollen, sofern möglich, die Vorteile der bisherigen Arbeiten
übernommen und die Nachteile beseitigt werden. Zum besseren Verständnis werden
die verschiedenen Kriterien in der Tabelle 2.1 gegenüber gestellt.
Kriterien Schmid Maier QuickTabSurvey Questinnaire
Offline Verfügbar ja nein ja ja
Process Engine nein Extern nein ja
Plattformunabhängig ja nein nein nein
Plattform Web Android iOS/Android Android
Zentrale Verwaltung ja ja ja ja
Editierbarkeit ja ja ja ja
Erweiterbarkeit ja ja nein ja
Neutrales Design nein nein ja ja
Neutraler Zustand nein nein nein ja
(Bedienelemente)
Tabelle 2.1.: Gegenüberstellung Arbeiten
Ein beseitigter Nachteil in Bezug auf die diskutierte Arbeit [Sch12] ist die schlechte
Unterstützung in der Ablaufsteuerung von Fragebögen. Dazu wurde eine eigens für
diesen Anwendungsfall konzipierte Prozess Engine realisiert, welche sich lokal auf dem
mobilen Endgerät befindet. Dadurch ist die Steuerung von Fragebogenseiten unter
Verwendung von komplexen Ablaufmustern möglich.
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Ebenso ist in der Anwendung ein Offline-Betrieb realisiert, wodurch Umfragen ohne
Verbindung zu einem Server durchgeführt werden können. Dies ist nur deshalb möglich,
da sich die eingesetzte Prozess Engine lokal auf dem mobilen Endgerät befindet und
die relevanten Ressourcen wie beispielsweise Fragebögen direkt auf dem Endgerät
gespeichert sind. In der diskutierten Arbeit [Mai12] war dies nicht möglich, da zur
Ausführung eine dauerhafte Verbindung zum Server vorausgesetzt wurde.
In Bezug auf die Erweiterbarkeit grenzt sich die hier dargelegte Arbeit klar von der kom-
merziellen Anwendung QuickTabSurvey ab. Dort ist es nicht vorgesehen, den Katalog
von Fragen-Typen um eigene Typen zu erweitern. In der neu realisierten Anwendung
ist die Integration zusätzlicher Typen von Beginn an konzeptuell berücksichtigt und
implementiert worden.
Eine weitere Abgrenzung zu den bisher diskutierten Anwendungen ist die Gestaltung
der Interaktionelemente. Diese sind in der hier vorgelegten Arbeit neutral gehalten
und können dadurch in verschiedensten Domänen eingesetzt werden. Desweiteren
wurde auf den psychologischen Aspekt von bereits vorausgewählten Bedienelementen
geachtet, welcher in allen bisher betrachteten verwandten Arbeiten zu finden war. Bei
Zweistellungsschaltern ist dort inital bereits eine mögliche Antwort vor ausgewählt.
Dieses Problem wurde in der neu realisierten Anwendung durch Verwendung eines





In diesem Kapitel werden die wichtigsten Anforderungen aufgeführt und erläutert, welche
als Grundlage für die Realisierung des generischen Fragebogensystems auf der mobilen
Android Plattform verwendet wurden. Dabei spielen viele funktionale Aspekte eine Rolle,
doch auch eine grosse Anzahl an nichtfunktionalen Anforderungen dürfen dabei nicht
außer Acht gelassen werden.
Auf die Anfertigung eines Lasten- / Pflichtenheftes wurde bei diesem Projekt verzichtet,
da anfangs die Anforderungen an das System noch nicht exakt sichtbar waren. Viel
mehr wurde hier die Methodik der agilen Softwareentwicklung eingesetzt. Eine komplette
theoretische Planung des Gesamtsystems (Questioneer, Questionizer, Questionnaire)




Das allgemeine Ziel dieser hier vorliegenden Arbeit ist es, einen Fragebogen Client zu
erstellen, welcher ein User Interface zum Beantworten der Fragen basierend auf Basis
einer Beschreibungssprache generiert. Somit ist die Oberflächengestaltung nicht an
eine spezifische Domäne gebunden und muss deshalb neutral, transparent, einfach und
verständlich gehalten werden, damit sich Benutzer unterschiedlichen Bildungsgrades
und Anwendungsdomänen mit der Software auseinander setzen können.
Im Folgenden sind die aufgeführten Oberflächenelemente stark an die Psychologie bzw.
Medizin angelehnt, da aus bereits realisierten Projekten sehr detailiertes Hintergrund-
wissen vorhanden ist.
3.1. Nichtfunktionale Anforderungen
Die nichtfunktionalen Anforderungen beschreiben wie gut ein System etwas leisten
soll (qualitativ) und stehen nicht direkt in Interaktion mit der Funktion des eigentlichen
Systems.
3.1.1. Usability
Die Usability (auch Gebrauchstauglichkeit genannt) bezeichnet den Grad, in welchem ein
Produkt oder System durch bestimmte Benutzer verwendet werden, um bestimmte Ziele
(Effektivität, Effizienz, Zufriedenheit) im Nutzungskontext zu erreichen. Unterschieden
wird dabei zwischen zwei Kontexte [Off12]:
• Ease of Use: Sehr gut ausgebildete oder geschulte Benutzer, welche häufig mit
dem System in Berührung kommen. Die Dialoge können hier komplexer sein.
• Ease of Learning: Benutzer ohne Schulung, welche das System nur sporadisch
nutzen. Das System muss selbsterklärend sein, damit sich solche Benutzer einfach
zurechtfinden, und ihre Aufgaben erledigen können.
Dieser Aspekt des Nutzerkontextes nimmt einen besonders großen Stellenwert ein,




So gibt es die Gruppe der Administratoren, von denen auszugehen ist, dass sie aus-
reichend in der Bedienung der Software geschult sind. Somit ist es dieser Gruppe
ohne größere Probleme möglich, administrativen Aufgaben, wie das Einspielen neuer
Fragebögen, Löschen von Fragebögen, Zurücksenden von ausgefüllten Fragbögen und
Verwalten von Benutzern zu übernehmen. Für diese Tätigkeiten muss kein besonderes
Augenmerk auf die effiziente Gestaltung der Benutzeroberfläche gelegt werden, da für
geschulte Benutzer die Oberfläche nicht zwingend ergonimisch aufgebaut sein muss.
Als zweite Benutzergruppe wurden die Interviewer identifiziert, welche die Befragungen
durchführen. Diese können vor Erhalt des mobilen Endgeräts ebenfalls eine Einweisung
erhalten, um sich auf dem Gerät zurecht zu finden. Da davon auszugehen ist, dass
dieser Personenkreis keine Expertenbenutzer sind und nicht regelmäßig Daten mittels
der elektronischen Fragebögen erheben, muss die Benutzeroberfläche der Anwendung
einfach und selbsterklärend gestaltet sein.
Die Befragten selbst bilden letztendlich die dritte Gruppe der zu betrachtenden Per-
sonen. Bei einzelnen Fragen oder ganzen Fragebögen ist es vorgesehen, dass die
Probanden selbst tätig werden müssen und die Fragen autonom lesen, sowie die dazu
gehörigen Antworten auf dem mobilen Endgerät eingeben. Dadurch ist es möglich die
Antworten mit weitere Daten anzureichern (wie beispielsweise das Antwortverhalten, die
Antwortzeit, Bilder oder Bewegungsmuster). Um dieses zu bewerkstelligen muss die
Bedienung für die Laien-Benutzer sehr intuitiv, transparent und selbsterklärend sein, da
eine anfängliche Schulung aus zeitlichen Gründen ausgeschlossen ist. Zu Erreichen ist
das durch eine Reduktion der Funktionalität, sinnvolle Gruppierung der Funktionalität,
sinnvolle Anordnung und effiziente Navigation zwischen Dialogmasken.
Diese Aspekte wurden bei der Umsetzung berücksichtigt, wodurch einige neue Interak-




Unter Performance versteht man die Art und Weise, wie ein System auf die Handlungen
eines Anwenders reagiert, wieviel Zeit es dazu benötigt und wie der Benutzer die
Reaktion wahrnehmen und interpretieren kann.
Dieser Aspekt, welcher auch als Gütekriterium bei Usability Tests eingesetzt wird,
spielt in diesem Projekt eine nicht zu unterschätzende Rolle, da jede Anwendung mit
Benutzerinteraktion, auf ihr Laufzeitverhalten geprüft werden muss.
Im Einzelnen sind folgende Aspekte näher zu betrachten:
• Reaktionszeit der Anwendung: Die Reaktionszeit der Anwendung wird in der
Fachliteratur [Usa99] im Durchschnitt auf einen Wert kleiner einer Sekunde gesetzt.
Sollte dieser Wert nicht eingehalten werden können, so besteht die Möglichkeit
dem Benutzer eine Meldung anzuzeigen, welche ihm visualisiert, dass das Sys-
tem weiterhin arbeitet, jedoch noch einige Zeit für die Ausführung der durch den
Benutzer angeforderten Aufgabe benötigt. Wird dem Anwender keine solche Rück-
meldung signalisiert, kann dieser nicht unterscheiden werden, ob das System
weiterhin arbeitet oder die Ausführung der Funktion bereits abgebrochen wur-
de. Hierbei gilt es trotz alledem, die Geduld des Anwenders nicht zu sehr zu
strapazieren, da die Akzeptanz der Software durch zu lange Wartezeiten sinkt.
• Feedback der Anwendung: Unter Feedback versteht man die Interaktion der
Software mit dem Benutzer. Jeder Aktion des Anwenders muss vom System
schnellstens ausgeführt und beantwortet (visualisiert) werden. Dies kann beispiels-
weise durch das Einfärben eines Buttons beim Drücken oder durch das Öffnen
eines Dialoges geschehen. In der hier vorliegenden Arbeit soll jeder Button ein
blaue Schattierung erhalten um den Zustand eindeutig interpretieren zu können.
Darüber hinaus sollen sämtliche Fehlermeldungen vom System protokolliert und
einem Administrator angezeigt werden. Im Fragebogen System wird dies durch




Für das Design dieser Anwendung wurde in einer separaten Abschlussarbeit ein Style-
guide inklusive diverser Mockups im iOS Style erstellt [Sch14]. Unter Berücksichtigung
von emotionalen und psychologischen Aspekten ist das vorgegebene Design auf der
Android Plattform umzusetzen. Dazu müssen jedoch einige Elemente aus technischen
und urheberrechtlichen Gründen an den Android Style angepasst werden.
Eine ausführliche Beschreibung der User Interface Elemente ist unter Kapitel 3.2.9 zu
finden.
3.1.4. Plattformunabhängigkeit
Eine direkte Plattformunabhängigkeit ist hier nicht gegeben, da die Software direkt
für die Android Plattform entwickelt wurde. In der zukünftigen Weiterentwicklung des
Gesamtprojektes ist jedoch ein separater Client für die iOS Plattform angedacht.
Gründe für die Wahl der nativen Anwendung als Realisierungsform sind im Kapitel 4.1.3
beschrieben.
Bezüglich des Aspektes Portabilität ist allerdings noch zu erwähnen, dass es möglich
sein soll, die Software auf diverse Endgeräte zu Installieren, welche Android in der
Version größer oder gleich 4.4 als Betriebssystem aufweisen. [Kü12]
3.1.5. Erweiterbarkeit und Wartbarkeit
Der Aspekt Erweiterbarkeit ist in drei Punkte zu unterteilen.
• Als erstes muss es möglich sein, neue Sprachen für die Anwendung zu definieren.
Hierzu bietet die Android Plattform bereits einfache Methoden dies zu bewerk-
stelligen. Dabei ist jede Sprache als separate Datei definiert, welche sämtliche




• Zweitens besteht die Möglichkeit die Software um neue Elemente zur Interaktion
für den dynamisch generierten Teil des Fragebogens zu erweitern. Wie bereits
erwähnt wurde, ist das Layout und die Interaktionselemente in der hier vorliegen-
den Arbeit sehr an medizinische und psychologische Fragetypen angelehnt. Um
allerdings beispielsweise eine Zufriedenheitsumfrage für Reisebüros zu erstellen,
werden sicherlich noch weitere Fragen-Typen benötigt. Hierzu wäre sicherlich eine
Summenfrage hilfreich. Beispiel: Verteilen Sie 100 Punkte auf folgende Antworten:
Urlaub ist am schönsten: in den Bergen | am Meer | zuhause.
• Als Drittes darf die Erweiterung der Anwendung um zusätzliche neue Komponenten
nicht vernachlässigt werden. Zukünftig können weitere Anforderungen aufkommen,
welche in die bestehende Software integriert werden müssen. Hierzu gilt es den
Code möglichst sauber und strukturiert zu gestalten. Eine neue Komponente könn-
te beispielsweise eine automatische Analyse der Ergebnisse oder die Integration
von Sensoren sein [Zel13].
3.1.6. Stabilität und Qualität
Eine Umfrage mit einem bestimmten Probanden wird üblicherweise genau einmal durch-
geführt. Daraus ergibt sich die Hauptanforderung der Datenstabilität. Alle erhobenen
Daten müssen im System zu jeder Zeit persistent gespeichert sein und dürfen nicht ver-
loren gehen. Darüber hinaus ist die zuverlässige Verschlüsselung nach ISO Standards
und Übertragung der Daten an einen Server wichtig, damit diese nicht in die Hände
Dritter geraten.
Des weitern muss die Anwendung die Funktion des dynamischen Seitenaufbaus der
Fragebögen gemäß der Beschreibungssprache stabil und zuverlässig erfüllen.
3.2. Funktionale Anforderungen
Die funktionalen Anforderungen beschreiben die konkreten Aufgaben des Systems.
In dieser Arbeit gehören dazu beispielsweise der Datenschutz oder die Prozessun-
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terstützung, die dafür verantwortlich ist, die Ablaufsteuerung eines Fragebogens zu
übernehmen.
3.2.1. Mehrsprachigkeit
Der Aspekt der Mehrsprachigkeit ist in dieser Arbeit aus zwei unterschiedichen Seiten zu
betrachten, da die Sprache der Anwendung nicht gleich der Sprache des Fragebogens
sein muss.
Diese Anforderung wird aus dem folgendem Szenario abgeleitet:
Es wird in Burundi (Afrika) eine Umfrage von erwachsenen Frauen durchgeführt. Diese
müssen den Fragebogen selbstständig lesen und beantworten, da Metadaten wie
Ausführungsverhalten und Ausführungszeit zusätzlich zu den tatsächlichen Antworten
erhoben werden sollen. Es wird davon ausgegangen, dass die zu interviewende Frau
keine Deutsch-Kenntnisse aufweist und die betreuende Person keine Kenntnisse der
aktuellen Landessprache besitzt. Somit muss die Sprache der Anwendung und die
des Fragebogens getrennt voneinander betrachtet werden. In diesem Fall wird zur
Vorbereitung und Auswahl des richtigen Fragebogens die Sprache Deutsch verwendet,
jedoch im Fragebogen selber die Landessprache der Probandin.
Hierdurch ergibt sich direkt die Anforderung der Pflege neuer Sprachen für die An-
wendung und den Fragebogen. Für die Anwendung ist das bereits unter Kapitel 3.1.5
beschrieben. In Bezug auf den Fragebogen muss dies von der Konfiguratorumgebung
gepflegt werden. Diese sorgt für die Pflege des kompletten Fragebogen, inklusive der
Sprachen und dem Aufbau [Sch14].
3.2.2. Datenschutz und Sicherheit
Im gesamten System ist ein umfassendes Benutzerkonzept angedacht, welches nur
ausgewählten Benutzern erlaubt, bestimmte Aktionen im System auszuführen. Die
Rechte werden hierbei direkt beim Erstellen der Fragebögen vergeben. Somit ist keine
explizite Benutzerverwaltung auf den mobilen Endgeräten notwendig. Lediglich ein
administrativer Benutzer wird fest in die Anwendung integriert.
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Die Erarbeitung eines Benutzerkonzepts, sowie die Integration mit der mobilen Prozess
Engine ist nicht Gegenstand dieser Arbeit.
Aus dem Grund, dass dem System der Inhalt der Fragen nicht bekannt ist, kann man
an dieser Stelle nicht ausschließen, dass bei der Umfrage personenbezogene Daten
erhoben werden, welche laut Bundesdatenschutzgesetz (§11 BDSG) [MG12] geson-
dert betrachtet werden müssen. Somit sind in der mobilen Anwendung alle Daten als
personenbezoge Daten zu betrachten.
Daten die über diese Anwendung erhoben werden, werden in einer Datenbank auf dem
mobilen Endgerät verwaltet und sind ausschließlich über einen ausgewiesenen Admi-
nistrator Benutzer zugänglich. Nach der Befragung des Probanden soll die Möglichkeit
bestehen, mittels einer verschlüsselten Verbindung die erhobenen Daten zum Server zu
senden. Durch Einsatz dieser Mechanismen ist die Sicherheit und Integrität der Daten
zu gewährleisten.
3.2.3. Dynamische Generierung des Fragebogens
Der Aspekt der dynamischen Generierung des Fragebogens ist hier im Bereich Anfor-
derung gesondert zu betrachten, muss jedoch aufgenommen werden, da es sich um
ein Kernbereich dieser Arbeit handelt. Die exakten technischen Anforderungen sind
detailiert in den Kapiteln 4 und Kapitel 6 zu finden. An dieser Stelle lässt sich lediglich
auf einfache Weise ausdrücken, was die dynamische Darstellung zu leisten hat.
Die Hauptaufgabe der dynamischen Generierung ist das Erstellen einer Benutzero-
berfläche mit welcher Interviews durchgeführt werden können. Dazu werden Daten
benötigt, welche auf dem Konfigurator erstellt und über eine Webschnittstelle auf das
mobile Endgerät übertragen werden. Diese Daten beinhalten eine Beschreibung der
darzustellenden Seiten inklusive den Fragen. Auf Grundlage dieser Informationen und
unter Einhaltung des Styleguides [Sch14] wird eine Oberfläche zur Interaktion für den
Benutzer erstellt. Dabei ist zu beachten, dass auf dem Konfigurator nur Typen von Fragen
verwendet werden dürfen, welche auf dem mobilen Endgerät implementiert sind.
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3.2.4. Persistieren der erhobenen Daten
Eine weitere wichtige Anforderung ist die Persistierung der erhobenen Daten, also
die dauerhafte Speicherung. Die Anwendung, welche auf den mobilen Endgeräten
ausgeliefert wird, muss nach Fertigstellung eines Fragebogens in der Lage sein, alle
erhobenen Antworten (inklusive der Metadaten) an den Server zu senden. Dieses ist
natürlich auch machbar, wenn die Daten im Speicher gehalten werden, jedoch wären
diese verloren, falls ein Fehler auftritt oder der Fragebogen abgebrochen wird.
Jede Änderung der Antwort eines Benutzers soll umgehend in einer Datenbank gespei-
chert werden, damit die Ausfallsicherheit gewährleistet werden kann. Zudem können so
bei späteren Analysen nachträgliche Änderungen der Antworten der befragten Person
erkannt werden.
3.2.5. Export von Daten
Nachdem ein Interview durchgeführt wurde, müssen die angefallenen Daten zurück auf
den Server gesendet werden. Die Daten sollen dort analysiert oder gegebenenfalls wei-
ter als Datei exportiert werden. Dazu implementiert das mobile Endgerät und der Server
eine Web Schnittstelle über welche Daten in beiden Richtungen ausgetauscht werden
können. Ein direkter Export auf dem mobilen Endgerät ist aus rechtlichen Gründen nicht
vorgesehen. Wie in der Abbildung 3.1 zu sehen ist, werden vom Server zum mobilen




Abbildung 3.1.: Schematisches Kommunikationsmodell zwischen Server und mobilem
Endgerät
3.2.6. Parallele Nutzbarkeit
Weiterhin wird gefordert, dass parallel an mehreren mobilen Anwendungen Umfragen
zur gleichen Zeit durchgeführt werden können. Die Architektur des Gesamtsystems
ist von Grund auf so ausgelegt, dass dies ohne Mehraufwand realisierbar ist. Die
Verwaltung der Fragebögen und der Antworten findet zentral auf einem Server statt. Die
mobilen Endgeräte dagegen holen sich eine Kopie des auszuführenden Fragebogens
und speichern diesen in der lokalen Datenbank. Da auf jedem Gerät eine eigene
Prozess Engine vorhanden ist, können die Fragebögen dort zu jeder Zeit völlig autonom
ausgeführt werden. Das heißt, es wird keine Internetverbindung und kein zentraler
Server mit einer Prozess Engine benötigt um Umfragen durchzuführen, was in Kapitel
2.2 durchaus der Fall war.
Letztendlich werden die gesammelten Antworten von der mobilen Anwendung auf den
Server gesendet, welcher jeden ausgefüllten Fragebogen mit einer eigenen ID versieht




Eine der wichtigsten Anforderungen in dieser Arbeit ist die Existenz einer eigenen Pro-
zess Engine, damit jeder Fragebogen autonom ausführbar ist und die Ausführungslogik
als Prozess im Konfigurator modelliert werden kann.
Bei der Realisierung wird eine leichtgewichtige, eigens für diesen Anwendungsfall entwi-
ckelte Prozess Engine verwendet, welche im Rahmen einer Projektarbeit entstanden ist.
Diese ermöglicht es, komplexe Entscheidungsmuster für Umfragen zu nutzen, ohne die
Logik selber Implementieren zu müssen. Das heißt, jeder modellierte Fragebogen kann
als Schema mit Ausführungslogik und Inhalt betrachtet werden.
Wie in Abbildung 3.2 zu sehen ist, enthält ein Fragebogen verschiedene Knoten, welche
jeweils einer Seite auf dem mobilen Endgerät entsprechen. Jeder Knoten enthält eine
Ausführungslogik für die Prozess Engine und eine Seitendefinition für die Anwendung.
Des Weiteren ist die Kommunikation ein wichtiger Punkt der Anforderungen. Es muss
sichergestellt werden, dass die benötigten Schnittstellen zur Prozess Engine geschaffen
werden um Fragebögen zu Verwalten und Interviews durchzuführen.
3.2.8. Offline ausführbar
Wie in der Anforderung im Kapitel 3.2.7 bereits erklärt, befindet sich auf jedem mobilen
Endgerät eine eigene Prozess Engine. Zusätzlich sind alle für ein Interview benötigten
Daten in der Datenbank gespeichert, falls diese vom zentralen Server angefordert wur-
den. Mit diesen beiden Voraussetzungen ist es möglich, eine Umfrage zu jeder Zeit und
an jedem beliebigen Ort durchführen, ohne eine direkte Verbindung mit dem Internet
oder dem eigenen Server zu haben. Diese Anforderung ist von großer Bedeutung, da es
in vielen Regionen keine, oder nur eine schlechte Internetverbindung gibt. Eine schlechte
Verbindung hätte beispielsweise zur Folge, dass nach dem Beantworten einer Frage-
bogenseite die Befragung abgebrochen werden muss, weil zum Laden der nächsten
Seite ein zentraler Server kontaktiert werden muss. Desweiteren können durch diese
Anforderung mobile Endgeräte verwendet werden, welche nur WiFi unterstützen und
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somit einen signifikant geringeren Preis haben.
Abbildung 3.2.: Schematischer Aufbau eines Fragebogens
3.2.9. Anforderungen an User Interface Elemente
In diesem Teil wird hauptsächlich auf die UI Elemente eingegangen, welche zur dyna-
mischen Seitenerstellung benötigt werden. Tiefergehende Erklärungen zur Implemen-
tierung werden hier nicht behandelt, vielmehr spielt die Art und Weise der Benutzung,
sowie psychologische und ergonomische Aspekte eine Rolle. Erklärungen zur Realisie-
rung werden in Kapitel 4 diskutiert.
Wie bereits erwähnt, gibt es einen User Interface Styleguide mit diversen Bedienelemen-
ten, welche so im Android Framework nicht zu finden sind. Eine der Hauptaufgaben in
diese Arbeit ist es, die spezifizierten Elemente im Android Framework umzusetzen und
an den Android Style anzupassen. Hierzu sind für die Umsetzung, mehrere Mockups der
geplanten UI Elemente zur Verfügung gestellt worden. Generell sollten jedoch aus Sicht
der Usability, bereits besehende UI Elemente der entsprechenden Plattform verwendet
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werden, soweit diese die geforderte Funktonalität bieten. Das Implementieren eines
neuen Kalenders beispielsweise könnte den Benutzer in seiner Arbeitsweise irritieren,
da der neue Dialog an dieser Stelle nicht Erwartungskonform wäre.
Auffallend an diesen Elementen zur Interaktion ist sicherlich, dass jedes Element einen
neutralen Wert besitzt. Aus psychologischen Gründen muss das so sein, denn falls
bei einem Ja-Nein Schalter bereits ein Wert vorausgewählt ist (also Ja oder Nein), so
nimmt dieser Wert indirekt Einfluss auf die Entscheidung des Probanden. Ihm wird
damit suggeriert eine Antwort zu wählen, welche er evtl. aus eigener Entscheidung nicht
genommen hätte. Darüber hinaus ist ein neutraler Wert für die Prüfung von Fragen,
welche zwingend beantwortet werden müssen, von Vorteil. Jede Antwort, welche nicht
dem neutralen Wert entspricht, wurde beantwortet.
Ein weiter Aspekt der generischen UI Elemente ist die Erweiterbarkeit. Alle verwendeten
Elemente, sowie das Layouting selber, Framework müssen so modular implementiert
sein, dass auf einfache Art und Weise neue Elemente hinzugefügt werden können. Für
Umfragen in anderen Domänen könnten weitere Elemente zur Eingabe von Antworten
notwendig sein. Durch einen modularen und transparenten Aufbau des UI Layouters
kann eine Erweiterung in kurzer Zeit umgesetzt werden. Diese neuen Elemente müssen
allerdings auch vom Konfigurator unterstützt werden, da der Aufbau der Fragebögen
dort gestaltet wird. Ebenso ist es denkbar bestehende Elemente zu ersetzen, falls sich
herausgestellt hat, dass die Akzeptanz des bestehenden Elements unerwartet niedrig
ist. Eine Einfachauswahl kann alternativ beispielsweise als Dropdown Box, oder als Liste
dargestellt werden.
Im Folgenden werden alle UI Elemente beschrieben, welche für die dynamische Oberflä-
chengenerierung verwendet werden.
Headline
Das Element Headline wird verwendet um dem Benutzer eine Überschrift darzustellen.
In den meisten Fällen wird es direkt bei der Einleitung des Fragebogens auf der ersten
Seite verwendet, kann aber auch an jeder beliebigen Stelle eingesetzt werden. Denkbar
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wäre eine Headline evtl. noch als visuelle Trennung für einen neuen Abschnitt.
Als weitere Anforderng für dieses Element ist die einheitliche Darstellung von Schrift,
Schriftgröße, Schriftart und Style. Diese Attribute sollen im System fest hinterlegt und
nicht änderbar sein.
Abbildung 3.3.: Element Überschrift
Text
Das Element Text kann zwei visuelle Repräsentationen annehmen. Zum einen als
einfacher Fließtext (Abbildung 3.4) und zum anderen als Fließtext mit einem hinterlegten
Paragraphen (Abbildung 3.5). Im Gegensatz zur vorherigen Headline soll es hier explizit
möglich sein, die Formatierung des Textes zu beeinflussen. Beispiele für mögliche
Formatierungen wären fett, kursiv, unterstrichen und das hinzufügen von Absätzen.
Das Text Element dient an sich nur zu Darstellung von Inhalt und kann nicht direkt
zur Beantwortung von Fragen verwendet werden, da es keine Möglichkeit zur Eingabe
oder Änderung des Textes bietet. Aus diesem Grund wird hier kein neutraler Zustand
bereitgestellt.
Abbildung 3.4.: Element Text




Der Zweistellungsschalter wird dazu verwendet, dem Benutzer genau zweit vordefinierte
Werte zur Auswahl anzubieten. Initial ist der Schalter in der neutralen Position verankert,
welcher sich in der Mitte des Elements befindet (siehe Abbildung 3.6 a)). Nachdem das
erste Mal vom Benutzer ein Wert ausgewählt wurde, also der Schalter nach links oder
rechts bewegt worden ist, ist es nicht mehr möglich den neutralen Zustand auszuwählen
(Abbildung 3.6 b)). Alle möglichen Endpositionen werden dem Benutzer visuell durch
zwei kleine dunkle Punkte links und rechts des Instruments angezeigt.
(a) Neutral (b) Ausgewählt
Abbildung 3.6.: Zweistellungsschalter
Dreistellungsschalter mit neutraler Position (Yes-Neutral-No Slider)
Wenn man sich bezüglich einer Frage enthalten möchte, ist ein weiterer dritter Zustand
notwendig. Dieser Zustand wird in der hier dargelegten Arbeit als neutraler Zustand
bezeichnet und ist bei diesem Interaktionselement vor ausgewählt. Der Dreistellungs-
schalter ist gleich aufgebaut, wie der Zweistellungsschalter, besitzt jedoch im Zentrum
die zusätzliche dritte Position (siehe Abbildung 3.7 a)).
Im Unterschied zum vorherigen Instrument ist es hier möglich, die neutrale Position er-
neut anzuwählen, nachdem bereits einen anderen Wert selektiert wurde. Die zusätzliche
Position wird dem Benutzer hierbei durch einen weiteren dunklen Punkt im Zentrum
dargestellt (siehe Abbildung 3.7 b)).
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(a) Neutral (b) Ausgewählt
Abbildung 3.7.: Dreistellungsschalter
Mehrstellungsschalter mit neutraler Position (Slider)
Bei manchen Fragen reichen drei vordefinierte Zustände nicht aus, beispielsweise bei
der Frage nach dem Geburtsmonat. Hierbei wäre es denkbar, den Dreistellungsschalter
um weitere Zustände zu erweitern, jedoch ergeben sich bei einer größeren Anzahl
von Werten Platzprobleme. Deshalb wird hierfür das neues Interaktionselement Mehr-
stellungsschalter eingeführt. Anhand dieses Elementes kann der Benutzer mehrere
vordefinierte Werte anhand einer horizontal angedeuteten Skala auswählen. Auch hier
befindet sich der Schieberegler initial im neutralen Zustand auf der linken Seite des
Instruments (Abbildung 3.8). Dieser Zustand ist für den Benutzer zu jeder Zeit der Um-
frage erneut selektierbar, auch nachdem bereits ein konkreter Wert ausgewählt wurde.
Eine besondere Funktion in diesem Instrument hat der linke dunkelgrau abgesetzte
Bereich vor dem ersten konkreten Wert. Dieser soll eine Art Rampe symbolisieren,
über welche der Schieberegler bewegt werden muss um den ersten konkreten Wert zu
erreichen. Dieses doch etwas ungwöhnliche Verhalten des Elements wird dem Benutzer
so verdeutlicht, dass der Regler im Bereich der Rampe „schwerer“ zu führen ist, als
auf der restlichen Skala. Bei einer Schiebebewegung von links nach rechts bewegt
sich der Regler im Rampenbereich langsamer als der Finger auf dem Touch Screen. In
umgekehrter Richtung bewegt sich der Regler automatisch auf die linke Seite (neutrale
Position), falls der Rampenbereich erreicht wird.
Abbildung 3.8.: Element Mehrstellungsschalter in neutralem Zustand
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Text Eingabefeld (Text Input)
Das Element Text-Eingabe wird zur Eingabe von Freitexten mittels einer Tastatur ver-
wendet. Der neutrale Wert enspricht hier einem leeren Textfeld. Um das Löschen eines
bereits eingegebenen Textes einfacher zu gestalten, wird an der rechten Seite ein Taster
angebracht, welcher bei Betätigung den kompletten Inhalt des Textelements löscht (Ab-
bildung 3.9).
Als Editor soll hier die Plattform spezifische Tastatur gewählt werden. Exemplarisch
wird in dieser Arbeit die Tastatur einer Android Plattform verwendet, kann aber beliebig
ausgetauscht oder abgeändert werden, um eigens erstellte Editoren zu verwenden.
Abbildung 3.9.: Element zur Eingabe von Text
Nummern Eingabefeld (Number Input)
Das Element Nummern-Eingabe ist gleich aufgebaut, wie das Text-Eingabe Element und
bietet dem Benutzer die gleichen Funktionen. Jedoch wird hier der Plattform spezifische
Eingabedialog für Ziffern verwendet.
Datum Eingabefeld (Date Input)
Mit dem Element Datum-Eingabe soll es möglich sein, mittels eines Editors ein frei
wählbares Datum einzugeben. Um ein bereits eingegebenes Datum zu Löschen, damit
beispielsweise der neutrale Zustand erreicht wird, befindet sich auch hier ein Taster auf
der rechten Seite, welcher bei Betätigung den kompletten Inhalt des Elements löscht.
Als Editor soll hier ein Pop-up verwendet werden, welches dem Benutzer einen Kalender
visualisiert. Auch hier kann bereits auf Plattform spezifische Elemente zurückgegriffen
33
3. Anforderungen
werden. In Abbildung 3.10 ist exemplarisch ein Editor mit einem Kalender als Standard
Element des Android Frameworks zu sehen.
Abbildung 3.10.: Editor zur Eingabe von Datum
Bereichsauswahl (Range Selection)
Mit dem Bereichsauswahl Element soll es auf einfache Art und Weise ermöglicht werden,
einen oder mehrere Teilbereiche aus einem vorgegebenen Gesamtbereich auszuwählen.
Die ausgewählten Bereiche werden zur besseren Übersicht für den Benutzer als vertikale
Balken auf einer horizontalen Skala visualisiert (Abbildung 3.11). Der neutrale Wert wär
hier gegeben, falls kein Wert im Wertebereich selektiert ist.
Als Editor dient wiederum ein Pop-up, welches Taster für jeden Wert im vorgegebenen
Bereich enthält (Abbildung 3.12). Ein selektierter Taster soll dabei im gedrückten Zustand
so lange verharren, bis er wieder deselektiert wird. Auf diese Weise kann der Benutzer
sehr einfach Bereiche innerhalb des gegebenen Intervalls bearbeiten.
Abbildung 3.11.: Element Bereichsauswahl
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Abbildung 3.12.: Editor zur Eingabe von Bereichen
Einfachauswahl (Single Choice)
Mit dem Element Einfachauswahl soll genau ein Wert aus einer Liste von Werten
ausgewählt werden. Der neutrale Wert wird dabei auf der Oberfläche mit drei Strichen
codiert.
Dieses Element könnte durch verschiedenste visuelle Repräsentationen dargestellt
werden, wurde jedoch aus zeitlichen Gründen im Dropdown-Box Style implementiert
(Abbildung 3.13). Alternative Repräsentationen wären beispielsweise eine komplett
sichtbare Liste mit den vorgegebenen Werten, aus dieser genau ein Wert ausgewählt
werden kann, oder eine Repräsentation als Spinner.




Wie in der Abbildung 3.14 zu erkennen ist, werden für das Element der Mehrfachauswahl
bereits beschriebene Elemente zusammengefasst und in zwei unterschiedliche Bereiche
unterteilt. Der obere Bereich besteht üblicherweise aus Zwei- oder Dreistellungsschaltern
(siehe Kapitel 3.2.9 und 3.2.9) der untere Bereich aus einem Textfeld für eine alternative
textbasierte Antwort.
Jede Auswahlmöglichkeit wird hierbei als einzelne Frage behandelt. Die gesamte Gruppe
ist allerdings erst beantwortet, wenn für jede zwingend notwendige Frage eine Antwort
vorliegt. Die notwendigen Fragen sind mit einem Asterisk (*) gekennzeichnet (Abbildung
3.14).
Abbildung 3.14.: Element Mehrfachauswahl / Fragegruppe
Frageblock
Mit dem Element Frageblock können einzelne Fragen, welche einen thematischen Bezug
zueinander haben, zu einem logischen Block zusammengefasst werden. Dabei können
alle bisher beschriebenen Einzelelemente verwendet und beliebig kombiniert werden. In
der Abbildung 3.15 sind exemplarisch eine Datumseingabe, ein Zweistellungsschalter
und ein Text Element dargestellt. Auch hier ist der Fragenblock erst beantwortet, wenn
für jede zwingend notwendige Frage eine Antwort vorliegt. Die notwendigen Fragen sind
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mit einem hochgestellten Asterisk (*) gekennzeichnet. Im Unterschied zu Fragengruppe
kann hier kein zusätzlicher alternativer Text eingegeben werden.
Abbildung 3.15.: Element Fragegblock
3.2.10. Kontroll Elemente zum Blättern durch den Fragebogen
Zentraler Punkt des Fragebogensystems ist die Validierung der Antworten. Dazu kann
der Button zur Weiterschaltung auf die nächste Seite des Fragebogens zwei Zustände
annehmen. Zu Beginn jeder Seite ist er nicht bedienbar und mit grauem Hintergrund
dargestellt (Abbildung 3.16 a)). In diesem Zustand bleibt er so lange, bis für alle Fragen,
welche zwingend beantwortet sein müssen, eine Antwort vorliegt. Erst dann wird der
Button mit blauem Hintergrund dargestellt, und kann bedient werden. (Abbildung 3.16
b)).Somit ist ein Blättern auf die nächste Seite erst möglich, wenn alle Antworten, die
zwingend vorliegen müssen, auch tatsächlich vorhanden sind.
Die dazu gehörende Validierung der Antworten muss bei jeder Wertänderung der
Antworten stattfinden, weil eine bereits erhaltene Antwort unter Umständen mittels des
neutralen Wertes wieder zurückgenommen werden kann.
(a) Deaktivierter Zustand (b) Aktivierter Zustand
Abbildung 3.16.: Weiter Button
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3.2.11. Änderung der Bildschirm-Orientierung
Das Layout der Anwendung soll so gewählt und implementiert werden, dass die Ände-
rung der Ausrichtung von Hochformat auf Querformat und zurück untertstützt wird. In
den folgenden Abbildungen 3.17 a) und b) wird dieses Verhalten exemplarisch verdeut-
licht.
(a) Querformat (b) Hochformat




In diesem Kapitel wird das Konzept der Anwendung schematisch betrachtet. Dabei
wird keine Bezug auf konkret Implementierungsaspekte in Verbindung mit dem Android
Framework genommen. Hinweise, Erläuterungen und Implementierungsaspekte sind
ausschließlich in Kapitel 6 zu finden. Im Kapitel 4.1 werden allgemeine Themen und
grundsätzliche Überlegungen zur Anwendung und dem Konzept behandelt, welche als
Voraussetzungen für das eigentliche Systemmodel zu sehen sind. Kapitel 4.2 werden
die Hauptkomponenten der Anwendung vorgestellt und beschrieben. Der Aufbau eines
Fragebogens wird in Kapitel 4.3 behandelt. In den Kapiteln 4.4 bis 4.6 wird auf die
wichtigsten Komponenten der Systemarchitektur näher eingegangen, wie beispielsweise
die Prozess Engine oder der User Interface Generator. Einen Überblick der unterstützten
Editoren der Anwendung wird in Kapitel 4.7 gegeben. Schlussendlich wird in Kapitel 4.8
auf den Aspekt der Mehrsprachigkeit eingegangen.
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4.1. Grundsätzliche Überlegungen und Voraussetzungen
In diesem Kapitel werden die Voraussetzungen für das eigentliche Konzept diskutiert.
Dazu gehören beispielsweise die Wahl des Betriebssystems, oder die Realisierungsform
der Anwendung.
4.1.1. Betriebssystem
Zum Zeitpunkt der Realisierung dieser Arbeit gelten die Betriebssysteme Android, iOS
und Windows als die am weitest verbreiteten Plattformen für mobile Endgeräte. Von
der expliziten Auswahl eines Betriebssystems zur Realisierung der mobilen Anwendung
kann jedoch abgesehen werden, da durch die Formulierung des Titels dieser Arbeit die
Android Plattform bereits gesetzt ist. Realisiert wurde die Anwendung unter Verwendung
der Version 4.4, darum wird diese oder eine höhere Version initial auf dem mobilen
Endgerät gefordert.
An dieser Stelle wird eine kurze Übersicht über die Vor- und Nachteile der gewählten
mobilen Plattform diskutiert.
Vorteile: Die weite Verbreitung der Android Plattform unter den verschiedenen Herstel-
lern bietet dem Markt vielfältige Hardware in unterschiedlichen Preisklassen. Dadurch
ist eine Vielzahl von Geräten mit sehr gutem Preis-Leistungs-Verhältnis zu finden.
Ein weiterer Vorteil der meisten Geräte ist die Existenz eines USB Ports, welcher
hauptsächlich zum Laden vorgesehen ist. Jedoch ist es auch möglich eine Tastatur, oder
verschiedene externe Geräte anzuschließen.
Das System selber ist sehr performant und wird stetig weiterentwickelt. Für Entwick-
lungseinsteiger bietet die Bereitstellung einer SDK mit umfangreichen Bibliotheken große
Unterstützung.
Den Android Ein- oder Umsteigern wird es in Bezug auf die Bedienung der Software
und des Geräts sehr einfach gemacht. Alle Oberflächen inklusive ihrer dargestellten
Funktionen sind weitgehend selbsterklärend und benötigen keine Schulung im Vorfeld.
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Durch einfaches Spielen mit dem bereitgestellten User Interface findet man sich sehr
schnell in die Bedienphilosophie ein.
Nachteile: Durch die Vielfalt an Geräten und Herstellern müssen bei der Program-
mierung verschiedenste Auflösungen und Formate des Bildschirms unterstützt werden,
damit eine fehlerfreie und einheitliche Darstellung gewährleistet ist.
Ebenso der Herstellervielfalt geschuldet, muss auf ein Update des Betriebssystems
mitunter lange Zeit gewartet werden. Ein von Google bereitgestelltes Update muss von
jedem Hersteller auf die eigene Geräteinfrastruktur anpasst werden, bevor es verwendet
werden kann. Dies ist mit erheblichem Aufwand verbunden und wird deshalb nicht
regelmäßig von den entsprechenden Geräteherstellern durchgeführt.
Bedingt dadurch, dass Android ein Open Source Betriebssystem ist und die Anwendun-
gen in den verschiedensten Märkten nicht auf ihre tatsächliche Funktionalität überprüft
werden, besteht die Gefahr Schadsoftware zu erhalten.
In einer aktuelle Studie über die Marktanteile der mobilen Betriebssysteme für Smart-
phones erreichte Android im ersten Quartal 2013 einen Wert von 75% (Abbildung 4.1).
[Gar14] Durch dieses Ergebnis wird sichergestellt, dass mit der Wahl von Android auf
ein zukunftssicheres Betriebssystem gesetzt wurde.
4.1.2. Mobile Endgeräte
Über die Verwendung von bestimmten Endgerät-Klassen wurden keine direkten Re-
striktionen gelegt. Vielmehr spielt die Größe des Bildschirms und die Performance des
Prozessors eine Rolle.
Geräte mit zu kleinen Displays, wie die meisten gängigen Smartphones, werden für die
Anwendung nicht in Betracht gezogen. Deshalb wurde festgelegt, dass die Größe des
Bildschirmes größer oder gleich 7 Zoll sein sollte. In dieser Anwendung wird die Android
spezifische Auflösung xhdpi unterstützt. Des Weitern spielt die Performance bei der
dynamischen Generierung der Seiten eine erhebliche Rolle, wodurch nur Tablet PC’s mit
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Abbildung 4.1.: Marktstudie - Mobile Betriebssysteme [Gar14]
einem geeignetem Prozessor verwendet werden sollten. Bei der Entwicklung hat sich
das Google Nexus 7 (2 Generation) als sehr brauchbar herausgestellt.
4.1.3. Native Anwendung oder Webanwendung
Der grundlegende Unterschied zwischen einer nativen Anwendung und einer Weban-
wendung, liegt darin, dass native Anwendungen speziell auf ein Betriebssystem (iOS,
Android, Windows Mobile) oder sogar auf bestimmte Geräte zugeschnitten sind. Im Ge-
gensatz dazu funktioniert eine Webanwendung potenziell auf jedem Endgerät, welches
über den standardkonformen Browser verfügt.
Webanwendung: Eine Webanwendung wird üblicher Weise über den Browser aufge-
rufen und ist im Prinzip eine Anwendung, die mit Web-Technologie erstellt wurde.
Anhand des Aussehens oder der Bedienung lässt sie sich meist nicht von einer
nativen Anwendung unterscheiden.
Webanwendungen haben gegenüber nativen Anwendungen den Vorteil, dass nur
eine Anwendung entwickelt werden muss, die alle Plattformen bedient. Änderun-
gen an der Webanwendung sind vergleichsweise einfach zu bewerkstelligen. Das
Ausrollen eines Updates ist simultan für alle Endgeräte verfügbar. Dafür ist der
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Zugriff auf Gerätefunktionen, wie beispielsweise Datenbanken, nur eingeschränkt
möglich.
Native Anwendung: Native Anwendungen sind Programme, welche direkten Zugriff
auf Hardware-Funktionen des Endgeräts haben, wodurch die volle Mächtigkeit der
verwendeten Plattform genutzt werden kann. Beispielsweise können Daten des
GPS-Moduls oder des Lagesensors verwendet werden. Dies ermöglicht eine Reihe
von Anwendungen, welche mit dem Webansatz nicht realisierbar sind. Die Ent-
wicklung von nativen Anwendungen findet für jedes Betriebssystem dediziert statt.
Wer iOS, Android & Windows bedienen möchte, muss also drei verschiedene An-
wendungen bereitstellen. Dementsprechend aufwendig ist auch die Durchführung
von Updates.
Zusammenfassend lässt sich sagen, dass die Entwicklung nativer Anwendungen zu
bevorzugen ist, wenn die Anwendung über eine komplexe Nutzeroberfläche verfügen
soll, welche die Nutzung spezieller Hardwarefunktionalitäten erfordert oder die Perfor-
mance der Anwendung einen kritischen Faktor darstellt. Immer wenn diese Punkte nicht
zutreffen, ist die Erstellung einer Webanwendung durch ihre schnellere Entwicklungszeit,
den geringeren Kosten und der Möglichkeit, höherer Update-Frequenzen eine mehr als
ernstzunehmende Alternative.
Unter Berücksichtigung dieser Punkte stellt sich sehr schnell heraus, dass die Anforde-
rung über die Existenz einer eigenen Prozess Engine zur Ausführung von Fragebögen
und der damit verbundenen Möglichkeit, Fragebögen auch ohne Internetverbindung
auszuführen nur dann nachkommen können, wenn eine native Anwendung konzipiert
wird. Nachfolgend werden ausgewählte Aspekte betrachtet, welche zur Entscheidung
beigetragen haben.
Eigene Prozess Engine: Der Browser ist in gewisser Weise eine Sandbox, und kann
somit nicht auf beliebige Ressourcen und Programme des Betriebssystems zu-
greifen. Somit müsste bei einer Webanwendung die Prozess Engine als Plugin
implementiert, und die Existenz einer Datenbank auf dem mobilen Endgerät vor-
ausgesetzt werden. Dadurch ist der Aspekt der Plattformunabhängigkeit bei We-
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banwendungen nicht mehr gegeben, da das Prozess Engine Plugin und eine
passende Datenbank auf dem Endgerät vorhanden sein muss. Bei Verwendung
der nativen Anwendung als Realisierungsform ist die Prozess Engine bereits in
der Anwendung vorhanden und kann direkt angesprochen werden.
Aufwendige Grafik: Ein weiteres Problem bei Webanwendungen ist die Performance
bei der Darstellung von komplexen Benutzeroberflächen mit sehr vielen ineinander
geschachtelten Elementen. Der aktuelle Stand der Browser-Implementierungen
erlaubt es nicht direkt auf die Grafikkarte zuzugreifen. Dadurch wird die komplette
Benutzeroberfläche nicht vom dafür ausgelegten Grafikprozessor (GPU) gerendert,
sondern fällt auf den zentralen Prozessor (CPU) zurück. Um einen möglichst gene-
rischen und erweiterbaren Ansatz zu garantieren, ist dies in der zu realisierenden
Anwendung so gelöst (siehe Kapitel 4.6).
Sensoren: In der hier dargelegten Arbeit ist es angedacht, die erhobenen Antworten
mit zusätzlichen Daten von verschiedensten Sensoren ([SSP+13]) anzureichern.
Bei einer Webanwendung ist es nicht möglich, die volle Mächtigkeit des Android
Betriebssystems zu nutzen, da für die Schnittstellen zwischen Browser und Be-
triebssystem einige Restriktionen gelten. Somit ist die Verwendung von Sensoren
nur eingeschränkt möglich.
Die konkrete Wahl der Plattform wurde aus praktikablen Gründen auf Android festgelegt,
da diese aktuell auch die größte Verbreitung aufweist [Gar14].
4.1.4. Design
Wie bereits erwähnt wurde, existiert für die Oberfläche ein Styleguide, welcher das De-
sign der Anwendung im Details beschreibt und festlegt. Die Umsetzung dieser Vorgaben
wird ein Kernpunkt der Realisierung darstellen, da dabei einige wichtige Aspekte zu
beachten sind.
Keine Standard-Elemente: Die Designvorgabe enthält speziell für Umfragen auf mobi-
len Endgeräten entworfene Interaktionselemente, welche in dieser Form im Android
Framework nicht enthalten sind. Deshalb müssen diese Elemente auf Basis der
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Android Plattform nachgebildet werden. Ein solches Interaktionselement ist bei-
spielsweise ein Zweistellungsschalter mit einem zusätzlichen neutralen Zustand,
welcher initial vorausgewählt ist (siehe Kapitel 4.6).
Urheberrecht: Einige in der Designvorgabe enthaltenen Interaktionselemente sind von
der Firma Apple Urheberrechtlich geschützt, da die Vorgabe auf iOS Basis erstellt
wurde. Dazu gehört beispielsweise das Design des Spinning Wheel, welches
zur Auswahl von Datum eingesetzt wird. Diese Interaktionselemente müssen
abgeändert, oder alternative Repräsentationen gefunden werden, falls sie nicht im
iOS Kontext verwendet werden.
Technische Herausforderungen: Das Umsetzen eines Layouts, welches auf Papier
entworfen wurde, stellt meistens eine besondere Herausforderung dar. Vor allem
dann, wenn die enthaltenen Elemente auf Basis eines Betriebssystems mit ab-
weichender Philosophie in der Bedienung erstellt wurde. Daraus ergibt sich die
Herausforderung, passende Elemente und Container zu finden, um den Designvor-
gaben gerecht zu werden.
4.1.5. Kommunikation mittels REST
Representational State Transfer (REST) [Fie14] bezeichnet ein Programmierparadigma
zu Kommunikation zwischen Anwendungen. Es gibt keine explizite Norm, daher gehen
die Vorstellungen, was REST ist, auseinander. Im Grunde bezeichnet REST die Idee,
dass eine URI genau einen Seiteninhalt als Ergebnis einer serverseitigen Aktion (etwa
das Anzeigen einer Trefferliste nach einer Suche) darstellt, wie es der Internetstandard
HTTP für statische Inhalte bereits vorsieht. Dieses Ziel, erfordert für dynamisch erzeugte
Seiten mitunter jedoch zusätzlichen Aufwand.
Zu Beginn des Gesamtprojekts wurden für die Kommunikation zwischen den Teilsyste-
men Konfigurator, Server und mobiles Endgerät drei weit verbreitete REST Frameworks
untersucht. Um nicht nur theoretische Aspekte vergleichen zu können, galt es als Auf-
gabe für jedes dieser Kommunikationsumgebungen ein kleines Testprojekt zu erstellen.
Verglichen wurden letztendlich folgende Aspekte:
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Dokumentation: Die Dokumentation ist ein wichtiger Aspekt bei der Wahl des Kom-
munikationsframeworks. Eine vernünftige Dokumentation zu lesen ist wesentlich
einfacher als beispielsweise vorhandenen Code zu analysieren. Zudem vermittelt
die Dokumentation einen Überblick über den Aufbau des gesamten Systems. Zu-
sätzlich kann die Funktionsweise einzelner Methoden recherchiert werden. Dabei
ist verstärkt auf die Güte der Dokumentation zu achten.
Funktionsumfang: Der Funktionsumfang ist ein sehr interessanter Aspekt, denn vie-
le Frameworks bieten nur Basisfunktionalität. Beispielsweise nur Methoden zum
Senden und Empfangen von Daten, jedoch keine zusätzlichen Methoden um die
Nachricht aufzubauen. Ein wichtiges Kriterium im Gesamtprojekt ist die Verarbei-
tung und Erzeugung einer WADL.
Die Web Application Description Language (WADL) ist ein XML-basiertes Dateifor-
mat, welches die Schnittstellen von HTTP-basierte Anwendungen in maschinen-
lesbarer Form beschreibt. WADL unterstützt dabei vor allem die Beschreibung von
REST-basierten Webservices und nimmt für diese Klasse von Anwendungen eine
vergleichbare Rolle ein wie WSDL für SOAP-basierte Webservices [MJH09].
Architektur: Mit diesem Aspekt Architektur wird auf den internen Aufbau des Frame-
works eingegangen. Hierbei wird beispielsweise überprüft, ob es Erweiterbar ist,
oder konsistent in einer Programmiersprache realisiert.
Kopplung: Bei diesem Aspekt wird geprüft, ob das Framework alle gestellten Anforde-
rungen in Bezug auf das Gesamtsystem erfüllt. Ist das Framework beispielsweise
für alle im Gesamtsystem eingesetzten Programmiersprachen verfügbar.
Performance: Die Performance bezieht sich in diesem Kontext zum einen auf das
interne Laufzeitverhalten des Frameworks selbst. Zum anderen auf die Übertra-
gungsdauer beim Empfangen und Senden von Daten.
Wartung / Weiterentwicklung: Dieser Aspekt ist von besonderer Bedeutung in Bezug
auf die Realisierung. Denn nur wenn das Framework gewartet wird, können uner-
wartet auftretende Softwarefehler gemeldet und behoben werden. Zugleich ist es
von Vorteil auf aktuelle technologische Fortschritte schnell zu reagieren und das
Framework weiter zu entwickeln.
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Bei der Auswertung (siehe Tabelle 4.1) kristallisierte sich anfangs das Play Framework
als Spitzenreiter heraus, da es in den Aspekten Dokumentaktion und Funktionsumfang
sehr weit fortgeschritten ist. Schlussendlich lief die Wahl jedoch auf das Jersey Frame-
work, da es in allen Kategorien gut abgeschnitten hat, und Play nicht konsistent in Java
realisiert wurde (beispielsweise wurden Teile in Scala umgesetzt). Die Bewertung der
Performance wurde letztendlich außen vor gelassen, da die gemessenen Daten des
rudimentären Testprojekts nicht wirklich repräsentativ sind. Weiter spielt die Performance
bei der Übertragung der Daten in diesem Projekt eher eine untergeordnete Rolle, da
die REST Schnittstelle nur zum Transport der Fragebögen vom Server zum mobilen
Endgerät und zur Rückmeldung der erhobenen Daten verwendet wird. Das Durchführen
von Interviews findet Offline statt, somit wird die Schnittstelle während der Befragung
nicht benötigt.
Der ausschlaggebende Punkt bei der Wahl des Jersey Frameworks war der Support
einer WADL (Web Application Description Language). Diese Enthält die Definition der
kompletten Webschnittstelle. Jersey unterstützt dabei sowohl das Lesen, als auch das
Schreiben einer WADL.
Kriterien Jersey Restlet Play
Dokumentation + – ++
Funktionsumfang + + ++
Architektur + + 0
Kopplung + +
Performance (+)
Wartung + 0 0
Tabelle 4.1.: Entscheidungsmatrix REST Frameworks
4.1.6. Persistieren der Daten
Das Thema der Persistierung hat letztendlich mehr Zeit in Anspruch genommen, als
zuvor gedacht. Zu Beginn des Projekts waren die Anforderung an diesen Punkt noch
nicht transparent. Initial wurde von einer verteilten Speicherung ausgegangen. Das
bedeutet im Kontext dieser Arbeit, dass Teile des Fragebogens und der Antworten sowohl
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von der Prozess Engine als auch von der Anwendung selber verwaltet werden müssen.
Der Nachteil einer verteilten Speicherung ist die teilweise doppelte Datenhaltung sowie
die doppelte Implementierung der Datenbankfunktionen. Um dem entgegen zu wirken
wurde später entschieden, die Prozess Engine als zentrale Schnittstelle zur Datenbank
zu verwenden. Diese bietet Methoden zum Verwalten von Fragebögen, zum Starten
einer Befragung und zur Speicherung der erhobenen Daten an. Darüber hinaus wird
so eine saubere Struktur im Bereich Code- und Funktionstrennung erreicht, welche die
Anforderung der Wartbarkeit signifikant erhöht.
4.2. Systemarchitektur
In diesem Kapitel werden die Hauptkomponenten der zu realisierenden Anwendung
vorgestellt und beschrieben. Die Abbildung 4.2 zeigt eine schematische Übersicht der
Systemkomponenten.
Abbildung 4.2.: Systemarchitektur der Anwendung
REST: Die Anwendung implementiert eine REST Schnittstelle, mit welcher vom Server
Fragebögen angefragt, und beantwortete Fragebögen zurück geschickt werden
können. Die Definition der Webschnittstelle erfolgt über die WADL (Web Application
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Description Language). Gründe für die Wahl des REST Frameworks wurden bereits
in Kapitel 4.1.5 diskutiert.
Startseite: Die Startseite ist der Einstiegspunkt der Anwendung. Diese dient zur Na-
vigation auf den administrativen Bereich und enthält eine Funktion zur Wahl der
Sprache der Anwendung. Auf der Startseite können Fragebögen aus einer Liste
ausgewählt, deren Sprache eingestellt und gestartet werden.
Administrativer Bereich: Der administrative Bereich ist über eine zusätzliche Benutzer-
Authentifizierung erreichbar. Dieser bietet Funktionen zum Verwalten von Frage-
bögen. Des Weiteren können dort die Antworten der Fragebögen zurück an den
Server gesendet werden. Der administrative Bereich enthält zusätzlich Systemein-
stellungen, wie bespielsweise Benutzername, Passwort und URI des Servers.
Fragebogenmanager: Der Fragebogenmanager ist für die Bereitstellung der Fragebo-
genseite verantwortlich, welche vom User Interface Generator erstellt wird. Des
Weiteren verwaltet er die erhobenen Antworten und stellt Funktionen zur Navi-
gation zwischen den Seiten des Fragebogens zur Verfügung. Die Steuerung der
Reihenfolge übernimmt dabei die Prozess Engine. Ferner verwaltet der Fragebo-
genmanager zusätzliche vom Sensorframework bereitgestellte Metadaten.
User Interface Generator: Die Aufgabe des User Interface Generators ist es eine dy-
namisch generierte Benutzeroberfläche zur Beantwortung der Fragebögen bereit
zu stellen. Dazu benötigt er eine Seitenbeschreibung, welche in der Konfigurati-
onsumgebung erstellt wird. Eine Seitenbeschreibung enthält im wesentliche die
darzustellenden Seiten, die dazugehörigen Fragen und die verwendeten Textres-
sourcen in einer strukturierten Form.
User Interface: Das User Interface bietet dem Benutzer eine Bedienoberfläche zur
Interaktion. Mit dieser kann kann er Fragebögen auswählen, starten und beenden.
Die meisten Interaktionselemente zur Beantwortung von Fragen wurden eigens für
diesen Anwendungsfall realisiert.
Sensorframework: Das Sensorframework dient zu Kommunikation mit verschiedenen
Sensoren, die am mobilen Endgerät angeschlossen oder direkt verbaut sind.
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Damit können die vom Benutzer erhobenen Antworten um zusätzliche Daten, wie
beispielsweise Vitalparameter angereichert werden [Zel13].
Sensor: Sensoren können direkt auf dem mobilen Endgerät integriert sein (beispiels-
weise Kamera oder Gyroskop) oder über eine Schnittstelle angebunden. Externe
Sensoren (beispielsweise Pulsmesser) kommunizieren dabei meist über eine Ka-
belverbindung oder Bluetooth. Das Sensorframeworks [Zel13] abstrahiert dabei die
verschiedenen Kommunikationstypen und bietet der Anwendung eine einheitliche
Schnittstelle zur Verwendung der verfügbaren Sensoren.
Prozess Engine: Die Prozess Engine ist eine zentrale Komponente in dieser Anwen-
dung und bietet Schnittstellen zum Verwalten von Fragebögen und deren Antwor-
ten. Dabei hat sie als einzige Komponente eine direkte Schnittstelle zur Datenbank,
mit welcher alle zum Prozess gehörenden Daten persistiert werden. Die Reihenfol-
ge der darzustellenden Fragebogenseiten wird von der Prozess Engine bestimmt,
somit übernimmt sie die Steuerung eines Interviews.
Datenbank: Die relationale Datenbank befindet sich direkt auf dem mobilen Endgerät
und ist für das Speichern der Fragebögen und deren Antworten verantwortlich.
4.3. Struktureller Aufbau eines Fragebogens
Im Kontext der zu realisierenden Anwendung kann ein Fragebogen als Schema zur
Erstellung und Durchführung eines Fragebogens betrachtet werden. Ein Fragebogen
enthält dazu mehrere Knoten, welche die kleinsten Einheiten darstellen. Jeder Knoten
wird bei der Modellierung in der Konfiguratorumgebung mit zusätzlichen Informationen
angereichert und repräsentiert dabei eine Seite des Fragebogens. Ein Knoten besteht
dabei im Wesentlichen aus Seitenbeschreibung und Ausführungslogik.
4.3.1. Seitenbeschreibung
Damit auf dem mobilen Endgerät eine dynamisch erzeugte Benutzeroberfläche dar-
gestellt werden kann, muss der Anwendung eine Beschreibung der darzustellenden
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Seite vorliegen. Diese Informationen sind in der Seitenbeschreibung enthalten, welche
in der Konfiguratorumgebung modelliert wird. Die Abbildung 4.3 zeigt die wichtigsten
Elemente dieser Struktur. Das oberste Element ist dabei eine Seite (page), welche aus
einer Liste von Elementen (pageElements) besteht. Ein pageElement repräsentiert
dabei jeweils einen Abschnitt auf der Benutzeroberfläche. Unterschieden werden diese
Abschnitte anhand des type Attributs (beispielsweise HEADLINE oder QUESTION). Die
visuelle Repräsentation dieser Abschnitte wird im Kapitel 4.6 veranschaulicht.
Ein questionElement repräsentiert jeweils eine Frage auf der Benutzeroberfläche.
Unterschieden werden die Fragen anhand des Attributes questionType (beispiels-
weise BOOLEAN oder SLIDER). Alle mit Asterisk (*) gekennzeichneten Felder auf der
Abbildung 4.3 sind Container für Übersetzungen (languageTextContainer) und
enthalten Textressourcen für die unterstützten Sprachen.
Interne Repräsentation einer Seite
Ein weiterer wichtiger Punkt des Konzeptes ist die anwendungsinterne Repräsentation
der in JSON codierten Seitenbeschreibung. Dazu wird anhand der Seitenbeschreibung
ein passendes Objekt-Modell erstellt. Dadurch ist es möglich eine direkte Konvertierung
in Objekte durchzuführen und ausschließlich mit diesen zu arbeiten. Diese Herausforde-
rung ist gleichzeitig Voraussetzung für den im Kapitel 4.6 beschriebenen User Interface
Generator.
Aus der Konvertierung ergeben sich Vorteile wie beispielsweise die Transparenz, da die
Objekt- / Klassenstrukturen besser lesbar sind als codierte Zeichenfolgen. Des Weiteren
wird die übermittelte Zeichenfolge bei der Konvertierung frühzeitig evaluiert und auf
Korrektheit geprüft, da sie bei der Deserialisierung syntaktisch richtige sein muss. Beim
Zugriff auf die enthaltenen Daten ergibt sich ein weiterer Vorteil, denn alle Inhalte sind im
Gesamtmodell gleichzeitig verfügbar. Somit gestaltet sich die Verwendung des Modells
sehr einfach. Ebenso können Vorteile der Vererbung ausgenutzt werden, wodurch
Basisklassen nur einmalig implementiert werden müssen. Diese können zusätzlich um
weitere Hilfsmethoden erweitert werden, um den Zugriff Inhalte zu erleichtern.
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Abbildung 4.3.: Komprimierter Aufbau einer Seite
4.3.2. Ausführungslogik
Die Reihenfolge der dargestellten Fragebogenseiten ist in der zu realisierenden Anwen-
dung nicht mehr dirrekt im Quellcode festgelegt, sondern wird von der Konfigurations-
umgebung vorgegeben. Dazu modelliert der Konfigurator für jeden Fragebogen eine
Ausführungslogik. Diese kann von einer Prozess Engine (siehe Kapitel 4.4) gelesen
und interpretiert werden. Die eingesetzte leichtgewichtige Prozess Engine wurde im
Rahmen einer Projektarbeit für diesen Anwendungsfall entwickelt und ist Teil des hier




Die Prozess Engine dient als zentrale Kommunikationskomponente zwischen der eigent-
lichen Anwendung und der Datenbank. Von ihr werden folgende Funktionsgruppen aus
Sicht der mobilen Anwendung bereit gestellt:
Verwalten von Fragebögen: Bietet Basisfunktionen in Bezug auf Fragebögen an, bei-
spielsweise das Importieren, Löschen und Instanziieren von Fragebögen.
Verwalten von Instanzen eines Fragebogens: Für jeden gestarteten Fragebogen wird
von der Prozess Engine eine neue Instanz zur Identifikation erzeugt. Diese Instan-
zen werden von der Prozess Engine in der Datenbank verwaltet und können über
bereitgestellte Schnittstellenfunktionen bearbeitet werden.
Bereitstellung von Funktionen auf Knoten: Gefordert werden hier Funktionen zum
Starten, Stoppen, Abschließen, Pausieren und Wiederaufnehmen von Knoten. Im
Gesamtsystem repräsentiert ein Knoten eine Seite eines Fragebogens auf der Be-
nutzeroberfläche und ist somit zentrales Objekt bei der dynamischen Generierung.
Der Aufbau eines Fragebogens wurde bereits in Kapitel 4.3 beschrieben.
Verwalten der Antworten: Alle erhobenen Antworten werden über die Schnittstellen-
funktionen der Prozess Engine in die Datenbank gespeichert, zu einem späteren
Zeitpunkt wieder gelesen und an der Server übermittelt.
Steuern des Ablaufes eines Interviews: Wird die Anwendung aus Sicht der Prozess
Engine betrachtet, ist diese lediglich eine Komponente zur Visualisierung einer
einzelnen Seite eines Fragebogen. Genauer dargestellt wird dieser Sachverhalt im
Kapitel 4.5.
4.5. Zusammenspiel der Komponenten
In diesem Kapitel wird die Kommunikation zwischen den einzelnen Komponenten der
Anwendung beschrieben, um den Ablauf vom Anfragen eines Fragebogens bis zum
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Zurücksenden darzustellen. Dabei wird im Speziellen auf die Kommunikation mit der
Prozess Engine eingegangen.
4.5.1. Kommunikation der Komponenten
In der Abbildung 4.4 wird der komplette Ablauf vom Laden eines Fragebogens, über
das Erheben von Daten, bis hin zum Rücksenden der Antworten schematisch in 11
Schritten dargestellt. Diese Schritte beschreiben die Eckpunkte des konzeptionellen
Ablaufes der Anwendung in einer vereinfachten Form. Hierbei wird besonders Wert auf
den systematischen Aufbau und die geschaffene Architektur gelegt. Die wichtigsten
Aspekte der Abbildung 4.4 werden im Folgenden detaillierter erklärt.
Schritt 1 - Fragebögen laden: Da die Anwendung keine Funktion zum Erstellen eines
Fragebogens bereit stellt, werden im Schritt 1 die Fragebögen vom Server auf
das mobile Endgerät geladen. Dazu implementiert der Server, sowie das mobile
Endgerät eine REST Schnittstelle, welche über eine WADL-Datei definiert ist.
Unter Verwendung dieser Web Schnittstelle können Fragebögen auf das Endgerät
transportiert werden. Ebenso enthält ein Fragebogen eine Ausführungslogik für die
Prozess Engine, womit diese den Ablauf des Fragebogens steuert. Der detaillierte
Aufbau einer Seite inklusive dessen Inhalt wurde im Kapitel 4.3 beschrieben.
Schritt 2 - Fragebögen speichern: Die im Schritt 1 heruntergeleadenen Fragebögen
werden nun an die Prozess Engine weitergegeben und dort in der lokalen Daten-
bank persistiert. Das ist notwendig, um die Fragebögen ohne dauerhafte Verbin-
dung zum Server ausführen zu können.
Schritt 3 - Fragebögen laden: Soll nun ein Fragebogen gestartet werden, muss dieser
von der Prozess Engine angefragt werden. Die Prozess Engine liefert so Meta
Informationen zum Fragebogen, die angezeigt werden.
Schritt 4 - Fragebögen anzeigen: Nachdem die Daten von der Prozess Engine erhal-
ten wurden, visualisiert die Startseite dem Benutzer die verfügbaren Fragebögen.
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Abbildung 4.4.: Schematische Systemarchitektur
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Zur besseren Übersicht werden diese in zwei Bereiche Fragebögen und Pausierte
Fragebogen eingeteilt.
Schritt 5 & 6 - Fragebogen starten: Der Benutzer wählt den zu startenden Fragebo-
gen in einer vorhandenen Sprache aus und startet diesen durch Betätigen des
Start Buttons. Dadurch wird der Fragebogenmanager mit dem gewählten Frage-
bogen gestartet. In dem hier beschriebenen Ablauf wird nur auf das Starten von
neuen Fragebögen eingegangen. In der späteren Verwendung der Anwendung
besteht zusätzlich die Möglichkeit pausierte Fragebogen fortzuführen. Dabei wird
letzendlich als zusätzlicher Übergabeparameter die Instanz ID übergeben. Ob
eine Instanz eines Fragebogens pausiert ist, kann anhand des Zustandes erkannt
werden.
Schritt 7 - Fragebogenseite anzeigen: Im Fragebogenmanager wird unter Verwen-
dung der Schnittstellen zur Prozess Engine eine neue Instanz des Fragebogens
angelegt und der zu startende Knoten angefragt. Nach Erhalt wird dieser gestartet
und die dort enthaltene Seitenbeschreibung ausgelesen, welcher die Information
für den dynamischen Seitenaufbau enthält. Auf Grundlage der Seitenbeschreibung
generiert der User Interface Generator ein dazu passendes Layout und zeigt die-
ses auf der Benutzeroberfläche an. Eine detailliertere Beschreibung ist im Kapitel
4.6 enthalten.
Schritt 8 - Fragebogenseite beantworten: Nachdem der User Interface Generator
die Oberfläche fertig erstellt hat, kann der Benutzer nun mit dem mobilen Endgerät
interagieren und die Fragen beantworten. Jede so erhobene Antwort wird direkt
an die Prozess Engine geschickt und in der Datenbank persistiert. Falls für die
ganze Seite, oder nur für eine einzelne Frage zusätzliche Sensordaten verlangt
werden, so findet an dieser Stelle eine Interaktion mit dem Sensor Framework statt.
Dadurch ist es möglich die Antwort des Benutzers mit zusätzlichen Informationen
wie beispielsweise Audioaufzeichnungen anzureichern. Unter Verwendung von
externen Sensoren, welche über Bluetooth angebunden werden können, sind auch
Vitalwerte (wie Puls oder Sauerstoffsättigung) als Sensordaten denkbar. Sind alle
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Fragen beantwortet, kann der Benutzer durch Betätigen des Weiter Buttons die
nächste Seite aufrufen.
Schritt 9 - Fragebogenseite wechseln: Durch betätigen des Weiter Buttons wird der
Knoten abgeschlossen. Anschließend wird bei der Engine der nächste Knoten,
also die nächste Seite im Fragebogen angefragt. Falls der Fragebogen noch weite-
re Seiten enthält, wird der Fragebogenmanager erneut aufgerufen. Dieser erhält
dabei als Übergabeparameter die Fragebogen ID und die Instanz ID. Mit diesen
beiden Informationen kann unter Verwendung von Schritt 7 die nächste Seite ange-
zeigt werden. Ab hier können sich Schritt 7, 8 und 9 beliebig oft wiederholen. Falls
bereits die letzte Seite beantwortet wurde, wird der Fragebogen abgeschlossen
und durch die Prozess Engine persistiert.
Schritt 10 - Fragebogen abschliessen: Nach erfolgreichem Abschluss des Fragebo-
gens wird wieder zur Startseite zurückgewechselt und die dort enthaltenen Daten
aktualisiert. An dieser Stelle kann mit Schritt 5 ein weiterer Fragebogen ausgeführt
oder Schritt 11 in die Administration gewechselt werden.
Schritt 11 - Fragebogen auswerten: Über einen Passwort-geschützten Administrati-
onsbereich, können die erhobenen Daten von der Prozess Engine gelesen und
über das vorher beschriebene Web Interface zum Server gesendet werden. Dort
besteht die Möglichkeit, diese Daten durch Analysen strukturiert auszuwerten.
4.5.2. Steuerung durch die Engine
Einfach gesagt fungiert die Engine als Controller zur Steuerung der auf dem Konfigu-
rator definierten Abläufe des Fragebogens. Die Abbildung 4.5 zeigt die Steuerung der
Anwendung durch die Prozess Engine bei der Erstellung des generischen Layouts. Die
wichtigste Funktion hierbei ist getStartableNode, durch deren Rückgabewert eine
Liste von startbaren Knoten dem User Interface Generator mitgeteilt werden.
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Abbildung 4.5.: Steuerung der Anwendung durch die Prozess Engine
4.6. User Interface Generator
Der User Interface Generator ist das Herzstück der Anwendung. Er ist dafür verantwort-
lich, die Objekt Repräsentation der JSON Zeichenfolge dem Benutzer mittels Kombinati-
on verschiedenster Basiselemente anzuzeigen. Die Realisierung und der Aufbau dieser
Elemente wird im Kapitel 6 beschrieben.
Der User Interface Generator benötigt zum dynamischen Aufbau der Benutzeroberflä-
che die Seitendefiniton als Objektmodell (sieht Kapitel 4.3.1). Als wichtigste Attribute
kristallisieren sich die Typen zur Unterscheidung der User Interface Elemente und die
Texteressourcen zur Darstellung der jeweiligen Übersetzungen heraus. Dabei wird bei
der dynamischen Generierung der Oberfläche zwischen den Element Typen (type, sie-
he Kapitel 4.3) unterschieden. Diese werden bei der Modellierung durch den Konfigurator
zugeordnet. Abbildung 4.8 und 4.7 zeigen die Basiselemente der Typen.
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Für Frageblöcke und Fragegruppen (QUESTION, QUESTION_BLOCK, QUESTION_
GROUP) wird kein extra Basis-Element benötigt, da diese nur eine Kombination aus
einzelnen Basis-Fragen-Elementen (sieht Abbildung 4.8) sind, welche nachfolgend
unterschieden und gezeigt werden.
Abbildung 4.6.: Basiselement für Fragen
(a) HEADLINE (b) TEXT
Abbildung 4.7.: Basiselemente für Text
Bei allen Elementen des Typs QUESTION muss zusätzlich zwischen den Basis-Fragen-
Elementen differenziert werden. Diese beschreiben die Art der Frage und sind am
Attribut questionType erkennbar, welches jede Frage besitzt (questionType, siehe
Kapitel 4.3). Abbildungen 4.8 a) bis h) zeigen die verfügbaren Basis-Fragen-Elemente
mit den dazugehörigen Typen.
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(a) Zweistellungsschalter - BOOLEAN (b) Dreistellungsschalter mit neutraler Stellung -
BOOLEAN_EXTENDED
(c) Mehrstellungsschalter- SLIDER (d) Texteingabe - TEXT_INPUT
(e) Zifferneingabe - NUMBER_INPUT (f) Datumseingabe - DATE_INPUT
(g) Bereichseingabe - RANGE_INPUT (h) Einfachauswahl - SINGLE_CHOICE
Abbildung 4.8.: Basiselemente
4.7. Konzept der Editoren
Im Kapitel 4.6 wurden die Basiselemente für die verschiedensten Frage-Typen erläutert.
Die meisten von ihnen werden in der dargelegten Arbeit zur Darstellung von Daten
in geeigneter Form verwendent. Diesen gegenüber stehen Editoren, mit welchen die
Bearbeitung der visualisierten Daten möglich ist.
Eine Ausnahme bildet die Gruppe von Interaktionselementen, welche gleichzeitig als
Editor fungieren. Aus Sicht der Usability sind diese die effizientesten Bedienelemente,
da der dargestellte Wert direkt (das heißt ohne zusätzliche Interaktion mit der Benutze-
roberfläche) verändert werden kann. Dies ist in der Regel nur dann möglich, falls das
Intervall der Datenwerte klein, diskret und beschränkt ist. In der hier dargelegten Arbeit
nimmt beispielsweise ein Mehrstellungsschalter diese Rolle ein (siehe Abbildung 4.8 c)).
Im Folgenden werden alle Editoren dargestellt, welche in der vorliegenden Anwendung
umgesetzt wurden, um Benutzereingaben zu verarbeiten:
Editor für Text: Der wohl meist bekannteste Editor ist die einfache Tastatur zur Eingabe
und Änderung von Texten. In allen Betriebssystemen für mobile Endgeräte ist
bereits eine Tastatur enthalten. Deshalb wurde beschlossen, kein eigener Editor für
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Text-Eingaben zu entwerfen, sondern auf den systeminternen zurückzugreifen. Aus
Sicht der Usability ist diese Entscheidung zu begrüßen, denn durch Verwendung
von systemeigener Komponenten verhält sich die zu realisierende Anwendung
dem Beutzer gegenüber erwartungskonform. Somit muss sich dieser Anwender
nicht mit neuen Elementen beschäftigen. Abbildung 4.9 zeigt beispielhaft einen
Editor für Text-Eingaben.
Abbildung 4.9.: Editor für Text-Eingabe (Android Framework)
Editor für Ziffern: Bei dem Editor für Ziffern gelten die gleichen Aussagen, welche
bereits für den Editor zur Text-Eingabe aufgeführt wurde. Auch hier wird ein
systemeigener Editor für Ziffern benutzt. Abbildung 4.10 zeigt beispielhaft einen
Editor für Ziffern.
Abbildung 4.10.: Editor für Ziffern (Android Framework)
Editor für Datum: Der Editor für Datum ist ein neu entworfener und eigens für diese
Anwendung umgesetzter Editor. Hierbei wurde darauf geachtet, dass es dem Be-
nutzer leicht gemacht wird, ein entsprechendes Datum auszuwählen. Aus Sicht der
Usability ist hierfür die Repräsentation durch einen Kalender passend. Abbildung
4.11 zeigt einen Editor für Datumswerte.
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Abbildung 4.11.: Editor für Datum (neues Bedienelement)
Editor für Bereiche: Auch der Editor für die Bereichseingabe wurde neu entworfen
und realisiert. Dabei wurde auf ein klare und einfache Darstellung von Werten
innerhalb eines definierten Wertebereiches geachtet. Die Abbildung 4.12 zeigt
den Editor für Bereichseingaben. Selektierte Werte werden dabei als gedrückte
Buttons dargestellt.
Abbildung 4.12.: Editor für Bereiche (neues Bedienelement)
4.8. Multilingualität
In der funktionalen Anforderung 3.2.1 wurde die Mehrsprachigkeit der Anwendung bereits
aufgeführt und die Gründe dafür erläutert (siehe Kapitel 3). Das zugrunde liegende
Konzept wird hier diskutiert.
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In der hier erstellten Anwendung ist es vorgesehen, dass Probanden einen Fragebogen
selbst lesen und beantworten. Dabei ist nicht vorauszusetzen, dass die betreuende
Person und die Probanden die selben Sprachkenntnisse besitzen. Des weiteren ist
die Bearbeitung eines Fragebogens in der jeweiligen Muttersprache einfacher, da die
Fragen besser verstanden werden. Aus diesen Gründen wird ein zweigeteiltes Sprach-
konzept verwendet, um die Sprache der Anwendung und die des Fragebogens getrennt
voneinander behandeln.
In Bezug auf die Anwendung bietet die Startseite eine Funktion zur Umschaltung der
Anwendungssprache. Dabei ist zu beachten, dass die Sprache nach der Umschaltung
live geändert wird. Die Ressourcen dafür müssen bereits in der erstellten Anwendung
enthalten sein. Um die Anwendungssprache zu erweitern, muss eine neue Version der
Anwendung mit den erweiterten Sprachressourcen erstellt werden.
Die Sprache des Fragebogens hingegen kann bei der Auswahl eines Fragebogens
umgestellt werden. Alle unterstützten Sprachen sind jeweils im Fragebogen enthalten.
Neue Sprachen können in der Konfiguratorumgebung beim modellieren eines Fragebo-
gens hinzugefügt werden. Dazu muss anschließend der Fragebogen neu auf das Gerät
übertragen werden. Jede Sprachressource wird dabei als languageTextContainer
dargestellt (siehe Kapitel 4.3). Dieser Container enthält alle länderspezifische Überset-





In diesem Kapitel wird der konzeptionelle Ablauf vom Start der Anwendung, bis zum
Ende eines dynamisch generierten Fragebogens in sinnvoll gekürzter Form dargestellt.
Dabei wird der Fokus auf die verschiedenen Dialoge so wie wichtigsten Funktionen
gelegt. Besondere Beachtung findet auch die Generierung des User Interfaces. In Abbil-
dung 5.1 wird der schematische Ablauf der Activities mit dem Fokus des generischen
Seitenaufbaus dargestellt.
Das Ziel diese Kapitels ist es, die Benutzeroberfläche vorzustellen und Transparenz für
Basisprozesse der Anwendung zu schaffen.
Da die verschiedenen Sprachen am Ablauf der Anwendung nichts ändern und äqui-
valent sind, wird die Anwendung im Folgenden selber in englischer Sprache und die
Fragebögen in deutscher Sprache angezeigt.
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Abbildung 5.1.: Schematischer Ablauf der Activities
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5.1. Start der Anwendung
Zu Beginn startet die betreuende Person die Anwendung über das Questionnaire Icon
(Abbildung 5.2), woraufhin der Startbildschirm der Anwendung im Vollbildmodus ange-
zeigt wird.
Abbildung 5.2.: Icon Questionnaire zum Starten der Anwendung
5.2. Startbildschirm
Der Startbildschirm (siehe Abbildung 5.3) bleibt so lange sichtbar, bis eine Instanz der
Prozess Engine angelegt worden ist. Danach wird automatisch die ActivityStart gestartet.
Aus Sicht des Benutzers bietet dieser Dialog keine nennenswerten Funktionen und muss
somit nicht näher beschrieben werden.




Die Startseite stellt die wichtigesten Funktionen zur Durchführung von Interviews und
Fragebögen dar. Aus diesem Grund ist er leicht verständlich, schlicht und einfach
aufgebaut, damit jede für das System bestimmte Nutzergruppe mit der Oberfläche
interagieren kann. Die Oberfläche gliedert sich in eine Kopfzeile zur Navigation und in
zwei weitere Bereiche, in welchen die auf dem System befindlichen Fragebögen anzeigt
werden.
In der Kopfzeile besteht die Möglichkeit, die Sprache der Anwendung umzuschalten
(Abbildung 5.4), sowie in den passwortgeschützten Administrationsbereich zu wechseln
zu wechseln.
Abbildung 5.4.: Dialog zur Auswahl der Sprache
Die Bereiche für die Fragebögen unterteilen sich in:
• Fragebögen
• Pausierte Fragebögen
Jeder Eintrag in einem Bereich kann mit einem Klick auf den symbolisierten Pfeil
an der rechten Seite auf- und zugeklappt werden. Im aufgeklappten Zustand wird
ein zusätzlicher Beschreibungstext sichtbar, welcher den Fragebogen charakterisiert.
Des Weiteren besteht dort die Möglichkeit die Sprache explizit für diesen Fragbogen
umzustellen. Als Letztes findet man noch einen Button um den Fragebogen zu starten,
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wodurch die Startseite aufgerufen wird.
Abbildung 5.5.: Aktivität Start
5.4. Fragebogenseite
Der Inhalt dieser Oberfläche, ist bis auf die Kopfzeile, komplett dynamisch generiert. In
den Abbildungen 5.6 (a,b,c) sind die wesentlichen Elemente zu sehen, welche von dieser
Anwendung unterstützt werden. Eine detailliertere Beschreibung der User Interface
Elemente wurde bereits in Kapitel 3.2.9 diskutiert.
Die Kopfzeile beinhaltet einen back und einen next Button. Der next Button auf der
rechten Seite hat initial die Eigenschaft nicht gedrückt werden zu können. Dies (siehe
Kapitel 3.2.10) lässt sich aus den Anforderungen für den Weiter Button ableiten. Sobald
für alle zwingend notwendigen Fragen eine Antwort vorhanden ist, wird der Button
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(a) Fragebogenseite (1) (b) Fragebogenseite (2) (c) Fragebogenseite (3)
Abbildung 5.6.: Fragebogenseite
bedienbar. Beim Klick auf den Weiter Button werden zwei Fälle berücksichtigt, welche
auf der Abbildung 5.1 dargestellt sind.
Falls es eine weitere Seite für diesen Fragebogen gibt, welche noch nicht beantwortet
ist, so wird die Fragebogenseite von dieser Stelle aus erneut aufgerufen und zum
Anzeigen der nächsten Seite aufgefordert. Falls alle Fragen beantwortet sind, so wird




In den bisherigen Kapiteln wurden Anforderungen an die Anwendung festgehalten und
Konzepte dafür vorgestellt, jedoch ohne detailiert die Implementierung zu betrachten.
Somit können die bisher erarbeiteten Punkte ebenso als Basis für Realisierungen auf
anderen Plattformen gesehen werden.
Die folgenden Kapitel bieten somit einen Einstieg in die konkrete Realisierung auf Basis
des gewählten Android Frameworks. Zur besseren Veranschaulichung wird an einigen
Stellen direkt Bezug auf Quellcode genommen, um ein tieferes Verständnis für die
Umsetzung zu schaffen.
Dem Kapitel vorweg genommen ist der Einsatz der Programmiersprach JAVA, denn
native Anwendungen für das Android Betriebssystem von Google werden in dieser
Sprache realisiert. Dazu bietet Google das eigenständige SDK ADT, an, welches die
Sprache JAVA um Android spezifische Bibliotheken erweitert. Damit wird der Grundstein
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gelegt um Anwendungen für Android zu entwickeln. Ferner sind wichtige Hilfsprogramme
enthalten, welche beispielsweise ein Gerät simulieren.
Des Weiteren wurden bei der Realisierung der hier vorgelegten Arbeit die klassischen
Entwicklungsmodelle wie beispielsweise Wasserfall- oder V-Modell außen vor gelassen.
Diese weisen Nachteile bezüglich der vorgelagerten Dokumentation auf (beispielswei-
se die Erstellung eines Lastenheftes) und verzögern dadurch den Projektstart [agi14].
Deshalb wurden beim Start des Projektes keine Schnittstellendefinitionen oder Funkti-
onsdiagramme erstellt und in Lasten-/Pflichtenheft niedergeschrieben, denn dafür ist die
Gesamtlaufzeit zu eng bemessen. Vielmehr wurde über ein generelles Konzept für das
Gesamt-System nachgedacht, ohne dabei zu sehr ins Detail zu gehen.
6.1. Android
In diesem Abschnitt werden spezielle Eigenschaften des Android Frameworks vorgestellt,
welche bei der Umsetzung eine wichtige Rolle gespielt haben und bei der Weiterentwick-
lung der hier vorliegenden Arbeit beachtet werden sollten.
6.1.1. 9 Patch Tool
Bei der Verwendung von Hintergrundbildern muss aufgepasst werden, dass diese nicht
verzerrt angezeigt werden. Das kann beispielsweise durch Verwendung verschiedens-
ter Bildschirmauflösungen oder Seitenverhältnisse hervorgerufen werden, welche der
großen Geräte- und Herstellervielfalt von Android geschuldet ist. Um der beschriebenen
Problematik aus dem Weg zu gehen, bietet die Android Developer Tools Installation
ein Programm namens 9Patch. Damit kann für Grafiken angegeben werden, welche
Teile skaliert werden können und welche immer statisch bleiben müssen [9Pa14]. In der




Abbildung 6.1.: Beispiel für die Verwendung von 9Patch [9Pa14]
6.1.2. Ressourcen
Bei einem Android Projekt sind Ressourcen unterhalb des dafür vorgesehenen Ordners
/res zu finden. Dabei werden mittels der Ordnerstruktur die Typen von Ressourcen
unterschieden. Nachfolgend werden die Typen Bild, Layout und Text diskutiert.
Bildressourcen: Es gibt mehrere Möglichkeiten Bildressourcen in einem Android Pro-
jekt abzulegen. Ein Ort dafür ist der Ordner res/drawable. Alle dort enthaltenen
Bilder werden vom Android Framework selbst auf die jeweilige Auflösung und das
Verhältnis des Bildschirmes unterschiedlicher Geräte skaliert. Dabei kann es pas-
sieren, daß einige Bilder nicht wie erwartet dargestellt werden. Deshalb kann für je-
de von Android unterstützte Auflösung ein Bild angefertigt und in den dafür vorgese-
henen Ordner abgelegt werden. Dazu können die Ordner res/drawable-ldpi
(120 dpi), res/drawable-mdpi (160 dpi), res/drawable-hdpi (240 dpi),
res/drawable-xhdpi (320 dpi), res/drawable-xxhdpi (480 dpi), und res/
drawable-xxxhdpi (640 dpi) verwendet werden [And14] [Kü12].
Layouts: Um Layouts für verschiedene Bildschirmgrößend und Bildschirmauflösungen
zu Verwalten kann ähnlich vorgegangen werden, wie bereits im Kapitel 6.1.2 erklärt
wurde. Dabei ist zu beachten , dass das allgemeine Layout im Ordner res/layout
liegt. Die spezifische Layouts dagegen müssen je nach Bildschirmgröße in den
Ordnern res/layout-small (2 bis 3,2 Zoll), res/layout-normal (3,2 bis 4
Zoll), res/layout-large (4 bis 7 Zoll) und res/layout-xlarge (7 bis 10
Zoll) abgelegt werden [And14] [Kü12].
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Textressourcen: Wie bereits im Kapitel 4.8 diskutiert, ist das Sprachkonzept der reali-
sierten Anwendung zweigeteilt. Zum einen in die Sprachen des Fragebogens und
zum anderen in die der Anwendung. Alle für die Anwendung notwendigen Texte
befinden sich dabei in der Datei res/values/strings.xml. Diese Datei wird
vom Android Framework als Standardsprache verwendet. Um eine weitere Sprache
in der Anwendung zu verwenden muss die Datei strings.xml in einen neuen
Ordner kopiert (beispielsweise res/values-de/ für Deutsch) und anschließend
in die jeweilige Sprache übersetzt werden. Der Codeausschnittes C.1 zeigt, wie in
einem Android Projekt die Anwendungssprache geändert wird.
1 public void changeLanguage(String language) {
2 // Konfigurationsobjekt erstellen und neue Sprache setzen
3 android.content.res.Configuration config = new android.content.res.
Configuration();
4 config.locale = mLocaleLanguage;
5 Resources res = this.mLocalActitity.getBaseContext().getResources();
6 DisplayMetrics dm = res.getDisplayMetrics();
7 // Sprache aendern
8 res.updateConfiguration(config, dm);
9 }
Listing 6.1: Ändern der Anwendungssprache
6.2. Multilingualität
Im Kapitel 6.1.2 wurde bereits erklärt, wie neue Sprachen für die Anwendung hin-
zugefügt werden können. Für den Fragebogen selber werden Textressourcen über
languageTextContainer (siehe Kapitel 4.3) abgebildet. Der Codeausschnitt 6.2
zeigt beispielhaft den Aufbau eines languageTextContainers für die Textressource
Rauchen in JSON. languageCode ist dabei der verwendete länderspezifische Code
nach ISO 639 und languageValue die dazugehörige Übersetzung.
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Listing 6.2: Aufbau eines LanguageTextContainers
6.3. Button zum Starten von Fragebögen
Für jeden Fragebogen, welcher von der Prozess Engine angefragt wird, generiert die
Activity Start einen Start Button zum Starten des Fragebogens. Dabei ist besonders zu
beachten, dass es für alle Buttons eine gemeinsame OnClick Methode gibt. Um die
Buttons zu unterscheiden wird dem Tag des Buttons beim Erstellen ein DatenContainer
gesetzt. Dieser enthält Informationen über das Template, die Instanz und der selektierten
gewählten für den Fragebogen.
Beim Betätigen eines Buttons wird also die zentrale Methode onClick aufgerufen,
der Tag des Button ausgelesen und der Fragebogen gestartet. Dabei werden als Über-
gabeparameter die Inhalte des im Button Tag entaltenen DatenContainers übergeben.
Anhand des folgenden Codeausschnittes 6.3 lässt sich dieses Vorgehen leicht nachvoll-
ziehen.
1 @Override
2 public void onClick(View v) {
3 // Button Tag des gedrueckten Buttons wird gelesen
4 StartButtonDataContainer tag = (StartButtonDataContainer) v.getTag();
5











14 intent.putExtra("templateId", tag.getUUID() != null ? tag.getUUID()
15 .toString() : null);
16 intent.putExtra("instanceId", tag.getInstanceID() != null ? tag
17 .getInstanceID().toString() : null);
18
19 // ActivityPageManager wird gestartet
20 this.startActivity(intent);
21 }
Listing 6.3: Zentrale onClick Methode für Start Buttons
6.4. Starten eines Fragebogens
Nach dem Start der Activity ActivityPageManagerwird die Methode startInstance
der Prozess Engine aufgerufen, wodurch anhand des Templates eine Instanz erstellt wird.
Anschliessend wird auf dieser Instanz die Funktion getStartableNode aufgerufen,
um einen startbaren Knoten, also eine Seite im Fragebogen, zu bekommen. Wie bereits
in Kapitel 4.3 beschrieben, enthält jeder Knoten den Inhalt einer Seite in JSON. Um
später dem User Interface Generator die nötigen Daten bereitstellen zu können, werden
diese aus dem zu startenden Knoten ausgelesen und in ein repräsentatives Objektmo-
dell gewandelt (siehe Kapitel 4.3.1). Als letzter Schritt wird der Knoten schlussendlich
gestartet.
Die Methode setContentData, welche im Codeausschnitt 6.4 enthalten ist, zeigt den
Ablauf vom Erstellen einer Instanz eines Fragebogens, bis zum Starten eines Knotens.
Hierbei wurden zwei Teilaufgaben in separate Methoden ausgelagert. Zum Ersten die
Methode getNextNode, welche von einer Instanz den nächsten zu startenden Knoten
ermittelt. Zum Zweiten die Methode getPageContentFromNode, welche von einem
Knoten die Informationen über die enthaltenen Seite ausliest und als Objektstruktur
zurückgibt [Jav14].
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1 @Override
2 private Boolean setContentData() {
3 // Hier wird eine Instanz angelegt (falls nicht vorhanden)
4 if (this.mInstanceID == null) {
5 try {
6 // Mit der Methode startInstance der Engine wird eine Instanz angelegt.
7 String instanceString = this.mExecutioner
8 .startInstance(this.mTemplateID.toString());
9 InstanceDTO instanceDTO = null;
10
11 // Wandeln der Instanz von String in ein Objekt
12 instanceDTO = (InstanceDTO) XmlInterface.deserializeToObject(
13 InstanceDTO.class, instanceString);
14 this.mInstanceID = instanceDTO.getInstanceId();
15





21 // Hier wird der startbare Knoten ermittelt und gestartet
22 NodeDTO activeNode;
23 try {
24 // startbaren Knoten holen
25 activeNode = this.getNextNode(this.mInstanceID);
26 this.mNodeID = activeNode.getNodeID();
27
28 // Knoten Inahlt auslesen und in Objekt wandeln
29 this.mContentModel = getPageContentFromNode(activeNode);
30
31 // Starten des Knotens
32 this.mExecutioner.startNode(String.valueOf(this.mInstanceID),
33 this.mNodeID);






40 private NodeDTO getNextNode(UUID instanceId) throws Exception {
41 // getStarableNode gibt startbare Knotenliste zurueck





45 // wandeln der Liste in eine Objektliste









Listing 6.4: Vom Erstellen einer Instanz bis zum Starten eines Knotens
6.5. Client Modell
Im Kapitel 4.3.1 wurde bereits erläutert, warum in der Anwendung eine interne Reprä-
sentation der in JSON codierten Seitenbeschreibung notwendig ist. Die Abbildung 6.2
zeigt das Schema des auf dem mobilen Endgerät verwendeten Modells in UML Notation.
Die Struktur des Modells ist gleich aufgebaut, wie bereits im Kapitel 4.3 beschrieben
wurde. Dadurch wird sichergesetllt, dass die Konvertierung der Seitenbeschreibung
automatisiert durchgeführt werden kann. Der wichtigste Vorteil dabei ist die frühzeitige
Validierung durch die Konvertierung in das Objekt-Modell. In der Anwendung wird ab
diesem Zeitpunkt ausschließlich auf dem hier vorgestellten Modell weitergearbeitet.
Hierbei ist zu beachten, dass Erweiterungen des Konfigurator Modells auch Erweite-
rungen des Modells auf der mobilen Anwendung nach sich ziehen, um diese Modelle
konsistent zu halten. Ein Objekt-Modell repräsentiert dabei eine Fragebogenseite und
enthält alle Informationen, welche für den User Interface Generator notwendig sind, um
die Benutzeroberfläche dynamisch aufzubauen. Es ist Voraussetzung für die Erstellung
der Oberfläche und wird für jede Fragenbogenseite neu erstellt.
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Im Wesentlichen besteht das Modell aus den drei Grundelementen Page, Element
und Question. Dabei kann das Page Objekt beliebig viele Element Objekte enthalten,
welche Teilbereiche auf der Benutzeroberfläche beschreiben. Die Element Objekte
werden anhand des Attributs type unterschieden, welches die Werte der Aufzählung
ElementTypeDefinition annehmen kann. In Abhängigkeit des Typs sind die Attri-
bute headline, text und questions mit Werten gefüllt. headline und text sind
dabei vom Typ languageTextContainer und enthalten Textressourcen, welche zum
Anzeigen auf der Benutzeroberfläche notwendig sind. Falls eine Frage angezeigt werden
soll, so enthält die Liste questions Einträge vom Typ Question. Jede Question re-
präsentiert dabei eine Frage auf der Benutzeroberfläche. Diese werden über das Attribut
type unterschieden, welches die Werte der Aufzählung QuestionType annehmen
kann. Die darzustellenden Texte sind dabei in der Liste dataElements enthalten, wes-
sen Einträge von der Klasse languageTextContainer ableiten. Schlussendlich legt
das Attribute required fest, ob die Frage beantwortet werden muss und übersprungen
werden kann.
6.6. User Interface Generator
Die konzeptionelle Beschreibung des User Interface Generators wurde bereits in Kapitel
4.6 diskutiert. Dort wurde im Detail aufgelistet, welche Oberflächenelemente unterstützt
und nach welchen Kriterien diese unterschieden werden. Dieses Kapitel fokussiert auf die
Implementierung der Oberflächenelemente. Dazu ist einleitend zu erwähnen, dass die
Fragen über ihr type Attribut unterschieden werden (beispielhaft type:RANGE_INPUT).
Für jeden definierten type wird in der Anwendung eine Oberklasse bereit gestellt,
welche von der Basisklasse QuestionListItem ableitet. Im eben genannten Beispiel
RANGE_INPUT wäre die dazugehörige Klasse QuestionListItem_RangeInput. Die
Basisklasse wird im Kapitel 6.6 unter Verwendung von Codeausschnitten genauer erklärt.
Die Abbildung 6.3 zeigt im oberen Bereich die drei Elemente, zwischen denen anhand
des Attributs type unterschieden wird. Die Elemente Text und Headline werden an
dieser Stelle nicht weiter erklärt, da deren Aufbau sehr einfach ist. Ein Frage Element
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jedoch setzt sich aus mehreren Einzelteilen zusammen, welche auf der Abbildung mit
den Markierungen 1-4 gekennzeichnet sind.
Abbildung 6.3.: Aufbau der Oberflächenelemente
Markierung 1: Für die hier dargelegte Arbeit wurden mehrere Interaktionselemente
selbst gestaltet und realisiert (3.2.9), welche hier als CustomViews bezeichnet
werden. In der Abbildung 6.3 sind exemplarisch ein Zweistellungsschalter, eine
Bereichsauswahl und ein Texteingabeelement dargestellt. Diese CustomViews
bilden die Grundelemente einer Frage. Hierbei ist zu beachten, dass nicht alle
verwendeten Oberflächenelemente selbst realisiert wurden. Es können somit auch
Standard Android Elemente als Grundelemente einer Frage verwendet werden.
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Markierung 2: Die CustomViews oder bereits bestehende Android Elemente werden
in ein QuestionListItem eingesetzt, welches die Basisklasse für alle Fragen
darstellt. Dieser Container beinhaltet eine TextView an der linken und einen
LinearLayout Container an der rechten Seite. In diesen zusätzlichen Container
(in der Abbildung 6.3 rot umrandet) werden die unter der Markierung 1 genannten
Interaktionselemente platziert. Falls das verwendete Grundelement selbst nicht
editierbar ist, wird in diesem Schritt festgelegt, welcher Editor für das Grundelement
verwendet werden soll. Dieser erscheint sobald das Interaktionselement auf der
Benutzeroberfläche markiert wird. In der Abbildung 6.3 ist beispielhaft ein Editor für
die Bereichsauswahl dargegstellt. Weitere Editoren zur Eingabe der Daten wurden
bereits im Kapitel 4.7 beschrieben.
Markierung 3: In diesem Schritt wird ein QuestionListItem in einen QuestionList
Container gesetzt. Bei der Darstellung von Fragen Gruppen (siehe Kapitel 3.2.9)
enthält der genannte Container mehrere QuestionListItem Elemente. Der
QuestionListContainer beinhaltet keine weitere Logik und wird nur für die
strukturierte Darstellung verwendet.
Markierung 4: Letzendlich bietet ein QuestionBaseContainer, welcher das Ba-
siselement für Fragen darstetllt, einen LinearLayout Container (in der Abbildung
6.3 rot umrandet). Zu diesem Container werden alle QuestionListContainer
dieser Frage hinzugefügt (beispielsweise im Falle eines Fragenblocks werden
mehrere QuestionList Container benötigt). Für die Darstellung der Fra-
gennummer und des Fragentextes enthält der QuestionBaseContainer zwei
TextViews.
QuestionListItem als Basisklasse
Die Klasse QuestionListItem dient als Basisklasse für alle Interaktionelemente vom
type Question und enthält Hilfsfunktionen, sowie abstrakte Methoden. Die abstrakten
Methoden müssen stets von der Oberklasse implementiert werden. Dadurch wird sicher-
gestellt, dass bestimmte Schnittstellenmethoden immer vorhanden sind. Diese können
nicht global für alle Oberklassen implementiert werden, da der enthaltenen Wert der
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Antworten und dessen Typ (beispielsweise Integer, Boolean oder String) unterschiedlich
sein kann. Im Folgenden werden die drei wichtigsten abstrakten Methoden erläutert:
requiredFlagComplianceCheck: In dieser Methode wird anhand des Attributes
required einer Frage geprüft, ob diese zwingend beantwortet werden muss.
Falls nicht, so gibt die Methode ein true zurück. Im anderen Fall wird zusätzlich
geprüft, ob bereits eine Antwort vorliegt. Dabei wird true zurück gegeben, falls
die Frage beantwortet ist, ansonsten false.
getValue: Diese Methode gibt den Wert der Antwort als String zurück. Dabei ist
zu beachten, dass ein Wert einer Antwort unterschiedlich repräsensiert werden
kann. Eine Bereichsauswahl liefert beispielsweise eine Liste von Werten und
ein Zweistellungsschalter einen booleschen Wert. Aufgabe der Methode ist es,
die erhaltenen Rohdaten von dem Interaktionselement in eine geeignete String
Repräsentation zu bringen. Dazu werden die Rohwerte auf die im Objekt-Modell
definierten Rückgabewerte (dataValues) gemappt.Es wird also bereits in der
Konfiguratorumgebung festgelegt, welche Rückgabewerte eine Frage haben kann.
setValue: Hier wird die Rückrichtung der eben beschriebenen Methode definiert.
Übergeben wird ein String, welcher einem im Objekt-Modell definierten Rückgabe-
wert (dataValue) entspricht. Dieser muss auf einen Rohwert für das Interaktion-
element gemappt und anschliessend visualisiert werden.
Damit Wertänderungen aus den Oberklassen registriert werden können, implementiert
die Basisklasse ein OnValueChanged Event. Dieses Event muss bei jeder Änderung
der Antwort vom jeweiligen Interaktionselement aufgerufen werden. Als Übergabepa-
rameter beinhaltet dieser Aufruf die ID der Frage (dataElementID) und den Wert
der Antwort (value). Um jede erhobene Antwort zu persistieren, wird darauf hin die
Funktion setValueForDataElementByName der Prozess Engine mit den erhaltenen
Werten aufgerufen.
Zur Vollständigkeit zeigt das UML Diagramm in Abbildung 6.4 alle von der Basisklasse




Abbildung 6.4.: Darstellung der Oberklassen zur Basisklasse QuestionListItem in UML




In der realisierten Anwendung ist die Aufgabe des ActivityPageManager das Anzei-
gen einer einzelnen Fragebogenseite und das Verwalten der erhobenen Daten. Die dazu
gehörige Benutzeroberfläche wird dabei vom User Interface Generator (siehe Kapitel
4.6) erstellt.
Die Besonderheit, warum diese Activity als Manager deklariert wird, ist die zentra-
le Methode onEvent, welche im Codeausschnitt 6.5 gelistet ist. Diese Methode wird
von allen QuestionListItems (siehe Kapitel 6.6) aufgerufen, da diese bei der Er-
stellung der Interaktionselemente für den OnValueChanged Event referenziert wurde.
Der Manager hat beim Aufruf dieser Methode die Aufgabe den erhaltenen Wert an
die Prozess Engine weiterzuleiten, die diesen anschließend speichert. Mit der Metho-
desetValueForDataElementByName kann der erhaltene Wert gespeichert werden.
Als Zweites wird bei jedem Aufruf dieser Methode die Bedienbarkeit des Buttons zum
Wechseln auf die nächste Fragebogenseite kontrolliert. Dazu stellt der Manager an
jedes Objekt des Basistyps QuestionListItem die Anfrage, ob bereits eine Antwort
vorliegt. Dazu wurde die abstrakte Methode requiredFlagComplianceCheck (siehe
Kapitel 6.6) eingeführt. Falls alle Fragen unter Betrachtung des required Attributes
beantwortet sind, so wird der Button für den Wechsel auf die nächste Fragebogenseite
aktiviert, und der Anwender kann umblättern.
1 public void onEvent(String dataElementID, String value) {
2 // Schreibe neuen Wert in die Datenbank
3 // mExecutioner ist dabei die Prozess Engine
4 try {
5 this.mExecutioner.setValueForDataElement(
6 this.mInstanceID.toString(), this.mNodeID, dataElementID,
7 value == null ? "" : value);




12 // Wechsel die Zustand des Weiter Buttons auf bedienbar, falls
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13 // alle (required) Fragen beantwortet sind
14 for (QuestionListItem questionItem : this.mUiLayouter
15 .getQuestionItemList()) {







Listing 6.5: onEvent Methode der ActivityPageManager
6.8. Button zur Wechsel der Fragebogenseite
Mit dem Weiter Button kann auf eine neue Fragebogenseite gewechselt werden. Der
Button ist allerdings erst dann bedienbar, wenn für alle zwingend notwendigen Fragen
eine Antwort vorliegt. Dieser Sachverhalt wurde bereits in Kapitel 6.7 beschrieben.
Beim Betätigen dieses Buttons muss zwischen zwei Punkten differenziert werden. Bei
beiden Punkten wird jedoch als erster Schritt die Instanz des Knotens auf den Status
finished (siehe Kapitel 6.6) gesetzt. Es wird zwischen folgenden Fällen unterschieden:
• Es existieren noch weitere unbeantwortete Fragenbogenseiten: In diesem Fall
wird die ActivityPageManager erneut gestartet. Dabei werden Template ID und
Instanze ID des der aktuellen Seite übergeben. In der neu erzeugten Activity
PageManager wird dann anhand der schon vorhandenen Instanz ID der nächste
startbare Knoten bei der Prozess Engine angefragt. Es wird also keine neue Instanz
erzeugt (was ein Neustart des Fragebogens wäre) sondern mit der nächsten Seite
fortgefahren.
• Die letzte Fragenbogenseiten wurde beantwortet: Falls dies der Fall ist, so wird
die aktuelle Activity beendet und auf die Startseite (ActivityStart) gewechselt.
Damit mit dem zurück Button des Betriebssystems nicht auf die letzte Fragebogen-
seite gewechselt werden kann, wird zusätzlich die Methode finish aufgerufen.
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Dadurch wird die Instanz der Activity vom Activity-Stack des Betriebssystems
gelöscht.
1 public void onClick(View v) {
2 if (v == this.mButtonNext) {
3 try {
4 // Aktuellen Knoten auf den Status finished setzen
5 // mExecutioner ist dabei die Prozess Engine
6 this.mExecutioner.finishNode(this.mInstanceID.toString(),this.mNodeID);
7
8 if (this.getNextNode(this.mInstanceID) == null) {
9 // Aktuelle Activity verwerfen
10 super.onDestroy();
11
12 } else {

















30 // Die aktuelle Aktivity Instanz vom Acitvity Stack loeschen.
31 // Damit ist sie nicht mehr ueber den zurueck Button aufrufbar
32 this.finish();









In diesem Kapitel werden wichtige Aspekte in Bezug auf die Prozess Engine beschrieben.
Wie die Engine die Steuerung der Anwendung übernimmt wurde bereits in Kaptitel 4.5.2
beschrieben.
Im Anhang B befindet sich die komplette Auflistung der geforderten Schnittstellen zur
Prozess Engine.
6.9.1. Instanziierung der Prozess Engine
Die Prozess Engine ist nach dem Singleton Pattern [KE13] implementiert. Das bedeutet,
dass maximal eine Instanz der Engine erzeugt werden kann. Der Grund für die Wahl
eines Singletons ist zum einen die Performance, zum andern eine technische Einschrän-
kung in der Android Plattform. Die technische Einschränkung lässt sich folgendermaßen
erklären: In den meisten Activites der Anwendung wird eine Instanz der Prozess Engine
benötigt. Für die Realisierung wäre hierbei die Referenzierung auf genau eine Instanz
der richtige Ansatz. Dazu müsste die Referenz beim Start einer Activity übergeben
werden. Genau dieses ist jedoch nicht möglich, da als Übergabeparameter nur seriali-
sierbare Objekte verwendet werden können.
Das bedeutet, dass alternativ an vielen Stellen Instanzen der Engine verwaltet wer-
den müssen (erzeugen und verwerfen). Machbar wäre das, jedoch aber nicht effizient,
da das Erzeugen einer Instanz der Prozess Engine gewisse Zeit in Anspruch nimmt.
Die Lösung dafür ist der bereits beschriebene Einsatz eines Singleton Pattern. Dabei




Ein weiterer interessanter Aspekt ist die messageorientierte Kommunikation mit der
Prozess Engine. In den Schnittstellen sind Übergabeparameter und Rückgabewerte
ausschließlich als Nachrichten definiert. Der Grund dafür ist, dass die Prozess Engine
auf dem mobilen Endgerät beliebig austauschbar sein soll. Beispielsweise könnte man
so auch direkt mit einer externen Prozess Engine kommunizieren, da diese die selbe
Schnittstellendefinition aufweist.
Die einheitliche Übergabe der Werte als String bringt auch einige Nachteile:
• Die Typisierung geht verloren, da alle Objekt-Modelle serialisiert werden müssen.
Dadurch ist nicht mehr implizit bekannt, ob ein Rückgabewert tatsächich einen
String repräsentieren soll, oder eine Struktur.
• Durch die Aufhebung der Typisierung ist zusätzlicher Dokumentationsaufwand
nötig.
Um diesen beschriebenen Problemen entgegen zu wirken, erhält jede Methode der
Prozess Engine eine detaillierte Beschreibung der Übergabeparameter und der Rückga-
bewerte. Des Weiteren wird textuell beschrieben, mit welcher Methode eine Nachricht in
ein Objekt konvertiert werden kann, und vor allem welchem Objekt-Typ die Nachricht
entspricht.
6.9.3. Zustände der Knoten
Aus Sicht der mobilen Anwendung können die Knoten eines Templates die in Abbildung
6.5 dargestellten Zustände annehmen. Die in der Abbildung verwendeten Pfeiltexte
stellen direkt die Schnittstellenfunktionen zur Prozess Engine dar.
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Abbildung 6.5.: Zustände eines Knotens aus Sicht der mobilen Anwendung
6.10. Probleme und Erkenntnisse bei der Implementierung
Wärend der Implementierungsphase sind einige Probleme aufgetreten, jedoch konnten
alle gelöst werden. Im diesem Kapitel werden Problemstellungen beschrieben, deren
Lösung längere Zeit in Anspruch nahm.
Nicht scrollbare Liste: Für die Realisierung der Startseite wird eine Liste benötigt,
welche dynamisch Kindelemente aufnehmen kann, aber nicht scrollbar sein darf.
Diese Liste muss immer in voller Höhe dargestellt werden, da es einen globalen
ScrollContainer für alle Elemente auf dieser Seite gibt. Da diese Anforderung
mit den Standard Elementen des Android Frameworks nicht umsetzbar ist, wurde
für diesen Zweck ein eigenes Oberflächenelement realisiert (ExpandableList
Item).
Benutzerdefinierte Titelzeile: In der hier dargelegten Arbeit werden Titelzeilen benö-
tigt, welche nicht dem Android Style entsprechen. Das Android Framework bietet
allerdings die Möglichkeit die Titlezeile durch ein eigens erstelltes Element zu
ersetzen. Die Verwendung mehrerer verschiedener wird allerdings nicht unterstützt.
Aus diesem Grund wird die Standard Android Titelzeile verwendet und in jeder
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Aktivity die benötigten Elemente dynamisch hinzugefügt, oder bereits existerende
ausgeblendet.
Animationen: Bei der Verwendung von Animationen unmittelbar nachdem die Benut-
zeroberfläche sichtbar wird kommt es zu Problemen in der Performance. Bilder
werden dadurch nicht flüssig animiert. Dieses Problem ist jedoch auf die aktuell
eingesetzte Dalvik VM zurückzuführen.
Process Engine: Die Kommunikation mit der Prozess Engine läuft streng nachrich-
tenorientiert ab. Dadurch gehen an den Schnittstellen die Typinformationen der
Objekte verloren, da jedes Objekt als String serialisiert wird. Dies erschwert die
Verwendung der Schnittstellen in der Anwendung. Es könnte jedoch eine Adapter-
schicht zwischen Prozess Engine und der Anwendungslogik implementiert werden,
welche die selben Funktionen bereit stellt, jedoch als Übergabe- / Rückgabepara-





Dieses Kapitel fasst die Arbeit zusammen und stellt dabei Neuerungen im Vergleich zu
den bisherigen Implementierungen in den Vordergrund. Abschließend wird ein Ausblick
über Verbesserungen oder mögliche Erweiterungen gegeben.
7.1. Zusammenfassung
Im Rahmen der hier vorgelegten Arbeit wurde ein Konzept für eine dynamisch generier-
te Anwendung für prozess-orientierte Fragebögen am Beispiel der Android Plattform
entworfen und anschließend realisiert. Dies ist Teil eines Gesamt-Systems, welches
sich in die drei Komponenten Konfigurator, Server und mobiler Client unterteilt. Mit
dem Konfigurator können Fragebögen erstellt, mit dem Server gespeichert und mit der
Client-Anwendung ausgeführt werden. Hierbei gab es einige Anforderungen an die
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Anwendung, welche erfüllt werden mussten. Diese Anforderungen deckten sich Teils mit
den Anforderungen des Gesamt-Systems und sind zum anderen Teil spezifisch auf den
Fragebogen Client zu beziehen.
Eine der wichtigsten Anforderungen an die zu realisierende Anwendung war die dyna-
mische Generierung einer Benutzeroberfläche anhand einer Seitenbeschreibung. Die
Seitenbeschreibung ist in einem Fragebogen enthalten und wird auf einer Konfigurati-
onsumgebung modelliert. Dieses Vorgehen hat den Vorteil, dass zur Darstellung neuer
oder geänderter Fragebögen, die Anwendung auf dem mobilen Endgerät nicht erneuert
werden muss.
Ein weiterer Vorteil ist die Anforderung der Prozessunterstützung für den Fragebogena-
blauf. Dazu wird eine Prozess Engine eingesetzt, welche sich lokal auf dem mobilen
Endgerät befindet, um autonom Umfragen durchzuführen. Die Engine kann komple-
xe Ablauflogik interpretieren und dadurch den Fragebogenablauf steuern. Die dazu
vorausgesetzte Ablauflogik ist ebenfalls Teil des Fragebogens und deshalb nicht im
Programmcode enthalten.
Des Weiteren wurde in der Architektur vorgesehen, Fragebögen in einer Datenbank
auf dem mobilen Endgerät zu persistieren. Durch diese Maßnahme werden Offline-
Umfragen unterstützt, da alle für die Umfrage notwendigen Ressourcen auf dem mobilen
Endgerät vorhanden sind (Fragebogen und Prozess Engine). Somit sind Umfragen
an verschiedensten Orten möglich, da für die Durchführung keine Internetverbindung
vorausgesetzt wird. Die Durchführung von Umfragen in unterschiedlichen Bereichen war
ebenfalls eine wichtige Anforderung. Dadurch ist es möglich, die Anwendung flächen-
deckend einzusetzen und nicht nur bereichsspezifisch, wie beispielsweise im Bereich
Medizin. Um dieser Anforderung nachzukommen, wurde die Benutzeroberfläche in sehr
neutralem Design gehalten. Zusätzlich wurde für jedes eingesetzte Interaktionselement
ein initialer neutraler Zustand eingeführt, um den Benutzer im Entscheidungsprozess
durch bereits ausgewählte Antworten nicht zu beeinflussen.
Die realisierte Anwendung unterstützt derzeit nur die Interaktionselemente, welche im
Kapitel 4.6 definiert wurden. Durch den modularen Aufbau der Anwendung können
jedoch leicht weitere Interaktionselemente für neue Fragen-Typen integriert werden.
Umfragen werden häufig in Ländern unterschiedlicher Sprachen durchgeführt. Somit gilt
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die Sprachumschaltung als Grundanforderung. In der realisierten Anwendung können
die Sprache der Anwendung und des Fragebogens getrennt voneinander geändert
werden. Die ist ein großer Vorteil, da Probanden die Fragebogen in der jeweiligen
Landessprache bearbeiten können.
Zusammenfassend kann festgehalten werden, dass die Realisierung der Anwendung
unter Berücksichtigung der in Kapitel 2 diskutierten Nachteile sehr gelungen ist. Trotzdem
ist noch sehr viel Potential zur Weiterentwicklung vorhanden. Einige Beispiele dafür
werden in Kapitel 7.2 aufgezeigt.
7.2. Ausblick
Das Kapitel Ausblick enthält Anregungen für künftige Weiterentwicklungen, sowie Bei-
spiele von alternativen Anwendungsmöglichkeiten des Fragebogensystems. Nach dem
eine Umfrage abgeschlossen ist, wäre es hilfreich die Reihenfolge der durchgeführten
Interviews nachträglich zu betrachten. Dazu könnte der administrative Bereich um diese
Möglichkeit erweitert werden. Dabei könnte auch die Reihenfolge der beantworteten
Fragen dargestellt werden.
Des Weiteren ist in der Architektur der Anwendung die Verwendung von Sensoren
berücksichtigt, um die vom Benutzer erhobenen Antworten um zusätzliche Informationen
zu erweitern. Üblicherweise sind das Mikrofon und Kamera, welche fest im mobilen End-
gerät verbaut sind. Dadurch wird die Aussagekraft der Antworten vom Benutzer verstärkt.
Jedoch ist dem Konfigurator bei der Erstellung eines Fragbogens nicht bekannt welche
Sensoren ein mobiles Endgerät besitzt. Dazu wäre im administrativen Bereich eine extra
Seite denkbar, auf welcher die verfügbaren Sensoren verwaltet werden. Beispielsweise
könnten Typen von Sensoren definiert werden, welchen an dieser Stelle reale Sensoren
zugewiesen werden. Ebenso wäre denkbar, externe Sensoren zu verwenden, welche in
der Regel kabellos mit dem mobile Endgerät verbunden werden. So könnten zusätzli-
che Vitalparameter (beispielsweise Blutdruck und Sauerstoffsättigung) zu einer Antwort
gespeichert werden. Zusätzlich ist hier zwischen zwei Arten der Erfassungsfreqenz zu
unterscheiden. Diese kann einmalig (fragenabhängige Bildaufnahme), oder kontinuier-
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lich (seitenabhängige Audioaufzeichnung) erfolgen. Somit ergeben sich unterschiedliche
Anforderungen an die Speicherung dieser Daten. Zum einen beispielsweise als Einzel-
wert und zum anderen als Bereich diskreter Einzelwerte. Realisierbar ist die Anbindung
von Sensoren beispielsweise durch Verwendung des im Rahmen einer Abschlussarbeit
entstandenen Sensorframeworks [Zel13]. Dieses vereinheitlicht auf Basis der Android
Plattform den Zugriff auf Sensoren. Dabei ist nicht mehr auf verschieden Protokolle, oder
Kommunikationstypen (beispielsweise Bluetooth oder USB) zu achten.
Das Fragebogensystem ist darauf ausgelegt, in unterschiedlichen Domänen eingesetzt
zu werden. Dabei ist denkbar, dass Anforderungen für neue Interaktionselemente formu-
liert werden. Dies könnte die Anzeige von Bilder, oder ein neuer Typ für Fragen sein. Die
realisierte Anwendung ist bereits bei der Architektur so modular konzipiert worden, dass
das Einfügen neuer Interaktionselemente sehr gut unterstützt wird. Realisiert wird ein
neues Element für die Oberfläche, indem durch Ableiten von QuestionListItem eine
neue Klasse erstellt wird. Diese implementiert das neue Interaktionselement. Anschlie-
ßend wird beim User Interface Generator der neue Typ eingeführt. Mit diesem Vorgehen
können beliebige neue Elemente integriert werden.
In dem hier dargelegten Kontext wird das System ausschließlich zur Durchführung von
Umfragen verwendet. Bei genauerem Betrachten unterstützt das System jedoch die
Steuerung durch einen modellierten Prozess, die Protokollierung der eingegebenen
Daten und eine Validierung auf den Erhalt von Antworten. Unter diesen Voraussetzun-
gen kann das System ebenso für prozessgesteuerte Checklisten verwendet werden,
welche beispielsweise bei Reparaturen eingesetzt werden. Hierbei sind die einzelnen
durchzuführenden Schritte in zeitlicher Reihenfolge zu modellieren. Dabei entspricht
ein Schritt oder eine Schrittkette genau einer Seite. Auf die nächste Seite kann erst
gewechselt werden, wenn der aktuelle Schritt durchgeführt ist (dies könnte mit einem
Zweistellungsschalter umgesetzt werden). Eine andere denkbare Domäne wäre der
medizinische Bereich. Bei der Aufnahme von Patienten könnten so die einzelnen Auf-
nahmeschritte als Prozess definiert werden. Dem Patienten wird dabei das mobile
Endgerät zur Verfügung gestellt, wodurch er die einzelnen zu besuchenden Stationen in
chronologischer Reihenfolge angezeigt bekommt.
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Abschließend kann zusammengefasst werden, dass die realisierte Anwendung sehr
leicht erweiterbar ist und in den verschiedensten Domänen ihren Einsatz finden kann.
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Abbildung A.1.: User Interface Entwurf
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Schnittstellen der Prozess Engine











B. Schnittstellen der Prozess Engine
• getInstances(String templateID)
• getInstances(String status)
• getInstances(String templateID, String status)
• getStartableNode(String instanceID)
• startNode(String instanceID, String nodeID)
• stopNode(String instanceID, String nodeID)
• pauseNode(String instanceID, String nodeID)
• resumeNode(String instanceID, String nodeID)
• finishNode(String instanceID, String nodeID)
• setValueForDataElement(String instanceID, String nodeID, String dataElementID,
String value)
• setValueForDataElementByName (String instanceID, String nodeID, String data-
ElementName, String value)




In diesem Anhang ist ein beispielhafter Inhalt einer Seitenbeschreibung in JSON gelistet,
welcher Beschreibungen für alle unterstützten Typen von Fragen aufzeigt. Dieser wird als

















14 "friendlyName": "Titel Rauchen",





















36 "friendlyName": "Text Rauchen",



































70 "friendlyName": "Text Rauchen",



































104 "friendlyName": "Text Rauchen",





















126 "friendlyName": "Rauchen Sie?",








































































195 "friendlyName": "Rauchen Sie?",





201 \"languageValue\": \"Nicht vorausgew hlter Zweistellungsschalter

































































264 "friendlyName": "Anzahl Zigaretten",














































































































































































































































































































































581 "friendlyName": "Text Rauchen",






















603 "friendlyName": "Anzahl Zigaretten",
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