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De Novo Assembly Methods for Next Generation Sequencing Data
Yiming He, Zhen Zhang, Xiaoqing Peng, Fangxiang Wu, and Jianxin Wang
Abstract: The recent breakthroughs in next-generation sequencing technologies, such as those of Roche 454,
Illumina/Solexa, and ABI SOLID, have dramatically reduced the cost of producing short reads of the genome of new
species. The huge volume of reads, along with short read length, high coverage, and sequencing errors, poses a
great challenge to de novo genome assembly. However, the paired-end information provides a new solution to these
problems. In this paper, we review and compare some current assembly tools, including Newbler, CAP3, Velvet,
SOAPdenovo, AllPaths, Abyss, IDBA, PE-Assembly, and Telescoper. In general, we compare the seed extension
and graph-based methods that use the overlap/lapout/consensus approach and the de Bruijn graph approach for
assembly. At the end of the paper, we summarize these methods and discuss the future directions of genome
assembly.
Key words: next-generation sequencing; genome assembly; overlap/lapout/consensus; de Bruijn graph

1

Introduction

De novo assembly is a key research area in
bioinformatics. With the advent of high-throughput
short reads sequencing technology, we are able to
obtain a higher coverage but with a shorter read length,
which poses a great challenge for Whole-Genome
Shotgun (WGS) assembly methods. The shotgun
sequencing method[1-10] takes reads from random
positions within a target genome sequence. WGS
assembly refers to the reconstruction of a genome
sequence up to the full length of chromosome. De
novo WGS assembly entails finishing the whole Yiming He, Zhen Zhang, Xiaoqing Peng, and Jianxin Wang
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genome assembly without exploiting information
from previously assembled sequences, including
proteins, transcripts, and genomes. Because of the
successful assembly of the human genome by WGS
sequencing, more and more large-scale genome
projects have focused on the WGS approach, which
has subsequently been used to assemble dozens of
eukaryotic genomes. Nowadays, because of changes
in sequencing technologies, a key problem confronting
genome projects is whether it is possible to assemble a
large genome (larger than 100 Mb) de novo using short
reads. If so, what are the limitations on sequencing
error rates, sequencing depth, and read length? How
will the results of the assembly be? In this paper,
we discuss these problems and offer some solutions
that are available today. Although some solutions
may work well today because of improvements in
both the sequencing technologies and the assembly
algorithms[11] , there is no doubt that these solutions
will change rapidly in the next few years. Some
useful information has been offered in several recently
published reviews that discuss the assembly of short
sequencing reads[11-21] .
Recent improvements in sequencing technologies
have been accompanied by the evolution of genome

Yiming He et al.: De Novo Assembly Methods for Next Generation Sequencing Data

assembly methods. At present, there are two leading
next generation sequencing technologies that produce
reads with apparently different characteristics. The
pyrosequencing approach[10] , embodied in the Roche
454 Life Sciences (www.454.com) sequencer, can
produce a read length of up to 400 bp. The
sequencer works by flowing bases sequentially and
in a predetermined order across templates that
are captured on microscopic beads contained in
small wells. Base calling is done by measuring
the fluorescence intensity of each well. Sequencing
error rates and read length have greatly improved
since this approach was introduced. The alternative
approach produces much shorter reads, but at a lower
cost and higher throughput. This method has been
embodied in several commercial genome sequencers
such as the Solexa Genome Analyzer from Illumina
(www.illumina.com), the Heliscope from Helicos
(www.helicos.com), the SOLID System from Applied
system Biosystems (www.appliedbiosystems.com), and
the Polonator (www.polonator.org)[7, 22-24] . The shared
idea is to incorporate only one base per cycle, using
specially modified base that contains a fluorescent tag
and a terminator. After reading the base with a laser,
the tag and terminator are removed so that the template
can be extended to the next base[25] . Although a single
run takes 5-10 days depending upon the machines,
those machines that work at extremely high speeds and
densities can produce 20-30 Gb per run. Read lengths
have increased over recent years from 25 to 30 bases
to 100 bases on some machines. Although its overall
cost is similar to that of pyrosequencing, this approach
can obtain a much lower cost per base. In contrast to
Sanger reads, which are produced by the first generation
sequencing platform and whose length is between
500 bp and 1000 bp, Next-Generation Sequencing
(NGS) platforms can produce higher volumes of short
reads with deeper coverage but also higher error rates.
All sequencers produce the sequencing results of
a target genome in the form of reads. Reads can
be divided into two classes, Single End (SE) reads
and Paired-End (PE) reads, according to sequencing
approaches. SE refers to only one sequence end of a
fragment, whereas PE refers to both sequence ends
of a fragment. The fragment size, i.e., the insert size,
is the distance between the two ends, and the insert
size distribution is usually assumed to be a normal
distribution. In addition, each base call of reads contains
a numeric Quality Value (QV)[26, 27] that indicates the
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credibility of the base call. Although QVs are a source
of useful information that can be exploited, inserting
them in applications would inevitably consume extra
time and memory. Therefore, only a small number
of NGS assembly tools make use of such additional
information.
Genome assembly is defined as the process of
grouping reads into contigs and then contigs into
scaffolds. A contig refers to a set of overlapping DNA
segments that together represent a consensus region
of DNA. A scaffold (sometimes called a supercontig)
represents a large but usually discontinuous region of
DNA that comprises a sequence of contigs and the
gaps between them. The orientation and order of those
contigs is determined by the information available. A
scaffold linkage is represented by a directed graph
where a node is a contig and a directed edge represents
the order of two contigs. It may be a simple path or
a complex network. A simple path means that every
contig has only one in-going arc and only one outgoing arc (except the border contig). If it is a simple
path, a scaffold is obtained simply by piecing contigs
together. A complex network refers to a contig with
more than one in-going arc or more than one outgoing arc and these are often caused by some small
contigs. This case is much more difficult to deal with. In
theory, the interleaving problem with complex scaffold
linkage has been classified as a non-deterministic
polynomial-time hard problem[28] . Most assemblers
output a set of scaffolds as a final result. Fasta is the
most widely used data file format for assembly. In
the output, contigs can be represented by strings of
the four letters A, C, G, and T, and scaffolds may
contain consecutive Ns that represent gaps between
contigs. The number of consecutive Ns represents the
length of a gap that can be estimated by spanning PE
reads.
The most difficult challenge of genome assembly
is to avoid the negative impacts of repeat regions in
the target genome. Perfect repeats in different regions
may be indistinguishable. In fact, the solution to the
problem relies on sequencing technologies, because
the complexity of resolving repeat regions depends
largely on the length of reads themselves. If reads
are longer than repetitive regions, then these repetitive
regions will not cause ambiguity during the assembly
process. Suppose a genome sequence is randomly
produced; the expected number of occurrences of
any sequence will exponentially decrease as its length
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increases. Thus, an appropriate increase in length
would greatly reduce the number of repeats in the
genome. However, in reality, the structure of repeats
in the genome is much more complex than expected,
which makes it almost impossible to attain correct
assemblies. Furthermore, sequencing errors exacerbate
the problems related to repeats; however, these can
be alleviated, to a certain extent, using imperfect
sequence alignments. Too much error tolerance can
lead to a number of false positive joins, which can
eventually create chimerical assemblies. Of course,
if the sequencing platforms can generate error-free
reads at high coverage, assembly tools may be
able to work without error tolerance. What is more,
genome assembly can be greatly affected by nonuniform coverage. Very low coverage will result in
gaps in assemblies. Changes in coverage weaken
the effectiveness of some coverage-based statistical
methods. Last, but not the least, the huge volume
of data required makes genome assembly even
more computationally intensive. In order to improve
computational efficiency, almost all assembly tools are
based on the concept of k-mer, which refers to a
substring of length k extracted from reads, where k
is a positive integer. The reason for its efficiency is
that fast detection of shared k-mer greatly reduces time
and memory cost, especially when compared with allagainst-all pair-wise sequence alignment. Therefore, it
is critical to choose a suitable k-value, which should be
small enough so that most true overlaps do share the kmers and large enough so that most false overlaps do not
share k-mers by chance. However, the k-value should
vary according to different levels of read accuracy and
coverage.
In recent years, many assembly tools have been
developed for assembling whole-genome sequence
data. Considering the wide variety of algorithms and
techniques used in assembly, this paper is dedicated
to offering a clear and complete picture of genome
assembly by summarizing these different assembly
tools for NGS data and classifying them according to
their shared features. In addition, comments are made
at the end of discussions about each algorithm. The
latest advances in assembly are also introduced to help
readers keep track of the latest information in this area.

2

Overview of Assembly Methods

The rapid pace of development in the field of
sequencing technology has laid a solid foundation for
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the whole genome shotgun assembly approach. Some
assemblers adopt methods that deal predominantly with
the sequence from the perspective of graph. Therefore,
they can leverage off graph theory and algorithms to
solve the assembly problem. Other assemblers that
have been developed recently adopt Seed Extension
(SE) methods. These types of method mainly take
advantage of information about different insert sizes
of PE reads. Two types of methods are, to some
extent, able to overcome the difficulties associated with
genomic repeats and non-uniform coverage cause. We
will introduce the two types of methods: graph-based
methods and SE methods.
2.1

Graph-based assembly methods

We divide the NGS graph-based methods into two
widely used subclasses: the Overlap-Layout-Consensus
(OLC) method and the De Bruijn Graph (DBG)
method[9, 17, 20, 29] . OLC method is based on an overlap
graph. Generally speaking, this method works in three
steps. First, overlaps (O) among all the reads are
found. Following that, OLC method creates a layout
(L) of all the reads and overlaps the information on a
graph and finally the consensus (C) sequence is inferred
from the Multiple Sequence Alignments (MSA). OLC
is based on a traditional assembly algorithm that
was originally introduced by Staden in 1980 and
subsequently improved and extended by others. Many
widely used assembly tools are based on OLC methods,
such as Newbler[10] , PCAP[30] , Celera Assembler[31] ,
CAP3[32] , Arachne[33] , Phrap[34] , and Phusion[35] .
The DBG method is a newly proposed algorithm
that works by first chopping reads into a set of
much shorter k-mers and then making use of these
k-mers to construct a DBG and finally inferring the
whole genome sequence from the DBG. This algorithm
was initially proposed by Idury and Waterman in
1995[36] and the first DBG assembler EULER that
implemented the algorithm was published by Pevzner
et al. in 2001[37] . At that time, few people knew
DBG methods and appreciated its potential importance
to this field. However, this situation was vastly
changed as NGS technologies such as Illumina
emerged. A bunch of short read assembly tools
have been developed using DBG, including EulerUSR[38] , Velvet[39] , Abyss[40] , AllPath/AllPath2[41, 42] ,
SOAPdenovo[43] , AllPath-LG[44] , IDBA[45] , Cortex[46] ,
and SGA[47] . The DBG assembly tools succeeded
in obtaining assemblies of small genomes such as
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those of bacteria, and were then extended to large
genomes such as plants, animals, and humans. After
completing the assembly of the cucumber[48] and
panda[49] genomes using NGS, researchers around the
world were convinced that assemblers were able to
attain a comparably good result using only short reads.
Both OLC and DBG methods assemble the whole
genome sequence by exploiting overlap information
about reads that conforms to the Lander-Waterman
model, the first mathematical model of genome
sequence assembly[50] . That model was established
using hypothetical ideal genome sequencing data. The
ideal genome can be viewed as a long random sequence
that consists of four types of bases (A, C, G, and
T), ignoring repeats, and all other complex sequence
structures. According to this model, if two reads
overlapped and the overlap length was larger than a
cutoff (T), then the two reads should be merged into
a contig and continue this process iteratively until no
reads or contigs can be merged. We can use this model
to compute the number of contigs obtained. Assuming
each contig contains a rightmost read, the contig
number is equal to the number of rightmost reads, which
can be calculated as .G  c=L/  e cŒ.L T /=L , where
G is genome size, L is read length, c is sequencing
depth, G  c=L is the read number, and e cŒ.L T /=L
is the probability that a read is the rightmost one. For
further information on the model, refer to the Lander
and Waterman paper[50] .
2.1.1

OLC method

The OLC method makes use of an overlap graph
(Fig. 1) that represents the sequencing reads and their
overlaps. The overlaps must be pre-computed by a
series of pairwise sequence read alignments[51] . The
overlap graph[52] uses nodes to represent the reads and
edges to represent overlaps between reads. An increase
in sequencing depth will cause the number of nodes
to linearly increase, whereas it will cause the number
of edges to logarithmically increase. In addition, the
graph can not only distinguish 30 from 50 ends of reads,
but also differentiate between forward and reverse
complement sequences of reads. Paths through the
graph are considered as candidate contigs and these
paths can be converted into a genome sequence. We
describe this process in more detail using the following
three steps.
(1) Identifying the overlap between each pair of reads
involving all-against-all pairwise read aligning. Pre-
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Fig. 1 Construction of OLC graph using example data from
a 21-bp genomic region. Seven reads are (R1-R7) in this
region. The read length is 14 bp, and the cutoff of overlap
length is 10 bp. These reads are laid out orderly along the
genome with most nodes having more than one ingoing or
outgoing directed edge.

computing k-mer for all reads will greatly improve
the efficiency. It selects as alignment seeds overlap
candidates that share k-mers, and computes alignment
exploiting the k-mers. Overlap detection is very
sensitive to minimum overlap length and k-mer
size. Therefore, the choice of these parameters may
greatly affect the performance of the assembler. Small
parameter values will result in too many candidates. As
a result, it takes too much time to select a suitable
one. In contrast, large parameter values may lead to
more accurate but shorter contigs. Because of the
error rates in reads, scoring strategies, such as the log
likelihood ratio for overlap, are often used.
(2) Constructing an overlap graph using the overlap
information. In this step, the OLC finds a special kind
of path, called a simple path, in which each node is
distinct and is visited exactly once. In essence, this path
is a Hamiltonian path. However, finding a Hamiltonian
path is known to be an NP-hard problem. In practice,
this problem is often solved using greedy strategy or
heuristic algorithms.
(3) Performing Multiple Sequence Alignment
(MSA). MSA[53] is intended to determine the precise
layout and vote strategies, or statistical methods
can be exploited to determine the best consensus
sequence. However, in practice, no method solves the
optimal MSA problem efficiently. Thus, the consensus
step makes use of pairwise alignments guided by the
approximate read layout.
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PHRAP[34] is an assembly program for assembling
shotgun DNA sequence data. It allows use of entire
reads, not just the trimmed high quality parts, employs
a combination of user-supplied and internally computed
data quality information to improve the accuracy of
assembly in the presence of repeats, and constructs
contig sequences as a mosaic of the highest quality
parts of reads. PHRAP uses quality values produced by
the PHRED base caller to strike the balance between
tolerance of discrepancies and prevention of stacking
repeat regions. The mosaic approach in PHRAP does
not make use of redundant coverage as well as the
multiple alignment approach and does not have the
problem of misaligning multiple bases that the multiple
alignment approach occasionally does. The CAP3[32]
assembler proposes a new method to resolve such
problems, in the form of the third generation of
CAP sequence assembler. It clips 50 and 30 poor
regions of reads, uses forward-reverse constraints to
correct errors in construction of contigs, and generates
consensus sequence for contigs. Among these features,
the most outstanding is the algorithm for making
use of constraints to correct assembly errors. The
algorithm performs a correction only if the correction
is supported by a sufficient number of constraints. The
random distribution of subclones indicates that errors in
constraints are also randomly distributed. Therefore, it
is unlikely that a sufficient number of wrong constraints
all consistently support a correction to the same region.
If quality values are not available, CAP3 is the
better choice because CAP3 is able to make full use
of redundant coverage in the construction of consensus
sequences. Furthermore, the user can adopt CAP3
to make scaffolds on low-pass data with forwardreverse constraints. Otherwise, the user may choose
PHRAP. PHRAP often generate longer contigs than
CAP3. However, CAP3 often produce fewer errors in
consensus sequences than PHRAP.
CAP3 and PHRAP are small-scale assemblers that
can obtain a good result only in small genomes such
as those of bacteria. In order to achieve satisfactory
result on large genomes, Celera assembler[31] was
proposed to apply to large genomes such as Drosophila
genomes. The Celera assembler is a Sanger-era OLC
assembler that was initially designed to handle data
from Sanger sequencers. But it was later revised and
optimized for the Roches 454 NGS data. Its revised
pipeline, called CABOG, is robust to homopolymer
run length uncertainty, high read coverage, and
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heterogeneous read lengths. CABOG avoids substringreads because they are more vulnerable to repeats
induced by false overlaps. In addition, it employs mate
pair information to merge unitigs into large structures.
The subsequent assembler, called Arachne[33] ,
proposes a new computer system for assembling
genome sequences using PE shotgun reads. It shares
some similarities with the Celera assembler, most
notably in the algorithms for merging reads into contigs
up to the boundaries of repeats. However, the two
assemblers have many significant disparities. Arachne
sorts k-mers to frequencies in order to identify repeats,
whereas the Celera assembler screens pre-defined
repeats, which is inherently more conservative and will
discard additional spurious matches. Arachne sorts kmers to detect overlap, which is more time-efficient, but
required more memory than Celeras strategy. Arachne
creates, refines, and evaluates read alignment using
quality value, whereas the Celera assembler does not
use quality value subsequent to trimming and prior to
consensus. Arachne carries out error correction to more
accurately obtain read overlaps.
The Phusion assembler[35] is also a Sanger-era
assembler that shares many features with Celera
assembler and Arachne. However, the most notable
difference is that Phusion clusters the reads, and
then passes the clusters to local assembly calls to
PHRAP. One advantage of this approach is the use of
PHRAP for low-level assembly because PHRAP has
been highly tuned to work well on real sequence data.
Because of the fact that existing assemblers are
not optimized for reads of 80-120 bases, especially
in terms of memory management because of the
increased number of reads needed to achieve equivalent
coverage, a brand-new de novo flow-space assembler
called Newbler[10] was developed to capture all the
information contained in the original flow-based signal
trace. Newbler is used for 454 NGS long reads and
for lonTorrent flowgrams. It provides scaffold building
from PE reads, exploits coverage to handle base
calling errors, employs instrument metrics to overcome
inaccurate calls of the number bases in homopolymer
runs, and implements OLC twice, once to generate
unitigs from reads and a second time to produce large
contigs from unitigs.
More recently, two assemblers, Edena[54] and
Shorty[55] , apply OLC methods to short reads generated
by the Solexa and SOLid sequencing platforms. Edena
discards duplicate reads, finds all perfect error-free
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overlaps and removes individual overlaps that are
redundant with pairs of other overlaps. Shorty is
designed for special cases when a small number of
long reads are available, uses them as seeds to employ
short reads and their mate pairs, and iteratively repeats
the process to create large contigs from previously
constructed contigs.
According to the information we have collected and
analyzed from several papers, we offer some tentative
guidelines for selecting optimal de novo tools under
varying conditions (Table 1).
2.1.2

DBG method

The DBG method assembles the whole genome
sequence from the short reads of SOLID and Solexa
platforms. It uses k-mer graphs (Fig. 2), the properties
of which make them appropriate for large volumes of
short reads. A k-mer graph is commonly called a DBG
in the assembly area. The k-mer graph no longer needs
Table 1

OLC assemblers comparison.

Name

Read type

Genome size

Reference

PHRAP
CAP3
Celera
CABOG
ARACHNE
Phusion
Newbler
Edena
Shorty

Long
Long
Long
Long & short
Long
Long
Long
Short
Short

Small
Small
Small
Small & large
Small & large
Small & large
Small & large
Small
Small

[34]
[32]
[31]
[56]
[33]
[35]
[10]
[55]
[54]

Notes: Reads are defined as “long” if produced by Sanger or
454 sequencing technology and “short” if produced by Illumina
sequencing technology. Genomes are defined as “small” if their
length is smaller than or equal to bacteria such as E.coli,
otherwise, they are considered to be a large genome.

Fig. 2 These reads are chopped into k-mers (k = 10). In total,
there are 12 different k-mers. These k-mers are laid out in
order along the genome, with most nodes having one ingoing
and one outgoing directed edge.
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to identify all-against-all overlap. In addition, there is
no need to store individual reads and their overlap
information. The overlap between adjacent k-mers is
established implicitly by chopping all the reads into kmers and recording their adjacent relations. The DBG
method constructs a k-mer graph that regards k-mers
as nodes and assigns an edge to two nodes if they
are neighbors in the genome sequence. Because the
genome size is much larger than k, we can assume
that the number of nodes is approximately equal to the
genome, and that the number of edges is also equal
to this, regardless of the sequencing depth. Here we
assume that all k-mers are unique in the whole genome
sequence. However, in practice, the number of DBG
nodes is much greater than G k C1 because of the fact
that there are a large number of false k-mers caused by
sequencing errors.
Because of perfect data, i.e., error-free k-mers
covering every region of the genome, the k-mer graph
is likely to contain an Eulerian path, a path that
traverses each edge exactly once; the path can be found
in the complexity of linear time according to some
graph algorithms[37, 57-59] . However, the k-mer graph[36] ,
constructed from real sequencing data, turns out to be
much more complex.
Here, we discuss three major problems which may
complicate the k-mer graph, thereby lowering the
performance of assembly.
(1) Sequencing error. Errors in reads may result
in false positive nodes which increase the size of
graphs and consumer memory. DBG assemblers adopt
several techniques to alleviate these negative effects. In
addition, errors at the end of a read usually cause kmers to occur only once, and form a dead-end “tip”
in DBG. Errors in the middle of a read always create
alternative paths that are known as “bubbles.” First,
they remove the errors in reads. Second, they assign a
score to each edge according to the number of reads that
support them, and then they remove the least supported
paths. Finally, they remove a chain of nodes on one end
whose length is less than a given cutoff.
(2) Non-uniformity or low coverage. Because of
non-uniformity or low coverage, reads are not able
to cover every position of the genome sequence. For
DBG, if all the reads that cover the consecutive kmers are missing, there exists a dead-end short path in
the graph. A larger k will make the gap problem even
worse.
(3) Complex repeat structures. A complex repeat
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structure[60] may create a lot of branches in DBG. Many
algorithms immediately cease to extend the contigs
in order to avoid making the wrong choice. Without
additional information, it is almost unlikely to correctly
extend the contigs. The smaller the value of k, the more
serious the branching problem. With improvements in
sequencing technology, assembly tools can resort to the
use of PE reads to solve the problem.
Euler[37] was the first assembler based on DBG,
developed for Sanger reads, and later modified for short
Roche 454 reads, very short unpaired Illumina/Solexa
reads, and paired Solexa reads. It first filters input reads
by detecting erroneous base calls through focusing on
low-frequency k-mers. Because k-mer graphs are very
sensitive to the parameter k, Euler deals with this issue
by constructing, and simplifying two k-mer graphs at
different values of k. It identifies edges existing in the
smaller k-mer graph that are missing in the larger kmer graph and adds corresponding pseudo-edges to the
larger k-mer graph. These borrowed edges extend paths
in the larger k-mer graph and thus enlarge contigs in
the assembly. In addition, Euler employs low-quality
read ends and PE constraints to resolve graph tangles
induced by genomic repeats.
Euler brings a brand-new concept to the field of de
novo assembly. However, because of more sequence
errors and more complex repeat structures in the target
genome sequence, Euler does not perform very well in
terms of continuity, completeness, and accuracy. Velvet,
a fast and relatively reliable DBG assembler, to some
extent solves such problems. Velvet is a collection
of methods for assembly using DBG. It is comprised
of two parts. The first, called Tour Bus, removes
sequencing errors and deals with polymorphisms, and
the second, called Breadcrumb, aims to resolve repeats
based on available information from low-coverage long
reads and high-coverage PE reads. To reduce graph
complexity, Velvet adopts a series of heuristic approach
based on coverage, local graph topology, sequence
identity, and PE constraints. Velvet runs the programs
several times with same input data at different k values
and selects the best result. Of note, the length of kmers is constrained to be odd to ensure that each k-mer
cannot be its own reserve complement.
A subsequent assembler, called SOAPdenovo[43] ,
successfully assembled both the Asian and
African human genome sequence from short read
sequences, achieving relatively good continuity and
completeness. SOAPdenovo uses a similar DBG data
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structure to Velvet but it does not record the read
locations and PE information in the graph as it does
in Velvet. This makes it impossible to construct a
graph using a complete and very large data set of
the whole human genome. It processes the edges in
increasing order of insert size, which contributes to
preventing construction of scaffolds that interleave with
others. SOAPdenovo assigns PE reads to gaps between
adjacent contigs within a scaffold. This is very similar
to “rock and stone”[61] in CABOG. In addition, the
modularized pipeline format of SOAPdenovo has the
advantage of easy modification of additions for further
improvement and development.
Although Velvet and SOAPdenovo can achieve good
performance in terms of continuity, completeness, time,
and peak memory, their accuracy is unsatisfactory,
especially for large genomes, such as mammalian
and human genomes. A new assembly tool, called
AllPaths[42] , offsets this defect. It was initially designed
for large genome assembly using PE reads obtained
from the Solexa sequencer, but now it works both on
small and large genomes because of the release of
a revised version called AllPaths2[41] . AllPaths preprocesses reads to correct errors[62-65] . It assumes that
k-mers occur at a high frequency in reads and at
high quality. The quality value of each base must be
above a threshold that is different for different input
data. In addition, AllPaths partitions the graph and
resolves it by assembling the regions that are locally
non-repetitive, and then glues the local graphs where
they have overlapping structures. Furthermore, it uses
PE reads to tease apart collapsed repeats.
AllPaths certainly improves the accuracy of
assembly, but it achieves this goal at the expense of time
and peak memory. In order to address the limitation
of mammalian-size genome assembly using the DGB
method and keep the running time within reasonable
limits, a new assembler, called AByss, utilizes a
parallel paradigm. AByss distributes DBG over
multiple computers by placing k-mers over available
nodes, with the location of a k-mer determined by a
simple hash function[40] . It uses the Message Passing
Interface (MPI) protocol for communication between
nodes. In addition, exceptional data storage methods
are used to reduce memory occupancy, for example,
AByss transfers the sequence reads into binary format
to save on computational space. Furthermore, threading
parallelization has also been utilized in AByss to
accelerate assembly speed. Based on the above
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discussions, AByss is scalable assembly software for
Solexa short reads and PE reads. The idea of reducing
time and peak memory can be used to improve the
existing assemblers and pave the way for the future
assemblers.
As we have mentioned above, k-mer graphs are
very sensitive to the parameter k. The use of a
small k will induce more branches, whereas that of
a large k will result in more gaps. The parameter k
affects filtering; moreover, offers a trade-off between
the gap problem and the branching problem. Existing
assemblers usually select a moderate value for k to
balance between the two problems. However, none
of them tries to take advantage of using a different
k value. A new assembler, called IDBA[45] , proposes
an iterative DBG approach by iterating from small
k to large k to capture available information about
all of the values. It alleviates difficulties in finding a
correct k and a suitable threshold for filtering. IDBA
consumes much less memory at the expense of a
reasonable increase in running time. The critical step
is to maintain an accumulated DBG that contains a
lot of useful information as the k-value increases. This
method differs greatly from running the algorithm using
many different k values independently because it is not
clear how to merge contigs from different runs to obtain
a better result.
In light of the above discussion, we summarize some
information about these tools to help users choose
a suitable assembler for genome sequence assembly
(Table 2)
2.2

SE method

SE method eschews the previous graph-based method
in favor of a simple 30 extension approach that has the
Table 2
Name
Euler
Velvet
SOAPdenovo
AllPaths(2)
ABySS
IDBA

DBG assemblers comparison.
Read type

Very short
Short
Short,very short
Short
Short
Short

Genome size

Reference

Small
Small,large
Small,large
Small
Small,large
Small,large

[37]
[39]
[43]
[41, 42]
[40]
[44]

Notes: Reads are defined as “very short” if their lengths are
about 36 bp and “short” if their lengths are about 75 bp. Genomes
are defined as “small” if their length is smaller than or equal
to bacteria such as E.coli, otherwise, they are considered to be
large genomes.
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potential to achieve a better performance. At first, the
SE method completes assembly using unpaired short
reads of uniform length. It was based on the notion
that high coverage would incline to error-free reads
if erroneous reads could be avoided. A read can be
considered as a seed during the initial stage. It adopts
greedy strategy during the process of extension and
the extension mainly relies on overlapping information
between reads.
Subsequently, the improvements in sequencing
technologies make it possible to obtain more accurate
short PE reads. Therefore, the SE method begins to
make full use of PE reads, including short and long
insert size reads throughout the assembly. The insert
size that refers to the distance between a PE read is
not fixed and varies from MinSpan to MaxSpan. Instead
of using a greedy read-by-read assembly, it builds a
number of extensions, and scores them according to
the alignment of read pairs and each extension. In
addition, long-insert libraries are needed, not only for
scaffolding or gap filling between contigs, but also for
checking whether the local assembly is consistent. In
general, it uses unused solid reads to determine an
initial seed interval, and the length of the interval is
approximately known. A read is considered to be solid
if all of its k-mers are supposed to occur within the
actual genome. The SE method then carries out 30
overlap extensions using overlap information between
reads. Every successfully terminated seed will be
used in the contig extension. Each seed is iteratively
extended to build a longer contig. Instead of using
single reads, SE performs feasible extensions using
PE reads overlapping contigs. Moreover, provided no
overlapping PE read is found, it performs feasible
extension using overlapping SE reads instead. The
contig extension is continued until it cannot be extended
from either end. Scaffolding finds the correct ordering
of the resulting set of contigs and determines the
orientation of each contig. Because the adjacent contigs
are usually spaced by an unknown sequence, gap filling
fills in the gap region between two adjacent contigs to
form a longer contig. The length of the gap region can
be estimated according to the PE reads that bridge two
adjacent contigs.
In terms of unpaired reads, the SE method mainly
exploits the features of string and extends the seed
using greedy strategy. The extension will be stopped
either if there is more than one candidate or if the
matching word length is below the predefined threshold
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value. It is tricky to decide which option to use to stop
the extension because of a lack of information. The
former leads to shorter contig size but minimizes the
occurrence of sequence misassemblies, whereas the
latter obtains a larger contig size while sacrificing
the accuracy of assembly. However, the introduction
of PE reads greatly reduces these difficulties because
the PE read information is a strict constraint that can
offer useful evidence to make the correct decision
when encountering ambiguities. In addition, PE read
information is used throughout the assembly, including
seed building, contig extension, scaffold building, and
gap filling. Therefore, this method has the potential
to obtain more contiguous, accurate, and complete
assemblies than existing methods.
SSAKE[66] is an SE-based assembler that targets
unpaired short reads of uniform length. SSAKE does
not use a graph explicitly, but uses a hash table of reads
indexed by their prefixes. SSAKE iteratively searches
for reads that overlap one contig end. Its candidate
reads must have a prefix-to-suffix identical overlap,
the length of which is above a certain threshold. The
sequence reads are sorted by decreasing number of
occurrences to reflect coverage and minimize extension
of reads containing sequencing errors. This favors errorfree reads because of their high rate of occurrence. If the
set of candidates presents multiple different extensions,
the default operation in SSAKE is to terminate the
contig extension. Of course, users can choose to
override this strict behavior and take the higherscoring extension. When no reads satisfy the initial
minimum threshold, the program lowers the threshold
until a second minimum is reached. In short, SSAKE
aggressively assembles short nucleotide sequences by
progressively searching for the longest possible overlap
between sequences through a prefix tree.
Several subsequent assemblers have made some
improvements. Imperfect matches are introduced
during contig extension. VCAKE[67] is another
iterative extension assembler. Unlike SSAKE, it
can incorporate imperfect matches during contig
extension. Because of this function, VCAKE performs
some improvements compared to SSAKE in situations
with errors. SHARCGS[68] also targets uniform-length,
high-coverage, unpaired short reads. It adds pre- and
post-processing to the basic SSAKE assembler. It filters
the raw read set three times with different settings,
constructs three assemblies, and merges them in the
post-processing stage. The QSRA assembler[69] was
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developed based upon the original VCAKE. It deals
with sequencing errors with the help of quality values
so that it can achieve better result in terms of accuracy
and completeness.
The PE-Assembler is different from previous
assemblers based on the SE method. It takes full
advantage of the features of PE reads. Because PE
reads contain stricter constraints than unpaired reads,
PE-Assembler is capable of handling large genome
sequences and produces highly contiguous, complete,
and accurate assemblies within a reasonable timeframe. The PE-Assembler is mainly based on simple
30 extension instead of representing the entire genome
as a graph. The extensive use of PE reads in the
PE-Assembler ensures that the dataset is limited to a
local region. Therefore, the PE-Assembler can be run
in parallel in read screening step, seed building step,
contig extension step, scaffold step, and gap filling
step. These steps can be run on multiple cores sharing
the same memory space, which vastly reduces the
execution time. It does not carry out error correction
but builds a pool of error-free and non-repetitive reads
as starting points for seed building. The solid reads
are selected by read screening that is carried out
according to a k-mer frequency histogram. Because
of the existence of sequencing errors or small repeats,
there may be multiple feasible candidates for the
next 30 bases. The PE-Assembler consults PE reads
to resolve these ambiguities. It maintains a pool of
reads whose mates map to the current seed. In terms
of any ambiguity, for each read overlapping with the
seed, it checks if its mate overlaps with any reads in
the pool. Those reads without overlap support will be
discarded. Only if a candidate path reaches the full
distance, is it assumed to be the correct extension. If
a contig is longer than MaxSpan, the PE-Assembler
identifies feasible extensions from PE reads that overlap
with it. If a clear consensus is found among feasible
extensions, the base is attached to the end of the
contig and the process is repeated. If there are multiple
feasible candidates, it will terminate the extension to
avoid making an incorrect choice. That means that a
PE library with long insert size is required to resolve
ambiguity. Because the repeat regions may greatly
affect scaffold building, the key task is to identify repeat
regions. The PE-Assembler maps all individual reads
back to contigs and calculates the read density across all
the contigs. Any region with a read density higher than
1.5 times that of the expected read coverage across the
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genome is considered to be a repeat region. The reads
mapped to such a repeat region must be discarded. The
PE-Assembler then adopts a heuristic strategy to score
every candidate scaffold and choose the best one as
the result. Gap filling is the process of filling in the
gap between the adjacent contigs, which are usually
separated by an unknown sequence[70] . If a PE read
maps across two adjacent contigs, the length of the gap
can be estimated according to the insert size. If a read
occurs in the gap, its mate must map to either the left or
the right contig of the gap. Gaps can be filled in using
such reads. The adjacent contigs, along with gaps, are
merged into a single scaffold. The set of scaffolds is
what the assembler outputs.
Although the PE-Assembler can obtain relatively
satisfactory results using PE information, it may still
have some problems in making the correct decision
when encountering small repeats. The Telescoper[71] is
an SE de novo genome assembler that mainly focuses
on highly repetitive regions. It performs the assembly
by iteratively extending paths and selecting between
them using an empirical distribution, which is computed
using long-insert and short-insert PE reads. Scoring
potential extensions according to features from the
read pairs enables the assembler to obtain additional
power. It evaluates extensions based on the likelihood of
gaps in short-insert read-pair coverage. Each extension
comprises an ordered sequence of unitigs. A right mate
of any read in a unitig will have a left mate mapped
to the earlier sequence. The set of left-mates associated
with reads in unitig U is denoted by MU . Telescoper[71]
proposes a model to calculate a final score Pext for
each possible extension. First, it calculates fU .x/, the
expected number of left-reads in MU spanning the
position x using the following formula:
L.U
/ l
X
fU .x/ D
  h.x C t /
(1)
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about these tools to help users select a suitable
assembler for genome sequence assembly (Table 3).

3

Evaluation Methodology

Assemblers should be evaluated not only with
smaller and less repetitive genomes of prokaryote
organisms such as E.coli, but also with larger and
more repetitive genomes of eukaryote counterparts
such as Schizosaccharomyces pombe, Caenorhabditis
elegans, and Homo sapiens. The evaluation typically
needs both simulated and real datasets of those
genomes. Simulated datasets are generated from known
genome sequences using read simulators, whereas
real datasets are obtained from genome resequencing
project[73-76] . Some datasets may contain multiple
read libraries to maximize the performance of certain
assemblers.
In order to evaluate and compare the relative quality
of existing assemblers, more than one metric should be
taken into account. There are three metrics of quality:
continuity, completeness, and accuracy.
Continuity refers to the length of the contigs. In most
cases, contigs of an assembly do not have a uniform
length. Therefore, the evaluation of continuity is to
describe a distribution of contig lengths. At present,
one of the most popular statistics is the N50, which
is defined as the maximum L such that the combined
length of all contigs of length > L is at least 50% of the
total length of all contigs[26] . Under some conditions,
N90 is used as an alternative metric. We can draw the
conclusion that the larger the N50 is, the better is the
continuity of the assembly. In practice, there is usually a
trade-off between contiguity and accuracy. Maximizing
continuity will result in a less accurate assembly.
The completeness of the assembly is usually
Table 3

SE assemblers comparison.

tD0

Where h./ is the expected insert distribution, L.U / is
the length of U , l is the read length, and  is equal
to C =.2  l/, where C is the coverage, and is also the
probability of a read falling at position t . Then, Pext can
be calculated according to the following formula:
X
X X
Pext D
fU .x/
(2)
U 2extension g2Gap.U / x2g

The extension that has the best score will be selected to
merge with the earlier assembled sequence.
We have discussed features and limitations of several
SE-based assemblers. Now, we offer some information

Name
SSAKE
VCAKE
SHARCGS
QSRA
PE-Assembler
Telescoper

Read type Genome size For PE reads Reference
Short
Short
Short
Short
Short
Short

Small
Small
Small
Small
Large
Large

Yes
No
No
No
Yes
Yes

[66]
[67]
[68]
[69]
[72]
[71]

Notes: Reads are defined as “long” if produced by Sanger
or 454 sequencing technology and “short” if produced by
Illumina sequencing technology. Genomes are defined as
“small” if their length is smaller than or equal to bacteria such as
E.coli or they are considered to have a large genome.
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evaluated by the percentage of the reference genome
covered by the assembled contigs. We can use aligners
such as BLAT[77] , MAQ[78] , SOAP/SOAP2[79, 80] ,
bwa/bwa-sw[81, 82] , and bowtie/bowtie2[83, 84] to map the
assembled contigs to the reference. These tools report
the alignment results including positions, mismatches,
insertions, and deletions. This information can be
adopted to calculate the coverage percentage. Under
some conditions, the length of assembly may be
longer than the target genome. Note that only matched
sequences can be used to calculate coverage.
Some studies have devised metrics to measure the
accuracy of an assembly. MaCallum and colleagues[52]
evaluated assemblies of several bacterial and fungus
genomes from two aspects — base accuracy and
misassembly. Base accuracy will result in the rate of
mismatch in the final assembly. It is calculated from the
rate of exact matches between assembly and reference
sequence in the alignment. Misassembly focuses on
insertions and deletions.
The calculation is mainly based on references. If
no reference is available, internal consistency is
tested on pure short-read assembly. We can align
original read pairs to the assembly and check the
frequency of insistence and unusual coverage of depth
regions. Such methods have been implemented in
some software[85] . Graphical visualization tools such as
Tablet[86] are available to study the quality of assembly.

4

Summary and Outlook

In this paper, we have introduced dozens of de novo
assemblers, including OLC, DBG, and SE, which
use the whole genome shotgun data approach of
NGS platforms. In theory, OLC methods can be
used to assemble short reads, but in practice they
are not particularly suitable for high-coverage short
reads in terms of their huge consumption of time and
memory. They can work better on low-coverage long
reads, because long reads can overcome the problem
of repeats. In contrast, long reads do little to help
in the case of DBG, because very short k-mers limit
its potential to use long reads to solve the problem
of repeats. Although DBG has high computational
efficiency in resolving repeats, it is inefficient in
exploiting long reads. However, SE method makes the
best use of multiple different insert size libraries and
adopts heuristic approaches to discard false extensions
according to the empirical distributions formed by both
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long-insert and short-insert PE reads. It has been shown
to have the potential to produce contiguous, accurate,
and complete assemblies. Aside from OLC, DBG, and
SE methods, string graph methods have gained much
attention in recent years[87] .
As a result of the low cost of NGS, much attention
has been paid to short-read de novo assembly. Recent
achievements using short reads have culminated in the
completion of assembly of large genome sequences
such as the giant panda and human genomes. The
extensive use of short-reads de novo assembly is likely
to continue for a few years into future, accompanied by
further improvement in both assembly algorithms and
sequencing technologies.
Although
short-reads
have
progressively
received more attention from scientists working in
bioinformatics, long-read assembly still maintains
an irreplaceable position in this field, because of its
ability to handle repeat regions. Therefore, key factors
in achieving good assembly results are to design
algorithms that can extract meaningful features from
various types of sequencing technologies, as well as
combining the advantages of different sequencing
technologies and overcoming their weaknesses. For
example, one method of combining various types
of sequencing is adopting deep coverage by reads
with lengths longer than common repeats, PE reads
of short sequence fragments of length 0.2-3 kb and
long fragments of length larger than 3 kb. Since the
pair-end information is a strict constraint for assembly,
introducing this information can be hugely helpful in
resolving the repeat region problem and sequencing
errors.
Sequencing technology is a rapidly advancing
field. The third-generation sequencing technologies
have been announced, which produce reads with longer
read lengths and insert sizes. It seems that de novo
assembly has arrived at a turning point because of the
fact that cheap long reads have great advantages over
short reads in the de novo assembly of large genomes. If
long reads can achieve similar cost and accuracy as
short reads, then long reads will become the only choice
for de novo assembly.
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