Link keys express conditions under which instances of two classes of different RDF data sets may be considered as equal. As such, they can be used for data interlinking. There exist algorithms to extract link key candidates from RDF data sets and different measures have been defined to evaluate the quality of link key candidates individually. For certain data sets, however, it may be necessary to use more than one link key on a pair of classes to retrieve a more complete set of links. To this end, in this paper, we define disjunction of link keys, propose strategies to extract disjunctions of link key candidates from RDF data, and apply existing quality measures to evaluate them. We also report on experiments with these strategies.
INTRODUCTION
Finding links across linked open data sets is an important task as it enables data interoperability. Different approaches to data interlinking have been proposed [9, 14] . One of the these is based on link keys [4] . Link keys generalise relational keys to the case of two RDF data sets. They express conditions under which two instances of different data sets may be linked. Algorithms have been proposed for extracting link key candidates from RDF data Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. K-CAP ' 19 and supervised and unsupervised measures for selecting the best ones [4, 5] .
One single link key, however, even the best one, may not be enough to discover all links in certain data sets. This is simply the case of data sources covering different concepts. This may also be useful if the data related to a particular class is the result of aggregating different sources that use different properties: there may be several different ways to generate links. Thus, instead of selecting one single best link key candidate, it could be worth selecting the best combination of link key candidates, as it is already done for other link specifications [17] .
This paper addresses the specific problem of extracting boolean combinations of link key candidates from two RDF data sets. We define conjunction and disjunction of link keys in terms of their generated links. Then, we show that conjunction does not generate any link that single link key candidates do not generate already. So we focus on extraction of disjunctions of link key candidates. This is challenging because of the large number of non redundant disjunctions of link key candidates (potentially 2 n where n is the number of link key candidates).
More specifically, the main contributions of this paper are:
-The identification and precise definition of the conjunction and disjunction of link keys through their semantics and relations with other link keys, -The extension of available link key evaluation measures to disjunctions of link keys, -Strategies for extracting best ranked disjunctions of link key candidates based on exploiting antichains in a lattice, and -Evaluation of these strategies experimentally.
In the following, after presenting the related work, and especially the approaches that consider combinations of link specifications (Section 2), we present link keys (Section 3). Then, we introduce conjunction and disjunction of link keys, and extend the available quality measures to evaluate disjunctions of link key candidates (Section 4). We discuss strategies for extracting disjunctions of link key candidates (Section 5) and report on efforts to extract them from several data sets (Section 6).
RELATED WORK
Data interlinking refers to the process of finding pairs of IRIs in two different RDF data sets that represent the same resource [9, 14] . The result of this process is a set of links, which may be added to the data sets by relating the corresponding IRIs with the owl:sameAs property. Data interlinking can be defined as follows: given two sets of individual identifiers I D and I D ′ from two data sets D and D ′ , find the set L of pairs of identifiers ⟨o, o ′ ⟩ ∈ I D × I D ′ such that o and o ′ represent the same resource.
Links are usually produced by using a framework, such as SILK [19] or LIMES [15] , processing link specifications. Link specifications indicate the conditions for two IRIs to be linked. They may be directly defined by users or (semi-)automatically extracted. This paper is concerned with the combination and evaluation of several link specifications together.
Most methods roughly compute a numerical specification ⟨σ , θ ⟩ made up of a similarity measure σ between the entities to be linked and a threshold θ . It is assumed that, if two entities are very similar, then they are likely the same. Hence, such specifications generate links through (adapted from [17] ):
Wombat [17] provides a way of exploring the space of such link specifications, starting with atomic similarity between pairs of datatype property values. It is able to learn conjunction, disjunction and difference of link specifications in a supervised manner. SILK, via the ActiveGenLink algorithm [13] , composes similarity components (similarity metrics), but not full link specifications as it is done in Wombat.
In this paper, we address the extraction of disjunctions of link key candidates only, as conjunction does not produce any new link that the link key candidates extracted by current extraction algorithms do not generate. Unlike Wombat and SILK, our approach is fully non supervised: it does not need any sample links.
Logical link specifications are logical axioms from which links are inferred. Unlike numerical specifications, they can be combined with other kinds of knowledge, such as ontologies and ontology alignments, to infer links by using reasoning [2, 3, 12, 16] . Logical link specifications do not incorporate similarity metrics natively but such metrics, if necessary, may be handled separately through specific rules or in a data preprocessing step.
Key-based specifications fall into the category of logical link specifications. Key-based approaches typically extract keys from RDF data sets and combine them with ontology alignments for interlinking [1, 6, 8, 18] . This paper deals with link keys, a specific type of logical link specification. Link keys generalise keys to the case of two different RDF data sets [4, 7] . An example of a link key is:
{⟨auteur, creator⟩}{⟨titre, title⟩} linkkey ⟨Livre, Book⟩ stating that whenever an instance of the class Livre has the same values for the property auteur as an instance of the class Book has for the property creator and they share at least one value for their properties titre and title, then they denote the same entity. A link key may be thought of as a pair of aligned keys, but the relation between link keys and keys is more subtle, as we explain below.
The key-based approaches proposed in [1, 8] aim at using a key extraction algorithm [18] to extract pairs of keys that can be used as link specifications. They extract IN-keys, i.e. keys based on sharing one value between properties, which hold in both source and target data sets. It is assumed that both data sets are described using the same ontology or, more precisely, the system only looks for keys based on the vocabulary common to the two data sets. In this case, the extracted IN-keys, though not equal, mostly correspond to strong IN-link keys (i.e. link keys that are made up of keys), and not to weak IN-link keys, which are more general and are the kind of link keys extracted in [4] .
KeyRanker [8] describes a method for selecting and assembling a disjunction of several such pairs of keys. The selection always starts with the most covering candidate but further key pairs are selected based on the marginal covering contribution of the added candidate.
There is no necessary correspondence between keys and link keys: there might be keys unrelated to any link key, and link keys unrelated to any key [7, Example 5.38 , p116] and [5] . Hence, searching for keys to be eventually turned into link keys may fail.
A technique for directly extracting link keys between two classes from two RDF data sets has been proposed [4] . Unlike key-based approaches, it does not require as input any alignment between the properties of both data sets nor makes the assumption of common vocabularies, and it avoids the generation of keys that are specific to one data set only. It first extracts link key candidates from the data and then uses measures of the quality of these candidates in order to select the one to apply. Either supervised or non supervised measures may be used.
However, the combination of link keys has not been studied yet. This paper deals with a particular way of combining link key candidates via disjunction.
PRELIMINARIES
We introduce here technical notions that are necessary to make precise the different points discussed in the paper. We deal with data expressed in RDF. Each RDF data set D is a set of triples expressed with respect to its signature ⟨R D , P D , C D ⟩ in which R D is the set of object property identifiers, P D the set of datatype property identifiers and C D the set of class identifiers. Moreover, I D and L D will denote, respectively, the set of individuals and the set of literals in D. The terms "class", "datatype property", "object property" and "individual" are used according to their meaning in RDFS and OWL.
Given c ∈ C D , we denote by c D = {t ∈ I D ; ⟨t, rdf:type, c⟩ ∈ D} the set of instances of c in the data set D. In RDF, an individual may have several different values for the same property. Hence, given a datatype property p ∈ P D and an individual o ∈ I D , we denote by p D (o) = {v ∈ L D ; ⟨o, p, v⟩ ∈ D} the set of values of property p for object o in the data set D. Similarly, given an object property
Example 3.1 (RDF Data set). Let us consider the two very simple data sets of Table 1 . 1 This type of example may occur when the second data set (D ′ ) is the result of the merge of two heterogeneous data sources (one using birthdate property and the other using building property). The signature of D is ⟨{}, {prénom, datenaiss, post, bât.}, {Employés}⟩; that of D ′ is ⟨{}, {firstname, birthdate, position, building}, {Staff}⟩.
Link keys specify the pairs of properties to compare for deciding whether individuals of two classes of two different data sets have to be linked. We first give the definition of a link key expression. Table 1 : These two tables display instances of the classes Employés and Staff of two RDF data sets D and D ′ . Definition 3.2 (Link key expression [5] ). A link key expression over two signatures ⟨R, P, C⟩ and ⟨R ′ , P ′ , C ′ ⟩ is an element of the set
such that EQ and I N are (possibly empty) finite sets of indices. 
⟨Employe, Staff⟩⟩
Link key expressions may be used to generate links between RDF data sets. Definition 3.4 (Link set generated by a link key expression [5] ). Let D and D ′ be two data sets and let k = ⟨{⟨p i , p ′ i ⟩} i ∈EQ , {⟨q j , q ′ j ⟩} j ∈I N , ⟨c, c ′ ⟩⟩ be a link key expression over their signatures. The link set generated by k for D and D ′ is the subset 
The meaning of k is the set of all pairs of Employés/Staff members having exactly the same datenaiss/birthdate. That of l and h is those who, in addition, share at least one poste/position. l and h generate the same links for D and D ′ because the data sets are simple. If Ana (z 7 ) also held the position of dean, for example, then ⟨i 7 ,
Link key expressions may be related by subsumption. Furthermore, the meet and join of two link key expressions can be defined. Definition 3.6 (Subsumption, meet and join of link key expressions [5] ). Let k = ⟨E, I, ⟨c, c ′ ⟩⟩ and h = ⟨F , J , ⟨c, c ′ ⟩⟩ be two link key expressions with the same pair of classes ⟨c, c ′ ⟩ and over the same pair of signatures ⟨R, P, C⟩ and ⟨R ′ , P ′ , C ′ ⟩. We will say that k is (intentionally) subsumed by h, written k ⊴ h, if E ⊆ F and I ⊆ J . In addition, the meet and join of k and h, denoted by k△h and k▽h, are defined as follows:
Subsumption of link keys expressions is contravariant with the inclusion of their generated link sets. This reflects the fact that the more constraints there are, the less links satisfy them.
In the following, we will use the notion of extended subsumption instead of intentional subsumption. 
The (extensive) subsumption is thus an extension of subsumption. This is stated in Property 1 below, which can be easily proven.
In the following, the "D, D ′ " exponent may be avoided since we only compare link key expressions on the same data sets. We will write k ≃ h if k ⪯ h and h ⪯ k, i.e. if L k = L h , and say that k and h are equivalent.
We have proposed a procedure to extract a small subset of link key expressions, called link key candidates [4] . This procedure has been recast in the setting of formal concept analysis [10] and we have proved that the set of link key candidates K with ⊴ form a (concept) lattice, denoted by ⟨K, ⊴⟩ [5] . The lattice for the two data sets of Example 3.1 is depicted in Figure 1 . These are the link key candidates that we want to combine and evaluate.
In order to select the best link key candidate, discriminability and coverage measures have been proposed [4] . These are unsupervised measures, i.e. they do not require any link as input. Below we reformulate discriminability and coverage directly with respect to the generated link sets as it will be of help later in the paper.
If L is a set of links between D and D ′ , then we define ∀∃⟨pos t e, pos i t ion⟩ link keys show a low discriminability on data set for which they generate such links. Definition 3.8 (Discriminability). Let k be a link key expression,
Coverage measures how complete a link key candidate is with respect to the data sets, i.e. the proportion of instances of both classes that would be linked by the link key candidate: Definition 3.9 (Coverage). Let k = ⟨E, I, ⟨c, c ′ ⟩⟩ be a link key expression,
The coverage measure always favours the most general link key expressions. This is stated in Property 2 below, which can be easily proven too.
Using both coverage and discriminability measures strikes a balance between the completeness and generality of link key candidates. They can be aggregated by harmonic mean, here denoted by κ D, D ′ , just like F-measure does with precision and recall (see Figure 1 ).
CONJUNCTION AND DISJUNCTION OF LINK KEYS
As explained in the previous section, the link key candidate extraction process provides a link key candidate lattice, and for each candidate it is possible to compute coverage and discriminability. The question to address is to find a combination of such link key candidates whose overall evaluation measure is higher than these.
In this paper, we focus on conjunction and disjunction of link keys. are denoted by k ∧ h and k ∨ h, respectively. By extension, given a finite number of link key expressions k 1 , . . . , k n , the conjunction and disjunction of k 1 , . . . , k n are denoted by k 1 ∧ · · · ∧ k n and k 1 ∨ · · · ∨ k n , respectively.
The semantics of the conjunction and disjunction operators are defined by the links they generate: 
Relations between conjunctions and disjunctions of link keys
Conjunctions and disjunctions of link key expressions may in some cases be reduced to other link keys. Straightforwardly:
The links generated by conjunction (∧) are the same as those generated by join (▽). This could make one think that conjunction is redundant. However, the set of link key candidates is not closed by ▽: if k and h are link key expressions, then, by definition, k▽h is a link key expression, but, if k and h are link key candidates, k▽h is not necessarily a link key candidate. Nevertheless, there is always a link key candidate that generates the same links (i.e. equivalent through ≃):
Property 5. If k and h are link key candidates, then there exists a link key candidate l such that k ∧ h ≃ l.
Proof. Let k and h be two link key candidates. Let l = k▽h. Then l is a link key candidate (i.e. the greatest common subsumee of k and h in ⟨K, ⊴⟩).
Property 5 means that the conjunction of link key candidates will not bring any new link: an already available link key candidate will generate the same link set. For example, in Figure 1 , k 9 ▽k 5 (i.e. the link key expression made up of the union of the properties of k 9 and k 5 ) is not featured (i.e. it is not a link key candidate). The lowest common subsumer of k 9 and k 5 with respect to ⊴ (or the greatest common subsumee with respect to ⪯) is k 0 , which is such that k 9 ▽k 5 ⊴k 0 and L k 9 ∧k 5 = L k 0 , or, what is the same, k 9 ∧k 5 ≃ k 0 .
On the contrary, the links generated by disjunction (∨) are not the same as the links generated by meet (△). The set of link key candidates is closed by △ [5, Lemma 3], but meet is not disjunction since L k △h ⊇ L k ∪ L h = L k ∨h [5, Lemma 1 (2) ]. This is exemplified in Example 4.3 by k 3 = k 6 △k 7 and L k 3 ⊃ L k 6 ∪ L k 7 .
Therefore, from here on, we focus on disjunction of link keys. The extended subsumption relation (⪯) can be straightforwardly extended to disjunction of link key expressions. Property 6 states the relations between disjunction, meet and join of link key expressions with respect to ⪯. This is illustrated in Figure 2 . A disjunction of link key expressions only made up of link key candidates will be called disjunction of link key candidates. The set of disjunctions from a set of link key candidates K will be denoted by K ∨ . It is easy to prove that ≃ is an equivalence relation over K ∨ . The quotient of K by ≃ will be denoted by K ∨ ≃ . 
Quality measures
Existing quality measures for single link key candidates are defined on their generated links, so they can be straightforwardly extended to the case of disjunctions of link key candidates. Indeed, δ (k) and γ (k) use L k only, which has already been defined for disjunctions of link key expressions in Definition 4.2. Table 2 shows the values of δ , γ and κ for some of the link key candidates of Figure 1 . Table 2 : Values of the quality measures for the disjunctions of some of the link key candidates of Figure 1 . They all improve coverage (γ ); all, but the last one, have higher or equal harmonic mean (κ) than the best link key candidate of the lattice (κ(k 2 ) = .77); and k 2 ∨ k 8 does not improve on k 2 as k 2 subsumes k 8 .
Property 2 still holds for disjunctions of link key expressions and, in particular, the relations stated in Property 6.
Once the quality of a disjunction of link key candidates can be measured, the problem is to obtain the best disjunction(s). of link key candidates can be restricted to the search of antichains [11] of elements in this lattice (Property 7). Indeed, in our setting, antichains represent non redundant disjunctions of link key candidates. More formally, an antichain is a set of link key candidates {k 1 , . . . , k m } such that for every i, j = 1, . . . , m with i j, neither k i ⪯ k j nor k j ⪯ k i . 2 A disjunction of link key candidates can be straightforwardly built from an antichain of link key candidates (remember that ∨ is associative and commutative). Property 7. Any disjunction of link key candidates is equivalent to one built from an antichain of the link key candidate lattice.
Proof. If two link key candidates k and h are such that k ⪯ h then, by Property 4, k ∨ h ≃ k. So any disjunction of link key candidates is equivalent to the disjunction of its non comparable link key candidates. □
The number of antichains of a lattice is difficult to establish a priori [11] , the worst case being 2 n . In the case of the lattice of link key candidates of Figure 1 , there are 10 candidates, thus 1024 possible disjunctions. However, there are only 12 maximal antichains covering 30 antichains. All these disjunctions of link 2 An antichain of a partially ordered set is a subset of pairwise non comparable elements. keys can be organised in a lattice ⟨K ∨ ≃ , ⪯⟩. The one corresponding to Example 3.1 is displayed in Figure 3 .
Exploring the antichain lattice may be achieved in various ways but it reaches its limits fast if there are many link key candidates. Indeed, (1) the number of non maximal antichains may be daunting and (2) the best candidate in terms of κ may be anywhere in the lattice. Hence, we consider next how to deal with such problems in large data sets.
In search of the best antichain
We propose two strategies for searching the best antichains. These approaches are not exhaustive but use heuristics that may help to find good antichains.
The top-k strategy selects the top-k candidates according to some evaluation measure and then performs an exhaustive enumeration of antichains on this selection. This assumes that the best antichains are those which only contain the best link key candidates.
The expand-best strategy performs a best-first search. It explores the antichains from the best individual link key candidates and by iteratively replacing the best antichain by its expansion (i.e. the set of antichains obtained by adding another individual link key candidate). At each step, an antichain is selected only if it is better than those explored thus far. The process stops after x iterations without any improvement. It assumes that the better an antichain is, the more chances that it can produce better antichains.
Both approaches, with the data sets of Example 3.1, return quickly the best disjunction of link keys: k 6 ∨ k 4 . We compare these approaches experimentally in Section 6.
EXPERIMENTAL EVALUATION
In this section, we report on experiments with the two strategies for extracting disjunctions of link key candidates proposed in Section 5.
Our aim was to test the following hypothesis: Disjunctions of link key candidates generate better link sets, in terms of F-measure, than single link key candidates.
To test the above hypothesis, we used OAEI data sets and two data sets from the library domain. The data sets of each OAEI task share the same ontology, but this is not the case of the two data sets of the library domain. We do not compare our results with the results of other data interlinking approaches, as it is not the goal of this evaluation. Besides, the results of the different OAEI campaigns are available online. 3 For each OAEI task, we first generated single link key candidates with Linkex, our link key candidate extraction tool. 4 We set up Linkex to perform a basic normalisation of data values, and to deal with inverse and 2-length composition of properties. The data normalisation consisted in removing diacritics, tokenising strings and sorting the resulting bag of tokens.
Second, we applied the top-k and expand-best strategies for extracting the best disjunctions of link key candidates according to κ. For the top-k strategy, we chose k = 10, 15, 20, 25, 30. Since all these different values of k produced very similar results, we only present here the results of k = 10. For expand-best, we stopped the search after x = 100 iterations without finding a better antichain. Finally, the comparison between disjunctions and single link key candidates was done by computing precision, recall and F-measure against the reference link sets. Table 3 shows statistics of the used data sets and the extracted link key candidates. In particular, it shows the number of properties (named properties, inverse or composition of properties) that appear in at least one extracted candidate. Also, for each task, it shows the number of extracted link key candidates, and the precision, recall and F-measure of the candidate with the highest κ value. Table 4 shows the results of the antichain extraction. For each task, it shows the precision, recall and F-measure of the antichains with the highest κ value obtained by the two strategies. For the top-10 strategy, it also shows the number of antichains extracted and the number of maximal antichains among them (e.g. 43 and 12 for Restaurants, respectively). For the expand-best strategy, it shows the number of generated antichains -tested column (e.g. 337 for Restaurants) -and also the position of the best antichain in the sequence of generated antichains -best column (e.g. 34 for Restaurants).
In the remainder of the section, we analyse the results and discuss the general lessons learnt from the experiments.
Simple data sets (OAEI 2010)
These tasks were performed using the OAEI 2010 data sets. 5 For all of them, the two strategies allowed to find an antichain with better F-measure than the best individual link key. The top-10 strategy performed better than the expand-best strategy on Restaurant and Person2. The expand-best strategy generated more antichains than the top-10 strategy. This was specially true for Person2 on which the expand-best strategy generated a large number of antichains. Moreover, the F-measure was particularly low. This is due to the fact that the δ measure is not well-adapted to this specific task since the first data set of Person2 contains a lot of redundancy. 
Doremus (OAEI 2016)
The Doremus data sets of OAEI 2016 are small data sets -PP-n and BnF-n (n = 1, 2, 3) in Table 3 -from cultural institutions with different kinds of heterogeneity. 6 In this case, our hypothesis was clearly confirmed as both strategies allowed to gain at least 4 points of F-measure with respect to the best single link key candidate. Unlike the previous tasks (Section 6.1), expand-best outperformed top-10 on the three tasks. But, as for the previous tasks, expand-best generated more antichains than top-10.
SPIMBench (OAEI 2018)
We also applied our strategies on SPIMBench Sandbox from OAEI 2018. 7 These data sets (Abox1, Abox2) include around 380 instances and 10 000 triples. The goal is to find links between the instances of the classes NewsItem, BlogPost and Programme.
In this case, the number of extracted link key candidates was quite large. This is due to the high number of properties of the data sets. Thus, an exhaustive search of all antichains was not feasible.
The best link key candidate is already of a high quality (≈ 0.8) and neither of the two strategies was able to find a better antichain. Due to the heuristic nature of the proposed strategies, it is unclear whether this result is the consequence of the non existence of a better link key or the incompleteness of the procedure.
Libraries
For this last task, we used sample data sets provided by two French libraries: the "Bibliothèque Nationale de France" (BnF), 8 and the "Agence Bibliographique de l'Enseignement Supérieur" (Abes). 9 The sampling consisted in extracting within each data set the authors that have one of the top-1000 most common homonym names (name and first name). The books written by each author are available. The classes to link are the ones representing authors. Unlike the OAEI data sets, these data sets use different ontologies. Only a partial reference link set was available.
The top-10 strategy marginally improved the F-measure of the best link key candidate, while expand-best had a lower score. Both strategies improved recall but precision was negatively impacted. This may be due to the fact that the results were evaluated against a partial reference. The best disjunction generated by top-10 contains 2 link keys while the one generated by expand-best contains 62. This last disjunction contains many link keys with very low coverage: 10 only generate one link and 36 generate less than ten links. This goes against the idea that link keys are general linking conditions and that they always cover most of the instances to link.
General remarks
Overall, our hypothesis was confirmed: disjunctions of link keys bring an improvement to data interlinking with respect to single link keys.
The experimental results show that the top-10 strategy always allows to find a disjunction better than the best single link key candidate. In addition, the expand-best strategy always generates longer disjunctions than the top-10 strategy. Indeed, whereas the top-10 strategy generated disjunctions of only two or three link key candidates in all cases, the expand-best strategy generated very long disjunctions in some cases: 22 for Person2 and 10 for the Doremus2. Consequently, the expand-best strategy favours recall over precision. Furthermore, top-10 scales better than expand-best.
The proposed κ measure is not optimal in the sense that some generated link key candidates are better in terms of F-measure than those selected by κ. This is especially true if the data sets are very different in size (number of instances) and when the target link set is far from a one-to-one mapping. Further work will be needed for identifying more suitable measures.
Concerning the OAEI tasks, we must admit that link keys (single or disjunction candidates) do not provide the best results of the campaigns on the first three tasks. However, these data sets should be considered as easier to be worked with by the other existing data interlinking approaches, as they use the same ontologies, which is not a requirement for link keys. Indeed, Linkex always considers as different the properties of two different datasets. Only the pair of classes whose instances are to be linked is given by input.
CONCLUSION
We have defined disjunction of link keys, and extended link key candidate extraction to deal with disjunctions of link key candidates.
The added value of the provided extraction approach, compared to other existing approaches, is that it does not rely on supervised machine learning, and, hence, does not need training links, nor it requires an input alignment between the ontologies of the data sets to interlink. Given the size of the search space, we introduced heuristics to extract disjunctions of link key candidates.
We have shown through an experimental evaluation that the extracted disjunctions improve the F-measure of individual link key candidates. However, the experiments demonstrate that further improvements are needed, either by combining both heuristics, or by developing more suitable unsupervised measures.
