Thesis summary
This thesis discusses the management of domain constraints to support the implementation of adaptable and collaborative pervasive applications. In this type of applications, the behavior of mobile devices is dynamically adapted not only depending on the data gathered by the device, but as a result of a dynamic learning * Corresponding author. E-mail: alb@uniovi.es. process supported on the information gathered from all the devices involved in the experience. This process of learning, synthesis and readjustment of domain rules is usually executed on a server, given the computational load and coordination processes required.
Once the domain model has been adapted on the server, it is needed to migrate it to the devices, sometimes of a different nature, which are affected by the new model of the context. To perform this, it is imperative that the adaptation of these domain rules be done dynamically and in real time.
The most powerful and popular language for the representation of these domain rules (as constraints) is OCL. However, there is no support in OCL to facilitate the automation of this adaptation, which requires developers to implement ad hoc, expensive and difficult to maintain solutions. The work presented is part of a project to support the automatic slicing of domain models. This is structured in two stages:
• By the improving and extending the treatment of constraints expressed in OCL [1] , and • By automating the process of slicing the model, based on a classification of types of restrictions and subsequent dynamic adaptation thereof. [2] .
The defended thesis deals with the first stage of the work. The proposed process analyzes the constraints and the domain model, and then produces executable code that automatically checks the fulfillment of the required constraints at the end of the business operations (Fig. 2) .
The generated code checks the constraints in an optimized way due to its incremental nature. An optimized, event-oriented, new version of each constraint is executed only if its specific firing event has occurred to an object instance in the graph of the domain model. This way, the system does not need to check every constraint against every object, then obtaining great improvements in performance.
That analysis process is as follows:
• Constraints are classified according to the model element they affect and to the state changes. By affected model element, a constraint can be of type: attribute, object, class and domain. By state change, a constraint can be static, if only affects the current state, or dynamic, if it restricts the change from the previous state to the current one.
• With an analysis process over the syntactic structure of the constraint (the AST), it is possible to detect what graph events (creation of new objects, deletions, linkages, etc.) can affect each constraint.
• A subsequent process gets new versions of the constraints optimized for each type of event.
These will be more efficient by involving fewer objects of the graph.
• The final step is to generate the code for event detection and constraint verification. This generated code is supported by a runtime that deals with the detected events and delays the checks until the end of the business operation. When the operation is committed, the stored events are filtered to remove duplications and the appropriate checks are carried out.
As a result the generated code is highly optimized for the checking of constraints obtaining great performance improvements.
