The importance of planning and management skills in software development is very difficult to convey in software engineering courses. We present the synopsis of an assignment whose purpose is to demonstrate the significance of such skills, including effective communication, team coordination and collaboration, and overall project planning. The assignment is organized in the context of a distributed software engineering course carried out in collaboration with 12 universities in South America, Europe and Africa. The assignment is a globally distributed contest issued before most development activities related to the course's software project are performed, aiming at favoring the collaboration between students prior to project development. The contest does not involve any programming, and is not related to the project development activities. Instead, it consists of making teams in different countries compete in collaboratively solving a set of very simple tasks. The complexity of the activity is in team collaboration and coordination, and their lack is evident when the tasks are not correctly solved, or not solved in time. Despite the simplicity of the assignment, students have found it useful in helping them understand the significance of management and planning challenges in distributed software development. Moreover, the assignment helped in team building, by creating a better team atmosphere and contributing in identifying team members better suited for management.
Introduction
Including software development projects as part of software engineering (SE) courses is a widely adopted practice. A main motivation for including projects in SE courses is that they allow us to reproduce, in part, the conditions under which a real software project is developed, forcing students to face the technical and management difficulties of an industrial setting. As actual development experiences, projects in SE courses help instructors to illustrate various issues, such as the importance of SE methods and practices (e.g., by showing students how to apply software development and project management methodologies), or introducing the students to social issues regarding software development (e.g., problems in communication and how to deal with them).
In recent years, some SE courses have incorporated globally distributed projects [17, 1, 15] . In these cases, projects are developed by teams located in different countries, illustrating the challenges of distributed software development. Besides the organizational barriers the instructors face [3] and the communication and collaboration issues the students face [13] , these projects, distributed over several countries, continents and time zones, make SE concepts such as requirements engineering, project management, and API design even more relevant [14] . For example, a bad API design in a component developed in Brazil might produce integration problems for a component developed in Greece, producing delays or even the failure of the entire project [16] .
Globally distributed projects offer an interesting setting for teaching SE. This setting, however, introduces the risk that students mainly face communication and cultural issues limiting the exploration of other SE challenges such as requirements engineering, API design, and software verification. Moreover, despite the clear barriers that cultural, time zone and language differences constitute, many students still tend to underestimate the criticality of effective management and planning; when they finally realize their importance, it is sometimes too late. Thus, a particularly difficult problem is how to prepare students to address these challenges, in particular communication and project management ones, and how to make sure students understand their crucial importance, before the course project is developed.
We present an approach for dealing with the above described problem, consisting of a globally distributed contest. It is carried out in the context of a distributed software development course, called DOSE, organized in collaboration with 12 universities located in 11 countries in South America, Europe and Africa. The contest is a globally distributed activity issued before most development activities related to the course's distributed software project are performed, aiming at favoring the collaboration between students prior to the project development. The contest does not involve any programming, and is not related to the project development activities. Instead, it consists of making teams in different countries compete in collaboratively solving a set of very simple tasks. The complexity of the activity is in team collaboration and coordination, and their lack is evident when the tasks are not correctly solved, or not solved in time. Tasks of an assignment are distributed among the members of a group, with its participants located in 2-3 countries.
The first main goal of the contest is to prepare students to face communication and project management issues: participating in this contest allows them to learn from their own mistakes and find better ways of organize the group. The second main goal is to unify the group: since the group members are located in different countries, students have never met each other in person; it is important then to increase the trust within groups, to facilitate that their members share a common vision for the project. Despite the simplicity of the assignment, students have found it useful in helping them understand the significance of management and planning challenges in distributed software development. Moreover, the assignment helped in team building, by creating a better team atmosphere and contributing to identifying team members better suited for management. The approach is novel in that it does not involve programming or project related activities, while being applicable to highly distributed teams, and pursuing not only better management lessons, but also better team building strategies.
In this paper we describe the contest and its evaluation performed in DOSE 2012 and compare the outcomes of the projects to those in DOSE 2011 (which did not feature the contest). We believe this contest can also be organized in courses where all the team members are co-located, for example, organizing it as an on-line activity, maintaining its main design goals.
DOSE: A Globally Distributed Course
Since 2007, ETH has been organizing a course about "Distributed and Outsourced Software Engineering" (DOSE) with a novel component: a globally distributed project [14, 15] The goal of the course is to prepare students for the challenges of distributed software development, including time zones and cultural difference challenges [7, 13, 8] , requirements engineering and API design challenges [16] , and project management challenges.
The project topic for DOSE 2012 was a game platform for networked multi-player card games where players could log in and choose a game to play. The project contained 22 game subcomponents, each corresponding to a different game, being developed by one group. A group is formed by 2-3 teams located in 2-3 different countries. For each game, one team implemented the logic of the game and the other team implemented the graphical user interface and the network communication. In the case of 3-teams groups, the third team implemented an Artificial Intelligence component. The project is organized in the following four phases: Phase 1: Scope document (2 weeks); Phase 2: Requirements (2 weeks); Phase 3: Interface specification (2 week); Phase 4: Implementation and Testing (6 weeks). The contest was performed after Phase 1, during the third week of the project.
Contest Setup
To participate in the contest, each group has to register with 6 members, each selecting a role in the contest: A, B1, B2, C1, C2, or C3. Role A has been called the group manager, and he/she could be located at any country. The students in roles B1 and B2 had to be located in two different countries, and the students in roles C1, C2 and C3 had to be located in at least two different countries (three if possible). Given that DOSE had some groups with teams in two countries, and some groups with teams in three countries, we only requested roles C1 − C3 to be located in two different countries.
The contest took place the third week of the DOSE project; students have started to work in the project, and using e-mail and Skype as communication tools. One week before the contest took place, the students received the information about the registration and the roles. This information only mentions that a task had to be solved, and it would not be complex. During the competition, they were allowed to use any communication tool (Skype, e-mail, etc.). When the competition started, each participating student received his role card by e-mail, containing: (1) a description of the contest, (2) a list of tasks to solve, (3) an array of integers, and (4) a comic.
The contest description explains that every group member has a role card containing a different array (named by the role card) of a different length, a comic and a list of tasks to solve. Most tasks, precisely all except one, focus on executing some computation on the array; this array is small, containing 32-38 randomly generated integers, which range from 1 to 150. The comic was different for each student, and it was used to assign a task that involves all team members. However, this task was also very simple and consisted in finding the name of the girl that appears in the comic. The tasks have a unique identifier and they might have been assigned to more than one student, however, it was sufficient that only one of them completed it. There were a total of 17 different tasks distributed in the six role cards, but the students did not know who had which tasks. The tasks were simple; for example, a task could be finding the maximum element in the arrays of roles C1, C2 and C3, thus involving the arrays of other team members. The most complex task was: Find the element at the 12th position of the combined sorted array C1 + C2 + C3 where all the duplicates have been removed. The array should be sorted in ascending order.
All role cards mentioned that the solution had to be sent through the person with role A. The description of all role cards was the same except for role A: only the leader knew from his role card that just 8 out of the 17 tasks of the entire group had to be solved, and it was sufficient that one participant solves the task. The role cards were designed in a way that if they distributed the tasks, and organized well, they would finish earlier. The role cards B1 and B2 contained the same tasks; to solve them, the students only needed the arrays B1 and B2. The role cards C1, C2 and C3 were designed in the same way. Only one task was included in all the role cards; it consisted of calculating the length of the combined sorted array A + B1 + B2 + C1 + C2 + C3. The call for participation and the role cards can be found at http://se.inf.ethz.ch/people/ nordio/papers/dose_contest. Table 1 shows the list of groups that participated in the contest with their final position (POS), the countries where they were located, the time taken to solve the tasks, the number of correct answers obtained, whether they solved more tasks than the 8 tasks required, and the communication tools used during the contest. In the case of the use of text chat for communication, the table also shows the total number of messages (# MSG), total number of characters without spaces (# CHAR) and the number of messages per minute (# MSG PER MIN). Since the groups had to solve only 8 simple tasks, we estimated that the assignment could be solved in 20 minutes, assuming the groups are well organized. Notice that the group in the 9th position solved the tasks in 29 minutes, although they got one result wrong. Most of the other groups solved the exercises in about 45-100 minutes. Also, most of the groups solved more tasks than the 8 required. In some cases, the reason was that the person in role A either did not tell the others what tasks to solve or he told them too late. In a few cases, the person in role A did tell the other members, although some members did not see the message and solved more tasks anyway. It is worth noticing that the average number of messages per minute is quite high: 2.0-4.5 in most cases; this means that every member would read and sometimes write a message every 15-30 seconds. Table 1 shows that about one third of the groups reported at least one wrong result. In most cases, this wrong result was reported in the more complex tasks, which requested to sort a combined array, for example C1 + C2 + C3. We believe the tasks to be at an adequate level of complexity: tasks are not complex, but at the same time they are not trivial. 
Assessment 4.1. Contest Outcome

How the Groups Proceeded to Solve the Tasks
In the process of solving the tasks assigned, more than 60% of the groups did not have any coordination at all. Basically, each group member started to solve his own tasks independently, and just requested the necessary data from the other members. The main source for the lack of coordination was due to the person in role A not doing his job appropriately. However, in several cases, role A tried to coordinate the activities of the other members, but the group members did not follow his advice. In the feedback provided by the students, they reported:
• Everybody went crazy trying to immediately solving their tasks without any kind of organization.
• Our task solving was complete chaos inside a GoogleDoc.
• It was hard to keep updated with all the messages in the chat, and also it was a bit stressing not to know which tasks I should complete first since in my role card, I had some common tasks and some tasks that were not relevant for the contest.
In several cases, the process employed for solving the tasks was the following. First, a member started by coordinating the group. As a first step, all the tasks were collected and added to a web document, or broadcasted to all the members via text chat. Then, each member took one task to solve, and started to work on that task. Only one person was working on each task. To obtain information of the arrays, the also added them to the shared document, or sent the information via text chat. Once someone finished a task, the result was added to the shared document, or informed to his peers, and he took another task. Although this approach proved effective, notice that the group members did not split tasks into smaller teams, and instead they solved the problems sequentially. Figure 1 : Q1: How long did it take until role A notified the group which tasks to solve? Q2: How long did it take until your group decided to define a project manager? Q3: Will you review and maybe change the way your group communicates in the DOSE course? Q4: will you assign one person the role of project manager (if not already done) for your DOSE project?
Impact for Distributed Projects
In order to evaluate the impact of the contest in revising group organization and communication strategies, we used an on-line questionnaire, which was answered by the participating students. Immediately after the students finished the exercise, they received an e-mail explaining the contest's setup. We provided this information to make sure that the students understood the full picture of how the exercise was supposed to work, and to let them analyze how they could have performed better as a group. Subsequently, the students filled in the questionnaire; the provided feedback represents 75% of the students participating in the contest. Figure 1a shows the findings about group management. Question Q1 asked how long it took role A to share with the rest of the group the information about which tasks needed to be solved. While the majority of answers indicated that the information was shared early on, we also observed that about 30% of the students had to wait at least 10 minutes before they were informed which tasks they had to solve. In fact, a significant number of students, 13%, had to wait more than 30 minutes. This delay had a high impact in the performance of the groups: 80% of the groups solved tasks which were not required.
We also observed a similar time-span distribution for question Q2: the election of the group manager. The feedback also shows an interesting aspect of this selection: in 30% of the groups, the tasks were not coordinated by role A, which would have been the natural choice. Table 2 shows the students feedback about whether the contest illustrated the communication and project management challenges in distributed software development. The results suggest that the contest was successful in exhibiting these challenges. One of our motivations for the contest was to show the students some of the challenges of group communication and management. In order to determine if the contest fulfills this goal, we asked the students if they would revise their communication and management strategies based on the experience of the contest. Given five answer choices, ranging from "Yes", "Likely", "Maybe" and "No", more than 60% of the students answered "Yes", "Likely", or "Maybe". This suggests that the contest has an important impact on how students see communication and management in the project. In addition to questions with predefined answers, we also asked students to provide information about what they learned from the contest. In total, 67% of all students provided such optional feedback. Of those, more than 42% mentioned that the contest was useful to learn about group management and 40% indicated that the exercise is helpful to understand the challenges of communication in distributed groups. Samples of the students' feedback in this respect, are the following:
• It was very clear the need of a central figure that could assign the responsibilities, specially for the tasks that were shared among many of us.
• It is important that someone leads the group with a common idea, that everyone has a job to do, and if someone does not finish his/her work all the project remains incomplete.
• Communication can be pretty chaotic under the time pressure; an agreement about tools for communication is necessary; project management is pretty important for any project.
• I learnt that communication is very important and it is fundamental having someone who has the control of what everyone is doing.
Impact for the DOSE Project
Impact on Group Organization. One of the goals of the contest is to demonstrate the importance of having a project manager in a distributed project. In previous editions of DOSE, it has been difficult to convince students to define a project manager: either they do not define a project manager, or they realise at the end of the project that they need it. Figure 1b shows the findings about changing group communication and project manager after the contest. The figure shows that 66% of the students have answers "yes", "likely, or "maybe" for revising their communication, and 70% have answers "yes", "likely, or "maybe" for assigning a project manager. These values are higher compared to the previous week, where most of the groups reported that they do not need a project manager. The discussed contest was organized in the 2010 and 2012 editions of the DOSE course. In 2010, the contest was mandatory, and all the groups participated in it. The results obtained after the contest were very positive. We analyzed how the groups reorganized their internal structure: groups that did not have a project manager, decided to assign one and extensively discussed who would perform this role. Other groups reported that, after the contest, they decided to change the project manager because they thought the current project manager did not have the right skills for it, or he did not like the task. All groups reported that they understood the importance of the project manager, and they tried to assign the best match for that role.
In the 2012 edition of DOSE, the contest was optional. As we discuss below, this allowed us to measure how groups that participated in the contest performed in terms of group effectiveness, compared to those that did not participate. In 2012, besides group reorganizations similar to those of 2010, students also reported a re-structuring in the way they organized meetings, and in the mechanisms for deciding how to start working on new assignments. When a new project assignment was published by the instructors, some groups that participated in the contest first organized a group meeting to agree in the scope of each team subcomponent, as opposed to teams directly starting with the new assignment as soon as they received it from the instructors.
Project Outcome. In 2012, 14 groups participated in the contest while 7 groups have not participated. This enabled us to measure the impact of the contest by comparing the performance of the groups that participated in the contest with the performance of those groups that did not participate in it. As an overall measure of the impact, we defined and measured project success. We observed that 93% of the groups that participated in the contest successfully implemented the course project, producing an application that integrated the subcomponents of the different teams. On the other hand, only 43% of the groups that did not participate in the contest successfully implemented the course project.
In order to measure project success, we used the demos provided by the students of the corresponding developed applications. The degree of success was defined by assigning one of the following values to each of the developed applications: 1: project failed. No demo was provided and the application does not compile or run; 2: partial success. A demo was provided, but the subcomponents were not successfully integrated; 3-5: full success. A demo was provided and all the subcomponents are successfully integrated; the value 3 was assigned to simpler projects; 4 to good projects and 5 to very good projects. Table 3 -column 2012 shows the project outcome classified by groups participating or not in the contest. This table reports minimum (m), median (µ), maximum (M), mean, and standard deviation (σ). As it can be appreciated in this table, a better outcome is observed for the groups that participated in the contest, compared to those groups that did not participate in it. We performed a t-test in order to check if the differences are statistically significant. We applied a significance level of α = 0.05, i.e., an observed difference is considered significant with a probability of 95% if the corresponding p-value is less than 0.05. The difference in quality is statistically significant with a p-value of 0.0001. A threat to validity in comparing the groups that participated in the contest with those that did not is that, since the contest was optional, the groups not participating in the contest might had been less motivated than the other groups, and thus this initial motivation was what actually affected the final outcome, as opposed to the contest. To address this issue, we extended the above analysis including data from DOSE 2011, in which the contest was not organized (and thus groups were not segregated by contest participation). The second column in Table 3 shows the project outcome of the 2011 and 2012 projects. It includes new data points for the groups not participating in the contest, and therefore has the same values for the groups participating as in the column 2012. The outcome of the projects participating in the contest is still better than the ones not participating.
Applying the t-test shows that the differences are statistically significant with a p-value of 0.007.
Related Work
This paper focuses on a motivational contest whose goal is to prepare the students for the challenges of distributed software development (GSD). As far as we know, this is the first globally distributed contest used to prepare students of GSD courses. This contest is carried out in the context of a DOSE course, teaching GSD. There exist several courses similar to DOSE, teaching globally distributed software development (GSD), whose results have been reported previously [11, 12, 10, 1] . These include the works reported in two editions of the CTGDSD workshop [4] . Let us describe some of these courses, and compare their settings with the setting used in DOSE.
Gotel et al. [10] report some lessons learned from the development of a project across three globally distributed educational institutions in the United States, India and Cambodia. They present the problems faced in the projects including cultural aspects, project planning and communication (with a twelve hours time difference). In the first four years [19] , they implemented the projects using a traditional waterfall model, while in the last two years, they applied an agile process using Scrum. In DOSE, we have always employed a waterfall process model, with a strong emphasis on API design using design by contract and emphasis on good and frequent communication. However, some more agile notions are being introduced, e.g., by incorporating some test driven development ideas to strengthen API design.
A similar teaching experience is presented by Bosnic et al. [1] involving distributed software engineering in collaboration with Croatia and Sweden. The course has been taught for several years facing challenges such as motivation of students, and organizational issues. Damian et al. in [5, 6] report on the teaching experience developing software requirements specifications in geographically distributed software development with three universities (located in Canada, Australia, and Italy), focusing on the time zone aspect and the cultural differences. Other examples of GSD courses are: Bruegge et al. [2] in collaboration with universities in the United States and Germany; Richarson et al. [18] in collaboration with the United States, Germany, Ireland, and India; and recent GSD courses such as [9, 20, 11] .
Our experience, in particular the last three editions, involved several universities with a more heterogeneous settings and a wide rage of time zones: some of the groups had a twelve-hour time difference, others had a seven-hour time difference, and others only two-hour time difference. Another main difference, besides the number of universities participating in the course, is how we organize the project. It is organized as one main system consisting of several subcomponents, with each development group contributing a subcomponent to the whole development. Using this setting, we experience more issues of distributed software development, and require better coordination, project management, and tool support to be applied.
Our experiences with DOSE have evolved very quickly. Nordio et al. [15] described our first experiences in distributed software development. Since then, various ideas were gradually incorporated, this happening in parallel with our project settings becoming more challenging. This gradual evolution of our courses and projects are described in some of our previous and related work [14] .
Conclusion
We presented an exercise used in a globally distributed project, whose purpose is to help students understand the importance of effective communication and project management. This exercise, or-ganized as a globally distributed contest, shows that students face various critical challenges of communication and project management in a distributed project. The contest's assignments were designed to emphasize the importance of communication and management, and thus required solving very simple, not programming related, tasks. These assignments included redundant and as well as non required tasks, and some of them referred to data that was split into different members of the group, making planning, management and communication essential for a successful completion of the tasks. Overall, we found that students were in general surprised by the simplicity of the tasks and how ineffective they were in solving them, concluding that the problem was indeed in communication, coordination and planning. The results obtained from the contest suggest that it has a high impact on how the students plan and organize their projects in the future, and in particular within the DOSE course.
