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Summary. Sevilla Carpets have already been used to compare different solutions of
the Subset Sum problem: either designed in the framework of P systems with active
membranes (both in the case of membrane division and membrane creation), and also
another one in the framework of tissue-like P systems with cell division.
Recently, the degree of parallelism and other descriptive complexity details have been
found to be relevant when designing parallel simulators running on GPUs.
We present here a new way to use the information provided by Sevilla carpets, and
a script that allows to generate them automatically from P-Lingua files.
1 Introduction
P systems are massively parallel computing devices, in the sense that their evolu-
tion eventually involves a great number of symbol-objects, membranes and rules.
Furthermore, if we work with models where the number of membranes can increase
along the computation, via creation or division of membranes, then it becomes
specially difficult to describe the complexity of the computational process. Such
models have actually been investigated largely in the literature, as their ability to
generate an exponential number of membranes in polynomial time (making use
of their intrinsic parallelism) makes them powerful tools for solving NP-complete
problems. Indeed, several efficient solutions to these type of problems have been
presented (see, e.g. [6, 16, 17, 18] or [19]).
The complexity in time (number of cellular steps) of the solutions obtained in
this way is polynomial, but it is clear that time is not the unique variable that
we need to consider in order to evaluate the complexity of such processes. This
fact has been observed previously in the literature of P systems. The first paper
related to this issue was [2], where G. Ciobanu, Gh. Pa˘un and Gh. S¸tefa˘nescu
presented a new way to describe the complexity of a computation in a P system,
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the so-called Sevilla Carpet, which is an extension of the notion of Szilard language
from grammars to the case when several rules are used at the same time.
In [8], the problem was revisited, introducing new parameters for the study of
the descriptive complexity of P systems. Besides, several examples of a graphical
representation were provided, and the utility of these parameters for comparing
different solutions to a given problem was discussed. In that paper two different
solutions of the Subset Sum problem, running on the same instance, were compared
by using these parameters.
Sevilla Carpets have been adapted to tissue-like models, in order to describe
the complexity of their computations (see [4]). There exists also an extension of
the definition of Sevilla carpets to a four-dimensional manifold (see [10]) which
can be used for a more verbose description of the complexity of a computation
of a P system. The graphical representation of this four-dimensional manifold is
carried out via projections on three-dimensional spaces.
Comparing two cellular designs that solve the same problem is not an easy
task, as there are many ingredients to be taken into account. Note that given
two Sevilla Carpets corresponding to P systems from different models designed
to solve a decision problem, we can obtain detailed information about two single
computations, but this is not enough to compare the efficiency of the two models
in general.
Nonetheless, the numerical parameters obtained from these two Sevilla Carpets
can give us some hints to compare the corresponding designs of solutions to the
problem.
The paper is organized as follows. First, we recall the definition of the Sevilla
carpets, together with a list of parameters associated with them. Then, we de-
scribe the tool that allows to generate Sevilla carpets automatically from P-Lingua
files. Several examples are displayed, and we conclude the paper by providing an
overview on the future directions of this ongoing work.
2 Sevilla Carpets
As pointed out in the introduction, the evolution of a P system is usually a too
complex process to be evaluated only by the classical parameters from computa-
tional complexity measure, time and space. For instance, we are often interested
in other types of descriptive complexity information: size of the alphabet, number
of membranes (initially in the system or obtained during the computation), num-
ber of rules, etc. Another interesting parameter, especially when running software
simulations, is the number of elementary operations (applications of rules) that
are performed during the computation.
A possible way to describe the complexity of the evolution of a P system is by
means of Sevilla carpets. They were presented in [2] as an extension of the Szilard
language, which consists of all strings of rule labels describing correct derivations
in a given grammar (see e.g., [11, 14] or [20]). The original framework for Szilard
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language is the Chomsky hierarchy of grammars, where only one rule is used in
each derivation step and, therefore, a derivation can be represented in a natural
way as the string of labels corresponding to the used rules (the rule labelling is
supposed to be one-to-one, we refer again to [2] for details).
Sevilla carpets are a Szilard-way to describe a computation in a P system,
capturing via a bi-dimensional writing the fact that in each evolution step a P
system can use not just a single rule, but a multiset of them. More precisely, the
(Sevilla) carpet associated with a computation of a P system is a table with the
time on the horizontal axis and the rules explicitly mentioned along the vertical
axis; then, for each rule, in each step, a piece of information is given.
Ciobanu, Pa˘un and S¸tefa˘nescu propose five variants for the Sevilla Carpets:
1. Specifying in each time unit for each membrane whether at least one rule was
used in its region or not;
2. Specifying in each time unit for each rule whether it was used or not;
3. Mentioning in each time unit the number of applications of each rule; this is
0 when the rule is not used and can be arbitrarily large when the rules are
dealing with arbitrarily large multisets;
4. We can also distinguish three cases: that a rule cannot be used, that a rule can
be used but it is not because of the nondeterministic choice and that a rule is
actually used;
5. A further possibility is to assign a cost to each rule, and to multiply the number
of times a rule is used with its cost.
In what follows, we shall focus on the third variant (studied in [8]), that is, in
each cell of the table we specify the number of applications of the corresponding
rule in the considered step. Note that there is a huge amount of data contained
in a Sevilla carpet, describing a computation of a P system, but these data are
presented in a rough way, just a listing of which rules were applied at each step
and how many times.
In order to facilitate reading the whole table just in one glance, we can obtain
a three-dimensional representation of it in a natural way, expressing the numbers
in each cell over a third axis (see Figure 1).
However, such a three-dimensional picture may not provide significant infor-
mation by itself, specially in the case of comparing several carpets. In order to be
able to “evaluate” the massive amount of information contained in the table of
the Sevilla carpet, we need to extract some figures or statistics. The first natural
parameters related with Sevilla carpets were defined in [2]: the sum of all the cells
in the table (weight) and the total amount of cells in the table (surface). It is
clear that the values of the weight and the surface of a Sevilla carpet give a gen-
eral intuition on the complexity of the underlying computation. On one hand, the
weight measures up the total number of applications of rules along the computa-
tion, which corresponds to the intuitive notion of “cost”. On the other hand, the
surface tells us about the space× time complexity of the system that is carrying
out the computation, as the number of rows is the number of rules of the system
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Fig. 1. Sevilla Carpets associated with a solution to SAT using membrane division
(running on four different instances)
and the number of columns is the number of cellular steps that the computation
performs.
2.1 Parameters for the Descriptive Complexity
The following parameters have been proposed in the literature:
• Weight: It is defined in [2] as the sum of all the elements in the carpet, i.e.,
as the total number of applications of rules along the computation. The weight
measures up the total number of applications of rules along the computation,
which corresponds to the intuitive notion of “cost” of the computation.
• Surface: It is the multiplication of the number of steps by the total number
of the rules used by the P system, was also introduced in [2]. It can be con-
sidered as the potential size (space× time bounds) of the computation. From
a computational point of view we are not only interested on P systems which
halt in a small number of steps, but in P systems which use a small amount
of resources. The surface measures the resources used in the design of the P
system. Graphically, it represents the surface where the Sevilla Carpet lies on.
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• Height: Introduced in [8], the height of a Sevilla carpet captures the intuition
of a peak in the computation, and it is defined as the maximum number of
simultaneous (in one step) applications of any rule all over the computation.
Graphically, it represents the highest point reached by the Sevilla carpet.
• Average Weight: It is calculated by dividing the weight to the surface of
the Sevilla Carpet. This concept provides a relation between both parameters
which gives an index on how the P system exploits its massive parallelism. This
parameter was also introduced in [8].
• Variance: It is calculated as the sum of the squared differences between the
elements of the carpet and the average weight, divided by the surface.
This parameter was introduced in [10], and it indicates if the points are near
or far from the average. That is, a high variance value indicates that there is
a very large number of applications of rules performed in a few steps in the
computation, while in the rest of the steps the activity can be considered low
(see the peaks and valleys in Figure 1). On the other hand, a low variance value
leads to think that the work load is more balanced.
One of the motivations of this paper is to facilitate the use of the information
provided by the Sevilla carpets in the context of GPU-based simulators for P sys-
tems (see e.g. [1, 12, 13]). It has been observed that the speed-up obtained by
such parallel simulations (with respect to standard sequential simulators) highly
depends on how distributed the rule applications are during the simulated compu-
tation. Informally speaking, the underlying intuition agrees with the observation
from [9]:
a bad design of a P system consists of a P system which does not exploit
its parallelism, that is, working as a sequential machine: in each step only
one object evolve in one membrane whereas the remaining objects do not
evolve. On the other hand, a good design consists of a P system in which
a huge amount of objects are evolving simultaneously in all membranes. If
both P systems perform the same task, it is obvious that the second one is
a better design that the first one.
More precisely, the notion of GP-systems (GPU-oriented P systems) is intro-
duced in [12], and also some specific parameters related to the performance of
GPU simulations:
• Density of objects per membrane: general purpose parallel simulators
usually save threads for the whole alphabet, so the more different objects are
in the membrane, the higher thread usage.
• Rule intensity: some designs include rules associated with auxiliary objects
which are only applied once in the whole computation (e.g. counters or syn-
chronization routines). This cannot be parallelized.
• Communication among membranes: the skin is executed on the CPU,
and every time we need to communicate objects through PCI express bus, this
process slows down the process.
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2.2 Projections of Sevilla Carpets
The graphical representation in 3D of the Sevilla carpet of a computation provides
an intuitive representation of the computational effort associated with each rule
in each step. Nevertheless, sometimes it is better to have a more concise represen-
tation of this effort. In these cases we can consider the projections of the Sevilla
carpet. These projections are obtained in two different ways:
• By considering the whole number of applications of rules for each step. If the
application of a rule has an associated cost, this projection will give information
about the whole cost of each step.
• By considering for a given rule the whole number of steps in which it has
been applied. This provides information about the utility of a rule: if we have
designed a solution of a problem where several rules are used a low number of
times along the computation, we can consider to replace these rules by another
rule with the same function.
3 Tool description
In this paper we present a tool that automatically generates Sevilla carpets. The
script receives the description of a P system in P-Lingua syntax (a plain text file
with .pli extension, we refer to [5, 21] for details), and produces a jpg image of
a 3D representation of the Sevilla Carpet associated to (one computation of) the
given P system.
In this first version, we have used python as programming language, and gnuplot
for producing the graphical output.
The tool works as follows: first, pLinguaCore library computes a single com-
putation, then the python script parses the results and generates a matrix with
the numerical data corresponding to the points of the Carpet. Finally, gnuplot is
called and it renders the matrix to a 3D graph that represents the Sevilla carpet
associated with this computation.
Note that this represents a notable improvement from previous works, where
the process was done manually, after processing the output of simulators for P sys-
tems with active membranes written in Prolog ([3, 7]). Now it became a much
faster and simpler process, we avoid noise in data due to mistakes when manually
building the matrix, and we can cover all the models of P systems included in the
P-Lingua framework.
3.1 The algorithm
The parser is designed to work on a text file generated by pLinguaCore library
containing verbose information about a computation.
More precisely, the file describes the sequence of configurations, and a list of
which rules were applied at each step, and how many times. The format used in
such file is as follows:
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STEP k:
Rules selected for MEMBRANE ID: x, Label: y, Charge: z
n * #r q
...
where:
• k represents the current step.
• r is the label (usually a number) of the applied rule.
• q is the rule itself.
• n represents the number of times that rule r is applied in step k.
We have thus all the necessary information to generate a matrix M with the
data to be plotted.
The parser reads the whole file, paying attention to the lines that have a “Step”
statement, or an applied rule, and ignoring the rest.
Whenever a Step is found, we move to the next row of the matrix, and whenever
a rule line is read, we apply the next:
Mcurrent step−1 ,r−1 = Mcurrent step−1 ,r−1 + n
If the rule r, isn’t applied in the step k, then we can do:
Mk−1 ,r−1 = 0
From this matrix, we can successfully obtain the x axis (steps, the rows of the
matrix), the y axis (rules, columns of the matrix) and the z axis (number of times,
values of the matrix).
We can then, with gnuplot generate a graph with the data obtained, and create
the Sevilla Carpet.
STEP: 3
Rules selected for MEMBRANE ID: 1, Label: 2, Charge: 0
1 * #109 d{1}[]’2 --> [d{2}]
1 * #112 [s{1,1} --> s{1,2}]’2
Rules selected for MEMBRANE ID: 2, Label: 2, Charge: 0
1 * #109 d{1}[]’2 --> [d{2}]
1 * #113 [s{2,1} --> s{2,2}]’2
Fig. 2. A few lines extracted from a computation file
In the example shown in Figure 2, for step 3 we get the following values in the
table: (3, 109, 2), (3, 112, 1), (3, 113, 1), and (3, r, 0) for any other rule label r.
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4 Examples
We have done some examples, using .pli files corresponding to solutions to SAT,
KNAPSACK, PARTITION and SUBSETSUM designed by means of families of
P systems with active membranes.
Here are the results of some of the computations:
Fig. 3. SAT simulation
Fig. 4. KNAPSACK simulation
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Fig. 5. PARTITION simulation
Fig. 6. SUBSETSUM simulation
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5 Final Remarks and Future Work
We would like to remark that the information extracted from a Sevilla carpet
(and from its associated parameters) should always be interpreted being aware
that it only refers to one computation. Nevertheless, we still believe that it is
a useful instrument that can be used for example as a guide to find possible
refinements on the definition of the simulated P system (e.g. in order to “translate”
it into an equivalent GP system), or as an assistant for designing ad-hoc simulators
for particular families of P systems (e.g. solutions to hard problems using active
membranes)1.
The next improvement to be added in the near future is to get the values of all
parameters together with the graphical 3D representation. Some other customiza-
tion possibilities can also be considered for the script, like adding options for which
kind of Carpet is wanted.
Another interesting possibility is to plug a Sevilla carpet module (adapting the
script presented here) into the pLinguaCore library, in such a way that the matrix
can be generated on-the-fly as the computation is being simulated, thus avoiding
parsing the output file. We are also considering to bring the idea of the script
into MeCoSim as an extension. MeCoSim [15, 22] is a general purpose software
tool to model, design, simulate, analyze and verify different types of models based
on P systems (specially intended for PDP systems). It is a highly customizable
tool, allowing to easily configure ad-hoc GUIs for each case study to be modeled.
Therefore, it seems reasonable to offer a Sevilla carpet as one possible output that
the user can be interested on, together with some other descriptive complexity
details (for example, number of membranes generated during the computation).
In the case of probabilistic P systems, it might be interesting to extract sev-
eral samples of computations and then use the average values in order to generate
the Sevilla carpet and the associated parameters. Actually, MeCoSim already in-
cludes the possibility to run several computations when working with models for
ecosystems designed using PDP systems, and then uses the statistical information
gathered to plot the output graphics.
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