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Enabling Quantum Shift Learning:
A Preliminary Study in Transforming Object Oriented Learning
H. James Nelson (jnelson@ukans.edu), Deb Armstrong (darmstrong@ukans.edu)
The University of Kansas
Abstract
Experienced structured programmers often find it
difficult to learn object oriented techniques.  At the root
of this difficulty is the phenomenon of cognitive
interference: a student’s prior knowledge actively
interferes with the learning of the new skill.  This paper
describes cognitive interference, its impact on the learning
of OO programming, and our method of circumventing
this interference.  A preliminary field experiment was
conducted to test this method.  The results indicate that
through the use of quantum shift learning techniques the
students were able to shift from structured thinking to
object oriented thinking without cognitive interference.
Introduction
It is a time-worn, but still valid, cliche that technology
is changing the world at an ever increasing rate.  In order
to keep up, today’s workers must continually learn new
facts and gain new skills.  This problem is especially
acute in the field of information systems (IS).  Today’s IS
professionals must contend with new facts and new skills,
and also with new ways of thinking about problems.  The
world is changing, not incrementally, but in quantum
shifts, and these shifts are coming more and more
frequently.
Unfortunately, experts in one way of thinking
frequently have difficulty shifting to another (Nelson,
Irwin, & Monarchi, 1997).  This difficulty has at its base
the active interference of the old knowledge with the new
(Manns & Nelson, 1996).  However, during this shift the
learner is still expected to be productive in the new
technology.  Being halfway between paradigms, the
programmer produces a product that is representative of
neither, and is far more difficult to maintain than either
would be individually.
This research represents an experiment that explores a
method of short-circuiting the learning problems
experienced by professional procedural programmers as
they learn object-oriented technology.
Cognitive Interference
A student learning a new cognitive skill such as
computer programming generally passes through three
stages of learning: cognitive, associative, and autonomous
(Anderson, 1990; Fitts, 1964).  During the cognitive stage,
the student memorizes facts and rules about a subject (for
example, a set of definitions and programming constructs)
and refers to these facts as he or she practices the skill.  The
student is using declarative knowledge and can recite more
or less exactly the definitions and rules for the skill that is
being performed.
The associative stage of learning is characterized by a
gradual “smoothing” of the skill.  The student gains
experience, initial errors and misconceptions are eliminated
and the skill is performed more automatically and with less
conscious referral to memorized rules.  The skill is
“internalized” as the knowledge is transformed from
declarative knowledge to another form: procedural
knowledge.
In the final stage learning, the autonomous stage, the
student has completely internalized the knowledge.  The
skill is performed automatically and unconsciously.  The
student is working entirely from procedural knowledge.  He
or she generally has difficulty describing how the activity is
being performed, but can perform the skill flawlessly.
During this learning process, the student will try to map
knowledge from familiar domains onto the new unfamiliar
domain.  If the mapping is successful and the knowledge is
relevant, the “transfer of cognitive skill” helps transform the
declarative knowledge into procedural knowledge.  This
mapping plays an important role in both problem solving
and learning (Gick & Holyoak, 1983).  If the mapping is
unsuccessful, the student will fall back on general problem
solving and learning techniques.
On the other hand, if the mapping is successful and the
knowledge is irrelevant, the existing knowledge will
interfere with the assimilation of the new knowledge.  The
learning process will be much more difficult than it would
be if the learner did not have the conflicting knowledge.
Unfortunately, “it is very difficult to stop subjects mapping
such irrelevancies as swiftly as they map those aspects
which are relevant and useful” (Keane, 1988, p. 14)
The phenomenon of cognitive interference has had a
long history of study (Crowder, 1976).  The notion that a
previously learned task or skill can interfere with learning a
new, similar skill has been demonstrated in a variety of
areas including list and sentence memorization, in learning
motor skills, and in learning in infants.  This phenomena has
also been observed in learning programming languages
(Scholtz & Wiedenbeck, 1990).  While there is little
empirical work on the influence of existing knowledge on
learning object oriented technology, cognitive interference
has been observed as experienced programmers attempt to
learn an object oriented language (Krovi & Chandra, 1998;
Nelson et al., 1997).
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In the traditional learning model, the student is taught
the concrete aspects of a language and gradually gains the
more abstract “expert thinking” of the programming
paradigm.  The student is taught definitions, concepts, and
language constructs, and then is presented with a series of
problems where these elements can be used.  Outside of
the classroom and on the job, the student practices the
new programming skill and becomes skilled in its
application, gaining the “expert thinking.”  This process
can take several years, and while the student may not be
efficient at performing the skill, the product that is
produced generally follows the rules of the particular
programming paradigm.  This process works well if the
student has no prior programming experience (is a “true
novice”) or is simply learning a new language in a
familiar paradigm (already has “expert thinking”).
The traditional model breaks down when the student is
expert in one or more languages in one programming
paradigm, and attempts to learn a language from another
programming paradigm.  The new paradigm requires the
student to learn an entirely different way of thinking
about a problem before using the new language.  For
example, in the structured paradigm is based around the
identification of the functions or processes that must be
performed.  The object oriented (OO) paradigm is based
around the identification of the “things” that take part in
the process.
An expert structured programmer will learn the theory
behind the language and all of the language constructs
easily and will perform the learning tasks fairly well.  The
student is using declarative memory.  However, on the job
the student will discover new problems unlike those “in
the book.”  Under deadline pressures, the student will fall
back upon the “easier” more familiar structured
programming knowledge (in procedural memory) rather
than using the “harder” unfamiliar OO programming
knowledge (in declarative memory).  Cognitive
interference takes hold and the result is a software product
that is neither structured nor OO, and is much harder to
maintain than either.
On the other hand, if the expert structured
programmer were to “think like an expert” in the OO
paradigm, then the expert structured knowledge would not
be applicable and the cognitive interference would not
occur.  The student would rely on the OO knowledge in
declarative memory rather than the structured knowledge
in procedural memory.  Cognitive interference would be
avoided and the expert would learn at worst as a novice
would.
In order to create this expert OO thinking in an expert
structured programmer, we are using techniques described
by Senge (1990).  This involves surfacing and challenging
the student’s mental models regarding structured
programming, building a “vision” of a new programming
paradigm (OO), and engaging in “systems thinking” to
solidify the abstract OO concepts with concrete examples.
This technique mirrors standard systems analysis and
design techniques: model the current process, develop an
abstract model of what is really going on, change that
model to fit the new environment, then make the model
concrete within the constraints and goals of the
organization.
A Preliminary Study
We tested our theory of learning with a field
experiment at a major manufacturing organization.  Ten
expert structured programmers took part in the study.  All
were expert Fortran programmers with an average of
twelve years of experience, and all had limited (if any)
exposure to OO technology.  The course was delivered
over three half-day sessions.  During the first session the
students were guided in their exploration of how they
(automatically) performed structured programming.  For
the students this was a frustrating, tiring experience.  Near
the end of the session, the students explored the various
problems with structured programming techniques: the
separation of code and data and the general difficulty of
making changes (i.e., the Y2K problem).
In the second session, the students “solved” the
problems introduced in the first session by a guided
discovery of abstract object oriented techniques.   In the
third session these abstract concepts were made concrete
with examples drawn from their programming domains
and the introduction of OO concepts, definitions, and
code.
The students were interviewed one week after the
class.  All believed that a shift of viewpoint was necessary
to go from structured programming to OO programming,
and that OO programming was indeed different from
structured programming.  Although encouraging, this was
insufficient to demonstrate that a shift in thinking had
actually occurred.
In order to test the shift in thinking, we interviewed
five expert OO developers from the same organization.
These experts were not self-selected, but were identified
as the mentors or “OO gurus” that everyone would go to
for programming help.  These experts were asked a set of
questions to help develop a model of “expert OO
thinking.”  Among other questions, they were asked how
they would map OO concepts to structured concepts.  All
agreed that the two programming paradigms are nothing
alike and that no mapping can be made.
Five other programmers were also interviewed.  These
were also from the same organization and had from one to
two years of OO programming experience.  They were
asked the same questions as the experts.  All had in their
minds various mappings from the OO world to the
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structured world: methods are the same as subroutines,
objects are the same as structures and so on.  All stated
that learning OO technology required an “evolutionary
rather than a revolutionary change.”
The students from the class were interviewed one
month after the class ended.  Through the extended
interview none of the class had any mappings from the
structured paradigm to the OO paradigm.  All could
provide good examples of how to use OO techniques and
gave good examples to use in the next class.  The students
also described how they were applying OO techniques in
their current assignments, describing how they changed
the way they wrote Fortran code in a more OO mindset.
I think that I would know when I’m drifting astray.
I’d have an idea that, no this isn’t quite right, and I’d go
back to the text or some reference and satisfy my unease
and redirect myself.  I’d have an idea that I was drifting
into “Structured Land.”  Enough to stop myself before I
went the full route.
Conclusions
The successful and widespread adoption of object
technology is dependent on easing the learning process.
This can be accomplished by developing more effective
instructional techniques.  Understanding and short-
circuiting the interference of previous programming
paradigms can increase the effectiveness of OO
instruction, shorten learning curves, and ultimately result
in the production of higher quality software.  This study is
the start of a series of studies focused on a more careful
mapping of novice and expert OO knowledge structures,
and a refinement of the OO “expert thinking” teaching
techniques.
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