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Introduction
Bike sharing is very popular in many places nowadays. In April 2013, there were 535 schemes worldwide, in 49 countries (Larsen, 2013) . It is therefore important to research bike sharing. Currently, bike sharing research topics include bike network design (dell'Olio et al., 2011; Lin and Yang, 2011; Martinez et al., 2012; Romero et al., 2012; Sayarshad et al., 2012; Lin et al., 2013; Lu, 2013) , bike demand analysis (Froehlich et al., 2008; Borgnat et al., 2009; Kaltenbrunner et al., 2010; Borgnat et al., 2011; Vogel et al., 2011; Lathia et al., 2012) , bike network flow analysis (Shaheen et al., 2011; Kitthamkesorn et al., 2013; Shu et al., 2013) , bike service level analysis (Nair et al., 2013; Raviv and Kolka, 2013) , and many others. As we can see, the bike sharing research has only received attention recently.
One fundamental problem of bike-sharing is that the numbers of bikes required at some stations are not enough to satisfy the bike user demand. Hence, in practice, trucks are deployed to transport bikes from surplus stations or depots to deficit stations to meet the demand. This problem is called a bike repositioning problem, which determines the optimal vehicle (truck) routes and the number of bikes loaded and unloaded at each station to meet the objective, such as satisfying bike user demand, subject to various constraints including routing, vehicle, station, and operational constraints. Very often, it is not necessary for the trucks to visit all bike stations. This means that the problem involves selecting and determining the sequence of the visited stations. This problem is more complicated than the classical vehicle routing problem (VRP) (Ho and Gendreau, 2006; Szeto et al., 2011) and the classical traveling salesman problem (TSP) (Gendreau et al., 1992) because the repositioning problem further requires determining the pick-up and drop-off quantities. These extra variables imply that the solution space is larger than that of the classical VRP and TSP. The repositioning problem was also referred to as a bike sharing rebalancing problem (BRP) (Dell'Amico et al., 2014) and belongs to the class of many-to-many pickup and delivery problems (Parragh et al., 2008) . When the BRP only considers only one vehicle, the problem becomes one-commodity pickup-and-delivery TSP (1-PDTSP) introduced by Hernández-Pérez and Salazar-González (2004a) . When the BRP considers multiple vehicles and a maximum duration constraint for each route, the problem belongs to one-commodity pickup-and-delivery VRP introduced by Shi et al. (2009) 
Although bike sharing is very popular and the repositioning problem is a practical one, the literature on the problem is rather sparse (around 15 papers) compared with those of the classical VRP and TSP. In the literature, various bike repositioning problems with different constraints and objective functions have been studied. The problems can be broadly classified into two types, namely static and dynamic repositioning problems. The static repositioning problem considers the night time repositioning operation in which the numbers of bikes required by and presence in each station are fixed and known before repositioning takes place. The dynamic repositioning problem considers the case in which the number of bikes required by and presence in each station are changing over time. This problem is always found in the daytime repositioning operation or the 24-hour bike-sharing operation. To the best of our knowledge, very few (Nair and Miller-Hooks, 2011; Caggiani and Ottomanelli, 2012; Contardo et al., 2012) studied the dynamic problem and most of the existing studies are related to the static bike repositioning problem.
In the repositioning problem, the objectives considered include minimizing the total unmet demand or total user dissatisfaction (Contardo et al., 2012) , minimizing the sum of relocation and lost user costs (Caggiani and Ottomanelli, 2012) , minimizing the total travel cost (Benchimol et al., 2011; Chemla et al., 2013) , minimizing the weighted sum of the deviation from the targeted number of bikes in each station, the numbers of loading and unloading quantities, and the total travel time on all routes (Papazek et al., 2013; Di Gaspero et al., 2013) , minimizing the 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 maximum tour length (Schuijbroek et al., 2013) , and minimizing the sum of travel and handling costs (Erdogan et al., 2013) . The choice of objectives should be determined by the application of bike-sharing operations. Very often, the concern of the operator governs the choice of the objective. If the bike sharing system is operated by the government, the societal benefit measure, such as user satisfaction, the maximum deviation, and the penalty cost, should be included in the objective function. However, if the bike sharing system is operated by a private operator, the travel distance or travel time is the key concern and the cost minimizing objective is considered when determining the truck route. Nevertheless, we can observe that some objectives are more general than the others. For example, minimizing the total penalty cost is more general than minimizing the total user dissatisfaction and minimizing the sum of the deviation from the targeted number of bikes in each station, because we can choose a penalty function that assigns a value of zero to the level equal to or greater than the demand level and a very large number to other levels to replicate the effect of minimizing the total user dissatisfaction, and we can select a penalty function that assigns a value to a level equal to the absolute difference between that level and the target level to replicate the effect of minimizing the sum of deviations.
Various operational constraints are also considered in the repositioning problem. For example, despite the maximum time for each repositioning activity, Benchimol et al. (2011) proposed a routing constraint that requires each node being visited exactly once by the vehicle as in the traveling salesman problem. In terms of demand-related constraints, Benchimol et al. (2011) and Chemla et al. (2013) set the perfect balance requirement as a hard constraint but relaxed the time constraint. Lin and Chou (2012) considered road conditions, traffic regulations, and geographical factors in the constraint. Nair and Miller-Hooks (2011) introduced a probabilistic level-of-service constraint such that the repositioning activity must satisfy a certain proportion of the most nearest future demand but ignored the routing constraint. The operational constraints included in the problem should be related to the application. They also determine the complexity of the problem.
Most of the preceding bike sharing studies do not predefine a station to be 1) a pick-up one, 2) a drop-off one, or 3) a neither pick-up nor drop-off station. In fact, a station can be easily classified into one of these three types. We only need to handle the demand at drop-off stations. It is not necessary for a truck to visit all pick-up stations to satisfy the demand of each drop-off station or minimize the total penalty cost. Hence, the problem can be refined so that a more efficient solution method can be proposed. Based on this approach, Ting and Liao (2013) modeled the bike repositioning problem as the selective pick-up and drop-off problem. The input of the bike repositioning problem includes the sets of pick-up and drop-off stations. The truck must visit all the drop-off stations to satisfy the demand but it is unnecessary for the truck to visit all the pick-up stations. However, they considered the total travel time of the vehicle in the objective function and the number of bikes required by each drop-off station is explicitly given. In reality, not all the demand can be satisfied because the supply of bikes from depots and pick-up stations may be insufficient or the operational period is too short to reposition bikes to some of the drop-off stations. In these two cases, it is unwise to ensure the truck to visit all drop-off stations and satisfy all the demand. Moreover, the penalty cost of not satisfying one unit of demand at a station may also vary from one to another. In an area with high (low) bike station density or many (few) transport mode alternatives, the penalty cost may be low (high) because the users can (cannot) easily walk to other nearby bike stations or take other transport modes. It is more reasonable to consider such penalty cost than just user demand for the bike service provided by the government.
To address this issue, we propose a refined problem to consider such penalty cost. We use the concept of the penalty function proposed by and consider a fixed planning horizon. The objective is to minimize the total penalty cost. The constraints in are modified to consider the sets of pick-up and drop-off stations individually and to reduce the solution space. As pointed out by Ting and Liao (2013) , the original problem is already N P-hard. The refined problem with a more complicated objective function is also N Phard. It is intractable to use exact methods such as those shown in Table 1 to solve large, realistic repositioning problems. Moreover, because the existing heuristics or approximation methods shown in Table 1 are tailored for solving their bike repositioning problems that are different from ours (in terms of objective function or constraints), their methods cannot be directly applied to solve our problem. Hence, we develop a heuristic that makes use of the problem's properties to solve our problem. Contardo et al. (2012) Benders decomposition Erdogan et al. (2013) Approximation method : 9.5-approximation algorithm Benchimol et al. (2011) Heuristics: Hybrid algorithm: Branch-and-cut method with tabu search Chemla et al. (2013) As the proposed problem involves a routing problem, we considered to enhance an existing heuristic for routing problems to solve our proposed problem. Because tabu search is well-known to be very efficient to solve routing problems compared with other non-hybrid methods and tabu search has rarely been used to solve the static repositioning problem as shown in Table 1 , we choose tabu search as the backbone of our solution method. However, the repositioning problem involves pick-up and drop-off quantity variables in addition to routing variables. Hence, we could not directly apply tabu search for routing problems to solve our proposed problem and some new operators must be added to tabu search to handle the extra variables. For this purpose, we develop specific operators to ensure solution feasibility. In order to accelerate the search when evaluating a neighbor solution, several ideas are incorporated into the heuristic in order to avoid re-computing all the pick-up/drop-off quantities. To improve the solution quality, the tabu search procedure is embedded into an iterative framework, where several intensification/diversification mechanisms are applied to the solution obtained from tabu search. To show the efficiency and accuracy of our method, we set up different test scenarios and compare the results obtained from IBM Ilog CPLEX.
The remainder of the paper is organized as follows. Section 2 presents the formulation. Section 3 depicts the solution method. Section 4 describes the test cases and discusses the results. Section 5 gives the conclusion. 
Mathematical formulation
In this section, we develop the formulation based on , but modify their formulation, consider single vehicle only, and explicitly define pick-up and drop-off stations similar to the studies by Caggiani and Ottomanelli (2012) and Ting and Liao (2013) . However, unlike their studies, pick-up and drop-off stations are deduced from their penalty functions. A station is defined as a drop-off station if the initial number of bikes at the station is smaller than the optimal number of bikes at that station (i.e., the level at which the penalty cost is minimum). On the other hand, if the initial number of bikes at a station is larger than the optimal number of bikes at that station, then the station is defined as a pick-up station.
The formulation of The modified formulation assumes that the depot is both a pick-up and drop-off node and has sufficient bikes and capacity. The formulation also assumes that each station can only be visited by the vehicle at most once as in the literature (e.g., because this assumption can make the solution space smaller, leading to the development of an efficient heuristic for solving large-scale bike repositioning problems much easier. Moreover, the formulation allows the vehicle leaving the depot with some bikes loaded on board and returning to the depot non-empty. Furthermore, the formulation allows the vehicle visiting the depot multiple times if necessary. Number of bikes picked up at node i ∈ P ∪ {0} by the vehicle q i Auxiliary variable associated with node i used for the sub-tour elimination constraints
The problem can be stated mathematically as:
The objective function (1) is defined as the sum of the penalty cost incurred at each station, which differs from that of that used the weighted sum of the total penalty and operational costs. The penalty cost at each station is calculated by the associated penalty 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 function. Each penalty function is defined over the integers from zero to the maximum station capacity because these integers are the possible number of bikes at that station. Because static repositioning occurs during the night, the numbers of bikes at each station before and after the repositioning operation are usually different. The penalty cost of a station is defined by the number of bikes at that station after the operation. suggested that the penalty function or cost represents the expected number of shortages for bicycles or lockers during the next working day. They argued that the penalty function has been captured the effect of stochastic bicycle demand and can be estimated using the method proposed by Raviv and Kolka (2013) .
Constraints (2)- (4) define the final inventory level at each node at the end of repositioning. The inventory level of the pick-up station at the end of repositioning equals the initial level minus the pick-up quantity whereas the inventory level of the drop-off station at the end of repositioning equals the initial level plus the delivery quantity. Constraints (5) state that the number of bikes obtained from a pick-up station equals the difference in the number of bikes on the vehicle between after and before visiting the station. Constraints (6) state that the number of bikes delivered to a drop-off station equals the difference in the number of bikes on the vehicle between before and after visiting the station. Constraints (7) and (8) define the pickup and drop-off quantities at the depot, respectively. Constraints (9) are the vehicle capacity constraints, requiring the number of bikes on the vehicle not greater than its capacity. Constraint (10) ensures that the vehicle must leave the depot at least once. Constraints (11) make sure that if the vehicle visits a station, it must leave that station. Constraints (12) ensure that the vehicle can visit a station at most once. Constraints (13) and (14) require that the pick-up and drop-off quantities at each pick-up and drop-off station are not larger than the number of bikes available at the pick-up station and the remaining capacity of the drop-off station, respectively. Constraints (15) make sure that all the picked-up bikes are delivered eventually. Constraints (16) limit the total operating time, including loading, unloading, and travel times, is not greater than the total time available for repositioning. Constraints (17) are the sub-tour elimination constraints (see Miller et al. (1960) ). Finally, constraints (18) define x ij to be a binary variable. Constraints (19) and (20) restrict pick-up and drop-off quantities to be nonnegative integers.
Constraints (21)- (23) ensure that the number of bikes on the vehicle, the inventory level at each station, and the auxiliary variables are non-negative.
As (1) is not linear, it needs to be linearized in order to be solved by CPLEX. show how (1) can be linearized. They also show how their mathematical formulation can be strengthened. Based on their idea, we add the following constraints:
Constraints (24)- (25) further tighten the solution space for loading and unloading quantities at each of the pick-up and drop-off stations, respectively, by including the vehicle's capacity, and conditioning the quantities only for cases in which the vehicle visits the corresponding station. Constraints (26)- (27) tighten the solution space by ensuring that a vehicle enters a station must have a loading and an unloading bike activity, respectively. These constraints are valid when the distance matrix satisfies the triangle inequality because then it is always possible to skip a station without loading and unloading activities.
Solution methodology
In our proposed solution, a solution x consists of two parts: 1) a routing sequence (i 0 , i 1 , i 2 , . . . , i n ) where i 0 = i n = 0 (i.e., the depot), i h ∈ N , h = 1, 2, . . . , n − 1, the subscript h is used to define the order of stations being visited, and 2) the decision variable
that describes how many bikes to be picked up or dropped off at each station i h , respectively. Except for the depot, only one of the decision variables is defined for each i h , as the station has been classified into either a pick-up or drop-off station before constructing an initial solution. The evaluation function is defined as z(x) = ∑ i∈N f i (s i ), where s i is defined by equations (2) 
and (3). Every neighbor solution x is evaluated based on the evaluation function z(x).
The proposed method consists of the following: the initial solution construction procedure, new solution generation method (based on the insertion, removal and exchange moves) incorporated into a tabu search procedure, and intensification and diversification procedures to further improve and diversify the search.
Initial solution construction
The initial solution to the repositioning problem is obtained by a simple construction heuristic depicted below:
Step 0 Sort the pick-up and the drop-off stations individually in a descending order based on
Step 1 Choose the l-th pick-up station from the list of ordered pick-up stations. Let g be the station number of the station placed in the lth place, and τ be the remaining time of the repositioning operation if station g is appended at the end of the route (i.e., before i n ). If
then station g is added to the end of the route. Remove station g from the ordered list. Set l = l + 1.
Step 1 is repeated until no more pick-up stations can be added to the route without violating the constraints. Set l = 1.
Step 2 Repeat Step 1 for drop-off stations, replace y P g with y D g , and the min function with
Step 3 Repeat Steps 1 and 2 until no more stations can be appended at the end of the route without violating the constraints.
Tabu search
Tabu search is a well known metaheuristic proposed by Fred Glover in 1986 (Glover, 1986 . Many difficult combinatorial optimization problems (e.g., vehicle routing problems) have been efficiently solved by tabu search. Tabu search is based on the local search principle: At each 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 iteration, the best solution in the neighborhood is chosen. To avoid getting stuck in a local optimum and to prevent cycling of solutions, solutions possessing some attributes of previouslyvisited-solutions are banned from being chosen for a certain number of iterations (i.e., those attributes are recorded in a tabu list). Sometimes tabu lists may be too powerful as they restrain excellent solutions to be chosen. Aspiration criteria are very useful to overcome this obstacle.
The tabu search heuristic runs γ iterations. At each iteration, a feasible solution that minimizes z(x) is chosen from the three neighborhoods: R(x), I(x) and E(x). The selected solution is either a non-tabu solution or a solution that satisfies the aspiration criterion. If the objective function value evaluated at the selected solution is less than that evaluated at the current best z * 1 , we update the current best solution z * 1 . The reverse move is set tabu for a certain number of iterations. Two tabu lists are maintained: T ABU 1 (i) denotes when station i can be removed from the solution and T ABU 2 (i) states when station i can be inserted into the solution again. The selected solution is set to be the current solution. The algorithmic description of the heuristic is given in Algorithm 1.
Select a solutionx ∈ R(x) ∪ I(x) ∪ E(x) that minimizes z(x)
, and the solution is either a non-tabu solution or a solution that satisfies the aspiration criterion (i.e., z(x) < z * 1 ).
6:
If z(x) < z * 1 , setx * =x and z * 1 = z(x).
8:
Set the move fromx to x tabu for θ 1 and/or θ 2 iterations.
9:
Set x =x.
10:
end if 11: end for 12: returnx * .
The removal move
The neighborhood R(x) is a set of feasible neighbor solutions obtained by applying the removal moves. Each of the removal moves removes station i h ∈ W (x) \ {0}, where W (x) is the set of stations used to define the route sequence in the solution x. Sometimes when a station is removed from the solution, the resultant solution may no longer remain feasible as the values of the variables y P 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 
Station i h is a pick-up station
When i h is a pick-up station, we consider three possible ways in adjusting the pick-up/drop-off quantities in the resultant solution:
Denote r as the minimum residual capacity of the vehicle before visiting station i h . Then, r is obtained by min l=0,1 
, then i h−1 is also eliminated from the route and that is not ideal.
Adjusting y
Same as above, except replace h − 1 with h + 1.
Station i h is a drop-off station
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The insertion move
The neighborhood I(x) consists of all feasible neighbor solutions obtained by applying the insertion moves. Each of the insertion moves involves two steps. The first step is to insert a station i ∈ (P ∪ D) \ W (x) in the routing sequence in the current solution x. The station can be added between every pair of nodes i h−1 and i h in the sequence. The station can also be added after the depot but the next visiting node must also be the depot. The second step is to set the quantity at each station in the resultant solution, including the quantity at the inserted station. The insertion move is feasible if the travel time on the resultant route does not violate constraint (16) and the new quantities computed satisfy constraints (5)- (8), (13)- (15), (19)- (20). To save computation time, instead of recomputing the quantities at each station in the resultant solution, we set some of the quantities equal to the corresponding quantities in the current solution, compute y P i or y D i , and only adjust the quantity
to obtain a feasible neighbor solution. The rules used for modifying the quantities are described in Sections 3.4.1 and 3.4.2.
Station i is a pick-up station
We consider four possible ways in adjusting the quantities in the resultant solution after inserting pick-up station i:
No need to adjust other stations' quantities Let τ be the remaining time left if station i is inserted between i h−1 and i h , and κ be the maximum vehicle load after visiting station
, which depends on the remaining time left, the number of bikes available at the station, and the spare vehicle capacity. If y P i > 0, then the insertion of i between i h−1 and i h is feasible without altering any of the other stations' pick-up/drop-off quantities.
Adjusting y P i 0
This case is possible if the original pick-up quantity y P i 0 > 0 as we aim to reduce the pick-up quantity at the depot and the reduced number is compensated by the pick-up quantity at station i, i.e., y P i = min{s 0 i , u}, where u = min l=0,...,h−1 {y i l i l+1 }. Including u in the formula is because we cannot reduce too many bikes from i 0 ; otherwise, the load on the vehicle traveling between some stations would be negative. If y P i > 0, then station i can be inserted between i h−1 and i h with depot's quantity reduced by y P i (i.e., y P i 0
Adjusting y
There are two mutually exclusive cases: 
Station i is a drop-off station
We consider five possible ways in adjusting the quantities in the resultant solution after inserting drop-off station i: 
The insertion is feasible if y
Adjusting pick-up quantities at the depot due to creating a new trip When a new trip is created by inserting both i and the depot after the depot in the route sequence (i.e., 0 − i − 0), the quantity,
⌋}. This is also the pick-up quantity from the depot. 8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 Note that the term "trip" of a vehicle means the vehicle leaves the depot, visits one or more stations, and then return to the depot. The vehicle may make multiple trips on a single route and hence the vehicle can visit the depot multiple times if necessary.
The exchange move
The neighborhood E(x) consists of all feasible neighbor solutions obtained by applying the exchange moves. Each of the exchange moves works as follows: It exchanges station i h ∈ W (x) ∩ P with station i ∈ P \ W (x) in position h in the routing sequence in the current solution x and set the pick-up quantity at i to be that at i h . This exchange is feasible if s (16) is not violated. Tabu lists can sometimes be too powerful as excellent solutions are not allowed to be chosen. A remedy is to apply an aspiration criterion in order to revoke the tabu status. The aspiration criterion used in the heuristic is the most widely used criterion. If z(x) < z(x * ), where x * is the best solution encountered so far, then the solution x can be chosen even though the solution is obtained by a forbidden move as it is obvious that x has never been encountered before.
Tabu tenures and aspiration criterion

Intensification and diversification procedures
After tabu search, the following intensification and diversification procedures are applied to the best solution from tabu search.
Adjusting the quantities Sometimes a solution can be improved by re-adjusting the assigned quantities among the stations (in a heuristically way). In this procedure, we have four 3 4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64 cases. In the first two cases, we look at a pair of stations i m and i h (of the same type) at a time, and check whether one/several units of the assigned quantity can be shifted from one station to the other. In the third case, we check whether the drop-off quantity of the station just before visiting the depot can be increased by dropping off more bikes at that station and dropping off fewer bikes at the depot. Finally, in the fourth case, we check whether the pick-up quantity of the station just after visiting the depot can be increased (decreased) by picking up more (fewer) bikes at that station and picking up fewer (more) bikes at the depot. 
−y
P i h } f im (s 0 im − y P im + ν) + f i h (s 0 i h − y P i h − ν) subject to y i l i l+1 − ν ≥ 0, l = m + 1, . . . , h − 1. Hence, y P im = y P im − ρ and y P i h = y P i h + ρ. The backward adjustment is computed as ρ = arg min ν=0,1,...,min{y P i h ,s 0 im −y P im ,k−y imi m+1 } f im (s 0 im − y P im − ν) + f i h (s 0 i h − y P i h + ν) subject to y i l i l+1 + ν ≤ k, l = m + 1, . . . , h − 1. Hence, y P im = y P im + ρ and y P i h = y P i h − ρ.
If stations i m and i h are drop-off stations and m < h:
The forward adjustment is computed as ρ = arg min ν=0,1,.
+ρ. For the backward adjustment, we compute
3. If i h is a drop-off station, i h+1 = 0, and
4. If i m is a pick-up station, i m−1 = 0, and y i m−1 im > 0: We calculate the adjustment ρ = arg min ν=0,1,...,min{s 0
Note that by adjusting the pick-up/drop-off quantities, one or several quantities may be reduced to zero. In case they equal zero, the corresponding stations are removed from the routing sequence.
2-opt
This local search procedure removes two edges from the solution and adds two new edges back so it remains a tour (Lin, 1965) . The objective is about reducing the tour-length. The procedure disregards the pick-up or drop-quantities and employs the best-improvement (BI) strategy.
Intra-relocation
This local search procedure is also about reducing the tour-length (and disregarding the pick-up/drop-off quantities) by relocating a station from its position in the route sequence and reinserting it into some other position until no improvements of the tour-length can be achieved . 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 Removing a station This procedure removes station i from the solution x. It chooses the station with the least reduction of the value of objective function (1). The selection
}.
Inserting a station This is the same as described in Section 3.4 where the best solution is selected from the neighborhood, except that tabu list is not used in this procedure.
Algorithm 2 Perturbation(x,z * ) Require: Tabu search solutionx and the best overall solution value z * 1:
for a = 1 to 5 do 9:x = InsertStation(x) 10:x = AdjustQuantities(x) After applying the 2-opt, the intra-relocation, and the removal-of-station procedures, the solution is usually infeasible in terms of the pick-up/drop-off quantities. The solution needs to be feasible before the AdjustQuantities procedure can be applied. Hence, the solution will be repaired by initializing all the pick-up/drop-off quantities at stations with zero and then assigning the pickup/drop-off quantity at each station with a minimal number of bikes so that the solution becomes feasible. Then, one pick-up station and one drop-off station are selected and their pick-up and drop-off quantities are increased by at most two to maximize the reduction of the objective value. The problem of determining this pair of stations (p, d) and the increase in the pick-up/drop-off quantity r is formulated as follows.
subject to the capacity and loading constraints. Afterwards, the pick-up and drop-off quantities are updated (y P p = y P p + r and y D d = y D d + r) and the procedure is repeated until τ does not permit to further increase the pick-up/drop-off quantity of any stations or the objective value could not be reduced.
The perturbation procedure is given in Algorithm 2 and is divided into two parts; the first part is devoted to when an overall best solution has been attained in the preceding tabu search, and the other part is for when an overall best solution has not been obtained. There are some differences between the two parts. First, the above mentioned procedures are applied in a slightly different order. In the first part, the removal of a station is executed at the end of Algorithm 2, while in the second part it is executed in the beginning. This is because in the second part tabu search has not been able to generate a better solution than the current best solution x * . Hence, the algorithm removes ϕ stations in the beginning in order to diversify the search in the hope of moving into some other more promising regions of the solution space. Second, the strategy used in 2-opt of the first part is the BI strategy. In the second part, the BI strategy is also used but with some exceptions. If the BI strategy results in relocating station i 1 ∈ P somewhere else in the route and station i 2 ∈ D, then this change is not implemented. Rather, the next best choice is implemented instead. This is because the objective value is usually deteriorated if the first visited pick-up station is relocated, where most likely its pick-up quantity is picked up at the depot instead (which does not contribute anything to the objective function value).
After the route length is shortened by 2-opt and IntraRelocation, there is usually room for inserting one or more stations into the route. Our preliminary experiments found that inserting a maximum of five stations into the route is a good choice.
If any of the solutions improvesz, then the solution is saved asx * andz is updated. The best solutionx * and the final solutionx are returned from the Perturbation procedure.
The overall algorithm
To further improve the solutions, the tabu search procedure is embedded into an iterative framework (see Algorithm 3), where several intensification/diversification mechanisms (see Section 3.7) are applied to the solution obtained from tabu search. Algorithm 3 is run until no improvement can be achieved or it has run for at least β iterations. Preliminary computational experiments have shown that when K = 1 and w < β (with β ≥ 5) is left out, the algorithm may sometimes terminate after only two or three iterations which results in inferior solutions. When the algorithm runs for at least five iterations, the solutions are significantly better.
The algorithm continues with the final solutionx from the Perturbation procedure rather than from the best solution x ′ . Computational experiments have also shown that restarting the search fromx is more beneficial from a diversification point of view. Otherwise, it may be difficult to leave valleys in the search space (especially the deep ones) as only small changes are made in each iteration of the heuristic. 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64 
Set x * = x ′ , z * = z(x * ) and iterW I = 0.
8:
Set iterW I = iterW I + 1.
10:
end if
11:
Set w = w + 1.
12:
Set x 0 =x. 13: end while 14: return x *
Computational experiments
The heuristic was coded in C++ and all computational experiments were carried out on a Dell notebook with an Intel Core i5-2520M CPU @ 2.5 GHz. Three sets of instances were used to conduct the experiments in this study. The sets include:
Set 1 It contains the Paris instances (up to 100 stations) used in the study by . They showed the results for 30 and 60 stations, and up to two vehicles. However, in this paper, instances of varying numbers of stations (30 to 100 stations) were used. The vehicle capacity is fixed to 20. There is a total of 12 instances in this set.
Set 2 This set contains instances of 100-400 stations, with a step size of 25. The smaller instances are subsets of the larger ones. The locations of the different stations were taken from the benchmark instances for the 1-PDTSP studied by Hernández-Pérez and SalazarGonzález (2004b) . As in , the following setting was used. a) Manhattan distances (see the definition in http://en.wiktionary.org/wiki/Manhattan_distance) were used as they are more realistic than Euclidean distances. b) Two repositioning times (in seconds) were considered: T = 9000 and T = 18000. c) The time for picking up or dropping off one bike is 60 seconds. d) Other input data (i.e., s 0 i , c i , and f i (·)) were taken from their instances. As their data do not cover all 400 stations, the original data were replicated when necessary. The vehicle capacity in each instance varied from 10 to 40, with a step size of 10. This set contains 104 instances.
Set 3 This set contains instances ranging from 200 to 400 stations. The locations of the stations were also taken from the benchmark instances for the 1-PDTSP. The vehicle capacity is 20. Repositioning times and loading/unloading times are the same as above. Other input data were randomly generated. This set contains a total of 30 instances.
The first set of instances was included in the experiments because our problem is closely related to the problem studied by . Because of the same reason, their solution method (i.e. CPLEX) was used for comparison. The instances used by contain 30-100 stations and we believe that the sizes of the instances do not justify the usage of heuristics. Hence, the experiments were also conducted on larger instances, i.e., the second and third sets of instances with 100-400 stations . 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 The results from the heuristic were obtained by setting K = 1, β = 5, and γ = 200 after some preliminary experiments. The parameter ϕ was set to [0.5η] for the instances of short planning horizon (i.e., T = 9000), and [0.3η] for the instances of long planning horizon (i.e., T = 18000), where η is the number of stations visited by the vehicle.
The results obtained from the heuristic were compared to those obtained from CPLEX 12.4 with the default settings and a maximum running time of 2 hours. For each instance, CPLEX returned a lower bound, an upper bound (z U B ), and a solution x * (if feasibility was achieved within those 2 hours). In principle, if CPLEX terminates before the 2-hour limit, it implies that x * is the optimal solution and z(x * ) = z U B . However, this may not always be true regarding the experiments conducted in this study as it has been verified that for some instances, this holds:
The discrepancy between z(x * ) and z U B may be due to some internal rounding errors in CPLEX. Hence, z(x * ) instead of z U B is reported for all instances in which optimality has been proven by CPLEX. Tables 2 and 3 present the results from the experiments conducted on the first set of instances in which optimality has been proven by CPLEX for most of them. Opt denotes the true optimal objective value of the solution x * , i.e., z(x * ) , and Heuristic denotes the result from the heuristic. Gap denotes the deviation (in %) of the results from Opt. CPU is the running time of CPLEX or the heuristic (in seconds). ψ = ∑ i∈N y D i and φ = ∑ i∈N y P i denote the total number of bikes dropped off and picked up at all of the visited stations, respectively. Done is the percentage of job done, and is the percentage reduction in the expected shortages. This is computed using the formula stated in . Finally, ς = ∑ i,j∈N 0 ,i̸ =j t ij x ij is the total travel time in seconds. 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 Tables 2 and 3 also show that when the operation duration is longer, the number of stations visited is larger. Moreover, we observe that the number of stations visited is much less than the number of stations in the network, because the vehicle has a limited capacity and the repositioning time is not long enough to allow all stations to be visited.
Because our problem is different from in the sense that we explicit define pick-up and drop-off stations and do not consider the operational cost in the objective function, their results may differ from ours shown in Tables 2 and 3 . In principle, without rounding errors due to CPLEX and the weight of the total operational cost relative to the total penalty cost equal to zero, the optimal shortage of their problem obtained could be better than that of ours, because our solution set is smaller as a result of predetermining pick-up and drop-off stations. Meanwhile, as in their results, the total number of bikes dropped off at all of the visited stations can be larger than that picked up at these stations. This implies that some bikes that are dropped off at some visited stations are actually picked up from the depot.
Tables 4-11 present the results from the computational experiments conducted on the second set of instances. LB and UB stand for the lower and upper bounds obtained from CPLEX, respectively. CPLEX could not find the optimal solution to any of the 104 instances from the second set. Feasibility was achieved for less than half of the instances within the 2-hour limit. The UBs are usually not too good compared to the results obtained from our heuristic which produces solutions with better quality in more than half of the cases (where feasibility was achieved by CPLEX) using much less computing time. The overall improvement of the results obtained by our heuristic over the UBs from CPLEX (for the 45 instances where feasibility was achieved) is 0.456%.
As can be seen in these tables, the heuristic is very fast and produces solutions with high quality. For the short planning horizon instances, the average gap (from the LBs) is 0.687%, and for the longer horizon instances, the average gap is 1.261%. The overall average deviation is 0.974%. According to the summary table 12, it seems that the heuristic is better in planning vehicle routes and determining the pick-up/drop-off quantities for the instances of short planning horizon. The results can be further improved by running the heuristic longer (e.g., β = 30, Table 13) where 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63 64 65 solution space. 2) This paper develops an efficient and novel heuristic to obtain high quality solutions to solve the proposed problem.
3) The specific operators developed can also be incorporated in other heuristics to solve the same repositioning problem or other repositioning problems with different objective functions.
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