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1. Resumen
Existe consenso en la comunidad acade´mica y de ingenieros de software que
es fundamental entender, modelar y describir el comportamiento del software
complejo desde etapas tempranas del desarrollo. El paradigma de descripcio´n
declarativa, basado en el modelado de las propiedades y objetivos esenciales de
los objetos y agentes, posee caracter´ısticas especialmente prometedoras para este
tipo de desaf´ıos [1]. Sin embargo, las alternativas existentes en este paradigma
son lo´gicas temporales que poseen limitaciones pra´cticas y teo´ricas [18,9].
Asimismo, la veriﬁcacio´n formal de propiedades sigue siendo en la actualidad
uno de los mayores desaf´ıos para la transferencia de tecnolog´ıa de veriﬁcacio´n de
software como model checking. Los usuarios de estas te´cnicas deben enfrentar el
desaf´ıo de expresar propiedades en el lenguaje formal usado en la herramienta
de especiﬁcacio´n. Dos de las aproximaciones ma´s utilizadas son lo´gicas tem-
porales como LTL, y notaciones operacionales basadas en auto´matas. Ambas
aproximaciones requieren usuarios “expertos” o con conocimientos avanzados
en los mismos para poder expresar, describir y validar la propiedad de intere´s
[12,9,21,18,5].
Todo esto indica la necesidad de contar con un lenguaje formal declarativo
para expresar propiedades, que sea lo suﬁcientemente esxpresivo y que permita
realizar tareas de validacio´n de manera simple e intuitiva. En esto contexto, el
objetivo global de esta tesis es elaborar un enfoque de modelado declarativo,
capaz de manejar distintos niveles de abstraccio´n, con sema´ntica precisa y clara,
para modelar el comportamiento de sistemas reactivos. Se proyecta integrar este
enfoque con otras a´reas de veriﬁcacio´n de software como la veriﬁcacio´n, s´ınte-
sis y model checking, la reconstruccio´n dina´mica de arquitecturas, y el testing
de conformidad. El objetivo espec´ıﬁco de esta tesis es desarrollar un lengua-
je de modelado declarativo, basado en notaciones gra´ﬁcas (escenarios), capaz
de modelar y describir el comportamiento de sistemas reactivos. El lenguaje
contara´ con una sema´ntica y sintaxis clara y precisa, con la posibilidad de re-
alizar razonamiento automa´tico, modelado incremental, y validacio´n intuitiva de
propiedades.
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2. Problema
El modelado declarativo resulta un enfoque atractivo y natural para capturar
requerimientos sobre comportamiento [15]. La declaratividad permite subespeci-
ﬁcar comportamiento concentra´ndose u´nicamente en las propiedades relevantes,
las cuales pueden agruparse segu´n diferentes criterios como metas, agentes,
temas, funcionalidades o conceptos. La opcio´n cla´sica para notaciones declara-
tivas en sistemas reactivos es lo´gica temporal. Sin embargo, en muchos casos, la
descripcio´n y validacio´n de propiedades es una tarea compleja, au´n para personas
con conocimiento en el tema [18,9]. En este contexto la notacio´n en escenarios
representa una alternativa. Su representacio´n gra´ﬁca facilita el entendimiento
con usuarios y clientes, el comportamiento y casos de tests son ma´s simples de
conﬁrmar o refutar, y complejos ﬂujos de control e interaccio´n pueden describirse
fa´cilmente. Sin embargo, las notaciones de escenarios no han sido concebidas co-
mo lenguajes de especiﬁcacio´n declarativos [6].
Respecto de la especiﬁcacio´n de propiedades, un importante problema en la
utilizacio´n de lenguajes formales como LTL, o notaciones basadas en auto´matas
es el grado avanzado de conocimiento que se requiere para poder expresar las
propiedades de intere´s, y a su vez, validar que la propiedad esta´ realmente descri-
biendo la propiedad que el usuario tiene en mente. Este problema au´n persiste
cuando se utilizan patrones de especiﬁcacio´n [9]. Si bien los patrones de es-
peciﬁcacio´n ofrecen una manera ma´s amigable de expresar los requerimientos
t´ıpicos, el usuario necesita validar la propiedad, esencialmente responder “¿Es
esta la propiedad correcta?” Ma´s au´n, el usuario necesita poder comparar y
analizar propiedades. Por ejemplo, al estudiar dos posibles propiedades candi-
datas preguntas t´ıpicas podr´ıan ser ¿Cua´l es ma´s fuerte?, ¿Cua´l impone ma´s
restricciones?, ¿Co´mo se relacionan y porque´? Otra informacio´n valiosa para
validar una propiedad es poder razonar sobre el comportamiento complementar-
ios. Es decir, entender las distintas situaciones que llevan a la violacio´n de una
propiedad.
La evidencia indica que para realizar todas estas tareas de validacio´n no al-
canza con analizar la descripcio´n en lenguaje natural del patro´n elegido, sino
que debe analizarse su traduccio´n a un lenguaje formal [12,21,4]. Esto sugiere
que el lenguaje de especiﬁcacio´n debe ser fa´cil de usar, y lo suﬁcientemente ex-
presivo para permitir a usuarios expertos y no expertos usarlo apropiadamente
[17,12]. Lenguajes formales como LTL o notaciones basadas en auto´matas no
logran satisfacer por completo la validacio´n de propiedades [4,12] . La manipu-
lacio´n de complejas formulas LTL o auto´matas no es una tarea trivial. Au´n para
casos sencillos se requieren la asistencia de herramientas expuestas a operaciones
costosas y soﬁsticadas.
Este contexto ilustra la importancia y necesidad de contar con un lenguaje
declarativo formal para expresar propiedades. Dicho lenguaje formal debe mane-
jar correctamente tareas de validacio´n. Es decir, las especiﬁcaciones resultantes
deben ser concisas, fa´ciles de comparar y modiﬁcar. Asimismo, debe ser sencillo
poder razonar sobre el complemento de cada propiedad.
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3. Trabajo relacionado
TimeEdit [20] y GIL (Graphical Interval Logic) [8] son dos lenguajes gra´ﬁcos
de especiﬁcacio´n basados en diagramas con lineas de tiempo que no poseen un
orden parcial de eventos. TimeEdit esta´ particularmente enfocado en capturar
cadenas complejas de eventos [5], y cuenta con una nocio´n restringida de esce-
narios basada en reglas (eventos que deben ocurrir si todos los eventos previos
ocurrieron). Estas restricciones hacen que especiﬁcar propiedades sobre eventos
pasados, o eventos que sucedieron dentro de un cierto alcance sean ma´s diﬁciles
de especiﬁcar y entender. GIL provee tambie´n la posibilidad de deﬁnir intervalos
en la ocurrencia de eventos. Sin embargo, aquellas propiedades que involucren
varios eventos compuestos requieren un anidamiento importante de operadores,
debilitando el proceos de validacio´n de las propiedades. Propel [21] es una her-
ramienta utilizada para la especiﬁcacio´n de propiedades. La misma esta´ equipada
con dos notaciones: una notacio´n basada en lenguaje natural con restricciones, y
una notacio´n operacional basada en auto´matas ﬁnitos. Propel cuenta con varias
limitaciones a la hora de poder especiﬁcar patrones de especiﬁcacio´n [9]. Pa-
trones complejos que involucren una secuencias de eventos no son posibles de
especiﬁcar en dicho enfoque. Tampoco es posible especiﬁcar en Propel la repeti-
cio´n de comportamiento en patrones. Finalmente, Propel impone restricciones
al tipo de evento que delimita el alcance de una propiedad. Otros formalimos vi-
suales basados en notaciones operacionales como Message Sequence Charts (ver
[19,22,11]) tambie´n han sido propuestos como especiﬁcaciones basadas en esce-
narios. El lenguaje desarrollado en esta tesis comparte con estas aproximaciones
la idea de utilizar o´rden parcial de eventos para describir escenarios. Sin embargo,
la investigacio´n de esta tesis diﬁere en varios aspectos. En primer te´rmino, esta
investigacio´n esta´ enfocada en expresar propiedades para ser veriﬁcadas contra
un modelo o sistema bajo ana´lisis, y no en crear un lenguaje de modelado eje-
cutable para diferentes e´tapas del proceso de desarrollo. Otra limitacio´n de estos
enfoques es que no son notaciones sumamente ﬂexibles, ya que es diﬁcil razonar
sobre comportamiento pasado, o comportamiento que ocurre entre medio de dos
eventos. Finalmente, es importante destacar que ninguna de las aproximaciones
mencionadas cuenta con notaciones suﬁcientes poderosas para poder efectuar
razonamientos deductivo para la comparacio´n de propiedades ni para razonar
sobre comportamiento complementarios.
4. Marco de trabajo
Como primera instancia se deﬁnieron atributos de calidad deseables en un
lenguaje formal para una correcta especiﬁcacio´n y validacio´n de propiedades. Di-
chos atributos son: Sucinto, Facilidad de Veriﬁcacio´n, y Modiﬁcabilidad. Sucinto
se reﬁere a que´ tan conciso puede ser expresar una propiedad. Este atributo es es-
encial para poder hacer ma´s sencilla la validacio´n de propiedaes. La facilidad de
veriﬁcacio´n se subdivide a su vez en dos subatributos: facilidad de comparacio´n,
y de complemento. El primero establece que las propiedades deben ser fa´ciles
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de comparar, de distinguir, y de entender la relacio´n entre ellas. La segunda
se reﬁere a que debe ser sencillo entender las distintas situaciones que llevan
a la violacio´n de la propiedad. Esta informacio´n es de gran utilidad a la hora
de validar una propiedad. Finalmente, modiﬁcabilidad se reﬁere a la habilidad
para poder manipular una propiedad para poder adaptarla a nuevas contextos
de aplicacio´n.
Luego, en [4] se presentan los lineamientos generales del lenguaje declara-
tivo disen˜ado para cubrir todos los objetivos mencionados, denominado FVS
(FeatherWeight Visual Scenarios). FVS, a pesar de su simpleza, es lo suﬁcien-
temente poderoso como para describir todos los patrones de especiﬁcacio´n. Por
un lado, su naturaleza gra´ﬁca y visual ayuda al usuario en concentrarse u´nica-
mente en las propiedades y no tratar con las complicaciones de su formalizacio´n.
Los escenarios son construidos usando una cantidad minimal de operadores sim-
ples, obteniendo as´ı especiﬁcaciones concisas y compactas. Relaciones lo´gicas y
sema´nticas pueden fa´cilmente deducirse directamente de los escenarios, aumen-
tando la posibilidad de razonar sobre las propiedades. El lenguaje cuenta con
la posibilidad de construir automa´ticamente anti-escenarios, los cuales ayudan
al usuario en la especiﬁcacio´n de propiedades examinando el comportamiento
que lleva a una violacio´n de una propiedad. Por u´ltimo, la especiﬁcacio´n de
propiedades es ﬂexible, y puede adaptarse fa´cilmente a diferentes contextos de
aplicacio´n.
Para validar la aplicabilidad y usabilidad de FVS respecto de los atributos
deﬁnidos, se tomo´ como caso de estudio los patrones de especiﬁcacio´n prop-
uestos en [10]. Los patrones de especiﬁcacio´n se describen detallando por un
lado el comportamiento capturado por el patro´n, como tambie´n el alcance o la
porcio´n de la ejecucio´n del sistema donde la propiedad debe valer. Este caso
de estudio es altamente representativo. Un estudio presentado en [9] analiza al
menos 555 especiﬁcaciones de al menos 35 fuentes diferentes, demostrando que
el 92 % de las propiedades pod´ıa ser descripta a trave´s de los patrones. En [4]
se comparo´ las especiﬁcaciones de todos los patrones de especiﬁcacio´n de FVS
contra las formulas lo´gicas LTL propuestas en [9] y contra notaciones basadas
en auto´matas. Como conclusio´n de dicha comparacio´n se puede establecer que
las espeﬁcaciones en FVS son ma´s concisas, mas simples de comparar, analizar
y modiﬁcar. Esencialmente, FVS logra manejar apropiadamente todas las tareas
que involucra la validacio´n de propiedades.
Para incorporar nociones avanzadas de modularizacio´n en [2,3] se explora la
posibilidad de deﬁnir a FVS como un lenguaje de modelado orientado a aspectos,
buscando introducir modelos de joinpoints ma´s ﬂexibles. En los u´ltimos an˜os, la
orientacio´n a aspectos ha surgido como un enfoque interesante para tratar con
la complejidad en la descripcio´n de entidades de software. Sin embargo, algunos
autores han sen˜alado diﬁcultades para aplicar la ﬁlosof´ıa orientada a aspectos en
notaciones operacionales [14,13]. Muchas aproximaciones orientadas a aspectos
terminan recayendo en mecanismos de composicio´n (weaving) sinta´cticos, sin una
sema´ntica clara [14]. FVS ataca estos problemas brindando una mayor ﬂexiblidad
para desacoplar la interaccio´n entre los aspectos y el sistema bajo ana´lisis.
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Finalmente, parte de la metodolog´ıa a cubrir incluye caracterizar el tipo de
propiedades expresables en FVS. En particular, investigar la siguiente inquietud:
¿FVS ⊆ LTL?. Para tal punto, es preciso investigar la caracterizacio´n prop-
uesta por [16], donde agrupa a las propiedades LTL en seis categor´ıas: Safety,
Guarantee, Obligation, Response, Persistence, y Reactivity. En este sentido, se
buscara´ aumentar la expresividad de FVS introduciendo eventos auxiliares, los
cuales permitira´n introducir niveles de abstraccio´n, con la posibilidad de deﬁnir
lenguajes 휔-regulares, una caracter´ıstica sobresaliente al comparar FVS contra
lo´gicas temporales. Una caracterizacio´n inicial de esta extensio´n puede verse en
[1].
5. Desaf´ıos
Uno de los principales desaf´ıos de la presente tesis surge de buscar cumplir
con dos objetivos en principio en conﬂicto, como son la usabilidad y la rigurosi-
dad formal. Es decir, disen˜ar un lenguaje formal para especiﬁcar propiedades,
pero donde a su vez, sea sencillo e intuitivo realizar tareas de validacio´n. En
este sentido, uno de los desaf´ıos salientes es determinar el nivel de expresividad
necesario en dicho lenguaje. Esto implica la comparacio´n de expresividad con-
tra otros mecanismos formales como lo´gicas temporales o notaciones basadas en
auto´matas, requiriendo demostraciones formales de inclusio´n de lenguajes. A su
vez, la posibilidad de contar con algor´ıtmos de s´ıntesis a partir de especiﬁca-
ciones constituye tambie´n un punto saliente. El desarrollo de un algoritmo de
traduccio´n de especiﬁcaciones FVS a auto´matas de Buchi constituye un punto
importante en la presente investigacio´n. Existen diferentes diﬁcultades te´cnicas
al respecto, ya que la manipulacio´n de auto´matas de Buchi no es trivial, in-
volucrando operaciones expuestas a explosio´n de estados, y con algoritmos con
o´rdenes prohibitivos de complejidad, como por ejemplo, la complementacio´n.
6. Pro´ximos Pasos
Como se establecio´ anteriormente, el pro´ximo paso inmediato es incorporar
a la notacio´n de FVS la posibilidad de deﬁnir eventos auxiliares. Los mismos
permitira´n introducir distintos niveles de abstraccio´n en las especiﬁcaciones, lo-
grando as´ı la posibilidad de denotar cualquier lenguaje 휔-regular. Dicho poder
expresivo es una caracter´ıstica sobresaliente respecto de la mayor´ıa de lenguajes
formales utilizados para la especiﬁcacio´n de propiedades. Este ser´ıa el salto de
expresividad necesario para pasar de describir propiedades a especiﬁcar compor-
tamiento. Otro paso futuro importante para la consolidacio´n de la tesis consiste
en un algoritmo de traduccio´n de los escenarios FVS a auto´matas de Buchi.
Dicha traduccio´n permitir´ıa un interesante algoritomo de s´ıntesis, introduciendo
as´ı la posibilidad de realizar mecanismos avanzados de ana´lisis automa´tico. Fi-
nalmente, se desea explorar la interaccio´n con sistemas abiertos, especialmente
para sintetizar Interface Auto´mata [7], teniendo en cuenta la controlabilidad de
los eventos.
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