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  Abstract	  
Schollenberger,	  Frederick	  Scott	  (Mechanical	  Engineering)	  
Passive	  Solar	  Collector	  Freeze	  Characteristics	  
Thesis	  directed	  by	  Professor	  Frank	  Kreith	  
	  
The	  major	  challenge	  for	  solar	  water	  heaters	  is	  to	  provide	  heat	  at	  a	  cost	  comparable	  to	  or	  lower	  than	  
conventional	  fuels.	  	  Since	  the	  price	  of	  integral-­‐collector-­‐storage	  solar	  water	  heaters	  (ICS)	  is	  about	  one	  
half	  to	  two	  thirds	  of	  that	  for	  active	  systems	  with	  freeze	  protection,	  they	  can	  provide	  lower-­‐cost	  energy.	  	  
However,	  ICS	  are	  subject	  to	  freeze	  damage,	  as	  the	  collector	  generally	  has	  metal	  tubes	  carrying	  
pressurized	  water	  that	  can	  freeze	  and	  burst.	  	  In	  order	  to	  delineate	  the	  geographical	  areas	  where	  ICS	  can	  
be	  deployed	  safely	  it	  is	  necessary	  to	  experimentally	  determine	  the	  conditions	  under	  which	  freeze	  
damage	  occurs,	  to	  develop	  a	  model	  relating	  the	  freeze	  behavior	  to	  climatic	  conditions,	  and	  to	  validate	  
that	  model	  with	  the	  experimental	  data.	  	  Three	  types	  of	  ICS	  have	  been	  subjected	  to	  increasingly	  severe	  
freeze	  conditions,	  until	  freeze	  damage	  occurs.	  	  Tested	  units	  include	  double	  and	  single-­‐glazed	  
conventional	  units,	  and	  an	  innovative	  ICS	  with	  immersed	  metallic	  heat	  exchanger	  carrying	  pressurized	  
water	  in	  a	  plastic	  box	  of	  stagnant,	  unpressurized	  water.	  	  Existing	  models	  for	  ICS	  thermal	  performance	  
were	  modified	  to	  incorporate	  the	  freezing	  process,	  and	  have	  been	  validated	  with	  the	  experimental	  data.	  
The	  validated	  models	  will	  be	  used	  to	  predict	  regions	  of	  the	  country	  safe	  for	  installing	  the	  ICS.	  
Simulations	  will	  be	  done	  over	  at	  least	  30	  years	  of	  weather.	  	  	  Finally	  maps	  are	  created	  to	  illustrate	  the	  
regions	  of	  safe	  installation.	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1	  1.	  Introduction	  
Heating	  water	  contributes	  up	  to	  25%	  of	  the	  average	  Americans	  energy	  bill	  (1).	  	  The	  use	  of	  a	  solar	  water	  
heater	  can	  replace	  a	  large	  portion	  of	  this	  energy.	  	  Solar	  water	  heaters	  are	  broken	  up	  into	  two	  basic	  
categories,	  active	  and	  passive.	  	  Passive	  panels	  require	  no	  electricity	  or	  moving	  parts	  and	  are	  simpler	  and	  
less	  expensive	  than	  active	  systems.	  	  In	  order	  to	  circulate	  water	  through	  the	  panel,	  passive	  systems	  rely	  
on	  the	  households	  mainline	  water	  pressure.	  	  Alternatively,	  active	  systems	  utilize	  pumps	  for	  circulation	  
as	  well	  as	  heat	  exchangers	  if	  water	  is	  not	  used	  as	  the	  heat	  transfer	  fluid	  in	  the	  panel.	  	  	  The	  diagram	  in	  
Figure	  1	  below	  is	  a	  type	  of	  passive	  collector	  known	  as	  an	  Integral	  Collector	  Storage	  (ICS)	  unit	  or	  batch	  
collector	  (2).	  	  These	  passive	  units	  are	  the	  test	  subject	  of	  this	  project.	  
	  
Figure	  1:	  Integral	  Collector	  Storage	  Schematic	  
An	  ICS	  panel	  is	  unique	  because	  it	  acts	  as	  both	  a	  collector	  and	  storage.	  	  That	  is	  the	  batch	  collector	  in	  
Figure	  1	  both	  absorbs	  solar	  radiation	  and	  stores	  thermal	  energy.	  	  Although	  the	  panels	  are	  relatively	  
simple	  and	  cheap	  compared	  to	  their	  active	  counterparts,	  ICS	  panels	  are	  susceptible	  to	  breaking	  during	  
subfreezing	  weather	  conditions.	  	  The	  purpose	  of	  this	  project	  is	  to	  study	  and	  model	  the	  freeze	  failure	  
modes	  of	  commercially	  available	  ICS	  panels.	  	  	  
Inlet/Outlet	  
Pipes	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Three	  different	  panels	  are	  studied	  for	  this	  project.	  	  The	  panels	  tested	  are	  the	  40	  gallon	  Copperheart	  
designed	  by	  SunEarth,	  40	  gallon	  ProgressivTube	  designed	  by	  TCT	  Solar	  and	  the	  Suncache	  designed	  by	  
Haripis	  Energy.	  	  	  The	  ProgressivTube	  and	  Copperheart	  are	  very	  similar	  to	  the	  conventional	  design	  seen	  in	  
Figure	  1	  while	  the	  Suncache	  takes	  a	  different	  approach.	  	  	  The	  ProgressivTube	  and	  Copperheart	  are	  still	  in	  
production;	  however,	  the	  Suncache	  is	  not.	  	  Diagrams	  of	  the	  panels	  are	  shown	  in	  Figures	  2	  through	  4	  in	  
the	  Testing	  section	  below.	  
Instead	  of	  the	  batch	  collector	  shown	  in	  Figure	  1,	  the	  collector	  on	  both	  the	  Copperheart	  and	  
ProgressivTube	  consist	  of	  8,	  4	  inch	  diameter	  copper	  tubes.	  	  This	  is	  referred	  to	  as	  a	  tubular	  ICS.	  	  Each	  of	  
the	  tubes	  is	  connected	  to	  each	  other	  by	  ¾	  inch	  diameter	  pipes.	  There	  is	  also	  an	  inlet/outlet	  pipe	  
attached	  to	  the	  outer	  two	  tubes.	  	  The	  inlet	  and	  outlet	  pipes	  connect	  to	  the	  main	  water	  line	  and	  the	  hot	  
water	  heater	  respectively.	  	  	  
Under	  freezing	  conditions	  the	  small	  inlet	  and	  outlet	  pipes	  shown	  in	  Figure	  1	  freeze	  solid	  creating	  a	  
blockage.	  	  Once	  the	  water	  temperature	  inside	  the	  collector	  reaches	  freezing	  the	  water	  begins	  to	  lose	  its	  
latent	  heat	  and	  expand.	  	  If	  the	  inlet/outlet	  pipes	  have	  not	  frozen	  solid	  and	  a	  blockage	  does	  not	  exist	  the	  
expanding	  water	  in	  the	  collector	  tubes	  can	  escape	  out	  of	  the	  panel.	  	  	  	  However	  if	  there	  is	  a	  blockage	  the	  
expanding	  water	  cannot	  escape	  and	  will	  cause	  the	  collector	  tubes	  to	  strain	  and	  eventually	  break.	  
Although	  still	  considered	  an	  ICS	  panel	  the	  Suncache	  works	  differently	  than	  the	  conventional	  ICS	  panel	  
shown	  in	  Figure	  1.	  	  The	  panel	  consists	  of	  a	  water	  bath	  enclosed	  by	  a	  plastic	  shell	  with	  a	  copper	  heat	  
exchanger	  inside	  the	  bath.	  	  There	  are	  also	  ¾	  inch	  diameter	  inlet	  and	  outlet	  pipes	  at	  the	  two	  ends	  of	  the	  
heat	  exchanger.	  	  In	  the	  case	  of	  the	  Suncache	  it	  is	  not	  the	  collector	  which	  is	  connected	  to	  the	  household	  
plumbing,	  rather	  the	  heat	  exchanger.	  
Under	  freezing	  conditions	  the	  water	  in	  the	  Suncache’s	  inlet/outlet	  pipes	  freeze	  solid	  creating	  a	  blockage.	  	  
Once	  the	  temperature	  of	  the	  water	  bath	  reaches	  freezing	  ice	  begins	  to	  form	  at	  the	  top	  and	  bottom	  of	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the	  bath	  and	  continues	  to	  form	  towards	  the	  heat	  exchanger	  in	  the	  middle	  of	  the	  bath.	  	  As	  the	  water	  in	  
the	  bath	  freezes	  and	  expands	  the	  flexible	  plastic	  shell	  of	  the	  panel	  expands.	  	  Once	  the	  ice	  layer	  in	  the	  
bath	  reaches	  the	  heat	  exchanger	  the	  water	  inside	  the	  heat	  exchanger	  freezes	  and	  expands.	  If	  a	  blockage	  
exists	  in	  the	  inlet/outlet	  pipes	  the	  expanding	  water	  is	  unable	  to	  escape	  and	  will	  strain	  and	  eventually	  
break	  the	  copper	  pipe	  in	  the	  heat	  exchanger.	  
Each	  of	  the	  panels	  was	  tested	  in	  a	  walk	  in	  freezer	  which	  served	  two	  purposes.	  	  First,	  the	  tests	  confirmed	  
the	  failure	  modes	  of	  the	  panels	  described	  above.	  	  Second,	  the	  test	  results	  were	  used	  as	  validation	  
against	  computer	  models	  of	  the	  panels.	  
When	  this	  project	  began,	  computer	  models	  written	  in	  Fortran	  existed	  for	  a	  tubular	  ICS	  panel	  
(Copperheart	  and	  ProgressivTube)	  as	  well	  as	  a	  model	  for	  the	  Suncache	  panel.	  	  The	  models	  are	  run	  in	  a	  
program	  called	  the	  Transient	  Energy	  System	  Simulation	  Tool	  or	  TRNSYS.	  	  However,	  before	  this	  project,	  
the	  models	  did	  not	  incorporate	  the	  ability	  to	  handle	  freezing	  conditions.	  	  The	  tubular	  ICS	  model	  was	  
modified	  to	  incorporate	  freezing	  conditions	  and	  then	  validated	  against	  the	  test	  results.	  	  The	  Suncache	  
model	  was	  not	  updated	  because	  the	  panel	  is	  no	  longer	  in	  production.	  
The	  underlying	  goal	  of	  this	  project	  was	  to	  determine	  whether	  or	  not	  the	  extent	  of	  the	  current	  US	  ICS	  
market	  can	  be	  expanded	  into	  colder	  climates	  without	  an	  increased	  risk	  of	  panels	  failing	  do	  to	  freezing.	  	  	  
In	  order	  to	  delineate	  regions	  in	  the	  US	  in	  which	  the	  panels	  can	  be	  safely	  installed,	  30	  years	  of	  hourly	  
weather	  data	  from	  239	  sites	  was	  run	  through	  the	  model.	  	  Maps	  were	  then	  created	  to	  illustrate	  regions	  
and	  safe	  and	  unsafe	  operation	  which	  are	  shown	  below	  in	  section	  6,	  Results.	  
	  
	  
	   	  
	  	  
	   	  
4	  2.	  Previous	  Work	  
2.1	  Testing	  
The	  testing	  aspect	  of	  this	  project	  is	  a	  continuation	  of	  the	  work	  completed	  by	  two	  senior	  design	  teams,	  
the	  latter	  of	  which	  I	  was	  a	  part	  of.	  	  The	  senior	  design	  teams	  worked	  on	  the	  project	  during	  the	  2007-­‐2009	  
school	  years.	  Very	  little	  testing	  was	  completed	  during	  these	  years;	  however,	  the	  test	  facilities	  were	  set	  
up	  within	  the	  Center	  for	  Innovation	  and	  Creativity	  (CINC)	  building.	  	  A	  Brown	  walk	  in	  freezer	  was	  installed	  
in	  which	  the	  panels	  would	  be	  tested.	  	  Code	  was	  also	  written	  for	  the	  Campbell	  Scientific	  data	  acquisition	  
system	  to	  control	  the	  freezer	  and	  collect	  data	  from	  the	  strain	  gages	  and	  thermocouples.	  	  Finally	  code	  
was	  written	  in	  Matlab	  to	  organize	  test	  data	  retrieved	  by	  the	  data	  logger.	  	  More	  detail	  on	  all	  of	  these	  
aspects	  is	  explained	  in	  section	  3	  below.	  
Initial	  testing	  was	  also	  completed	  on	  a	  Suncache	  and	  Copperheart	  panel.	  	  Although	  not	  un-­‐successful	  the	  
tests	  yielded	  little	  useful	  data.	  	  The	  Suncache	  was	  mistaken	  for	  being	  broken	  due	  to	  pressure	  drops	  in	  
the	  lines	  and	  taken	  apart	  only	  to	  find	  the	  heat	  exchanger	  still	  intact.	  	  The	  Copperheart	  was	  tested	  until	  it	  
broke;	  however,	  no	  insulation	  was	  used	  on	  the	  inlet/outlet	  pipes.	  	  This	  was	  done	  on	  purpose	  to	  discover	  
the	  affect	  insulation	  has	  on	  the	  panel’s	  performance	  in	  freezing	  conditions.	  	  The	  panel	  is	  not	  normally	  
installed	  under	  these	  conditions,	  and	  it	  was	  decided	  to	  not	  validate	  against	  that	  point.	  	  A	  lot	  was	  learned	  
from	  the	  tests	  on	  how	  to	  better	  and	  more	  efficiently	  conduct	  future	  experiments.	  	  Although	  minimal	  
testing	  was	  done	  from	  the	  senior	  design	  teams	  they	  left	  a	  fully	  functional	  test	  set	  up	  that	  facilitated	  in	  a	  
quick	  and	  easy	  startup	  of	  this	  project.	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2.2	  Modeling	  work	  
The	  first	  study	  was	  a	  pipe	  freeze	  study	  done	  by	  the	  University	  of	  Illinois	  titled	  “An	  Investigation	  into	  
Freezing	  and	  Bursting	  Water	  Pipes	  in	  Residential	  Construction”.	  (3)	  	  This	  study	  tested	  the	  freeze	  
characteristics	  of	  water	  pipes.	  	  The	  study	  encompassed	  both	  laboratory	  and	  field	  testing	  of	  a	  variety	  of	  
different	  pipe	  configurations	  in	  which	  the	  pipes	  composition,	  size	  and	  the	  insulation	  applied	  to	  the	  pipe	  
was	  varied.	  	  The	  goal	  of	  the	  study	  was	  to	  obtain	  a	  better	  understanding	  of	  how	  residential	  water	  pipes	  
freeze	  and	  to	  determine	  freeze	  prevention	  techniques	  for	  the	  pipes.	  	  The	  inlet/outlet	  pipes	  connected	  to	  
the	  ICS	  panel	  are	  generically	  identical	  to	  those	  in	  the	  Illinois	  study	  (3).	  	  	  
A	  useful	  study	  was	  the	  creation	  of	  a	  model	  in	  TRNSYS	  for	  residential	  water	  pipes.	  	  The	  study	  from	  the	  
University	  of	  Illinois	  was	  crucial	  in	  that	  it	  provided	  a	  source	  of	  validation	  to	  this	  model.	  	  The	  pipe	  freeze	  
model	  was	  initially	  written	  by	  David	  Bradley	  at	  the	  University	  of	  Wisconsin	  (4).	  	  It	  was	  later	  modified	  and	  
validated	  using	  the	  results	  of	  the	  Illinois	  study	  by	  James	  Salasovich	  in	  a	  study	  titled	  “Pipe	  Freezing	  for	  
Passive	  Solar	  Water	  Heating	  Systems:	  	  A	  Probabilistic	  Approach”	  (5).	  “The	  two	  major	  changes	  
incorporated	  into	  the	  NREL	  module	  include	  using	  30	  years	  of	  hourly	  weather	  data	  instead	  of	  using	  
synthetically	  generated	  extreme	  weather	  data	  and	  allowing	  for	  hot	  water	  draws	  to	  be	  made.”	  (5).	  	  	  
As	  mentioned	  in	  the	  introduction	  a	  TRNSYS	  model	  was	  written	  for	  a	  tubular	  ICS	  prior	  to	  this	  project.	  	  The	  
model	  was	  written	  by	  Jeff	  Thornton.	  	  Prior	  to	  this	  project	  the	  ICS	  model	  worked	  with	  above	  freezing	  
temperatures.	  	  It	  accounted	  for	  solar	  radiation	  through	  the	  top	  of	  the	  panel	  and	  heat	  losses/gains	  
through	  the	  sides	  and	  back	  of	  the	  panel	  (6).	  	  A	  brief	  description	  on	  how	  the	  model	  works	  is	  laid	  out	  in	  
Section	  4	  of	  this	  report.	  	  A	  modified	  version	  of	  the	  tubular	  ICS	  model	  in	  conjunction	  with	  the	  pipe	  freeze	  
model	  and	  several	  others,	  see	  section	  4.2,	  are	  run	  in	  TRNSYS	  with	  both	  synthetic	  and	  actual	  weather	  
data.	  	  	  
	   	  
	  	  
	   	  
6	  3.	  Testing	  
The	  panels	  are	  tested	  in	  a	  temperature	  controlled	  walk	  in	  freezer	  to	  determine	  how	  the	  panels	  behave	  
under	  freezing	  conditions	  and	  to	  validate	  the	  model.	  	  The	  testing	  is	  performed	  on	  east	  campus	  in	  the	  
loading	  bay	  of	  the	  CINC	  building.	  The	  panels	  are	  tested	  until	  broken	  and	  strain	  and	  temperature	  data	  is	  
collected	  via	  strain	  gages	  and	  thermocouples.	  	  A	  diagram	  of	  each	  of	  the	  panels	  tested	  is	  shown	  below	  in	  
Figure	  2	  through	  Figure	  4.	  
	  
Figure	  2:	  Copperheart	  
	  
Figure	  3:	  ProgressivTube	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Figure	  4:	  Suncache	  
	  
Despite	  their	  similarities	  there	  are	  four	  major	  differences	  between	  the	  Copperheart	  and	  the	  
ProgressivTube.	  	  First	  the	  ProgressivTube	  has	  thicker	  insulation	  on	  the	  edge	  and	  back	  of	  the	  panel.	  	  In	  
addition	  the	  ProgressivTube	  also	  has	  a	  double	  glazing	  cover	  as	  opposed	  to	  the	  Copperheart’s	  single	  
glazing	  cover.	  	  The	  top	  glazing	  on	  each	  of	  the	  panels	  is	  made	  out	  of	  low	  iron	  tempered	  glass.	  	  However,	  
the	  second	  glazing	  on	  the	  ProgressivTube	  is	  made	  from	  a	  Teflon	  film.	  	  The	  addition	  glazing	  and	  thicker	  
insulation	  on	  the	  ProgressivTube	  help	  reduce	  heat	  loss	  from	  the	  panel.	  	  By	  reducing	  heat	  loss	  from	  the	  
panel,	  the	  panel’s	  thermal	  efficiency	  as	  well	  as	  its	  resistance	  to	  freezing	  are	  increased.	  	  The	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ProgressivTube	  panel	  is	  also	  wider	  than	  the	  Copperheart	  because	  each	  of	  the	  collector	  tubes	  are	  spaced	  
apart	  by	  one	  inch.	  	  The	  added	  spacing	  increases	  solar	  gains	  in	  the	  ProgressivTube;	  however,	  it	  also	  
increases	  the	  surface	  area	  thus	  increasing	  heat	  loss.	  	  The	  final	  difference	  is	  on	  how	  the	  collector	  tubes	  in	  
the	  panels	  are	  manufactured.	  	  In	  the	  Copperheart	  the	  collector	  tubes	  are	  seamless.	  	  The	  ends	  of	  the	  
tubes	  on	  the	  Copperheart	  are	  “machine	  spun”	  or	  rounded	  down	  to	  a	  smaller	  diameter	  in	  order	  to	  
accommodate	  the	  connecting	  pipes,	  see	  Figure	  2.	  This	  process	  thins	  the	  copper	  at	  the	  ends	  of	  the	  tube	  
thus	  adversely	  affecting	  how	  the	  tubes	  plastically	  deform	  under	  the	  high	  pressures	  from	  freezing	  
conditions.	  	  Conversely	  the	  collector	  tubes	  on	  the	  ProgressivTube	  panel	  are	  made	  from	  a	  sheet	  of	  
copper	  that	  has	  been	  formed	  into	  the	  shape	  of	  a	  tube	  and	  then	  welded	  together.	  	  End	  caps	  are	  then	  
placed	  on	  the	  ends	  of	  the	  tubes	  to	  which	  the	  connecting	  pipes	  are	  attached,	  see	  Error!	  Reference	  
source	  not	  found..	  	  More	  information	  on	  how	  the	  collector	  tube	  design	  affects	  its	  performance	  under	  
freezing	  conditions	  is	  found	  in	  section	  5.	  	  	  
3.1	  Test	  Procedure	  
There	  were	  several	  test	  procedures	  that	  were	  used,	  evolving	  as	  experience	  was	  gained.	  	  The	  panels	  were	  
initially	  tested	  over	  an	  18	  hour	  freeze	  cycle	  followed	  by	  a	  thaw	  cycle	  to	  bring	  the	  mean	  panel	  
temperature	  up	  to	  a	  minimum	  of	  10o	  Celsius.	  	  The	  freezer	  temperature	  is	  initially	  set	  at	  a	  conservative	  
freezing	  temperature	  of	  -­‐3o	  C	  and	  is	  then	  decreased	  by	  one	  degree	  Celsius	  each	  subsequent	  cycle.	  	  The	  
freezer	  is	  mechanically	  limited	  to	  a	  minimum	  temperature	  of	  -­‐12o	  C,	  if	  the	  panel	  has	  not	  broken	  over	  an	  
18	  hour	  period	  at	  -­‐12o	  C	  then	  the	  freeze	  cycle	  duration	  is	  extended.	  	  The	  18	  hour	  freeze	  duration	  is	  
chosen	  to	  mimic	  the	  Solar	  Rating	  and	  Certification	  Corporation	  (SRCC)	  freeze	  protection	  criterion	  which	  
requires	  companies	  to	  specify	  their	  panels	  freeze	  tolerance	  over	  an	  18	  hour	  period	  (7).	  	  However,	  the	  
experimental	  results	  are	  used	  to	  validate	  a	  model	  and	  the	  cycle	  duration	  will	  not	  affect	  whether	  or	  not	  
the	  model	  can	  replicate	  the	  test	  results.	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It	  is	  important	  during	  the	  tests	  to	  correctly	  determine	  when	  and	  if	  a	  panel	  is	  broken.	  	  The	  panels	  are	  
sealed	  and	  a	  full	  visual	  inspection	  of	  the	  copper	  collector	  tubes	  or	  heat	  exchanger	  is	  not	  possible	  
without	  disassembling	  the	  panel.	  	  Therefore	  alternative	  methods	  are	  used	  to	  determine	  whether	  or	  not	  
the	  panel	  has	  broken.	  	  An	  initial	  sign	  of	  a	  broken	  panel	  is	  a	  total	  pressure	  drop	  in	  the	  plumbing.	  	  The	  
pressure	  of	  the	  panels	  is	  determined	  by	  a	  pressure	  gage	  installed	  within	  the	  plumbing	  on	  the	  outside	  of	  
the	  freezer.	  	  This	  signifies	  that	  a	  copper	  pipe	  has	  burst	  allowing	  water	  to	  escape.	  	  However,	  this	  method	  
does	  not	  confirm	  that	  a	  panel	  has	  broken	  because	  leaks	  in	  the	  plumbing	  connections	  could	  have	  allowed	  
pressure	  to	  escape.	  	  For	  a	  panel	  to	  be	  confirmed	  broken	  without	  visually	  inspecting	  the	  copper	  pipes	  
water	  must	  be	  seen	  draining	  from	  the	  panels.	  	  Because	  the	  sides	  of	  the	  tubular	  ICS	  panels	  are	  not	  water	  
tight	  if	  there	  is	  a	  leak	  in	  the	  collector	  tubes	  water	  will	  leak	  from	  the	  panel.	  	  However	  the	  heat	  exchanger	  
in	  the	  Suncache	  is	  contained	  within	  a	  water	  tight	  bath	  and	  a	  leak	  is	  not	  easily	  detected.	  	  To	  detect	  a	  leak	  
the	  outlet	  of	  a	  panel	  is	  closed	  off	  while	  the	  inlet	  is	  hooked	  to	  the	  buildings	  water	  supply.	  	  If	  water	  drains	  
from	  the	  panel	  once	  the	  water	  has	  been	  turned	  on	  when	  the	  collector	  is	  in	  a	  “thawed”	  state,	  then	  piping	  
within	  the	  panel	  must	  be	  broken	  and	  the	  panel	  can	  be	  removed	  from	  the	  freezer	  for	  disassembling	  and	  
visual	  inspection.	  	  Stain	  gages	  are	  also	  used	  in	  determining	  whether	  or	  not	  a	  panel	  has	  broken.	  	  The	  
panel	  has	  likely	  broken	  if	  there	  is	  a	  sudden	  drop	  in	  strain	  equal	  to	  the	  magnitude	  	  
3.2	  Panel	  Configuration	  
Different	  insulation	  and	  plumbing	  configurations	  were	  used	  on	  the	  panels.	  	  In	  every	  case	  the	  inlet/outlet	  
pipes	  were	  insulated	  with	  the	  manufacturer	  recommended	  1	  inch	  wall	  thickness	  insulation.	  	  The	  
insulation	  used	  is	  Insul-­‐Tube	  manufactured	  by	  K-­‐Flex	  with	  an	  R-­‐Value	  of	  1.23	  K*m2/W.	  	  The	  pipe	  material	  
used	  was	  varied	  between	  PEX	  and	  copper.	  	  It	  is	  recommended	  by	  the	  manufacturer	  that	  the	  
Copperheart	  and	  ProgressivTube	  panels	  are	  installed	  with	  copper	  piping.	  	  This	  is	  because	  the	  water	  
temperature	  in	  the	  panel	  can	  exceed	  the	  temperature	  200o	  F	  temperature	  rating	  of	  PEX	  (8).	  	  The	  first	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Copperheart	  panel	  was	  tested	  with	  PEX	  piping	  because	  the	  water	  temperature	  would	  never	  exceed	  
ambient	  temperatures	  during	  the	  test.	  	  In	  subsequent	  tests	  of	  the	  Copperheart	  and	  ProgressivTube	  a	  
minimum	  of	  five	  feet	  of	  copper	  tube	  was	  used	  at	  the	  inlet	  and	  outlet	  of	  the	  panel.	  	  This	  was	  done	  in	  case	  
the	  freeze	  characteristics	  of	  the	  two	  materials	  may	  affect	  the	  test	  results.	  	  The	  remainder	  of	  the	  
inlet/outlet	  plumbing	  in	  the	  freezer	  consists	  of	  ¾	  inch	  flexible	  rubber	  hosing	  which	  was	  also	  insulated	  
using	  one	  inch	  wall	  thickness	  insulation.	  
The	  Copperheart	  and	  the	  ProgressivTube	  are	  also	  tested	  both	  with	  and	  without	  insulation	  on	  the	  
connecting	  pipes	  between	  the	  collector	  tubes.	  The	  added	  insulation	  was	  installed	  to	  help	  prevent	  
blockages	  from	  occurring	  in	  the	  connecting	  pipes	  thus	  delaying	  permanent	  damage	  to	  the	  collector	  
tubes.	  	  The	  insulation	  also	  has	  a	  small	  effect	  on	  the	  overall	  heat	  loss	  coefficient	  of	  the	  panel.	  	  As	  seen	  in	  
section	  5	  below,	  with	  the	  test	  setup	  used	  for	  this	  project	  the	  water	  in	  the	  inlet	  and	  outlet	  pipes	  freeze	  
solid	  before	  the	  water	  in	  the	  connecting	  pipes.	  	  Hence	  the	  insulation	  on	  the	  connecting	  pipes	  does	  not	  
delay	  a	  blockage	  from	  occurring.	  However,	  if	  additional	  modifications	  were	  made	  to	  the	  inlet	  and	  outlet	  
pipes	  to	  prevent	  an	  ice	  blockage	  the	  insulation	  on	  the	  connecting	  pipes	  may	  prove	  to	  be	  useful.	  	  The	  
conclusion	  section	  describes	  this	  in	  more	  detail.	  	  Table	  1	  below	  give	  the	  test	  configurations	  for	  each	  
panel	  tested.	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Table	  1:	  Test	  Configuration
Panel Test	  # Inlet/Outlet	  Piping Inlet/Outlet	  Pipe	  Insulation Additional	  Insulation
Copperheart 1 3/4	  inch	  PEX	  Piping
1	  inch	  wall	  thickness	  Nomaco	  Kflex	  
Insulation
connecting	  pipes	  insulated	  
with	  closed	  cell	  foam	  
insulation
2
minimum	  5	  feet	  3/4	  inch	  
copper	  piping 1	  inch	  insulation none
3
minimum	  5	  feet	  3/4	  inch	  
copper	  piping 1	  inch	  insulation
connecting	  pipes	  insulated	  
with	  fiberglass	  insulation
Suncache 1 3/4	  inch	  PEX	  piping 1	  inch	  insulation none
TCT 1
minimum	  5	  feet	  3/4	  inch	  
copper	  piping 1	  inch	  insulation none
2
minimum	  5	  feet	  3/4	  inch	  
copper	  piping 1	  inch	  insulation
connecting	  pipes	  inside	  panel	  
insulated	  with	  fiberglass	  
inslation
ICS	  Test	  Configuration
	  
3.3	  Test	  Setup	  
3.31	  Freezer	  
In	  2008	  a	  used	  Brown	  walk-­‐in	  freezer	  was	  installed	  in	  the	  loading	  bay	  of	  the	  CINC	  building.	  	  Timberline	  
Mechanical	  performed	  the	  plumbing	  and	  installation	  of	  the	  freezer.	  	  The	  exterior	  dimensions	  are	  7’9”	  x	  
11’7”	  x	  8’3”	  (length	  x	  width	  x	  height)	  which	  allows	  for	  up	  to	  two	  panels	  to	  be	  tested	  at	  once.	  	  The	  freezer	  
has	  4”	  thick	  urethane	  insulation	  in	  the	  walls	  and	  roof	  and	  a	  2	  HP	  compressor	  with	  a	  Hussman	  electric	  de-­‐
frost	  evaporator.	  	  The	  2	  HP	  low	  temperature	  system	  is	  rated	  at	  9,900	  Btu-­‐hrs	  at	  -­‐15⁰F,	  and	  the	  Hussman	  
evaporator	  is	  rated	  for	  10,200	  Btu-­‐hrs	  at	  10⁰F.	  	  	  
Initially	  when	  the	  freezer	  was	  installed	  by	  the	  2007	  senior	  design	  team	  there	  was	  no	  floor	  resulting	  in	  
large	  heat	  losses	  thus	  limited	  the	  minimum	  temperature	  the	  freezer	  could	  reach.	  	  The	  subsequent	  
design	  team	  installed	  a	  ½	  inch	  sheet	  of	  in	  insulation	  along	  with	  a	  sheet	  of	  plywood	  for	  a	  more	  stable	  
surface.	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The	  freezer’s	  temperature	  set	  point	  is	  controlled	  by	  a	  Johnson	  Controls	  A419	  Series	  Electronic	  
Temperature	  Control.	  	  The	  primary	  reason	  for	  using	  the	  A419	  instead	  of	  a	  DAQ	  controlled	  freezer	  set	  
point	  was	  to	  prevent	  short	  cycle	  delays	  in	  the	  compressor	  (see	  Figure	  below).	  	  Short	  cycle	  delays	  would	  
drastically	  shorten	  the	  useful	  lifetime	  of	  the	  unit	  and	  during	  a	  test	  with	  multiple	  on/off	  cycles	  within	  a	  
short	  period	  (2	  weeks)	  this	  effect	  would	  be	  augmented.	  	  The	  A419	  operates	  within	  a	  one	  degree	  set	  
point	  and	  can	  be	  programmed	  to	  control	  the	  freezer	  within	  NREL’s	  design	  requirements.	  
	  
Figure	  5:	  Anti-­‐short	  Cycle	  Delay	  on	  A419	  
While	  the	  freezer	  is	  running	  every	  six	  hours	  a	  defrost	  cycle	  is	  run	  in	  order	  to	  melt	  and	  ice	  build	  up	  on	  the	  
evaporator	  coils.	  	  The	  defrost	  cycle	  last	  for	  45	  minutes	  during	  which	  time	  the	  freezer	  will	  heat	  up	  by	  
several	  degrees.	  This	  is	  seen	  in	  section	  5.1.	  
3.32	  Plumbing	  
The	  plumbing	  system	  was	  designed	  to	  allow	  each	  panel	  to	  be	  filled	  and	  drained	  from	  the	  same	  point	  
while	  not	  requiring	  that	  the	  panels	  be	  filled	  at	  the	  same	  time.	  	  Each	  panel	  was	  isolated	  from	  the	  rest	  of	  
the	  system	  via	  a	  globe	  valve	  that	  is	  opened	  to	  fill	  and	  re-­‐pressurize	  the	  panel.	  	  During	  testing	  the	  globe	  
valves	  are	  closed	  and	  the	  system	  is	  cut	  off	  from	  the	  main	  water	  line.	  	  A	  plumbing	  schematic	  is	  shown	  in	  
Figure	  6.	  	  This	  design	  allows	  for	  continued	  testing	  of	  an	  unbroken	  panel	  after	  a	  panel	  has	  already	  
broken.	  	  PEX	  piping	  was	  used	  exclusively	  on	  the	  outside	  of	  the	  freezer.	  	  The	  plumbing	  on	  the	  inside	  of	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the	  freezer	  depends	  on	  the	  panel	  and	  manufacturers	  specifications.	  	  Expansion	  tanks	  were	  also	  added	  
on	  the	  inlet	  and	  outlet	  sides	  of	  each	  panel.	  	  The	  expansion	  tanks	  serve	  two	  purposes.	  	  First,	  they	  allow	  
for	  freezing	  water	  to	  expand	  out	  of	  the	  inlet/outlet	  pipes	  in	  the	  freezer	  before	  a	  blockage	  has	  occurred.	  	  
Second	  the	  tanks	  were	  used	  to	  pressurize	  the	  system	  above	  city	  water	  pressure;	  a	  procedure	  used	  to	  
remove	  air	  bubbles	  from	  the	  Copperheart	  and	  ProgressivTube	  panels.	  	  This	  process	  is	  explained	  in	  more	  
depth	  in	  Section	  3.36.	  	  A	  bypass	  loop	  was	  also	  added	  to	  the	  system.	  	  The	  loop	  was	  used	  to	  rid	  of	  air	  in	  
the	  plumbing	  before	  the	  globe	  valves	  on	  the	  inlet	  side.	  	  This	  process	  is	  necessary	  when	  re-­‐pressurizing	  
the	  system	  due	  to	  loss	  of	  pressure	  in	  the	  panel	  over	  time.	  	  The	  panels	  are	  re-­‐pressurized	  by	  hooking	  the	  
hose	  inlet	  up	  to	  the	  buildings	  water	  source	  which	  is	  at	  the	  city	  pressure	  of	  60	  PSI	  and	  leaving	  the	  hose	  
outlet	  closed.	  	  This	  will	  pressurize	  the	  panels	  without	  any	  loss	  of	  water.	  	  	  
	  
Figure	  6:	  Plumbing	  Schematic	  
3.33	  Campbell	  Scientific	  Datalogger	  
All	  instrument	  data	  was	  collected	  with	  a	  Campbell	  Scientific	  Data	  Logger	  powered	  by	  a	  Campbell	  
Scientific	  12V	  power	  supply.	  	  There	  are	  2	  relay	  multiplexers	  that	  collect	  either	  strain	  gage	  or	  
thermocouple	  data	  and	  send	  it	  back	  to	  the	  CR1000.	  	  The	  CR1000	  and	  PS1200	  are	  held	  in	  an	  ENCTDR100	  
enclosure	  installed	  outside	  the	  freezer,	  and	  the	  two	  AM16/32B	  multiplexers	  are	  held	  in	  a	  separate	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ENCTDR100	  installed	  within	  the	  freezer	  to	  reduce	  instrument	  wire	  lengths.	  	  This	  was	  changed	  for	  the	  
last	  Copperheart	  test	  in	  which	  the	  multiplexer	  used	  to	  collect	  strain	  gage	  data	  was	  moved	  outside	  the	  
freezer	  in	  order	  to	  reduce	  temperature	  induced	  effects	  on	  the	  gage	  readings.	  	  A	  Campbell	  Scientific	  
Therm107	  thermistor	  is	  used	  to	  measure	  temperature	  at	  the	  location	  of	  the	  AM16/32B	  in	  order	  to	  
provide	  accurate	  thermocouple	  readings.	  	  For	  the	  last	  Copperheart	  test	  the	  external	  thermistor	  is	  
removed	  and	  the	  internal	  thermistor	  on	  the	  CR1000	  is	  used.	  	  For	  this	  to	  work	  thermocouple	  wire	  is	  used	  
to	  connect	  the	  multiplexer	  to	  the	  datalogger.	  	  This	  was	  done	  to	  reduce	  error	  in	  the	  thermocouple	  
readings	  by	  locating	  the	  logger	  side	  of	  thermocouple	  closer	  to	  the	  measurement	  end	  of	  the	  thermistor.	  	  
The	  CR1000	  also	  controls	  a	  TIP31C	  transistor,	  which	  is	  be	  hooked	  up	  to	  control	  the	  current	  through	  a	  DC	  
relay	  switch,	  see	  Appendix	  A:	  Data	  Logger	  Wiring	  Diagrams	  for	  a	  wiring	  diagram.	  
3.34	  Strain	  Gages	  
In	  each	  of	  the	  tests	  strain	  gages	  are	  used	  to	  measure	  deformation	  in	  the	  collector	  tubes.	  	  Strain	  gages	  
are	  important	  in	  determining	  exactly	  when	  the	  panel	  breaks	  during	  a	  test.	  	  A	  pipe	  break	  is	  indicated	  by	  
the	  strain	  gage	  from	  a	  rapid	  drop	  in	  strain	  due	  to	  pressure	  being	  released	  out	  of	  the	  burst	  pipe.	  	  The	  
gages	  are	  also	  used	  to	  experimentally	  determine	  the	  yield	  point	  of	  the	  copper	  collector	  tubes.	  	  The	  
gages	  are	  installed	  in	  the	  radial	  direction	  in	  order	  to	  measure	  hoop	  strain.	  	  The	  radial	  direction	  is	  chosen	  
over	  the	  longitudinal	  direction	  because	  hoop	  stress	  in	  an	  internal	  pressure	  vessel	  is	  double	  that	  of	  
longitudinal	  stress	  for	  a	  given	  internal	  pressure.	  	  Hoop	  strain	  is	  therefore	  a	  better	  indicator	  of	  total	  pipe	  
deformation	  and	  a	  better	  indicator	  of	  when	  the	  pipe	  breaks.	  	  	  
The	  gages	  used	  are	  350	  Ω	  general	  purpose	  gages	  purchased	  from	  Vishay	  Micro-­‐Measurements	  (9).	  	  Each	  
gage	  is	  hooked	  to	  a	  Wheatstone	  bridge	  whose	  voltage	  output	  is	  measured	  by	  the	  datalogger,	  a	  diagram	  
is	  shown	  below	  in	  Figure	  7.	  	  The	  bridge	  has	  an	  excitation	  voltage,	  Vex,	  of	  2.5	  volts	  powered	  by	  the	  data	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logger.	  Changes	  in	  strain	  will	  affect	  the	  gage’s	  resistance	  which	  will	  in	  turn	  affect	  the	  output	  voltage	  of	  
the	  quarter	  bridge.	  	  Strain,	  ε,	  is	  calculated	  using	  the	  equation	  below	  (10).	  
	  
Figure	  7:	  Wheatstone	  Bridge	  
! = !!∗∆!!"∗!!"!!∗!"∗∆!	  	   	   (1)	  
Where	  GF	  is	  the	  gage	  factor,	  Vex	  is	  the	  excitation	  voltage	  and	  ΔV	  is	  the	  measured	  voltage	  off	  the	  
wheatstone	  bridge	  (10).	  
For	  the	  last	  Copperheart	  test	  all	  of	  the	  individual	  completion	  bridges	  are	  replaced	  by	  one	  Campbell	  
Scientific	  Full-­‐Bridge	  Module.	  	  This	  was	  made	  possible	  by	  hooking	  the	  module	  up	  to	  the	  data	  logger	  
instead	  of	  having	  individual	  bridges	  on	  the	  multiplexer	  side.	  	  The	  Campbell	  Scientific	  module	  also	  used	  
much	  higher	  precision	  resistors.	  	  This	  reduced	  variability	  in	  the	  measurements	  allowed	  for	  the	  module	  to	  
be	  calibrated	  electronically	  rather	  than	  using	  potentiometers	  as	  was	  done	  with	  the	  individual	  quarter	  
bridges	  used	  in	  previous	  tests.	  A	  wiring	  schematic	  using	  the	  Campbell	  Scientific	  completion	  module	  is	  
shown	  in	  Appendix	  B.	  
Detailed	  instructions	  for	  installing	  strain	  gages	  can	  be	  found	  on	  Vishay	  Micro-­‐Measurements	  website	  (9).	  
Strain	  Gage	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3.35	  Thermocouples	  
Thermocouples	  were	  used	  in	  each	  of	  the	  tests	  to	  take	  temperature	  measurements	  at	  various	  locations	  
on	  the	  collector,	  connecting	  pipes	  and	  inlet/outlet	  pipes.	  30	  gage	  type	  T,	  copper–constantan,	  
thermocouples	  were	  used.	  	  	  
Temperature	  readings	  were	  vital	  in	  determining	  freeze	  state	  and	  in	  experimentally	  determining	  an	  
overall	  heat	  transfer	  coefficient.	  	  The	  model	  was	  then	  modified	  to	  better	  fit	  the	  experimental	  data.	  	  
Additionally,	  a	  UA-­‐	  value	  is	  experimentally	  determined	  for	  the	  inlet/outlet	  pipes	  from	  their	  temperature	  
data.	  	  The	  method	  for	  experimentally	  determining	  the	  U-­‐Value	  is	  shown	  in	  Section	  5.	  
3.36	  Copperheart	  and	  Progressive	  Tube	  
Due	  to	  their	  similar	  design	  both	  the	  Copperheart	  and	  ProgressiveTube	  panels	  were	  tested	  in	  the	  same	  
fashion.	  	  For	  this	  project	  three	  Copperheart	  and	  two	  Progressive	  tube	  panels	  were	  tested.	  	  The	  test	  
configuration	  for	  each	  of	  the	  panels	  is	  shown	  in	  Table	  1:	  Test	  Configuration.	  	  	  
Before	  testing	  began	  on	  the	  panels,	  all	  of	  the	  air	  bubbles	  in	  the	  collector	  tubes	  were	  evacuated.	  	  It	  was	  
assumed	  that	  in	  a	  real	  world	  application	  that	  any	  air	  within	  the	  collector	  tubes	  would	  be	  absorbed	  and	  
evacuated	  from	  the	  system	  over	  time.	  	  Air	  bubbles	  could	  affect	  the	  tests	  results	  because	  they	  can	  
compress	  allowing	  for	  freezing	  water	  to	  expand	  in	  the	  collector	  tubes	  without	  creating	  large	  stresses	  in	  
the	  tubes.	  	  By	  reducing	  the	  air	  bubbles	  to	  a	  minimum	  the	  test	  results	  are	  made	  more	  realistic,	  
corresponding	  to	  the	  assumed	  state	  in	  the	  field.	  
Two	  methods	  were	  used	  to	  evacuate	  the	  air	  from	  the	  panels.	  	  First	  the	  panel	  was	  installed	  at	  an	  angle	  
with	  a	  horizontal	  orientation	  on	  a	  platform	  that	  can	  tilt	  back	  and	  forth,	  Figure	  8	  below.	  	  As	  the	  panel	  was	  
rocked	  back	  and	  forth	  air	  bubbles	  travel	  from	  one	  side	  of	  the	  collector	  tube,	  through	  a	  connecting	  pipe	  
and	  into	  the	  collector	  tube	  above.	  	  During	  this	  process	  water	  was	  being	  run	  through	  the	  inlet,	  located	  at	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the	  bottom	  of	  the	  panel,	  and	  out	  of	  the	  outlet	  at	  the	  top	  of	  the	  panel	  to	  assist	  in	  the	  movement	  of	  air	  
through	  and	  out	  of	  the	  tubes.	  	  Once	  air	  bubbles	  work	  their	  way	  to	  the	  top	  tube	  they	  were	  expelled	  from	  
the	  panel	  through	  the	  outlet.	  	  This	  process	  was	  continued	  until	  air	  was	  no	  longer	  heard	  flowing	  through	  
the	  collector	  tubes.	  	  	  
	  
Figure	  8:	  Rocker	  Platform	  
To	  rid	  of	  any	  remaining	  bubbles	  the	  collector	  tubes	  were	  pressurized	  to	  100	  PSI.	  	  Remaining	  air	  was	  
absorbed	  into	  the	  water	  within	  the	  collector	  tubes.	  	  This	  process	  follows	  Henry’s	  law	  which	  states	  that	  
the	  amount	  of	  gas	  dissolved	  in	  a	  liquid	  is	  proportional	  the	  partial	  pressure	  of	  that	  gas.	  	  This	  implies	  that	  
the	  greater	  the	  partial	  pressure	  of	  a	  gas	  is	  then	  the	  higher	  the	  equilibrium	  concentration	  of	  that	  gas	  will	  
be	  in	  the	  solution.	  	  By	  increasing	  the	  internal	  pressure	  of	  the	  collector	  tubes	  above	  the	  equilibrium	  
pressure	  of	  60	  PSI,	  main	  line	  pressure,	  the	  amount	  of	  air	  that	  the	  water	  can	  absorb	  is	  increased.	  The	  
solution	  for	  how	  much	  air	  is	  dissolved	  in	  water	  with	  a	  given	  pressure,	  water	  volume,	  and	  air-­‐bubble	  
volume	  is	  shown	  in	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Appendix	  C:	  Air	  Absorption	  in	  Collector	  Tubes	  	  The	  solution	  shows	  that	  if	  the	  collector	  tube	  pressure	  is	  
increased	  by	  40	  PSI	  then	  approximately	  .71	  liters	  of	  air	  can	  be	  absorbed.	  	  Finally,	  to	  ensure	  that	  the	  
collector	  tubes	  have	  been	  rid	  of	  air	  ultrasonic	  transducers	  were	  used.	  	  Air	  was	  detected	  by	  sending	  an	  
ultrasonic	  wave	  through	  the	  copper	  tubes.	  	  If	  there	  is	  no	  air	  the	  sound	  waves	  will	  travel	  through	  the	  
water	  and	  reflect	  back	  to	  their	  origin	  where	  their	  reflection	  is	  detected.	  	  However,	  if	  there	  is	  air	  an	  air	  
bubble	  in	  the	  tube	  the	  air	  will	  dissipate	  the	  wave	  and	  no	  reflection	  is	  detected.	  	  The	  procedure	  for	  using	  
the	  transducer	  is	  found	  in	  Appendix	  D:	  Transducing	  Tubular	  ICS	  to	  Verify	  Absence	  of	  Air	  After	  the	  
pressure	  was	  increased	  and	  the	  ultrasound	  shows	  that	  there	  were	  no	  remaining	  air	  bubbles	  then	  the	  
saturated	  water	  in	  the	  collector	  was	  flushed	  out	  with	  water	  from	  the	  main	  line.	  	  If	  there	  was	  more	  air	  in	  
the	  tube	  than	  may	  be	  absorbed	  given	  the	  40	  PSI	  increase	  then	  this	  process	  is	  repeated.	  	  	  
3.361	  1st	  Copperheart	  Test	  
Testing	  on	  the	  first	  Copperheart	  began	  in	  the	  fall	  of	  2009	  and	  continued	  into	  the	  spring	  of	  2010.	  For	  this	  
test	  the	  panel	  was	  mounted	  at	  an	  angle	  of	  20	  degrees.	  	  	  Below,	  Figure	  9:	  Copperheart	  Drawing	  is	  a	  
schematic	  of	  the	  Copperheart.	  	  The	  yellow	  dots	  along	  with	  their	  corresponding	  numbers	  represent	  
thermocouple	  placement	  and	  the	  red	  numbers	  represent	  the	  tube	  number.	  	  	  
The	  thermocouples	  were	  placed	  on	  the	  inlet,	  outlet	  and	  connecting	  pipes	  (thermocouples	  1	  through	  11)	  
in	  order	  to	  determine	  when	  a	  blockage	  occurs.	  	  A	  blockage	  was	  determined	  to	  have	  occurred	  when	  the	  
temperature	  reading	  on	  any	  of	  the	  given	  pipes	  has	  dropped	  bellowing	  freezing.	  	  This	  was	  because	  once	  
the	  water	  inside	  of	  the	  pipe	  has	  totally	  frozen	  all	  of	  its	  latent	  heat	  was	  lost	  and	  the	  water	  inside	  the	  pipe	  
can	  drop	  below	  freezing.	  	  The	  conduction	  effects	  between	  the	  inlet/outlet	  pipes	  and	  the	  panel	  increase	  
the	  amount	  of	  time	  for	  a	  blockage	  to	  occur.	  	  In	  subsequent	  tests	  the	  thermocouples	  were	  placed	  on	  the	  
inlet/outlet	  pipes	  at	  a	  minimum	  of	  four	  feet	  from	  the	  panel.	  	  This	  allows	  for	  a	  more	  accurate	  
measurement	  of	  the	  water	  temperature	  in	  the	  inlet/outlet	  pipes.	  
	  	  
	   	  
19	  
Two	  thermocouples	  were	  also	  placed	  on	  the	  large	  pipe	  to	  determine	  an	  average	  temperature	  of	  the	  
collector	  tubes.	  	  	  
	  
	  
Figure	  9:	  Copperheart	  Drawing	  
Strain	  gages	  were	  also	  installed	  on	  the	  panel,	  shown	  below	  in	  Figure	  10.	  	  The	  red	  x’s	  represent	  strain	  
gage	  placement	  and	  the	  red	  numbering	  corresponds	  to	  both	  the	  strain	  gage	  number	  and	  the	  pipe	  
number.	  	  The	  gages	  were	  installed	  on	  the	  pipe	  using	  quick	  drying	  glue	  purchased	  from	  Visha	  called	  M-­‐
Bond	  200.	  (9)	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20	  
	  
Figure	  10:	  1st	  Copperheart	  Strain	  Gage	  Placement	  
	  
Because	  the	  ends	  of	  the	  large	  pipes	  had	  been	  machine	  spun	  in	  order	  to	  accommodate	  the	  small	  
connecting	  pipes,	  the	  copper	  at	  this	  area	  is	  thinner	  and	  therefore	  should	  experience	  greater	  values	  of	  
strain	  under	  a	  given	  stress.	  	  For	  this	  reason,	  five	  of	  the	  nine	  strain	  gages	  were	  placed	  on	  the	  thinner	  
rounded	  ends	  of	  the	  tubes	  to	  track	  the	  difference	  in	  strain.	  	  The	  remaining	  gages	  were	  installed	  on	  the	  
un-­‐spun	  section	  of	  the	  pipes	  which	  has	  a	  uniform	  wall	  thickness.	  	  	  
In	  this	  test	  the	  inlet/outlet	  pipes	  were	  insulated	  to	  code	  with	  one	  inch	  wall	  thickness	  insulation.	  	  The	  
small	  connecting	  pipes	  were	  also	  insulated	  with	  insulating	  foam	  sealant.	  This	  was	  done	  by	  creating	  a	  
cardboard	  mold	  around	  the	  connecting	  pipes	  and	  then	  filling	  the	  mold	  with	  “Great	  Stuff	  Big	  Gap	  Filler”	  
foam	  sealant.	  	  Figure	  11	  is	  a	  photograph	  of	  the	  insulated	  connecting	  pipes.	  
	  	  1	  	  	  	  	  	  	  	  	  2	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Figure	  11:	  Copperheart	  Insulated	  Connecting	  Tubes	  
	  
The	  original	  foam	  insulation	  on	  the	  ends	  of	  the	  panel	  was	  removed	  because	  it	  partially	  surrounded	  the	  
connecting	  pipes	  and	  would	  make	  it	  difficult	  to	  add	  any	  additional	  insulation.	  	  
3.362	  2nd	  and	  3rd	  Copperheart	  Test	  
A	  subsequent	  test	  was	  performed	  over	  the	  Spring	  of	  2011	  in	  which	  two	  Copperheart	  panels	  were	  tested	  
in	  the	  freezer	  at	  the	  same	  time.	  	  The	  panels	  were	  mounted	  in	  a	  horizontal	  orientation	  at	  a	  55	  degree	  
angle.	  The	  change	  in	  angle	  from	  the	  first	  test	  was	  made	  in	  order	  to	  fit	  two	  panels	  in	  the	  freezer	  at	  the	  
same	  time.	  	  Changing	  the	  angle	  of	  the	  panel	  has	  an	  effect	  on	  its	  heat	  transfer	  in	  two	  ways.	  	  First	  it	  
increases	  the	  temperature	  gradient	  between	  the	  individual	  collector	  tubes	  due	  to	  natural	  stratification	  
and	  second	  it	  affects	  the	  natural	  convection	  coefficient	  between	  the	  collector	  tubes	  and	  the	  glazing.	  	  
The	  model	  only	  accounts	  for	  the	  angle	  effect	  on	  the	  natural	  convection	  coefficient,	  shown	  below	  in	  the	  
“Analytical	  Model	  section.”	  	  The	  temperature	  gradient	  between	  the	  tubes	  was	  ignored	  in	  the	  model	  
because	  the	  average	  temperature	  of	  the	  panel	  remains	  approximately	  the	  same.	  	  The	  panels	  were	  also	  
instrumented	  with	  thermocouples	  and	  strain	  gages	  but	  in	  a	  slightly	  different	  configuration	  than	  the	  first	  
Copperheart	  test.	  	  An	  instrumentation	  diagram	  is	  shown	  below	  in	  Figure	  12.	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Figure	  12:	  3rd	  and	  4th	  Copperheart	  Instrumentation	  Diagram	  
The	  red	  dots	  are	  strain	  gages	  and	  the	  pink	  dots	  are	  thermocouples.	  	  Thermocouples	  9	  and	  10	  on	  the	  
right	  were	  placed	  at	  a	  minimum	  five	  feet	  from	  the	  panel	  on	  the	  inlet/outlet	  pipes.	  	  In	  this	  test	  more	  
emphasis	  was	  placed	  on	  getting	  an	  accurate	  reading	  of	  the	  average	  collector	  tube	  temperature.	  A	  more	  
accurate	  reading	  helps	  determine	  a	  more	  accurate	  UA-­‐Value	  of	  the	  panel.	  	  Therefore	  four	  
thermocouples	  were	  placed	  on	  four	  different	  collector	  tubes	  as	  seen	  above	  as	  opposed	  to	  the	  two	  
thermocouples	  used	  in	  the	  first	  test.	  	  The	  temperatures	  of	  four	  different	  connecting	  pipes	  were	  also	  
measured.	  	  The	  strain	  gages	  applied	  on	  the	  middle	  of	  the	  tubes,	  gages	  1-­‐8,	  are	  the	  same	  model	  used	  for	  
the	  first	  test.	  (9)	  	  However,	  it	  was	  found	  from	  the	  1st	  Copperheart	  test	  that	  the	  tubes	  plastically	  deform	  
at	  the	  ends	  beyond	  the	  yield	  limit	  of	  the	  gages.	  	  The	  gages	  placed	  at	  the	  ends	  of	  the	  tubes	  for	  this	  test	  
were	  high	  elongation	  gages	  which	  can	  handle	  strains	  up	  to	  20%.	  	  In	  order	  for	  the	  gages	  to	  reach	  such	  
high	  strain	  values	  different	  glue	  had	  to	  be	  used	  to	  apply	  the	  gages	  to	  the	  copper.	  	  The	  glue	  was	  
purchased	  from	  Vishay	  Micro	  Measurements	  and	  its	  model	  number	  is	  M-­‐Bond	  AE-­‐10.	  	  The	  glue	  required	  
an	  extended	  cure	  time	  at	  an	  elevated	  temperature	  under	  a	  minimum	  pressure	  of	  5	  PSI.	  	  To	  apply	  
5	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  Copper	  Pipe	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pressure	  to	  the	  curing	  gages	  wooden	  cutouts	  were	  made	  with	  the	  same	  radius	  as	  the	  collector	  tubes.	  	  A	  
rubber	  strip	  was	  placed	  between	  the	  cutout	  and	  the	  gage.	  	  Finally	  a	  weight	  was	  set	  on	  top	  of	  the	  cutout	  
to	  achieve	  the	  required	  pressure.	  	  Space	  heaters	  were	  also	  placed	  near	  the	  gages	  during	  the	  curing	  
process.	  	  More	  information	  on	  the	  installation	  requirements	  can	  be	  found	  on	  the	  Vishay	  Micro	  
Measurements	  website	  (9).	  
	  On	  one	  of	  the	  panels	  the	  connecting	  pipes	  were	  insulated	  with	  fiberglass	  insulation	  as	  opposed	  to	  the	  
foam	  insulation	  mold	  created	  for	  the	  first	  Copperheart	  test.	  	  Again	  the	  original	  foam	  insulation	  was	  
removed	  to	  add	  the	  fiberglass	  insulation.	  	  Fiberglass	  insulation	  was	  added	  instead	  of	  creating	  a	  foam	  
mold	  on	  this	  test	  for	  ease	  and	  simplicity;	  it	  also	  offered	  a	  comparison	  between	  different	  forms	  of	  
insulation	  on	  the	  connecting	  pipes.	  	  	  
The	  third	  and	  fourth	  Copperheart	  panels	  were	  not	  tested	  until	  breakage.	  	  It	  was	  decided	  from	  previous	  
data	  that	  the	  insulation	  on	  the	  connecting	  pipes	  does	  not	  have	  a	  significant	  effect	  on	  the	  freeze	  
performance	  of	  the	  panel.	  Because	  of	  this	  further	  modifications	  should	  be	  made	  to	  the	  panel	  such	  as	  
heat	  tape	  on	  the	  inlet/outlet	  pipes	  before	  additional	  testing	  is	  completed.	  	  There	  is	  more	  discussion	  on	  
this	  topic	  in	  the	  Experimental	  Results	  and	  Conclusion	  sections	  below.	  
3.	  363	  1st	  and	  2nd	  Progressive	  Tube	  Test	  
The	  first	  and	  second	  Progressive	  Tube	  panels	  were	  tested	  at	  the	  same	  time	  during	  the	  fall	  of	  2010	  
through	  the	  winter	  of	  2011.	  	  The	  panels	  were	  mounted	  in	  a	  horizontal	  orientation	  at	  a	  55	  degree	  angle.	  	  
Again	  the	  panels	  were	  instrumented	  with	  thermocouples	  and	  strain	  gages.	  	  Because	  the	  Progressive	  
tube	  panels	  have	  an	  even	  wall	  thickness	  down	  the	  length	  of	  the	  tube	  as	  compared	  to	  the	  thinned	  ends	  
of	  the	  Copperheart,	  there	  was	  not	  an	  emphasis	  placed	  on	  detecting	  the	  difference	  in	  strain	  between	  the	  
ends	  and	  middle.	  	  However,	  on	  the	  bottom	  tube	  additional	  strain	  gages	  were	  place	  over	  its	  length	  to	  
detect	  whether	  or	  not	  there	  was	  any	  significant	  difference	  in	  strain	  over	  the	  length	  of	  the	  tube.	  	  Strain	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gages	  were	  also	  placed	  on	  the	  end	  caps	  of	  tubes	  7	  and	  8.	  	  Below,	  Figure	  13,	  is	  a	  instrumentation	  diagram	  
from	  the	  first	  and	  second	  Progressive	  Tube	  tests.	  	  	  The	  strain	  gages	  used	  for	  this	  test	  were	  the	  same	  low	  
strain	  gages	  used	  on	  the	  first	  Copperheart	  test.	  	  	  
	  
Figure	  13:	  1st	  and	  2nd	  Progressive	  Tube	  Instrumentation	  Diagram	  
Similar	  to	  the	  Copperheart	  tests	  the	  connecting	  pipes	  on	  one	  of	  the	  Progressive	  tube	  panels	  was	  
insulated	  with	  fiberglass	  insulation.	  	  The	  original	  foam	  insulation	  at	  the	  ends	  of	  the	  Progressive	  Tube	  
panel	  was	  set	  back	  from	  the	  connecting	  pipes	  and	  therefore	  did	  not	  have	  to	  be	  removed	  in	  order	  to	  add	  
the	  additional	  fiberglass	  insulation.	  	  	  
The	  progressive	  tube	  panels	  were	  tested	  well	  into	  the	  plastic	  region	  however	  the	  collector	  tubes	  did	  not	  
burst.	  	  Because	  the	  tubes	  have	  an	  even	  wall	  thickness	  they	  strain	  uniformly	  down	  their	  length.	  	  This	  is	  in	  
contrast	  to	  the	  Copperheart	  panel	  in	  which	  the	  collector	  tubes	  plastically	  deform	  only	  at	  the	  thinned	  
ends.	  	  The	  Progressive	  tube	  therefore	  can	  undergo	  long	  periods	  under	  freezing	  conditions	  during	  which	  
its	  collector	  tubes	  are	  constantly	  plastically	  deforming.	  	  The	  final	  test	  on	  the	  panel	  was	  performed	  at	  -­‐
5	  Feet	  Copper	  Pipe	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12o	  C	  for	  nearly	  180	  hours.	  After	  the	  final	  test	  all	  of	  the	  strain	  gages	  had	  reached	  their	  maximum	  strain	  
limitations	  and	  broke.	  	  It	  was	  decided	  at	  this	  point	  that	  enough	  data	  had	  been	  collected	  to	  calculate	  an	  
accurate	  U-­‐Value	  for	  the	  panel	  and	  the	  tests	  were	  stopped.	  	  The	  maximum	  strain	  that	  the	  collector	  
tubes	  may	  undergo	  before	  fracture	  is	  still	  unknown.	  	  However,	  further	  testing	  with	  a	  high	  elongation	  
strain	  gage	  such	  as	  the	  gages	  used	  on	  the	  ends	  of	  the	  Copperheart	  tubes,	  should	  be	  performed.	  	  Only	  
the	  individual	  collector	  tubes	  without	  the	  panel	  are	  needed	  for	  further	  testing.	  	  This	  is	  because	  only	  
strain	  data	  is	  needed;	  therefore,	  the	  tubes	  do	  not	  need	  to	  freeze	  at	  the	  same	  rate	  that	  they	  would	  inside	  
an	  enclosed	  panel.	  
3.37	  Suncache	  
Only	  one	  Suncache	  panel	  was	  tested	  for	  this	  project.	  	  Table	  1	  shows	  the	  test	  configurations	  for	  the	  
panel.	  	  Unlike	  the	  conventional	  ICS	  models	  the	  Suncache	  has	  an	  immersed	  pressurized	  copper	  heat	  
exchanger	  in	  a	  bath	  of	  stagnant	  water	  enclosed	  by	  a	  plastic	  shell.	  	  Under	  freezing	  conditions	  the	  heat	  
exchanger	  is	  susceptible	  to	  breaking	  whereas	  the	  plastic	  shell	  can	  expand	  to	  accommodate	  the	  freezing	  
water	  inside	  the	  bath.	  	  Thermocouples	  and	  strain	  gages	  were	  placed	  on	  the	  heat	  exchanger	  rather	  than	  
the	  outside	  plastic	  shell.	  The	  red	  dots	  in	  Figure	  14	  below	  indicate	  the	  locations	  of	  the	  thermocouple	  and	  
strain	  gage	  placement	  on	  the	  heat	  exchanger.	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Figure	  14:	  Suncache	  Instrumentation	  Diagram	  
	  In	  order	  to	  gain	  access	  to	  the	  heat	  exchanger	  holes	  were	  cut	  in	  the	  plastic	  shell	  and	  then	  resealed	  once	  
the	  heat	  exchanger	  was	  instrumented.	  The	  wires	  from	  the	  thermocouples	  and	  strain	  gages	  were	  run	  out	  
of	  the	  fill	  ports	  of	  the	  bath.	  	  A	  water	  tight	  seal	  was	  necessary	  so	  that	  water	  does	  not	  leak	  out	  of	  the	  bath.	  	  
“Spin	  fittings,”	  shown	  installed	  in	  Figure	  15,	  were	  purchased	  from	  Custom	  Plastics	  to	  seal	  the	  holes.	  	  The	  
spin	  fittings	  and	  plastic	  shell	  are	  both	  made	  of	  high-­‐density	  polyethylene.	  	  Using	  a	  3	  HP,	  14	  amp	  router	  
the	  fittings	  are	  spun	  on	  top	  of	  the	  open	  holes.	  The	  friction	  created	  between	  the	  fitting	  and	  the	  plastic	  
shell	  causes	  the	  plastic	  of	  both	  to	  melt	  and	  fuse	  together.	  	  To	  ensure	  a	  good	  seal	  a	  bead	  of	  epoxy	  is	  
applied	  around	  the	  edge	  of	  the	  spin	  fitting.	  
1	  
2	  
3	   4	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Figure	  15:	  Suncache	  with	  Spin	  Fittings	  and	  Instrumentation	  Wires	  
An	  initial	  freeze	  cycle	  was	  run	  at	  -­‐3o	  C.	  	  Subsequent	  cycles	  were	  run	  until	  the	  freezer	  reached	  its	  
maximum	  low	  of	  -­‐12o	  C.	  	  The	  cycle	  length	  was	  increased	  once	  the	  freezer	  temperature	  reached	  -­‐12	  o	  C	  to	  
36	  hours	  and	  the	  temperature	  of	  the	  freeze	  cycles	  was	  dropped	  to	  -­‐6o	  C.	  	  By	  extending	  the	  time	  the	  
freezer	  does	  not	  have	  to	  work	  as	  hard	  and	  more	  freeze	  intensive	  cycles	  could	  be	  obtained.	  	  Successive	  
cycles	  were	  run	  with	  decrementing	  temperatures	  until	  the	  Copperheart	  panel	  broke	  at	  -­‐12o	  C	  over	  a	  
time	  period	  of	  36	  hours.	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  4.	  Analytical	  Model	  
All	  of	  the	  modeling	  work	  done	  for	  this	  project	  is	  programmed	  in	  Fortran	  77	  and	  compiled	  in	  Intel	  Visual	  
Fortran	  2008.	  The	  models	  are	  written	  in	  a	  specific	  format	  so	  they	  can	  be	  run	  in	  a	  programming	  
environment	  called	  TRNSYS	  (11).	  Each	  of	  the	  models	  used	  in	  this	  project	  are	  referred	  to	  as	  “Types.”	  	  
Each	  Type	  represents	  a	  different	  component	  to	  the	  system.	  	  For	  example	  Type	  543	  calculates	  the	  top	  
loss	  heat	  transfer	  coefficient	  for	  a	  single	  glazing	  panel	  such	  as	  the	  Copperheart.	  	  Once	  all	  of	  the	  TRNSYS	  
models	  have	  been	  written	  and	  compiled	  for	  a	  given	  project	  they	  are	  “wired	  together”,	  connecting	  
appropriate	  outputs	  to	  inputs	  of	  other	  types.	  	  This	  is	  most	  conveniently	  done	  using	  a	  TRNSYS	  graphical	  
interface	  called	  Simulation	  Studio,	  see	  section	  4.2	  below.	  	  The	  underlying	  equations	  used	  in	  the	  models	  
for	  this	  project	  are	  laid	  out	  in	  the	  following	  sections.	  
4.2	  Simulation	  Studio	  
Simulation	  Studio	  is	  used	  to	  run	  TRNSYS	  models.	  	  Simulation	  Studio	  allows	  the	  user	  to	  connect	  different	  
models,	  create	  inputs	  and	  output	  results.	  	  The	  models	  are	  then	  run	  over	  a	  given	  time	  step.	  	  Below	  is	  a	  
list	  of	  all	  the	  different	  models	  used	  in	  the	  simulation	  for	  this	  project.	  	  The	  code	  for	  each	  of	  the	  models	  
used	  is	  posted	  in	  Appendix	  G	  through	  N.	  
Type	  552:	  Tubular	  ICS	  Model.	  	  Calculates	  the	  temperature	  of	  the	  collector	  tubes	  inside	  of	  the	  ICS	  panel	  
as	  well	  water	  expansion	  inside	  the	  collector	  tubes	  under	  freezing	  conditions.	  
Type	  543/544:	  Top	  Loss	  Model.	  	  Calculates	  the	  heat	  transfer	  coefficient	  for	  the	  top	  of	  the	  ICS	  panel.	  	  543	  
is	  for	  1	  glazing	  and	  544	  is	  for	  2	  glazings	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Type	  604:	  	  Inlet/Outlet	  Pipe	  Model.	  	  Calculates	  the	  temperature	  of	  the	  water	  inside	  of	  inlet/outlet	  pipes	  
going	  to	  and	  from	  the	  ICS	  panel.	  	  Also	  calculates	  the	  amount	  of	  ice	  inside	  the	  pipes	  under	  
freezing	  conditions.	  
Type	  69:	  	  Calculates	  a	  sky	  temperature	  used	  in	  the	  top	  loss	  model.	  
Type	  15:	  	  Reads	  TMY2	  weather	  data.	  	  Used	  in	  this	  project	  to	  calculate	  the	  mains	  water	  temperature.	  
Type	  9:	  Reads	  in	  30	  year	  weather	  data	  files.	  	  	  
Type	  16:	  Calculates	  solar	  incidence	  on	  tilt	  based	  on	  weather	  data.	  	  
All	  of	  the	  above	  types	  was	  combined	  into	  a	  single	  system	  model	  within	  simulation	  studio.	  	  The	  weather	  
data	  inputs	  for	  the	  models	  come	  from	  239	  different	  weather	  sites	  across	  the	  US.	  	  Each	  weather	  site	  
contains	  30	  years	  of	  weather	  data	  taken	  at	  one	  hour	  intervals.	  	  The	  simulation	  was	  therefore	  run	  with	  a	  
one	  hour	  time	  step	  for	  30	  years.	  	  Below	  is	  a	  screenshot	  of	  the	  Simulation	  Studio	  project	  used	  for	  the	  
Copperheart	  and	  Progressive	  tube	  simulations.	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The	  models	  listed	  above	  that	  have	  been	  modified	  for	  this	  project	  are	  explained	  in	  more	  detail	  in	  the	  
following	  sections.	  
4.3	  Tubular	  ICS	  Heat	  Transfer	  Coefficient	  
The	  analytical	  model	  written	  for	  a	  tubular	  ICS	  system	  is	  the	  Type	  550	  which	  has	  been	  modified	  to	  
account	  for	  freezing	  conditions	  and	  renamed	  the	  Type	  552	  (6).	  	  The	  model	  was	  adjusted	  to	  work	  with	  
either	  the	  Copperheart	  and	  Progressive	  Tube	  units.	  Once	  set	  up	  for	  a	  given	  panel,	  the	  model	  was	  tuned	  
to	  fit	  data	  from	  the	  panel	  tests.	  	  	  
The	  tubular	  ICS	  model	  works	  as	  follows	  for	  each	  time	  step.	  	  First	  the	  Incident	  Angle	  Modifier	  was	  
calculated	  for	  the	  solar	  gain	  calculation.	  	  Next	  the	  model	  calculates	  the	  gains/losses	  through	  the	  edges,	  
back	  and	  top	  of	  the	  panel	  for	  the	  given	  time	  step.	  These	  include	  both	  convection	  and	  radiation	  effects.	  
From	  the	  given	  gains/losses	  the	  temperature	  of	  the	  water	  in	  each	  tube	  of	  the	  collector	  was	  determined.	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If	  the	  temperature	  of	  the	  water	  has	  reached	  its	  freezing	  point	  then	  the	  expansion	  of	  the	  water	  was	  
calculated	  from	  the	  loss	  of	  latent	  heat.	  	  If	  a	  blockage	  has	  occurred	  in	  either	  the	  inlet/outlet	  pipes	  or	  
within	  the	  connecting	  pipes	  inside	  the	  panel	  then	  this	  expansion	  will	  result	  in	  deformation	  of	  the	  
collector	  tubes.	  	  The	  above	  steps	  are	  described	  in	  more	  detail	  below.	  
In	  order	  to	  calculate	  the	  gains/losses	  from	  the	  panel,	  U-­‐Values	  for	  the	  edge,	  back	  and	  top	  of	  the	  panel	  
are	  input	  into	  the	  model.	  	  The	  U-­‐Value	  for	  the	  back	  and	  sides	  of	  the	  panel	  is	  dominated	  by	  the	  thick	  
foam	  insulation	  and	  is	  not	  greatly	  affected	  by	  varying	  factors	  such	  as	  wind	  speed.	  	  For	  this	  reason	  the	  U-­‐
Values	  for	  the	  side	  and	  back	  of	  the	  panel	  was	  determined	  only	  from	  the	  thermal	  resistance	  of	  the	  foam	  
insulation.	  However,	  the	  top	  of	  the	  panel	  is	  insulated	  by	  one	  or	  more	  air	  gaps	  between	  the	  collector	  
tubes	  and	  a	  glass	  sheet	  or	  glazing	  covering	  the	  panel.	  	  The	  insulation	  on	  the	  top	  of	  the	  panel	  is	  not	  
nearly	  as	  effective	  as	  the	  foam	  insulation	  on	  the	  sides	  and	  back;	  consequently,	  variables	  such	  as	  wind	  
speed	  collector	  tube	  temperature	  and	  ambient	  air	  temperature	  will	  have	  a	  greater	  affect	  on	  the	  top	  loss	  
coefficient.	  
4.4	  Edge	  and	  Back	  Losses	  
The	  thermal	  resistance	  for	  the	  back	  and	  edge	  of	  the	  insulation	  are	  given	  from	  the	  panel’s	  manufacturer.	  	  
This	  value	  is	  put	  into	  the	  model	  as	  parameter.	  	  Both	  the	  ProgressivTube	  and	  the	  Copperheart	  use	  
polyisocyanurate,	  or	  polyiso,	  foam	  board	  insulation	  whose	  thermal	  resistance	  increases	  as	  temperature	  
decreases.	  To	  account	  for	  this	  the	  U-­‐Value	  was	  modified	  in	  the	  ICS	  model	  each	  time	  step.	  	  The	  
temperature	  of	  the	  insulation	  was	  assumed	  to	  be	  the	  average	  temperature	  between	  the	  collector	  tubes	  
and	  the	  ambient	  air	  temperature.	  	  The	  following	  temperature	  dependent	  equation	  for	  two	  inch	  thick	  
polyiso	  insulation	  was	  determined	  from	  the	  specification	  for	  aluminum	  foil	  faced	  polyiso	  insulation	  
according	  to	  ASTM	  “Standard	  Specification	  for	  Faced	  Rigid	  Cellular	  Polyisocyanurate	  Thermal	  Insulation	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Board.”	  (12)	  The	  equation	  was	  derived	  by	  fitting	  a	  linear	  curve	  to	  three	  R-­‐Values	  at	  three	  different	  
temperatures	  for	  the	  two	  inch	  foam	  board.	  	  This	  value	  provided	  a	  better	  fit	  to	  the	  experimental	  data.	  	  	  
!!"# = .0076 ∗ !!"##$!%"&!!!"#! + (!!"#$#%&' − .0076 ∗ 24)	  	  	  W/(m2*K)	   (2)	  
Where:	  
Tcollector	  is	  the	  temperature	  of	  the	  collector	  tubes	  
Tamb	  is	  the	  ambient	  air	  temperature	  
Uoriginal	  is	  the	  U-­‐Value	  of	  the	  insulation	  at	  24o	  C	  
The	  length,	  width	  and	  depth	  values	  were	  shortened	  so	  that	  the	  length	  of	  insulation	  overlap	  at	  the	  
corners	  is	  not	  included	  for	  twice	  in	  the	  loss	  calculations.	  	  For	  example	  the	  depth	  of	  the	  Copperheart	  
panel	  is	  .165	  meters	  and	  the	  thickness	  of	  the	  back	  insulation	  is	  .0381	  meters.	  	  Therefore	  the	  depth	  used	  
in	  the	  area	  calculations	  is	  equal	  to	  the	  actual	  depth	  minus	  the	  thickness	  of	  the	  back	  insulation	  or	  .127	  
meters.	  	  The	  same	  modifications	  were	  made	  to	  the	  length	  and	  width	  of	  the	  panel.	  	  The	  above	  procedure	  
ignores	  any	  losses	  through	  the	  corners	  of	  the	  panel	  which	  according	  to	  Cengel	  are	  determined	  by	  the	  
following	  equation.	  (13)	  
! = ! ∗ ! ∗ ∆!  !"##$	  	   (3)	  
Where	  k	  is	  the	  conduction	  coefficient	  of	  the	  insulation,	  ΔT	  is	  the	  temperature	  difference	  across	  the	  
insulation	  and	  S	  is	  the	  conduction	  shape	  factor	  equal	  to	  the	  length	  of	  the	  corner	  times	  a	  constant,	  .54.	  	  
The	  heat	  transfer	  rate	  through	  the	  corners	  of	  the	  panel	  was	  determined	  to	  be	  insignificant,	  about	  4%	  of	  
the	  total	  losses	  and	  is	  neglected	  from	  the	  model.	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4.5	  Top	  Losses	  
The	  U-­‐Value	  for	  the	  top	  of	  the	  panel	  was	  calculated	  using	  a	  first	  principles	  model	  that	  incorporates	  1-­‐
dimensional	  models	  of	  convection	  and	  radiation.	  	  The	  terms	  are	  a	  function	  of	  the	  unit	  temperature	  and	  
the	  weather	  conditions.	  	  Top	  losses	  were	  modeled	  here	  using	  Type	  543	  TRNSYS	  model	  which	  was	  
developed	  by	  TESS	  (11).	  	  In	  order	  to	  simplify	  the	  calculations	  for	  the	  panel	  the	  top	  of	  the	  collector	  tubes	  
were	  assumed	  to	  be	  a	  flat	  plate	  despite	  top	  of	  the	  collector	  tubes	  being	  round.	  This	  allows	  for	  an	  even	  
gap	  between	  the	  glazing	  and	  the	  collector	  which	  simplifies	  the	  natural	  convection	  calculation.	  A	  detailed	  
description	  on	  how	  the	  top	  loss	  model	  calculates	  a	  U-­‐Value	  for	  the	  top	  of	  the	  panel	  is	  shown	  in	  
Appendix	  F.	  
4.6	  Model	  Layout	  
The	  U-­‐Value	  for	  the	  top	  of	  the	  panel	  is	  calculated	  and	  input	  into	  the	  tubular	  ICS	  model	  every	  time	  step.	  	  
The	  U-­‐Value	  is	  based	  on	  the	  temperature	  of	  the	  collector	  tubes	  which	  is	  determined	  in	  the	  ICS	  model.	  	  
Because	  of	  this	  several	  iterations	  are	  required	  each	  time	  step	  until	  the	  temperatures	  converge.	  
To	  determine	  the	  temperature	  of	  the	  collector	  tubes	  the	  program	  considers	  each	  tube	  and	  connecting	  
pipe	  individually	  and	  the	  temperature	  affects	  they	  have	  on	  each	  other.	  	  A	  panel	  with	  eight	  collector	  
tubes,	  such	  as	  the	  Copperheart	  and	  Progressive	  Tube,	  are	  divided	  up	  according	  to	  the	  schematic	  below.	  	  
The	  following	  schematic	  and	  model	  layout	  are	  derived	  from	  the	  type	  550	  documentation	  (11).	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Each	  collector	  tube	  is	  treated	  as	  a	  lumped	  system	  with	  a	  uniform	  temperature.	  	  The	  heat	  transfer	  off	  the	  
top	  and	  bottom	  is	  divided	  up	  among	  the	  tubes	  evenly.	  	  The	  heat	  transfer	  off	  the	  sides	  of	  the	  panel	  is	  
assigned	  to	  the	  two	  tubes	  on	  the	  sides	  of	  the	  panel,	  tubes	  one	  and	  eight	  in	  the	  schematic	  above.	  	  The	  
heat	  transfer	  between	  adjacent	  tubes	  due	  to	  radiation,	  convection	  and	  conduction	  is	  ignored	  because	  it	  
will	  have	  little	  effect	  on	  the	  average	  temperature	  between	  all	  of	  the	  collector	  tubes.	  	  	  
The	  temperature	  in	  both	  the	  collector	  tubes	  and	  connecting	  pipes	  is	  determined	  by	  solving	  the	  
differential	  equation	  below.	  
!"!" = !" + !	  	   (4)	  
Where	  T	  is	  the	  temperature	  of	  a	  given	  tube	  or	  pipe	  and	  t	  is	  time.	  	  The	  final	  temperature	  after	  a	  given	  
time,	  t,	  given	  a,	  b,	  and	  the	  initial	  temperature	  is	  shown	  below.	  	  The	  differential	  equation	  is	  solved	  by	  
putting	  it	  in	  the	  following	  form.	  
!"!"!! = !"	  	   (5)	  
Solving	  equation	  5	  with	  the	  initial	  condition,	  T(t=0)=Tinitial,	  yields.	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T!"##$!%"&   =    T!"!#!$%   + !! ∗   e!∆! − !!  	  	   	  
Where	  “a”	  corresponds	  to	  equation	  6	  below.	  
! = !!"#  !"#$%&'"  !"#$$%!%#&'∗!"#!!!!"#$%  !"#"!$%"&!' 	  	   (6)	  
“a/b”	  corresponds	  to	  the	  environmental	  temperature.	  	  “a”	  and	  “b”	  are	  determined	  for	  each	  mode	  of	  
heat	  transfer	  i.e.	  top	  loss,	  incident	  radiation	  etc.	  	  A	  total	  “a”	  and	  “b”	  value	  are	  then	  determined	  for	  the	  
collector	  tubes	  and	  connecting	  pipes	  from	  which	  a	  final	  temperature	  at	  the	  end	  of	  a	  time	  step	  is	  
determined.	  	  “a”	  and	  “b”	  are	  then	  recalculated	  until	  the	  temperatures	  have	  converged.	  	  At	  the	  end	  of	  
the	  convergence	  process	  if	  the	  temperature	  of	  any	  connecting	  pipes	  is	  greater	  than	  0o	  C	  then	  its	  
temperature	  is	  set	  to	  the	  average	  temperature	  between	  the	  two	  collector	  tubes	  that	  it	  is	  connected	  to.	  
Once	  the	  temperature	  of	  a	  collector	  tube	  or	  connecting	  pipe	  has	  reached	  its	  freezing	  point,	  0o	  C,	  the	  
water	  begins	  to	  lose	  its	  latent	  heat	  and	  expand.	  	  The	  program	  calculates	  the	  volume	  expansion	  of	  the	  
water.	  	  It	  does	  this	  by	  allowing	  the	  temperature	  of	  the	  water	  to	  drop	  below	  0o	  C.	  	  The	  heat	  loss	  required	  
to	  drop	  the	  temperature	  below	  0o	  C	  is:	  
!!"# = ! ∗ !!(!!"##$#  !"#$% − !!"#$%)	  	   (7)	  
Where	  m	  is	  the	  mass,	  cp	  is	  the	  scecific	  heat	  of	  water,	  Tfreeze	  point	  is	  the	  freezing	  point	  of	  water	  and	  Tfinal	  is	  
the	  temperature	  of	  the	  collector	  tubes	  after	  the	  time	  step.	  
Qout	  is	  then	  set	  equal	  to	  the	  latent	  heat	  lost	  during	  the	  time	  step	  and	  Tfinal	  is	  reset	  back	  to	  Tfreeze	  point.	  	  Next	  
the	  program	  checks	  to	  see	  if	  there	  is	  a	  blockage	  in	  either	  the	  connecting	  pipes	  or	  inlet/outlet	  pipes.	  	  If	  
there	  is	  a	  blockage	  then	  the	  volume	  expansion	  of	  the	  collector	  tubes	  is	  calculated	  as	  shown	  in	  section	  
4.8	  Volume	  expansion	  of	  Collector	  tubes	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4.7	  Inlet/Outlet	  Pipes	  Model	  
The	  temperature	  of	  the	  insulated	  inlet/outlet	  pipes	  is	  calculated	  using	  the	  TYPE	  604	  model	  (A	  modified	  
version	  of	  the	  pipe	  model,	  Type	  100	  (11)).	  	  The	  model	  was	  originally	  written	  by	  D.	  Bradley	  with	  the	  Solar	  
Energy	  Laboratory.	  	  The	  model	  has	  since	  been	  modified	  to	  allow	  for	  draws	  and	  to	  process	  weather	  data	  
by	  James	  Salasovich.	  	  James’	  work	  is	  documented	  in	  the	  paper	  “Pipe	  Freezing	  for	  Passive	  Solar	  Water	  
Heating	  Systems:	  A	  Probablistic	  Approach.”	  (5)	  	  It	  was	  again	  modified	  for	  this	  project	  in	  order	  to	  
calculate	  the	  heat	  loss	  coefficient	  of	  the	  pipe	  within	  the	  model.	  
The	  model	  works	  by	  calculating	  a	  U-­‐Value	  for	  the	  insulated	  pipe	  from	  which	  it	  calculates	  the	  
temperature	  change	  of	  the	  water	  for	  a	  given	  time	  step.	  	  The	  model	  works	  as	  follows	  to	  determine	  a	  U-­‐
Value	  for	  the	  pipe	  over	  a	  given	  time	  step.	  
1. Compare	  natural	  verses	  forced	  convection	  over	  the	  outside	  of	  the	  pipe.	  	  	  For	  the	  natural	  
convection	  term	  and	  radiation	  term	  shown	  in	  step	  2,	  a	  surface	  temperature	  of	  the	  insulation	  
was	  guessed	  to	  be	  100	  K.	  	  This	  temperature	  was	  increased	  or	  decreased	  until	  the	  energy	  balance	  
on	  the	  insulation	  surface	  converges	  to	  0.	  	  The	  solution	  below	  is	  determined	  according	  to	  Cengal.	  
(13)	  
a. Natural	  convection	  
	  
!" = !∗!∗ !!"#!!!"# ∗!"!! 	  	   (8)	  
!!!"# = . 6 + .!"#∗!!!/!!! .!!"!" !!" !/!"
!
	  	   (9)	  
	  
ℎ!"# = !!"#∗!!!"#,!"!#!!"!# 	  	   (10)	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Where	  in	  equations	  8	  through	  10	  	  
g	  =	  gravity	  
Tins	  =	  Outside	  temperature	  of	  the	  insulation	  
Tamb	  =	  Ambient	  temperature	  
Pr	  =	  Prandtl	  number	  of	  air	  at	  average	  temperature	  between	  the	  insulation	  and	  ambient	  	  	  
temperature	  
V	  =	  viscosity	  of	  the	  air	  
Dpipe	  =	  diameter	  of	  pipe	  with	  insulation	  
Ra	  =	  Rayleigh	  number	  
Nu	  =	  Nusselt	  number	  for	  natural	  convection	  over	  insulation	  
hnat	  =	  natural	  convection	  coefficient	  	  
	   	  
b. Forced	  Convection	  
!" = !!"#∗!!"!#! 	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  (11)	  
!!!"#$%& = .3 + .!"∗!! .!∗!"!!   !! .!!" !! !! ∗ 1 + !"!"!###
!/! !/!
	  	   (12)	  
ℎ!"#$% = !!"#∗!!!"#$%&,!"!#!!"!# 	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   (13)	  
Where	  for	  equations	  11	  through	  13	  
Vair	  =	  Wind	  velocity	  
Re	  =	  Reynolds	  number	  
Nuforced,	  pipe	  =	  Nusselt	  number	  for	  forced	  convection	  over	  the	  pipe	  
hforced,	  pipe	  =	  Convection	  coefficient	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The	  maximum	  between	  the	  forced	  and	  natural	  convection	  coefficient	  was	  used,	  similar	  to	  the	  
assumption	  made	  in	  the	  top	  loss	  model.	  
2. Next	  the	  radiation	  off	  the	  insulation	  was	  considered.	  	  The	  insulation	  was	  assumed	  to	  radiate	  to	  a	  
surface	  equal	  to	  the	  ambient	  temperature.	  ℎ!"# = !! ∗ ! ∗ !!"#! − !!"#! ∗ (!!"# − !!"#)	  	   (14)	  
3. Thermal	  resistance	  values	  were	  calculated	  from	  the	  convection,	  radiation	  and	  conduction	  
coefficients.	  !!"# = !!!"!#∗!"#(!!"#$%&,!!"#)	  	   (15)	  
Rout	  is	  taken	  as	  minimum	  using	  either	  natural	  or	  forced	  convection.	   (16)	  
!!"#$%&'!(" = !" !!"#!!"!#!∗!∗!!"!#∗!!"#	  	   (17)	  
!!"!# = !" !!"!#!!"#!$%!∗!∗!!"!#∗!!"!#	  	   (18)	  
	  
Where	  for	  equations	  15	  through	  19:	  
Apipe	  =	  Surface	  area	  of	  pipe	  
rpipe	  =	  Outer	  radius	  of	  copper	  pipe	  
rinside	  =	  Inner	  radius	  of	  copper	  pipe	  
rins	  =	  radius	  of	  copper	  pipe	  plus	  insulation	  
Rout	  =	  Thermal	  resistance	  for	  convection	  on	  outside	  of	  pipe	  insulation	  
Rrad,roof	  =	  Thermal	  resistance	  for	  radiation	  off	  of	  pipe	  insulation	  to	  ambient	  temperature	  
Rinsulation	  =	  Thermal	  resistance	  of	  the	  insulation	  
Rpipe	  =	  Thermal	  resistance	  of	  the	  copper	  pipe	  
ε	  =	  emissivity	  of	  insulation	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Using	  the	  above	  thermal	  resistances	  an	  energy	  balance	  was	  calculated	  on	  the	  surface	  of	  the	  
insulation.	  Similar	  to	  the	  top	  loss	  model	  it	  is	  assumed	  that	  there	  is	  no	  net	  energy	  gain	  on	  the	  
surface	  of	  the	  insulation.	  	  If	  there	  is	  the	  temperature	  of	  the	  insulation	  surface	  is	  either	  increased	  
or	  decreased,	  the	  thermal	  resistances	  are	  adjusted	  and	  the	  energy	  balance	  is	  recalculated.	  	  This	  
process	  is	  carried	  out	  over	  multiple	  iterations	  until	  the	  net	  energy	  gain	  on	  the	  surface	  of	  the	  
insulation	  equals	  nearly	  zero.	  
4. The	  total	  resistance	  and	  U-­‐Value	  is	  then	  calculated	  !!"!#$ = !!"!# + !!"#$%&'!(" + ( !!!!"#! !!!"#,!""#)	  	   (19)	  !!"!# = !!!"!#$	  	   (20)	  
The	  temperature	  of	  the	  water	  inside	  the	  pipe	  is	  then	  calculated	  according	  to	  Cengal	  (13).	  	  Equation	  22	  
assumes	  that	  the	  water	  is	  a	  lumped	  sum.	  	  It	  is	  derived	  from	  the	  energy	  balance	  described	  below.	  
	   ℎ!"#  !"#$%&'"  !"#$  !ℎ!  !"#$% = !"#$%&'%  !"  !"!#$%  !"  !ℎ!  !"#$%	  
	  	  	  !!"!# = !!"!#!$% − !!"# ∗ !!!"!#∗!!"!#!!"!#∗!! ∗! + !!"#	   (21)	  
Where	  cp	  is	  the	  specific	  heat	  of	  water	  and	  mpipe	  is	  the	  mass	  of	  the	  water	  in	  the	  pipe.	   	  
If	  the	  temperature	  of	  the	  water	  in	  the	  pipe	  drops	  below	  its	  freeze	  point	  then	  its	  temperature	  is	  set	  to	  
the	  freeze	  point	  and	  the	  fraction	  frozen	  is	  calculated	  as	  follow.	  
! = !!"!# ∗ !!"!# ∗ !!"##$#  !"#$% − !!"# ∗ !	  	   (22)	  
!"#$%&'(  !"#$%& = !!"!#!!"!#∗!"#	  	   (23)	  
Where	  Q	  is	  the	  heat	  loss	  per	  time	  step	  and	  LHF	  is	  the	  latent	  heat	  of	  freezing	  of	  water.	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Where	  the	  fraction	  frozen	  of	  water	  corresponds	  to	  the	  percent	  of	  the	  latent	  heat	  lost.	  	  That	  is	  
once	  all	  of	  the	  latent	  heat	  has	  been	  lost	  the	  water	  is	  totally	  frozen	  and	  fraction	  frozen	  equals	  
one.	  	  	  
4.8	  Volume	  expansion	  of	  Collector	  tubes	  
As	  mentioned	  above	  the	  Type	  552	  calculates	  the	  expansion	  of	  water	  inside	  the	  collector	  tubes	  under	  
freezing	  conditions.	  	  Once	  the	  inlet/outlet	  pipes	  have	  frozen	  solid	  creating	  a	  blockage	  any	  volume	  
expansion	  of	  the	  water	  inside	  the	  collector	  tubes	  will	  cause	  the	  collector	  tubes	  to	  strain	  assuming	  that	  
all	  of	  the	  air	  has	  been	  removed	  from	  the	  tubes.	  	  The	  volume	  expansion	  of	  water	  inside	  the	  collector	  
tubes	  is	  calculated	  as	  follows.	  
Δ!!"#$ = !!"#!"# ∗ !!!"# − !!!"#$% 	  	   (24)	  
If	  there	  is	  a	  blockage	  then	  the	  volume	  expansion	  of	  the	  water	  causes	  the	  collector	  tubes	  to	  strain.	  	  The	  
collector	  tubes	  initially	  elastically	  strain;	  however,	  once	  the	  elastic	  limit	  is	  reached	  the	  tubes	  begin	  to	  
plastically	  strain.	  	  It	  is	  important	  to	  distinguish	  between	  these	  two	  regions.	  	  This	  is	  because	  by	  definition	  
plastic	  deformation	  is	  permanent	  while	  elastic	  deformation	  is	  recovered	  once	  stresses	  are	  removed.	  	  
After	  the	  water	  in	  a	  collector	  tube	  thaws	  and	  contracts	  any	  elastic	  deformation	  that	  occurred	  in	  the	  tube	  
will	  disappear.	  	  However,	  if	  the	  tube	  plastically	  deforms	  during	  a	  freeze	  the	  strain	  incurred	  will	  remain	  in	  
the	  tube	  after	  the	  water	  has	  thawed	  and	  contracted.	  The	  elastic	  limit	  is	  analytically	  determined	  below.	  
The	  copper	  collector	  tubes	  are	  treated	  as	  a	  close	  ended	  pressure	  vessels	  for	  this	  assumption.	  	  This	  is	  a	  
fair	  assumption	  because	  strain	  in	  the	  tubes	  will	  only	  occur	  when	  there	  is	  a	  blockage	  in	  both	  the	  inlet	  and	  
outlet	  pipes.	  	  The	  tubes	  are	  also	  treated	  as	  thin	  walled	  cylinders	  because	  their	  	  r/t	  ratio	  is	  greater	  than	  
10	  (14).	  	  Where	  r	  is	  the	  tubes	  radius,	  .0508	  meters,	  and	  t	  is	  the	  tube	  thickness,	  .00147	  meters	  yielding	  
radius	  to	  thickness	  ratio	  of	  34.	  For	  a	  given	  internal	  pressure	  in	  a	  closed	  ended	  pressure	  vessel	  the	  hoop	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stress	  is	  double	  that	  of	  the	  longitudinal	  stress	  (15).	  	  Below	  is	  a	  diagram	  of	  longitudinal	  and	  hoop	  stress	  in	  
a	  thin	  walled	  pressure	  vessel.	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Figure	  16:	  Hoop	  Stress	  (16)	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Figure	  17:	  Longitudinal	  Stress	  (16)	  
Because	  the	  hoop	  stress	  is	  greater	  than	  the	  longitudinal	  stress	  the	  collector	  tube	  will	  plastically	  deform	  
in	  the	  radial	  direction	  first.	  	  Given	  a	  yield	  strength	  of	  70	  MPa	  (Pure	  Copper	  CA	  110)	  and	  a	  modulus	  of	  
elasticity	  of	  120.7	  GPa	  the	  hoop	  strain	  at	  the	  yield	  point	  is	  determined	  below	  (17).	  
!! = !!"#$%! = 5.8! − 4	  	   (25)	  
Where	  in	  equation	  26	  εh	  is	  the	  hoop	  strain	  and	  σyield	  	  is	  the	  yield	  stress	  of	  copper.	  
Next	  the	  longitudinal	  strain	  is	  found	  at	  this	  point.	  	  To	  do	  this	  a	  relationship	  is	  found	  between	  the	  hoop	  
strain	  and	  the	  longitudinal	  strain	  (15).	  
Combining	  the	  following	  equations:	  
!! = 2 ∗ !! 	  	   (26)	  
!! = !! ∗ (!! − ! ∗ !!)	  	   (27)	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!! = !! ∗ (!! − ! ∗ !!)	   (28)	  
Where	  in	  equations	  27	  through	  29:	  
σh	  =	  hoop	  stress	  
σl	  =	  longitudinal	  stress	  
ν	  =	  poisons	  ratio	  
εh	  =	  hoop	  strain	  
εl	  =	  longitudinal	  strain	  
	  
Along	  with	  a	  Poisson’s	  ratio	  of	  .34	  (17)	  yields	  the	  ratio:	  
!! = 5.1875 ∗ !! 	  	   (29)	  
	  This	  gives	  a	  longitudinal	  strain	  at	  the	  yield	  point	  of	  1.12E-­‐4.	  	  Given	  the	  hoop	  strain	  and	  the	  longitudinal	  
strain	  the	  volumetric	  strain	  at	  the	  yield	  point	  is	  found.	  
ΔV!"#$ = V!"#$%&'( − V!"#$#%&'	  	   (30)	  
Where:	  
!!"#$#%&' = ! ∗ !! ∗ !!"#$ 	  	   (31)	  
!!"#$%&'( = ! ∗ ! + ! ∗ !! ! + !!"#$ + !!"#$ ∗ !! 	  	   (32)	  
Where	  in	  equations	  31	  through	  33	  
ΔVtube	  =	  Elastic	  volume	  expansion	  in	  the	  collector	  tube	  
Vstrained	  =	  Strained	  volume	  of	  the	  collector	  tube	  
Voriginal	  =	  Original	  volume	  of	  the	  collector	  tube	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ltube	  =	  Length	  of	  the	  collector	  tube	  
	  
These	  relationships	  are	  valid	  only	  for	  elastic	  strain.	  	  Because	  plastic	  deformation	  calculations	  are	  much	  
more	  difficult	  the	  total	  allowable	  plastic	  deformation	  is	  determined	  experimentally.	  	  This	  process	  is	  
explained	  in	  further	  detail	  below	  in	  section	  4.102	  Elastic	  Volumetric	  Expansion	  and	  Maximum	  Plastic	  
Expansion.	  	  	  
4.9	  Weather	  Data	  
The	  model	  is	  also	  modified	  to	  handle	  weather	  data	  in	  order	  to	  create	  a	  contour	  map	  illustrating	  safe	  
locations	  within	  the	  US	  in	  which	  a	  panel	  can	  be	  installed.	  	  The	  modifications	  are	  based	  off	  of	  James	  
Salasovich’s	  work	  (5).	  The	  model	  creates	  three	  different	  text	  files	  after	  every	  time	  it	  is	  run.	  	  The	  first	  file	  
lists	  the	  number	  of	  times	  the	  inlet/outlet	  pipes	  freeze	  solid.	  	  The	  second	  file	  lists	  the	  number	  of	  times	  
the	  collector	  tubes	  reach	  their	  yield	  point.	  	  Finally,	  the	  third	  file	  lists	  the	  number	  of	  times	  the	  panel	  has	  
broken	  (5).	  These	  values	  will	  be	  used	  to	  make	  maps	  of	  the	  safe	  and	  risky	  regimes	  for	  the	  panels.	  
4.10	  Copperheart	  
The	  Copperheart	  model	  tested	  consists	  of	  eight	  copper	  collector	  tubes	  and	  the	  unit	  holds	  approximately	  
40	  gallons	  or	  .151	  cubic	  meters	  of	  water	  when	  filled.	  	  The	  back	  and	  sides	  of	  the	  panel	  are	  insulated	  with	  
polyisocyanurate	  foam	  and	  the	  top	  of	  the	  panel	  is	  covered	  with	  a	  low	  iron	  tempered	  glass	  glazing.	  	  
Below,	  Table	  2	  lists	  all	  of	  the	  dimensions	  and	  other	  static	  characteristics	  of	  the	  Copperheart	  used	  in	  the	  
simulation	  (18).	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Table	  2:Copperheart	  Specifications	  
Length 2.4492 m
Width 0.8509 m
Depth 0.127 m
Tube	  Length 2.367 m
Tube	  Diameter 0.1016 m
Spacing	  Between	  Plate	  and	  Cover 0.0236 m
Glazing	  Length 2.45 m
Glazing	  Width 0.8763 m
R-­‐Value	  Side	  Insulation 0.58703 hr*m^2*K/KJ
R-­‐Value	  Back	  Insulation 0.58703 hr*m^2*K/KJ
Cover	  Emissivity 0.9 -­‐
Cover	  Transmissivity 0.91 -­‐
Cover	  Infrared	  Transmissivity	   0 -­‐
Plate	  Emissivity 0.56 -­‐
Elastic	  Volumetric	  Expansion 0.0002 m^3
Added	  Capacitance 33.9 kJ/K
Copperheart	  Specifications
	  
For	  more	  detailed	  specification	  on	  all	  of	  the	  different	  Copperheart	  models	  visit	  SunEarth’s	  website,	  
http://sunearthinc.com/systems/copperheart/.	  	  	  
4.101	  Overall	  Loss	  Coefficient	  
For	  the	  purpose	  of	  validation	  the	  model	  is	  set	  up	  to	  mimic	  the	  freezer	  tests	  in	  which	  an	  equation	  
function	  in	  Simulation	  Studios	  is	  used	  to	  input	  a	  constant	  temperature.	  	  The	  freezer	  walls	  are	  assumed	  
to	  mimic	  the	  sky	  and	  because	  the	  freezer	  is	  well	  insulated	  the	  wall	  temperature	  is	  assumed	  to	  be	  equal	  
to	  ambient.	  	  Because	  the	  experiment	  was	  run	  in	  a	  closed	  freezer	  solar	  radiation	  is	  set	  to	  zero	  for	  the	  
simulation.	  	  An	  iterative	  scheme	  between	  the	  top	  loss	  and	  ICS	  model	  calculates	  the	  top	  loss	  coefficient	  
and	  the	  collector	  tube	  temperature	  simultaneously.	  	  Once	  a	  top	  loss	  coefficient	  is	  determined	  for	  a	  
given	  time	  step	  the	  ICS	  model	  calculates	  a	  total	  loss	  coefficient	  for	  the	  panel	  in	  which	  edge	  and	  back	  
losses	  are	  accounted	  for.	  	  A	  screen	  shot	  of	  the	  Simulation	  Studio	  project	  used	  to	  determine	  the	  overall	  
loss	  coefficient	  is	  shown	  below	  in	  Figure	  18.	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Figure	  18:	  Constant	  Temperature	  Simulation	  Studio	  Project	  
Using	  a	  constant	  ambient	  temperature	  of	  -­‐12o	  C	  the	  model	  is	  used	  to	  calculate	  an	  overall	  loss	  coefficient	  
or	  UA-­‐Value	  of	  the	  panel.	  	  The	  model	  is	  run	  for	  four	  different	  collector	  temperatures.	  	  This	  is	  done	  
because	  the	  UA-­‐Value	  decreases	  with	  the	  collector	  temperature.	  	  The	  variance	  in	  the	  UA-­‐Value	  is	  
attributed	  to	  three	  factors.	  	  First,	  as	  mentioned	  in	  section	  4.4	  the	  thermal	  resistance	  of	  the	  insulation	  
used	  on	  the	  panel	  increases	  with	  decreasing	  temperature.	  	  Second,	  as	  the	  ambient	  temperature	  
decreases	  so	  does	  the	  temperature	  difference	  between	  the	  cover	  and	  the	  collector	  tubes.	  	  A	  smaller	  
temperature	  difference	  results	  in	  a	  decrease	  in	  the	  natural	  convection	  coefficient	  between	  the	  collector	  
and	  cover	  consequently	  increasing	  the	  thermal	  resistance	  of	  the	  panel.	  	  Finally	  the	  radiation	  term	  is	  also	  
dependent	  on	  the	  temperature	  difference	  between	  the	  panel	  cover	  and	  sky.	  	  	  
	  	  
	   	  
46	  
After	  the	  all	  the	  necessary	  parameters	  and	  inputs	  were	  applied	  the	  model,	  four	  UA-­‐Values	  were	  
determined	  which	  were	  then	  compared	  to	  the	  experimental	  results.	  In	  order	  to	  force	  the	  model	  to	  
better	  fit	  the	  experimental	  results	  there	  is	  a	  multiplier	  term	  in	  the	  top	  loss	  model.	  	  This	  was	  set	  to	  1.105	  
which	  helped	  to	  fine	  tune	  the	  model.	  	  Below,	  Figure	  19	  plots	  the	  Copperheart’s	  UA-­‐Value	  vs.	  the	  
collector	  temperature	  determined	  by	  the	  model	  and	  experimental	  results.	  
	  
Figure	  19:	  Copperheart	  Model	  UA-­‐Value	  
The	  error	  for	  the	  model	  was	  determined	  by	  assuming	  a	  10%	  error	  on	  Holland’s	  equation	  for	  the	  
convection	  coefficient	  between	  the	  collector	  tubes	  and	  the	  top	  cover,	  5%	  error	  on	  the	  emissivity	  of	  the	  
cover	  and	  a	  5%	  error	  on	  the	  conduction	  coefficient	  of	  the	  insulation.	  	  Propagating	  these	  errors	  together	  
yielded	  an	  error	  of	  .5	  W/K.	  	  The	  error	  for	  the	  experimental	  results	  was	  determined	  by	  combining	  errors	  
from	  the	  data	  logger	  and	  thermocouples.	  	  From	  the	  CR1000	  data	  logger	  spec	  sheet	  the	  data	  logger	  has	  
an	  error	  of	  .003	  mV	  when	  measuring	  a	  20o	  C	  temperature	  variance	  across	  a	  thermocouple	  (19).	  	  This	  
relates	  to	  a	  temperature	  error	  of	  .077o	  C.	  	  The	  error	  for	  a	  type	  T	  thermocouple	  is	  1o	  C;	  however,	  this	  is	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mostly	  a	  constant	  error	  that	  is	  canceled	  out	  in	  the	  UA-­‐Value	  calculation,	  equation	  38	  in	  section	  5	  below,	  
because	  the	  equation	  uses	  the	  difference	  in	  temperature	  over	  a	  given	  time	  step	  (20).	  	  The	  instantaneous	  
error	  in	  the	  thermocouple	  is	  assumed	  to	  be	  much	  smaller	  and	  set	  to	  .1o	  C.	  	  Combining	  the	  data	  logger	  
and	  thermocouple	  error	  yields	  a	  total	  error	  for	  the	  experimental	  UA-­‐Value	  of	  .238	  W/K.	  	  Further	  analysis	  
on	  the	  experimental	  results	  is	  given	  in	  section	  5.1.	  
4.102	  Elastic	  Volumetric	  Expansion	  and	  Maximum	  Plastic	  Expansion	  
The	  maximum	  volumetric	  elastic	  strain	  allowed	  in	  the	  collector	  tube	  is	  calculated	  using	  the	  procedure	  
described	  in	  section	  4.8.	  	  The	  total	  elastic	  volumetric	  expansion	  in	  the	  collector	  (all	  eight	  tubes)	  is	  
approximately	  2E-­‐4	  m3	  or	  .13%	  of	  the	  initial	  volume.	  	  	  
As	  mentioned	  in	  section	  4.8	  analytical	  calculations	  in	  the	  plastic	  region	  are	  difficult	  due	  to	  inconsistent	  
deformation	  across	  the	  collector	  tube	  and	  complex	  formulas	  due	  to	  a	  non-­‐linear	  relation	  between	  stress	  
and	  strain	  in	  the	  plastic	  region.	  	  Therefore	  the	  maximum	  allowable	  plastic	  strain	  is	  determined	  
experimentally.	  	  To	  do	  this	  volume	  measurements	  are	  taken	  on	  the	  copper	  tubes	  before	  and	  after	  
deformation.	  	  Volume	  measurements	  were	  conducted	  by	  filling	  the	  tubes	  with	  water	  using	  a	  1	  quart	  
measuring	  cup.	  	  It	  would	  be	  difficult	  to	  take	  accurate	  volume	  measurements	  on	  a	  tube	  that	  had	  already	  
fractured;	  therefore,	  plastically	  deformed	  tubes	  which	  have	  not	  broken	  are	  used	  from	  the	  same	  panels	  
in	  which	  one	  or	  more	  of	  the	  copper	  tubes	  fractured	  during	  a	  test.	  	  These	  tubes	  exhibit	  similar	  plastic	  
strains	  to	  the	  tubes	  that	  fractured	  and	  their	  volume	  can	  be	  easily	  measured.	  	  	  
Six	  total	  volume	  measurements	  are	  taken	  over	  four	  tubes,	  two	  deformed	  and	  two	  un-­‐deformed.	  	  The	  
average	  volume	  of	  the	  un-­‐deformed	  and	  deformed	  tubes	  is	  .01929	  and	  .01952	  cubic	  meters	  respectively	  
with	  a	  difference	  between	  the	  means	  of	  .0002267	  cubic	  meters	  and	  an	  error	  between	  the	  means	  of	  
3.117	  E-­‐5	  cubic	  meters.	  	  The	  difference	  between	  the	  means	  is	  the	  total	  plastic	  volume	  expansion	  that	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occurs	  in	  the	  copper	  tubes.	  	  This	  gives	  a	  total	  plastic	  volume	  expansion	  for	  the	  eight	  collector	  tubes	  of	  
.00181	  m3	  or	  1.2%	  of	  the	  original	  volume.	  
Because	  of	  the	  thinner	  rounded	  ends	  on	  the	  Copperheart	  collector	  tube	  this	  volume	  expansion	  occurs	  
only	  at	  the	  ends	  of	  the	  tube.	  	  This	  phenomenon	  is	  explained	  in	  further	  detail	  in	  section	  5.1	  below.	  
4.103	  Added	  Capacitance	  
The	  weight	  of	  the	  copper	  tubes	  adds	  mass	  to	  the	  panel	  which	  must	  be	  heated	  or	  cooled	  depending	  on	  
the	  outside	  conditions.	  	  Because	  of	  this	  there	  is	  an	  added	  capacitance	  term	  seen	  in	  Table	  2.	  	  This	  term	  
was	  used	  to	  compensate	  for	  the	  thermal	  capacitance	  of	  the	  copper	  in	  the	  collector	  tubes.	  	  By	  adding	  
mass	  the	  response	  time	  of	  the	  panel	  to	  changes	  in	  the	  surrounding	  conditions	  increases.	  	  The	  thermal	  
capacitance	  of	  the	  copper	  was	  determined	  as	  follows.	  
First	  the	  volume	  of	  copper	  in	  each	  collector	  tube	  is	  determined.	  
!!"##$% = ! ∗ !!"#$%! ∗ !!"#$ − ! ∗ !! ∗ !!"#$ = .001218  !!	   (33)	  
Where	  router	  is	  the	  outer	  radius	  of	  the	  copper	  tube	  equaling	  .0524	  meters.	  
Next	  thermal	  capacitance	  for	  the	  tube	  is	  found.	  
!ℎ!"#$%  !"#$%&"'$( = ! ∗ !!"##$% ∗ !!!"##$% = 4.24 !"! 	  	   (34)	  
Where	  the	  density	  of	  copper,	  ρ,	  is	  8930	  Kg/m3	  and	  the	  specific	  heat	  of	  copper,	  Cp,	  is	  390	  J/(Kg*K).	  	  Given	  
that	  there	  are	  8	  total	  collector	  tubes	  the	  total	  added	  capacitance	  for	  the	  panel	  is	  33.9	  kJ/K	  which	  was	  
added	  to	  the	  thermal	  capacitance	  of	  water	  in	  the	  collector	  tubes.	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4.11	  ProgressivTube	  
Similar	  to	  the	  Copperheart	  the	  ProgressivTube	  panel	  tested	  also	  has	  a	  40	  gallon	  capacity,	  or	  .141	  cubic	  
meters,	  broken	  up	  between	  the	  eight	  collector	  tubes.	  	  Conversely	  the	  ProgressivTube	  has	  thicker	  
insulation	  and	  a	  double	  glazing	  top	  which	  helps	  to	  better	  insulate	  the	  panel.	  	  The	  top	  cover	  is	  similar	  to	  
the	  Copperheart	  in	  that	  it	  is	  made	  of	  low	  iron	  tempered	  glass.	  	  The	  inner	  glazing	  on	  the	  ProgressivTube	  
is	  made	  of	  a	  thin	  Teflon	  film.	  	  Below,	  Table	  3	  is	  a	  list	  of	  the	  ProgressivTube	  specifications	  (21).	  
Table	  3:	  ProgressivTube	  Specifications	  
Length 2.391 m
Width 1.126 m
Depth 0.164 m
Tube	  Length 2.416 m
Tube	  Diameter 0.1016 m
Spacing	  Between	  Outer	  and	  Inner	  Cover 0.01905 m
Spacing	  Between	  Plate	  and	  Inner	  Cover 0.02719 m
Glazing	  Length 2.4225 m
Glazing	  Width 1.15 m
R-­‐Value	  Side	  Insulation 0.4892 hr*m^2*K/KJ
R-­‐Value	  End	  Insulation 0.4892 hr*m^2*K/KJ
R-­‐Value	  Back	  Insulation 0.6489 hr*m^2*K/KJ
Outer	  Cover	  Emissivity 0.9
Inner	  Cover	  Emissivity 0.8
Outer	  Cover	  Transmissivity 0.91
Inner	  Cover	  Transmissivity 0.96
Outer	  Cover	  Infrared	  Transmissivity 0
Inner	  Cover	  Transmissivity 0.1
Plate	  Emissivity 0.5
Elastic	  Volumetric	  Expansion 0.0002 m^2
Added	  Capacitance 17.37 kJ/K
ProgressivTube	  Specifications
	  
The	  above	  specifications	  were	  adapted	  from	  TCT’s	  website	  (21)	  from	  where	  additional	  specifications	  
may	  be	  found.	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4.111	  Overall	  Loss	  Coefficient	  
Once	  the	  model	  was	  set	  up	  with	  the	  above	  panel	  specifications	  a	  simulation	  was	  run.	  The	  simulation	  
studio	  project	  was	  set	  up	  the	  exact	  same	  way	  described	  in	  section	  4.91	  above;	  however,	  the	  single	  cover	  
top	  loss	  model,	  Type	  543,	  was	  replaced	  with	  the	  double	  cover	  model,	  Type	  544.	  	  Again,	  the	  purpose	  of	  
the	  initial	  simulation	  is	  to	  validate	  the	  model	  with	  experimental	  results.	  	  	  The	  simulation	  is	  run	  and	  a	  UA-­‐
Value	  is	  determined	  for	  four	  different	  collector	  temperatures	  at	  an	  ambient	  temperature	  of	  -­‐12o	  C.	  	  
Same	  as	  with	  the	  Copperheart,	  to	  fine	  tune	  the	  ProgressivTube	  model	  to	  better	  fit	  the	  experimental	  
data	  a	  multiplier	  term	  in	  the	  top	  loss	  model	  is	  used.	  	  This	  term	  is	  set	  to	  1.13.	  	  Below,	  Figure	  20	  plots	  the	  
simulation	  and	  experimental	  UA-­‐Values	  vs.	  collector	  temperature.	  	  	  
	  
Figure	  20:	  ProgressivTube	  Model	  UA-­‐Value	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4.112	  Elastic	  Volumetric	  Expansion	  and	  Maximum	  Plastic	  Expansion	  
The	  elastic	  volumetric	  expansion	  for	  the	  ProgressivTube	  is	  also	  calculated.	  	  Again	  following	  the	  
procedure	  described	  in	  section	  4.8	  and	  using	  the	  specifications	  listed	  in	  Table	  3	  the	  maximum	  allowed	  
elastic	  expansion	  is	  .0002	  cubic	  meters	  or	  .13%	  of	  the	  original	  volume.	  	  	  
4.113	  Added	  Capacitance	  
An	  additional	  capacitance	  from	  the	  mass	  of	  the	  copper	  tube	  is	  also	  calculated	  for	  the	  ProgressivTube	  
panel	  in	  the	  same	  manner	  described	  in	  section	  4.93	  above.	  	  First	  the	  volume	  of	  the	  copper	  in	  calculated.	  
!!"##$% = ! ∗ !!"#$%! ∗ !!"#$ − ! ∗ !! ∗ !!"#$ = .001218  !!	  	   (35)	  
Where	  router	  is	  the	  outside	  radius	  of	  the	  collector	  tube	  equaling	  .0516	  meters.	  
Next	  the	  thermal	  capacitance	  for	  the	  copper	  in	  one	  tube	  is	  calculated.	  
!ℎ!"#$%  !"#$%&"'$( = ! ∗ !!"##$% ∗ !!!"##$% = 2.206   !"! 	  	   (36)	  
This	  is	  the	  value	  for	  a	  single	  collector	  tube.	  	  The	  total	  added	  capacitance	  for	  the	  panel,	  8	  tubes,	  is	  17.6	  
kJ/K.	  	  Because	  the	  copper	  tubes	  used	  in	  the	  ProgressivTube	  have	  thinner	  sidewalls	  than	  those	  in	  the	  
Copperheart	  the	  additional	  thermal	  capacitance	  is	  less.	  	  	  
	   	  
	  	  
	   	  
52	  5.	  Experimental	  Results	  and	  Model	  Validation	  
Tests	  on	  Copperheart,	  Progressive	  Tube	  and	  Suncache	  panels	  were	  performed	  in	  order	  to	  correct	  and	  
validate	  the	  analytical	  models.	  	  	  Temperature	  and	  strain	  data	  was	  recorded	  from	  each	  of	  the	  tests.	  	  The	  
temperature	  data	  is	  most	  critical	  in	  that	  it	  is	  used	  to	  calculate	  the	  overall	  heat	  transfer	  coefficient	  or	  UA-­‐
Value	  of	  the	  Copperheart	  and	  Progressive	  Tube	  panel.	  	  
To	  calculate	  an	  experimental	  UA-­‐Value	  for	  the	  Copperheart	  and	  Progressive	  Tube	  panels,	  two	  
assumptions	  were	  made.	  	  First	  the	  ambient	  air	  temperature	  was	  assumed	  to	  be	  constant.	  This	  limits	  the	  
data	  analysis	  to	  periods	  when	  the	  freezer	  temperature	  was	  constant	  (after	  the	  initial	  temperature	  decay	  
from	  when	  freezer	  was	  turned	  on	  and	  between	  defrost	  cycles).	  Second	  the	  water	  in	  all	  the	  collector	  
tubes	  was	  assumed	  to	  be	  the	  same	  temperature.	  	  Average	  temperature	  values	  from	  the	  experimental	  
data	  were	  taken	  in	  order	  to	  meet	  these	  assumptions.	  Experimental	  temperature	  data	  was	  plugged	  into	  
the	  following	  exponential	  equation	  (13).	  	  The	  equation	  was	  derived	  by	  calculating	  an	  energy	  balance	  on	  
the	  system.	  	  This	  is	  done	  by	  setting	  the	  energy	  into	  the	  system	  equal	  to	  the	  increase	  in	  energy	  of	  the	  
system	  (13).	  
!"#$%&%'()*  !"#$%  !"#$%&'( = !!"#$%!!!"#!!"!#!$%!!!"# = !!!∗!	  	   (37)	  
	  
Where	  Tfinal	  is	  the	  final	  temperature	  of	  the	  collector,	  Tinitial	  is	  the	  initial	  temperature	  of	  the	  collector	  Tamb	  
is	  the	  freezer	  temperature	  and	  b	  is:	  ! = !"!!"#$%∗!!	  	   (38)	  
Rearranging	  the	  exponential	  decay	  equation	  above,	  the	  UA-­‐Value	  was	  determined:	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!" = ln !!"#$%!!!"#!!"!#!$%!!!"# ∗ !!"#$%∗!!! 	  	   (39)	  
Average	  collector	  temperature	  data	  from	  the	  experiments	  during	  which	  there	  was	  a	  constant	  ambient	  
freezer	  temperature,	  Tinf	  above,	  was	  plugged	  into	  the	  above	  equation.	  	  This	  process	  was	  carried	  out	  for	  
different	  collector	  temperatures	  from	  which	  a	  UA-­‐Value	  was	  calculated.	  	  In	  the	  same	  fashion,	  a	  UA-­‐
Value	  was	  also	  calculated	  for	  the	  inlet/outlet	  pipes.	  	  Table	  4	  below	  lists	  the	  experimental	  UA-­‐Values	  for	  
the	  Progressive	  Tube,	  Copperheart	  and	  inlet/outlet	  pipes.	  
Table	  4:	  UA-­‐Values	  of	  the	  Copperheart	  and	  ProgressivTube	  collectors	  and	  Inlet/Outlet	  Pipes	  
Test	  Date Freezer	  Temp Orig.	  Insulation Fiberglass	  Insulation
4/22/2011 -­‐9 8.486 8.449
4/25/2011 -­‐12 8.491 8.437
4/28/2011 -­‐12 8.725 9.016
Average 8.567 8.634
Test	  Date Freezer	  Temp Orig	  Insulation Fiberglass	  Insulation
10/31/2011 -­‐9 7.868 6.48
11/2/2011 -­‐10 8.264 7.14
11/9/2010 -­‐12 7.98 7.072
Average 8.037 6.897
Test	  Date Freezer	  Temp 1	  inch	  insulation
4/28/2011 -­‐11.6 0.14
10/31/2010 -­‐9.9 0.12
4/22/2011 -­‐8.9 0.131
Average 0.130
Copperheart	  Collector	  Tubes	  W/K
TCT	  Collector	  Tubes	  W/K
Inlet/Outlet	  Pipes	  W/K
	  
Above	  in	  table	  4	  the	  no	  insulation	  vs.	  fiberglass	  insulation	  represents	  the	  insulation	  on	  the	  connecting	  
pipes.	  	  Orig.	  Insulation	  refers	  to	  the	  panel	  in	  which	  the	  original	  insulation	  on	  the	  panel	  was	  used.	  	  
Fiberglass	  insulation	  refers	  to	  the	  panel	  in	  which	  the	  original	  insulation	  near	  the	  connecting	  pipes	  was	  
replaced	  with	  fiberglass	  insulation	  in	  order	  to	  more	  thoroughly	  cover	  and	  insulate	  the	  connecting	  pipes.	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5.1	  Copperheart	  
Three	  Copperheart	  panels	  were	  tested.	  	  One	  of	  the	  panels	  was	  tested	  as	  is	  from	  the	  factory	  and	  the	  
other	  two	  panels	  had	  insulation	  modifications	  made	  to	  their	  connecting	  pipes.	  	  Data	  was	  collected	  for	  
every	  test	  cycle	  that	  the	  Copperheart	  was	  run	  from	  which	  a	  UA-­‐Value	  is	  calculated.	  	  As	  shown	  above	  in	  
the	  “Test	  Setup”	  section	  the	  thermocouple	  placement	  varied	  between	  the	  panels.	  	  Because	  the	  first	  
panel	  tested	  only	  had	  thermocouples	  on	  the	  lower	  collector	  tube	  it	  is	  not	  used	  to	  calculate	  a	  UA-­‐Value.	  	  
However,	  because	  the	  first	  panel	  was	  tested	  until	  it	  broke	  insight	  can	  be	  gained	  from	  its	  strain	  data.	  
Only	  data	  from	  the	  second	  and	  third	  test	  was	  used	  for	  UA-­‐Value	  calculations	  seen	  above	  in	  Table	  4.	  	  
Figure	  21	  below	  is	  one	  of	  the	  temperature	  plots	  used	  to	  calculate	  the	  Copperheart’s	  UA-­‐Value.	  	  It	  was	  
taken	  from	  a	  test	  run	  on	  4/25/2011.	  It	  plots	  the	  average	  temperature	  from	  	  the	  four	  different	  collector	  
tubes	  measured	  in	  the	  un-­‐insulated	  Copperheart	  test,	  green,	  vs.	  the	  average	  freezer	  temperature,	  blue.	  	  
The	  fluctuating	  freezer	  temperature	  is	  due	  to	  the	  freezer	  cycling	  on	  and	  off	  in	  order	  to	  keep	  the	  ambient	  
temperature	  with	  in	  one	  degree	  of	  the	  set	  temperature.	  	  The	  larger	  temperature	  spikes	  are	  from	  a	  45	  
minute	  defrost	  cycle	  that	  occurs	  every	  six	  hours	  in	  the	  freezer.	  	  This	  cycle	  is	  used	  to	  melt	  any	  ice	  buildup	  
on	  the	  evaporator	  coils.	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Figure	  21:	  Un-­‐Insulated	  Copperheart	  Temp	  
Temperature	  data	  taken	  from	  this	  and	  three	  other	  tests	  was	  plugged	  into	  the	  UA-­‐Value	  formula	  in	  the	  
above	  section.	  	  Because	  the	  temperature	  of	  the	  collector	  affects	  the	  UA-­‐Value,	  two	  separate	  UA-­‐Values	  
are	  determined	  from	  each	  test.	  	  Each	  UA-­‐Value	  was	  taken	  from	  the	  average	  collector	  temperature	  over	  
a	  given	  time	  step.	  	  Because	  equation	  38	  assumes	  a	  constant	  ambient	  temperature,	  time	  steps	  are	  
located	  between	  the	  freezer’s	  defrost	  cycles.	  	  The	  relationship	  between	  collector	  temperature	  and	  the	  
panels	  UA-­‐Value	  is	  explained	  in	  more	  detail	  above	  in	  section	  4.91.	  	  	  Table	  4	  lists	  the	  experimental	  UA-­‐
Values	  determined	  for	  the	  modified	  insulation	  and	  un-­‐modified	  Copperheart.	  	  Below,	  Figure	  22	  plots	  the	  
experimental	  UA-­‐Values	  for	  the	  Copperheart.	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Figure	  22:	  Experimental	  Copperheart	  UA-­‐Values	  
Above	  in	  figure	  22	  the	  label	  “fan”	  refers	  to	  the	  tests	  in	  which	  a	  fan	  was	  turned	  on	  in	  the	  freezer	  to	  
increase	  circulation	  and	  “no	  fan”	  refers	  to	  the	  tests	  in	  which	  no	  fan	  was	  used.	  	  “Ins”	  refers	  to	  the	  tests	  in	  
which	  the	  insulation	  around	  the	  connecting	  pipes	  on	  the	  panel	  was	  replaced	  	  
The	  plot	  is	  broken	  up	  into	  four	  different	  data	  sets.	  	  The	  first	  two	  in	  the	  legend,	  “no	  fan”	  and	  “fan”,	  refer	  
to	  the	  tests	  in	  which	  the	  original	  insulation	  was	  used	  and	  the	  “fan”	  or	  “no	  fan”	  refers	  to	  whether	  or	  not	  
a	  fan	  was	  used	  inside	  the	  freezer	  to	  increase	  circulation.	  	  The	  second	  two	  tests	  in	  the	  legend,	  “Ins,	  No	  
Fan”	  and	  “Ins,	  Fan”,	  refer	  to	  the	  tests	  in	  which	  the	  insulation	  around	  the	  connecting	  pipes	  was	  replaced	  
with	  fiberglass	  insulation.	  	  In	  the	  tests	  in	  which	  a	  fan	  was	  used	  the	  increased	  circulation	  increased	  the	  
UA-­‐Value	  of	  the	  panel.	  	  The	  fan	  made	  a	  small	  difference	  in	  the	  UA-­‐Value,	  about	  6%,	  however	  it	  was	  
significant	  enough	  that	  the	  two	  data	  sets	  were	  separated.	  	  The	  second	  two	  data	  sets	  are	  of	  the	  modified	  
insulation	  Copperheart	  with	  and	  without	  a	  fan.	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The	  modified	  insulation	  on	  the	  Copperheart	  had	  a	  small	  negative	  effect	  on	  the	  UA-­‐Value	  of	  the	  panel.	  	  
This	  is	  because	  the	  original	  insulation	  on	  the	  end	  of	  the	  panel	  had	  to	  be	  removed	  in	  order	  fully	  cover	  the	  
connecting	  pipes	  in	  the	  fiberglass	  insulation.	  The	  fiberglass	  insulation	  used	  to	  replace	  the	  original	  
insulation	  was	  open	  celled	  as	  opposed	  to	  the	  closed	  cell	  foam	  insulation	  it	  replaced.	  	  Because	  closed	  cell	  
foam	  insulation	  has	  a	  greater	  R-­‐Value	  the	  UA-­‐Value	  of	  the	  panel	  increased	  slightly	  despite	  the	  greater	  
volume	  of	  fiberglass	  insulation.	  	  A	  more	  thorough	  description	  of	  the	  insulation	  process	  is	  above	  in	  
section	  3.36.	  	  As	  mentioned	  in	  section	  3.2	  the	  insulation	  on	  the	  connecting	  pipes	  was	  installed	  primarily	  
to	  prevent	  blockages	  from	  occurring	  in	  the	  connecting	  pipes	  and	  the	  decrease	  in	  the	  UA-­‐Value	  of	  the	  
panel	  was	  inadvertant.	  	  The	  panels	  were	  not	  tested	  for	  a	  long	  enough	  duration	  for	  the	  connecting	  pipes	  
to	  freeze	  in	  either	  the	  modified	  or	  un-­‐modified	  insulation	  panels.	  However,	  the	  inlet/outlet	  pipes	  freeze	  
solid	  in	  all	  three	  of	  the	  Coppheart	  tests.	  	  Because	  of	  this	  the	  additional	  insulation	  on	  the	  connecting	  
pipes	  has	  no	  effect	  on	  when	  a	  blockage	  occurs.	  	  	  	  
For	  validation,	  the	  model	  results	  from	  the	  “no	  fan”	  case	  of	  the	  un-­‐modified	  Copperheart	  were	  used.	  	  
This	  was	  chosen	  over	  the	  “with	  fan”	  case	  due	  to	  low	  air	  speed	  measurements	  in	  the	  freezer	  when	  the	  
fan	  was	  turned	  on.	  	  The	  air	  speeds	  in	  the	  freezer	  with	  the	  fan	  on	  were	  between	  0	  and	  .5	  meters	  per	  
second	  measured	  using	  a	  hot	  wire	  anemometer.	  	  At	  these	  air	  speeds	  forced	  convection	  is	  not	  dominant	  
but	  the	  convection	  off	  the	  panels	  is	  not	  purely	  natural	  either.	  At	  low	  air	  speeds	  the	  model	  assumes	  
natural	  convection	  to	  be	  dominant	  over	  forced	  convection.	  	  For	  simplification	  a	  fixed	  value	  of	  5	  
W/(m2*K)	  is	  chosen	  for	  natural	  convection.	  	  Therefore	  the	  model	  does	  not	  handle	  well	  situations	  in	  
which	  there	  is	  a	  mix	  between	  forced	  and	  natural	  convection	  such	  as	  the	  tests	  with	  the	  fan	  was	  on.	  	  
Hence	  the	  model	  better	  represents	  the	  test	  setup	  with	  no	  fan	  where	  there	  is	  less	  forced	  convection.	  
First	  shown	  in	  section	  4.101	  Overall	  Loss	  Coefficient,	  a	  plot	  of	  the	  experimental	  and	  simulated	  UA-­‐Values	  
vs.	  collector	  temperature	  is	  shown	  below	  in	  Figure	  23.	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Figure	  23:	  	  Copperheart	  UA-­‐Values	  
Figure	  24	  below	  is	  a	  temperature	  plot	  from	  the	  first	  Copperheart	  panel	  in	  which	  the	  inlet	  pipe	  
temperature	  is	  plotted	  against	  the	  freezer	  temperature.	  	  The	  freezer	  temperature	  of	  the	  test	  was	  set	  at	  	  
-­‐10o	  C	  for	  36	  hours	  which	  caused	  the	  panel	  to	  plastically	  deform.	  	  This	  was	  the	  third	  test	  in	  a	  row	  in	  
which	  the	  collector	  tubes	  in	  the	  panel	  experienced	  plastic	  deformation.	  	  The	  first	  test	  was	  performed	  at	  	  
-­‐8o	  C	  for	  36	  hours.	  	  	  The	  outlet	  pipe	  temperature	  is	  not	  included	  due	  to	  inconsistent	  data.	  The	  inlet	  
temperature,	  Figure	  24	  below,	  levels	  out	  at	  near	  0o	  C	  and	  then	  drops	  below	  0o	  C	  once	  the	  pipes	  have	  lost	  
their	  latent	  heat	  and	  have	  frozen	  solid.	  	  The	  temperature	  does	  not	  read	  exactly	  0o	  C	  because	  the	  
thermocouple	  is	  reading	  the	  temperature	  of	  the	  copper	  pipe	  whose	  temperature	  is	  affected	  by	  both	  the	  
ambient	  air	  temperature	  and	  the	  water	  temperature	  inside.	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Figure	  24:	  Inlet	  /	  Outlet	  Temperatures	  vs.	  Time	  
Strain	  gage	  data	  superimposed	  on	  the	  above	  temperature	  data,	  shown	  below	  in	  Figure	  25,	  confirms	  the	  
blockage	  shown	  above.	  	  At	  the	  time	  of	  the	  blockage	  strain	  in	  all	  of	  the	  pipes	  begins	  to	  increase.	  The	  plot	  
differentiates	  the	  strain	  from	  the	  greater	  wall	  thickness	  main	  body	  of	  the	  collector	  tube	  (“Average	  Tube	  
Strain”)	  and	  the	  strain	  from	  the	  thinner	  rounded	  ends	  on	  the	  tubes	  (“Average	  Tube	  End	  Strain”).	  	  	  An	  
instrumentation	  diagram	  for	  the	  Copperheart	  panel	  tested	  is	  in	  the	  “Testing”	  section	  above.	  	  Because	  
the	  rounded	  ends	  of	  the	  tubes	  are	  thinner	  they	  experience	  larger	  strains	  then	  the	  rest	  of	  the	  tube	  at	  a	  
given	  internal	  pressure.	  	  Because	  of	  this	  the	  rounded	  end	  reaches	  its	  yield	  point	  before	  the	  rest	  of	  the	  
tube.	  	  Once	  in	  the	  plastic	  region	  the	  slope	  of	  the	  copper	  stress	  strain	  curve	  decreases.	  	  Because	  of	  this	  a	  
subsequent	  increase	  in	  stress	  within	  the	  plastic	  region	  causes	  a	  greater	  increase	  in	  strain	  than	  would	  
occur	  in	  the	  elastic	  region.	  	  As	  a	  result	  the	  strain	  rate	  of	  the	  tube	  end	  increases	  when	  in	  the	  plastic	  
region.	  	  The	  increase	  in	  strain	  rate	  is	  seen	  near	  the	  end	  of	  the	  test	  in	  the	  figure	  below.	  	  Although	  the	  
main	  body	  of	  the	  collector	  tube	  continues	  to	  strain	  during	  the	  test	  it	  never	  reaches	  its	  yield	  point.	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Consequently	  the	  majority	  of	  the	  volume	  expansion	  inside	  the	  collector	  tube	  is	  taken	  up	  by	  plastic	  
deformation	  at	  the	  ends	  of	  the	  tubes.	  	  Because	  all	  of	  the	  volume	  expansion	  is	  allocated	  to	  a	  small	  
section	  of	  the	  tube	  the	  tube	  will	  break	  much	  sooner	  than	  if	  the	  volume	  expansion	  was	  evenly	  distributed	  
as	  is	  with	  the	  even	  wall	  thickness	  tubes	  in	  the	  ProgressivTube.	  	  	  	  Figure	  27	  below	  shows	  how	  the	  ends	  of	  
the	  tubes	  have	  bulged	  out	  due	  to	  plastic	  deformation.	  
	  
	  
Figure	  25:	  Strain	  Superimposed	  on	  Temperature	  
The	  strain	  data	  can	  also	  identify	  when	  the	  failure	  occurs.	  	  Figure	  26	  below	  is	  a	  plot	  of	  the	  individual	  
strain	  gages.	  	  “Strain	  3”	  which	  represents	  the	  strain	  gage	  on	  tube	  3	  shows	  an	  immediate	  drop	  in	  strain	  
around	  32	  hours	  into	  the	  cycle.	  	  This	  was	  the	  only	  pipe	  on	  the	  panel	  that	  broke	  and	  the	  only	  strain	  gage	  
that	  showed	  such	  behavior.	  	  Only	  five	  of	  the	  strain	  gages	  are	  plotted	  because	  four	  of	  them	  broke	  off	  the	  
pipes	  during	  testing.	  	  As	  mentioned	  earlier	  this	  is	  due	  to	  a	  problem	  with	  the	  glue	  used	  to	  adhere	  the	  
gages	  to	  the	  copper	  tubes.	  	  The	  glue	  on	  the	  third	  gage	  is	  also	  likely	  beginning	  to	  fail	  during	  this	  test	  
because	  of	  the	  decreased	  strain	  rate	  leading	  up	  to	  the	  break.	  	  Although	  the	  sharp	  drop	  in	  strain	  may	  be	  
the	  collector	  tube	  breaking	  it	  is	  impossible	  to	  say	  for	  sure.	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Figure	  26:	  Copperheart	  Break	  
	  
Figure	  27	  below	  shows	  how	  the	  rounded	  ends	  have	  plastically	  deformed	  while	  the	  rest	  of	  the	  tube	  has	  
not.	  	  This	  is	  again	  the	  reason	  for	  why	  the	  strain	  gages	  mounted	  at	  the	  end	  of	  the	  tubes	  exhibit	  higher	  
strains	  then	  the	  strain	  gages	  mounted	  away	  from	  the	  ends.	  	  This	  trend	  however	  does	  not	  hold	  true	  for	  
the	  3rd	  strain	  gage,	  mounted	  back	  from	  the	  tip,	  which	  exhibited	  relatively	  large	  strains	  throughout	  all	  of	  
the	  cycles.	  	  This	  could	  be	  credited	  to	  the	  large	  bulge	  seen	  in	  Figure	  27,	  which	  formed	  away	  from	  the	  tip.	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Figure	  27:	  Break	  in	  Copperheart	  
The	  3rd	  pipe	  did	  not	  break	  as	  expected	  at	  the	  tip.	  	  However,	  the	  break	  occurred	  approximately	  six	  inches	  
back	  from	  the	  end	  of	  the	  tube	  where	  the	  bulge	  is.	  	  	  It	  is	  still	  unknown	  why	  the	  3rd	  pipe	  experienced	  so	  
much	  strain	  away	  from	  the	  tip.	  	  This	  could	  be	  attributed	  towards	  variations	  in	  the	  manufacturing	  
processes	  of	  the	  copper,	  a	  pre-­‐existing	  crack,	  or	  negative	  side	  effects	  from	  the	  collector	  tubes	  being	  
welded	  together	  at	  this	  spot.	  
The	  elastic	  limit	  of	  the	  collector	  tubes	  is	  analytically	  determined	  in	  section	  4.102	  Elastic	  Volumetric	  
Expansion	  and	  Maximum	  Plastic	  Expansion.	  	  By	  determining	  how	  much	  the	  collector	  tubes	  can	  elastically	  
deform	  the	  model	  can	  determine	  how	  long	  after	  a	  blockage	  has	  occurred	  until	  permanent	  damage	  
occurs	  in	  the	  collector	  tubes.	  	  The	  pipes	  will	  still	  function	  properly	  if	  they	  have	  plastically	  deformed,	  as	  
long	  as	  it	  is	  “not	  too	  large”;	  however,	  if	  the	  tubes	  are	  subjected	  to	  multiple	  freeze	  cycles	  in	  which	  plastic	  
deformation	  occurs	  the	  tubes	  will	  eventually	  burst.	  	  From	  looking	  at	  the	  data	  from	  earlier	  cycles	  where	  
only	  small	  amounts	  of	  plastic	  deformation	  has	  occurred,	  one	  can	  determine	  the	  region	  of	  elastic	  strain	  in	  
the	  large	  pipes.	  Figure	  28	  below	  shows	  two	  good	  examples	  of	  the	  elastic	  strain	  region	  in	  tubes	  1	  and	  4.	  	  
The	  data	  is	  from	  a	  test	  performed	  at	  -­‐9o	  C	  over	  a	  36	  hour	  period	  on	  the	  first	  Copperheart.	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Figure	  28:	  Elastic	  vs.	  Plastic	  Strain	  
Above	  in	  Figure	  28,	  the	  elastic	  strain,	  recovered	  elastic	  strain	  and	  end	  of	  cycle	  are	  labeled.	  	  The	  total	  
elastic	  strain	  incurred	  during	  the	  test	  is	  completely	  recovered	  at	  the	  end	  of	  the	  cycle	  when	  the	  unit	  
thaws.	  	  Strain	  values	  are	  recorded	  from	  the	  4	  locations	  shown	  above.	  	  Because	  the	  strain	  gages	  are	  
temperature	  sensitive	  it	  is	  important	  that	  the	  collector	  temperature	  is	  the	  same	  at	  location	  1	  and	  4	  and	  
the	  same	  at	  locations	  2	  and	  3.	  	  The	  total	  elastic	  strain	  is	  found	  using	  the	  following	  formula.	  
!"#$%&'  !"#$%& = 3 − 2 − (4 − 1)	  	  
Where	  the	  above	  numbers	  correspond	  to	  the	  strain	  values	  labeled	  in	  Figure	  28	  above.	  
This	  process	  was	  done	  for	  gages	  3	  and	  9	  for	  the	  above	  test	  performed	  at	  -­‐9o	  C	  and	  the	  prior	  test	  
performed	  at	  -­‐8o	  C.	  	  An	  average	  of	  the	  elastic	  strain	  values	  was	  calculated	  to	  be	  5.5E-­‐4.	  	  This	  value	  is	  very	  
close	  the	  analytical	  value,	  5.8E-­‐4,	  calculated	  in	  section	  4.112	  Elastic	  Volumetric	  Expansion	  and	  Maximum	  
Plastic	  Expansion.	  	  Because	  the	  elastic	  strain	  values	  are	  close,	  the	  analytical	  calculation	  in	  the	  model	  is	  
left	  unchanged.	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In	  order	  to	  validate	  how	  the	  model	  calculates	  strain,	  temperature	  data	  that	  mimics	  the	  last	  5	  tests	  on	  
the	  first	  Copperheart	  panel	  was	  through	  the	  model.	  	  The	  last	  5	  tests	  had	  a	  36	  hour	  freeze	  cycle	  with	  
decreasing	  temperatures	  each	  test	  starting	  at	  -­‐8o	  C	  and	  ending	  at	  -­‐12o	  C.	  	  On	  the	  last	  test	  the	  panel	  
broke,	  see	  Figure	  26:	  Copperheart	  Break	  above.	  	  Using	  a	  Type	  9	  data	  reader	  in	  TRNSYS,	  temperature	  
data	  from	  the	  freezer	  tests	  is	  run	  through	  the	  model	  to	  replicate	  the	  experimental	  tests.	  	  Figure	  29	  and	  
Figure	  30	  below	  are	  the	  experimental	  results	  and	  TRNSYS	  simulation	  of	  the	  last	  5	  tests	  on	  the	  first	  
Copperheart.	  
	  
Figure	  29:	  Last	  5	  Tests	  on	  First	  Copperheart	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Figure	  30:	  TRNSYS	  Simulation	  of	  Last	  5	  Tests	  
As	  seen	  in	  Figure	  29	  the	  panel	  breaks	  during	  the	  last	  test.	  	  As	  mentioned	  above,	  the	  exact	  time	  that	  the	  
panel	  breaks	  is	  unknown	  because	  the	  glue	  for	  the	  strain	  gage	  on	  the	  pipe	  that	  broke	  had	  failed.	  	  This	  
was	  true	  for	  any	  gage	  that	  was	  located	  near	  the	  end	  of	  the	  collector	  tube	  where	  there	  were	  large	  
strains.	  	  Because	  of	  this	  there	  is	  no	  strain	  data	  plotted	  past	  the	  4th	  test.	  	  The	  simulation	  agrees	  well	  with	  
the	  experimental	  results.	  
5.2	  ProgressivTube	  
Two	  ProgressivTube	  panels	  were	  tested.	  	  One	  of	  the	  panels	  was	  left	  un-­‐modified	  from	  the	  factory	  while	  
the	  connecting	  pipes	  on	  the	  other	  panel	  were	  insulated	  with	  fiberglass	  insulation;	  see	  Table	  1	  above	  for	  
test	  configurations	  and	  Section	  3.363	  for	  a	  detailed	  description	  on	  the	  test	  setup.	  	  The	  panels	  were	  
tested	  from	  the	  Fall	  of	  2010	  to	  the	  early	  Spring	  of	  2011.	  	  A	  total	  of	  23	  tests	  were	  run	  on	  the	  
ProgressivTube	  panel	  from	  which	  temperature	  and	  strain	  data	  was	  collected.	  	  However,	  the	  panel	  was	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never	  tested	  to	  failure	  and	  further	  testing	  must	  be	  completed	  in	  order	  to	  determine	  the	  plastic	  limit	  of	  
the	  collector	  tubes.	  	  	  
As	  was	  done	  for	  the	  Copperheart,	  temperature	  data	  was	  used	  to	  calculate	  a	  UA-­‐Value	  for	  the	  
ProgressivTube	  panel.	  	  Below,	  Figure	  31	  is	  a	  temperature	  plot	  of	  an	  un-­‐insulated	  ProgressivTube.	  	  The	  
test	  was	  run	  at	  -­‐12o	  C	  for	  28	  hours.	  
	  
Figure	  31:	  Un-­‐Insulated	  TCT	  Temperature	  
Using	  the	  procedure	  laid	  out	  at	  the	  beginning	  of	  section	  5,	  average	  UA-­‐Values	  from	  the	  ProgressivTube	  
panel	  were	  determined	  from	  six	  different	  tests.	  Each	  UA-­‐Value	  was	  the	  average	  over	  a	  given	  time	  step	  
and	  was	  associated	  with	  the	  corresponding	  average	  collector	  temperature	  from	  the	  same	  time	  step.	  	  
Table	  4	  above	  lists	  all	  of	  the	  UA-­‐	  Values	  and	  their	  corresponding	  collector	  temperature.	  	  Shown	  initially	  
in	  section	  4.101,	  Figure	  32	  below	  plots	  the	  UA-­‐Values	  for	  the	  ProgressivTube	  vs.	  collector	  temperature.	  	  
As	  mentioned	  in	  section	  4.111	  Overall	  Loss	  Coefficienta	  multiplier	  term	  in	  the	  top	  loss	  model	  was	  set	  to	  
1.13	  to	  obtain	  a	  good	  correlation	  between	  the	  model	  and	  experimental	  UA-­‐Values.	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Figure	  32:	  ProgressivTube	  UA-­‐Value	  
The	  experimental	  values	  above	  were	  taken	  from	  the	  un-­‐modified	  ProgressivTube	  panel.	  	  Data	  collected	  
from	  the	  panel	  with	  modified	  insulation	  around	  the	  connecting	  pipes	  was	  not	  used	  because	  the	  
thermocouple	  on	  the	  bottom	  tube	  broke	  during	  testing.	  	  This	  resulted	  in	  insufficient	  data	  to	  accurately	  
determine	  a	  UA-­‐Value.	  	  However,	  UA-­‐Values	  were	  determined	  from	  the	  functioning	  thermocouples	  on	  
the	  modified	  panel	  and	  compared	  to	  their	  corresponding	  thermocouples	  on	  the	  unmodified	  panels.	  	  
Unlike	  the	  Copperheart,	  the	  added	  insulation	  on	  the	  ProgressivTube	  panel	  makes	  a	  significant	  
difference,	  14%	  in	  this	  case.	  	  This	  is	  due	  to	  the	  design	  difference	  between	  the	  two	  panels.	  	  As	  mentioned	  
above	  in	  section	  5.1	  some	  insulation	  on	  the	  Copperheart	  had	  to	  be	  removed	  in	  order	  to	  install	  the	  
fiberglass	  insulation.	  	  Conversely,	  on	  the	  ProgressivTube	  there	  is	  a	  gap	  between	  the	  connecting	  pipes	  
and	  the	  original	  insulation	  at	  the	  end	  of	  the	  panel.	  	  Consequently	  no	  insulation	  had	  to	  be	  removed	  to	  
insulate	  the	  connecting	  pipes.	  This	  resulted	  in	  a	  net	  gain	  in	  insulation	  which	  helped	  improve	  the	  UA-­‐
Value	  of	  the	  panel.	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Again,	  the	  added	  insulation	  on	  the	  connecting	  pipes	  was	  done	  to	  increase	  the	  time	  until	  a	  blockage	  
occurred.	  The	  temperatures	  from	  three	  of	  the	  connecting	  pipes	  were	  recorded.	  	  Additionally	  the	  
temperature	  of	  the	  section	  of	  inlet	  pipe	  located	  inside	  the	  panel	  was	  recorded.	  	  Figure	  33	  and	  Figure	  34	  
below	  are	  temperature	  plots	  of	  the	  connecting	  pipes,	  the	  inlet	  pipe	  inside	  the	  panel	  and	  the	  inlet	  pipe	  
approximately	  four	  feet	  away	  from	  the	  panel.	  	  The	  test	  was	  performed	  at	  -­‐12o	  C	  for	  approximately	  180	  
hours.	  	  In	  Figure	  33	  below	  the	  section	  of	  inlet	  pipe	  inside	  the	  panel	  is	  labeled	  as	  “Bottom	  Right”,	  “Inlet”	  
is	  the	  temperature	  of	  the	  inlet	  pipe	  four	  feet	  back	  from	  the	  panel	  and	  the	  remaining	  three	  labels	  are	  for	  
the	  connecting	  pipes.	  	  For	  a	  diagram	  of	  where	  the	  thermocouples	  were	  installed	  refer	  to	  section	  3.363.	  
	  
Figure	  33:	  Un-­‐Insulated	  Connecting	  Pipes	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Figure	  34:	  Insulated	  Connecting	  Pipes	  
Above,	  the	  time	  of	  blockage	  of	  the	  inlet/outlet	  pipes	  and	  the	  bottom	  left	  connecting	  pipe	  are	  labeled.	  
The	  insulation	  on	  the	  connecting	  pipes	  has	  a	  small	  influence	  on	  the	  time	  it	  takes	  to	  create	  a	  blockage	  in	  
the	  bottom	  left	  pipe,	  which	  is	  the	  first	  connecting	  pipe	  to	  freeze	  solid.	  	  It	  increases	  the	  time	  by	  
approximately	  6	  hours	  which	  is	  a	  6%	  increase.	  	  Blockages	  in	  the	  other	  connecting	  pipes	  are	  irrelevant	  
once	  a	  blockage	  in	  the	  bottom	  left	  connecting	  pipes	  has	  occurred.	  	  	  The	  section	  of	  inlet	  pipe	  inside	  the	  
panel	  is	  also	  not	  labeled	  even	  though	  it	  freezes	  solid	  before	  the	  bottom	  left	  connecting	  pipe.	  	  This	  is	  
because	  its	  temperature	  is	  affected	  by	  the	  section	  of	  inlet	  pipe	  located	  outside	  the	  panel	  via	  conduction	  
effects.	  	  Because	  of	  the	  outside	  influence	  the	  temperature	  of	  the	  pipe	  never	  sits	  at	  0o	  C	  as	  it	  freezes	  nor	  
does	  its	  temperature	  abruptly	  drop	  when	  the	  water	  inside	  has	  frozen	  solid.	  	  This	  makes	  determining	  a	  
time	  of	  blockage	  hard	  to	  discern.	  	  	  
As	  mentioned	  before,	  given	  the	  current	  setup,	  prolonging	  the	  time	  it	  takes	  to	  create	  a	  blockage	  in	  the	  
connecting	  pipes	  is	  irrelevant	  because	  a	  blockage	  will	  have	  already	  occurred	  in	  the	  inlet/outlet	  pipes.	  	  
However,	  if	  a	  blockage	  within	  the	  inlet/outlet	  pipes	  could	  be	  prevented	  the	  time	  until	  the	  panel	  incurs	  
permanent	  damage	  could	  be	  greatly	  increased	  by	  up	  to	  nearly	  90	  hours.	  	  Freeze	  protection	  methods	  are	  
described	  in	  further	  detail	  in	  the	  conclusion	  section.	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70	  
Below,	  Figure	  35	  plots	  the	  collector	  temperature	  average	  strain	  and	  the	  temperature	  of	  the	  inlet/outlet	  
pipes.	  	  	  
	  
Figure	  35:	  ProgressivTube	  Strain	  
Once	  the	  temperature	  of	  the	  collector	  tubes	  reaches	  freezing	  the	  water	  in	  the	  tubes	  begins	  to	  expand,	  
Given	  the	  test	  conditions	  there	  is	  already	  a	  blockage	  in	  the	  inlet/outlet	  pipes	  and	  the	  collector	  tubes	  
begin	  to	  strain.	  
The	  region	  of	  strain	  in	  the	  above	  test	  was	  relatively	  short	  and	  all	  of	  the	  strain	  was	  in	  the	  elastic	  region.	  	  
Any	  difference	  in	  strain	  between	  the	  beginning	  and	  end	  of	  the	  test	  can	  be	  attributed	  to	  the	  difference	  in	  
collector	  and	  freezer	  temperature	  which	  has	  a	  small	  effect	  on	  the	  strain	  readings.	  	  However,	  the	  elastic	  
region	  is	  relatively	  small	  and	  longer	  duration	  tests	  yield	  much	  high	  strain	  values	  mostly	  in	  the	  plastic	  
region.	  	  The	  maximum	  elastic	  hoop	  strain	  in	  the	  panel	  was	  determined	  analytically	  to	  be	  5.8E-­‐4	  
calculated	  in	  section	  4.8	  Volume	  expansion	  of	  Collector	  tubes.	  	  This	  value	  was	  confirmed	  using	  the	  
method	  described	  in	  section	  5.1	  to	  experimentally	  calculate	  the	  maximum	  elastic	  deformation.	  	  Using	  
the	  strain	  data	  from	  two	  different	  tubes	  a	  maximum	  elastic	  strain	  was	  found	  to	  be	  approximately	  5E-­‐4	  
which	  is	  close	  to	  the	  analytical	  calculation.	  	  Figure	  36	  below	  is	  a	  temperature	  and	  strain	  plot	  from	  a	  test	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performed	  at	  -­‐12o	  C	  for	  45	  hours.	  This	  was	  the	  first	  test	  on	  the	  ProgressivTube	  panel	  in	  which	  the	  
collector	  tubes	  experienced	  plastic	  deformation.	  
	  
Figure	  36:	  ProgressivTube	  Plastic	  Deformation	  
The	  red	  arrow	  points	  to	  the	  approximate	  location	  in	  which	  plastic	  deformation	  begins.	  	  	  This	  helps	  give	  a	  
sense	  of	  how	  small	  the	  elastic	  region	  is	  compared	  to	  the	  plastic	  region.	  	  Unlike	  the	  Copperheart	  the	  
collector	  tube	  wall	  thickness	  on	  the	  ProgressivTube	  is	  constant	  down	  the	  tubes	  length.	  	  Consequently,	  
the	  strain	  rate	  in	  the	  plastic	  region	  is	  uniform	  over	  the	  length	  of	  the	  tube.	  	  Furthermore,	  because	  of	  the	  
uniform	  strain	  the	  ProgressivTube	  can	  undergo	  much	  greater	  amounts	  of	  plastic	  deformation	  than	  the	  
Copperheart.	  	  The	  maximum	  volume	  expansion	  that	  the	  tubes	  can	  withstand	  is	  still	  unknown.	  	  A	  
subsequent	  test	  to	  the	  one	  shown	  above	  in	  Figure	  36	  was	  run	  for	  approximately	  180	  hours	  during	  which	  
the	  panel	  did	  not	  break	  however	  all	  of	  the	  strain	  gages	  did	  break.	  	  Further	  testing	  with	  more	  durable	  
gages	  such	  as	  the	  ones	  used	  on	  the	  second	  and	  third	  Copperheart	  test	  needs	  to	  be	  performed.	  	  	  
Although	  the	  ProgressivTube	  can	  withstand	  larger	  strain	  values	  compared	  to	  the	  Copperheart,	  the	  
collector	  tubes	  of	  both	  panels	  reach	  their	  yield	  point	  at	  the	  same	  value	  of	  strain.	  	  Any	  subsequent	  plastic	  
deformation	  is	  permanent	  and	  either	  panel	  will	  fail	  if	  the	  yield	  point	  is	  exceeded	  enough	  times.	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NREL	  Tubular	  ICS	  Test	  
During	  the	  fall	  of	  2004	  NREL	  installed	  a	  tubular	  ICS	  on	  their	  roof.	  	  The	  panel	  used	  was	  the	  40	  gallon	  
Coppersun	  made	  by	  Sun	  Systems.	  	  The	  panel	  is	  very	  similar	  to	  the	  Copperheart	  and	  ProgressivTube.	  	  It	  
contains	  eight,	  four	  inch	  diameter	  copper	  tubes	  and	  has	  a	  single	  glazing	  on	  top.	  	  A	  detailed	  specification	  
is	  located	  on	  Sun	  Systems’	  web	  site	  (22).	  	  The	  panel	  was	  installed	  at	  a	  27	  degree	  angle	  and	  average	  
temperature	  measurements	  on	  each	  tube	  were	  recorded	  every	  five	  minutes.	  	  Testing	  on	  the	  panel	  
began	  October	  8th	  2004.	  	  The	  4th	  freeze	  period	  over	  the	  course	  of	  the	  test	  during	  which	  the	  panel	  broke	  
occurred	  from	  December	  19th	  through	  the	  25th.	  	  Below,	  Figure	  37	  is	  a	  plot	  of	  the	  panel	  temperature	  and	  
ambient	  temperature	  for	  the	  entire	  duration	  of	  the	  test.	  	  Labeled	  are	  the	  1st,	  2nd,	  and	  3rd	  freeze	  periods	  
in	  which	  the	  panel	  temperature	  dropped	  to	  0o	  C.	  	  Also	  labeled	  is	  the	  4th	  freeze	  period	  during	  which	  the	  
panel	  broke.	  	  	  	  
	  
Figure	  37:	  Coppersun	  Freeze	  Incident	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The	  tubular	  ICS	  model	  was	  modified	  with	  the	  Coppersun	  dimensions	  and	  adjusted	  to	  fit	  the	  
experimental	  data	  from	  the	  NREL	  test.	  	  Temperature,	  wind	  and	  insolation	  data	  taken	  from	  the	  test	  site	  
was	  plugged	  into	  the	  model	  which	  was	  then	  run	  for	  the	  full	  test	  duration.	  	  Figure	  38	  below	  plots	  just	  the	  
4th	  freeze	  period	  in	  which	  the	  temperature	  data	  from	  the	  model	  is	  superimposed	  on	  the	  experimental	  
temperature	  data	  along	  with	  the	  ambient	  temperature	  and	  insolation.	  	  	  It	  is	  known	  that	  the	  panel	  broke	  
sometime	  after	  December	  23rd	  but	  the	  exact	  time	  of	  the	  break	  is	  unknown.	  
	  
	   	  
	  
Figure	  38:	  Coppersun	  TRNSYS	  Model	  
The	  model	  shows	  a	  close	  agreement	  with	  the	  experimental	  temperature.	  	  According	  to	  the	  model	  the	  
panel	  breaks	  soon	  after	  the	  panel	  reaches	  freezing	  during	  the	  4th	  freeze	  cycle	  which	  is	  marked	  by	  a	  jump	  
in	  temperature.	  	  The	  panel	  temperature	  jumps	  after	  a	  break	  because	  the	  model	  resets	  the	  panel	  back	  to	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its	  original	  state	  and	  its	  temperature	  to	  the	  main	  line	  temperature.	  	  Although	  the	  model	  cannot	  be	  
compared	  to	  an	  exact	  time	  of	  breakage	  it	  is	  still	  a	  successful	  source	  of	  validation	  because	  the	  model	  
shows	  that	  the	  panel	  broke	  during	  the	  4th	  freeze	  period	  and	  not	  one	  of	  the	  first	  three.	  
5.3	  Suncache	  
The	  Suncache	  was	  tested	  at	  the	  same	  time	  as	  the	  second	  Copperheart.	  	  Once	  the	  Copperheart	  broke	  
testing	  was	  continued	  on	  the	  Suncache	  until	  it	  broke	  at	  -­‐12o	  C	  over	  a	  54	  hour	  period.	  	  Although	  the	  panel	  
broke	  after	  54	  hours,	  strain	  in	  the	  pipes	  was	  observed	  as	  early	  as	  48	  hours.	  	  A	  strain	  data	  plot	  of	  the	  48	  
hour	  test	  is	  shown	  below	  in	  Figure	  39.	  	  The	  strain	  numbers	  correspond	  to	  the	  labels	  on	  Figure	  14.	  
	  
	  
	  
Figure	  39:	  Suncache	  Strain	  
Subsequent	  tests,	  all	  run	  at	  -­‐12o	  C,	  through	  the	  54	  hour	  test	  at	  which	  the	  panel	  broke	  showed	  similar	  
increases	  in	  strain	  between	  2,450	  and	  2,750	  minutes	  into	  the	  test.	  	  However,	  between	  the	  test	  run	  at	  48	  
hours	  and	  the	  final	  test	  run	  at	  54	  hours	  the	  strain	  gages	  began	  to	  break	  and	  give	  inconsistent	  readings.	  	  
On	  the	  final	  test	  only	  the	  3rd	  gage	  was	  working.	  	  Although	  the	  gage	  showed	  a	  slight	  increase	  in	  strain	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similar	  to	  the	  prior	  tests	  it	  did	  not	  show	  any	  sharp	  decrease	  in	  strain	  which	  would	  indicate	  a	  pipe	  
breaking.	  	  More	  tests	  would	  need	  to	  be	  completed	  before	  any	  conclusions	  could	  be	  made	  about	  the	  
Suncache.	  	  
Analytical	  Validation	  of	  Tubular	  ICS	  Model	  
To	  ensure	  that	  the	  equations	  input	  into	  the	  tubular	  ICS	  model	  were	  correctly	  handled;	  the	  model	  was	  
validated	  against	  analytical	  calculations.	  	  First,	  using	  the	  Copperheart	  parameters	  a	  time	  constant	  τ,	  
equation	  40	  below,	  was	  analytically	  calculated	  and	  compared	  to	  the	  value	  calculated	  in	  the	  model.	  	  To	  
simplify	  the	  analytical	  calculation	  the	  thermal	  resistances	  of	  the	  panel	  insulation	  and	  cover	  were	  
assumed	  to	  remain	  constant.	  	  Using	  the	  top	  loss	  model	  a	  top	  loss	  coefficient	  of	  12.44	  kJ/(hr*m2*K)	  was	  
calculated	  for	  a	  collector	  temperature	  of	  8.5o	  C,	  cover	  temperature	  of	  -­‐4.3o	  C	  and	  ambient	  temperature	  
of	  -­‐12o	  C.	  	  The	  top	  loss,	  edge	  and	  back	  loss	  terms	  are	  multiplied	  by	  their	  corresponding	  areas	  and	  added	  
together	  giving	  a	  total	  UA-­‐Value.	  
	  ! = !!!"#$%  !"#$%&"'$(!" 	  	   (40)	  
	  
Where	  the	  thermal	  capacitance	  equals	  the	  mass	  of	  water	  in	  the	  collector	  times	  the	  specific	  heat	  of	  
water	  plus	  added	  thermal	  capacitance	  from	  the	  weight	  of	  the	  copper	  collector,	  see	  section	  4.103,	  and	  
UA	  is	  the	  total	  UA-­‐Value	  calculated	  in	  equation	  41	  below.	  
	  !"#$%  !" − !"#$% = !!!"# + !!!"#$ + !!!"#! = 30.84  	  	   (41)	  
	  
Which,	  given	  a	  water	  mass	  of	  151	  kg,	  a	  specific	  heat	  of	  4.19	  kJ/(kg*K),	  and	  an	  added	  capacitance	  of	  33.9	  kJ/K	  the	  time	  
constant	  equals	  21.6	  hours.	  	  This	  model	  calculates	  a	  value	  of	  22.5	  which	  is	  close	  the	  analytical	  value.	  	  Error	  between	  the	  two	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values	  comes	  from	  the	  U-­‐Value	  for	  the	  panel’s	  insulation.	  	  The	  insulation	  was	  left	  as	  a	  constant	  for	  the	  analytical	  calculation	  
where	  as	  the	  model	  takes	  into	  account	  the	  insulations	  temperature	  dependence.	  	  Next,	  the	  time	  for	  the	  panel	  to	  drop	  from	  
10o	  C	  to	  0o	  C	  was	  calculated	  analytically	  using	  equation	  38	  in	  which	  b	  is	  the	  inverse	  of	  the	  time	  constant.	  	  The	  analytical	  
calculation	  of	  14.7	  hours	  is	  close	  to	  the	  models	  calculation	  of	  14.6	  hours.	  	  A	  panel	  temperature	  plot	  from	  the	  model	  is	  shown	  
below	  in	  	  
Figure	  40.	  	  Again	  error	  between	  the	  two	  times	  is	  from	  the	  temperature	  dependence	  of	  the	  insulation	  in	  
the	  model	  calculations.	  
	  
	  
	  
Figure	  40:	  Panel	  Temperature	  for	  Analytical	  Comparison	  
	  
	  
	   	  
-­‐2	  
0	  
2	  
4	  
6	  
8	  
10	  
12	  
0	   5	   10	   15	   20	   25	  
Te
m
pe
ra
tu
re
	  (C
)	  
Time	  (hours)	  
	  	  
	   	  
77	  6.	  Mapping	  
Thirty	  years	  of	  hourly	  weather	  was	  run	  through	  the	  model	  in	  order	  to	  delineate	  geographical	  regions	  of	  
safe	  operation	  for	  the	  Copperheart	  and	  ProgressivTube.	  	  Weather	  data	  was	  run	  for	  the	  239	  TMY2	  sites	  
throughout	  the	  country.	  	  A	  list	  of	  the	  site	  locations	  can	  be	  found	  on	  NREL’s	  website	  (23).	  	  The	  data	  used	  
was	  hourly	  data	  for	  30	  years	  and	  not	  the	  compressed	  TMY2	  files	  which	  is	  an	  averaged	  year	  of	  hourly	  
data	  derived	  from	  the	  30	  year	  data.	  	  The	  full	  30	  years	  of	  data	  was	  used	  so	  that	  any	  extreme	  cold	  periods	  
which	  may	  cause	  the	  panel	  to	  break	  would	  be	  run	  through	  the	  model.	  	  	  
In	  order	  to	  automate	  the	  process	  of	  running	  all	  239	  weather	  sites	  a	  program	  in	  TRNSYS	  called	  TRNEDIT	  
was	  used.	  	  TRNEDIT	  allows	  the	  user	  to	  set	  up	  a	  parametric	  run	  which	  can	  run	  a	  simulation	  studio	  project	  
for	  a	  set	  of	  inputs.	  	  In	  the	  case	  of	  this	  project	  the	  input	  being	  varied	  is	  the	  weather	  data	  from	  each	  site.	  	  
At	  the	  end	  of	  each	  simulation	  for	  a	  given	  location	  a	  data	  file	  is	  modified	  with	  an	  overview	  of	  simulation	  
results.	  	  Included	  in	  each	  simulation	  summary	  is	  the	  locations	  WBAN	  number,	  latitude	  and	  longitude,	  
and	  whether	  or	  not	  over	  the	  30	  year	  period	  there	  was	  a	  blockage	  formed,	  plastic	  deformation,	  or	  break	  
in	  the	  panel.	  	  Additionally	  a	  more	  detailed	  file	  is	  created	  for	  each	  simulation	  run.	  	  In	  which	  the	  number	  
of	  times	  the	  panel	  plastically	  deforms	  or	  breaks	  on	  per	  Julian	  day	  and	  year	  is	  listed.	  
A	  map	  was	  then	  created	  for	  the	  Copperheart	  and	  the	  ProgressivTube	  using	  Google	  Earth	  (24).	  	  Data	  is	  
overlayed	  onto	  Google	  Earth	  using	  a	  free	  Keyhole	  Markup	  Language	  file,	  KML	  file.	  	  A	  free	  Excel	  macro	  
that	  creates	  a	  KML	  file	  from	  an	  Excel	  file	  was	  used	  to	  create	  points	  on	  the	  map	  that	  illustrate	  the	  state	  of	  
the	  panel	  at	  each	  location	  (25).	  	  Below,	  Figure	  41	  and	  Figure	  42	  are	  the	  respective	  maps	  of	  the	  
Copperheart	  and	  ProgressivTube	  panels.	  	  Where	  green	  pins	  represent	  areas	  where	  there	  was	  no	  
blockage	  in	  the	  inlet/outlet	  pipes,	  yellow	  pins	  represent	  areas	  in	  which	  a	  blockage	  in	  the	  inlet/outlet	  
pipes	  occurred	  at	  least	  one	  time	  but	  the	  panel	  never	  plastically	  deformed,	  purple	  pins	  represent	  areas	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where	  the	  panel	  plastically	  deformed	  but	  did	  not	  break	  and	  red	  pins	  represent	  areas	  where	  the	  panels	  
broke	  a	  minimum	  of	  one	  time	  over	  the	  30	  year	  period.	  	  
	  
Figure	  41:	  Copperheart	  Map	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Figure	  42:	  ProgressivTube	  Map	  
As	  seen	  in	  the	  above	  two	  maps,	  the	  ProgressivTube	  can	  be	  safely	  installed	  further	  north	  than	  the	  
Copperheart.	  	  This	  is	  because	  the	  ProgressivTube	  panel	  is	  better	  insulated	  and	  has	  a	  larger	  surface	  area	  
which	  increases	  the	  panels’	  insolation.	  	  However,	  the	  safe	  regions	  within	  the	  US	  in	  which	  either	  panel	  
can	  be	  installed	  is	  limited	  to	  only	  warm	  climates	  in	  which	  freezing	  conditions	  rarely	  exist.	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  7.	  Conclusion	   	  
In	  conclusions	  the	  freezing	  process	  of	  a	  tubular	  ICS	  model	  was	  successfully	  explained	  and	  verified.	  	  This	  
was	  done	  through	  the	  testing	  of	  two	  commercially	  available	  ICS	  units.	  	  Tubular	  ICS	  models	  were	  then	  
modified	  to	  correctly	  handle	  freezing	  panel	  temperatures	  and	  validated	  through	  several	  means.	  	  The	  
model	  was	  validated	  against	  the	  freezer	  tests	  completed	  for	  this	  project	  and	  through	  a	  panel	  test	  
completed	  at	  NREL	  as	  well	  as	  analytical	  calculations.	  	  Once	  validated,	  30	  years	  of	  hourly	  weather	  data	  
was	  run	  through	  the	  model	  and	  regions	  within	  the	  US	  where	  the	  panel	  could	  be	  safely	  installed	  were	  
delineated.	  	  Finally	  recommendations	  were	  made	  for	  delaying	  failure	  and	  increasing	  regions	  of	  safe	  
installation	  through	  the	  use	  of	  heat	  tape	  on	  the	  inlet/outlet	  pipes.	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  8.	  Future	  Work	  
In	  the	  future	  another	  test	  should	  be	  completed	  using	  heat	  tape	  on	  the	  inlet/outlet	  pipes	  in	  order	  to	  
determine	  the	  extent	  to	  which	  it	  increases	  if	  any	  the	  panels	  freeze	  durability.	  	  In	  addition	  the	  ICS	  model	  
should	  be	  updated	  to	  accommodate	  the	  effects	  that	  heat	  tape	  has	  on	  the	  performance	  of	  the	  panel.	  	  
Finally	  the	  weather	  data	  should	  be	  run	  through	  the	  updated	  model	  and	  a	  new	  map	  created.	  
Other	  future	  work	  may	  include	  freeze	  tests	  on	  individual	  collector	  tubes	  from	  both	  the	  Copperheart	  and	  
the	  ProgressivTube	  panels.	  	  This	  would	  be	  done	  in	  order	  to	  determine	  how	  much	  the	  collector	  tubes	  can	  
plastically	  deform,	  specifically	  the	  tubes	  from	  the	  ProgressivTube	  since	  that	  panel	  has	  yet	  to	  be	  tested	  
until	  failure.	  	  Additional	  future	  work	  may	  also	  include	  using	  TMY3	  weather	  data	  sites	  as	  opposed	  to	  
TMY2.	  	  This	  is	  because	  there	  are	  1020	  TMY3	  weather	  sites	  as	  opposed	  to	  the	  239	  TMY2	  sites.	  	  The	  
increase	  in	  weather	  sites	  will	  produce	  a	  more	  detailed	  map	  and	  give	  a	  more	  accurate	  depiction	  of	  where	  
the	  panels	  may	  be	  safely	  installed.	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  Appendix	  
Appendix	  A:	  Data	  Logger	  Wiring	  Diagrams	  
	  
Figure	  43:	  Campbell	  Scientific	  Schematic	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Figure	  44:	  Freezer	  Control	  
The	  Datalogger	  will	  trigger	  the	  
Binary	  Input	  Switch	  on	  the	  A419	  
that	  will	  activate	  a	  50⁰F	  Setpoint	  
offset	  (turning	  the	  freezer	  off) 
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Appendix	  B:	  Strain	  Gage	  Wiring	  Schematic	  
	  
Figure	  45:	  Strain	  Gage	  Wiring	  Schematic	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Appendix	  C:	  Air	  Absorption	  in	  Collector	  Tubes	  
Henry’s	  Law	  Constant	  (25o	  C):	   	  
O2	  =	  756.7	  atm/(mol/liter)	  
N2	  =	  1600	  atm/(mol/liter)	  
Molar	  Weights:	  
	   O2	  =	  31.99	  g/mol	   	   	  
	   N2	  =	  28.01	  g/mol	  
Partial	  Fraction	  in	  Air	  
	   O2	  =	  .21	  	  
	   N2	  =	  .79	  
	  
c	  =	  Solubility	  of	  dissolved	  gas	  
KH	  =	  Henry’s	  Law	  Constant	  
Pg	  =	  partial	  pressure	  of	  gas	  
	  !! = !!!! = ! !"# ∗.!"∗!".!!!"#.! = .0089 !! 	  	  
	  !! = !!!! = ! !"# ∗.!"∗!".!"!"## = .0138 !! 	  	  
	  
For	  the	  pressure	  differential	  of	  40	  psi	  or	  2.72	  atm	  the	  solubility	  of	  oxygen	  and	  nitrogen	  are:	  
	  !! = !!!! = !.!" !"# ∗.!"∗!".!!!"#.! = .024 !! 	  	  
	  !! = !!!! = !.!" !"# ∗.!"∗!".!"!"## = .038 !! 	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This	  converts	  to	  .45	  grams	  of	  oxygen	  and	  .72	  grams	  of	  nitrogen	  per	  5	  gallon	  or	  18.9	  liter	  collector	  tube.	  
Using	  the	  ideal	  gas	  law	  the	  total	  volume	  of	  dissolvable	  air	  is	  solved	  for.	  
	  ! = !∗!∗!! 	  	  
	  
Where	  n	  is	  the	  number	  of	  moles,	  R	  is	  the	  ideal	  gas	  constant,	  .08206	  (L*atm)/(K*mol),	  T	  is	  temperature,	  
294	  Kelvin,	  and	  P	  is	  pressure,	  2.72	  atm.	  	  Solving	  this	  yields	  .25	  liters	  of	  oxygen	  and	  .46	  liters	  of	  nitrogen	  
or	  approximately	  .71	  liters	  of	  air	  can	  be	  dissolved	  in	  each	  tube.	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Appendix	  D:	  Transducing	  Tubular	  ICS	  to	  Verify	  Absence	  of	  Air	  
The	  Copperheart	  ICS	  unit	  presented	  a	  unique	  problem	  for	  testing	  freeze	  failure:	  the	  unit	  could	  not	  be	  
filled	  with	  water	  without	  a	  small	  amount	  of	  air	  being	  trapped	  inside	  the	  tapered	  ends	  of	  the	  larger	  
diameter	  pipes.	  	  The	  air	  evacuation	  system	  was	  used	  to	  eliminate	  this	  problem,	  but	  the	  unit	  was	  not	  
proven	  to	  be	  100%	  filled	  with	  water.	  	  An	  ultrasonic	  transducer,	  with	  an	  oscilloscope	  and	  pulser/receiver	  
was	  used	  to	  create	  an	  image	  of	  the	  size	  of	  the	  air	  bubble	  (See	  Error!	  Reference	  source	  not	  found.).	  	  	  
Procedure	  
1. After	  filling	  the	  Copperheart,	  angle	  the	  unit	  so	  the	  air	  bubble	  will	  consolidate	  in	  one	  location	  
2. Setup	  the	  ultrasonic	  transducer	  to	  image	  the	  highest	  point	  on	  the	  ICS	  unit	  
	  
Measurement	  of	  Elastic	  Constants	  Using	  Ultrasound:	  Procedure	  
Equipment	  
v Ultrasonic	  Transmitter/Receiver	  (Panametrics	  Model	  5072	  PR)	  
v Transducer	  cable	  
v 5	  MHz	  longitudinal	  wave	  transducer	  (Panametrics	  Model	  V110)	  
v Oscilloscope	  	  
v Glycerin	  coupling	  
v 2	  BNC-­‐BNC	  cables	  
v Paper	  towels	  
	  
Figure	  46:	  Ultrasonic	  Testing	  Apparatus	  
	  
RF	  
OUT	  
Specimen	   d	  
Oscilloscope	  
Transducer	  
T/R	   CH	  1	   CH	  2	  
Pulser/	  Receiver	   SYNC	  OUT	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Procedure	  
1. Put	  a	  few	  paper	  towels	  down	  on	  the	  testing	  area	  to	  keep	  it	  clean.	  
Determining	  Location	  of	  Air	  Pockets	  
	  
2. Measure	  the	  diameter	  of	  the	  pipes.	  
3. With	  the	  power	  to	  the	  Pulser/Receiver	  (P/R)	  turned	  off,	  connect	  the	  longitudinal	  wave	  
transducer	  (lightly	  marked	  V110	  on	  the	  top	  of	  the	  transducer)	  and	  the	  oscilloscope	  to	  the	  P/R	  as	  
shown	  in	  Figure	  1.	  Turn	  on	  the	  oscilloscope	  and	  the	  P/R.	  
4. Set	  the	  oscilloscope	  to:	  500	  mV/Div,	  4µs/Div,	  and	  Auto-­‐level	  Triggering	  (Found	  by	  selecting	  the	  
Trigger	  Menu	  àModeàAuto	  buttons	  on	  the	  oscilloscope).	  Note	  that	  it	  may	  be	  necessary	  to	  
adjust	  these	  values	  for	  different	  specimens	  and	  transducers.	  
5. Set	  the	  settings	  on	  the	  Pulser/Receiver	  as	  follows:	  
a. PRF	  (Hz):	  	  Regulates	  the	  frequency	  at	  which	  pluses	  are	  applied	  to	  the	  transducer.	  
Because	  our	  samples	  are	  relatively	  think	  we	  can	  set	  this	  to	  the	  maximum	  value	  of	  5kHz	  
without	  experiencing	  excessive	  noise.	  	  
b. Energy:	  Regulates	  the	  pulse	  width	  and	  amplitude.	  Setting	  should	  be	  kept	  at	  the	  
minimum	  that	  will	  give	  good	  results,	  in	  our	  case	  1.	  	  
c. Damping:	  Used	  to	  match	  the	  impedance	  of	  the	  P/R	  to	  the	  impedance	  of	  the	  transducer	  
to	  ensure	  good	  energy	  transfer	  and	  prevent	  excessive	  oscillation.	  	  For	  the	  longitudinal	  
transducer	  (V110)	  setting	  3	  (50Ω)	  should	  work.	  For	  the	  shear	  transducer	  (V156)	  use	  8.	  
d. Gain:	  	  Amplifies	  the	  received	  signal	  to	  ensure	  appropriate	  signal	  amplitude.	  A	  gain	  of	  
+30dB	  should	  allow	  for	  a	  clear	  signal	  with	  adequate	  sensitivity,	  but	  the	  gain	  needed	  may	  
differ	  depending	  on	  the	  transducer	  used.	  	  
e. HPF:	  The	  high	  pass	  filter	  will	  filter	  out	  all	  frequencies	  below	  1MHz	  and	  should	  be	  set	  to	  
OUT.	  
f. LPF:	  The	  low	  pass	  filter	  will	  filter	  out	  all	  frequencies	  above	  10MHz	  and	  should	  be	  left	  to	  
allow	  the	  Full	  BW	  (35MHz	  Bandwidth).	  
g. Mode:	  this	  allows	  you	  to	  toggle	  between	  pulse-­‐echo	  and	  through	  transmission	  modes.	  
For	  this	  lab	  you	  need	  mode	  1,	  meaning	  the	  transmitter	  will	  be	  both	  sending	  the	  pulse	  
and	  receiving	  the	  echo	  pluses	  back.	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6. Hold	  the	  dark	  side	  of	  the	  transducer	  against	  the	  pipe	  using	  a	  small	  amount	  of	  the	  glycerin	  
couplant	  (squeeze	  bottle).	  Adjust	  the	  oscilloscope	  settings	  until	  you	  see	  a	  train	  of	  echoes,	  similar	  
to	  that	  shown	  in	  Figure	  2	  below.	  
	  
Figure	  47:	  Echoes	  Received 
7. Make	  a	  coarse	  measurement	  of	  the	  time	  between	  the	  first	  echo	  and	  the	  second	  echo	  using	  the	  
Cursors	  (only	  press	  Cursors	  one	  time,	  and	  use	  Multipurpose	  a	  and	  Multipurpose	  b	  to	  adjust	  the	  
location	  of	  the	  cursors).	  Make	  sure	  you	  are	  using	  the	  actual	  echoes	  and	  not	  the	  noise.	  An	  easy	  
way	  to	  tell	  is	  to	  make	  sure	  there	  isn’t	  a	  bigger	  peak	  after	  the	  one	  you	  are	  measuring.	  	  You	  do	  not	  
have	  to	  record	  it.	  	  
8. Now	  you	  will	  make	  a	  more	  accurate	  measurement	  using	  the	  horizontal	  magnification	  feature	  on	  
the	  oscilloscope.	  
a. Use	  the	  Zoom	  knob	  and	  the	  Pan	  knob	  to	  zoom	  in	  on	  the	  first	  echo	  (not	  the	  first	  pulse).	  	  
The	  full	  waveform	  is	  shown	  at	  the	  top	  of	  the	  screen,	  and	  the	  magnified	  portion	  of	  the	  
waveform	  is	  displayed	  below	  the	  full	  waveform.	  	  Only	  if	  necessary,	  adjust	  the	  time/Div	  
(horizontal	  Scale),	  V/Div	  (vertical	  Scale)	  until	  only	  the	  first	  echo	  is	  clearly	  displayed.	  	  Be	  
aware	  that	  these	  adjustments	  will	  likely	  change	  the	  magnified	  area	  and	  the	  cursor	  
locations.	  
b. Set	  the	  “a”	  cursor	  at	  the	  very	  start	  of	  the	  first	  echo.	  	  Note:	  	  Be	  sure	  that	  both	  the	  vertical	  
and	  horizontal	  cursors	  are	  NOT	  displayed.	  	  If	  both	  cursors	  are	  displayed,	  press	  Cursors	  
twice	  to	  enable	  only	  the	  horizontal	  cursors.	  
c. Use	  the	  Zoom	  knob	  and	  the	  Pan	  knob	  to	  zoom	  in	  on	  the	  second	  echo.	  	  	  Only	  if	  
necessary,	  adjust	  the	  time/Div	  (horizontal	  Scale),	  V/Div	  (vertical	  Scale)	  until	  only	  the	  
first	  echo	  is	  clearly	  displayed.	  	  Be	  aware	  that	  these	  adjustments	  will	  likely	  change	  the	  
magnified	  area	  and	  the	  cursor	  locations.	  
d. Set	  the	  “b”	  cursor	  at	  the	  very	  start	  of	  the	  second	  echo.	  
Voltage	  
Time	  
	  	  	  	  	  	  	  Δt	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e. Record	  the	  difference	  in	  time	  between	  the	  two	  cursors	  (displayed	  next	  to	  the	  ∆	  symbol).	  
9. Determine	  the	  speed	  of	  sound	  based	  on	  return	  time	  between	  echos	  to	  ensure	  the	  signal	  
measured	  is	  the	  appropriate	  reflection.	  
10. Slide	  the	  transducer	  up	  and	  down	  the	  pipe,	  ensuring	  sufficient	  coupling	  coverage.	  
11. The	  location	  at	  which	  the	  “train”	  of	  echos	  disappears	  is	  the	  where	  the	  air	  begins.	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Appendix	  E:	  List	  of	  Instrumentation	  	  
Equipment	   Manufacturer	   Model	  Number	  
Freezer	   Brown	   	  
Data	  Logger	   Campbell	  Scientific	   CR1000	  
Multiplexer	   Campbell	  Scientific	   AM16/32B	  
Thermistor	   Campbell	  Scientific	   Therm107	  
Full	  Bridge	   Campbell	  Scientific	   4WFB5350	  
Low	  strain	  gages	   Vishay	  Micromeasurements	   CEA-­‐09-­‐125UW-­‐350	  
High	  elongation	  gages	   Vishay	  Micromeasurements	   EP-­‐08-­‐250BF-­‐350	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Appendix	  F:	  Top	  Loss	  Model	  
1. The	  program	  starts	  by	  guessing	  a	  temperature	  of	  the	  cover	  to	  be	  100	  Kelvin.	  	  From	  this	  cover	  
temperature	  it	  calculates	  the	  following.	  
2. The	  forced	  convection	  coefficient	  (htop)	  was	  estimated	  for	  the	  top	  of	  the	  panel	  by	  calculated	  the	  
characteristic	  length	  Reynolds	  number	  and	  Nusselt	  number.	  
	  !! = !∗!!∗!!!∗ !!!!! 	  	   (42)	  
Where	   Lc	   is	   the	   characteristic	   length	   of	   the	   panel,	   Lp	   is	   the	   length	   and	  Wp	   is	   the	  width	   of	   the	  
panel.	   	   Because	   the	   wind	   direction	   over	   the	   top	   of	   the	   panel	   is	   unknown	   the	   characteristic	  
length	  was	  taken	  as	  an	  average	  between	  the	  length	  and	  the	  width.	  	  	  
	  !" = !!∗!!"#! 	  	   (43)	  !!!"#$%& = .86 ∗ !" .! ∗ !"!!	  	   (44)	  
Where	  in	  equations	  43	  and	  44	  Re	  is	  the	  Reynolds	  number,	  Vair	  is	  the	  wind	  speed,	  ν	  is	  the	  
kinematic	  viscosity	  of	  the	  air,	  	  Nutop	  is	  the	  Nusselt	  number	  and	  Pr	  is	  the	  Prandtl	  number.	  
	  ℎ = !"#(5  , !"∗!!"#!! )	  	   (45)	  
Where	  in	  equation	  45,	  h	  is	  the	  convection	  coefficient	  and	  kair	  is	  the	  conductivity	  of	  air.	  	  The	  
convection	  coefficient	  was	  taken	  as	  the	  max	  between	  forced	  and	  natural	  convection,	  taken	  as	  5	  
W/(m*K).	  	  If	  the	  wind	  speed	  is	  low	  enough	  natural	  convection	  will	  be	  the	  dominant	  factor.	  From	  
Beckman,	  it	  is	  determined	  that	  the	  minimum	  natural	  convection	  coefficient	  of	  a	  flat	  plate	  for	  a	  
temperature	  difference	  of	  25o	  C	  is	  roughly	  5	  W/(m*K)	  and	  4	  W/(m*K)	  for	  a	  10o	  temperature	  
difference	  (26).	  	  	  
	  
The	  heat	  transfer	  rate	  was	  then	  calculated	  for	  the	  forced	  convection	  off	  the	  cover.	  
	  ! = ℎ ∗ !!"#$% ∗ !!"#$% − !!"# 	   	   (46)	  	  
	  
3. The	  natural	  Convection	  Coefficient,	  hgap,	  between	  collector	  tubes	  and	  cover	  was	  determined.	  
	  
   !" = !∗!∗ !!"##$!%"&!!!"#$% ∗!!"#! ∗!"!!      (47)     Where  in  equation  9,  Ra  is  the  Rayleigh  number,  Lgap  is  the  average  spacing  between  the  collector  tubes  and  the  cover,  β  is  one  over  the  average  temperature  between  the  collector  tubes  and  cover  and  Tp  and  Tc  are  the  temperature  of  the  collector  tubes  and  cover  respectively.      
!!!"# = 1 + 1.44 ∗ 1 − !"#$!"∗!"# ! ∗ (1 − !"#$∗!"# !.!∗! !.!!"∗!"# ! ) + !"∗!"# ! !!!"#$ − 1	  	   (48)	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ℎ!"# = !!!"#∗!!"#!!"# 	  	   	   (49)	  
In	  equation	  48	  ϴ	  is	  the	  angle	  of	  the	  collector,	  Nugap	  and	  hgap	  are	  the	  the	  Nusselt	  number	  and	  
convection	  coefficient	  for	  the	  	  air	  gap	  between	  the	  collector	  tubes	  and	  cover.	  
The	  heat	  transfer	  rate	  was	  then	  calculated	  for	  the	  natural	  convection	  in	  the	  gap	  between	  the	  
cover	  and	  collector	  tubes.	  ! = ℎ!"# ∗ !!"##$!%"& − !!"#$% 	   	   (50)	  
	  
4. Next,	  the	  heat	  transfer	  due	  to	  radiation	  was	  calculated	  for	  the	  sky	  to	  cover,	  cover	  to	  plate,	  plate	  
to	  cover	  and	  cover	  to	  sky.	  
	  !!" = ! ∗ !!"#!	   	   (51)	  
	  !!" = !!"#$%∗!∗!!"#! !!!∗!!∗!∗!!"##$!%"&!!!!∗!∗!!"#$%!       !!!!∗!! 	  	   	   (52)	  
	   	  
	   	   	  !!" = !! ∗ !!" + !! ∗ ! ∗ !!"##$!%"&!	  	   	   (53)	  !!" = !! ∗ !!" + !! ∗ !!" + !! ∗ ! ∗ !!"#$%!	   	   (54)	  
Where	  in	  equations	  51	  through	  54	  Tsky	  is	  the	  temperature	  of	  the	  sky,	  εc	  and	  εp	  are	  the	  
emissivities	  of	  the	  cover	  and	  collector	  tubes	  respectively,	  Qsc,	  Qcp,	  Qpc,	  and	  Qcs	  are	  the	  heat	  
transfer	  rates	  between	  the	  sky	  to	  cover,	  cover	  to	  collector	  tubes,	  collector	  tubes	  to	  cover	  and	  
cover	  to	  sky	  respectively,	  and	  finally	  ρc	  and	  ρp	  are	  the	  reflectivities	  of	  the	  cover	  and	  plate	  
respectively	  and	  are	  defined	  as	  follows:	  
	   !! = 1 − (!! + !!)	   	   	   	   	   	   	   	   	  	  	  	  	  	  	  (55)	  
	   !! = 1 − !!	  	  	   	   	   	   	   	   	   	   	   	  	  	  	  	  	  	  (56)	  
5. The	  program	  then	  calculates	  a	  net	  energy	  imbalance	  on	  the	  cover	  from	  the	  above	  heat	  transfer	  
calculations.	  	  In	  which	  a	  positive	  energy	  balance	  corresponds	  to	  a	  net	  loss	  in	  energy	  from	  the	  
cover.	  
	  !"#$%&  !"#$%$&'( = − !!" + !!" − !!" − !!" − (!!"# − !!"#)	   	   (57)	  
	  
6. The	  model	  assumes	  that	  there	  is	  no	  net	  energy	  change	  on	  the	  cover.	  	  Because	  of	  this	  the	  cover	  
temperature	  is	  increased	  or	  decreased	  over	  multiple	  iterations	  until	  If	  the	  energy	  balance	  
converges	  to	  close	  to	  0.	  
7. Finally	  the	  program	  calculates	  the	  total	  energy	  lost	  from	  the	  panel	  and	  calculates	  the	  U-­‐Value	  
	  !"#$%&  !"#$   !!"## = !!"# + !!" − !!" 	   (58)	  	  
	  ! − !"#$% = !!"##!!"##$!%"&!!!"#	   (59)	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The	  top	  loss	  model	  described	  above	  is	  for	  a	  collector	  with	  a	  single	  glazing	  such	  as	  the	  Copperheart.	  	  The	  
Progressive	  Tube	  however	  has	  a	  double	  glazing	  to	  minimize	  heat	  loss.	  	  The	  model	  for	  a	  double	  glazing	  is	  
calculated	  in	  a	  similar	  manner;	  however,	  there	  is	  an	  additional	  resistance	  added	  in	  to	  accommodate	  for	  
the	  radiation	  and	  convective	  exchange	  between	  the	  cover	  and	  inside	  glazing.	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Appendix	  G:	  Nomenclature	  
Apipe	  –	  Surface	  area	  of	  inlet/outlet	  pipe	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   m2	  
Acover	  –	  Area	  of	  panel	  cover	  	   m2	  	  	  	  	  	  	  	  	  	  
Dpipe	  –	  Outside	  diameter	  of	  insulated	  inlet/outlet	  pipe	  	  	  	  	  	  	  	  	  	   m	  
cp	  –	  Specific	  heat	  of	  water	  	   J/(kg*K)	  
E	  –	  Young’s	  modulus	  for	  copper	  	  	  	   GPa	   	   	  	  
g	  –	  Gravity	  	   m/s2	   	  
hnat	  –	  Natural	  Convection	  coefficient	  	   W/(m2/K)	  
hforced	  –	  Forced	  convection	  coefficient	  	   W/(m2/K)	  
hrad	  –	  Equivalent	  radiation	  convection	  coefficient	  	  	   W/(m2/K)	  
k	  –	  Conduction	  coefficient	   W/(m*K)	  
kair	  –	  Thermal	  conductivity	  of	  air	  	   W/(m*K)	  
kins	  –	  Thermal	  conductivity	  of	  insulation	  on	  inlet/outlet	  pipes	  	   W/(m*K)	  
kpipe–	  Thermal	  conductivity	  of	  inlet/outlet	  pipe	  	   W/(m*K)	   	   	   	  
Lc	  –	  Characteristic	  length	  	   -­‐	   	   	   	  
Lp	  –	  Length	  of	  panel	  	   	  	  	  	  	  	  	  	  	  	  	  	  	  m	  
Lpipe	  –	  Length	  of	  inlet/outlet	  pipe	  	   -­‐	  
LHF	  –	  Latent	  heat	  of	  fusion	  for	  water	  	   J/kg	  
Lgap	  –	  Distance	  between	  pipes	  and	  cover	  	   m	  
mpipe	  –	  mass	  in	  the	  inlet/outlet	  pipes	  	   kg	  
mpanel	  –	  mass	  of	  collector	  tubes	  	   kg	  
Nunat	  –	  Nusselt	  number	  for	  natural	  convection	  	   -­‐	  
Nuforced	  –	  Nusselt	  number	  for	  forced	  convection	  	   -­‐	   	  
Pr	  –	  Prandtl	  number	  of	  air	  	   -­‐	   	  
Q	  –	  Heat	  transfer	  rate	  	   Watts	  
Qout	  –	  Heat	  loss	  	   J	  
Qsc	  –	  Radiation	  from	  sky	  to	  cover	  per	  unit	  area	  	   J/m2	  
Qcp	  –	  Radiation	  from	  cover	  to	  plate	  per	  unit	  area	  	   J/m2	  
Qpc	  –	  Radiation	  from	  plate	  to	  cover	  per	  unit	  area	  	   J/m2	  
Qcs	  –	  Radiation	  from	  cover	  to	  sky	  per	  unit	  area	  	   J/m2	  	  
Ra	  –	  Rayleigh	  number	  	   -­‐	  
Re	  –	  Reynolds	  number	  	   -­‐	   	   	  
Rinsulation	  –	  Thermal	  resistance	  of	  inlet/outlet	  pipe	  insulation	  	   K/W	  
Rout	  –	  The	  minimum	  resistance	  between	  natural	  or	  forced	  convection	  off	  inlet/outlet	  pipes	  	   K*A/W	  
Rpipe	  –	  Thermal	  resistance	  of	  inlet/outlet	  pipe	  	   K*A/W	  
Rtotal	  –	  Total	  thermal	  resistance	  of	  inlet	  outlet	  pipe	  with	  insulation	  	   K*A/W	  
rins	  –	  Radius	  of	  inlet/outlet	  pipe	  insulation	  	   m	  
rpipe	  –	  Radius	  of	  inlet/outlet	  pipe	  	   m	  
rinside	  –	  Inside	  radius	  of	  inlet/outlet	  pipe	  	   m	  
S	  –	  Conduction	  shape	  factor	  	   m	   	  
Tamb	  –	  Ambient	  air	  temperature	  	   K	  
Tcollector	  –	  Temperature	  of	  the	  collector	  tubes	  	   K	  
Tcover	  –	  Temperature	  of	  the	  collector	  cover	  	   K	  
Tfreeze	  point	  –	  Freezing	  point	  of	  water	  	   K	  
Tfinal	  –	  Final	  temperature	  	   K	  
Tsky	  –	  Sky	  temperature	  	   K	  
Tins	  –	  Surface	  temperature	  of	  the	  inlet/outlet	  pipe	  insulation	  	   K	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Tpipe	  –	  Temperature	  of	  the	  water	  in	  the	  inlet/outlet	  pipe	  C	   K	  
Tinitial	  –	  Initial	  temperature	  	   K	  
ΔT	  –	  Temperature	  difference	  	   K	  
t	  –	  Time	  in	  one	  time	  step	  	   hr	  
UA	  –	  Heat	  transfer	  coefficient	  times	  area	  (UA-­‐Value)	  	   W/K	  
Uins	  –	  U-­‐Value	  of	  the	  insulation	  	   W/(m2K)	  
Uoriginal	  –	  U-­‐Value	  of	  insulation	  at	  24o	  C	  	   W/(m2K)	  
Upipe	  –	  U-­‐Value	  value	  of	  inlet/outlet	  pipe	  with	  insulation	  	   W/(m2K)	  
Vair	  –	  Wind	  velocity	  	   m/s	  
Wp	  –	  Width	  of	  panel	  	   m	  
β	  –	  Thermal	  expansion	  coefficient,	  average	  temperature	  between	  collector	  tubes	  and	  cover	  	   1/K	  
Vstrained	  –	  Strained	  volume	  of	  collector	  tube	  	   m3	  
Voriginal	  –	  Original	  volume	  of	  collector	  tube	  	   m3	  
ΔVtube	  –	  Volume	  expansion	  of	  collector	  tube	  	   m3	  
εg	  –	  Emissivity	  of	  cover	  	   -­‐	   	  
εP	  –	  Emissivity	  of	  paint	  on	  collector	  tubes	  	   -­‐	  
εi	  –	  Emissivity	  of	  insulation	  on	  inlet/outlet	  pipe	  	   -­‐	   	  
ϵh	  –	  Hoop	  strain	  	   -­‐	   -­‐	   	  
ϵl	  –	  Longitudinal	  Strain	  	   -­‐	   	  
τC	  –	  Infrared	  transmissivity	  of	  the	  cover	   -­‐	  
Vair	  –	  Ambient	  air	  velocity	  	   m/s	  
ν	  –	  Kinematic	  viscosity	  of	  air	  	   m2/s	  
ν	  –	  Poissons	  ratio	  	   -­‐	  
ρ	  –	  Density	  of	  air	  	   kg/m3	  
ρice	  –	  Density	  of	  ice	  	   kg/m3	  
ρwater	  –	  Density	  of	  water	  	   kg/m3	  
ρC	  –	  Reflectivity	  of	  the	  cover	  	   -­‐	  
ρp	  –	  Reflectivity	  of	  the	  collector	  tubes	  	  	   -­‐	  
σ	  –	  Boltzman’s	  Constant	  	   m2kg/(s2*K)	  
σh	  –	  Hoop	  stress	  	   Pa	  
σl	  –	  Longitudinal	  stress	  	   Pa	  
σyield	  –	  Yield	  strength	  of	  copper	  	   Pa	  
θ	  –	  Tilt	  angle	  of	  the	  panel	   degrees	  
μ	  –	  Viscosity	  	   kg/(m*s)	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Appendix	  H:	  Code	  for	  Tubular	  ICS	  Model	  (Type	  552)	  
      SUBROUTINE TYPE552(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*) 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DESCRIPTION: 
C 
C    THIS SUBROUTINE MODELS AN INTEGRAL COLLECTOR STORAGE WATER HEATING 
SYSTEM. IN THIS MODEL, THE COLLECTOR IS  
C    MADE UP OF TUBES WHICH CONTAIN THE WORKING FLUID AND A GLASS COVERED BOX 
TO CONTAIN THE TUBES.  THE LENGTH  
C    OF THE COLLECTOR REFERS TO THE DIMENSION ALONG THE LENGTH OF THE TUBES. 
C     
C    LAST MODIFIED: 
C       12-20-04 - JWT - FIXED FRTAN FOR OPTICAL MODE 5 (NOT SET TO TALN FROM 
CALL TO TAU_ALPHA) 
C       1-3-05 - JWT - FIXED THE INDEX IN THE CALL TO TYPECK FOR A FEW INPUTS 
C       1-3-05 - JWT - SET THE INPUT CODE FOR INPUT 16 FROM POWER TO FLUX 
C       2-28-06 - JWT - Fixed a bug in the declaration of NX 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2004 Thermal Energy System Specialists, LLC. All rights 
reserved. 
 
C----------------------------------------------------------------------------
------------------------------------------- 
      !Export this subroutine for its use in external DLLs. 
      !DEC$ATTRIBUTES DLLEXPORT :: TYPE552 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysFunctions 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS 
      IMPLICIT NONE 
 DOUBLE PRECISION XIN,OUT,TIME,PAR,T,DTDT,STORED,TIME0,TFINAL,DELT 
      INTEGER*4 INFO(15),NP,NI,NOUT,IUNIT,ITYPE,ICNTRL,NPAR,NIN,NDER 
      CHARACTER*3 OCHECK,YCHECK 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS 
      INTEGER MAXNODES,NSTORED 
 PARAMETER (MAXNODES=100,NP=34,NI=18+2*MAXNODES,NOUT=20+MAXNODES, 
 1   NSTORED=2*MAXNODES) 
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED TRNSYS DIMENSIONS 
      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT), 
 1   STORED(NSTORED),T(MAXNODES),DTDT(MAXNODES) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES 
      INTEGER NDELT,EXTRA(7),NTUBES,NODESPERTUBE,NODES,MAXITERS, 
 1   OPTMODE,I,J,K,II,LU_IAM,N_INC,NG,NTRNS,NLONG,NX(2),ITERS, 
     1   ISTEPS,ITERS_MAX,I_UP,I_DOWN,NITEMS,LogicalUnitNumber, 
     1   NYRI,NYR,LUnitNumber1,LUnitNumber2,LUnitNumber3,NDYR,NDYR_PREV, 
     1   NFRZ(366),NFRZ_YR(30),NMISSING,NVALIDYR(366),III,IDAY, 
     1   NBRK(366),NBRK_YR(30) 
 DOUBLE PRECISION XKAT,CONVERGED,TI(MAXNODES),TF(MAXNODES), 
 1   XNODES,C_LENGTH,C_WIDTH,DEPTH,AREA,CP_FLUID,RHO_FLUID,K_FLUID, 
 1   U_EDGE,U_BOTTOM,UA_CONVRAD,UA_COND,L_TUBE,D_TUBE,TOT_ADDCAP,B1, 
 1   ALF,XNG,RI,XKL,RHOD,TALN,TAU_ALPHA,TFLOW_IN,FLOW_IN,TAMB,GT,GD, 
     1   THETAZ,SAZM,SLP,AZMTH,RHO,T_LOSS,FRTAN,FRUL,Q_ADDLOSS,GH, 
 1   TOT_TOPFRAC,FRAC_TOP_GAIN(MAXNODES),FRAC_TOP_LOSS(MAXNODES), 
 1   TSTART(MAXNODES),ATOP_GAIN(MAXNODES),ATOP_LOSS(MAXNODES), 
     1   ABOT(MAXNODES),AEDGE(MAXNODES),LCOND,ACOND,XKATD,XKATB,EFFSKY, 
 1   EFFGND,COSSLP,FSKY,FGND,GDSKY,GDGND,XKATDS,XKATDG,STHETA,SSKY, 
 1   SGND,X(2),Y(2),TANTT,THETAT,TANALF,THETAL,XKATD2,DDELT, 
     1   XKATD1,SINTT,COSTT,TANKAVE(MAXNODES),MASS_IN,MASS_NODE, 
     1   CAP_NODE,DELT_NOW,QLOSS_T,QLOSS_B,QLOSS_E,QLOSS_ADD,QSTORE, 
 1   QDELIV,AA(MAXNODES),BB(MAXNODES),TIN_LOAD(MAXNODES), 
 1   TF_NEW(MAXNODES),TAVE_NEW(MAXNODES),QGAIN_T,QSOLAR,AVETEMP, 
     1   EB_TOP,EB_BOT,EB_ERROR,XNODESPERTUBE,TAVE(MAXNODES),TAUALF, 
 1   THETA,B0,RDCONV,PI,DELTA_V_TUBE,FFRZ_IO,AA_C(MAXNODES), 
     1   BB_C(MAXNODES),D_PIPE_C,L_PIPE_C,MASS_NODE_C,CAP_NODE_C,  
     1   TF_C(MAXNODES),TAVE_C(MAXNODES),TF_NEW_C(MAXNODES), 
     1   TAVE_NEW_C(MAXNODES),TI_C(MAXNODES),T_PLATE,TSTART_C(MAXNODES), 
     1   UA_C,A_C,T_AIR,Q_OUT_C(MAXNODES),LHF_C,FFRZ_C(MAXNODES), 
     1   DTFRZ_DAY(11000),DTFRZ,JDAY,TIMOFDAY,V_ELASTIC,V_MAX,V_MIN, 
     1   FRZ_CHECK,CHECK 
      REAL LATIT,ELEVATION,LOCATION,PLASTIC_CHECK,BROKEN_CHECK, 
     1   LONG 
 LOGICAL MOVEON,NOTCONV,PLASTIC,BROKEN,EXPAND,RESET_DAY(300000), 
     1        INCREASE_STRAIN 
 COMMON RESET_DAY,LATIT,ELEVATION,LOCATION,LONG 
C----------------------------------------------------------------------------
------------------------------------------- 
C     
S============================================================================
===================================== 
 
      DOUBLE PRECISION PR_NEW,Pr0,RHO_ICE,CP_ICE,K_ICE,LHF, 
     1                 STRAIN_L,STRAIN_H,E,TH,FRZ_PT,Q_OUT(MAXNODES), 
     1                 DELTA_V,V_NEW_TUBE,V_TUBE,DELTA_MAX, 
     1                 DELTA_NODE(MAXNODES) 
C----------------------------------------------------------------------------
------------------------------------------- 
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C    SET SOME INITIAL CONDITIONS - THE VALUE OF CONVERGED IS CRITICAL TO KEEP 
C    GOOD ENERGY BALANCES WHEN THE MIXING OR CONDUCTION BETWEEN NODES IS HIGH 
      DATA PI/3.14159265358979/,IUNIT/0/,XKAT/1./,NDELT/90/ 
      DATA RDCONV/0.017453/,CONVERGED/0.0001/,EXTRA/0,1,2,2,4,2,3/ 
 
C    
S============================================================================
====================================== 
      DATA DELTA_V/0/,DELTA_V_TUBE/0/,UA_C/5/ 
       
       
   
C    
S!===========================================================================
======================================= 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    FUNCTION FOR CALCULATION OF 1ST-ORDER INCIDENCE ANGLE MODIFIERS 
      TAUALF(THETA)=1.-B0*(1./DMAX1(0.5,DCOS(THETA*RDCONV))-1.) 
     .             - (1.-B0)*(DMAX1(60.,THETA)-60.)/30. 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
         
C     S----------------------------------------------------------------------
------------------------------------------       
        WRITE(LUnitNumber1,7) "NUMBER OF FREEZES / BREAKS PER DAY" 
7       FORMAT (A) 
C WRITE THE NUMBER OF FREEZES PER DAY 
        WRITE(LUnitNumber1,13) LOCATION,LATIT,LONG 
13      FORMAT(F6.0,4X,F5.2,4X,F6.2) 
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        DO I=1,365 
          WRITE(LUnitNumber1,8) I,NFRZ(I),NBRK(I),NVALIDYR(I) 
8         FORMAT(I4,I8,I4,I4) 
        ENDDO 
       
C WRITE A HEADER 
        WRITE(LUnitNumber1,11) "NUMBER OF FREEZES / BREAKS IN A YEAR" 
11      FORMAT(A) 
C WRITE THE NUMBER OF FREEZES PER YEAR 
        DO III=1,30 
          WRITE(LUnitNumber1,9) III,NFRZ_YR(III),NBRK_YR(III) 
9         FORMAT(I4,I8,I4) 
        ENDDO 
C WRITE A HEADER 
        WRITE(LUnitNumber1,11) "DAY IN SIMULATION THAT THE PANEL BROKE" 
C WRITE THE NUMBER OF FREEZES DAY BY DAY 
        DO I=1,IDAY 
          IF(DTFRZ_DAY(I).NE. 0)THEN 
            WRITE(LUnitNumber1,12) I,DTFRZ_DAY(I) 
12          FORMAT(I5,F5.1) 
          ENDIF 
        ENDDO 
        OUT(17+NODES+1)=LOCATION 
        OUT(17+NODES+2)=PLASTIC_CHECK 
        OUT(17+NODES+3)=BROKEN_CHECK 
C return to the TRNSYS kernel 
C-------------------------------------------------- 
C     S!---------------------------------------------------------------------
-------------------------------------------              
       
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ANY "AFTER-ITERATION" MANIPULATIONS THAT ARE REQUIRED 
      IF(INFO(13).GT.0) THEN 
    NODES=JFIX(PAR(2)+0.1) 
         NITEMS=4*NODES+3 
 
         DO J=1,NODES 
       TF(J)=STORED(NODES+J) 
       STORED(J)=TF(J) 
       STORED(2*NODES+J)=DELTA_NODE(J) 
         ENDDO 
         DO J=1,NODES+1 
            TF_C(J)=STORED(4*NODES+J+1) 
            STORED(3*NODES+J)=TF_C(J) 
         ENDDO 
         STORED(5*NODES+3)=DTFRZ 
         STORED(5*NODES+4)=DELTA_V_TUBE 
         STORED(5*NODES+5)=V_MIN 
         STORED(5*NODES+6)=V_MAX 
         CALL SetStorageVars(STORED,NITEMS,INFO) 
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    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       GET A FEW CRITICAL PARAMETERS AND CHECK THEM FOR PROBLEMS 
         NTUBES=JFIX(PAR(1)+0.1) 
         IF(NTUBES.LE.0) THEN 
       CALL TYPECK(-4,INFO,0,1,0) 
       RETURN 1 
    ENDIF 
         NODES=JFIX(PAR(2)+0.1) 
    NODESPERTUBE=NODES/NTUBES 
 
         IF((NODES.LE.0).OR.(NODES.GT.MAXNODES)) THEN 
       CALL TYPECK(-4,INFO,0,2,0) 
       RETURN 1 
    ENDIF 
 
    OPTMODE=JFIX(PAR(30)+0.1) 
         IF((OPTMODE.LT.1).OR.(OPTMODE.GT.7)) THEN 
       CALL TYPECK(-4,INFO,0,30,0) 
       RETURN 1 
    ENDIF 
 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=22+NODES 
         INFO(9)=1 
    INFO(10)=0     
 
C       SET THE REQUIRED NUMBER OF INPUTS, PARAMETERS AND DERIVATIVES THAT 
THE USER SHOULD SUPPLY IN THE INPUT FILE 
         NPAR=30+EXTRA(OPTMODE) 
         NIN=18+2*NODES 
         NDER=NODES 
         
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED 
    CALL TYPECK(1,INFO,NIN,NPAR,NDER) 
 
C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA YCHECK(1:18)/'TE1','MF1','TE1','IR1','IR1','IR1','DG1', 
 1                     'DG1','DG1','DG1','DG1','DM1','TE1','DM1', 
     1                     'UA1','IR1','DM1','TE1'/ 
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         DATA OCHECK(1:17)/'TE1','MF1','DM1','DM1','DM1','TE1','PW1', 
 1                     'PW1','PW1','PW1','PW1','DM1','HT1', 
     1                     'PC1','VL1','PR2','TE1'/ 
    DO J=1,NODES 
       YCHECK(18+J)='DM1' 
       YCHECK(18+NODES+J)='DM1' 
       OCHECK(17+J)='TE1' 
         ENDDO 
         DO J=NODES+1,NODES+3 
            OCHECK(J)='DM1' 
         ENDDO 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       SET THE NUMBER OF STORAGE SPOTS NEEDED FOR THIS COMPONENT 
         NITEMS=5*NODES+6 
         CALL SetStorageSize(NITEMS,INFO) 
 
C       WARN THE USER THAT THIS TYPE REQUIRES THE TAU_ALPHA FUNCTION 
         CALL LINKCK('TYPE 552',' TAU_ALPHA ',4,INFO(1)) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.D0)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
 
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         NTUBES=JFIX(PAR(1)+0.1) 
         NODES=JFIX(PAR(2)+0.1)                     
         XNODES=DBLE(NODES) !DIMENSIONLESS 
    C_LENGTH=PAR(3)    !M 
    C_WIDTH=PAR(4)     !M 
    DEPTH=PAR(5)       !M 
         AREA=C_LENGTH*C_WIDTH  !M2 
         CP_FLUID=PAR(6)    !KJ/KG.K     
    RHO_FLUID=PAR(7)   !KG/M3 
         K_FLUID=PAR(8)     !KJ/HR.M.K 
         U_EDGE=PAR(9)      !KJ/H.M2.K 
         U_BOTTOM=PAR(10)   !KJ/H.M2.K 
    UA_CONVRAD=PAR(11) !KJ/HR.K 
    UA_COND=PAR(12)    !KJ/HR.K 
    L_TUBE=PAR(13)     !M 
    D_TUBE=PAR(14)     !M 
    TOT_ADDCAP=PAR(15) !KJ/K 
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C     
S============================================================================
=====================================   
    LHF=PAR(16)        !KJ/KG 
    FRZ_PT=PAR(17)     !C 
         RHO_ICE=PAR(18)    !KG/M3 
    CP_ICE=PAR(19)     !KJ/KG.K 
    K_ICE=PAR(20)      !KJ/KG.K 
    TH=PAR(21)         !M 
    E=PAR(22)          !KPA 
    Pr0=PAR(23)        !KPA 
         DELTA_MAX=PAR(24)  !M3 
         D_PIPE_C=PAR(25)   !M 
         L_PIPE_C=PAR(26)   !M 
         LUnitNumber1 = JFIX(PAR(27)+0.1) !LOGICAL UNIT FOR OUTPUT FILE #1 
         LUnitNumber2 = JFIX(PAR(28)+0.1) !LOGICAL UNIT FOR OUTPUT FILE #2 
         LUnitNumber3 = JFIX(PAR(29)+0.1) !LOGICAL UNIT FOR OUTPUT FILE #3 
 
C     
S!===========================================================================
======================================     
         OPTMODE=JFIX(PAR(30)+0.1)                  !DIMENSIONLESS 
 
         IF((OPTMODE.LT.1).OR.(OPTMODE.GT.7))  
     1      CALL TYPECK(-4,INFO,0,30,0) 
       
C       READ IN THE COLLECTOR OPTICAL PARAMETERS            
    IF(OPTMODE.EQ.1) THEN 
       CONTINUE 
    ELSE IF(OPTMODE.EQ.2) THEN 
       B0=PAR(31) 
       B1=0. 
    ELSE IF(OPTMODE.EQ.3) THEN 
       B0=PAR(31) 
       B1=PAR(32) 
    ELSE IF(OPTMODE.EQ.4) THEN 
            LU_IAM=JFIX(PAR(31)+0.1)                 !DIMENSIONLESS 
            N_INC=JFIX(PAR(32)+0.1)                  !DIMENSIONLESS 
            IF(N_INC.LT.2) CALL TYPECK(-4,INFO,0,32,0) 
    ELSE IF(OPTMODE.EQ.5) THEN 
            ALF=PAR(31)                             !DIMENSIONLESS 
       XNG=PAR(32)                             !DIMENSIONLESS 
       NG=JFIX(PAR(32+0.1))                     !DIMENSIONLESS 
       RI=PAR(33)                              !DIMENSIONLESS 
       XKL=PAR(34)                             !DIMENSIONLESS 
             
    IF((ALF.LT.0.).OR.(ALF.GT.1.)) CALL TYPECK(-4,INFO,0,31,0) 
            IF(NG.LT.1) CALL TYPECK(-4,INFO,0,32,0) 
            IF((XKL.LT.0.).OR.(XKL.GT.1.)) CALL TYPECK(-4,INFO,0,34,0) 
 
C          CALCULATE THE COVER TRANSMITTANCE AT NORMAL INCIDENCE 
            RHOD=-1. 
            TALN=TAU_ALPHA(NG,0.D0,XKL,RI,ALF,RHOD) 
            OUT(21+NODES)=RHOD 
            OUT(22+NODES)=TALN 
  
    ELSE IF(OPTMODE.EQ.6) THEN 
	  	  
	   	  
106	  
            LU_IAM=JFIX(PAR(31)+0.1)                !DIMENSIONLESS 
            N_INC=JFIX(PAR(32)+0.1)                 !DIMENSIONLESS 
            IF(N_INC.LT.2) CALL TYPECK(-4,INFO,0,32,0) 
         ELSE 
            LU_IAM=JFIX(PAR(31)+0.1)                !DIMENSIONLESS 
            NTRNS=JFIX(PAR(32)+0.1)                 !DIMENSIONLESS 
            NLONG=JFIX(PAR(33)+0.1)                 !DIMENSIONLESS 
            IF(NTRNS.LT.2) CALL TYPECK(-4,INFO,0,32,0) 
            IF(NLONG.LT.2) CALL TYPECK(-4,INFO,0,33,0) 
         ENDIF 
 
    NODESPERTUBE=NODES/NTUBES 
         XNODESPERTUBE=DBLE(NODES)/DBLE(NTUBES) 
 
C       CHECK THE PARAMETERS FOR PROBLEMS AND RETURN FROM THE SUBROUTINE IF 
AN ERROR IS FOUND 
    IF(DABS(XNODESPERTUBE-DBLE(NODESPERTUBE)).GE.0.001) THEN 
       CALL TYPECK(-4,INFO,0,2,0) 
    ENDIF 
         IF(C_LENGTH.LE.0.) CALL TYPECK(-4,INFO,0,3,0) 
         IF(C_WIDTH.LE.0.) CALL TYPECK(-4,INFO,0,4,0) 
         IF(DEPTH.LE.0.) CALL TYPECK(-4,INFO,0,5,0) 
         IF(CP_FLUID.LE.0.) CALL TYPECK(-4,INFO,0,6,0) 
         IF(RHO_FLUID.LE.0.) CALL TYPECK(-4,INFO,0,7,0) 
         IF(K_FLUID.LT.0.) CALL TYPECK(-4,INFO,0,8,0) 
         IF(U_EDGE.LT.0.) CALL TYPECK(-4,INFO,0,9,0) 
         IF(U_BOTTOM.LT.0.) CALL TYPECK(-4,INFO,0,10,0) 
         IF(UA_CONVRAD.LT.0.) CALL TYPECK(-4,INFO,0,11,0) 
         IF(UA_COND.LT.0.) CALL TYPECK(-4,INFO,0,12,0) 
         IF(L_TUBE.LT.0.) CALL TYPECK(-4,INFO,0,13,0) 
         IF(D_TUBE.LT.0.) CALL TYPECK(-4,INFO,0,14,0) 
         IF(TOT_ADDCAP.LT.0.) CALL TYPECK(-4,INFO,0,15,0) 
 
C       PERFORM ANY REQUIRED CALCULATIONS TO SET THE INITIAL VALUES OF THE 
OUTPUTS HERE 
         AVETEMP=0. 
    DO J=1,NODES 
       AVETEMP=AVETEMP+T(J)/DBLE(NODES) 
    ENDDO 
C     
S============================================================================
===================================== 
         V_NEW_TUBE=PI*D_TUBE*D_TUBE/4.*L_TUBE 
C     
S!===========================================================================
====================================== 
 
 
    OUT(1)=T(NODES) 
         OUT(2)=0. 
    OUT(3)=0. 
    OUT(4)=0. 
    OUT(5)=0. 
    OUT(6)=AVETEMP 
    OUT(7)=0. 
    OUT(8)=0. 
    OUT(9)=0. 
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    OUT(10)=0. 
    OUT(11)=0. 
    OUT(12)=0. 
    OUT(13)=0. 
    OUT(14)=LONG 
    OUT(15)=DELTA_V_TUBE 
    OUT(16)=LATIT 
    OUT(17)=T(1) 
    DO J=1,NODES 
       OUT(17+J)=T(J) 
         ENDDO 
         OUT(17+NODES+1)=LOCATION 
         OUT(17+NODES+2)=0 
         OUT(17+NODES+3)=0 
          
C     S----------------------------------------------------------------------
------- 
C set initial Julian day to 0. 
        JDAY = 0 
        NYRI = 1961 
        NYR  = NYRI 
C check for the first day being a leap year. 
        IF (MOD(NYR,4) .EQ. 0.) THEN 
          NDYR = 366 
        ELSE 
          NDYR = 365 
        ENDIF 
C FOR FUTURE CHECKS ON PREVIOUS YEAR BEING LEAP YEAR 
        IF(MOD((NYR-1),4) .EQ. 0.) THEN 
          NDYR_PREV = 366 
        ELSE 
          NDYR_PREV = 365 
        ENDIF 
C initialize arrays that are non-zero by default. 
        DO I=1,366 
          NVALIDYR(I)=30 
   END DO 
C     S!-------------------------------------------------------------------- 
 
C       INITIALIZE THE TEMPERATURE ARRAYS 
         DO J=1,NODES 
       TI(J)=T(J) 
       TF(J)=T(J) 
       TAVE(J)=T(J) 
       TI_C(J)=T(J) 
         ENDDO 
C       INITIALIZE TEMPERATURE ARRAY FOR CONNECTING PIPES 
         TI_C(9)=T(8) 
         DO J=1,NODES+1 
            TAVE_C=T(J) 
            TF_C=T(J) 
         ENDDO 
         DTFRZ=0 
          
C       CALCULATE THE VOLUME INITIAL VOLUME OF THE COLLECTOR TUBE 
         V_TUBE=PI*D_TUBE*D_TUBE/4.*L_TUBE  
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C       SET V_MIN, THE SMALLEST VOLUME THAT THE TUBES CAN SHRINK TO, 
INITIALLY SET TO 
C       0, ONCE PLASTIC DEFORMATION OCCURS V_MIN WILL BE INCREMENTED 
ACCORDINGLY 
         V_MIN=0 
C       SET BROKEN AND EXPAND EQUAL TO FALSE 
         BROKEN=.FALSE. 
         EXPAND=.FALSE. 
 
C       DETERMINE THE MAXIMUM ELASTIC VOLUME EXPANSION 
         V_ELASTIC = (PI*(D_TUBE/2 + D_TUBE/2*.00058)**2*(L_TUBE +  
     1               L_TUBE*.000112) - PI*(D_TUBE/2)**2*L_TUBE)*NODES 
          
C       PERFORM ANY REQUIRED CALCULATIONS TO SET THE INITIAL STORAGE 
VARIABLES HERE 
         NITEMS=4*NODES+3 
    DO J=1,NODES 
       STORED(J)=TI(J) 
       STORED(NODES+J)=TF(J) 
         ENDDO 
         DO J=1,NODES+1 
            STORED(NODES*3+J)=TI_C(J) 
            STORED(NODES*4+J+1)=TF_C(J) 
         ENDDO 
C       PUT THE STORED ARRAY IN THE GLOBAL STORED ARRAY 
         CALL SetStorageVars(STORED,NITEMS,INFO) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
      IF(INFO(1).NE.IUNIT) THEN 
 
C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
    ITYPE=INFO(2) 
      
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         NTUBES=JFIX(PAR(1)+0.1) 
         NODES=JFIX(PAR(2)+0.1)                     
         XNODES=DBLE(NODES) !DIMENSIONLESS 
    C_LENGTH=PAR(3)    !M 
    C_WIDTH=PAR(4)     !M 
    DEPTH=PAR(5)       !M 
         AREA=C_LENGTH*C_WIDTH  !M2 
	  	  
	   	  
109	  
         CP_FLUID=PAR(6)    !KJ/KG.K     
    RHO_FLUID=PAR(7)   !KG/M3 
         K_FLUID=PAR(8)     !KJ/HR.M.K 
         U_EDGE=PAR(9)      !KJ/H.M2.K 
         U_BOTTOM=PAR(10)   !KJ/H.M2.K 
    UA_CONVRAD=PAR(11) !KJ/HR.K 
    UA_COND=PAR(12)    !KJ/HR.K 
    L_TUBE=PAR(13)     !M 
    D_TUBE=PAR(14)     !M 
    TOT_ADDCAP=PAR(15) !KJ/K 
C     
S============================================================================
=====================================   
    LHF=PAR(16)        !KJ/KG 
    FRZ_PT=PAR(17)     !C 
         RHO_ICE=PAR(18)    !KG/M3 
    CP_ICE=PAR(19)     !KJ/KG.K 
    K_ICE=PAR(20)      !KJ/KG.K 
    TH=PAR(21)         !M 
    E=PAR(22)          !KPA 
    Pr0=PAR(23)        !KPA 
         DELTA_MAX=PAR(24)  !M3 
         D_PIPE_C=PAR(25)   !M 
         L_PIPE_C=PAR(26)   !M 
         LUnitNumber1 = JFIX(PAR(27)+0.1) !LOGICAL UNIT FOR OUTPUT FILE #1 
         LUnitNumber2 = JFIX(PAR(28)+0.1) !LOGICAL UNIT FOR OUTPUT FILE #2 
         LUnitNumber3 = JFIX(PAR(29)+0.1) !LOGICAL UNIT FOR OUTPUT FILE #3 
 
C     
S!===========================================================================
======================================     
         OPTMODE=JFIX(PAR(30)+0.1)                  !DIMENSIONLESS 
 
         IF((OPTMODE.LT.1).OR.(OPTMODE.GT.7))  
     1      CALL TYPECK(-4,INFO,0,30,0) 
       
C       READ IN THE COLLECTOR OPTICAL PARAMETERS            
    IF(OPTMODE.EQ.1) THEN 
       CONTINUE 
    ELSE IF(OPTMODE.EQ.2) THEN 
       B0=PAR(31) 
       B1=0. 
    ELSE IF(OPTMODE.EQ.3) THEN 
       B0=PAR(31) 
       B1=PAR(32) 
    ELSE IF(OPTMODE.EQ.4) THEN 
            LU_IAM=JFIX(PAR(31)+0.1)                 !DIMENSIONLESS 
            N_INC=JFIX(PAR(32)+0.1)                  !DIMENSIONLESS 
            IF(N_INC.LT.2) CALL TYPECK(-4,INFO,0,32,0) 
    ELSE IF(OPTMODE.EQ.5) THEN 
            ALF=PAR(31)                             !DIMENSIONLESS 
       XNG=PAR(32)                             !DIMENSIONLESS 
       NG=JFIX(PAR(32+0.1))                     !DIMENSIONLESS 
       RI=PAR(33)                              !DIMENSIONLESS 
       XKL=PAR(34)                             !DIMENSIONLESS 
         ELSE IF(OPTMODE.EQ.6) THEN 
            LU_IAM=JFIX(PAR(31)+0.1)                !DIMENSIONLESS 
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            N_INC=JFIX(PAR(32)+0.1)                 !DIMENSIONLESS 
         ELSE 
            LU_IAM=JFIX(PAR(31)+0.1)                !DIMENSIONLESS 
            NTRNS=JFIX(PAR(32)+0.1)                 !DIMENSIONLESS 
            NLONG=JFIX(PAR(33)+0.1)                 !DIMENSIONLESS 
    ENDIF 
    NODESPERTUBE=NODES/NTUBES 
         XNODESPERTUBE=DBLE(NODES)/DBLE(NTUBES) 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE VALUES IN THE STORAGE ARRAY FOR THIS ITERATION 
      NITEMS=4*NODES+3 
  
 CALL GetStorageVars(STORED,NITEMS,INFO) 
      DO J=1,NODES 
    TI(J)=STORED(J) 
    TSTART(J)=STORED(J) 
    TF(J)=STORED(NODES+J)  
    DELTA_NODE(J)=STORED(2*NODES+J)       
      ENDDO 
      DO J=1,NODES+1 
         TI_C(J)=STORED(3*NODES+J) 
         TSTART_C(J)=STORED(3*NODES+J) 
         TF_C(J)=STORED(4*NODES+J+1) 
      ENDDO 
      DTFRZ=STORED(5*NODES+3) 
      DELTA_V_TUBE=STORED(5*NODES+4) 
      V_MIN=STORED(5*NODES+5) 
      V_MAX=STORED(5*NODES+6) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE CURRENT VALUES OF THE INPUTS TO THIS MODEL FROM THE XIN 
ARRAY IN SEQUENTIAL ORDER 
      TFLOW_IN=XIN(1)                              !C 
      FLOW_IN=XIN(2)                               !KG/HR 
      TAMB=XIN(3)                                  !C 
      GT=XIN(4)                                    !KJ/H.M2 
      GD=XIN(5)                                    !KJ/H.M2.K 
 GH=XIN(6)                                    !KJ/H.M2.K 
      THETA=XIN(7)                                 !DEGREES 
      THETAZ=XIN(8)                                !DEGREES 
      SAZM=XIN(9)                                  !DEGREES 
      SLP=XIN(9)                                  !DEGREES 
      AZMTH=XIN(11)                                !DEGREES 
 RHO=XIN(12) 
      T_LOSS=XIN(13)                               !C 
 FRTAN=XIN(14)                                !DIMENSIONLESS 
 FRUL=XIN(15)                                 !KJ/HR.M2.C 
      Q_ADDLOSS=XIN(16)                            !KJ/HR/M2 
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      FFRZ_IO=XIN(17)                              !DIMENSIONLESS 
      T_AIR=XIN(18)                                !C 
C----------------------------------------------------------------------------
------------------------------------------- 
      IF(TIME.EQ.35445)THEN 
        CONTINUE 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
C    CHECK THE INPUTS FOR PROBLEMS 
      IF(FLOW_IN.LT.0.) CALL TYPECK(-3,INFO,2,0,0) 
      IF(GT.LT.0.) CALL TYPECK(-3,INFO,4,0,0) 
      IF(GD.LT.0.) CALL TYPECK(-3,INFO,5,0,0) 
      IF(GH.LT.0.) CALL TYPECK(-3,INFO,6,0,0) 
 IF((RHO.LT.0.).OR.(RHO.GT.1.)) CALL TYPECK(-3,INFO,12,0,0) 
 IF((FRTAN.LT.0.).OR.(FRTAN.GT.1.)) CALL TYPECK(-3,INFO,14,0,0) 
      IF(FRUL.LT.0.) CALL TYPECK(-3,INFO,15,0,0) 
      IF(FFRZ_IO.GT.1) CALL TYPECK(-3,INFO,17,0,0) 
 
      TOT_TOPFRAC=0. 
      DO J=1,NODES 
         FRAC_TOP_GAIN(J)=XIN(18+J) 
    TOT_TOPFRAC=TOT_TOPFRAC+FRAC_TOP_GAIN(J) 
         IF((FRAC_TOP_GAIN(J).LT.0.).OR.(FRAC_TOP_GAIN(J).GT.1.)) THEN 
            CALL TYPECK(-3,INFO,16+J,0,0) 
       RETURN 1 
    ENDIF 
 ENDDO 
 
      TOT_TOPFRAC=0. 
      DO J=1,NODES 
         FRAC_TOP_LOSS(J)=XIN(18+NODES+J) 
    TOT_TOPFRAC=TOT_TOPFRAC+FRAC_TOP_LOSS(J) 
         IF((FRAC_TOP_LOSS(J).LT.0.).OR.(FRAC_TOP_LOSS(J).GT.1.)) THEN 
            CALL TYPECK(-3,INFO,18+NODES+J,0,0) 
       RETURN 1 
    ENDIF 
 ENDDO 
      
 IF(ERRORFOUND()) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ALL THE CALCULATION HERE FOR THIS MODEL. 
C----------------------------------------------------------------------------
------------ 
      IF(INFO(7).EQ.0)THEN 
C     S----------------------------------------------------------------------
----------- 
C TIME CALCULATIONS; JULIAN DAY, YEAR, TIME OF DAY 
        TIMOFDAY = MOD (TIME,24.0) 
        IDAY = INT(TIME/24.0+.0001) + 1 
        IF(NYR.EQ.1973)THEN 
            CONTINUE 
        ENDIF 
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C REMEMBER TIME IS TIME AT END OF CURRENT TIMESTEP 
C  TIMESTEP MUST BE SUCH THAT ALWAYS HAVE TIME HIT MIDNIGHT EVERY DAY 
        IF (ABS(TIMOFDAY-DELT).LT.0.0001) THEN !MIDNIGHT AT PREV TSTEP 
          JDAY = JDAY+1 
          IF (JDAY .GT. NDYR) THEN 
            NYR = NYR+1 
            
            NDYR_PREV = NDYR 
            JDAY = 1 
            IF (MOD(NYR,4) .EQ. 0.) THEN 
              NDYR = 366 
            ELSE 
              NDYR = 365 
            ENDIF    !END OF NDYR(LEAP YEAR)SET 
          ENDIF    !END OF END OF YEAR/JULIAN DAY SET 
        ENDIF    !END OF MIDNIGHT CHECK 
         
C CHECK ON TIME FOR INCREMENTING # PIPE FREEZES 
C RESET IS ACTUALLY AT THE TIME AT THE END OF THE PREV TIMESTEP 
C   AND THE DTFRZ DATA FOR THE PERIOD ENDING THEN IS "OLD" DATA 
        IF(ABS(TIMOFDAY-DELT).LT.0.0001) THEN !RESET CHECK 
C CHECK ON FIRST DAY 
          IF((TIME).LT.24.)THEN !CHECK ON FIRST DAY 
             NMISSING=0 
             GOTO 15 !DONT INCREMENT CTR IN THIS CASE (NOT 1 DAY YET) 
          ENDIF !END CHECK ON FIRST DAY 
C CHECK ON MISSING WEATHER DATA 
          IF(NMISSING .GT. 0) THEN 
             DTFRZ_DAY(IDAY-1)=-1 
C DECREMENT THE NUMBER OF VALID YEARS IN CALCULATIONS 
             IF(JDAY.GT.1)THEN 
               NVALIDYR(JDAY-1)=NVALIDYR(JDAY-1)-1 
             ELSE !JDAY =1, DECREMENT LAST DAY OF PREV YR 
               NVALIDYR(NDYR_PREV)=NVALIDYR(NDYR_PREV)-1 
             ENDIF !END OF JDAY>1 CHECK 
C RE-INITIALIZE THE NUMBER OF MISSING DATA POINTS 
             NMISSING =0 
             GOTO 15 
          ENDIF    !END OF MISSING WEATHER DATA CHECK 
 
          IF (DTFRZ .GT. 0.0001) THEN !PLASTIC DEFORMATION CHECK 
            DTFRZ_DAY(IDAY-1)=DTFRZ 
            IF(JDAY.GT.1)THEN 
              NFRZ(JDAY-1)=NFRZ(JDAY-1)+1 
              NFRZ_YR(NYR-NYRI+1) = NFRZ_YR(NYR-NYRI+1) + 1 
            ELSE !JDAY = 1, INCREMENT LAST DAY OF LAST YEAR 
              NFRZ(NDYR_PREV)=NFRZ(NDYR_PREV)+1 
              NFRZ_YR(NYR-NYRI+1) = NFRZ_YR(NYR-NYRI+1) + 1 
            ENDIF ! END JDAY=1 CHECK 
          ENDIF    !END OF FREEZE CHECK/INCREMENTING COUNTERS 
           
          IF (BROKEN)THEN   !BREAK CHECK 
            IF(JDAY.GT.1)THEN 
                NBRK(JDAY-1) = NBRK(JDAY-1) + 1 
                NBRK_YR(NYR-NYRI+1) = NBRK_YR(NYR-NYRI+1) + 1 
            ELSE !JDAY = 1, INCREMENTA LAST DAY OF LAST YEAR 
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                NBRK(NDYR_PREV) = NBRK(NDYR_PREV) + 1 
                NBRK_YR(NYR-NYRI+1) = NBRK_YR(NYR-NYRI+1) + 1 
            ENDIF   !END JDAY = 1 CHECK 
 
            BROKEN=.FALSE. !RESET BROKEN 
            PLASTIC= .FALSE. !RESET PLASTIC DEFORMATION 
         ENDIF  !ENF OF BREAK CHECK/INCREMENTING COUNTERS 
           
C RE-INITIALIZE TIME FROZEN 
15       DTFRZ=0. 
         STORED(5*NODES+3)=DTFRZ 
         CALL SetStorageVars(STORED,NITEMS,INFO) 
        ENDIF    !END OF RESET CHECK 
 
        IF(TAMB.GT.473.0) THEN 
          NMISSING=NMISSING+1 
        ENDIF   
         
     
 
      ENDIF !END OF INFO(7)=0       
C     S!---------------------------------------------------------------------
------------ 
 
 MAXITERS=25*NTUBES 
 
C    SET SOME AVERAGE TEMPERATURES FOR THE FIRST INTERNAL ITERATION 
      DO J=1,NODES 
         TAVE(J)=TI(J) 
      ENDDO 
      DO J=1,NODES+1 
        TAVE_C(J)=TI_C(J) 
      ENDDO 
C     DETERMINE THE R-VALUE FOR THE SIDE AND BACK INSULATION DEPENDING ON 
TEMPERATURE 
      U_BOTTOM = .0076*(TAVE(1)+TAMB)/2 + (PAR(10) - .0076*24) 
      U_EDGE = .0076*(TAVE(1)+TAMB)/2 + (PAR(9) - .0076*24) 
       
       
C     SET THE TOTAL VOLUME CHANGE OF THE TUBES EQUAL TO 0 AT THE BEGGINNING 
OF THE  
C     TIME STEP 
      DELTA_V=0 
 
C    CALCULATE THE EFFECTIVE NODAL TOP AREA FOR SOLAR GAINS AND STANDARD 
LOSSES 
      DO J=1,NODES 
    ATOP_GAIN(J)=C_LENGTH*C_WIDTH*FRAC_TOP_GAIN(J) 
    ATOP_LOSS(J)=C_LENGTH*C_WIDTH/DBLE(NODES) 
 ENDDO 
 
C    CALCULATE THE NODAL BOTTOM AREA FOR THERMAL LOSSES 
      DO J=1,NODES 
    ABOT(J)=C_LENGTH*C_WIDTH/XNODES 
 ENDDO 
 
C     CALCULATE THE SURFACE AREA OF THE CONNECTING PIPES FOR LOSSES 
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      A_C=PI*D_PIPE_C*L_PIPE_C 
 
C    CALCULATE THE NODAL EDGE AREA FOR THERMAL LOSSES 
      DO I=1,NTUBES 
    DO J=1,NODESPERTUBE 
       K=(I-1)*NODESPERTUBE+J 
       IF((J.EQ.1).OR.(J.EQ.NODESPERTUBE)) THEN 
       AEDGE(K)=C_WIDTH*DEPTH/DBLE(NTUBES) 
       ELSE 
          AEDGE(K)=0. 
       ENDIF 
 
       IF((I.EQ.1).OR.(I.EQ.NTUBES)) THEN 
          AEDGE(K)=AEDGE(K)+C_LENGTH*DEPTH/DBLE(NODESPERTUBE) 
       ENDIF 
    ENDDO 
 ENDDO 
 
C    SET THE CONDUCTION LENGTH BETWEEN NODES (THE DISTANCE BETWEEN CENTROIDS) 
      E=L_TUBE/DBLE(NODESPERTUBE) 
 
C    CALCULATE THE CONDUCTION AREA 
 ACOND=PI*D_TUBE*D_TUBE/4. 
 
C    DETERMINE THE INCIDENCE ANGLE MODIFIER FOR THE OPTICAL MODE CHOSEN 
      GO TO (410,420,430,440,450,460,470) ,OPTMODE 
 
C****************************************************************************
********* 
410   CONTINUE !OPTICAL MODE 1 => NO INCIDENCE ANGLE MODIFICATION 
      XKAT=1. 
 XKATD=0. 
 XKATB=1. 
 GOTO 168 
 
C****************************************************************************
********* 
420   CONTINUE !OPTICAL MODE 2 => LINEAR INCIDENCE ANGLE MODIFIERS FROM 
ASHRAE 
      IF(GT .LE. 0. .OR. THETA .GE. 90.) THEN 
    XKAT=0. 
    GOTO 168 
 ENDIF 
 
C    USE RELATIONS OF BRANDEMUEHL FOR EFFECTIVE INCIDENCE ANGLES FOR DIFFUSE 
      EFFSKY=59.68-0.1388*SLP+0.001497*SLP*SLP 
      EFFGND=90.-0.5788*SLP+0.002693*SLP*SLP 
      COSSLP=DCOS(SLP*RDCONV) 
      FSKY=(1.+COSSLP)/2. 
      FGND=(1.-COSSLP)/2. 
 
C    DETERMINE THE SKY AND GROUND DIFFUSE COMPONENTS 
      GDSKY=FSKY*GD 
      GDGND=RHO*FGND*GH 
 
C    CALCULATE THE COMPONENT AND TOTAL IAM'S 
      XKATB=TAUALF(THETA) 
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      XKATDS=TAUALF(EFFSKY) 
      XKATDG=TAUALF(EFFGND) 
      XKAT=(XKATB*(GT-GDSKY-GDGND)+XKATDS*GDSKY+XKATDG*GDGND)/GT 
      IF(XKAT.LE.0) XKAT=0. 
 
      GOTO 168 
C****************************************************************************
********* 
430   CONTINUE !OPTICAL MODE 3 => QUADRATIC INCIDENCE ANGLE MODIFIERS FROM 
ASHRAE 
      IF(GT .LE. 0. .OR. THETA .GE. 90.) THEN 
    XKAT=0. 
    GOTO 168 
 ENDIF 
 
C    USE RELATIONS OF BRANDEMUEHL FOR EFFECTIVE INCIDENCE ANGLES FOR DIFFUSE 
      EFFSKY=59.68-0.1388*SLP+0.001497*SLP*SLP 
      EFFGND=90.-0.5788*SLP+0.002693*SLP*SLP 
      COSSLP=DCOS(SLP*RDCONV) 
      FSKY=(1.+COSSLP)/2. 
      FGND=(1.-COSSLP)/2. 
 
C    DETERMINE THE SKY AND GROUND DIFFUSE COMPONENTS 
      GDSKY=FSKY*GD 
      GDGND=RHO*FGND*GH 
 
C    CALCULATE THE COMPONENT IAM'S 
      IF(B1.EQ.0.) THEN 
         XKATB=TAUALF(THETA) 
         XKATDS=TAUALF(EFFSKY) 
         XKATDG=TAUALF(EFFGND) 
      ELSE 
         IF((DABS(THETA).GE.85.).AND.(DABS(THETA).LE.90.)) THETA=85. 
         STHETA=(1./DCOS(THETA*RDCONV))-1. 
         SSKY=(1./DCOS(EFFSKY*RDCONV))-1. 
         SGND=(1./DCOS(EFFGND*RDCONV))-1. 
         XKATB=1.-B0*STHETA-B1*STHETA*STHETA 
         XKATDS=1.-B0*SSKY-B1*SSKY*SSKY 
         XKATDG=1.-B0*SGND-B1*SGND*SGND 
      ENDIF 
 
C    CALCULATE THE TOTAL IAM 
      XKAT=(XKATB*(GT-GDSKY-GDGND)+XKATDS*GDSKY+XKATDG*GDGND)/GT 
      IF(XKAT.LE.0) XKAT=0. 
 
      GOTO 168 
 
C****************************************************************************
********* 
440   CONTINUE !OPTICAL MODE 4 => INCIDENCE ANGLE MODIFIERS FROM DATA FILE 
      IF(GT .LE. 0. .OR. THETA .GE. 90.) THEN 
    XKAT=0. 
    GOTO 168 
 ENDIF 
 
C    USE RELATIONS OF BRANDEMUEHL FOR EFFECTIVE INCIDENCE ANGLES FOR DIFFUSE 
      EFFSKY=59.68-0.1388*SLP+0.001497*SLP*SLP 
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      EFFGND=90.-0.5788*SLP+0.002693*SLP*SLP 
      COSSLP=DCOS(SLP*RDCONV) 
      FSKY=(1.+COSSLP)/2. 
      FGND=(1.-COSSLP)/2. 
 
C    DETERMINE THE SKY AND GROUND DIFFUSE COMPONENTS 
      GDSKY=FSKY*GD 
      GDGND=RHO*FGND*GH 
 
C    USE DATA SUBROUTINE TO GET BEAM IAM 
      X(1)=THETA 
      NX(1)=N_INC 
      CALL DYNAMICDATA(LU_IAM,1,NX,1,X,Y,INFO,*441) 
      CALL LINKCK('TYPE 552','DYNAMICDATA',1,99)   
441   XKATB=Y(1) 
 
C    USE DATA SUBROUTINE TO GET SKY DIFFUSE IAM 
      X(1)=EFFSKY 
      NX(1)=N_INC 
      CALL DYNAMICDATA(LU_IAM,1,NX,1,X,Y,INFO,*442) 
442   XKATDS=Y(1) 
 
C    USE DATA SUBROUTINE TO GET GROUND DIFFUSE IAM 
      X(1)=EFFGND 
      NX(1)=N_INC 
      CALL DYNAMICDATA(LU_IAM,1,NX,1,X,Y,INFO,*443) 
443   XKATDG=Y(1) 
 
C    CALCULATE THE TOTAL IAM FOR THIS TIMESTEP 
      XKAT=(XKATB*(GT-GDSKY-GDGND)+XKATDS*GDSKY+XKATDG*GDGND)/GT 
      IF(XKAT.LE.0) XKAT=0. 
 
      GO TO 168 
 
C****************************************************************************
********* 
450   CONTINUE !OPTICAL MODE 5 => MODIFIERS FROM COVER AND ABSORBER 
PROPERTIES 
      IF(GT .LE. 0. .OR. THETA .GE. 90.) THEN 
    XKAT=0. 
    FRTAN=TALN 
    GOTO 168 
 ENDIF 
 
C    USE RELATIONS OF BRANDEMUEHL FOR EFFECTIVE INCIDENCE ANGLES FOR DIFFUSE 
      EFFSKY=59.68-0.1388*SLP+0.001497*SLP*SLP 
      EFFGND=90.-0.5788*SLP+0.002693*SLP*SLP 
      COSSLP=DCOS(SLP*RDCONV) 
      FSKY=(1.+COSSLP)/2. 
      FGND=(1.-COSSLP)/2. 
 
C    DETERMINE THE SKY AND GROUND DIFFUSE COMPONENTS 
      GDSKY=FSKY*GD 
      GDGND=RHO*FGND*GH 
 
C    USE TAU_ALPHA FUNCTION TO GET COMPONENT IAM'S 
      RHOD=OUT(21+NODES) 
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      TALN=OUT(22+NODES) 
      XKATDS=TAU_ALPHA(NG,EFFSKY,XKL,RI,ALF,RHOD)/TALN 
      XKATDG=TAU_ALPHA(NG,EFFGND,XKL,RI,ALF,RHOD)/TALN 
      XKATB=TAU_ALPHA(NG,THETA,XKL,RI,ALF,RHOD)/TALN 
 
C    CALCULATE THE TOTAL IAM FOR THIS TIMESTEP 
      XKAT=(XKATB*(GT-GDSKY-GDGND)+XKATDS*GDSKY+XKATDG*GDGND)/GT 
      IF(XKAT.LE.0) XKAT=0. 
 
 FRTAN=TALN 
 
      GO TO 168 
 
C****************************************************************************
********* 
460   CONTINUE !OPTICAL MODE 6 => BI-AXIAL IAMS CALCULATED FROM DATA FILE BY 
MULTIPLYING 
C               TOGETHER IAM'S FOR TRANSVERSE AND LONGITUDINAL ANGLES 
 
C    DETERMINE THE TRANSVERSE AND LONGITUDINAL ANGLES FOR BEAM RADIATION 
      TANTT=DSIN(THETAZ*RDCONV)*DSIN(DABS(AZMTH-SAZM)*RDCONV) 
     .   /DCOS(THETA*RDCONV) 
      THETAT=DATAN(TANTT)/RDCONV 
      TANALF=DTAN(THETAZ*RDCONV)*DCOS((AZMTH-SAZM)*RDCONV) 
      THETAL=DABS(DATAN(TANALF)/RDCONV-SLP) 
 
C    CALL THE DATA SUBROUTINE TO INTERPOLATE THE IAM FOR THE LONGITUDINAL 
DIRECTION 
      X(1)=THETAL 
      NX(1)=N_INC 
      CALL DYNAMICDATA(LU_IAM,1,NX,2,X,Y,INFO,*461) 
      CALL LINKCK('TYPE 552','DYNAMICDATA',1,99) 
461   XKATB=Y(1) 
 
C    CALL THE DATA SUBROUTINE TO INTERPOLATE THE IAM FOR THE TRANSVERSE 
DIRECTION AND 
C    THEN MULTIPLY IT WITH THE LONGITUDINAL TO GET THE BEAM IAM 
      X(1)=THETAT 
      NX(1)=N_INC 
      CALL DYNAMICDATA(LU_IAM,1,NX,2,X,Y,INFO,*462) 
462   XKATB=XKATB*Y(2) 
 
C    DETERMINE MODIFIER FOR DIFFUSE RADIATION ONLY ONCE DURING SIMULATION 
      IF(OUT(5).LE.0.) THEN 
         XKATD2=0. 
         DDELT=PI/2./DBLE(NDELT) 
       
C       BREAK THE SKY UP INTO NDELT CHUNKS AND EVALUATE THE IAM AT EACH CHUNK 
         DO 464 I=1,NDELT 
            XKATD1=0. 
            SAZM=DBLE(I-1)*DDELT+DDELT/2. 
             
C          BREAK THE SKY UP INTO NDELT BY NDELT CHUNKS AND EVALUATE THE IAM 
AT EACH CHUNK 
            DO 463 J=1,NDELT 
 
C             DETERMINE THE TRANSVERSE AND LONGITUDINAL ANGLES FOR THIS CHUNK 
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               THETA=DBLE(J-1)*DDELT+DDELT/2. 
               SINTT=DSIN(THETA) 
               COSTT=DCOS(THETA) 
               TANTT=SINTT/COSTT 
               THETAT=DATAN(TANTT*DSIN(SAZM))/RDCONV 
               THETAL=DATAN(TANTT*DCOS(SAZM))/RDCONV 
       
C             USE THE DATA SUBROUTINE TO FIND THE LONGITUDINAL IAM AT THIS 
ANGLE 
               X(1)=THETAL 
               NX(1)=N_INC 
               CALL DYNAMICDATA(LU_IAM,1,NX,2,X,Y,INFO,*466) 
               CALL LINKCK('TYPE 552','DYNAMICDATA',1,99) 
466            XKATD=Y(1) 
 
C             USE THE DATA SUBROUTINE TO FIND THE TRANSVERSE IAM AT THIS 
ANGLE 
               X(1)=THETAT 
               NX(1)=N_INC 
               CALL DYNAMICDATA(LU_IAM,1,NX,2,X,Y,INFO,*467) 
467            XKATD=XKATD*Y(2) 
 
463         XKATD1=XKATD1+XKATD*COSTT*SINTT*DDELT 
464      XKATD2=XKATD2+XKATD1*DDELT 
 
C       STORE THE DIFFUSE IAM IN THE OUTPUT ARRAY FOR FUTURE CALCULATIONS       
         XKATD=4.*XKATD2/PI 
         OUT(5)=XKATD 
 ENDIF 
 
C    RETRIEVE THE DIFFUSE IAM AND USE IT TO CALCULATE THE OVERALL IAM 
      XKATD=OUT(5) 
      IF(GT.GT.0.) THEN 
         XKAT=(XKATB*(GT-GD)+XKATD*GD)/GT 
      ELSE 
         XKAT=XKATB 
      ENDIF 
 
      GO TO 168 
 
C****************************************************************************
********* 
470   CONTINUE !OPTICAL MODE 7 => TRUE BI-AXIAL IAMS FROM DATA FILE 
C    DETRMINE THE TRANSVERSE AND LONGITUDINAL ANGLES FOR BEAM RADIATION 
      TANTT=DSIN(THETAZ*RDCONV)*DSIN(DABS(AZMTH-SAZM)*RDCONV) 
     .   /DCOS(THETA*RDCONV) 
      THETAT=DATAN(TANTT)/RDCONV 
      TANALF=DTAN(THETAZ*RDCONV)*DCOS((AZMTH-SAZM)*RDCONV) 
      THETAL=DABS(DATAN(TANALF)/RDCONV-SLP) 
 
C    CALL THE DATA SUBROUTINE TO INTERPOLATE THE BEAM IAM'S 
      X(2)=THETAL 
 X(1)=THETAT 
 NX(1)=NTRNS 
 NX(2)=NLONG 
 CALL DYNAMICDATA(LU_IAM,2,NX,1,X,Y,INFO,*471) 
      CALL LINKCK('TYPE 552','DYNAMICDATA',1,99) 
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471   CONTINUE 
      XKATB=Y(1) 
 
C    DETERMINE MODIFIER FOR DIFFUSE RADIATION ONLY ONCE DURING SIMULATION 
      IF(OUT(5).LE.0.) THEN 
         XKATD2=0. 
         DDELT=PI/2./DBLE(NDELT) 
 
C       BREAK THE SKY UP INTO NDELT BY NDELT CHUNKS AND EVALUATE THE IAM AT 
EACH CHUNK 
         DO 472 I=1,NDELT 
            XKATD1=0. 
            SAZM=DBLE(I-1)*DDELT+DDELT/2. 
 
            DO 474 J=1,NDELT 
 
C             DETERMINE THE TRANSVERSE AND LONGITUDINAL ANGLES FOR THIS CHUNK 
               THETA=DBLE(J-1)*DDELT+DDELT/2. 
               SINTT=DSIN(THETA) 
               COSTT=DCOS(THETA) 
               TANTT=SINTT/COSTT 
               THETAT=DATAN(TANTT*DSIN(SAZM))/RDCONV 
               THETAL=DATAN(TANTT*DCOS(SAZM))/RDCONV 
  
C             USE THE DATA SUBROUTINE TO FIND THE IAM AT THIS COMBINATION OF 
ANGLES  
               X(2)=THETAL 
               X(1)=THETAT 
               NX(1)=NTRNS 
               NX(2)=NLONG 
               CALL DYNAMICDATA(LU_IAM,2,NX,1,X,Y,INFO,*476) 
               CALL LINKCK('TYPE 552','DYNAMICDATA',1,99) 
476            CONTINUE 
               XKATD=Y(1) 
474         XKATD1=XKATD1+XKATD*COSTT*SINTT*DDELT 
472       XKATD2=XKATD2+XKATD1*DDELT 
 
C       STORE THE DIFFUSE IAM IN THE OUTPUT ARRAY FOR FUTURE CALCULATIONS       
         XKATD=4.*XKATD2/PI 
         OUT(5)=XKATD 
      ENDIF 
 
C    RETRIEVE THE DIFFUSE IAM AND USE IT TO CALCULATE THE OVERALL IAM 
      XKATD=OUT(5) 
      IF(GT.GT.0.) THEN 
         XKAT=(XKATB*(GT-GD)+XKATD*GD)/GT 
      ELSE 
         XKAT=XKATB 
      ENDIF 
C**************END OF IAM CALCULATIONS************************************ 
168   CONTINUE 
 
C    SET SOME INITIAL CONDITIONS FOR THE ITERATIVE CALCULATIONS 
      ITERS=1 
      DO J=1,NODES 
    TANKAVE(J)=0. 
      ENDDO 
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C    SEE HOW MANY INTERNAL ITERATIONS ARE REQUIRED TO AVOID OVEFLOWING 1 NODE 
IN 1 TIMESTEP 
      MASS_IN=FLOW_IN*DELT 
 MASS_NODE=RHO_FLUID*PI*D_TUBE*D_TUBE/4.*L_TUBE/DBLE(NODESPERTUBE) 
 CAP_NODE=MASS_NODE*CP_FLUID+TOT_ADDCAP/DBLE(NODES) 
 MASS_NODE_C=RHO_FLUID*PI*D_PIPE_C*D_PIPE_C/4.*L_PIPE_C 
 CAP_NODE_C=MASS_NODE_C*CP_FLUID 
 LHF_C=LHF*MASS_NODE_C            !LATENT HEAT IN CONNECTING PIPE 
  
 IF(MASS_IN.GT.0.) THEN 
    ISTEPS=JFIX(MASS_IN/MASS_NODE)+1 
 ELSE 
    ISTEPS=1 
 ENDIF 
 
C    SET SOME MORE INITIAL CONDITIONS 
      ITERS_MAX=1 
 DELT_NOW=DELT/DBLE(ISTEPS) 
 QLOSS_T=0. 
 QLOSS_B=0. 
 QLOSS_E=0. 
 QLOSS_ADD=0. 
 QSTORE=0. 
 QDELIV=0. 
      QGAIN_T=0. 
  
C    REPEAT THIS PROCESS FOR EACH REQUIRED SUB-ITERATION 
      DO II=1,ISTEPS 
 
C    START THE ITERATIVE CALCULATION HERE - EVERYTHING ABOVE THIS POINT IS 
INDEPENDENT OF  
C    THE CONVERGENCE SCHEME 
200   CONTINUE 
 
C    THE DIFFERENTIAL EQUATIONS WILL BE SOLVED ANALYTICALLY BY PUTTING THEM 
INTO THE 
C    FORM dT/dt=aT+b 
      DO J=1,NODES 
    AA(J)=0. 
    BB(J)=0. 
      ENDDO 
C     S----------------------------------------------------------------------
-----------       
C     SOLVE THE SAME DIFFERENTIAL EQUATION FOR THE CONNECTING/INLET/OUTLET 
PIPES 
C     THERE WILL ALWAYS BE ONE MORE CONNECTING/INLET/OUTLET PIPE THEN 
COLLECTOR TUBES 
C     THE CONNECTING PIPES WILL REMAIN THE SAME TEMPERATURE AS THE COLLECTOR 
TUBES, HOWEVER 
C     THEY WILL LOSE/GAIN LATENT HEAT FASTER 
      DO J=1,NODES+1 
         AA_C(J)=0. 
    BB_C(J)=0. 
      ENDDO 
C     S!---------------------------------------------------------------------
---------- 
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C    EVALUATE THE EFFECTS OF SOLAR RADIATION AND DETERMINE a AND b 
      DO J=1,NODES 
    BB(J)=BB(J)+ATOP_GAIN(J)*GT*FRTAN*XKAT/CAP_NODE 
      ENDDO 
 
C    EVALUATE THE EFFECTS OF ADDITIONAL TOP LOSSES/GAINS AND DETERMINE a AND 
b 
      DO J=1,NODES 
    BB(J)=BB(J)-Q_ADDLOSS*C_WIDTH*C_LENGTH*FRAC_TOP_LOSS(J)/ 
 1         CAP_NODE 
      ENDDO 
 
C    EVALUATE THE EFFECTS OF STANDARD TOP LOSSES AND DETERMINE a AND b 
      DO J=1,NODES 
         AA(J)=AA(J)-ATOP_LOSS(J)*FRUL/CAP_NODE 
    BB(J)=BB(J)+ATOP_LOSS(J)*FRUL*TAMB/CAP_NODE 
 
      ENDDO 
 
C    EVALUATE THE EFFECTS OF COLLECTOR FLOW RATE AND DETERMINE a AND b 
      DO J=1,NODES 
    IF(J.EQ.1) THEN 
       TIN_LOAD(J)=TFLOW_IN 
    ELSE 
       TIN_LOAD(J)=TAVE(J-1) 
         ENDIF 
      ENDDO 
 
 DO J=1,NODES 
    AA(J)=AA(J)-FLOW_IN*CP_FLUID/CAP_NODE 
    BB(J)=BB(J)+FLOW_IN*CP_FLUID*TIN_LOAD(J)/CAP_NODE 
      ENDDO 
 
C    EVALUATE THE EFFECTS OF EDGE LOSSES AND DETERMINE NEW a AND b VALUES 
      DO J=1,NODES 
    AA(J)=AA(J)-U_EDGE*AEDGE(J)/CAP_NODE 
    BB(J)=BB(J)+U_EDGE*AEDGE(J)*T_LOSS/CAP_NODE 
      ENDDO 
 
C    EVALUATE THE EFFECTS OF BACK LOSSES AND DETERMINE NEW a AND b VALUES 
      DO J=1,NODES 
    AA(J)=AA(J)-U_BOTTOM*ABOT(J)/CAP_NODE 
    BB(J)=BB(J)+U_BOTTOM*ABOT(J)*T_LOSS/CAP_NODE 
      ENDDO 
 
 
 
C    EVALUATE THE EFFECTS OF CONVECTIVE CONDUCTION AND RADIATIVE EXCHANGE 
BETWEEN NODES IN ADJACENT TUBES AND  
C    DETERMINE NEW a AND b VALUES.  
      DO I=1,NTUBES 
     
          IF(I.EQ.1) THEN 
             AA(I)=AA(I)-UA_CONVRAD/CAP_NODE 
             BB(I)=BB(I)+UA_CONVRAD*TAVE(I+1)/CAP_NODE 
          ELSE IF(I.EQ.NTUBES) THEN 
             AA(I)=AA(I)-UA_CONVRAD/CAP_NODE 
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             BB(I)=BB(I)+UA_CONVRAD*TAVE(I-1)/CAP_NODE 
          ELSE 
             AA(I)=AA(I)-UA_CONVRAD/CAP_NODE 
     1             -UA_CONVRAD/CAP_NODE 
             BB(I)=BB(I)+UA_CONVRAD*TAVE(I+1)/CAP_NODE 
     1             +UA_CONVRAD*TAVE(I-1)/CAP_NODE 
          ENDIF 
      ENDDO 
C     S----------------------------------------------------------------------
------------------------- 
C    EVALUATE THE EFFECTS OF NATURAL CONVECTION ON CONNECTING PIPES 
      DO J=1,NTUBES+1 
        AA_C(J)= AA_C(J)-UA_C*A_C/CAP_NODE_C 
        BB_C(J)= BB_C(J)+UA_C*A_C*T_AIR/CAP_NODE_C 
      ENDDO 
C     S!---------------------------------------------------------------------
------------------------- 
       
C    DETERMINE THE FINAL AND AVERAGE TEMPERATURES FOR THE TANK NODES 
      DO J=1,NODES 
    IF(AA(J).EQ.0.) THEN 
       TF_NEW(J)=TI(J)+BB(J)*DELT_NOW 
       TAVE_NEW(J)=TI(J)+BB(J)*DELT_NOW/2. 
    ELSE 
            TF_NEW(J)=(TI(J)+BB(J)/AA(J))* 
     1              DEXP(AA(J)*DELT_NOW)-BB(J)/AA(J) 
            TAVE_NEW(J)=(TI(J)+BB(J)/AA(J))* 
     1             (DEXP(AA(J)*DELT_NOW)-1.)/AA(J)/DELT_NOW-BB(J)/AA(J) 
         ENDIF  
      ENDDO 
C     S----------------------------------------------------------------------
-------------------------- 
C     DETERMINE THE FINAL AND AVERAGE TEMPERATURE FOR THE CONNECTING PIPES 
      DO J=1,NODES+1 
         TF_NEW_C(J)=(TI_C(J)+BB_C(J)/AA_C(J))* 
     1               DEXP(AA_C(J)*DELT_NOW)-BB_C(J)/AA_C(J) 
         TAVE_NEW_C(J)=(TI_C(J)+BB_C(J)/AA_C(J))* 
     1                 (DEXP(AA_C(J)*DELT_NOW)-1.)/AA_C(J)/DELT_NOW- 
     1                 BB_C(J)/AA_C(J)  
          
      ENDDO 
C     S!---------------------------------------------------------------------
--------------------------- 
 
C    SEE IF THE TANK NODE TEMPERATURES HAVE CONVERGED - IF SO, MOVE ON 
C    IF NOT, GO BACK TO THE TANK START AND TRY AGAIN 
      MOVEON=.TRUE. 
      DO J=1,NODES 
    IF((DABS(TAVE_NEW(J)-TAVE(J)).GT.CONVERGED).AND. 
     1      (ITERS.LE.MAXITERS).AND.MOVEON) THEN 
            MOVEON=.FALSE. 
       ITERS=ITERS+1 
    ENDIF 
      ENDDO 
C     .AND.(DABS(TAVE_NEW_C(J)-TAVE_C(J)).GT.CONVERGED)        
      IF(MOVEON) THEN 
    IF(ITERS.GE.MAXITERS) THEN 
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       NOTCONV=.TRUE. 
    ELSE 
       NOTCONV=.FALSE. 
    ENDIF 
 
    DO J=1,NODES 
       TAVE(J)=TAVE_NEW(J) 
       TF(J)=TF_NEW(J) 
         ENDDO 
         DO J=1,NODES+1 
            TAVE_C(J)=TAVE_NEW_C(J) 
            TF_C(J)=TF_NEW_C(J) 
         ENDDO 
      ELSE 
    DO J=1,NODES 
       TAVE(J)=TAVE_NEW(J) 
       TF(J)=TF_NEW(J) 
         ENDDO 
         DO J=1,NODES+1 
            TAVE_C(J)=TAVE_NEW_C(J) 
            TF_C(J)=TF_NEW_C(J) 
         ENDDO 
         GOTO 200 
 ENDIF 
C     S----------------------------------------------------------------------
--------------------------- 
C     IF THE CONNECTING PIPE TEMP IS NOT LESS THAN 0 SET ITS TEMPERATURE TO 
THE COLLECTOR 
C     TUBE TEMPERATURE 
C     EACH CONNECTING PIPE EQUALS THE AVERAGE OF THE TWO TUBES THAT IT IS 
CONNECTED TO    
      DO J=1,NODES+1    
          IF (TF_NEW_C(J).GE.0) THEN 
            IF(J.EQ.1)THEN  !INLET PIPE INSIDE OF PANEL 
                TF_NEW_C(J)=TF(J) 
                TAVE_NEW_C(J)=TAVE(J)                 
            ELSE IF(J.EQ.NODES+1)THEN   !OUTLET PIPE INSIDE OF PANEL 
                TF_NEW_C(J)=TF(J-1) 
                TAVE_NEW_C(J)=TAVE(J-1) 
            ELSE    !CONNECING PIPES 
                TF_NEW_C(J)=(TF(J)+TF(J-1))/2 
                TAVE_NEW_C(J)=(TAVE(J)+TAVE(J-1))/2 
            ENDIF 
            TF_C(J)=TF_NEW_C(J) 
            TAVE_C(J)=TAVE_NEW_C(J) 
          ENDIF 
C     CALCULATE THE FRACTION FROZEN OF THE WATER IN THE CONNECTING PIPES       
        IF((TF_C(J).LT.FRZ_PT).OR.(FFRZ_C(J).GT.0)) THEN 
            Q_OUT_C(J)=CAP_NODE_C*(FRZ_PT-TF_C(J)) 
            FFRZ_C(J)=FFRZ_C(J)+Q_OUT_C(J)/LHF_C 
            IF(FFRZ_C(J).GT.1) THEN 
                FFRZ_C(J)=1 
            ELSE IF(FFRZ_C(J).LE.0) THEN 
                FFRZ_C(J)=0 
            ENDIF 
C     RESET TEMPERATURES BACK TO THE FREEZE POINT 
            TF_C(J)=FRZ_PT 
	  	  
	   	  
124	  
            IF(TAVE_C(J).LT.FRZ_PT) THEN 
                TAVE_C(J)=FRZ_PT 
            ENDIF 
             
        ENDIF 
      ENDDO 
C     S!---------------------------------------------------------------------
--------------------------------      
C     IF RESET IS EQUAL TO TRUE BASED ON MISSING DATA FROM THE TYPE 9 THEN 
RESET ALL THE TEMPERATURES 
C     TO THE MAIN LINE TEMPERATURE 
      IF(RESET_DAY(TIME))THEN 
        DO J=1,NODES 
            TI(J)=TFLOW_IN 
            TSTART(J)=TFLOW_IN 
            TF(J)=TFLOW_IN 
            TAVE(J)=TFLOW_IN 
            DELTA_NODE(J)=0 
            DELTA_V_TUBE=0 
            V_MIN=0 
        ENDDO 
        CALL SetStorageVars(STORED,NITEMS,INFO)     
      ENDIF   
                 
                 
      IF(DELTA_V_TUBE.GE.DELTA_MAX)THEN 
            BROKEN=.TRUE. 
            BROKEN_CHECK = 1 
C     ONCE THE PANEL REACHES MAXIMUM PLASTIC DEFORMATION THE PANEL IS 
CONSIDERED BROKEN 
C     RESET THE TUBE VOLUME TEMPERATURES AND THE V_MIN 
            DELTA_V_TUBE=0 
C            STORED(5*NODES+4)=0 
            V_MIN=0 
            DO J=1,NODES 
                TI(J)=TFLOW_IN 
                TSTART(J)=TFLOW_IN 
                TF(J)=TFLOW_IN 
                TAVE(J)=TFLOW_IN 
                DELTA_NODE(J)=0 
            ENDDO 
            CALL SetStorageVars(STORED,NITEMS,INFO)                 
        ENDIF                 
C     DETERMINE WHETHER THE COLLECTOR TUBES ARE FREEZIN OR THAWING 
      FRZ_CHECK=0 
      DO I=1,NODES 
        FRZ_CHECK=FRZ_CHECK+TF(I) 
      ENDDO 
      IF(FRZ_CHECK.LT.0)THEN 
        EXPAND=.TRUE. 
      ELSE 
        EXPAND=.FALSE. 
      ENDIF 
             
 DO J=1,NODES 
  
    TANKAVE(J)=TANKAVE(J)+TAVE(J)*DELT_NOW/DELT 
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    QLOSS_E=QLOSS_E+(U_EDGE*AEDGE(J)*(TAVE(J)-T_LOSS))* 
 1           DELT_NOW/DELT 
    QLOSS_B=QLOSS_B+(U_BOTTOM*ABOT(J)*(TAVE(J)-T_LOSS))* 
 1           DELT_NOW/DELT 
    QLOSS_T=QLOSS_T+(FRUL*ATOP_LOSS(J)*(TAVE(J)-TAMB))* 
 1           DELT_NOW/DELT 
    QLOSS_ADD=QLOSS_ADD+Q_ADDLOSS*C_WIDTH*C_LENGTH*FRAC_TOP_LOSS(J) 
 1          *DELT_NOW/DELT 
    QSTORE=QSTORE+(CAP_NODE*(TF(J)-TI(J))/DELT_NOW)*DELT_NOW/DELT 
    QDELIV=QDELIV+(FLOW_IN*CP_FLUID*(TAVE(J)-TIN_LOAD(J)))* 
 1           DELT_NOW/DELT 
    QGAIN_T=QGAIN_T+ATOP_GAIN(J)*GT*FRTAN*XKAT*DELT_NOW/DELT 
     
C     
S============================================================================
=====================================     
  
C     DETERMINE THE FREEZE REGIME THAT THE PANEL IS IN 
C     THEN CALCULATE THE FRACTION FROZEN OF EACH NODE     
C     IF TEMPERATURES ARE ABOVE THE FREEZING POINT THEN DO NOTHING 
C     AND THE GIVEN TEMPERATURE NODE IS IN REGIME 2     
    IF((TF(J).LT.FRZ_PT).OR.(DELTA_NODE(J).GT.0)) THEN !REGIME 2 
C     CALCULATE THE AVERAGE TUBE TEMPERATURES IN THE PANEL     
       IF ((TAVE(J).LT.FRZ_PT).OR.(DELTA_NODE(J).GT.0)) THEN 
                TAVE(J) = FRZ_PT 
            ENDIF 
C     CALCULATE THE LATENT HEAT LOST PER NODE THEN CALCULATE THE VOLUME  
C     EXPANSION ATTRIBUTED TO THE LATENT HEAT LOST 
            Q_OUT(J)=(CAP_NODE*(FRZ_PT-TF(J))) 
C     MUST DETERMINE THE VOLUME CHANGE IN INDIVIDUAL NODES SEPERATE FROM 
DETERMINING 
C     THE VOLUME CHANGE OF THE WHOLE PANEL FOR PURPOSES OF ENTERING THIS 
C     IF STATEMENT WHEN SUPPOSED TO 
            DELTA_NODE(J)=DELTA_NODE(J)+(Q_OUT(J)/LHF)*(1/RHO_ICE -  
     1                    1/RHO_FLUID)  
            DELTA_V=DELTA_V+DELTA_NODE(J) !TOTAL WATER EXPANSION INSIDE THE 
PANEL 
C     MAKE SURE THAT THERE IS A BLOCKAGE IN EITHER THE INLET/OUTLET PIPES OR 
CONNECTING 
C     PIPES BEFORE THE COLLECTOR TUBES CAN EXPAND.  THEY ARE ALLOWED TO 
CONTRACT EVEN IF THERE  
C     IS A BLOCKAGE 
            IF((FFRZ_IO.EQ.1).OR.((FFRZ_C(1).EQ.1).AND. 
     1        (FFRZ_C(NODES+1).EQ.1)).OR.(TF(J).GT.0)) THEN 
C     CALCULATE THE TOTAL VOLUME EXPANSION IN THE COLLECTOR WHEN THERE IS A 
BLOCKAGE              
                DELTA_V_TUBE=DELTA_V_TUBE+(Q_OUT(J)/LHF)*(1/RHO_ICE - 1/ 
     1                       RHO_FLUID)  
                 
                IF(DELTA_V_TUBE.LT.V_MIN)THEN 
                    DELTA_V_TUBE=V_MIN 
                ENDIF 
C     DETERMINE IF TUBES HAVE ENTERED PLASTIC REGION 
                IF(DELTA_V_TUBE.GT.(V_MIN+V_ELASTIC))THEN 
                    PLASTIC=.TRUE. 
                ELSE  
                    PLASTIC=.FALSE. 
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                ENDIF    
C     IF THE TUBES ARE IN THE PLASTIC REGION AND THE WATER IS EXPANDING 
C     THEN SET THE MINIMUM VOLUME TO WHICH THEY CAN DECREASE 
                IF(PLASTIC.AND.EXPAND)THEN 
                    V_MAX=DELTA_V_TUBE 
                    V_MIN=V_MAX-V_ELASTIC 
                    INCREASE_STRAIN=.TRUE. 
                ELSE 
                    INCREASE_STRAIN=.FALSE. 
                ENDIF  
                   
            ENDIF 
 
C     SET THE VOLUME VARIABLES IF THEY ARE ABOVE THE MAX LIMIT OR BELOW 0 
            IF(DELTA_NODE(J).LE.0)THEN 
                DELTA_NODE(J)=0 
            ENDIF     
            IF(DELTA_V_TUBE.LT.0)THEN 
                DELTA_V_TUBE=0 
            ENDIF  
 
C     TEMPERATURES ARE ALLOWED TO DROP BELOW FREEZING EACH TIMESTEP IN ORDER 
C     TO CALCULATE THE LATENT HEAT THAT IS LOST HOWEVER THE TEMPERATURES 
C     MUST BE SET BACK TO FREEZING FOR THE NEXT TIME STEP 
 
          TF(J)=FRZ_PT 
             
   ENDIF !END REGIME 2 CHECK 
C     
S!===========================================================================
======================================               
      ENDDO  
         
C     S----------------------------------------------------------------------
--------------------------       
C     INCREMENT THE TIME THAT THE TUBES HAVE BEEN EXPANDING FOR OVER THE 
GIVEN DAY 
      IF((PLASTIC.EQ..FALSE.).AND.(EXPAND.EQ..FALSE.))THEN 
        INCREASE_STRAIN=.FALSE. 
      ENDIF 
      IF(INCREASE_STRAIN)THEN 
        DTFRZ = 1 
        PLASTIC_CHECK = 1 
      ENDIF 
C      IF(DELTA_V_TUBE.GT.V_ELASTIC)THEN              
C        DTFRZ = DTFRZ + DELT_NOW 
C      ENDIF 
C     S!---------------------------------------------------------------------
------------------------------             
 
 QSOLAR=QGAIN_T-QLOSS_T-QLOSS_ADD 
C    SET THE INTIAL TEMPERATURES TO THE FINAL TEMPERATURES 
      DO J=1,NODES 
    TI(J)=TF(J) 
      ENDDO 
 
C    BACK TO THE NEXT PARTIAL TIMESTEP IF REQUIRED 
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      ENDDO ! END OF "DO II=1,ISTEPS" 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C     SET THE STORAGE ARRAY AT THE END OF THIS ITERATION IF NECESSARY 
      DO J=1,NODES 
    STORED(J)=TSTART(J) 
    STORED(NODES+J)=TF(J) 
      ENDDO 
      DO J=1,NODES+1 
        STORED(J+NODES*3)=TSTART_C(J) 
        STORED(J+NODES*4+1)=TF_C(J) 
      ENDDO 
 CALL SetStorageVars(STORED,NITEMS,INFO) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C     S----------------------------------------------------------------------
------------------------------------------- 
C     DETERMINE THE AVERAGE NODE TEMPERATURE, THIS IS THE PLATE TEMPERATURE 
USED IN THE UA VALUE CALCULATION 
C     FOR THE TOP OF THE PANEL 
      T_PLATE = 0 
      DO J=1,NODES 
         T_PLATE = T_PLATE + TAVE(J)  
      ENDDO 
      T_PLATE = T_PLATE/NODES 
C     S!---------------------------------------------------------------------
------------------------------------------- 
 
C    SET THE OUTPUTS FROM THIS MODEL IN SEQUENTIAL ORDER AND GET OUT 
      AVETEMP=0. 
      DO J=1,NODES 
    AVETEMP=AVETEMP+TANKAVE(J)/DBLE(NODES) 
      ENDDO 
 
      EB_TOP=QSTORE-QSOLAR+QLOSS_E+QLOSS_B+QDELIV 
 EB_BOT=DABS(QSOLAR)+DABS(QLOSS_E)+DABS(QLOSS_B)+DABS(QDELIV) 
 EB_ERROR=DABS(EB_TOP)/DMAX1(0.01,EB_BOT)*100. 
 
C    SET OUTPUTS 
50    OUT(1)=TAVE(NODES) 
      OUT(2)=FLOW_IN 
 OUT(3)=XKAT 
 OUT(4)=XKATB 
 OUT(5)=XKATD 
 OUT(6)=AVETEMP 
 OUT(7)=QSOLAR 
 OUT(8)=QDELIV 
 OUT(9)=QLOSS_E 
 OUT(10)=QLOSS_B 
 OUT(11)=QSTORE 
 OUT(12)=FRTAN 
	  	  
	   	  
128	  
 OUT(13)=FRUL 
 OUT(14)=LONG 
C     
S============================================================================
=====================================  
 OUT(15)=DELTA_V_TUBE 
 OUT(16)=LATIT 
 OUT(17)=T_PLATE 
C     
S!===========================================================================
======================================  
 DO J=1,NODES 
    OUT(17+J)=TAVE(J) 
      ENDDO 
      OUT(17+NODES+1)=LOCATION 
      OUT(17+NODES+2)=PLASTIC_CHECK 
      OUT(17+NODES+3)=BROKEN_CHECK 
       
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    EVERYTHING IS DONE - RETURN FROM THIS SUBROUTINE AND MOVE ON 
      RETURN 1 
      END 
C----------------------------------------------------------------------------
------------------------------------------- 
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Appendix	  I:	  Single	  Cover	  Top	  Loss	  Model	  (Type	  543)	  
      SUBROUTINE TYPE603(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*)    
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TYPE 543 CALCULATES THE TOP LOSS COEFFICIENT FOR A PLATE AND SINGLE  
C     COVER. IT TAKES PLATE TEMPERATURE AS AN INPUT AND PERFORMS AN  
C     ENERGY BALANCE ON THE PLATE-COVER-SKY SYSTEM TAKING CONVECTIVE AND  
C     RADIATIVE LOSSES INTO ACCOUNT. THE MODEL WAS DEVELOPED BY JAY BURCH  
C     AT NREL 
C 
C    WRITTEN 07/2001 BY D. BRADLEY FOR TESS   
C 
C    LAST MODIFIED: 
C       1/31/05 - JWT - FIXED A BUG WHEN THE PLATE TEMPERATURE WAS EQUAL TO 
THE AMBIENT 
C       2/2/05  - JWT - FIXED A BUG IN THE H_W OUTPUT, SHOULD BE IN KJ/H.M2.K 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2004 Thermal Energy System Specialists, LLC. All rights 
reserved. 
 
C----------------------------------------------------------------------------
------------------------------------------- 
      !Export this subroutine for its use in external DLLs. 
      !DEC$ATTRIBUTES DLLEXPORT :: TYPE603 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysFunctions 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS  
      IMPLICIT NONE 
 DOUBLE PRECISION XIN,OUT,TIME,PAR,T,DTDT,TIME0,TFINAL,DELT    
      INTEGER*4 INFO(15),NP,NI,NOUT,ND,IUNIT,ITYPE,ICNTRL 
 CHARACTER*3 YCHECK,OCHECK 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS 
      PARAMETER (NP=6,NI=8,NOUT=6,ND=0)        
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED TRNSYS DIMENSIONS 
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      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES 
      DOUBLE PRECISION SIGMA,PLATESP,EPSILON_C,TAU_C,EPSILON_P,L_COL, 
 1  W_COL,T_P,T_AMB,SLOPE,T_SKY,V_WIND,P_AMB,WNDCOEFFICIENT,H_W, 
 1  T_PK,FACT_ADD,FACT_MULT,T_CK,T_AMBK,T_SKYK,P_KPA,T_C,NUFLTPLTE, 
     1  K_GAP,AIRPROPS,T_PROPK,H_PC,QC_PC,QC_CA,RHO_P,RHO_C,QIR_SC, 
     1  Q_LOSS_TOTAL,U_TOP,ENIMBAL,QIR_CP,QIR_PC,QIR_CS,SIGN_IMBAL, 
     1  DELTA_T,U_TOP_UN,T_AIR 
 LOGICAL BALANCE,RESET_DAY(300000) 
 REAL LATIT 
      DIMENSION AIRPROPS(5) 
      COMMON RESET_DAY,LATIT 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DATA ASSIGNMENTS 
      DATA SIGMA/5.67D-8/ 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
	  	  
	   	  
131	  
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=NOUT     
         INFO(9)=1     
    INFO(10)=0     
 
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED IN  
C       THE TRNSYS INPUT FILE 
    CALL TYPECK(1,INFO,NI,NP,ND) 
 
C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA YCHECK/'TE1','TE1','DG1','TE1','VE1','DM1','HT1','PR4'/ 
         DATA OCHECK/'HT1','IR1','TE1','TE1','HT1','HT1'/ 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
 
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         PLATESP = PAR(1)  !PLATE TO COVER SPACING [m] 
         EPSILON_C = PAR(2) !COVER EMISSIVITY [-] 
         TAU_C = PAR(3)  !COVER TRANSMITTENCE [-] 
         EPSILON_P = PAR(4) !PLATE EMISSIVITY [-] 
         L_COL = PAR(5)  !PLATE LENGTH [m] 
         W_COL = PAR(6)  !PLATE WIDTH [m]       
 
C       CHECK THE PARAMETERS FOR PROBLEMS AND RETURN FROM THE SUBROUTINE IF 
AN ERROR IS FOUND 
         IF (PLATESP.LE.0.) CALL TYPECK(-4,INFO,0,1,0) 
       IF ((EPSILON_C.LT.0.).OR.(EPSILON_C.GT.1.)) CALL  
     &      TYPECK(-4,INFO,0,2,0) 
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         IF ((EPSILON_P.LT.0.).OR.(EPSILON_P.GT.1.)) CALL  
     &      TYPECK(-4,INFO,0,4,0) 
         IF ((TAU_C.LT.0.).OR.(TAU_C.GT.1.))  CALL TYPECK(-4,INFO,0,3,0) 
         IF (L_COL.LE.0.) CALL TYPECK(-4,INFO,0,5,0)  
         IF (W_COL.LE.0.) CALL TYPECK(-4,INFO,0,6,0) 
 
C       SET THE INITIAL VALUES OF THE OUTPUTS HERE 
         OUT(1) = 0.D0 
    OUT(2) = 0.D0 
         OUT(3) = XIN(2) 
         OUT(4) = 0.D0 
         OUT(5) = 0.D0 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETURN FROM THIS MODEL AS NO "AFTER-CONVERGENCE" MANIPULATIONS ARE 
REQUIRED 
      IF(INFO(13).GT.0) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
      IF(INFO(1).NE.IUNIT) THEN 
 
C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
    ITYPE=INFO(2) 
      
C       READ IN THE VALUES OF THE PARAMETERS 
         PLATESP = PAR(1)  !PLATE TO COVER SPACING [m] 
         EPSILON_C = PAR(2) !COVER EMISSIVITY [-] 
         TAU_C = PAR(3)  !COVER TRANSMITTENCE [-] 
         EPSILON_P = PAR(4) !PLATE EMISSIVITY [-] 
         L_COL = PAR(5)  !PLATE LENGTH [m] 
         W_COL = PAR(6)  !PLATE WIDTH [m]       
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
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C    RETRIEVE THE CURRENT VALUES OF THE INPUTS TO THIS MODEL FROM THE XIN 
ARRAY 
      T_P = XIN(1)  !PLATE TEMPERATURE [C] 
      T_AMB = XIN(2)  !AMBIENT TEMPERATURE [C] 
      SLOPE = LATIT  !PLATE SLOPE [degrees]  
      T_SKY = XIN(4)  !SKY TEMPERATURE [C] 
      V_WIND = XIN(5)  !WIND SPEED [m/s] 
      FACT_MULT = XIN(6) !REGRESSION VARIABLE [-] 
      FACT_ADD=XIN(7)  !KJ/H.M2.K 
      P_AMB = XIN(8)  !AMBIENT PRESSURE [ATM]  
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ALL THE CALCULATION HERE FOR THIS MODEL.  BASICALLY, ALL THE 
EQUATIONS THAT ARE REQUIRED TO CALCULATE 
C    THE OUTPUTS FROM THIS MODEL AS A FUNCTION OF THE PARAMETER VALUES, THE 
INPUT VALUES TO THIS MODEL AND THE  
C    CURRENT VALUE OF TIME SHOULD BE HERE 
       
C    INITIALIZE VALUES 
 BALANCE = .FALSE. 
      T_C = -273.15D0 
 DELTA_T = 100.D0 
 
C     CONVERT TEMPERATURES TO K 
      T_PK = T_P+273.15D0 
      T_CK = T_C+273.15D0 
      T_AMBK = T_AMB+273.15D0 
      T_SKYK = T_SKY+273.15D0 
 
C     CONVERT PRESSURE TO kPa 
 P_KPA = P_AMB*101.1325D0 
 
C     CALCULATE THE CONVECTION COEFFICIENT DUE TO THE WIND 
      CALL WINDCOEF(V_WIND,L_COL,W_COL,T_AMBK,P_KPA,WNDCOEFFICIENT) 
      H_W = WNDCOEFFICIENT 
 
      DO WHILE (BALANCE.EQ..FALSE.) 
 
C        CONVECTION 
         T_PROPK = DMAX1(0.D0,(T_PK+T_CK)/2.D0) 
         CALL AIRPROP(T_PROPK,P_KPA,AIRPROPS) 
 
         K_GAP = AIRPROPS(4) 
         CALL NUFLATPLATE(SLOPE,T_PK,T_CK,PLATESP,P_KPA,NUFLTPLTE) 
          
    H_PC = NUFLTPLTE*K_GAP/PLATESP   !natural convection coefficient 
between plate and cover 
         QC_PC=H_PC*(T_PK - T_CK)   !convective exchange between 
plate and cover 
         QC_CA=H_W*(T_CK - T_AMBK)  !convective exchange between cover 
and ambient 
 
C        RADIATION 
         RHO_P = 1.D0-EPSILON_P 
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         RHO_C = 1.D0-(EPSILON_C + TAU_C) 
 
     
         QIR_SC = SIGMA*T_SKYK**4        
  !radiative exchange from sky to cover 
         QIR_CP=((TAU_C*SIGMA*T_SKYK**4)+(RHO_C*EPSILON_P*   !radiative 
exchange from cover to plate 
     &          SIGMA*T_PK**4)+(EPSILON_C*SIGMA*T_CK**4))/ 
     &          (1.D0-(RHO_C*RHO_P)) 
         QIR_PC = RHO_P*QIR_CP+EPSILON_P*SIGMA*T_PK**4    
!radiative exchange from plate to cover 
         QIR_CS=TAU_C*QIR_PC+RHO_C*QIR_SC+EPSILON_C*SIGMA*T_CK**4  !radiative 
exchange from cover to sky 
 
C        CALCULATE THE ENERGY IMBALANCE ON COVER 
         ENIMBAL = -(QIR_PC + QIR_SC - QIR_CP - QIR_CS) - (QC_PC-QC_CA)  
          
         SIGN_IMBAL = SIGN(1.,ENIMBAL) 
         IF (SIGN_IMBAL.LT.0.) THEN 
            T_CK = T_CK+DELTA_T 
    ELSE 
            T_CK = T_CK-DELTA_T    !reset to the last cover temperature 
       DELTA_T = DELTA_T/10.  !make the step size smaller  
            T_CK = T_CK+DELTA_T    !guess a new cover temperature with a 
smaller step size 
         ENDIF    
         IF (DELTA_T.LT.0.001D0) BALANCE = .TRUE. !if the step size gets too 
small, stop 
      ENDDO 
 
C    RESET THE COVER TEMPERATURE 
      T_C = T_CK - 273.15 
C    CALCULATE THE AIR TEMPERATURE, AVERAGE BETWEEN PLATE AND COVER TEMP 
      T_AIR = (T_C + T_P)/2 
 
C    CALCULATE THE LOSSES 
      Q_LOSS_TOTAL = QC_PC + (QIR_PC-QIR_CP) 
 
C     CALCULATE THEORETICAL TOP LOSS 
      IF(T_PK.EQ.T_AMBK) THEN 
    U_TOP=999. 
         Q_LOSS_TOTAL=Q_LOSS_TOTAL*FACT_MULT*3.6 
         U_TOP_UN=999.         
 !KJ/H.M2.K 
 
 ELSE 
         U_TOP = DABS(Q_LOSS_TOTAL/(T_PK-T_AMBK)) 
 
C       CALCULATE MODIFIED U-VALUE 
         U_TOP_UN=U_TOP*3.6         
 !KJ/H.M2.K 
         U_TOP=DMAX1(0.D0,(U_TOP*FACT_MULT*3.6+FACT_ADD))  !KJ/H.M2.K 
 
C       RECALCULATE THE TOP LOSSES 
         Q_LOSS_TOTAL=U_TOP*(T_PK-T_AMBK) 
      ENDIF 
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C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE OUTPUTS FROM THIS MODEL IN SEQUENTIAL ORDER 
      OUT(1) = U_TOP       !KJ/H.M2.K 
 OUT(2) = Q_LOSS_TOTAL     !KJ/H.M2 
      OUT(3) = T_C       !C 
      OUT(4) = T_AIR                        !C 
      OUT(5) = U_TOP_UN      !KJ/H.M2.K 
      OUT(6) = H_W*3.6        !KJ/H.M2.K 
       
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    EVERYTHING IS DONE - RETURN FROM THIS SUBROUTINE AND MOVE ON 
      RETURN 1 
      END 
C----------------------------------------------------------------------------
------------------------------------------- 
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Appendix	  J:	  Two	  Cover	  Top	  Loss	  Model	  (Type	  544)	  
      SUBROUTINE TYPE604(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*) 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DESCRIPTION: THIS MODEL CALCULATES THE TOP LOSS COEFFICIENT FOR A PLATE 
AND TWO TRANSPARENT COVERS.  
C       IT TAKES PLATE TEMPERATURE AS AN INPUT AND PERFORMS AN ENERGY BALANCE 
ON THE PLATE-COVERS-SKY SYSTEM,  
C       TAKING CONVECTIVE AND RADIATIVE LOSSES INTO ACCOUNT. THE MODEL WAS 
DEVELOPED BY JAY BURCH AT NREL AND 
C       CODED INTO TRNSYS BY TESS. 
C 
C    LAST MODIFIED: 
C       SEPTEMBER 2004 - JWT - UPDATED INTO VERSION 16 FORMAT 
C       NOVEMBER 2005 - JWT - FIXED A SMALL BUG IN THE OUTPUT HEAT TRANSFER 
WITH NO TEMPERATURE DIFFERENCE 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2004 Thermal Energy System Specialists, LLC. All rights 
reserved. 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysFunctions 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED BY THE MULTI-DLL VERSION OF TRNSYS 
      !DEC$ATTRIBUTES DLLEXPORT :: TYPE604 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS 
      IMPLICIT NONE 
 DOUBLE PRECISION XIN,OUT,TIME,PAR,T,DTDT,TIME0,TFINAL,DELT   
  
      INTEGER*4 INFO(15),NP,NI,NOUT,ND,IUNIT,ITYPE,ICNTRL 
 CHARACTER*3 YCHECK,OCHECK 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS 
      PARAMETER (NP=9,NI=8,NOUT=5,ND=0) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
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C    REQUIRED TRNSYS DIMENSIONS 
      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT), 
 1   T(ND),DTDT(ND) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES 
      DOUBLE PRECISION SIGMA,D_PLCI,D_CICO,EPSILON_P,EPSILON_CI, 
 1   EPSILON_CO,TAU_CI,TAU_CO,RHO_P,RHO_CI,RHO_CO,L_COL,W_COL,T_P, 
     1   NUFLTPLTE,U_TOP,T_AMB,SLOPE,T_SKY,V_WIND,P_AMB, 
     1   WNDCOEFFICIENT,H_W,T_PK,T_CIK,T_COK,T_AMBK,T_SKYK,T_CI,T_CO, 
     1   T_STORE,P_KPA,NUFLTPLTE_PCI,NUFLTPLTE_CICO,K_GAPI,K_GAPO, 
 1   T_PROPIK,T_PROPOK,H_PCI,H_CICO,QC_PCI,QC_CICO,QC_COAM, 
     1   Q_LOSS_TOTAL,ICENIMBAL,OCENIMBAL,AIRPROPS(5),SIGN_ICIMBAL, 
     1   SIGN_OCIMBAL,DELTA_TI,DELTA_TO,QIR_SCO,QIR_COCI,QIR_CIP, 
     1   QIR_PCI,QIR_CICO,QIR_COS,FACT_MULT,FACT_ADD,U_TOP_UN 
 LOGICAL OCBALANCE,ICBALANCE 
      LOGICAL BALANCE,RESET_DAY(300000) 
 REAL LATIT 
      COMMON RESET_DAY,LATIT 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DATA STATEMENTS 
      DATA SIGMA/5.67D-8/ 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
    RETURN 1 
 ENDIF 
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C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ANY "AFTER-ITERATION" MANIPULATIONS THAT ARE REQUIRED 
      IF(INFO(13).GT.0) THEN 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=NOUT    
         INFO(9)=1    
    INFO(10)=0     
 
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED 
    CALL TYPECK(1,INFO,NI,NP,ND) 
 
C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA YCHECK/'TE1','TE1','DG1','TE1','VE1','DM1','HT1','PR4'/ 
         DATA OCHECK/'HT1','IR1','TE1','TE1','HT1'/ 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.D0)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
         ITYPE=INFO(2) 
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C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         D_PLCI = PAR(1)      !spacing between plate and inside cover [m] 
         D_CICO = PAR(2)      !spacing between inside cover and outside cover 
[m] 
         EPSILON_P = PAR(3)   !plate emittance 
         EPSILON_CI = PAR(4)  !inside cover emissivity  
         TAU_CI = PAR(5)      !inside cover transmittance 
         EPSILON_CO = PAR(6)  !outside cover emissivity  
         TAU_CO = PAR(7)      !outside coever transmittance 
         L_COL = PAR(8)       !collector plate length [m] 
         W_COL = PAR(9)       !collector plate width [m] 
 
C       CHECK THE PARAMETERS FOR PROBLEMS AND RETURN FROM THE SUBROUTINE IF 
AN ERROR IS FOUND 
         IF (D_PLCI.LE.0.) CALL TYPECK(-4,INFO,0,1,0) 
    IF (D_CICO.LE.0.) CALL TYPECK(-4,INFO,0,2,0) 
         IF ((EPSILON_P.LT.0.).OR.(EPSILON_P.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,3,0) 
       IF ((EPSILON_CI.LT.0.).OR.(EPSILON_CI.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,4,0) 
         IF ((TAU_CI.LT.0.).OR.(TAU_CI.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,5,0) 
       IF ((EPSILON_CO.LT.0.).OR.(EPSILON_CO.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,6,0) 
         IF ((TAU_CO.LT.0.).OR.(TAU_CO.GT.1.))   
 1      CALL TYPECK(-4,INFO,0,7,0) 
         IF (L_COL.LE.0.) CALL TYPECK(-4,INFO,7,8,0)  
         IF (W_COL.LE.0.) CALL TYPECK(-4,INFO,7,9,0) 
 
C       PERFORM ANY REQUIRED CALCULATIONS TO SET THE INITIAL VALUES OF THE 
OUTPUTS HERE 
         OUT(1) = 0. 
    OUT(2) = 0. 
         OUT(3) = 20. 
    OUT(4) = 20. 
         OUT(5) = 0. 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
SINCE THE LAST TIME THE PARAMETERS 
C    WERE READ IN 
      IF(INFO(1).NE.IUNIT) THEN 
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C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
    ITYPE=INFO(2) 
      
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         D_PLCI = PAR(1)      !spacing between plate and inside cover [m] 
         D_CICO = PAR(2)      !spacing between inside cover and outside cover 
[m] 
         EPSILON_P = PAR(3)   !plate emittance 
         EPSILON_CI = PAR(4)  !inside cover emissivity  
         TAU_CI = PAR(5)      !inside cover transmittance 
         EPSILON_CO = PAR(6)  !outside cover emissivity  
         TAU_CO = PAR(7)      !outside coever transmittance 
         L_COL = PAR(8)       !collector plate length [m] 
         W_COL = PAR(9)       !collector plate width [m] 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE CURRENT VALUES OF THE INPUTS TO THIS MODEL FROM THE XIN 
ARRAY IN SEQUENTIAL ORDER 
      T_P = XIN(1)      !PLATE TEMPERATURE [C] 
      T_AMB = XIN(2)    !AMBIENT TEMPERATURE [C] 
      SLOPE = LATIT    !PLATE SLOPE [degrees]  
      T_SKY = XIN(4)    !SKY TEMPERATURE [C] 
      V_WIND = XIN(5)   !WIND SPEED [m/s] 
      FACT_MULT = XIN(6)      !REGRESSION VARIABLE [-] 
      FACT_ADD = XIN(7)      !REGRESSION VARIABLE [-] 
      P_AMB = XIN(8)    !AMBIENT PRESSURE [ATM]  
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    CHECK THE INPUTS FOR PROBLEMS 
      IF(V_WIND.LT.0.) CALL TYPECK(-3,INFO,5,0,0) 
      IF(P_AMB.LE.0.) THEN 
        P_AMB=1 
      ENDIF 
      IF(T_AMB.GT.373.15)THEN 
        T_AMB=273.15 
      ENDIF 
 IF(ErrorFound()) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ALL THE CALCULATION HERE FOR THIS MODEL. 
 
C    INITIALIZE A FEW VARIABLES 
      T_CI = -273. 
 T_CO = -273. 
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 DELTA_TI = 100. 
 DELTA_TO = 100. 
 
C    RESET THE BALANCE FLAGS BACK TO FALSE 
      OCBALANCE=.FALSE. 
 ICBALANCE=.FALSE. 
 
C    CONVERT TEMPERATURES TO K 
      T_PK = T_P+273.15 
      T_CIK = T_CI+273.15 
      T_COK = T_CO+273.15 
      T_AMBK = T_AMB+273.15 
      T_SKYK = T_SKY+273.15 
       
 
C    CONVERT PRESSURE TO kPa 
 P_KPA = P_AMB*101.1325 
 
C     CALCULATE THE CONVECTION COEFFICIENT DUE TO THE WIND 
      CALL WINDCOEF(V_WIND,L_COL,W_COL,T_AMBK,P_KPA,WNDCOEFFICIENT) 
      H_W = WNDCOEFFICIENT 
 
C    ITERATIVE LOOP 
      DO WHILE (OCBALANCE.EQ..FALSE.) 
          
    DO WHILE (ICBALANCE.EQ..FALSE.) 
 
C           CONVECTION BETWEEN PLATE AND INSIDE COVER 
            T_PROPIK = DMAX1(0.,(T_PK+T_CIK)/2.) 
            CALL AIRPROP(T_PROPIK,P_KPA,AIRPROPS) 
            K_GAPI = AIRPROPS(4) 
             
    CALL NUFLATPLATE(SLOPE,T_PK,T_CIK,D_PLCI,P_KPA,NUFLTPLTE) 
            NUFLTPLTE_PCI = NUFLTPLTE 
             
    !natural convection coefficient between plate and inside cover 
       H_PCI = NUFLTPLTE_PCI*K_GAPI/D_PLCI 
             
    !convective exchange between plate and inside cover 
            QC_PCI=(H_PCI*(T_PK - T_CIK)) 
 
C           CONVECTION BETWEEN INSIDE AND OUTSIDE COVER     
            T_PROPOK = DMAX1(0.,(T_COK+T_CIK)/2.) 
            CALL AIRPROP(T_PROPOK,P_KPA,AIRPROPS) 
            K_GAPO = AIRPROPS(4) 
             
    CALL NUFLATPLATE(SLOPE,T_CIK,T_COK,D_CICO,P_KPA,NUFLTPLTE) 
            NUFLTPLTE_CICO = NUFLTPLTE 
             
    !natural convection coefficient between inside and outside 
cover 
    H_CICO = NUFLTPLTE_CICO*K_GAPO/D_CICO 
             
    !convective exchange between inside and outside cover 
            QC_CICO = H_CICO*(T_CIK-T_COK) 
 
C           CONVECTION BETWEEN OUTSIDE COVER AND AMBIENT 
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            QC_COAM = (H_W*(T_COK - T_AMBK)) 
 
C           RADIATION 
            RHO_P = 1-EPSILON_P 
            RHO_CI = 1-(EPSILON_CI + TAU_CI) 
        RHO_CO = 1-(EPSILON_CO + TAU_CO) 
        
    !radiative exchange from sky to outside cover 
            QIR_SCO = (SIGMA*T_SKYK**4) 
        
    !radiative exchange from outside cover to inside cover 
            QIR_COCI = ((TAU_CO*SIGMA*T_SKYK**4)+(RHO_CO*EPSILON_CI* 
     &     SIGMA*T_CIK**4)+(EPSILON_CO*SIGMA*T_COK**4)+((RHO_CO* 
     &        TAU_CI*RHO_P*EPSILON_CI*SIGMA*T_CIK**4)/(1-RHO_P*RHO_CI))+ 
     &        ((RHO_CO*TAU_CI*EPSILON_P*SIGMA*T_PK**4)/(1-RHO_P* 
     &        RHO_CI)))/(1-((RHO_CO*TAU_CI*RHO_P*TAU_CI)/(1-RHO_P* 
     &        RHO_CI))-RHO_CO*RHO_CI) 
             
    !radiative exchange from plate to inside cover 
            QIR_PCI = (RHO_P*TAU_CI*QIR_COCI+RHO_P* 
     &        EPSILON_CI*SIGMA*T_CIK**4+EPSILON_P*SIGMA*T_PK**4)/(1- 
     &        RHO_P*RHO_CI) 
             
    !radiative exchange from inside cover to plate 
            QIR_CIP = TAU_CI*QIR_COCI+RHO_CI*QIR_PCI+ 
     &        EPSILON_CI*SIGMA*T_CIK**4 
             
    !radiative exchange from inside cover to outside cover 
            QIR_CICO = TAU_CI*QIR_PCI+RHO_CI*QIR_COCI+ 
     &        EPSILON_CI*SIGMA*T_CIK**4 
        
    !radiative exchange from outside cover to sky 
            QIR_COS = TAU_CO*QIR_CICO+RHO_CO*SIGMA*T_SKYK**4+ 
     &        EPSILON_CO*SIGMA*T_COK**4 
 
C           CALCULATE THE ENERGY IMBALANCE ON THE INSIDE COVER 
            ICENIMBAL = (QC_PCI-QC_CICO)+(QIR_PCI+QIR_COCI-QIR_CIP- 
     &       QIR_CICO) 
            SIGN_ICIMBAL = DSIGN(1.,ICENIMBAL) 
 
            IF (SIGN_ICIMBAL.GT.0.) THEN 
               T_CIK = T_CIK+DELTA_TI 
       ELSE 
               T_CIK = T_CIK-DELTA_TI  !reset to the last inside cover 
temperature 
          DELTA_TI = DELTA_TI/10. !make the step size smaller  
               T_CIK = T_CIK+DELTA_TI  !guess a new inside cover temperature 
with a smaller step size 
            ENDIF    
            IF (DELTA_TI.LT.0.005) THEN 
               ICBALANCE = .TRUE. !if the step size gets too small, stop 
               T_STORE = T_CIK !store the inside cover temperature 
            ENDIF 
         ENDDO 
 
C        CALCULATE THE ENERGY IMBALANCE ON THE OUTSIDE COVER 
         ICBALANCE = .FALSE. 
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    DELTA_TI = 100. 
    T_CIK = 0.15 !reset the inside cover temperature guess value to zero 
(this is why we stored it above) 
         OCENIMBAL = (QC_CICO-QC_COAM)+(QIR_CICO+QIR_SCO-QIR_COCI- 
     &    QIR_COS) 
         SIGN_OCIMBAL = DSIGN(1.,OCENIMBAL) 
          
         IF (SIGN_OCIMBAL.GT.0.) THEN 
            T_COK = T_COK+DELTA_TO 
    ELSE 
            T_COK = T_COK-DELTA_TO   !reset to the last outside cover 
temperature 
       DELTA_TO = DELTA_TO/10.  !make the step size smaller  
            T_COK = T_COK+DELTA_TO   !guess a new outside cover temperature 
with a smaller step size 
         ENDIF    
         IF (DELTA_TO.LT.0.005) THEN 
            OCBALANCE = .TRUE. !if the step size gets too small, stop 
            T_CIK = T_STORE !reset the inside cover temperature to the stored 
value 
    ENDIF 
      ENDDO 
 
      T_CI = T_CIK - 273.15 
      T_CO = T_COK - 273.15 
 
C    CALCULATE THE LOSSES 
      Q_LOSS_TOTAL = QC_PCI + (QIR_PCI - QIR_CIP) 
 
C     CALCULATE THEORETICAL TOP LOSS 
      IF(T_PK.EQ.T_AMBK) THEN 
    U_TOP=0. 
 
C       CALCULATE MODIFIED U-VALUE 
         U_TOP_UN=U_TOP*3.6         
 !KJ/H.M2.K 
         U_TOP=DMAX1(0.D0,(U_TOP*FACT_MULT*3.6+FACT_ADD))  !KJ/H.M2.K 
 
C       RECALCULATE THE TOP LOSSES 
         Q_LOSS_TOTAL=Q_LOSS_TOTAL*3.6*FACT_MULT 
 
 ELSE 
         U_TOP = DABS(Q_LOSS_TOTAL/(T_PK-T_AMBK)) 
 
C       CALCULATE MODIFIED U-VALUE 
         U_TOP_UN=U_TOP*3.6         
 !KJ/H.M2.K 
         U_TOP=DMAX1(0.D0,(U_TOP*FACT_MULT*3.6+FACT_ADD))  !KJ/H.M2.K 
 
C       RECALCULATE THE TOP LOSSES 
         Q_LOSS_TOTAL=U_TOP*(T_PK-T_AMBK) 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE OUTPUTS FROM THIS MODEL IN SEQUENTIAL ORDER AND GET OUT 
      OUT(1) = U_TOP                 !KJ/H.M2.K 
 OUT(2) = Q_LOSS_TOTAL          !KJ/H.M2 
      OUT(3) = T_CI                  !C 
 OUT(4) = T_CO                  !C 
      OUT(5) = U_TOP_UN              !KJ/H.M2.K 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    EVERYTHING IS DONE - RETURN FROM THIS SUBROUTINE AND MOVE ON 
      RETURN 1 
      END 
C----------------------------------------------------------------------------
------------------------------------------- 
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Appendix	  K:	  Inlet/Outlet	  Pipe	  Model	  (Type	  604)	  
      SUBROUTINE TYPE604(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*) 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DESCRIPTION: THIS MODEL CALCULATES THE TOP LOSS COEFFICIENT FOR A PLATE 
AND TWO TRANSPARENT COVERS.  
C       IT TAKES PLATE TEMPERATURE AS AN INPUT AND PERFORMS AN ENERGY BALANCE 
ON THE PLATE-COVERS-SKY SYSTEM,  
C       TAKING CONVECTIVE AND RADIATIVE LOSSES INTO ACCOUNT. THE MODEL WAS 
DEVELOPED BY JAY BURCH AT NREL AND 
C       CODED INTO TRNSYS BY TESS. 
C 
C    LAST MODIFIED: 
C       SEPTEMBER 2004 - JWT - UPDATED INTO VERSION 16 FORMAT 
C       NOVEMBER 2005 - JWT - FIXED A SMALL BUG IN THE OUTPUT HEAT TRANSFER 
WITH NO TEMPERATURE DIFFERENCE 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2004 Thermal Energy System Specialists, LLC. All rights 
reserved. 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysFunctions 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED BY THE MULTI-DLL VERSION OF TRNSYS 
      !DEC$ATTRIBUTES DLLEXPORT :: TYPE604 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS 
      IMPLICIT NONE 
 DOUBLE PRECISION XIN,OUT,TIME,PAR,T,DTDT,TIME0,TFINAL,DELT   
  
      INTEGER*4 INFO(15),NP,NI,NOUT,ND,IUNIT,ITYPE,ICNTRL 
 CHARACTER*3 YCHECK,OCHECK 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS 
      PARAMETER (NP=9,NI=8,NOUT=5,ND=0) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
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C    REQUIRED TRNSYS DIMENSIONS 
      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT), 
 1   T(ND),DTDT(ND) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES 
      DOUBLE PRECISION SIGMA,D_PLCI,D_CICO,EPSILON_P,EPSILON_CI, 
 1   EPSILON_CO,TAU_CI,TAU_CO,RHO_P,RHO_CI,RHO_CO,L_COL,W_COL,T_P, 
     1   NUFLTPLTE,U_TOP,T_AMB,SLOPE,T_SKY,V_WIND,P_AMB, 
     1   WNDCOEFFICIENT,H_W,T_PK,T_CIK,T_COK,T_AMBK,T_SKYK,T_CI,T_CO, 
     1   T_STORE,P_KPA,NUFLTPLTE_PCI,NUFLTPLTE_CICO,K_GAPI,K_GAPO, 
 1   T_PROPIK,T_PROPOK,H_PCI,H_CICO,QC_PCI,QC_CICO,QC_COAM, 
     1   Q_LOSS_TOTAL,ICENIMBAL,OCENIMBAL,AIRPROPS(5),SIGN_ICIMBAL, 
     1   SIGN_OCIMBAL,DELTA_TI,DELTA_TO,QIR_SCO,QIR_COCI,QIR_CIP, 
     1   QIR_PCI,QIR_CICO,QIR_COS,FACT_MULT,FACT_ADD,U_TOP_UN 
 LOGICAL OCBALANCE,ICBALANCE 
      LOGICAL BALANCE,RESET_DAY(300000) 
 REAL LATIT 
      COMMON RESET_DAY,LATIT 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DATA STATEMENTS 
      DATA SIGMA/5.67D-8/ 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
    RETURN 1 
 ENDIF 
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C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ANY "AFTER-ITERATION" MANIPULATIONS THAT ARE REQUIRED 
      IF(INFO(13).GT.0) THEN 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=NOUT    
         INFO(9)=1    
    INFO(10)=0     
 
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED 
    CALL TYPECK(1,INFO,NI,NP,ND) 
 
C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA YCHECK/'TE1','TE1','DG1','TE1','VE1','DM1','HT1','PR4'/ 
         DATA OCHECK/'HT1','IR1','TE1','TE1','HT1'/ 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.D0)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
         ITYPE=INFO(2) 
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C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         D_PLCI = PAR(1)      !spacing between plate and inside cover [m] 
         D_CICO = PAR(2)      !spacing between inside cover and outside cover 
[m] 
         EPSILON_P = PAR(3)   !plate emittance 
         EPSILON_CI = PAR(4)  !inside cover emissivity  
         TAU_CI = PAR(5)      !inside cover transmittance 
         EPSILON_CO = PAR(6)  !outside cover emissivity  
         TAU_CO = PAR(7)      !outside coever transmittance 
         L_COL = PAR(8)       !collector plate length [m] 
         W_COL = PAR(9)       !collector plate width [m] 
 
C       CHECK THE PARAMETERS FOR PROBLEMS AND RETURN FROM THE SUBROUTINE IF 
AN ERROR IS FOUND 
         IF (D_PLCI.LE.0.) CALL TYPECK(-4,INFO,0,1,0) 
    IF (D_CICO.LE.0.) CALL TYPECK(-4,INFO,0,2,0) 
         IF ((EPSILON_P.LT.0.).OR.(EPSILON_P.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,3,0) 
       IF ((EPSILON_CI.LT.0.).OR.(EPSILON_CI.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,4,0) 
         IF ((TAU_CI.LT.0.).OR.(TAU_CI.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,5,0) 
       IF ((EPSILON_CO.LT.0.).OR.(EPSILON_CO.GT.1.))  
 1      CALL TYPECK(-4,INFO,0,6,0) 
         IF ((TAU_CO.LT.0.).OR.(TAU_CO.GT.1.))   
 1      CALL TYPECK(-4,INFO,0,7,0) 
         IF (L_COL.LE.0.) CALL TYPECK(-4,INFO,7,8,0)  
         IF (W_COL.LE.0.) CALL TYPECK(-4,INFO,7,9,0) 
 
C       PERFORM ANY REQUIRED CALCULATIONS TO SET THE INITIAL VALUES OF THE 
OUTPUTS HERE 
         OUT(1) = 0. 
    OUT(2) = 0. 
         OUT(3) = 20. 
    OUT(4) = 20. 
         OUT(5) = 0. 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
SINCE THE LAST TIME THE PARAMETERS 
C    WERE READ IN 
      IF(INFO(1).NE.IUNIT) THEN 
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C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
    ITYPE=INFO(2) 
      
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         D_PLCI = PAR(1)      !spacing between plate and inside cover [m] 
         D_CICO = PAR(2)      !spacing between inside cover and outside cover 
[m] 
         EPSILON_P = PAR(3)   !plate emittance 
         EPSILON_CI = PAR(4)  !inside cover emissivity  
         TAU_CI = PAR(5)      !inside cover transmittance 
         EPSILON_CO = PAR(6)  !outside cover emissivity  
         TAU_CO = PAR(7)      !outside coever transmittance 
         L_COL = PAR(8)       !collector plate length [m] 
         W_COL = PAR(9)       !collector plate width [m] 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE CURRENT VALUES OF THE INPUTS TO THIS MODEL FROM THE XIN 
ARRAY IN SEQUENTIAL ORDER 
      T_P = XIN(1)      !PLATE TEMPERATURE [C] 
      T_AMB = XIN(2)    !AMBIENT TEMPERATURE [C] 
      SLOPE = LATIT    !PLATE SLOPE [degrees]  
      T_SKY = XIN(4)    !SKY TEMPERATURE [C] 
      V_WIND = XIN(5)   !WIND SPEED [m/s] 
      FACT_MULT = XIN(6)      !REGRESSION VARIABLE [-] 
      FACT_ADD = XIN(7)      !REGRESSION VARIABLE [-] 
      P_AMB = XIN(8)    !AMBIENT PRESSURE [ATM]  
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    CHECK THE INPUTS FOR PROBLEMS 
      IF(V_WIND.LT.0.) CALL TYPECK(-3,INFO,5,0,0) 
      IF(P_AMB.LE.0.) THEN 
        P_AMB=1 
      ENDIF 
      IF(T_AMB.GT.373.15)THEN 
        T_AMB=273.15 
      ENDIF 
 IF(ErrorFound()) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ALL THE CALCULATION HERE FOR THIS MODEL. 
 
C    INITIALIZE A FEW VARIABLES 
      T_CI = -273. 
 T_CO = -273. 
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 DELTA_TI = 100. 
 DELTA_TO = 100. 
 
C    RESET THE BALANCE FLAGS BACK TO FALSE 
      OCBALANCE=.FALSE. 
 ICBALANCE=.FALSE. 
 
C    CONVERT TEMPERATURES TO K 
      T_PK = T_P+273.15 
      T_CIK = T_CI+273.15 
      T_COK = T_CO+273.15 
      T_AMBK = T_AMB+273.15 
      T_SKYK = T_SKY+273.15 
       
 
C    CONVERT PRESSURE TO kPa 
 P_KPA = P_AMB*101.1325 
 
C     CALCULATE THE CONVECTION COEFFICIENT DUE TO THE WIND 
      CALL WINDCOEF(V_WIND,L_COL,W_COL,T_AMBK,P_KPA,WNDCOEFFICIENT) 
      H_W = WNDCOEFFICIENT 
 
C    ITERATIVE LOOP 
      DO WHILE (OCBALANCE.EQ..FALSE.) 
          
    DO WHILE (ICBALANCE.EQ..FALSE.) 
 
C           CONVECTION BETWEEN PLATE AND INSIDE COVER 
            T_PROPIK = DMAX1(0.,(T_PK+T_CIK)/2.) 
            CALL AIRPROP(T_PROPIK,P_KPA,AIRPROPS) 
            K_GAPI = AIRPROPS(4) 
             
    CALL NUFLATPLATE(SLOPE,T_PK,T_CIK,D_PLCI,P_KPA,NUFLTPLTE) 
            NUFLTPLTE_PCI = NUFLTPLTE 
             
    !natural convection coefficient between plate and inside cover 
       H_PCI = NUFLTPLTE_PCI*K_GAPI/D_PLCI 
             
    !convective exchange between plate and inside cover 
            QC_PCI=(H_PCI*(T_PK - T_CIK)) 
 
C           CONVECTION BETWEEN INSIDE AND OUTSIDE COVER     
            T_PROPOK = DMAX1(0.,(T_COK+T_CIK)/2.) 
            CALL AIRPROP(T_PROPOK,P_KPA,AIRPROPS) 
            K_GAPO = AIRPROPS(4) 
             
    CALL NUFLATPLATE(SLOPE,T_CIK,T_COK,D_CICO,P_KPA,NUFLTPLTE) 
            NUFLTPLTE_CICO = NUFLTPLTE 
             
    !natural convection coefficient between inside and outside 
cover 
    H_CICO = NUFLTPLTE_CICO*K_GAPO/D_CICO 
             
    !convective exchange between inside and outside cover 
            QC_CICO = H_CICO*(T_CIK-T_COK) 
 
C           CONVECTION BETWEEN OUTSIDE COVER AND AMBIENT 
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            QC_COAM = (H_W*(T_COK - T_AMBK)) 
 
C           RADIATION 
            RHO_P = 1-EPSILON_P 
            RHO_CI = 1-(EPSILON_CI + TAU_CI) 
        RHO_CO = 1-(EPSILON_CO + TAU_CO) 
        
    !radiative exchange from sky to outside cover 
            QIR_SCO = (SIGMA*T_SKYK**4) 
        
    !radiative exchange from outside cover to inside cover 
            QIR_COCI = ((TAU_CO*SIGMA*T_SKYK**4)+(RHO_CO*EPSILON_CI* 
     &     SIGMA*T_CIK**4)+(EPSILON_CO*SIGMA*T_COK**4)+((RHO_CO* 
     &        TAU_CI*RHO_P*EPSILON_CI*SIGMA*T_CIK**4)/(1-RHO_P*RHO_CI))+ 
     &        ((RHO_CO*TAU_CI*EPSILON_P*SIGMA*T_PK**4)/(1-RHO_P* 
     &        RHO_CI)))/(1-((RHO_CO*TAU_CI*RHO_P*TAU_CI)/(1-RHO_P* 
     &        RHO_CI))-RHO_CO*RHO_CI) 
             
    !radiative exchange from plate to inside cover 
            QIR_PCI = (RHO_P*TAU_CI*QIR_COCI+RHO_P* 
     &        EPSILON_CI*SIGMA*T_CIK**4+EPSILON_P*SIGMA*T_PK**4)/(1- 
     &        RHO_P*RHO_CI) 
             
    !radiative exchange from inside cover to plate 
            QIR_CIP = TAU_CI*QIR_COCI+RHO_CI*QIR_PCI+ 
     &        EPSILON_CI*SIGMA*T_CIK**4 
             
    !radiative exchange from inside cover to outside cover 
            QIR_CICO = TAU_CI*QIR_PCI+RHO_CI*QIR_COCI+ 
     &        EPSILON_CI*SIGMA*T_CIK**4 
        
    !radiative exchange from outside cover to sky 
            QIR_COS = TAU_CO*QIR_CICO+RHO_CO*SIGMA*T_SKYK**4+ 
     &        EPSILON_CO*SIGMA*T_COK**4 
 
C           CALCULATE THE ENERGY IMBALANCE ON THE INSIDE COVER 
            ICENIMBAL = (QC_PCI-QC_CICO)+(QIR_PCI+QIR_COCI-QIR_CIP- 
     &       QIR_CICO) 
            SIGN_ICIMBAL = DSIGN(1.,ICENIMBAL) 
 
            IF (SIGN_ICIMBAL.GT.0.) THEN 
               T_CIK = T_CIK+DELTA_TI 
       ELSE 
               T_CIK = T_CIK-DELTA_TI  !reset to the last inside cover 
temperature 
          DELTA_TI = DELTA_TI/10. !make the step size smaller  
               T_CIK = T_CIK+DELTA_TI  !guess a new inside cover temperature 
with a smaller step size 
            ENDIF    
            IF (DELTA_TI.LT.0.005) THEN 
               ICBALANCE = .TRUE. !if the step size gets too small, stop 
               T_STORE = T_CIK !store the inside cover temperature 
            ENDIF 
         ENDDO 
 
C        CALCULATE THE ENERGY IMBALANCE ON THE OUTSIDE COVER 
         ICBALANCE = .FALSE. 
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    DELTA_TI = 100. 
    T_CIK = 0.15 !reset the inside cover temperature guess value to zero 
(this is why we stored it above) 
         OCENIMBAL = (QC_CICO-QC_COAM)+(QIR_CICO+QIR_SCO-QIR_COCI- 
     &    QIR_COS) 
         SIGN_OCIMBAL = DSIGN(1.,OCENIMBAL) 
          
         IF (SIGN_OCIMBAL.GT.0.) THEN 
            T_COK = T_COK+DELTA_TO 
    ELSE 
            T_COK = T_COK-DELTA_TO   !reset to the last outside cover 
temperature 
       DELTA_TO = DELTA_TO/10.  !make the step size smaller  
            T_COK = T_COK+DELTA_TO   !guess a new outside cover temperature 
with a smaller step size 
         ENDIF    
         IF (DELTA_TO.LT.0.005) THEN 
            OCBALANCE = .TRUE. !if the step size gets too small, stop 
            T_CIK = T_STORE !reset the inside cover temperature to the stored 
value 
    ENDIF 
      ENDDO 
 
      T_CI = T_CIK - 273.15 
      T_CO = T_COK - 273.15 
 
C    CALCULATE THE LOSSES 
      Q_LOSS_TOTAL = QC_PCI + (QIR_PCI - QIR_CIP) 
 
C     CALCULATE THEORETICAL TOP LOSS 
      IF(T_PK.EQ.T_AMBK) THEN 
    U_TOP=0. 
 
C       CALCULATE MODIFIED U-VALUE 
         U_TOP_UN=U_TOP*3.6         
 !KJ/H.M2.K 
         U_TOP=DMAX1(0.D0,(U_TOP*FACT_MULT*3.6+FACT_ADD))  !KJ/H.M2.K 
 
C       RECALCULATE THE TOP LOSSES 
         Q_LOSS_TOTAL=Q_LOSS_TOTAL*3.6*FACT_MULT 
 
 ELSE 
         U_TOP = DABS(Q_LOSS_TOTAL/(T_PK-T_AMBK)) 
 
C       CALCULATE MODIFIED U-VALUE 
         U_TOP_UN=U_TOP*3.6         
 !KJ/H.M2.K 
         U_TOP=DMAX1(0.D0,(U_TOP*FACT_MULT*3.6+FACT_ADD))  !KJ/H.M2.K 
 
C       RECALCULATE THE TOP LOSSES 
         Q_LOSS_TOTAL=U_TOP*(T_PK-T_AMBK) 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE OUTPUTS FROM THIS MODEL IN SEQUENTIAL ORDER AND GET OUT 
      OUT(1) = U_TOP                 !KJ/H.M2.K 
 OUT(2) = Q_LOSS_TOTAL          !KJ/H.M2 
      OUT(3) = T_CI                  !C 
 OUT(4) = T_CO                  !C 
      OUT(5) = U_TOP_UN              !KJ/H.M2.K 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    EVERYTHING IS DONE - RETURN FROM THIS SUBROUTINE AND MOVE ON 
      RETURN 1 
      END 
C----------------------------------------------------------------------------
------------------------------------------- 
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Appendix	  L:	  Sky	  Temperature	  Model	  (Type	  69)	  
      SUBROUTINE TYPE69(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*) 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C     THIS MODEL CALCULATES THE TEMPERATURE OF THE SKY GIVEN THE CURRENT 
SOLAR RADIATION. AMBIENT CONDITIONS 
C     AND CLOUD COVER. 
C 
C     LAST MODIFIED: 
C       9/02 -- JWT - MODIFIED FOR VERSION 16 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2004 Solar Energy Laboratory, University of Wisconsin-Madison. 
All rights reserved. 
 
!export this subroutine for its use in external DLLs. 
!DEC$ATTRIBUTES DLLEXPORT :: TYPE69 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysFunctions 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS  
      IMPLICIT NONE      !REQUIRES THE USER TO 
DEFINE ALL VARIABLES BEFORE USING THEM 
 DOUBLE PRECISION XIN    !THE ARRAY FROM WHICH THE 
INPUTS TO THIS TYPE WILL BE RETRIEVED 
 DOUBLE PRECISION OUT    !THE ARRAY WHICH WILL BE USED 
TO STORE THE OUTPUTS FROM THIS TYPE 
 DOUBLE PRECISION TIME    !THE CURRENT SIMULATION TIME 
- YOU MAY USE THIS VARIABLE BUT DO NOT SET IT! 
 DOUBLE PRECISION PAR    !THE ARRAY FROM WHICH THE 
PARAMETERS FOR THIS TYPE WILL BE RETRIEVED 
 DOUBLE PRECISION T     !AN ARRAY CONTAINING 
THE RESULTS FROM THE DIFFERENTIAL EQUATION SOLVER 
 DOUBLE PRECISION DTDT    !AN ARRAY CONTAINING THE 
DERIVATIVES TO BE PASSED TO THE DIFF.EQ. SOLVER 
 DOUBLE PRECISION TIME0    !THE STARTING TIME OF THE 
SIMULATION 
 DOUBLE PRECISION TFINAL    !THE ENDING TIME OF THE 
SIMULATION 
 DOUBLE PRECISION DELT    !THE TIMESTEP FOR THE 
SIMULATION 
      DOUBLE PRECISION CHECK 
      INTEGER*4 INFO(15)     !THE INFO ARRAY STORES 
AND PASSES VALUABLE INFORMATION TO AND FROM THIS TYPE 
 INTEGER*4 NP,NI,NOUT,ND    !VARIABLES FOR THE MAXIMUM 
NUMBER OF PARAMETERS,INPUTS,OUTPUTS AND DERIVATIVES 
 INTEGER*4 NIN      !VARIABLES FOR THE 
CORRECT NUMBER OF PARAMETERS,INPUTS,OUTPUTS AND DERIVATIVES 
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 INTEGER*4 IUNIT,ITYPE    !THE UNIT NUMBER AND TYPE 
NUMBER FOR THIS COMPONENT 
 INTEGER*4 ICNTRL     !AN ARRAY FOR HOLDING VALUES 
OF CONTROL FUNCTIONS WITH THE NEW SOLVER 
      CHARACTER*3 OCHECK     !AN ARRAY TO BE FILLED 
WITH THE CORRECT VARIABLE TYPES FOR THE OUTPUTS 
 CHARACTER*3 YCHECK     !AN ARRAY TO BE FILLED 
WITH THE CORRECT VARIABLE TYPES FOR THE INPUT      
       
       
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS - SET THE MAXIMUM NUMBER OF PARAMETERS (NP), INPUTS 
(NI), 
C    OUTPUTS (NOUT), AND DERIVATIVES (ND) THAT MAY BE SUPPLIED FOR THIS TYPE 
      PARAMETER (NP=2,NI=5,NOUT=2,ND=0)       
    
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED TRNSYS DIMENSIONS - DO NOT MODIFY THESE LINES!! 
      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES  
      INTEGER PLACE,MODE 
      DOUBLE PRECISION P0,CONST,HORT,HELP,T_AMB,TSAMB,E_DIR,E_DIF, 
 1   CCOV,EGLOB,CC,STUNDE,TIM,PATM,EPS0,EPS,TSKY,STORE(5) 
 LOGICAL RESET_DAY(300000) 
 REAL ELEVATION,LATIT 
      COMMON RESET_DAY,LATIT,ELEVATION 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
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 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETURN FROM THIS MODEL AS NO "AFTER-ITERATION" MANIPULATIONS ARE 
REQUIRED 
      IF(INFO(13).GT.0) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=NOUT 
         INFO(9)=1 
    INFO(10)=0 
 
C       SET THE CORRECT NUMBER OF INPUTS 
         MODE=JFIX(PAR(1)+0.1) 
    IF(MODE.EQ.0) THEN 
       IF (getVersionNumber() == 15) THEN 
                ! TRNSYS 15 allowed 4 or 5 inputs but the proformas all had 5 
           NIN = 5 
                if ( INFO(3) == 4 ) then 
             NIN = 4 
           endif 
       ELSE 
                NIN = 4 
       ENDIF 
    ELSE 
            NIN=5 
    ENDIF 
 
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED IN  
C       THE TRNSYS INPUT FILE 
    CALL TYPECK(1,INFO,NIN,NP,ND) 
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C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA YCHECK/'TE1','TE1','IR1','IR1','DM1'/ 
         DATA OCHECK/'TE1','DM1'/ 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       SET THE NUMBER OF STORAGE VARIABLES 
         CALL setStorageSize(5,INFO) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
 
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         MODE=JFIX(PAR(1)+0.1) 
         HORT=ELEVATION  
 
C       CHECK THE PARAMETERS FOR PROBLEMS AND RETURN FROM THE SUBROUTINE IF 
AN ERROR IS FOUND 
         IF((MODE.LT.0).OR.(MODE.GT.1)) THEN 
       CALL TYPECK(-4,INFO,0,1,0) 
       RETURN 1 
    ENDIF 
 
         IF(HORT.LT.0.) THEN 
       CALL TYPECK(-4,INFO,0,2,0) 
       RETURN 1 
    ENDIF 
 
C       PERFORM ANY REQUIRED CALCULATIONS TO SET THE INITIAL VALUES OF THE 
OUTPUTS HERE 
         OUT(1)=XIN(1) 
         IF(MODE.EQ.0) THEN 
       OUT(2)=0.5D0 
    ELSE 
       OUT(2)=XIN(5) 
    ENDIF 
 
C       PERFORM ANY REQUIRED CALCULATIONS TO SET THE INITIAL STORAGE 
VARIABLES HERE 
         STORE(1)=0.5D0 
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         STORE(2)=0.5D0 
         STORE(3)=0.5D0 
         STORE(4)=0.5D0 
         STORE(5)=0.5D0 
    CALL setStorageVars(STORE,5,INFO) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
SINCE THE LAST TIME THE PARAMETERS 
C    WERE READ IN 
      IF(INFO(1).NE.IUNIT) THEN 
 
C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
    ITYPE=INFO(2) 
      
C       READ IN THE VALUES OF THE PARAMETERS IN SEQUENTIAL ORDER 
         MODE=JFIX(PAR(1)+0.1) 
         HORT=ELEVATION 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE CURRENT VALUES OF THE INPUTS TO THIS MODEL FROM THE XIN 
ARRAY 
      T_amb=XIN(1) 
      Tsamb=XIN(2) 
      E_dir=XIN(3) 
      E_dif=XIN(4) 
      IF(MODE.EQ.1) CCOV =XIN(5) 
      IF(Tsamb.EQ.9999)THEN 
        Tsamb=T_amb-5 
      ENDIF 
      IF(RESET_DAY(TIME))THEN 
        CHECK=RESET_DAY(TIME) 
        T_amb=1 
        Tsamb=1 
        E_dir=1 
        E_dif=1 
        CCOV=1 
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      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    CHECK THE INPUTS FOR PROBLEMS 
      IF(TSAMB.GT.T_AMB) THEN 
C    CALL MESSAGES(317,' ','WARNING',INFO(1),INFO(2)) 
    TSAMB=T_AMB 
 ENDIF 
 
      IF(E_DIR.LT.0.D0) THEN 
    CALL MESSAGES(317,' ','WARNING',INFO(1),INFO(2)) 
    E_DIR=0.D0 
 ENDIF 
 
      IF(E_DIF.LT.0.D0) THEN 
    CALL MESSAGES(317,' ','WARNING',INFO(1),INFO(2)) 
    E_DIF=0.D0 
 ENDIF 
 
      IF(CCOV.LT.0.D0) THEN 
    CALL MESSAGES(317,' ','WARNING',INFO(1),INFO(2)) 
    CCOV=0.D0 
 ENDIF 
 
      IF(CCOV.GT.1.D0) THEN 
    CALL MESSAGES(317,' ','WARNING',INFO(1),INFO(2)) 
    CCOV=1.D0 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    PERFORM ALL THE CALCULATION HERE FOR THIS MODEL.  BASICALLY, ALL THE 
EQUATIONS THAT ARE REQUIRED TO CALCULATE 
C    THE OUTPUTS FROM THIS MODEL AS A FUNCTION OF THE PARAMETER VALUES, THE 
INPUT VALUES TO THIS MODEL AND THE  
C    CURRENT VALUE OF TIME SHOULD BE RIGHT HERE 
 
      PLACE=INFO(10) 
 
      Eglob=E_dir+E_dif 
      p0=1013.D0 
      const=8005.D0 
C 
      IF (mode .gt. 0) then 
       CC=CCOV 
       GOTO 300 
      END IF 
C 
C ************************************************************************ 
C Berechnung des Bedeckungsgrades 
C 
C Belegung der Himmelstemperatur mit dem Durchschnitt der letzten vier Werte, 
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C wobei der letzte Wert nicht ber cksichtigt wird 
C 
      if (Eglob .lt. 150.D0) then 
         CALL getStorageVars(STORE,5,INFO) 
    CC=(STORE(1)+STORE(2)+STORE(3))/3.D0 
         STORE(1)=CC 
         STORE(2)=CC 
         STORE(3)=CC 
         STORE(4)=CC 
         STORE(5)=CC 
    CALL setStorageVars(STORE,5,INFO) 
         GOTO 300 
      end if 
 
C Berechnung des Bedeckungsgrades im Verh„ltnis der 
C Direkt- und Diffusstrahlung 
      help=(1.4286D0*(E_dif/Eglob)-0.3D0) 
      if (help .lt. 0.D0) then 
          help=0.001D0 
      END IF 
      CC=(help)**0.5D0 
      IF (CC .gt. 1.D0) then 
         CC=1.D0 
      END IF 
 
C Neue Belegung des S-Arrays nur jede volle Stunde 
C 
      IF (Dabs(time-JFIX(time)) .lt. DELT/2.D0) then 
  CALL getStorageVars(STORE,5,INFO) 
       STORE(1)=STORE(2) 
       STORE(2)=STORE(3) 
       STORE(3)=STORE(4) 
       STORE(4)=STORE(5) 
       STORE(5)=CC 
       CALL setStorageVars(STORE,5,INFO) 
      END IF 
C 
C  Berechnung der Himmelstemperatur Tsky 
300   stunde=time-JFIX(time/24.D0)*24.D0 
      TIM=2.D0*3.1416D0*stunde/24.D0 
      Patm=p0*DEXP(-Hort/const) 
      EPS0=0.711D0+0.0056D0*Tsamb+0.000073D0*Tsamb**2.D0 
     $ +0.013D0*DCOS(TIM)+(12.D-05)*(Patm-1013.D0) 
      EPS =EPS0+(1.D0-EPS0)*CC*0.8D0 
      Tsky=((T_amb+273.15D0)*EPS**0.25D0)-273.15D0 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE OUTPUTS FROM THIS MODEL IN SEQUENTIAL ORDER AND GET OUT - AN 
EXAMPLE IS PROVIDED 
400   OUT(1)=Tsky 
      OUT(2)=CC 
 
 RETURN 1 
 END 
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C----------------------------------------------------------------------------
------------------------------------------- 
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Appendix	  M:	  Data	  Reader	  (Type	  9)	  
      SUBROUTINE TYPE605(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*) 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C     THIS TYPE READS AND INTERPOLATES VALUES FROM AN EXTERNAL DATA FILE.  
THIS MODEL REPLACES AN 
C     OLDER VERSION OF TYPE 9 WHICH HAS BEEN AROUND SINCE THE CREATION OF 
TRNSYS, 
C 
C     LAST MODIFIED: 
C      08.00.2002 -- JWT - ORIGINAL WORK 
C      05.09.2005 -- DEB - Added a check to make sure that the data file time 
step is greater than 
C                          or equal to the simulation time step. There was 
already a check to make sure  
C                          that it is greater than the TRNSYS minimum time 
step. 
C      10.20.2005 -- DAA - Fixed bug to update the number of parameters when 
a Trnsys15 deck was used. 
C                          This was done by re-counting the number of 
parameters at the beginning of 
C                          each iteration.  Also, fixed when MODE = -1; it 
was not reading the file correctly. 
C      07.28.2006 -- DAA - Added a check if the iteration had to re-start the 
current time step due to STABLE = .FALSE. 
C 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2005 Solar Energy Laboratory, University of Wisconsin-Madison. 
All rights reserved. 
 
      !export this subroutine for its use in external DLLs. 
      !DEC$ATTRIBUTES DLLEXPORT :: TYPE605 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysConstants 
 USE TrnsysFunctions 
 USE TrnsysData, ONLY:STABLE 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS 
      IMPLICIT NONE       
 DOUBLE PRECISION XIN,OUT,TIME,PAR,T,DTDT 
      DOUBLE PRECISION TIME0,TFINAL,DELT,TIME0V15 
      INTEGER*4 INFO(15),NP,NI,ND,IUNIT,ITYPE,ICNTRL,NOUT, 
 1   NIN,NPAR,NDER,VERSNUM 
      CHARACTER*3 OCHECK,YCHECK 
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS 
      PARAMETER (NP=6+4*98,NI=0,NOUT=199,ND=0)      
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED TRNSYS DIMENSIONS  
      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES  
      INTEGER MODE      !INDICATES THE TYPE OF 
FILE BEING PROVIDED TO THE COMPONENT 
      INTEGER I,J,K,ITEM     !A COUNTER VARIABLE 
      INTEGER IE       !AN ERROR CODE 
INDICATOR 
      INTEGER N_ITEMS      !NUMBER OF COLUMNS TO 
BE READ FROM THE DATA FILE 
      INTEGER HEADERSKIP     !NUMBER OF HEADER LINES 
AT TOP OF DATA FILE 
      INTEGER LINESKIP     !NUMBER OF LINES TO SKIP WHEN 
RE-READING THE FILE FROM THE BEGINNING 
      INTEGER ISKIP      !NUMBER OF EXTRA LINES 
TO SKIP IF SKIP IS ON 
      INTEGER NSPECS      !NUMBER OF 
SPECIFICATIONS PROVIDED BY THE USER 
      INTEGER ISTEPS      !NUMBER OF TIMESTEPS 
PER DATA READ 
      INTEGER INTERP(98)     !INDICATOR FOR 
INTERPOLATION FOR EACH VALUE 
      INTEGER LU_DATA      !THE LOGICAL UNIT FOR 
THE DATA FILE 
 INTEGER TIME_STAMP(98)    !THE TIME BASE FOR THE 
VARIABLE 
          !   0=AVERAGE 
VALUE REPORTED AT END OF RANGE 
          !   
1=INSTANTANEOUS VALUE AT END OF RANGE 
 CHARACTER (LEN=maxFileWidth) XFORMAT    !THE FORMAT 
STATEMENT FOR THIS UNIT 
 CHARACTER(LEN=maxMessageLength) MESSAGE1,MESSAGE2  !ERROR AND 
WARNING MESSAGES FROM THIS TYPE 
 LOGICAL SKIP      !INDICATES THAT THE 
DATA READER SHOULD SKIP LINES AT THE START 
 LOGICAL FORMAT_ON     !INDICATES THAT THE DATA 
READER IS EXPECTING A FORMAT STATEMENT 
 LOGICAL JUST_REWOUND    !INDICATES THAT THE DATA 
READER JUST REWOUND THE DATA FILE 
 DOUBLE PRECISION DDELT    !THE TIME INTERVAL AT WHICH 
DATA IS PROVIDED 
 DOUBLE PRECISION XMULT(98)   !MULTIPLIER FOR READ VALUE 
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 DOUBLE PRECISION XADD(98)   !ADDITION FACTOR FOR READ 
VALUE 
 DOUBLE PRECISION VALUE_NOW(98)  !THE CURRENT VALUE OF THE 
READ VARIABLE 
 DOUBLE PRECISION VALUE_NEXT(98)  !THE NEXT VALUE OF THE READ 
VARIABLE 
 DOUBLE PRECISION VALUE_2(98)  !THE VALUES 2 READS AWAY FROM THE 
BEGINNING - NEEDED FOR MODE 3 
 DOUBLE PRECISION VALUE_WAS(98)  !THE PAST VALUE OF THE READ 
VARIABLE 
 DOUBLE PRECISION VALUE_R0(98)     !A TEMPORARY READ VARIABLE 
 DOUBLE PRECISION VALUE_R1(98)     !A TEMPORARY READ VARIABLE 
 DOUBLE PRECISION VALUE_BEGIN(98)    !THE VALUE OF THE FUNCTION AT THE 
INSTANT THE DATA FILE GETS REWOUND 
 DOUBLE PRECISION TIME_NEXT   !THE NEXT TIME AT WHICH DATA 
SHOULD BE READ 
 DOUBLE PRECISION RATIO    !AN INTERPOLATION MULTIPLIER 
 DOUBLE PRECISION XNOW    !INSTANTANEOUS VALUE OF 
FUNCTION AT END OF CURRENT TIMESTEP 
 DOUBLE PRECISION XWAS    !INSTANTANEOUS VALUE OF 
FUNCTION AT END OF PREVIOUS TIMESTEP 
 DOUBLE PRECISION XNEXT    !INSTANTANEOUS VALUE OF 
FUNCTION AT END OF NEXT TIMESTEP 
 DOUBLE PRECISION BEGIN(98)   !THE INSTANTANEOUS VALUE OF 
THE FUNCTION AT THE BEGINNING OF THE TIMESTEP 
 DOUBLE PRECISION ENDING(98)   !THE INSTANTANEOUS VALUE OF 
THE FUNCTION AT THE END OF THE TIMESTEP 
 DOUBLE PRECISION PREVIOUS(98)  !THE INSTANTANEOUS VALUE OF THE 
FUNCTION AT THE END OF THE PREVIOUS TIMESTEP 
 DOUBLE PRECISION STORE(1+5*98)  !STORAGE ARRAY 
 DOUBLE PRECISION TEMP(12) 
 DOUBLE PRECISION MISSING_DATA(12,300000) 
 DOUBLE PRECISION WHATS_MISSING(12,300000) 
 DOUBLE PRECISION INTERP_VAL(12,300000) 
 DOUBLE PRECISION CHECK(12) 
 REAL LATIT,ELEVATION,LOCATION,LONG 
 INTEGER YEAR,DAY 
 INTEGER HOURS,HOURS_2 
 INTEGER H,Z 
 INTEGER L 
 INTEGER COUNT 
 INTEGER INIT 
 INTEGER NUM_MISSED(12) 
 INTEGER INTERP_TO 
 INTEGER END_DAY 
 INTEGER BEG_DAY 
 INTEGER TOTAL 
 INTEGER LENGTH  
 LOGICAL START 
  
      LOGICAL RESET_DAY(300000),CHECK2 
      COMMON RESET_DAY,LATIT,ELEVATION,LOCATION,LONG 
 DATA INTERP_VAL/3500000*9999/ 
  
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TIME0V15=getSimulationStartTimeV15() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
      VERSNUM=getVersionNumber() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
      MESSAGE1='The data reader timestep has been rounded by more than o 
     &ne tenth of the minimum TRNSYS timestep - please make sure that th 
     &e data timestep is an integer multiple of the simulation timestep.  
     &You may change the minimum timestep in TrnsysData.for.' 
      MESSAGE2='Unable to correctly read from the supplied data file. Pl 
     &ease check the file and re-run the simulation. The most likely cau 
     &se of this problem is an empty or non-existent file.' 
 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       CHECK HOW MANY COLUMNS ARE TO BE READ FROM THE DATA FILE 
         N_ITEMS=JFIX(PAR(3)+0.1) 
    IF((N_ITEMS.LT.1).OR.(N_ITEMS.GT.98))  
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     1      CALL TYPECK(-4,INFO,0,3,0) 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=101+N_ITEMS 
         INFO(9)=1 
    INFO(10)=0 
 
C       SET THE REQUIRED NUMBER OF INPUTS, PARAMETERS AND DERIVATIVES THAT 
THE USER SHOULD SUPPLY IN THE INPUT FILE 
         NIN=0 
    NPAR=6+4*N_ITEMS 
    NDER=0 
 
C       RESET THE NUMBER OF PARAMETERS IF ITS A VERSION 15 INPUT FILE 
         IF(VERSNUM.EQ.15) THEN 
       NPAR=6 
10       IF(INFO(4).GT.NPAR) THEN 
          NPAR=NPAR+3 
          GOTO 10 
       ENDIF 
    ENDIF 
         
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED IN  
C       THE TRNSYS INPUT FILE 
    CALL TYPECK(1,INFO,NIN,NPAR,NDER) 
 
C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA OCHECK/NOUT*'NAV'/ 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       SET THE NUMBER OF STORAGE VARIABLES 
         CALL setStorageSize(1+5*N_ITEMS,INFO) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.D0)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
         ITYPE=INFO(2) 
 
C       GET THE MODE OF OPERATION OF THE DATA READER 
	  	  
	   	  
168	  
C          1=FIRST LINE OF DATA CORRESPONDS TO TRNSYS START TIME, ALL AVERAGE 
VALUES OVER THE TIMESTEP REPORTED  
C            AT START TIME ARE PROVIDED AS THE INSTANTANEOUS VALUE 
C          2=FIRST LINE OF DATA CORRESPONDS TO TRNSYS START TIME, ALL AVERAGE 
VALUES OVER THE TIMESTEP REPORTED  
C            AT START TIME ARE PROVIDED AS THE AVERAGE VALUE OF THE PREVIOUS 
TIMESTEP 
C          3=FIRST LINE OF DATA CORRESPONDS TO THE FIRST TRNSYS TIME STEP, NO 
INITIAL VALUE PROVIDED 
C          4=SKIP LINES OF DATA BASED ON THE TRNSYS START TIME, THE FIRST 
LINE CONTAINS INITIAL VALUES WHERE 
C            THE ININTIAL VALUE OF ALL AVERAGE VALUES OVER THE TIMESTEP ARE 
PROVIDED AS THE INSTANTANEOUS VALUE 
C          5=SKIP LINES OF DATA BASED ON THE TRNSYS START TIME, ALL AVERAGE 
VALUES OVER THE TIMESTEP REPORTED  
C            AT START TIME ARE PROVIDED AS THE AVERAGE VALUE OF THE PREVIOUS 
TIMESTEP 
C          6=SKIP LINES OF DATA BASED ON THE TRNSYS START TIME, NO INITIAL 
VALUES PROVIDED 
 
         ! Version 16 deck file 
         if (VERSNUM >= 16) then 
     
            MODE = jfix(PAR(1)+0.5) 
          
         ! Version 15 Deck file 
         else 
           IF(VERSNUM.EQ.15) THEN 
        NPAR=6 
12        IF(INFO(4).GT.NPAR) THEN 
          NPAR=NPAR+3 
          GOTO 12 
        ENDIF 
      ENDIF 
     
            ! V15 mode 1 becomes mode 3 (First line = first simulation step, 
no initial conditions) 
       ! BUT if time0 was not changed (because it was 0 already), then 
mode 1 becomes mode 2  
            ! (First line = start time, initial conditions provided as inst 
for inst and avg for avg) 
            if (PAR(1) > 0.0) then 
          if (abs(TIME0V15-TIME0) < (minTimeStep/2.0d0) ) then 
                   MODE = 2 
               else 
              MODE = 3 
          endif 
            ! V15 mode -1 becomes mode 6 (Skip lines, no initial conditions) 
       ! BUT if time0 was not changed (because it was 0 already), then 
mode -1 becomes mode 5  
            ! (skip lines, initial conditions provided as inst for inst and 
avg for avg) 
       else 
          if (abs(TIME0V15-TIME0) < (minTimeStep/2.0d0) ) then 
                   MODE = 5 
               else 
              MODE = 6 
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          endif 
       endif 
     
         endif    ! End test on Version number 
 
C       INDICATE WHETHER THE DATA READER SHOULD SKIP TO THE RIGHT SPOT IN THE 
DATA FILE 
         select case (MODE) 
 
    case (1:3) 
        SKIP = .false.      
    case (4:6) 
        SKIP = .true.      
         case default 
        call TYPECK(-4,INFO,0,1,0) 
        return 1 
 
         end select 
 
C       GET THE NUMBER OF HEADER LINES TO SKIP AT THE TOP OF THE DATA FILE 
         HEADERSKIP=JFIX(PAR(2)+0.1) 
    IF(HEADERSKIP.LT.0) CALL TYPECK(-4,INFO,0,2,0) 
 
C       GET THE NUMBER OF ITEMS TO BE READ 
         N_ITEMS=JFIX(PAR(3)+0.1) 
 
C       GET THE TIMESTEP AT WHICH THE DATA IS PROVIDED 
         DDELT=PAR(4) 
    IF((DDELT.LT.minTimeStep).OR.(DDELT.LT.DELT)) THEN 
       CALL TYPECK(-4,INFO,0,4,0) 
       RETURN 1 
    ENDIF 
 
C       FIGURE OUT THE NUMBER OF TIMESTEPS PER DATA READ 
         ISTEPS=JFIX(DDELT/DELT+0.5D0) 
 
C       WARN THE USER IF SOME ROUNDING IS GOING TO OCCUR 
         IF(DABS(DELT*ISTEPS-DDELT).GT.(minTimeStep/10.D0)) THEN 
       CALL MESSAGES(-1,MESSAGE1,'Warning',INFO(1),INFO(2)) 
    ENDIF 
    DDELT=DELT*ISTEPS 
 
C       SKIP TO THE RIGHT SECTION DEPENDING ON THE VERSION 
         IF(VERSNUM.EQ.15) GOTO 20 
 
C       READ THE INTERPOLATION CODES FOR THE VALUES 
         DO J=1,N_ITEMS 
       IF(PAR(1+4*J).LT.0.) THEN 
          INTERP(J)=-J 
       ELSE 
          INTERP(J)=J 
       ENDIF 
    ENDDO 
 
C       READ THE MULTIPLICATION AND ADDITION CODES FOR THE VALUES 
         DO J=1,N_ITEMS 
       XMULT(J)=PAR(2+4*J) 
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       XADD(J)=PAR(3+4*J) 
    ENDDO 
 
C       READ THE TIME-STAMP CODES FOR THE VALUES 
         DO J=1,N_ITEMS 
       TIME_STAMP(J)=JFIX(PAR(4+4*J)+0.1) 
       IF(ABS(TIME_STAMP(J)).GT.1) CALL TYPECK(-4,INFO,0,4+4*J,0) 
    ENDDO 
 
C       GET THE LOGICAL UNIT FOR THE DATA FILE 
    LU_DATA=JFIX(PAR(5+4*N_ITEMS)+0.1) 
    
C       GET THE FORMAT STATEMENT INDICATOR 
         IF(PAR(6+4*N_ITEMS).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
         IF((FORMAT_ON).AND.(XFORMAT(1:1).NE.'(')) THEN 
       CALL TYPECK(-4,INFO,0,6+4*N_ITEMS,0) 
       RETURN 1 
    ENDIF 
 
         GOTO 30 
 
C       INITIALIZE THE ITEMS IN CASE THE USER DIDN'T PROVIDE THE 
SPECIFICATION 
20       DO J=1,N_ITEMS 
       INTERP(J)=J 
       XMULT(J)=1.D0 
       XADD(J)=0.D0 
       TIME_STAMP(J)=1 
    ENDDO 
 
C       DETERMINE HOW MANY SPECIFICATIONS WERE PROVIDED BY THE USER 
         NSPECS=(INFO(4)-6)/3 
    IF(NSPECS.GT.N_ITEMS) THEN 
       CALL TYPECK(-4,INFO,0,NPAR,0) 
            RETURN 1 
    ENDIF 
 
C       STEP THROUGH THE SPECIFICATIONS 
         DO I=1,NSPECS 
       ITEM=JFIX(DABS(PAR(5+3*(I-1)))+0.1) 
        
    IF(ITEM.GT.N_ITEMS) THEN 
          CALL TYPECK(-4,INFO,0,5+3*(I-1),0) 
          RETURN 1 
       ENDIF 
 
C          READ THE INTERPOLATION CODES FOR THE VALUES 
       INTERP(ITEM)=JFIX(PAR(5+3*(I-1))) 
 
C          READ THE MULTIPLICATION AND ADDITION CODES FOR THE VALUES 
       XMULT(ITEM)=PAR(6+3*(I-1)) 
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       XADD(ITEM)=PAR(7+3*(I-1)) 
 
C          SET THE TIME-STAMP CODES FOR THE VALUES 
       IF(INTERP(ITEM).GT.0) THEN 
       TIME_STAMP(J)=1 
       ELSE 
       TIME_STAMP(J)=0 
            ENDIF 
         ENDDO 
 
C       GET THE LOGICAL UNIT FOR THE DATA FILE 
    LU_DATA=JFIX(PAR(NPAR-1)+0.1) 
    
C       GET THE FORMAT STATEMENT INDICATOR 
         IF(PAR(NPAR).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
         IF((FORMAT_ON).AND.(XFORMAT(1:1).NE.'(')) THEN 
       CALL TYPECK(-4,INFO,0,NPAR,0) 
       RETURN 1 
    ENDIF 
     
     
30     YEAR = 1961 
     HOURS = 1 
      
        READ(LU_DATA,45)LOCATION,LATIT,LONG,ELEVATION 
45      FORMAT(1X,F5.0,33X,F5.2,3X,F6.2,1X,F5.0)       
        READ(LU_DATA,*) 
 
         
        DO I=1,300000 
            READ(LU_DATA,XFORMAT,END=51)(TEMP(J),J=1,12) 
            DO K=1,12 
                MISSING_DATA(K,I)=TEMP(K) 
            ENDDO 
            HOURS = HOURS + 1 
            LENGTH = LENGTH + 1 
        
            IF((HOURS.EQ.8761).AND.(MOD(YEAR,4).NE.0))THEN !NOT LEAP YEAR 
                HOURS = 1 
                YEAR = YEAR + 1 
                DO K=1,2 
                    READ(LU_DATA,*,END=51) 
                ENDDO 
            ELSEIF((HOURS.EQ.8785).AND.(MOD(YEAR,4).EQ.0))THEN !LEAP YEAR 
                HOURS = 1 
                YEAR = YEAR + 1 
                DO K=1,2 
                    READ(LU_DATA,*,END=51) 
                ENDDO 
            ENDIF 
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        ENDDO 
51    REWIND(LU_DATA)  
      DO I = 1,12 
      CHECK(I) = MISSING_DATA(I,262969) 
      ENDDO  
      YEAR=1961 
      HOURS=2 
      HOURS_2=2 
 
       
 
 
 
C       GET THE INSTANTANEOUS VALUES OF THE VARIABLES FOR TIMES WHEN THE FILE 
IS REWOUND 
 
C       START BY SKIPPING THE HEADER LINES 
       DO J=1,HEADERSKIP 
       READ(LU_DATA,*,ERR=2000,END=2000) 
    ENDDO 
 
C       GET THE FIRST TWO LINES OF DATA 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (VALUE_R0(I), 
 1         I=1,N_ITEMS) 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (VALUE_R1(I), 
 1         I=1,N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_R0(I), 
 1         I=1,N_ITEMS) 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_R1(I), 
 1         I=1,N_ITEMS) 
    ENDIF 
 
C       SET THE INITIAL VALUE OF THE DATA AT THE VERY BEGINNING OF THE DATA 
FILE 
         DO I=1,N_ITEMS 
    IF((MODE.EQ.1).OR.(MODE.EQ.4)) THEN 
          VALUE_BEGIN(I)=VALUE_R0(I) 
    ELSE IF((MODE.EQ.2).OR.(MODE.EQ.5)) THEN 
          IF(TIME_STAMP(I).GT.0.5) THEN 
             VALUE_BEGIN(I)=VALUE_R0(I) 
    ELSE 
             VALUE_BEGIN(I)=(VALUE_R0(I)+VALUE_R1(I))/2. 
          ENDIF 
    ELSE IF((MODE.EQ.3).OR.(MODE.EQ.6)) THEN 
          IF(TIME_STAMP(I).GT.0.5) THEN 
             VALUE_BEGIN(I)=VALUE_R0(I) 
    ELSE 
             VALUE_BEGIN(I)=2*VALUE_R0(I)-(VALUE_R0(I)+VALUE_R1(I)) 
 1               /2. 
          ENDIF 
       ENDIF 
    ENDDO 
 
C       NOW REWIND THE FILE 
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    REWIND(LU_DATA) 
 
C       SKIP THE HEADER LINES 
         DO J=1,HEADERSKIP 
       READ(LU_DATA,*,ERR=2000,END=110) 
       GOTO 120 
110         IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
               LINESKIP=HEADERSKIP 
    ELSE 
               LINESKIP=HEADERSKIP+1 
       ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
120         IF(IE.GT.0) GOTO 2000 
    ENDDO 
       
C       READ THE INITIAL VALUES FOR THE VARIABLES 
         IF(FORMAT_ON) THEN 
      READ(LU_DATA,XFORMAT,ERR=2000,END=130) (BEGIN(I),I=1,N_ITEMS) 
    ELSE 
      READ(LU_DATA,*,ERR=2000,END=130) (BEGIN(I),I=1,N_ITEMS) 
    ENDIF 
    GOTO 140 
 
130      IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
            LINESKIP=HEADERSKIP 
    ELSE 
            LINESKIP=HEADERSKIP+1 
    ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
         IF(FORMAT_ON) THEN 
      READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (BEGIN(I),I=1, 
     1        N_ITEMS) 
    ELSE 
      READ(LU_DATA,*,ERR=2000,END=2000) (BEGIN(I),I=1,N_ITEMS) 
    ENDIF 
140      IF(IE.GT.0) GOTO 2000 
 
         DO J=1,N_ITEMS 
       VALUE_NOW(J)=BEGIN(J) 
    ENDDO 
 
C       FIGURE OUT HOW MANY LINES TO SKIP TO FIND THE RIGHT POINT IN THE DATA 
FILE TO START READING 
         IF(SKIP) THEN 
       ISKIP=MAX(0,JFIX(TIME/DDELT)) 
    ELSE 
       ISKIP=0 
    ENDIF 
    IF((ISKIP.GT.0).AND.(MODE.EQ.6)) ISKIP=ISKIP-1 
 
C       SKIP THE RIGHT NUMBER OF LINES 
         DO J=1,ISKIP 
       IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=150)  
 1           (VALUE_NOW(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=150)  
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     1     (VALUE_NOW(I),I=1,N_ITEMS) 
       ENDIF 
       GOTO 160 
150         IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
               LINESKIP=HEADERSKIP 
    ELSE 
               LINESKIP=HEADERSKIP+1 
       ENDIF          
            CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
       IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=2000)  
 1           (VALUE_NOW(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=2000)  
     1     (VALUE_NOW(I),I=1,N_ITEMS) 
       ENDIF 
160         IF(IE.GT.0) GOTO 2000 
 
C          IF INTERPOLATING AVERAGE VALUES, CALCULATE THE VALUE AT THE END OF 
THE TIMESTEP 
            DO K=1,N_ITEMS 
       IF((INTERP(K).GT.0).AND.(TIME_STAMP(K).EQ.0)) THEN 
             BEGIN(K)=2.D0*VALUE_NOW(K)-BEGIN(K) 
          ELSE 
       BEGIN(K)=VALUE_NOW(K) 
    ENDIF 
       ENDDO 
         ENDDO 
 
C       DETERMINE THE NEXT READ TIME 
         IF(MODE.LT.4) THEN 
       TIME_NEXT=TIME0+DDELT 
         ELSE 
       I=JFIX((TIME0+DELT/2.D0)/DDELT) 
       TIME_NEXT=(DBLE(I)+1.D0)*DDELT 
    ENDIF 
 
C       DO SOME MODE 3 CALCULATIONS TO DETERMINE AN APPROPRIATE INITIAL VALUE 
FOR INTERPOLATED AVERAGE VALUES 
         IF((MODE.EQ.3).OR.((MODE.EQ.6).AND.(ISKIP.LT.1))) THEN 
           IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=191)  
 1           (VALUE_2(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=191) (VALUE_2(I),I=1,N_ITEMS) 
       ENDIF 
       GOTO 201 
 
191         IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
               LINESKIP=HEADERSKIP 
    ELSE 
               LINESKIP=HEADERSKIP+1 
       ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
            IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=2000)  
 1           (VALUE_2(I),I=1,N_ITEMS) 
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       ELSE 
          READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_2(I),I=1, 
 2            N_ITEMS) 
       ENDIF 
201         IF(IE.GT.0) GOTO 2000 
            BACKSPACE(LU_DATA) 
            BACKSPACE(LU_DATA) 
         ENDIF 
 
C       READ THE VALUES AT THE CURRENT TIMESTEP 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=190)  
 1        (VALUE_NEXT(I),I=1,N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=190) (VALUE_NEXT(I),I=1,N_ITEMS) 
    ENDIF 
    GOTO 200 
 
190      IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
            LINESKIP=HEADERSKIP 
    ELSE 
            LINESKIP=HEADERSKIP+1 
    ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000)  
 1        (VALUE_NEXT(I),I=1,N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_NEXT(I),I=1, 
 1         N_ITEMS) 
    ENDIF 
200      IF(IE.GT.0) GOTO 2000 
 
C       SET THE BEGIN VALUES IF INTERPOLATING AVERAGE VALUES 
         DO J=1,N_ITEMS 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.2)) THEN 
          BEGIN(J)=(BEGIN(J)+VALUE_NEXT(J))/2 
          VALUE_NOW(J)=BEGIN(J) 
       ENDIF 
 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.3)) THEN 
          BEGIN(J)=2*VALUE_NEXT(J)-(VALUE_NEXT(J)+VALUE_2(J))/2. 
          VALUE_NOW(J)=BEGIN(J) 
       ENDIF 
 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.5)) THEN 
          BEGIN(J)=(VALUE_NOW(J)+VALUE_NEXT(J))/2 
       ENDIF 
 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.6)) THEN 
          IF(ISKIP.LT.1) THEN 
             BEGIN(J)=2*VALUE_NEXT(J)-(VALUE_NEXT(J)+VALUE_2(J))/2. 
             VALUE_NOW(J)=BEGIN(J) 
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          ELSE 
             BEGIN(J)=(VALUE_NOW(J)+VALUE_NEXT(J))/2 
          ENDIF 
 
       ENDIF 
 
    ENDDO 
     
     
 
      START=.TRUE. 
      DO HOURS=1,LENGTH 
      IF (HOURS.GE.178057) THEN 
        DO I=1,12 
            CHECK(I)=MISSING_DATA(I,HOURS-1) 
            CHECK2=RESET_DAY(HOURS) 
        ENDDO 
      ENDIF 
 
C     ---------------------------------------------------------------- 
C     IF THERE ARE MISSING DATA POINTS AT THE CURRENT TIME STEP THEN TOTAL  
C     THE MISSING DATA POINTS PER COLUMN AND AS WELL AS THE LONGEST STRING      
C     ---------------------------------------------------------------------         
            IF((MISSING_DATA(5,HOURS).EQ.9).AND.(HOURS.GE.INTERP_TO)) 
     1      THEN 
                DO L=6,N_ITEMS 
                    H=HOURS 
14                  IF(((MISSING_DATA(L,H).EQ.9999).AND. 
     1                (L.LE.N_ITEMS).AND.(L.NE.8)).OR. 
     1                ((L.EQ.8).AND.(L.LE.N_ITEMS).AND. 
     1                (MISSING_DATA(L,H).EQ.99)))THEN  
                       NUM_MISSED(L)=NUM_MISSED(L)+1  
                        IF(NUM_MISSED(L).GT.TOTAL)THEN 
                            TOTAL=NUM_MISSED(L) 
                        ENDIF  
                        H=H+1 
                        GOTO 14 
                    ENDIF 
                ENDDO 
                NUM_MISSED=0 
                DO L=6,N_ITEMS 
                    H=HOURS 
                    DO H=HOURS,HOURS+TOTAL-1 
                    IF(((MISSING_DATA(L,H).EQ.9999).AND.(L.NE.8)) 
     1                .OR.((MISSING_DATA(L,H).EQ.99).AND.(L.EQ.8)))THEN 
                    IF(((MISSING_DATA(L,H).EQ.9999).AND. 
     1                (L.LE.N_ITEMS).AND.(L.NE.8)).OR. 
     1                ((L.EQ.8).AND.(L.LE.N_ITEMS).AND. 
     1                (MISSING_DATA(L,H).EQ.99)).AND. 
     1                (H.LT.HOURS+TOTAL))THEN  
                        NUM_MISSED(L)=NUM_MISSED(L)+1  
                            IF((L.EQ.8).AND.(MISSING_DATA(L,H) 
     1                      .EQ.99))THEN 
                                WHATS_MISSING(L,H)=1                         
                            ELSEIF(MISSING_DATA(L,H).EQ.9999)THEN 
                                WHATS_MISSING(L,H)=1 
                            ENDIF   
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                    ENDIF 
                    ENDIF 
                    ENDDO   
                ENDDO                          
      
            ENDIF 
 
C     ------------------------------------------------------------------ 
C     CHECK ON WHETHER OR NOT THERE ARE MORE THAN 0 OR 6 OR LESS DATA POINTS 
MISSING 
C     IF SO THEN INTERPOLATE THE DATA POINTS 
            IF(((HOURS.GE.INTERP_TO).AND.(TOTAL.LE.6.AND.TOTAL.GT.0) 
     1        .AND.(START.EQ..FALSE.)) 
     1        .OR.(TOTAL.LE.3.AND.START.EQ..TRUE.))THEN 
C     CHECK ON BEGINNING OF DAY AND PREVIOUS DAY HAS BEEN RESET.  IF SO CHECK 
TO SEE IF THERE ARE  
C     MISSING DATA POINTS AT THE END OF THE PREVIOUS DAY.  
            INIT=HOURS  
            IF(START.EQ..FALSE.)THEN 
            IF((RESET_DAY(HOURS-1)).AND.(MISSING_DATA(5,HOURS-1).EQ.9)) 
     1      THEN 
                COUNT=0 
                IF(TOTAL.LE.3)THEN 
                    DO L=6,N_ITEMS 
                        H=HOURS 
46                      IF(WHATS_MISSING(L,H).EQ.1)THEN  
                            INTERP_VAL(L,H)=MISSING_DATA(L, 
     1                       HOURS+NUM_MISSED(L)) 
                            H=H+1 
                            GOTO 46 
                        ENDIF 
                        IF(H.GT.INTERP_TO)THEN 
                            INTERP_TO=H 
                        ENDIF 
                    ENDDO 
                    GOTO 42 
                ENDIF 
                             
                DO I=1,7-TOTAL 
                    IF(MISSING_DATA(5,HOURS-I).EQ.9)THEN 
                        COUNT=COUNT+1 
                        DO J=6,N_ITEMS 
                            IF(((MISSING_DATA(J,HOURS-I).EQ.99).AND. 
     1                        (J.EQ.8)).OR.((MISSING_DATA(J,HOURS-1) 
     1                        .EQ.9999).AND.(J.NE.8)))THEN 
                                    WHATS_MISSING(J,HOURS-I)=1 
                                    NUM_MISSED(J)=NUM_MISSED(J)+1 
                            ENDIF 
                        ENDDO                      
                    ENDIF 
                ENDDO 
                IF(COUNT + TOTAL .GT. 6)THEN 
                    END_DAY=HOURS 
                    DAY=MISSING_DATA(3,H)   
                    H=HOURS 
47                  IF(MISSING_DATA(3,H).EQ.DAY)THEN                              
                        RESET_DAY(H)=.TRUE. 
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                        H=H+1 
                        GOTO 47 
                    ENDIF 
                    GOTO 44 
                ELSEIF(COUNT + TOTAL .LE. 6) THEN 
                    INIT=HOURS-COUNT 
                ENDIF 
            ENDIF 
            ENDIF 
C      END CHECK                     
            DO L=6,N_ITEMS 
                IF((NUM_MISSED(L).LE.6).AND.(NUM_MISSED(L).GT.0))THEN 
                    H=INIT 
                    COUNT=1 
                     
16                  IF(COUNT.LE.NUM_MISSED(L).AND.START.EQ..FALSE.)THEN                             
                        IF(WHATS_MISSING(L,H).EQ.1)THEN 
                            INTERP_VAL(L,H)= 
     1                     (MISSING_DATA(L,INIT+NUM_MISSED(L))- 
     1                      MISSING_DATA(L,INIT-1))/ 
     1                     (NUM_MISSED(L)+1) 
     1                      *COUNT+MISSING_DATA(L,INIT-1)    
                        ENDIF 
                        IF(INTERP_VAL(12,H).GT.150)THEN 
                            INTERP_VAL(12,H)=0 
                        ENDIF                              
                        H=H+1 
                        COUNT=COUNT+1 
                        GOTO 16 
                    ENDIF 
                    IF(COUNT.LE.NUM_MISSED(L).AND.START)THEN                         
15                      IF(H.LE.NUM_MISSED(L))THEN                                                
                        IF(WHATS_MISSING(L,H).EQ.1)THEN 
                            INTERP_VAL(L,H)=MISSING_DATA 
     1                      (L,1+NUM_MISSED(L)) 
                        ENDIF                                                    
                        H=H+1 
                        GOTO 15 
                    ENDIF     
                    ENDIF 
                    IF(H.GT.INTERP_TO)THEN 
                        INTERP_TO=H 
                    ENDIF 
                ENDIF 
            ENDDO 
            START=.FALSE. 
            ENDIF 
C     -----------------------------------------------------------------------
-- 
C     CHECK IF THERE IS A STRING OF MISSING DATA POINTS LONGER THAN 6 
C     IF SO THEN "RESET" THAT DAY 
            IF((HOURS.GE.INTERP_TO).AND.(TOTAL.GT.6).OR. 
     1        (START.AND.TOTAL.GT.3))THEN 
            DO L=6,N_ITEMS   
                IF(NUM_MISSED(L).EQ.0)THEN 
                GOTO 42     
                ELSEIF((NUM_MISSED(L).GT.3).AND.START)THEN 
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                GOTO 41 
                ELSEIF(START.EQ..FALSE..AND.NUM_MISSED(L).GT.6.AND. 
     1            ((MISSING_DATA(3,HOURS+NUM_MISSED(L)-1)).EQ. 
     1            (MISSING_DATA(3,HOURS+TOTAL-1))))THEN 
C     CHECK ON END OR BEGINNING OF DAY.  IF THERE IS LESS THAN THREE MISSING 
VALUES  
C     AT THE END OF THE DAY OR BEGINNING OF THE DAY THEN THOSE VALES CAN BE 
SET TO 
C     THE VALUE CLOSEST TO THEM ON THE SAME DAY 
41                  COUNT=0 
                    H=HOURS                    
                    BEG_DAY=H 
                    
C     CHECK ON THE END OF THE DAY                         
                    DO H=HOURS,HOURS+3 
                        IF((MISSING_DATA(4,H).LE.24))THEN 
                            COUNT=COUNT+1 
                        ENDIF 
                    ENDDO 
                    IF(COUNT.LE.3)THEN 
C     IF COUNT IS .LE. 3 THEN INTERPOLATE THE FINAL VALUES OF THD DAY                             
                        DO H=HOURS,HOURS+COUNT 
                            INTERP_VAL(L,H)=MISSING_DATA(L,HOURS-1) 
                        ENDDO                         
                    ENDIF 
C     IF A COUNT IS GREATER THAN 3 THEN RESET ALL HOURS IN THAT DAY 
                    IF(COUNT.GT.3)THEN  
                        H=HOURS 
24                      IF(MISSING_DATA(4,H).EQ.1)THEN 
                            GOTO 25 
                        ELSE  
                            H=H-1 
                            GOTO 24 
                        ENDIF 
25                      DAY=MISSING_DATA(3,H)   
26                      IF(MISSING_DATA(3,H).EQ.DAY)THEN                              
                            RESET_DAY(H)=.TRUE. 
                            H=H+1 
                            GOTO 26 
                        ENDIF 
                    ENDIF 
C     CHECK ON THE BEGGINNING OF THE DAY AT THE END OF THE MISSING DATA 
STRING                         
                    COUNT=0 
                    H=HOURS+NUM_MISSED(L)-1                  
                    END_DAY=H    
                    IF(MISSING_DATA(3,H).EQ.1)THEN 
                        GOTO 43   
                    ENDIF                               
18                  IF(MISSING_DATA(3,H).EQ.MISSING_DATA(3,H+1))THEN 
                        COUNT=COUNT+1 
                        H=H-1 
                        GOTO 18 
                    ENDIF 
                     
C     IF COUNT IS .LE. 3 THEN INTERPOLATE THE INITIAL VALUES OF THAT DAY AND 
DO NOT 
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C     RESET GIVEN DAY                         
                    IF(COUNT.LE.3)THEN 
                        DO H=HOURS+NUM_MISSED(L)-COUNT, 
     1                      HOURS+NUM_MISSED(L)-1 
                            INTERP_VAL(L,H)= 
     1                      MISSING_DATA(L,HOURS+NUM_MISSED(L)) 
                        ENDDO 
                    ENDIF 
C     IF COUNT IS GREATER THAN 3 THEN RESET THAT DAY 
C     -----------------------------------------------------------------------
-- 
                    IF(COUNT.GT.3)THEN  
                        H=HOURS+NUM_MISSED(L)-1 
36                      IF(MISSING_DATA(4,H).EQ.1)THEN 
                            GOTO 31 
                        ELSE  
                            H=H-1 
                            GOTO 36 
                        ENDIF 
31                      DAY=MISSING_DATA(3,H)   
32                      IF(MISSING_DATA(3,H).EQ.DAY)THEN                              
                            RESET_DAY(H)=.TRUE. 
                            H=H+1 
                            GOTO 32 
                        ENDIF 
                    ENDIF 
C     IF THE MISSING DATA STRING SPANS MORE THAN TWO DAYS THEN RESET ALL OF 
THE DAYS 
C     IN BETWEEN THE "ENDDAY" AND BEGDAY" 
43                  IF(END_DAY-BEG_DAY.GT.24)THEN 
                        DO COUNT=BEG_DAY+24,END_DAY,24 
                            H=COUNT 
33                          IF(MISSING_DATA(4,H).EQ.1)THEN 
                                GOTO 34 
                            ELSE 
                                H=H-1 
                                GOTO 33 
                            ENDIF 
34                          DAY=MISSING_DATA(3,H) 
35                          IF(MISSING_DATA(3,H).EQ.DAY)THEN                                             
                               RESET_DAY(H)=.TRUE. 
                               H=H+1 
                               GOTO 35 
                            ENDIF 
                        ENDDO 
                    ENDIF 
C     -----------------------------------------------------------------------
----- 
44                  IF(RESET_DAY(END_DAY))THEN 
                        COUNT=0 
21                      IF(MISSING_DATA(3,HOURS+TOTAL+COUNT).EQ. 
     1                     MISSING_DATA(3,HOURS+TOTAL+COUNT-1))THEN 
                            COUNT=COUNT+1 
                            INTERP_TO=HOURS+TOTAL+COUNT 
                            GOTO 21 
                        ENDIF 
                    ENDIF 
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                    IF(RESET_DAY(END_DAY).EQ..FALSE.)THEN 
                        INTERP_TO=HOURS+TOTAL 
                    ENDIF 
                ENDIF                   
42          ENDDO 
            ENDIF 
            TOTAL=0         
            NUM_MISSED=0  
            START=.FALSE.  
                               
        DO L=6,N_ITEMS 
            IF(INTERP_VAL(L,HOURS).NE.9999)THEN 
                MISSING_DATA(L,HOURS)=INTERP_VAL(L,HOURS) 
            ENDIF 
        ENDDO 
                 
C     -------------------------------------------------------------------- 
C      DO I=6,12 
C        CHECK(I)=INTERP_VAL(I,HOURS) 
C      ENDDO 
      ENDDO 
      HOURS=2 
 
 
 
 
 
 
 
 
 
 
       
       
       
   DO J=6,N_ITEMS 
       IF(WHATS_MISSING(J,1).EQ.1)THEN 
           VALUE_NOW(J)=MISSING_DATA(J,1) 
       ENDIF 
       IF(WHATS_MISSING(J,2).EQ.1)THEN 
           VALUE_NEXT(J)=MISSING_DATA(J,2) 
       ENDIF 
        ENDDO 
                    
       
       
C       SET THE PREVIOUS VALUES AS WELL 
         DO J=1,N_ITEMS 
       VALUE_WAS(J)=VALUE_NOW(J) 
    ENDDO 
 
C       SET THE INITIAL STORAGE VARIABLES HERE 
         STORE(1)=TIME_NEXT 
    DO J=1,N_ITEMS 
       STORE(1+J)=VALUE_WAS(J) 
       STORE(1+N_ITEMS+J)=VALUE_NOW(J) 
       STORE(1+2*N_ITEMS+J)=VALUE_NEXT(J) 
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       STORE(1+3*N_ITEMS+J)=BEGIN(J) 
       STORE(1+4*N_ITEMS+J)=BEGIN(J) 
    ENDDO 
         CALL setStorageVars(STORE,1+5*N_ITEMS,INFO) 
          
 
 
 
 
 
 
C       SET THE VALUE OF THE INITIAL OUTPUTS 
         DO J=1,N_ITEMS 
 
C          INTERPOLATING OF AVERAGE VALUES     
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0)) THEN 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE DATA 
TIMESTEP 
          ENDING(J)=2.D0*VALUE_NEXT(J)-BEGIN(J) 
 
C             CALCULATE THE INTERPOLATION RATIO 
          RATIO=(TIME_NEXT-TIME)/DDELT 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE BEGINNING OF THE 
SIMULATION 
    XNOW=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
C             SET THE INSTANTANEOUS VALUE AT THE END OF THE NEXT TIMESTEP 
          RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
          XNEXT=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
    OUT(J)=XNOW*XMULT(J)+XADD(J) 
          OUT(100+J)=(XNEXT+XNOW)/2.D0*XMULT(J)+XADD(J) 
 
C          INERPOLATING INSTANTANEOUS VALUES 
            ELSE IF(INTERP(J).GT.0) THEN 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE DATA 
TIMESTEP 
          ENDING(J)=VALUE_NEXT(J) 
 
C             CALCULATE THE INTERPOLATION RATIO 
          RATIO=(TIME_NEXT-TIME)/DDELT 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE BEGINNING OF THE 
SIMULATION 
          XNOW=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
C             SET THE INSTANTANEOUS VALUE AT THE END OF THE NEXT TIMESTEP 
          RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
          XNEXT=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
    OUT(J)=XNOW*XMULT(J)+XADD(J) 
          OUT(100+J)=XNEXT*XMULT(J)+XADD(J) 
 
C          NO INTERPOLATION OF VALUES 
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            ELSE 
          IF(TIME.GT.(TIME_NEXT-DDELT+DELT/2.D0)) THEN 
             OUT(J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
          ELSE 
             OUT(J)=VALUE_NOW(J)*XMULT(J)+XADD(J) 
          ENDIF 
 
          IF(TIME.GT.(TIME_NEXT-DDELT+DELT/2.D0)) THEN 
             OUT(100+J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
          ELSE 
             OUT(100+J)=VALUE_NOW(J)*XMULT(J)+XADD(J) 
          ENDIF 
 
       ENDIF 
    ENDDO 
     
    DO J=N_ITEMS+1,98 
       OUT(J)=0.D0 
    ENDDO 
    OUT(99)=TIME_NEXT-DDELT 
    OUT(100)=TIME_NEXT 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
       
 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETURN FROM THIS MODEL AS NO "AFTER-ITERATION" MANIPULATIONS ARE 
REQUIRED 
      IF(INFO(13).GT.0) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETURN FROM THIS MODEL AS NO "AFTER-ITERATION" MANIPULATIONS ARE 
REQUIRED 
      IF((INFO(7).GT.0) .OR. .NOT.(STABLE) ) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
      IF(INFO(1).NE.IUNIT) THEN 
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C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
         IF(VERSNUM.GE.16) THEN 
       MODE=JFIX(PAR(1)+0.5) 
         ELSE 
          
       IF(VERSNUM.EQ.15) THEN 
         NPAR=6 
11         IF(INFO(4).GT.NPAR) THEN 
           NPAR=NPAR+3 
           GOTO 11 
         ENDIF 
       ENDIF 
 
       IF(PAR(1).GT.0.) THEN 
          MODE=3 
       ELSE 
          MODE=6 
       ENDIF 
    ENDIF 
 
C       INDICATE WHETHER THE DATA READER SHOULD SKIP TO THE RIGHT SPOT IN THE 
DATA FILE 
    IF(MODE .EQ. 1) THEN 
       SKIP=.FALSE. 
         ELSE IF (MODE .EQ. 2) THEN 
       SKIP=.FALSE. 
         ELSE IF (MODE .EQ. 3) THEN 
       SKIP=.FALSE. 
         ELSE IF (MODE .EQ. 4) THEN 
       SKIP=.TRUE. 
         ELSE IF (MODE .EQ. 5) THEN 
       SKIP=.TRUE. 
         ELSE IF (MODE .EQ. 6) THEN     
       SKIP=.TRUE. 
    ELSE 
       CALL TYPECK(-4,INFO,0,1,0) 
       RETURN 1 
    ENDIF 
 
         HEADERSKIP=JFIX(PAR(2)+0.1) 
         N_ITEMS=JFIX(PAR(3)+0.1) 
         DDELT=PAR(4) 
 
         ISTEPS=JFIX(DDELT/DELT+0.5D0) 
    DDELT=DELT*ISTEPS 
 
         IF(VERSNUM.EQ.15) GOTO 66 
 
         DO J=1,N_ITEMS 
       IF(PAR(1+4*J).LT.0.) THEN 
          INTERP(J)=-J 
       ELSE 
          INTERP(J)=J 
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       ENDIF 
 
       XMULT(J)=PAR(2+4*J) 
       XADD(J)=PAR(3+4*J) 
       TIME_STAMP(J)=JFIX(PAR(4+4*J)+0.1) 
    ENDDO 
 
    LU_DATA=JFIX(PAR(5+4*N_ITEMS)+0.1) 
    
C       GET THE FORMAT STATEMENT INDICATOR 
         IF(PAR(6+4*N_ITEMS).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
         GOTO 67 
 
66       DO J=1,N_ITEMS 
       INTERP(J)=J 
       XMULT(J)=1.D0 
       XADD(J)=0.D0 
       TIME_STAMP(J)=1 
    ENDDO 
 
         NSPECS=(INFO(4)-6)/3 
         DO I=1,NSPECS 
       ITEM=JFIX(DABS(PAR(5+3*(I-1)))+0.1) 
       INTERP(ITEM)=JFIX(PAR(5+3*(I-1))) 
       XMULT(ITEM)=PAR(6+3*(I-1)) 
       XADD(ITEM)=PAR(7+3*(I-1)) 
       IF(INTERP(ITEM).GT.0) THEN 
       TIME_STAMP(J)=1 
       ELSE 
       TIME_STAMP(J)=0 
            ENDIF 
         ENDDO 
 
    LU_DATA=JFIX(PAR(NPAR-1)+0.1) 
 
         IF(PAR(NPAR).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
67       CONTINUE 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE VALUES IN THE STORAGE ARRAY FOR THIS ITERATION 
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C    RETRIEVE ANY VALUES NEEDED FROM THE STORAGE ARRAY 
      CALL getStorageVars(STORE,1+5*N_ITEMS,INFO) 
      TIME_NEXT=STORE(1) 
 DO J=1,N_ITEMS 
    VALUE_WAS(J)=STORE(1+J) 
    VALUE_NOW(J)=STORE(1+N_ITEMS+J) 
    VALUE_NEXT(J)=STORE(1+2*N_ITEMS+J) 
    BEGIN(J)=STORE(1+3*N_ITEMS+J) 
    PREVIOUS(J)=STORE(1+4*N_ITEMS+J) 
      ENDDO 
 
C    SET THE CURRENT VALUES OF TD1 AND TD2 BEFORE THEY GET RESET 
 OUT(99)=TIME_NEXT-DDELT 
 OUT(100)=TIME_NEXT 
 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    CHECK TO SEE IF THIS COMPONENT IS BEING CALLED AGAIN DUE TO AN UNSTABLE 
CONTROLLER STATE - IF SO, BACK-UP ONE LINE 
      IF((CheckStability().LT.1).AND.(OUT(101+N_ITEMS).GT.0.)) THEN 
    BACKSPACE(LU_DATA) 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    MAIN CALCULATION ALGORITHM 
 
C    INITIALIZE THE OUTPUT TO NO-DATA-READ 
      OUT(101+N_ITEMS)=0. 
      JUST_REWOUND=.FALSE. 
      
 
 
 
C    CHECK TO SEE IF ITS TIME TO READ SOME DATA 
      IF((TIME+DELT/2.D0).GT.TIME_NEXT) THEN 
     
C       SET THE NEXT READ TIME 
         TIME_NEXT=TIME_NEXT+DDELT 
         OUT(101+N_ITEMS)=1. 
 
C       MOVE THE NEXT VALUES TO THE CURRENT VALUES 
    DO J=1,N_ITEMS 
       VALUE_WAS(J)=VALUE_NOW(J) 
       VALUE_NOW(J)=VALUE_NEXT(J) 
    ENDDO 
C 
C       TIME TO READ THE DATA FOR THE NEXT TIMESTEP 
         IF(FORMAT_ON) THEN 
            IF(HOURS.GT.LENGTH+1)THEN 
                GOTO 2000 
            ENDIF 
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            DO I=1,N_ITEMS 
                VALUE_NEXT(I)=MISSING_DATA(I,HOURS) 
            ENDDO 
C       READ(LU_DATA,XFORMAT,ERR=2000,END=210) (VALUE_NEXT(I),I=1, 
C 1         N_ITEMS) 
    
 
       HOURS=HOURS+1 
 
 
 
             
             
             
                   
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=210) (VALUE_NEXT(I),I=1,N_ITEMS) 
    ENDIF 
    GOTO 220 
210      IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
            LINESKIP=HEADERSKIP 
    ELSE 
            LINESKIP=HEADERSKIP+1 
    ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (VALUE_NEXT(I),I=1, 
 1         N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_NEXT(I),I=1, 
 1         N_ITEMS) 
    ENDIF 
         JUST_REWOUND=.TRUE. 
 
220      IF(IE.GT.0) GOTO 2000 
 
         DO J=1,N_ITEMS 
       PREVIOUS(J)=BEGIN(J) 
       IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0)) THEN 
          BEGIN(J)=2.D0*VALUE_NOW(J)-BEGIN(J) 
       ELSE 
          BEGIN(J)=0.D0 
       ENDIF 
    ENDDO 
      ENDIF 
 
C    STEP THROUGH EACH VARIABLE 
      DO J=1,N_ITEMS 
 
C       INTERPOLATION IS OFF 
         IF(INTERP(J).LT.0) THEN 
 
C          SET THE OUTPUTS 
            IF((TIME-DELT/2.D0).GT.(TIME_NEXT-DDELT)) THEN 
               OUT(J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
          OUT(100+J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
            ELSE 
	  	  
	   	  
188	  
               OUT(J)=VALUE_NOW(J)*XMULT(J)+XADD(J) 
          OUT(100+J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
            ENDIF 
 
C       INTERPOLATION IS ON AND VALUES IN THE FILE ARE AVERAGE VALUES OVER 
THE TIMESTEP 
         ELSE IF(TIME_STAMP(J).EQ.0) THEN 
 
C          CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE DATA TIMESTEP 
       ENDING(J)=2.D0*VALUE_NEXT(J)-BEGIN(J) 
 
C          CALCULATE THE INTERPOLATION RATIO 
       RATIO=(TIME_NEXT-TIME)/DDELT 
 
C          CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE SIMULATION 
TIMESTEP 
       XNOW=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
C          CALCULATE THE INSTANTANEOUS VALUE OF THE FUNCTION AT THE END OF 
THE PREVIOUS TIMESTEP 
       RATIO=(TIME_NEXT-TIME+DELT)/DDELT 
       XWAS=BEGIN(J)+DMAX1(0.D0,((1.D0-RATIO)))*(ENDING(J)- 
 1           BEGIN(J))+DMAX1(0.D0,((RATIO-1.D0)))*(PREVIOUS(J)- 
     1           BEGIN(J)) 
 
C          SET THE AVERAGES OVER THE TIMESTEP AND CALCULATE THE OUTPUTS 
            OUT(J)=(XWAS+XNOW)/2.D0*XMULT(J)+XADD(J) 
 
       IF(JUST_REWOUND) THEN 
          RATIO=(TIME_NEXT-TIME)/DDELT 
          XNOW=VALUE_BEGIN(J) 
          XNEXT=2.*VALUE_NEXT(J)-XNOW 
               OUT(100+J)=((XNEXT-XNOW)/DDELT*DELT/2.+XNOW)*XMULT(J)+ 
 1            XADD(J) 
          BEGIN(J)=VALUE_BEGIN(J) 
       ELSE 
          RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
          XNEXT=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
               OUT(100+J)=(XNOW+XNEXT)/2.D0*XMULT(J)+XADD(J) 
       ENDIF 
 
C       INTERPOLATION IS ON AND VALUES IN THE FILE ARE INSTANTANEOUS 
    ELSE 
 
C          INSTANTANEOUS VALUES - STEP THROUGH EACH ONE - REMEMBER THAT 
TRNSYS PUTS OUT THE AVERAGE VALUE 
C          OVER THE TIMESTEP AND NOT THE INSTANTANEOUS VALUE! 
 
C          CALCULATE THE INSTANTANEOUS VALUE OF THE FUNCTION AT THE END OF 
THE TIMESTEP 
       RATIO=(TIME_NEXT-TIME)/DDELT 
       XNOW=VALUE_NOW(J)+(1.D0-RATIO)*(VALUE_NEXT(J)-VALUE_NOW(J)) 
 
C          CALCULATE THE INSTANTANEOUS VALUE OF THE FUNCTION AT THE END OF 
THE PREVIOUS TIMESTEP 
       RATIO=(TIME_NEXT-TIME+DELT)/DDELT 
       XWAS=VALUE_NOW(J)+DMAX1(0.D0,((1.D0-RATIO)))* 
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 1          (VALUE_NEXT(J)-VALUE_NOW(J))+DMAX1(0.D0,((RATIO-1.D0) 
     1          ))*(VALUE_WAS(J)-VALUE_NOW(J)) 
 
C          SET THE AVERAGES OVER THE TIMESTEP AND CALCULATE THE OUTPUTS 
            OUT(J)=(XNOW+XWAS)/2.D0*XMULT(J)+XADD(J) 
 
C          SET THE INSTANTANEOUS VALUE AT THE END OF THE NEXT TIMESTEP 
       RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
       IF(JUST_REWOUND) THEN 
       XNEXT=VALUE_BEGIN(J)+(1.D0-RATIO)* 
 1            (VALUE_NEXT(J)-VALUE_BEGIN(J)) 
          XNOW=VALUE_BEGIN(J) 
          VALUE_NOW(J)=VALUE_BEGIN(J) 
       ELSE 
       XNEXT=VALUE_NOW(J)+(1.D0-RATIO)* 
 1               (VALUE_NEXT(J)-VALUE_NOW(J)) 
       ENDIF 
 
C          SET THE AVERAGES OVER THE TIMESTEP AND CALCULATE THE OUTPUTS 
            OUT(100+J)=(XNOW+XNEXT)/2.D0*XMULT(J)+XADD(J) 
 
    ENDIF 
      ENDDO 
      
       
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    STORE THE VALUES AND GET OUT 
      STORE(1)=TIME_NEXT 
 DO J=1,N_ITEMS 
    STORE(1+J)=VALUE_WAS(J) 
    STORE(1+N_ITEMS+J)=VALUE_NOW(J) 
    STORE(1+2*N_ITEMS+J)=VALUE_NEXT(J) 
    STORE(1+3*N_ITEMS+J)=BEGIN(J) 
    STORE(1+4*N_ITEMS+J)=PREVIOUS(J) 
 ENDDO 
      CALL setStorageVars(STORE,1+5*N_ITEMS,INFO) 
 
 RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    THE MODEL WAS UNABLE TO READ FROM THE DATA FILE - SET AN ERROR AND GET 
OUT 
2000  CALL MESSAGES(-1,MESSAGE2,'FATAL',IUNIT,ITYPE) 
 RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    EVERYTHING IS DONE - RETURN FROM THIS SUBROUTINE AND MOVE ON 
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      RETURN 1 
      END 
C----------------------------------------------------------------------------
------------------------------------------- 
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Appendix	  N:	  Solar	  Radiation	  Calculator	  (Type	  16)	  
      SUBROUTINE TYPE605(TIME,XIN,OUT,T,DTDT,PAR,INFO,ICNTRL,*) 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C     THIS TYPE READS AND INTERPOLATES VALUES FROM AN EXTERNAL DATA FILE.  
THIS MODEL REPLACES AN 
C     OLDER VERSION OF TYPE 9 WHICH HAS BEEN AROUND SINCE THE CREATION OF 
TRNSYS, 
C 
C     LAST MODIFIED: 
C      08.00.2002 -- JWT - ORIGINAL WORK 
C      05.09.2005 -- DEB - Added a check to make sure that the data file time 
step is greater than 
C                          or equal to the simulation time step. There was 
already a check to make sure  
C                          that it is greater than the TRNSYS minimum time 
step. 
C      10.20.2005 -- DAA - Fixed bug to update the number of parameters when 
a Trnsys15 deck was used. 
C                          This was done by re-counting the number of 
parameters at the beginning of 
C                          each iteration.  Also, fixed when MODE = -1; it 
was not reading the file correctly. 
C      07.28.2006 -- DAA - Added a check if the iteration had to re-start the 
current time step due to STABLE = .FALSE. 
C 
C----------------------------------------------------------------------------
------------------------------------------- 
! Copyright © 2005 Solar Energy Laboratory, University of Wisconsin-Madison. 
All rights reserved. 
 
      !export this subroutine for its use in external DLLs. 
      !DEC$ATTRIBUTES DLLEXPORT :: TYPE605 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    ACCESS TRNSYS FUNCTIONS 
 USE TrnsysConstants 
 USE TrnsysFunctions 
 USE TrnsysData, ONLY:STABLE 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    TRNSYS DECLARATIONS 
      IMPLICIT NONE       
 DOUBLE PRECISION XIN,OUT,TIME,PAR,T,DTDT 
      DOUBLE PRECISION TIME0,TFINAL,DELT,TIME0V15 
      INTEGER*4 INFO(15),NP,NI,ND,IUNIT,ITYPE,ICNTRL,NOUT, 
 1   NIN,NPAR,NDER,VERSNUM 
      CHARACTER*3 OCHECK,YCHECK 
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    USER DECLARATIONS 
      PARAMETER (NP=6+4*98,NI=0,NOUT=199,ND=0)      
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    REQUIRED TRNSYS DIMENSIONS  
      DIMENSION XIN(NI),OUT(NOUT),PAR(NP),YCHECK(NI),OCHECK(NOUT) 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DECLARATIONS AND DEFINITIONS FOR THE USER-VARIABLES  
      INTEGER MODE      !INDICATES THE TYPE OF 
FILE BEING PROVIDED TO THE COMPONENT 
      INTEGER I,J,K,ITEM     !A COUNTER VARIABLE 
      INTEGER IE       !AN ERROR CODE 
INDICATOR 
      INTEGER N_ITEMS      !NUMBER OF COLUMNS TO 
BE READ FROM THE DATA FILE 
      INTEGER HEADERSKIP     !NUMBER OF HEADER LINES 
AT TOP OF DATA FILE 
      INTEGER LINESKIP     !NUMBER OF LINES TO SKIP WHEN 
RE-READING THE FILE FROM THE BEGINNING 
      INTEGER ISKIP      !NUMBER OF EXTRA LINES 
TO SKIP IF SKIP IS ON 
      INTEGER NSPECS      !NUMBER OF 
SPECIFICATIONS PROVIDED BY THE USER 
      INTEGER ISTEPS      !NUMBER OF TIMESTEPS 
PER DATA READ 
      INTEGER INTERP(98)     !INDICATOR FOR 
INTERPOLATION FOR EACH VALUE 
      INTEGER LU_DATA      !THE LOGICAL UNIT FOR 
THE DATA FILE 
 INTEGER TIME_STAMP(98)    !THE TIME BASE FOR THE 
VARIABLE 
          !   0=AVERAGE 
VALUE REPORTED AT END OF RANGE 
          !   
1=INSTANTANEOUS VALUE AT END OF RANGE 
 CHARACTER (LEN=maxFileWidth) XFORMAT    !THE FORMAT 
STATEMENT FOR THIS UNIT 
 CHARACTER(LEN=maxMessageLength) MESSAGE1,MESSAGE2  !ERROR AND 
WARNING MESSAGES FROM THIS TYPE 
 LOGICAL SKIP      !INDICATES THAT THE 
DATA READER SHOULD SKIP LINES AT THE START 
 LOGICAL FORMAT_ON     !INDICATES THAT THE DATA 
READER IS EXPECTING A FORMAT STATEMENT 
 LOGICAL JUST_REWOUND    !INDICATES THAT THE DATA 
READER JUST REWOUND THE DATA FILE 
 DOUBLE PRECISION DDELT    !THE TIME INTERVAL AT WHICH 
DATA IS PROVIDED 
 DOUBLE PRECISION XMULT(98)   !MULTIPLIER FOR READ VALUE 
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 DOUBLE PRECISION XADD(98)   !ADDITION FACTOR FOR READ 
VALUE 
 DOUBLE PRECISION VALUE_NOW(98)  !THE CURRENT VALUE OF THE 
READ VARIABLE 
 DOUBLE PRECISION VALUE_NEXT(98)  !THE NEXT VALUE OF THE READ 
VARIABLE 
 DOUBLE PRECISION VALUE_2(98)  !THE VALUES 2 READS AWAY FROM THE 
BEGINNING - NEEDED FOR MODE 3 
 DOUBLE PRECISION VALUE_WAS(98)  !THE PAST VALUE OF THE READ 
VARIABLE 
 DOUBLE PRECISION VALUE_R0(98)     !A TEMPORARY READ VARIABLE 
 DOUBLE PRECISION VALUE_R1(98)     !A TEMPORARY READ VARIABLE 
 DOUBLE PRECISION VALUE_BEGIN(98)    !THE VALUE OF THE FUNCTION AT THE 
INSTANT THE DATA FILE GETS REWOUND 
 DOUBLE PRECISION TIME_NEXT   !THE NEXT TIME AT WHICH DATA 
SHOULD BE READ 
 DOUBLE PRECISION RATIO    !AN INTERPOLATION MULTIPLIER 
 DOUBLE PRECISION XNOW    !INSTANTANEOUS VALUE OF 
FUNCTION AT END OF CURRENT TIMESTEP 
 DOUBLE PRECISION XWAS    !INSTANTANEOUS VALUE OF 
FUNCTION AT END OF PREVIOUS TIMESTEP 
 DOUBLE PRECISION XNEXT    !INSTANTANEOUS VALUE OF 
FUNCTION AT END OF NEXT TIMESTEP 
 DOUBLE PRECISION BEGIN(98)   !THE INSTANTANEOUS VALUE OF 
THE FUNCTION AT THE BEGINNING OF THE TIMESTEP 
 DOUBLE PRECISION ENDING(98)   !THE INSTANTANEOUS VALUE OF 
THE FUNCTION AT THE END OF THE TIMESTEP 
 DOUBLE PRECISION PREVIOUS(98)  !THE INSTANTANEOUS VALUE OF THE 
FUNCTION AT THE END OF THE PREVIOUS TIMESTEP 
 DOUBLE PRECISION STORE(1+5*98)  !STORAGE ARRAY 
 DOUBLE PRECISION TEMP(12) 
 DOUBLE PRECISION MISSING_DATA(12,300000) 
 DOUBLE PRECISION WHATS_MISSING(12,300000) 
 DOUBLE PRECISION INTERP_VAL(12,300000) 
 DOUBLE PRECISION CHECK(12) 
 REAL LATIT,ELEVATION,LOCATION,LONG 
 INTEGER YEAR,DAY 
 INTEGER HOURS,HOURS_2 
 INTEGER H,Z 
 INTEGER L 
 INTEGER COUNT 
 INTEGER INIT 
 INTEGER NUM_MISSED(12) 
 INTEGER INTERP_TO 
 INTEGER END_DAY 
 INTEGER BEG_DAY 
 INTEGER TOTAL 
 INTEGER LENGTH  
 LOGICAL START 
  
      LOGICAL RESET_DAY(300000),CHECK2 
      COMMON RESET_DAY,LATIT,ELEVATION,LOCATION,LONG 
 DATA INTERP_VAL/3500000*9999/ 
  
C----------------------------------------------------------------------------
------------------------------------------- 
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C----------------------------------------------------------------------------
------------------------------------------- 
C    GET GLOBAL TRNSYS SIMULATION VARIABLES 
      TIME0=getSimulationStartTime() 
      TIME0V15=getSimulationStartTimeV15() 
      TFINAL=getSimulationStopTime() 
      DELT=getSimulationTimeStep() 
      VERSNUM=getVersionNumber() 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    SET THE VERSION INFORMATION FOR TRNSYS 
      IF(INFO(7).EQ.-2) THEN 
    INFO(12)=16 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY LAST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(8).EQ.-1) THEN 
    RETURN 1 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
      MESSAGE1='The data reader timestep has been rounded by more than o 
     &ne tenth of the minimum TRNSYS timestep - please make sure that th 
     &e data timestep is an integer multiple of the simulation timestep.  
     &You may change the minimum timestep in TrnsysData.for.' 
      MESSAGE2='Unable to correctly read from the supplied data file. Pl 
     &ease check the file and re-run the simulation. The most likely cau 
     &se of this problem is an empty or non-existent file.' 
 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL THE VERY FIRST CALL OF THE SIMULATION MANIPULATIONS HERE 
      IF (INFO(7).EQ.-1) THEN 
 
 
C       RETRIEVE THE UNIT NUMBER AND TYPE NUMBER FOR THIS COMPONENT FROM THE 
INFO ARRAY 
         IUNIT=INFO(1) 
    ITYPE=INFO(2) 
 
C       CHECK HOW MANY COLUMNS ARE TO BE READ FROM THE DATA FILE 
         N_ITEMS=JFIX(PAR(3)+0.1) 
    IF((N_ITEMS.LT.1).OR.(N_ITEMS.GT.98))  
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     1      CALL TYPECK(-4,INFO,0,3,0) 
 
C       SET SOME INFO ARRAY VARIABLES TO TELL THE TRNSYS ENGINE HOW THIS TYPE 
IS TO WORK 
         INFO(6)=101+N_ITEMS 
         INFO(9)=1 
    INFO(10)=0 
 
C       SET THE REQUIRED NUMBER OF INPUTS, PARAMETERS AND DERIVATIVES THAT 
THE USER SHOULD SUPPLY IN THE INPUT FILE 
         NIN=0 
    NPAR=6+4*N_ITEMS 
    NDER=0 
 
C       RESET THE NUMBER OF PARAMETERS IF ITS A VERSION 15 INPUT FILE 
         IF(VERSNUM.EQ.15) THEN 
       NPAR=6 
10       IF(INFO(4).GT.NPAR) THEN 
          NPAR=NPAR+3 
          GOTO 10 
       ENDIF 
    ENDIF 
         
C       CALL THE TYPE CHECK SUBROUTINE TO COMPARE WHAT THIS COMPONENT 
REQUIRES TO WHAT IS SUPPLIED IN  
C       THE TRNSYS INPUT FILE 
    CALL TYPECK(1,INFO,NIN,NPAR,NDER) 
 
C       SET THE YCHECK AND OCHECK ARRAYS TO CONTAIN THE CORRECT VARIABLE 
TYPES FOR THE INPUTS AND OUTPUTS 
         DATA OCHECK/NOUT*'NAV'/ 
 
C       CALL THE RCHECK SUBROUTINE TO SET THE CORRECT INPUT AND OUTPUT TYPES 
FOR THIS COMPONENT 
         CALL RCHECK(INFO,YCHECK,OCHECK) 
 
C       SET THE NUMBER OF STORAGE VARIABLES 
         CALL setStorageSize(1+5*N_ITEMS,INFO) 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    DO ALL OF THE INITIAL TIMESTEP MANIPULATIONS HERE - THERE ARE NO 
ITERATIONS AT THE INTIAL TIME 
      IF (TIME.LT.(TIME0+DELT/2.D0)) THEN 
 
C       SET THE UNIT NUMBER FOR FUTURE CALLS 
         IUNIT=INFO(1) 
         ITYPE=INFO(2) 
 
C       GET THE MODE OF OPERATION OF THE DATA READER 
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C          1=FIRST LINE OF DATA CORRESPONDS TO TRNSYS START TIME, ALL AVERAGE 
VALUES OVER THE TIMESTEP REPORTED  
C            AT START TIME ARE PROVIDED AS THE INSTANTANEOUS VALUE 
C          2=FIRST LINE OF DATA CORRESPONDS TO TRNSYS START TIME, ALL AVERAGE 
VALUES OVER THE TIMESTEP REPORTED  
C            AT START TIME ARE PROVIDED AS THE AVERAGE VALUE OF THE PREVIOUS 
TIMESTEP 
C          3=FIRST LINE OF DATA CORRESPONDS TO THE FIRST TRNSYS TIME STEP, NO 
INITIAL VALUE PROVIDED 
C          4=SKIP LINES OF DATA BASED ON THE TRNSYS START TIME, THE FIRST 
LINE CONTAINS INITIAL VALUES WHERE 
C            THE ININTIAL VALUE OF ALL AVERAGE VALUES OVER THE TIMESTEP ARE 
PROVIDED AS THE INSTANTANEOUS VALUE 
C          5=SKIP LINES OF DATA BASED ON THE TRNSYS START TIME, ALL AVERAGE 
VALUES OVER THE TIMESTEP REPORTED  
C            AT START TIME ARE PROVIDED AS THE AVERAGE VALUE OF THE PREVIOUS 
TIMESTEP 
C          6=SKIP LINES OF DATA BASED ON THE TRNSYS START TIME, NO INITIAL 
VALUES PROVIDED 
 
         ! Version 16 deck file 
         if (VERSNUM >= 16) then 
     
            MODE = jfix(PAR(1)+0.5) 
          
         ! Version 15 Deck file 
         else 
           IF(VERSNUM.EQ.15) THEN 
        NPAR=6 
12        IF(INFO(4).GT.NPAR) THEN 
          NPAR=NPAR+3 
          GOTO 12 
        ENDIF 
      ENDIF 
     
            ! V15 mode 1 becomes mode 3 (First line = first simulation step, 
no initial conditions) 
       ! BUT if time0 was not changed (because it was 0 already), then 
mode 1 becomes mode 2  
            ! (First line = start time, initial conditions provided as inst 
for inst and avg for avg) 
            if (PAR(1) > 0.0) then 
          if (abs(TIME0V15-TIME0) < (minTimeStep/2.0d0) ) then 
                   MODE = 2 
               else 
              MODE = 3 
          endif 
            ! V15 mode -1 becomes mode 6 (Skip lines, no initial conditions) 
       ! BUT if time0 was not changed (because it was 0 already), then 
mode -1 becomes mode 5  
            ! (skip lines, initial conditions provided as inst for inst and 
avg for avg) 
       else 
          if (abs(TIME0V15-TIME0) < (minTimeStep/2.0d0) ) then 
                   MODE = 5 
               else 
              MODE = 6 
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          endif 
       endif 
     
         endif    ! End test on Version number 
 
C       INDICATE WHETHER THE DATA READER SHOULD SKIP TO THE RIGHT SPOT IN THE 
DATA FILE 
         select case (MODE) 
 
    case (1:3) 
        SKIP = .false.      
    case (4:6) 
        SKIP = .true.      
         case default 
        call TYPECK(-4,INFO,0,1,0) 
        return 1 
 
         end select 
 
C       GET THE NUMBER OF HEADER LINES TO SKIP AT THE TOP OF THE DATA FILE 
         HEADERSKIP=JFIX(PAR(2)+0.1) 
    IF(HEADERSKIP.LT.0) CALL TYPECK(-4,INFO,0,2,0) 
 
C       GET THE NUMBER OF ITEMS TO BE READ 
         N_ITEMS=JFIX(PAR(3)+0.1) 
 
C       GET THE TIMESTEP AT WHICH THE DATA IS PROVIDED 
         DDELT=PAR(4) 
    IF((DDELT.LT.minTimeStep).OR.(DDELT.LT.DELT)) THEN 
       CALL TYPECK(-4,INFO,0,4,0) 
       RETURN 1 
    ENDIF 
 
C       FIGURE OUT THE NUMBER OF TIMESTEPS PER DATA READ 
         ISTEPS=JFIX(DDELT/DELT+0.5D0) 
 
C       WARN THE USER IF SOME ROUNDING IS GOING TO OCCUR 
         IF(DABS(DELT*ISTEPS-DDELT).GT.(minTimeStep/10.D0)) THEN 
       CALL MESSAGES(-1,MESSAGE1,'Warning',INFO(1),INFO(2)) 
    ENDIF 
    DDELT=DELT*ISTEPS 
 
C       SKIP TO THE RIGHT SECTION DEPENDING ON THE VERSION 
         IF(VERSNUM.EQ.15) GOTO 20 
 
C       READ THE INTERPOLATION CODES FOR THE VALUES 
         DO J=1,N_ITEMS 
       IF(PAR(1+4*J).LT.0.) THEN 
          INTERP(J)=-J 
       ELSE 
          INTERP(J)=J 
       ENDIF 
    ENDDO 
 
C       READ THE MULTIPLICATION AND ADDITION CODES FOR THE VALUES 
         DO J=1,N_ITEMS 
       XMULT(J)=PAR(2+4*J) 
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       XADD(J)=PAR(3+4*J) 
    ENDDO 
 
C       READ THE TIME-STAMP CODES FOR THE VALUES 
         DO J=1,N_ITEMS 
       TIME_STAMP(J)=JFIX(PAR(4+4*J)+0.1) 
       IF(ABS(TIME_STAMP(J)).GT.1) CALL TYPECK(-4,INFO,0,4+4*J,0) 
    ENDDO 
 
C       GET THE LOGICAL UNIT FOR THE DATA FILE 
    LU_DATA=JFIX(PAR(5+4*N_ITEMS)+0.1) 
    
C       GET THE FORMAT STATEMENT INDICATOR 
         IF(PAR(6+4*N_ITEMS).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
         IF((FORMAT_ON).AND.(XFORMAT(1:1).NE.'(')) THEN 
       CALL TYPECK(-4,INFO,0,6+4*N_ITEMS,0) 
       RETURN 1 
    ENDIF 
 
         GOTO 30 
 
C       INITIALIZE THE ITEMS IN CASE THE USER DIDN'T PROVIDE THE 
SPECIFICATION 
20       DO J=1,N_ITEMS 
       INTERP(J)=J 
       XMULT(J)=1.D0 
       XADD(J)=0.D0 
       TIME_STAMP(J)=1 
    ENDDO 
 
C       DETERMINE HOW MANY SPECIFICATIONS WERE PROVIDED BY THE USER 
         NSPECS=(INFO(4)-6)/3 
    IF(NSPECS.GT.N_ITEMS) THEN 
       CALL TYPECK(-4,INFO,0,NPAR,0) 
            RETURN 1 
    ENDIF 
 
C       STEP THROUGH THE SPECIFICATIONS 
         DO I=1,NSPECS 
       ITEM=JFIX(DABS(PAR(5+3*(I-1)))+0.1) 
        
    IF(ITEM.GT.N_ITEMS) THEN 
          CALL TYPECK(-4,INFO,0,5+3*(I-1),0) 
          RETURN 1 
       ENDIF 
 
C          READ THE INTERPOLATION CODES FOR THE VALUES 
       INTERP(ITEM)=JFIX(PAR(5+3*(I-1))) 
 
C          READ THE MULTIPLICATION AND ADDITION CODES FOR THE VALUES 
       XMULT(ITEM)=PAR(6+3*(I-1)) 
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       XADD(ITEM)=PAR(7+3*(I-1)) 
 
C          SET THE TIME-STAMP CODES FOR THE VALUES 
       IF(INTERP(ITEM).GT.0) THEN 
       TIME_STAMP(J)=1 
       ELSE 
       TIME_STAMP(J)=0 
            ENDIF 
         ENDDO 
 
C       GET THE LOGICAL UNIT FOR THE DATA FILE 
    LU_DATA=JFIX(PAR(NPAR-1)+0.1) 
    
C       GET THE FORMAT STATEMENT INDICATOR 
         IF(PAR(NPAR).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
         IF((FORMAT_ON).AND.(XFORMAT(1:1).NE.'(')) THEN 
       CALL TYPECK(-4,INFO,0,NPAR,0) 
       RETURN 1 
    ENDIF 
     
     
30     YEAR = 1961 
     HOURS = 1 
      
        READ(LU_DATA,45)LOCATION,LATIT,LONG,ELEVATION 
45      FORMAT(1X,F5.0,33X,F5.2,3X,F6.2,1X,F5.0)       
        READ(LU_DATA,*) 
 
         
        DO I=1,300000 
            READ(LU_DATA,XFORMAT,END=51)(TEMP(J),J=1,12) 
            DO K=1,12 
                MISSING_DATA(K,I)=TEMP(K) 
            ENDDO 
            HOURS = HOURS + 1 
            LENGTH = LENGTH + 1 
        
            IF((HOURS.EQ.8761).AND.(MOD(YEAR,4).NE.0))THEN !NOT LEAP YEAR 
                HOURS = 1 
                YEAR = YEAR + 1 
                DO K=1,2 
                    READ(LU_DATA,*,END=51) 
                ENDDO 
            ELSEIF((HOURS.EQ.8785).AND.(MOD(YEAR,4).EQ.0))THEN !LEAP YEAR 
                HOURS = 1 
                YEAR = YEAR + 1 
                DO K=1,2 
                    READ(LU_DATA,*,END=51) 
                ENDDO 
            ENDIF 
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        ENDDO 
51    REWIND(LU_DATA)  
      DO I = 1,12 
      CHECK(I) = MISSING_DATA(I,262969) 
      ENDDO  
      YEAR=1961 
      HOURS=2 
      HOURS_2=2 
 
 
 
C       GET THE INSTANTANEOUS VALUES OF THE VARIABLES FOR TIMES WHEN THE FILE 
IS REWOUND 
 
C       START BY SKIPPING THE HEADER LINES 
       DO J=1,HEADERSKIP 
       READ(LU_DATA,*,ERR=2000,END=2000) 
    ENDDO 
 
C       GET THE FIRST TWO LINES OF DATA 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (VALUE_R0(I), 
 1         I=1,N_ITEMS) 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (VALUE_R1(I), 
 1         I=1,N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_R0(I), 
 1         I=1,N_ITEMS) 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_R1(I), 
 1         I=1,N_ITEMS) 
    ENDIF 
 
C       SET THE INITIAL VALUE OF THE DATA AT THE VERY BEGINNING OF THE DATA 
FILE 
         DO I=1,N_ITEMS 
    IF((MODE.EQ.1).OR.(MODE.EQ.4)) THEN 
          VALUE_BEGIN(I)=VALUE_R0(I) 
    ELSE IF((MODE.EQ.2).OR.(MODE.EQ.5)) THEN 
          IF(TIME_STAMP(I).GT.0.5) THEN 
             VALUE_BEGIN(I)=VALUE_R0(I) 
    ELSE 
             VALUE_BEGIN(I)=(VALUE_R0(I)+VALUE_R1(I))/2. 
          ENDIF 
    ELSE IF((MODE.EQ.3).OR.(MODE.EQ.6)) THEN 
          IF(TIME_STAMP(I).GT.0.5) THEN 
             VALUE_BEGIN(I)=VALUE_R0(I) 
    ELSE 
             VALUE_BEGIN(I)=2*VALUE_R0(I)-(VALUE_R0(I)+VALUE_R1(I)) 
 1               /2. 
          ENDIF 
       ENDIF 
    ENDDO 
 
C       NOW REWIND THE FILE 
    REWIND(LU_DATA) 
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C       SKIP THE HEADER LINES 
         DO J=1,HEADERSKIP 
       READ(LU_DATA,*,ERR=2000,END=110) 
       GOTO 120 
110         IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
               LINESKIP=HEADERSKIP 
    ELSE 
               LINESKIP=HEADERSKIP+1 
       ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
120         IF(IE.GT.0) GOTO 2000 
    ENDDO 
       
C       READ THE INITIAL VALUES FOR THE VARIABLES 
         IF(FORMAT_ON) THEN 
      READ(LU_DATA,XFORMAT,ERR=2000,END=130) (BEGIN(I),I=1,N_ITEMS) 
    ELSE 
      READ(LU_DATA,*,ERR=2000,END=130) (BEGIN(I),I=1,N_ITEMS) 
    ENDIF 
    GOTO 140 
 
130      IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
            LINESKIP=HEADERSKIP 
    ELSE 
            LINESKIP=HEADERSKIP+1 
    ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
         IF(FORMAT_ON) THEN 
      READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (BEGIN(I),I=1, 
     1        N_ITEMS) 
    ELSE 
      READ(LU_DATA,*,ERR=2000,END=2000) (BEGIN(I),I=1,N_ITEMS) 
    ENDIF 
140      IF(IE.GT.0) GOTO 2000 
 
         DO J=1,N_ITEMS 
       VALUE_NOW(J)=BEGIN(J) 
    ENDDO 
 
C       FIGURE OUT HOW MANY LINES TO SKIP TO FIND THE RIGHT POINT IN THE DATA 
FILE TO START READING 
         IF(SKIP) THEN 
       ISKIP=MAX(0,JFIX(TIME/DDELT)) 
    ELSE 
       ISKIP=0 
    ENDIF 
    IF((ISKIP.GT.0).AND.(MODE.EQ.6)) ISKIP=ISKIP-1 
 
C       SKIP THE RIGHT NUMBER OF LINES 
         DO J=1,ISKIP 
       IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=150)  
 1           (VALUE_NOW(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=150)  
     1     (VALUE_NOW(I),I=1,N_ITEMS) 
       ENDIF 
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       GOTO 160 
150         IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
               LINESKIP=HEADERSKIP 
    ELSE 
               LINESKIP=HEADERSKIP+1 
       ENDIF          
            CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
       IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=2000)  
 1           (VALUE_NOW(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=2000)  
     1     (VALUE_NOW(I),I=1,N_ITEMS) 
       ENDIF 
160         IF(IE.GT.0) GOTO 2000 
 
C          IF INTERPOLATING AVERAGE VALUES, CALCULATE THE VALUE AT THE END OF 
THE TIMESTEP 
            DO K=1,N_ITEMS 
       IF((INTERP(K).GT.0).AND.(TIME_STAMP(K).EQ.0)) THEN 
             BEGIN(K)=2.D0*VALUE_NOW(K)-BEGIN(K) 
          ELSE 
       BEGIN(K)=VALUE_NOW(K) 
    ENDIF 
       ENDDO 
         ENDDO 
 
C       DETERMINE THE NEXT READ TIME 
         IF(MODE.LT.4) THEN 
       TIME_NEXT=TIME0+DDELT 
         ELSE 
       I=JFIX((TIME0+DELT/2.D0)/DDELT) 
       TIME_NEXT=(DBLE(I)+1.D0)*DDELT 
    ENDIF 
 
C       DO SOME MODE 3 CALCULATIONS TO DETERMINE AN APPROPRIATE INITIAL VALUE 
FOR INTERPOLATED AVERAGE VALUES 
         IF((MODE.EQ.3).OR.((MODE.EQ.6).AND.(ISKIP.LT.1))) THEN 
           IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=191)  
 1           (VALUE_2(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=191) (VALUE_2(I),I=1,N_ITEMS) 
       ENDIF 
       GOTO 201 
 
191         IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
               LINESKIP=HEADERSKIP 
    ELSE 
               LINESKIP=HEADERSKIP+1 
       ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
            IF(FORMAT_ON) THEN 
          READ(LU_DATA,XFORMAT,ERR=2000,END=2000)  
 1           (VALUE_2(I),I=1,N_ITEMS) 
       ELSE 
          READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_2(I),I=1, 
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 2            N_ITEMS) 
       ENDIF 
201         IF(IE.GT.0) GOTO 2000 
            BACKSPACE(LU_DATA) 
            BACKSPACE(LU_DATA) 
         ENDIF 
 
C       READ THE VALUES AT THE CURRENT TIMESTEP 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=190)  
 1        (VALUE_NEXT(I),I=1,N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=190) (VALUE_NEXT(I),I=1,N_ITEMS) 
    ENDIF 
    GOTO 200 
 
190      IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
            LINESKIP=HEADERSKIP 
    ELSE 
            LINESKIP=HEADERSKIP+1 
    ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000)  
 1        (VALUE_NEXT(I),I=1,N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_NEXT(I),I=1, 
 1         N_ITEMS) 
    ENDIF 
200      IF(IE.GT.0) GOTO 2000 
 
C       SET THE BEGIN VALUES IF INTERPOLATING AVERAGE VALUES 
         DO J=1,N_ITEMS 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.2)) THEN 
          BEGIN(J)=(BEGIN(J)+VALUE_NEXT(J))/2 
          VALUE_NOW(J)=BEGIN(J) 
       ENDIF 
 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.3)) THEN 
          BEGIN(J)=2*VALUE_NEXT(J)-(VALUE_NEXT(J)+VALUE_2(J))/2. 
          VALUE_NOW(J)=BEGIN(J) 
       ENDIF 
 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.5)) THEN 
          BEGIN(J)=(VALUE_NOW(J)+VALUE_NEXT(J))/2 
       ENDIF 
 
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0).AND. 
 1         (MODE.EQ.6)) THEN 
          IF(ISKIP.LT.1) THEN 
             BEGIN(J)=2*VALUE_NEXT(J)-(VALUE_NEXT(J)+VALUE_2(J))/2. 
             VALUE_NOW(J)=BEGIN(J) 
          ELSE 
             BEGIN(J)=(VALUE_NOW(J)+VALUE_NEXT(J))/2 
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          ENDIF 
 
       ENDIF 
 
    ENDDO 
     
 
      START=.TRUE. 
      DO HOURS=1,LENGTH 
      IF (HOURS.GE.178057) THEN 
        DO I=1,12 
            CHECK(I)=MISSING_DATA(I,HOURS-1) 
            CHECK2=RESET_DAY(HOURS) 
        ENDDO 
      ENDIF 
 
C     ---------------------------------------------------------------- 
C     IF THERE ARE MISSING DATA POINTS AT THE CURRENT TIME STEP THEN TOTAL  
C     THE MISSING DATA POINTS PER COLUMN AND AS WELL AS THE LONGEST STRING      
C     ---------------------------------------------------------------------         
            IF((MISSING_DATA(5,HOURS).EQ.9).AND.(HOURS.GE.INTERP_TO)) 
     1      THEN 
                DO L=6,N_ITEMS 
                    H=HOURS 
14                  IF(((MISSING_DATA(L,H).EQ.9999).AND. 
     1                (L.LE.N_ITEMS).AND.(L.NE.8)).OR. 
     1                ((L.EQ.8).AND.(L.LE.N_ITEMS).AND. 
     1                (MISSING_DATA(L,H).EQ.99)))THEN  
                       NUM_MISSED(L)=NUM_MISSED(L)+1  
                        IF(NUM_MISSED(L).GT.TOTAL)THEN 
                            TOTAL=NUM_MISSED(L) 
                        ENDIF  
                        H=H+1 
                        GOTO 14 
                    ENDIF 
                ENDDO 
                NUM_MISSED=0 
                DO L=6,N_ITEMS 
                    H=HOURS 
                    DO H=HOURS,HOURS+TOTAL-1 
                    IF(((MISSING_DATA(L,H).EQ.9999).AND.(L.NE.8)) 
     1                .OR.((MISSING_DATA(L,H).EQ.99).AND.(L.EQ.8)))THEN 
                    IF(((MISSING_DATA(L,H).EQ.9999).AND. 
     1                (L.LE.N_ITEMS).AND.(L.NE.8)).OR. 
     1                ((L.EQ.8).AND.(L.LE.N_ITEMS).AND. 
     1                (MISSING_DATA(L,H).EQ.99)).AND. 
     1                (H.LT.HOURS+TOTAL))THEN  
                        NUM_MISSED(L)=NUM_MISSED(L)+1  
                            IF((L.EQ.8).AND.(MISSING_DATA(L,H) 
     1                      .EQ.99))THEN 
                                WHATS_MISSING(L,H)=1                         
                            ELSEIF(MISSING_DATA(L,H).EQ.9999)THEN 
                                WHATS_MISSING(L,H)=1 
                            ENDIF   
                    ENDIF 
                    ENDIF 
                    ENDDO   
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                ENDDO                          
      
            ENDIF 
 
C     ------------------------------------------------------------------ 
C     CHECK ON WHETHER OR NOT THERE ARE MORE THAN 0 OR 6 OR LESS DATA POINTS 
MISSING 
C     IF SO THEN INTERPOLATE THE DATA POINTS 
            IF(((HOURS.GE.INTERP_TO).AND.(TOTAL.LE.6.AND.TOTAL.GT.0) 
     1        .AND.(START.EQ..FALSE.)) 
     1        .OR.(TOTAL.LE.3.AND.START.EQ..TRUE.))THEN 
C     CHECK ON BEGINNING OF DAY AND PREVIOUS DAY HAS BEEN RESET.  IF SO CHECK 
TO SEE IF THERE ARE  
C     MISSING DATA POINTS AT THE END OF THE PREVIOUS DAY.  
            INIT=HOURS  
            IF(START.EQ..FALSE.)THEN 
            IF((RESET_DAY(HOURS-1)).AND.(MISSING_DATA(5,HOURS-1).EQ.9)) 
     1      THEN 
                COUNT=0 
                IF(TOTAL.LE.3)THEN 
                    DO L=6,N_ITEMS 
                        H=HOURS 
46                      IF(WHATS_MISSING(L,H).EQ.1)THEN  
                            INTERP_VAL(L,H)=MISSING_DATA(L, 
     1                       HOURS+NUM_MISSED(L)) 
                            H=H+1 
                            GOTO 46 
                        ENDIF 
                        IF(H.GT.INTERP_TO)THEN 
                            INTERP_TO=H 
                        ENDIF 
                    ENDDO 
                    GOTO 42 
                ENDIF 
                             
                DO I=1,7-TOTAL 
                    IF(MISSING_DATA(5,HOURS-I).EQ.9)THEN 
                        COUNT=COUNT+1 
                        DO J=6,N_ITEMS 
                            IF(((MISSING_DATA(J,HOURS-I).EQ.99).AND. 
     1                        (J.EQ.8)).OR.((MISSING_DATA(J,HOURS-1) 
     1                        .EQ.9999).AND.(J.NE.8)))THEN 
                                    WHATS_MISSING(J,HOURS-I)=1 
                                    NUM_MISSED(J)=NUM_MISSED(J)+1 
                            ENDIF 
                        ENDDO                      
                    ENDIF 
                ENDDO 
                IF(COUNT + TOTAL .GT. 6)THEN 
                    END_DAY=HOURS 
                    DAY=MISSING_DATA(3,H)   
                    H=HOURS 
47                  IF(MISSING_DATA(3,H).EQ.DAY)THEN                              
                        RESET_DAY(H)=.TRUE. 
                        H=H+1 
                        GOTO 47 
                    ENDIF 
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                    GOTO 44 
                ELSEIF(COUNT + TOTAL .LE. 6) THEN 
                    INIT=HOURS-COUNT 
                ENDIF 
            ENDIF 
            ENDIF 
C      END CHECK                     
            DO L=6,N_ITEMS 
                IF((NUM_MISSED(L).LE.6).AND.(NUM_MISSED(L).GT.0))THEN 
                    H=INIT 
                    COUNT=1 
                     
16                  IF(COUNT.LE.NUM_MISSED(L).AND.START.EQ..FALSE.)THEN                             
                        IF(WHATS_MISSING(L,H).EQ.1)THEN 
                            INTERP_VAL(L,H)= 
     1                     (MISSING_DATA(L,INIT+NUM_MISSED(L))- 
     1                      MISSING_DATA(L,INIT-1))/ 
     1                     (NUM_MISSED(L)+1) 
     1                      *COUNT+MISSING_DATA(L,INIT-1)    
                        ENDIF 
                        IF(INTERP_VAL(12,H).GT.150)THEN 
                            INTERP_VAL(12,H)=0 
                        ENDIF                              
                        H=H+1 
                        COUNT=COUNT+1 
                        GOTO 16 
                    ENDIF 
                    IF(COUNT.LE.NUM_MISSED(L).AND.START)THEN                         
15                      IF(H.LE.NUM_MISSED(L))THEN                                                
                        IF(WHATS_MISSING(L,H).EQ.1)THEN 
                            INTERP_VAL(L,H)=MISSING_DATA 
     1                      (L,1+NUM_MISSED(L)) 
                        ENDIF                                                    
                        H=H+1 
                        GOTO 15 
                    ENDIF     
                    ENDIF 
                    IF(H.GT.INTERP_TO)THEN 
                        INTERP_TO=H 
                    ENDIF 
                ENDIF 
            ENDDO 
            START=.FALSE. 
            ENDIF 
C     -----------------------------------------------------------------------
-- 
C     CHECK IF THERE IS A STRING OF MISSING DATA POINTS LONGER THAN 6 
C     IF SO THEN "RESET" THAT DAY 
            IF((HOURS.GE.INTERP_TO).AND.(TOTAL.GT.6).OR. 
     1        (START.AND.TOTAL.GT.3))THEN 
            DO L=6,N_ITEMS   
                IF(NUM_MISSED(L).EQ.0)THEN 
                GOTO 42     
                ELSEIF((NUM_MISSED(L).GT.3).AND.START)THEN 
                GOTO 41 
                ELSEIF(START.EQ..FALSE..AND.NUM_MISSED(L).GT.6.AND. 
     1            ((MISSING_DATA(3,HOURS+NUM_MISSED(L)-1)).EQ. 
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     1            (MISSING_DATA(3,HOURS+TOTAL-1))))THEN 
C     CHECK ON END OR BEGINNING OF DAY.  IF THERE IS LESS THAN THREE MISSING 
VALUES  
C     AT THE END OF THE DAY OR BEGINNING OF THE DAY THEN THOSE VALES CAN BE 
SET TO 
C     THE VALUE CLOSEST TO THEM ON THE SAME DAY 
41                  COUNT=0 
                    H=HOURS                    
                    BEG_DAY=H 
                    
C     CHECK ON THE END OF THE DAY                         
                    DO H=HOURS,HOURS+3 
                        IF((MISSING_DATA(4,H).LE.24))THEN 
                            COUNT=COUNT+1 
                        ENDIF 
                    ENDDO 
                    IF(COUNT.LE.3)THEN 
C     IF COUNT IS .LE. 3 THEN INTERPOLATE THE FINAL VALUES OF THD DAY                             
                        DO H=HOURS,HOURS+COUNT 
                            INTERP_VAL(L,H)=MISSING_DATA(L,HOURS-1) 
                        ENDDO                         
                    ENDIF 
C     IF A COUNT IS GREATER THAN 3 THEN RESET ALL HOURS IN THAT DAY 
                    IF(COUNT.GT.3)THEN  
                        H=HOURS 
24                      IF(MISSING_DATA(4,H).EQ.1)THEN 
                            GOTO 25 
                        ELSE  
                            H=H-1 
                            GOTO 24 
                        ENDIF 
25                      DAY=MISSING_DATA(3,H)   
26                      IF(MISSING_DATA(3,H).EQ.DAY)THEN                              
                            RESET_DAY(H)=.TRUE. 
                            H=H+1 
                            GOTO 26 
                        ENDIF 
                    ENDIF 
C     CHECK ON THE BEGGINNING OF THE DAY AT THE END OF THE MISSING DATA 
STRING                         
                    COUNT=0 
                    H=HOURS+NUM_MISSED(L)-1                  
                    END_DAY=H    
                    IF(MISSING_DATA(3,H).EQ.1)THEN 
                        GOTO 43   
                    ENDIF                               
18                  IF(MISSING_DATA(3,H).EQ.MISSING_DATA(3,H+1))THEN 
                        COUNT=COUNT+1 
                        H=H-1 
                        GOTO 18 
                    ENDIF 
                     
C     IF COUNT IS .LE. 3 THEN INTERPOLATE THE INITIAL VALUES OF THAT DAY AND 
DO NOT 
C     RESET GIVEN DAY                         
                    IF(COUNT.LE.3)THEN 
                        DO H=HOURS+NUM_MISSED(L)-COUNT, 
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     1                      HOURS+NUM_MISSED(L)-1 
                            INTERP_VAL(L,H)= 
     1                      MISSING_DATA(L,HOURS+NUM_MISSED(L)) 
                        ENDDO 
                    ENDIF 
C     IF COUNT IS GREATER THAN 3 THEN RESET THAT DAY 
C     -----------------------------------------------------------------------
-- 
                    IF(COUNT.GT.3)THEN  
                        H=HOURS+NUM_MISSED(L)-1 
36                      IF(MISSING_DATA(4,H).EQ.1)THEN 
                            GOTO 31 
                        ELSE  
                            H=H-1 
                            GOTO 36 
                        ENDIF 
31                      DAY=MISSING_DATA(3,H)   
32                      IF(MISSING_DATA(3,H).EQ.DAY)THEN                              
                            RESET_DAY(H)=.TRUE. 
                            H=H+1 
                            GOTO 32 
                        ENDIF 
                    ENDIF 
C     IF THE MISSING DATA STRING SPANS MORE THAN TWO DAYS THEN RESET ALL OF 
THE DAYS 
C     IN BETWEEN THE "ENDDAY" AND BEGDAY" 
43                  IF(END_DAY-BEG_DAY.GT.24)THEN 
                        DO COUNT=BEG_DAY+24,END_DAY,24 
                            H=COUNT 
33                          IF(MISSING_DATA(4,H).EQ.1)THEN 
                                GOTO 34 
                            ELSE 
                                H=H-1 
                                GOTO 33 
                            ENDIF 
34                          DAY=MISSING_DATA(3,H) 
35                          IF(MISSING_DATA(3,H).EQ.DAY)THEN                                             
                               RESET_DAY(H)=.TRUE. 
                               H=H+1 
                               GOTO 35 
                            ENDIF 
                        ENDDO 
                    ENDIF 
C     -----------------------------------------------------------------------
----- 
44                  IF(RESET_DAY(END_DAY))THEN 
                        COUNT=0 
21                      IF(MISSING_DATA(3,HOURS+TOTAL+COUNT).EQ. 
     1                     MISSING_DATA(3,HOURS+TOTAL+COUNT-1))THEN 
                            COUNT=COUNT+1 
                            INTERP_TO=HOURS+TOTAL+COUNT 
                            GOTO 21 
                        ENDIF 
                    ENDIF 
                    IF(RESET_DAY(END_DAY).EQ..FALSE.)THEN 
                        INTERP_TO=HOURS+TOTAL 
                    ENDIF 
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                ENDIF                   
42          ENDDO 
            ENDIF 
            TOTAL=0         
            NUM_MISSED=0  
            START=.FALSE.  
                               
        DO L=6,N_ITEMS 
            IF(INTERP_VAL(L,HOURS).NE.9999)THEN 
                MISSING_DATA(L,HOURS)=INTERP_VAL(L,HOURS) 
            ENDIF 
        ENDDO 
                 
C     -------------------------------------------------------------------- 
C      DO I=6,12 
C        CHECK(I)=INTERP_VAL(I,HOURS) 
C      ENDDO 
      ENDDO 
      HOURS=2 
 
 
 
 
 
 
 
 
 
 
       
       
       
   DO J=6,N_ITEMS 
       IF(WHATS_MISSING(J,1).EQ.1)THEN 
           VALUE_NOW(J)=MISSING_DATA(J,1) 
       ENDIF 
       IF(WHATS_MISSING(J,2).EQ.1)THEN 
           VALUE_NEXT(J)=MISSING_DATA(J,2) 
       ENDIF 
        ENDDO 
                    
       
       
C       SET THE PREVIOUS VALUES AS WELL 
         DO J=1,N_ITEMS 
       VALUE_WAS(J)=VALUE_NOW(J) 
    ENDDO 
 
C       SET THE INITIAL STORAGE VARIABLES HERE 
         STORE(1)=TIME_NEXT 
    DO J=1,N_ITEMS 
       STORE(1+J)=VALUE_WAS(J) 
       STORE(1+N_ITEMS+J)=VALUE_NOW(J) 
       STORE(1+2*N_ITEMS+J)=VALUE_NEXT(J) 
       STORE(1+3*N_ITEMS+J)=BEGIN(J) 
       STORE(1+4*N_ITEMS+J)=BEGIN(J) 
    ENDDO 
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         CALL setStorageVars(STORE,1+5*N_ITEMS,INFO) 
          
 
 
 
 
 
 
C       SET THE VALUE OF THE INITIAL OUTPUTS 
         DO J=1,N_ITEMS 
 
C          INTERPOLATING OF AVERAGE VALUES     
    IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0)) THEN 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE DATA 
TIMESTEP 
          ENDING(J)=2.D0*VALUE_NEXT(J)-BEGIN(J) 
 
C             CALCULATE THE INTERPOLATION RATIO 
          RATIO=(TIME_NEXT-TIME)/DDELT 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE BEGINNING OF THE 
SIMULATION 
    XNOW=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
C             SET THE INSTANTANEOUS VALUE AT THE END OF THE NEXT TIMESTEP 
          RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
          XNEXT=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
    OUT(J)=XNOW*XMULT(J)+XADD(J) 
          OUT(100+J)=(XNEXT+XNOW)/2.D0*XMULT(J)+XADD(J) 
 
C          INERPOLATING INSTANTANEOUS VALUES 
            ELSE IF(INTERP(J).GT.0) THEN 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE DATA 
TIMESTEP 
          ENDING(J)=VALUE_NEXT(J) 
 
C             CALCULATE THE INTERPOLATION RATIO 
          RATIO=(TIME_NEXT-TIME)/DDELT 
 
C             CALCULATE THE INSTANTANEOUS VALUE AT THE BEGINNING OF THE 
SIMULATION 
          XNOW=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
C             SET THE INSTANTANEOUS VALUE AT THE END OF THE NEXT TIMESTEP 
          RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
          XNEXT=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
    OUT(J)=XNOW*XMULT(J)+XADD(J) 
          OUT(100+J)=XNEXT*XMULT(J)+XADD(J) 
 
C          NO INTERPOLATION OF VALUES 
            ELSE 
          IF(TIME.GT.(TIME_NEXT-DDELT+DELT/2.D0)) THEN 
             OUT(J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
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          ELSE 
             OUT(J)=VALUE_NOW(J)*XMULT(J)+XADD(J) 
          ENDIF 
 
          IF(TIME.GT.(TIME_NEXT-DDELT+DELT/2.D0)) THEN 
             OUT(100+J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
          ELSE 
             OUT(100+J)=VALUE_NOW(J)*XMULT(J)+XADD(J) 
          ENDIF 
 
       ENDIF 
    ENDDO 
     
    DO J=N_ITEMS+1,98 
       OUT(J)=0.D0 
    ENDDO 
    OUT(99)=TIME_NEXT-DDELT 
    OUT(100)=TIME_NEXT 
 
C       RETURN TO THE CALLING PROGRAM 
         RETURN 1 
 
      ENDIF 
       
 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETURN FROM THIS MODEL AS NO "AFTER-ITERATION" MANIPULATIONS ARE 
REQUIRED 
      IF(INFO(13).GT.0) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETURN FROM THIS MODEL AS NO "AFTER-ITERATION" MANIPULATIONS ARE 
REQUIRED 
      IF((INFO(7).GT.0) .OR. .NOT.(STABLE) ) RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    *** ITS AN ITERATIVE CALL TO THIS COMPONENT *** 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RE-READ THE PARAMETERS IF ANOTHER UNIT OF THIS TYPE HAS BEEN CALLED 
      IF(INFO(1).NE.IUNIT) THEN 
 
C       RESET THE UNIT NUMBER 
    IUNIT=INFO(1) 
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    ITYPE=INFO(2) 
 
         IF(VERSNUM.GE.16) THEN 
       MODE=JFIX(PAR(1)+0.5) 
         ELSE 
          
       IF(VERSNUM.EQ.15) THEN 
         NPAR=6 
11         IF(INFO(4).GT.NPAR) THEN 
           NPAR=NPAR+3 
           GOTO 11 
         ENDIF 
       ENDIF 
 
       IF(PAR(1).GT.0.) THEN 
          MODE=3 
       ELSE 
          MODE=6 
       ENDIF 
    ENDIF 
 
C       INDICATE WHETHER THE DATA READER SHOULD SKIP TO THE RIGHT SPOT IN THE 
DATA FILE 
    IF(MODE .EQ. 1) THEN 
       SKIP=.FALSE. 
         ELSE IF (MODE .EQ. 2) THEN 
       SKIP=.FALSE. 
         ELSE IF (MODE .EQ. 3) THEN 
       SKIP=.FALSE. 
         ELSE IF (MODE .EQ. 4) THEN 
       SKIP=.TRUE. 
         ELSE IF (MODE .EQ. 5) THEN 
       SKIP=.TRUE. 
         ELSE IF (MODE .EQ. 6) THEN     
       SKIP=.TRUE. 
    ELSE 
       CALL TYPECK(-4,INFO,0,1,0) 
       RETURN 1 
    ENDIF 
 
         HEADERSKIP=JFIX(PAR(2)+0.1) 
         N_ITEMS=JFIX(PAR(3)+0.1) 
         DDELT=PAR(4) 
 
         ISTEPS=JFIX(DDELT/DELT+0.5D0) 
    DDELT=DELT*ISTEPS 
 
         IF(VERSNUM.EQ.15) GOTO 66 
 
         DO J=1,N_ITEMS 
       IF(PAR(1+4*J).LT.0.) THEN 
          INTERP(J)=-J 
       ELSE 
          INTERP(J)=J 
       ENDIF 
 
       XMULT(J)=PAR(2+4*J) 
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       XADD(J)=PAR(3+4*J) 
       TIME_STAMP(J)=JFIX(PAR(4+4*J)+0.1) 
    ENDDO 
 
    LU_DATA=JFIX(PAR(5+4*N_ITEMS)+0.1) 
    
C       GET THE FORMAT STATEMENT INDICATOR 
         IF(PAR(6+4*N_ITEMS).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
         GOTO 67 
 
66       DO J=1,N_ITEMS 
       INTERP(J)=J 
       XMULT(J)=1.D0 
       XADD(J)=0.D0 
       TIME_STAMP(J)=1 
    ENDDO 
 
         NSPECS=(INFO(4)-6)/3 
         DO I=1,NSPECS 
       ITEM=JFIX(DABS(PAR(5+3*(I-1)))+0.1) 
       INTERP(ITEM)=JFIX(PAR(5+3*(I-1))) 
       XMULT(ITEM)=PAR(6+3*(I-1)) 
       XADD(ITEM)=PAR(7+3*(I-1)) 
       IF(INTERP(ITEM).GT.0) THEN 
       TIME_STAMP(J)=1 
       ELSE 
       TIME_STAMP(J)=0 
            ENDIF 
         ENDDO 
 
    LU_DATA=JFIX(PAR(NPAR-1)+0.1) 
 
         IF(PAR(NPAR).GT.0.D0) THEN 
       FORMAT_ON=.TRUE. 
       XFORMAT=GetFormat(IUNIT,1) 
         ELSE 
       FORMAT_ON=.FALSE. 
    ENDIF       
 
67       CONTINUE 
      ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    RETRIEVE THE VALUES IN THE STORAGE ARRAY FOR THIS ITERATION 
 
C    RETRIEVE ANY VALUES NEEDED FROM THE STORAGE ARRAY 
      CALL getStorageVars(STORE,1+5*N_ITEMS,INFO) 
      TIME_NEXT=STORE(1) 
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 DO J=1,N_ITEMS 
    VALUE_WAS(J)=STORE(1+J) 
    VALUE_NOW(J)=STORE(1+N_ITEMS+J) 
    VALUE_NEXT(J)=STORE(1+2*N_ITEMS+J) 
    BEGIN(J)=STORE(1+3*N_ITEMS+J) 
    PREVIOUS(J)=STORE(1+4*N_ITEMS+J) 
      ENDDO 
 
C    SET THE CURRENT VALUES OF TD1 AND TD2 BEFORE THEY GET RESET 
 OUT(99)=TIME_NEXT-DDELT 
 OUT(100)=TIME_NEXT 
 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    CHECK TO SEE IF THIS COMPONENT IS BEING CALLED AGAIN DUE TO AN UNSTABLE 
CONTROLLER STATE - IF SO, BACK-UP ONE LINE 
      IF((CheckStability().LT.1).AND.(OUT(101+N_ITEMS).GT.0.)) THEN 
    BACKSPACE(LU_DATA) 
 ENDIF 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    MAIN CALCULATION ALGORITHM 
 
C    INITIALIZE THE OUTPUT TO NO-DATA-READ 
      OUT(101+N_ITEMS)=0. 
      JUST_REWOUND=.FALSE. 
      
 
 
 
C    CHECK TO SEE IF ITS TIME TO READ SOME DATA 
      IF((TIME+DELT/2.D0).GT.TIME_NEXT) THEN 
     
C       SET THE NEXT READ TIME 
         TIME_NEXT=TIME_NEXT+DDELT 
         OUT(101+N_ITEMS)=1. 
 
C       MOVE THE NEXT VALUES TO THE CURRENT VALUES 
    DO J=1,N_ITEMS 
       VALUE_WAS(J)=VALUE_NOW(J) 
       VALUE_NOW(J)=VALUE_NEXT(J) 
    ENDDO 
C 
C       TIME TO READ THE DATA FOR THE NEXT TIMESTEP 
         IF(FORMAT_ON) THEN 
            IF(HOURS.GT.LENGTH+1)THEN 
                GOTO 2000 
            ENDIF 
            DO I=1,N_ITEMS 
                VALUE_NEXT(I)=MISSING_DATA(I,HOURS) 
            ENDDO 
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C       READ(LU_DATA,XFORMAT,ERR=2000,END=210) (VALUE_NEXT(I),I=1, 
C 1         N_ITEMS) 
    
 
       HOURS=HOURS+1 
 
 
 
             
             
             
                   
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=210) (VALUE_NEXT(I),I=1,N_ITEMS) 
    ENDIF 
    GOTO 220 
210      IF((MODE.EQ.3).OR.(MODE.EQ.6))  THEN 
            LINESKIP=HEADERSKIP 
    ELSE 
            LINESKIP=HEADERSKIP+1 
    ENDIF 
    CALL REWIND(TIME,LU_DATA,LINESKIP,IUNIT,ITYPE,IE) 
         IF(FORMAT_ON) THEN 
       READ(LU_DATA,XFORMAT,ERR=2000,END=2000) (VALUE_NEXT(I),I=1, 
 1         N_ITEMS) 
    ELSE 
       READ(LU_DATA,*,ERR=2000,END=2000) (VALUE_NEXT(I),I=1, 
 1         N_ITEMS) 
    ENDIF 
         JUST_REWOUND=.TRUE. 
 
220      IF(IE.GT.0) GOTO 2000 
 
         DO J=1,N_ITEMS 
       PREVIOUS(J)=BEGIN(J) 
       IF((INTERP(J).GT.0).AND.(TIME_STAMP(J).EQ.0)) THEN 
          BEGIN(J)=2.D0*VALUE_NOW(J)-BEGIN(J) 
       ELSE 
          BEGIN(J)=0.D0 
       ENDIF 
    ENDDO 
      ENDIF 
 
C    STEP THROUGH EACH VARIABLE 
      DO J=1,N_ITEMS 
 
C       INTERPOLATION IS OFF 
         IF(INTERP(J).LT.0) THEN 
 
C          SET THE OUTPUTS 
            IF((TIME-DELT/2.D0).GT.(TIME_NEXT-DDELT)) THEN 
               OUT(J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
          OUT(100+J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
            ELSE 
               OUT(J)=VALUE_NOW(J)*XMULT(J)+XADD(J) 
          OUT(100+J)=VALUE_NEXT(J)*XMULT(J)+XADD(J) 
            ENDIF 
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C       INTERPOLATION IS ON AND VALUES IN THE FILE ARE AVERAGE VALUES OVER 
THE TIMESTEP 
         ELSE IF(TIME_STAMP(J).EQ.0) THEN 
 
C          CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE DATA TIMESTEP 
       ENDING(J)=2.D0*VALUE_NEXT(J)-BEGIN(J) 
 
C          CALCULATE THE INTERPOLATION RATIO 
       RATIO=(TIME_NEXT-TIME)/DDELT 
 
C          CALCULATE THE INSTANTANEOUS VALUE AT THE END OF THE SIMULATION 
TIMESTEP 
       XNOW=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
 
C          CALCULATE THE INSTANTANEOUS VALUE OF THE FUNCTION AT THE END OF 
THE PREVIOUS TIMESTEP 
       RATIO=(TIME_NEXT-TIME+DELT)/DDELT 
       XWAS=BEGIN(J)+DMAX1(0.D0,((1.D0-RATIO)))*(ENDING(J)- 
 1           BEGIN(J))+DMAX1(0.D0,((RATIO-1.D0)))*(PREVIOUS(J)- 
     1           BEGIN(J)) 
 
C          SET THE AVERAGES OVER THE TIMESTEP AND CALCULATE THE OUTPUTS 
            OUT(J)=(XWAS+XNOW)/2.D0*XMULT(J)+XADD(J) 
 
       IF(JUST_REWOUND) THEN 
          RATIO=(TIME_NEXT-TIME)/DDELT 
          XNOW=VALUE_BEGIN(J) 
          XNEXT=2.*VALUE_NEXT(J)-XNOW 
               OUT(100+J)=((XNEXT-XNOW)/DDELT*DELT/2.+XNOW)*XMULT(J)+ 
 1            XADD(J) 
          BEGIN(J)=VALUE_BEGIN(J) 
       ELSE 
          RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
          XNEXT=BEGIN(J)+(1.D0-RATIO)*(ENDING(J)-BEGIN(J)) 
               OUT(100+J)=(XNOW+XNEXT)/2.D0*XMULT(J)+XADD(J) 
       ENDIF 
 
C       INTERPOLATION IS ON AND VALUES IN THE FILE ARE INSTANTANEOUS 
    ELSE 
 
C          INSTANTANEOUS VALUES - STEP THROUGH EACH ONE - REMEMBER THAT 
TRNSYS PUTS OUT THE AVERAGE VALUE 
C          OVER THE TIMESTEP AND NOT THE INSTANTANEOUS VALUE! 
 
C          CALCULATE THE INSTANTANEOUS VALUE OF THE FUNCTION AT THE END OF 
THE TIMESTEP 
       RATIO=(TIME_NEXT-TIME)/DDELT 
       XNOW=VALUE_NOW(J)+(1.D0-RATIO)*(VALUE_NEXT(J)-VALUE_NOW(J)) 
 
C          CALCULATE THE INSTANTANEOUS VALUE OF THE FUNCTION AT THE END OF 
THE PREVIOUS TIMESTEP 
       RATIO=(TIME_NEXT-TIME+DELT)/DDELT 
       XWAS=VALUE_NOW(J)+DMAX1(0.D0,((1.D0-RATIO)))* 
 1          (VALUE_NEXT(J)-VALUE_NOW(J))+DMAX1(0.D0,((RATIO-1.D0) 
     1          ))*(VALUE_WAS(J)-VALUE_NOW(J)) 
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C          SET THE AVERAGES OVER THE TIMESTEP AND CALCULATE THE OUTPUTS 
            OUT(J)=(XNOW+XWAS)/2.D0*XMULT(J)+XADD(J) 
 
C          SET THE INSTANTANEOUS VALUE AT THE END OF THE NEXT TIMESTEP 
       RATIO=(TIME_NEXT-TIME-DELT)/DDELT 
       IF(JUST_REWOUND) THEN 
       XNEXT=VALUE_BEGIN(J)+(1.D0-RATIO)* 
 1            (VALUE_NEXT(J)-VALUE_BEGIN(J)) 
          XNOW=VALUE_BEGIN(J) 
          VALUE_NOW(J)=VALUE_BEGIN(J) 
       ELSE 
       XNEXT=VALUE_NOW(J)+(1.D0-RATIO)* 
 1               (VALUE_NEXT(J)-VALUE_NOW(J)) 
       ENDIF 
 
C          SET THE AVERAGES OVER THE TIMESTEP AND CALCULATE THE OUTPUTS 
            OUT(100+J)=(XNOW+XNEXT)/2.D0*XMULT(J)+XADD(J) 
 
    ENDIF 
      ENDDO 
      
       
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    STORE THE VALUES AND GET OUT 
      STORE(1)=TIME_NEXT 
 DO J=1,N_ITEMS 
    STORE(1+J)=VALUE_WAS(J) 
    STORE(1+N_ITEMS+J)=VALUE_NOW(J) 
    STORE(1+2*N_ITEMS+J)=VALUE_NEXT(J) 
    STORE(1+3*N_ITEMS+J)=BEGIN(J) 
    STORE(1+4*N_ITEMS+J)=PREVIOUS(J) 
 ENDDO 
      CALL setStorageVars(STORE,1+5*N_ITEMS,INFO) 
 
 RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    THE MODEL WAS UNABLE TO READ FROM THE DATA FILE - SET AN ERROR AND GET 
OUT 
2000  CALL MESSAGES(-1,MESSAGE2,'FATAL',IUNIT,ITYPE) 
 RETURN 1 
C----------------------------------------------------------------------------
------------------------------------------- 
 
C----------------------------------------------------------------------------
------------------------------------------- 
C    EVERYTHING IS DONE - RETURN FROM THIS SUBROUTINE AND MOVE ON 
      RETURN 1 
      END	  
	  
