Development of the web portal and landing page using Umbraco platform by PAHOR, BOR
Univerza v Ljubljani 
Fakulteta za elektrotehniko 
 
 
Bor Pahor 
 
IZDELAVA PREDSTAVITVENE SPLETNE 
STRANI NA PLATFORMI UMBRACO 
 
DIPLOMSKO DELO VISOKOŠOLSKEGA STROKOVNEGA  
ŠTUDIJA PRVE STOPNJE 
 
Mentor: višji pred. dr. Janez Zaletelj 
 
 
 
 
 
 
Nova Gorica, 2019 
2 
 
 
 
 
 
 
 
 
 
 
Zahvala 
Zahvaljujem se mentorju, višjemu predavatelju dr. Janezu Zaletelju, za strokovno pomoč in 
nasvete pri nastajanju diplomske naloge. 
Hvala Moniki za podporo, pomoč in potrpljenje med pisanjem diplomske naloge. 
Hvala sestri Vanji za vso pomoč. 
Najlepše pa se zahvaljujem staršema, mami Dragici in očetu Alešu, ker sta mi omogočila študij, 
me ves čas spodbujala in moralno podpirala.  
  
3 
 
Kazalo vsebin 
1. UVOD ...................................................................................................................................................... 8 
2. KONCEPT PREDSTAVITVENE SPLETNE STRANI .......................................................................................... 9 
2.1. PRIMERJAVA SISTEMOV UMBRACO IN WORDPRESS .......................................................................................... 10 
2.1.1. Wordpress ................................................................................................................................... 10 
2.1.2. Umbraco ...................................................................................................................................... 11 
2.2. POSTOPEK IZDELAVE PREDSTAVITVENE SPLETNE STRANI ..................................................................................... 12 
3. OKOLJE ZA IZDELAVO IN UPORABLJENE TEHNOLOGIJE ........................................................................... 14 
3.1. MICROSOFT VISUAL STUDIO COMMUNITY 2017 ............................................................................................ 14 
3.1.1. NuGet .......................................................................................................................................... 14 
3.2. SISTEM ZA UPRAVLJANJE VSEBIN UMBRACO .................................................................................................... 15 
3.2.1. Urejevalnik obrazcev Umbraco FormEditor ................................................................................. 16 
3.2.2. LeBlender ..................................................................................................................................... 17 
3.2.3. Archetype .................................................................................................................................... 17 
3.2.4. ClientDependency Framework..................................................................................................... 18 
3.3. LESS PREDPROCESOR ZA CSS ...................................................................................................................... 19 
3.4. JAVASCRIPT S KNJIŽNICO JQUERY.................................................................................................................. 20 
3.5. BOOTSTRAP ............................................................................................................................................. 21 
4. IZDELAVA STRANI ................................................................................................................................... 23 
4.1. POSTAVITEV PROJEKTA, NAMESTITEV SISTEMA UMBRACO IN RAZŠIRITEV .............................................................. 24 
4.2. IZDELAVA OGRODJA TER VNOS VSEBINE V ZALEDJU CMS-A ................................................................................ 30 
4.2.1. Ustvarjanje Umbraco dokumentnih tipov ................................................................................... 33 
4.2.2. Dodajanje začrtanih Umbraco podatkovnih tipov ....................................................................... 36 
4.2.3. Ustvarjanje mrežnih urejevalnikov in postavitev na mrežno strukturo ....................................... 37 
4.2.4. Postavitev strukture Umbraco zaledja in vnos vsebine ............................................................... 39 
4.3. UPRAVLJANJE IZPISA PODATKOV V STRUKTURO HTML-JA .................................................................................. 40 
4.3.1. Izdelava korenskega prikazovalnika ............................................................................................ 41 
4.3.2. Izdelava blokov kode ................................................................................................................... 43 
4.3.3. Izgradnja prikazovalnikov mrežnih urejevalnikov ....................................................................... 47 
4.4. OBLIKOVANJE OBLIČJA SPLETNE STRANI .......................................................................................................... 54 
4.4.1. Podpora različnim spletnim brskalnikom .................................................................................... 56 
4.4.2. Odzivno oblikovanje spletne strani .............................................................................................. 57 
4.5. POSTAVITEV PROJEKTA NA RAZVOJNI IN PRODUKCIJSKI STREŽNIK TER TESTIRANJE .................................................... 58 
4.6. REZULTAT DOKONČANE IZDELAVE PREDSTAVITVENE SPLETNE STRANI.................................................................... 60 
5. ZAKLJUČEK .............................................................................................................................................. 65 
LITERATURA .................................................................................................................................................... 66 
 
 
 
 
4 
 
Kazalo slik: 
Slika 1: Diagram izdelave predstavitvene spletne strani našega projekta, 1. del ................................. 12 
Slika 2: Diagram izdelave predstavitvene spletne strani našega projekta, 2. del ................................. 13 
Slika 3: Iskalnik paketov v Umbraco zaledju.......................................................................................... 15 
Slika 4: Primer Umbraco paketov v NuGet paketnem upravljalcu ........................................................ 16 
Slika 5: Umbraco FormEditor sestavljanje obrazca v zalednem sistemu .............................................. 17 
Slika 6: Archetype - primer vnosa ponavljajoče vsebine ....................................................................... 18 
Slika 7: Skica strukture celotnega projekta ........................................................................................... 23 
Slika 8: Nov spletni projekt v Visual Studio ........................................................................................... 24 
Slika 9: Nov spletni projekt v VS, izbira predloge .................................................................................. 25 
Slika 10: NuGet konzolna namestitev Umbraco v prazen spletni projekt............................................. 25 
Slika 11: Končana namestitev strukture Umbraco v .NET spletni projekt ............................................ 26 
Slika 12: Nadaljnja namestitev Umbraco, ustvarjanje glavnega skrbnika za zaledje CMS-a ................. 26 
Slika 13: Nadaljnja namestitev Umbraco, konfiguracija dostopa do podatkovne baze ........................ 27 
Slika 14: Nadaljnja namestitev Umbraco, izpolnjena konfiguracija dostopa do podatkovne baze ...... 27 
Slika 15: Datotečna struktura projekta po namestitvi Bootstrap paketa ............................................. 29 
Slika 16: Začrtana glavna struktura spletne strani ................................................................................ 31 
Slika 17: Začrtana struktura vsebine strani ter pripadajoče podatkovne strukture za posamezen sektor
 ............................................................................................................................................................... 32 
Slika 18: Umbraco zaledje s praznimi dokumentnimi tipi ..................................................................... 33 
Slika 19: Umbraco zaledje, dodajanje korenskega dokumentnega tipa ............................................... 34 
Slika 20: Umbraco zaledje, ustvarjeni kompoziti, vključeni v korenskem dokumentnem tipu ............ 35 
Slika 21: Umbraco zaledje, struktura korenskega dokumentnega tipa po dodajanju lastnosti v 
kompozite .............................................................................................................................................. 36 
Slika 22: Umbraco zaledje, "Hero Banner Data Type" ponavljajoč podatkovni tip............................... 37 
Slika 23: Umbraco zaledje, dodajanje novega mrežnega urejevalnika ................................................. 37 
Slika 24: Umbraco zaledje, novo ustvarjeni mrežni urejevalniki (levo) ter prikaz strukture urejevalnika 
"Hero Banner" (desno) .......................................................................................................................... 39 
Slika 25: Umbraco zaledje, vnos vsebine kontaktne forme .................................................................. 40 
Slika 26: Umbraco zaledje, vnos vsebine na mrežo spletne strani ....................................................... 40 
Slika 27: Umbraco zaledje, izpis vsebine vseh ustvarjenih mrežnih urejevalnikov ............................... 54 
Slika 28: Dodane oblikovne datoteke v datotečni strukturi projekta ................................................... 56 
Slika 29: Prikaz kopiranja Umbraco podatkovne baze z lokalne instance ............................................. 59 
Slika 30: Prikaz lokalne objave projekta v Visual Studio ....................................................................... 60 
Slika 31: Sektor "Hero Banner", od leve proti desni prikaz na namiznem računalniku, tablici in 
telefonu ................................................................................................................................................. 61 
Slika 32: Navigacija spletne strani, od leve proti desni prikaz na namiznem računalniku, tablici in 
telefonu ................................................................................................................................................. 61 
Slika 33: Sektor "Dogodki", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu . 62 
Slika 34: Sektor "O Nas", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu ..... 62 
Slika 35: Sektor "Dolocena Vsebina", od leve proti desni prikaz na namiznem računalniku, tablici in 
telefonu ................................................................................................................................................. 63 
5 
 
Slika 36: Sektor "Sponzorji", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu 63 
Slika 37: Sektor "Kontakt", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu .. 64 
 
Kazalo programske kode: 
Programska koda 1: Primer sintakse LESS kode (levo) in iz nje prevedene CSS (desno) ...................... 20 
Programska koda 2: Korenski prikazovalnik spletne strani v datoteki "LandingPage.cshtml" ............. 42 
Programska koda 3: Blok kode v datoteki "Header.cshtml" ................................................................. 44 
Programska koda 4: Blok kode v datoteki Navigation.cshtml in MenuModalView.cshtml, prikazan kot 
skupen razdelek kode ............................................................................................................................ 46 
Programska koda 5: Blok kode v datoteki "cookieWarning.cshtml"..................................................... 47 
Programska koda 6: Izvleček bloka kode prikazovalnika mrežnega urejevalnika "hero-banner.cshtml"
 ............................................................................................................................................................... 50 
Programska koda 7: Izvleček bloka kode prikazovalnika mrežnega urejevalnika "dogodki.cshtml" .... 51 
Programska koda 8: Izvleček bloka kode prikazovalnika mrežnega urejevalnika "kontakt.cshtml" ..... 53 
Programska koda 9: Del oblikovne programske kode iz datoteke "master.less" ................................. 55 
Programska koda 10: Primeri odzivne oblike, levo CSS Media queries in desno Bootstrap mreža ...... 58 
 
 
  
6 
 
Povzetek 
Diplomska naloga predstavi izdelavo spletne strani s sistemom za upravljanje vsebin Umbraco. 
Njen glavni namen je izdelava predstavitvene spletne strani z generično strukturo, primerno za 
uporabo na nadaljnjih vsebinsko podobnih projektih. V teoretičnem delu predstavimo Umbraco 
kot našo platformo za izdelavo projekta. Opisana so vsa programska orodja in pripomočki, 
uporabljeni pri izdelavi začrtane strukture spletne strani. Pred samo izdelavo je zastavljen 
projektni načrt spletne strani, v katerem je opisan potek dela. V jedru diplomske naloge je 
natančen opis postopkov in prikazani koraki za izdelavo spletne strani. Začnemo pri namestitvi 
sistema Umbraco z začetnim praznim projektom. Predstavimo ter interpretiramo korake 
izdelave strukture v zaledju Umbraco. Po sestavljeni strukturi sledi ponazoritev z interpretacijo 
vnašanja podatkov v postavljeno strukturo. V osrednjem delu diplomske naloge praktično 
predstavimo izpis predhodno vnesenih podatkov na obličju spletne strani in oblikovanje obličja 
v odzivno spletno stran. Na koncu predstavimo arhitekturo razvojno produkcijskega modela in 
opišemo postavitev projekta na strežnik. 
 
KLJUČNE BESEDE: Umbraco 7, sistem za upravljanje vsebin, spletna stran, Visual 
Studio, programska orodja, odzivno oblikovanje 
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Abstract 
This thesis presents a website development with the Umbraco system for managing content. 
The main purpose of this thesis is the development of a landing page with a basic structure, 
suitable for use on other content similar projects. In the theoretical part, we present Umbraco 
as the platform we used to create the project. We describe all programing tools and utilities used 
for developing the outlined structure of the website. Before the development, there is a project 
plan in place which describes the course of workflow. In the main part of the thesis, there is a 
detailed description of the website development process, as well as the steps for its 
development. We start with the installation of the Umbraco system itself with an empty 
template. We present and interpret the steps for developing a structure in the Umbraco backend 
system. After the finished structure, we illustrate an interpretation of entering data into the set 
structure. In the middle section of this thesis, we practically present a display of previously 
entered data on the frontend of the website and the design of the frontend into a responsive 
website. In the end, we present the architecture of the development process model and describe 
the placement of the project on a server. 
KEYWORDS: Umbraco 7, content management system, website, Visual Studio, 
programing tools, responsive web design 
  
8 
 
1. Uvod 
Cilj projekta je izdelava predstavitvene spletne strani (angl. landing page) za promocijo 
festivala. Ključni namen je izdelava delujoče in vizualno privlačne spletne strani za pridobitev 
obsežne ciljne populacije ter informiranje uporabnikov o festivalu. Cilj pri izdelavi strukture 
projekta, predstavljenega v diplomskem delu, je izdelava čimbolj generične strukture, ki jo je 
mogoče uporabiti za nadaljnje projekte. Struktura je naravnana tako, da deluje elastično in je 
hitro prilagodljiva drugim projektom s podobnim kontekstom. 
V projektu so uporabljene tehnologije v sklopu okolja Microsoft .NET, ker je podjetje, pri 
katerem je potekala izdelava projekta, naravnano in certificirano za uporabo produktov in 
rešitev Microsoft. To pomeni, da sem imel na volijo Microsoftov IIS ter Microsoftov SQL 
strežnik na razvojnem in produkcijskem strežniku. Ključna točka je bila tudi ekipa sodelavcev, 
ki te tehnologije konstantno uporablja za razvoj profesionalnih izdelkov. Ker sem uporabljal 
iste tehnologije za izdelavo mojega projekta, sem pri iskanju rešitev in reševanju problemov 
imel pri njih tudi možnost podpore in svetovanja. Za izdelavo projekta sem potreboval tudi 
sistem za upravljanje vsebin, ker je stranka želela upravljati in dodajati vsebino na izdelani 
spletni strani. 
Vse to je bil povod za izbiro tehnologij ter z njimi povezanega sistema Umbraco. Umbraco je 
namreč eden najbolj znanih in uporabljenih sistemov za upravljanje vsebin iz .NET okolja. 
Ključno je bilo tudi to, da je Umbraco brezplačen in odprtokoden ter da imamo pri izdelavi 
popolno kontrolo našega projekta. Tako smo lahko izdelali spletno stran točno tako, kot smo si 
začrtali, brez nepotrebne kode, saj izpis vsebine upravljamo izključno mi. Umbraco omogoča 
prilagoditev zalednega sistema in preprosto izdelavo različnih tipov uporabnikov zaledja z 
različnimi pravicami dostopa do podatkov in funkcionalnosti sistema. Zaradi uporabe .NET 
platforme in značilnosti Umbraca je rezultat projekta zelo varna in hitro delujoča spletna stran. 
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2. Koncept predstavitvene spletne strani 
Opisan projekt je nastal v sklopu praktičnega izobraževanja v podjetju. Po pridobitvi stranke z 
željo po spletni strani smo na podlagi njenih želja pripravili projektni načrt. 
Stranka je imela na voljo določeno finančno konstrukcijo, na podlagi katere smo ji ponudili 
izdelavo predstavitvene spletne strani. Stran bi promocijsko pripomogla k večji prepoznavnosti 
stranke, ozaveščanju o dogodkih in njihovi promociji ter pridobivanju potencialnih 
obiskovalcev.  
Komunikacija s stranko je potekala pri celotni izdelavi projekta, od zastavljene oblike do 
postavitve posameznih sektorjev na spletni strani. Na takšen način smo zagotovili, da bo končen 
izdelek primeren in zadovoljiv za stranko. 
Najprej je oblikovalec po željah stranke zrisal obliko spletne strani. Pred začetkom fizične 
izdelave smo po začrtani obliki zasnovali tudi približno strukturo projekta in postavili potek 
celotnega dela, ki si ga lahko ogledamo v Tabela 1. Pri poteku dela smo si zamislili izdelavo 
takšne strukture projekta, ki se jo da ponovno uporabiti. V načrtu in zaledju izdelanega projekta 
so zato tudi elementi, ki jih v tem projektu ne bomo uporabljali. Začrtana struktura je bila 
zastavljena zelo elastično s prilagodljivim izpisom podatkov. Namen izdelave takšnega projekta 
je, da pri naslednjih podobnih projektih uporabimo isto strukturo zaledja in izpis podatkov ter 
spreminjamo le obličje strani. 
NALOGA KORAK 1 KORAK 2 KORAK 3 KORAK 4 KORAK 5 
RAZISKAVA X     
OBLIKOVANJE  X X   
BACKEND DEVELOPMENT   X X  
VNOS VSEBINE    X X 
FRONTEND DEVELOPMENT    X X 
ZAGOTAVLJANJE KAKOVOSTI X X X X X 
 
 
Tabela 1: Načrt dela na projektu - naloge po posameznih korakih 
Za izdelavo predstavitvene spletne strani smo izbrali sistem za upravljanje vsebin Umbraco, 
posledično je prešlo delovanje projekta na Microsoftovo platformo .NET Framework. 
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Takšen sistem smo izbrali zaradi tehnične strukture podjetja, v katerem sem projekt izdeloval, 
ter želje po pridobitvi znanja iz tehnologij, ki jih na podjetju uporabljajo. 
2.1. Primerjava sistemov Umbraco in Wordpress 
Umbraco je zelo specifičen sistem za upravljanje vsebin (Content Management System - CMS), 
glede na tržni delež sistemov za upravljanje vsebin na spletu  manj  poznan in uporabljan. Zato 
sva se z mentorjem odločila, da bi bilo primerno dodati primerjavo s kakšnim bolj klasičnim 
pristopom izdelave spletnih strani. Za primerjavo sistema Umbraco s sistemom Wordpress smo 
se odločili, ker je slednji najbolj poznana in uporabljena platforma za izdelavo spletnih strani z 
obsegom končnih ponujenih funkcionalnosti našega projekta. 
Primerjava nekaj tehničnih specifik in podatkov obeh platform je prikazana v Tabela 2, 
podrobnosti pa so predstavljene v nadaljevanju. 
 UMBRACO WORDPRESS 
Spletni strežnik IIS Apache (tudi drugi) 
Spletno programsko ogrodje ASP.NET - 
Programski jezik C# PHP 
Podatkovna baza SQL Server, SQL CE, 
SQL Azure, MySQL 
MySQL, MariaDB 
Licenca programske opreme MIT GPLv2 
Izvorna koda Odprtokodna Odprtokodna 
Datum začetne izdaje 2003 2003 
 
 
Tabela 2: Primerjava tehničnih lastnosti Umbraca in Wordpressa 
2.1.1. Wordpress 
Wordpres [22] je svetovno najbolj znana platforma za izdelavo spletnih strani. Uporablja ga 
veliko število ljudi, saj je izdelava spletne strani v njem preprosta, poleg tega pa je na spletu 
mogoče najti mnogo podrobnih navodil za izdelavo [21]. 
Postavitev strani od začetka je zelo preprosta. Za skoraj vsako funkcionalnost, ki jo želimo 
vključiti na stran, se najde vtičnik (plugin), ki ga je nekdo objavil. Veliko število uporabnikov 
pogojuje dejstvo, da za izdelavo spletne strani z Wordpress platformo ne potrebujemo 
programerskega znanja. Toda Wordpress nam ne omogoča prilagodljive izdelave spletne strani, 
kjer lahko programer točno določi funkcionalnosti in prilagodi izpis tako obličju kot zaledju. 
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Največji problemi pri Wordpress straneh največkrat nastanejo zaradi pomanjkljivega znanja 
izdelovalca ali uporabe vtičnikov, ki stran upočasnijo, vpeljejo varnostne težave ali so celo 
same po sebi zlonamerna programska oprema. 
Iz vsega zgoraj navedenega lahko izpeljemo, da je Wordpress uporabniku zelo prijazna 
platforma in primerna za hitro izdelavo spletnih strani, vendar za programerje ne toliko 
fleksibilna, za navadnega laičnega uporabnika pa lahko hitro postane problematična. 
2.1.2. Umbraco 
Umbraco [23] je eden izmed najbolj znanih in uporabljenih sistemov za upravljanje vsebin v 
spletnem programskem okolju ASP.NET. Platforma ni primerna za uporabnike brez znanja 
programiranja, ker je bolj naravnana za razvijalce in izdelavo profesionalnih izdelkov. Za 
novega uporabnika Umbraca je težje začeti, ker na spletu za nekatere stvari ni veliko podpore 
in je zato za razumevanje delovanja potrebno nekoliko več časa in vloženega truda. Umbraco 
ima sicer precej veliko skupnost (https://our.umbraco.com/), na katero se lahko obrnemo za 
pomoč. Podobno kot ima Wordpress vtičnike, ponuja Umbraco skupnost pakete (package). 
Z vidika razvijalca je razvoj spletne strani s sistemov Umbraco prijaznejši. Omogoča nam 
namreč zelo prilagodljivo okolje, v katerem lahko po želji uporabimo komponente, jih 
preuredimo in postavimo na želena mesta. Če želimo določeno vsebino, si jo lahko preprosto 
izdelamo in vključimo na želeno mesto v programu, naj si bo to prilagajanje zaledja ali izpisa 
obličja. V primerjavi z ostalimi sistemi nam Umbraco naše programske kode ne spreminja, izpis 
prikazovalnikov je takšen, kot ga ustvari razvijalec. Največja prednost projektov, izdelanih s 
sistemom Umbraco, je razširljivost, hitrost in zanesljivost. Kar se varnosti tiče, so spletne strani 
v Umbracu zelo varne, saj se izvajajo na ASP.NET programskem ogrodju, podatke v 
podatkovni bazi lahko privzeto šifriramo s strojnim ključem, poleg tega nam Umbraco omogoča 
tudi dvostopenjski mehanizem za preverjanje pristnosti.  
Iz zgoraj naštetih dejstev je razvidno, da je Umbraco sistem za upravljanje vsebin razvijalcem 
prijazna platforma, predvsem pa bolj prilagodljiva in varna. Vsekakor pa pri upravljanju z njim 
potrebuje razvijalec več znanja in se mora platformi posvetiti v večji meri kot z Wordpressom. 
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2.2. Postopek izdelave predstavitvene spletne strani 
Za lažje razumevanje opisa izdelave projekta v naslednjih poglavjih smo pripravili diagram, iz 
katerega lahko razberemo korelacije med postopki in uporabljenimi orodji ter specifičnimi 
izdelki, ustvarjenimi v posameznem koraku znotraj projekta. Celoten diagram je razdeljen na 
dva med seboj povezana odseka, ki si lahko ogledamo na Slika 1 in Slika 2.  
Leva stran diagrama predstavlja specifične korake izdelave projekta, na desni pa si lahko 
ogledamo izdelke posameznega koraka. 
Desni del diagrama je razdeljen na dva dela: "Aktivnosti na datotečni strukturi", iz katerih lahko 
razberemo izdelke v procesu, ki so razvidni v datotekah projekta, ter "Aktivnosti Umbraco 
zaledja", ki prikazujejo izdelke znotraj Umbraco zaledja. 
 
Slika 1: Diagram izdelave predstavitvene spletne strani našega projekta, 1. del 
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Slika 2: Diagram izdelave predstavitvene spletne strani našega projekta, 2. del 
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3. Okolje za izdelavo in uporabljene tehnologije 
V tem poglavju so opisane lastnosti in funkcionalnosti uporabljenih okolij ter tehnologij, s 
katerimi sem si pomagal med izdelavo celotnega projekta. Uporabljena okolja in tehnologije so 
nam poenostavila in skrajšala proces izgradnje spletne strani. 
3.1. Microsoft Visual Studio Community 2017 
Visual Studio Community (VS) [24] je brezplačno razvojno okolje (IDE - Integrated 
Development Environment), namenjeno razvoju programskih rešitev. Okolje nam nudi možnost 
izdelave od Windows, Android in iOS, API aplikacij in še mnogo več. V našem projektu smo 
ga uporabili za celotno izdelavo spletne aplikacije v ASP.NET programskem ogrodju. Visual 
Studio nam nudi razvojne rešitve vse od začetka projekta do njegove objave. 
V našem primeru je VS skrbel za prevajanje in izvajanje spletne strani lokalno na našem 
računalniku. V pomoč je bil pri odpravljanju napak (debugging) z integriranim orodjem za 
odpravljanje napak, s katerim lahko določimo točko v programu, kjer se nam program začasno 
ustavi, in nam omogoča vpogled v vrednosti spremenljivk in izvajanje kode korak za korakom. 
Z njegovo pomočjo smo lahko objavili spletno stran na strežniku. Zelo uporabna funkcija VS 
je barvanje in zamikanje programske kode, kar nam omogoča lažje branje in hitrejše 
razumevanje delovanja določenega odseka aplikacije. 
Visual Studio nam nudi razširitve (Extensions), ki jih lahko preprosto namestimo v VS in nam 
pomagajo pri izdelavi programske opreme. Posamezna razširitev se lahko popolnoma integrira 
v VS in postane del razvojnega okolja, ki ga uporabljamo. Primer razširitve, ki smo jo uporabili 
v projektu, je prevajalnik za LESS programski jezik, ki avtomatsko prevede LESS v CSS ob 
shranjevanju datoteke. 
3.1.1. NuGet 
NuGet [25] je brezplačna odprtokodna razširitev, vključena v inštalaciji Visual Studio. NuGet 
omogoča upravljanje s paketi, uporabljenimi znotraj naših aplikacij. NuGet lahko upravljamo 
preko konzole ali preko uporabniku prijaznega vmesnika. Preko NuGet-a lahko dostopamo do 
številnih izdelanih paketov, ki jih preprosto namestimo v našo rešitev. 
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3.2. Sistem za upravljanje vsebin Umbraco 
Sistem za upravljanje vsebin Umbraco (CMS - ContentManagementSystem) je odprtokodna 
rešitev, namenjena razvoju spletnih strani v programskem ogrodju .NET. 
Več o Umbracu, tudi s tehnološkega vidika, je opisano v poglavju 2.1 Primerjava sistemov 
Umbraco in Wordpress. V tem poglavju se bomo zato bolj osredotočili na pakete za Umbraco, 
uporabljene pri izdelavi projekta. Umbraco paketi, uporabljeni in opisani v tem podpoglavju, 
so: Umbraco FormEditor, LeBlender in Archetype. Vsi uporabljeni paketi so brezplačni in 
odprtokodni, njihovo izvirno kodo si lahko ogledamo na GithHub spletni strani. 
Namestitev paketa v Umbraco je zelo preprosta, možna sta dva načina: preko Umbraco 
zalednega sistema ali s pomočjo NuGet-a. Paketna namestitev preko zalednega sistema nudi od 
drugih uporabnikov ustvarjene pakete, ki se nahajajo v ekosistemu Umbraco in si jih lahko 
ogledamo tudi na njihovi spletni strani. Primer iskanja paketa v zaledju si lahko ogledamo na 
Slika 3.  
 
Slika 3: Iskalnik paketov v Umbraco zaledju 
Namestitev preko NuGet-a nam ravno tako omogoča dostop do paketov drugih uporabnikov, 
le-da se v tem primeru nahajajo na Microsoftovih strežnikih in za njihovo namestitev skrbi 
paketni upravljalec NuGet. Primer NuGet Umbraco paketa prikazuje Slika 4. 
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Slika 4: Primer Umbraco paketov v NuGet paketnem upravljalcu 
Ni nujno, da nudi paket obe različici namestitve. V našem primeru je bilo mogoče vse pakete 
dobiti preko NuGet-a, zato smo preko njega tudi namestili vse potrebne pakete. 
3.2.1. Urejevalnik obrazcev Umbraco FormEditor 
FormEditor [16] je brezplačen odprtokodni vtičnik za Umbraco, ki nam omogoča izgradnjo 
spletnih obrazcev. Z njegovo pomočjo v zaledju preprosto sestavimo želen obrazec iz 
obstoječih komponent, kot je razvidno na Slika 5. Posamezne vstavljene komponente nudijo 
možnost dodatnih nastavitev, ki vplivajo na delovanje obrazca in s katerimi obrazcu nastavimo 
želeno delovanje. V prikazovalniku za izpis obrazca želeni FormEditor kličemo preko 
psevdonima njegovega dokumentnega tipa. FormEditor poskrbi za izpis strukture forme in 
njeno delovanje ter hranjene ali preusmerjanje prejetih obrazcev. Obliko obrazca na obličju 
spletne strani oblikujemo kot vse ostale komponente strani. 
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Slika 5: Umbraco FormEditor sestavljanje obrazca v zalednem sistemu 
3.2.2. LeBlender 
Naslednji paket, ki smo ga uporabili v Umbracu, se imenuje LeBlender [17]. To je brezplačna 
odprtokodna razširitev za zaledje Umbraca, s katero lahko upravljamo mrežne urejevalnike 
(grid editors) [18]. LeBlender nam omogoča urejanje vseh mrežnih urejevalnikov ter izdelavo 
novih mrežnih urejevalnikov po meri, z želenimi podatkovnimi tipi. 
Za novo izdelane mrežne urejevalnike moramo sprogramirati prikazovalnik mrežnega 
urejevalnika (grid editor renderer); omogoča nam oblikovanje izpisa za obličje spletne strani 
in za Umbraco zaledje pri prikazu vsebine. 
3.2.3. Archetype 
Zadnji paket, ki smo ga namestili v Umbraco, je Archetype [1]. Paket nam omogoča uporabo 
urejevalnika lastnosti, s katerim lahko znotraj Umbraco zaledja ustvarimo podatkovni tip, v 
katerega lahko vstavimo druge urejevalnike lastnosti, ki so trenutno nameščeni v Umbracu. Na 
takšen način lahko v enem podatkovnem tipu ustvarimo ponavljajoč se skupek drugih 
podatkovnih tipov. S pomočjo Archetype lahko uporabniku zaledja omogočimo dodajanje, 
urejanje in brisanje vsebine s ponavljajočo se strukturo podatkovnih tipov. Na Slika 6 si lahko 
ogledamo primer vnosa vsebine v Archetype podatkovni tip - "Kontakt Social Contact List". 
Archetype urejevalnik nam omogoča tudi mnogo nastavitev, s katerimi si ustvarjen podatkovni 
tip prilagodimo do potankosti po naših zahtevah. 
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Slika 6: Archetype - primer vnosa ponavljajoče vsebine 
Umbraco nam od verzije 7.7 naprej omogoča lasten urejevalnik lastnosti, imenovan 
NestedContent, ki nudi podobne funkcionalnosti kot Archetype. Potrebno je omeniti, da je 
Archetype projekt arhiviran in paket ne omogoča več posodobitev. Za projekt smo si ga izbrali 
zato, ker se z njim hitro sestavi strukturo želenih podatkovnih tipov in je zelo preprost za 
uporabo in ker uporabljena Umbraco verzija še ni vsebovala NestedContent funkcionalnosti. 
3.2.4. ClientDependency Framework 
Kot zadnjo knjižnico, uporabljeno znotraj Umbraco projekta, bomo omenili ClientDependency 
Framework (CDF) [20]. CDF je v uporabljeni Umbraco verziji že vključen v instalaciji. CDF 
med izvajanjem Umbraco projekta skrbi za vključitev CSS in JavaScript datotek, potrebnih za 
delovanje in obliko spletne strani. 
ClientDependency Framework uporabimo tako, da v programski kodi znotraj projekta dodamo 
reference vseh glavnih komponent, ki jih želimo uporabiti na trenutno prikazani spletni strani. 
Skriptne reference dodamo s funkcijo ".RequiresJs(…)", reference na določeno oblikovno 
datoteko pa s funkcijo ".RequiresCss(…)". Umbraco med izvajanjem (sestavljanjem) spletne 
strani najprej takšne reference registrira in jih nato izpiše na želeno lokacijo. S funkcijama 
".RenderCssHere()" in ".RenderJsHere()" na želeno mesto izpišemo povezave do vseh 
oblikovnih in skriptnih datotek, vključenih v projektu. 
Za uporabo tega ogrodja na določenem prikazovalniku moramo v njem na začetku deklarirati 
"@using ClientDependency.Core.Mvc". 
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ClientDependency v razvojnem načinu izvajanja aplikacije izpiše povezave do skriptnih in 
oblikovnih datotek v spletno stran eno pod drugo. V produkcijskem načinu pa 
ClientDependency vse vnesene reference najprej brez-izgubno komprimira in jih v spletno stran 
doda kot skupno datoteko. Za večkratno vključevanje istih datotek nam ni treba skrbeti, saj se 
tudi pri večkratni referenci iste datoteke le-ta registrira in torej izpiše samo enkrat [4]. 
Če potegnemo črto, je prednost uporabe ClientDependency v tem, da lahko skriptne in 
oblikovne datoteke vključimo na tistem prikazovalniku, za katerega so namenjene. Na spletni 
strani imamo avtomatsko vključene samo tiste oblikovne in skriptne datoteke, ki so potrebne. 
Najpomembnejša funkcionalnost je, da se na produkcijski strani posamezne datoteke združijo 
v eno veliko. Pri prenosu čez omrežje je to velika prednost, saj je prenos ene velike stisnjene 
datoteke hitrejši kot prenos večjega števila manjših. 
3.3. LESS predprocesor za CSS 
Obliko strukture HTML strani definiramo s pomočjo slogovnega jezika CSS (Cascading Style 
Sheets). Zaradi lažje, hitrejše in bolj optimizirane izdelave stila za obličje spletne strani 
uporabljamo predprocesor za CSS. Uporaba predprocesorjev je toliko bolj pomembna pri večjih 
projektih, kjer je oblikovne kode veliko in se navadno določeni ukazi precej ponavljajo. 
Predprocesorji v CSS-ju so eden izmed ključnih orodij za lajšanje dela razvijalca pri procesu 
izdelave oblike spletne strani. 
Zelo pomembno je razumevanje uporabe predprocesorja za CSS, predvsem zaradi reševanja 
pomanjkljivosti CSS jezika. CSS slogovni jezik je v goli obliki zelo primitiven oziroma ne nudi 
funkcij za reševanje določenih problemov, predvsem v zapletenih ukazih. Za reševanje 
problemov, ki se pojavljajo pri uporabi CSS, nastopijo predprocesorji, ki nam nudijo 
naprednejše lastnosti. Predprocesor za CSS je višji sloj, ki pripomore pisanju bolj stabilne ter 
elastične kode. Izvirne kode za obliko spletne strani je na takšen način manj, je bolj pregledna 
in lažja za vzdrževanje. Koda za stil napisana s CSS predprocesorjem se nato prevede v navaden 
CSS, ki se uporablja na spletni strani. 
V projektu smo izbrali LESS [15], to je odprtokodni predprocesor za CSS. Datoteke, ki hranijo 
LESS obliko, imajo končnico ".less". Sintaksa LESS kode je takšna, da lahko v LESS kodi 
uporabimo navaden CSS. Nadgradnja LESS sintakse nad CSS nam omogoča uporabo 
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spremenljivk, operatorjev, funkcij in gnezdenja. Gnezdenje pri LESS sintaksi nam približa 
pisanje oblikovne kode, saj je takšna drevesna sintaksa bolj podobna HTML strukturi in si tako 
lažje vizualiziramo uporabo stila že med samo izdelavo.  
Primer LESS sintakse programske kode ter iz te prevedeni CSS ukaze, si lahko ogledamo na 
Programska koda 1. 
// LESS:  // -> compiled CSS: 
@barva-ozadje: #009EA4; | body { 
@sirina-md: 992px; |   background-color: #009EA4; 
 | } 
body { | body #section { 
  background-color: @barva-ozadje; |   height: 100vh; 
  #section { height: 100vh; } | } 
  .navigation { | body .navigation { 
    width: 100%; |   width: 100%; 
    opacity: 0.95; |   opacity: 0.95; 
    height: 40px; |   height: 40px; 
    @media(min-width:@sirina-md) { | } 
      height: 50px; | @media (min-width: 992px) { 
    } |   body .navigation { height: 50px; } 
    #logo { | } 
      padding: 10px 0; | body .navigation #logo { 
        &:hover { |   padding: 10px 0; 
          opacity: 0.8; | } 
          &:after { | body .navigation #logo:hover { 
            content: ''; |   opacity: 0.8; 
            background-color: #FFF; | } 
            width: 100px; | body .navigation #logo:hover:after { 
            height: 4px; |   content: ''; 
          } |   background-color: #FFF; 
        } |   height: 4px; 
      } | } 
    &.active { opacity: 1; } | body .navigation.active { 
  } |   opacity: 1; 
} | } 
 
Programska koda 1: Primer sintakse LESS kode (levo) in iz nje prevedene CSS (desno) 
3.4. JavaScript s knjižnico jQuery 
JavaScript (JS) je interpretiran (se izvaja sproti) programski jezik, najbolj poznan kot temeljni 
skriptni jezik za izdelavo dinamičnih spletnih strani. JavaScript nima vhodno izhodnih 
funkcionalnosti, zato potrebuje za delovanje aplikacijo, ki deluje kot gostitelj in na kateri se 
lahko JavaScript izvaja. Poleg izvajanja v spletnih brskalnikih ga lahko uporabljamo tudi v 
drugih okoljih. Delovanje JavaScript-a si najlažje predstavljamo na primeru izvajanja v 
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brskalniku, ki v našem primeru deluje kot aplikacija, ki skripti omogoča izvajanje ter vnos in 
izpis podatkov. [12] 
Spletna stran, izdelana samo v HTML-ju, je sama po sebi statična, za izdelavo dinamičnega 
konteksta strani zato uporabimo JavaScript, ki nam omogoča upravljanje z vsebino in strukturo 
spletne strani. Ena najpomembnejših funkcionalnosti JavaScript-a pri razvoju spletnih strani je 
omogočanje sprotne komunikacije odjemalca s strežnikom. Pri tem lahko uporabnik nemoteno 
pošilja in prejema informacije, brez vmesnega nalaganja strani. 
jQuery je majhna JavaScript knjižnica, katere namen je poenostavljena uporaba JavaScript-a 
pri izdelavi skript za spletne strani. V jQuery knjižnici najdemo veliko funkcionalnosti, ki nam 
zelo skrajšajo skriptno programsko kodo in omogočajo lažjo berljivost le-te. Največja prednost 
uporabe jQuery knjižnice je zelo poenostavljeno upravljanje s HTML strukturo in obliko 
spletne strani. [13] 
V projektu smo JavaScript z jQuery knjižnico uporabili za upravljanje določenih elementov, s 
katerimi smo ustvarili interaktivno obličje spletne strani. 
3.5. Bootstrap 
Bootstrap [11] je brezplačno odprtokodno programsko ogrodje. Ogrodje nudi številne 
komponente, namenjene učinkovitemu razvoju obličja spletnih strani. Funkcionalnosti 
Bootstrap-a nam olajšajo razvoj odzivnih spletnih strani, vse komponente so namreč privzeto 
odzivne na vseh pametnih telefonih in različnih ločljivostih zaslonov. Odzivnost omogoči, da 
spletna stran ali aplikacija zazna velikost ekrana, ki ga uporablja obiskovalec določene spletne 
strani in se njemu tudi primerno prilagodi. Bootstrap funkcionalnosti lahko uporabljamo v 
programskih jezikih: HTML, CSS ter JavaScript. V izvornih datotekah, ki jih lahko uporabimo 
v projektu, so tudi že določene spremenljivke, na primer določene širine ekranov, barve, pisave, 
ki jih lahko preko reference nato uporabljamo čez celotno obliko projekta in si s tem zelo 
poenotimo in poenostavimo razvoj. 
V našem projektu smo vključili izvorne datoteke Botstrap različice 3.4.1, zadnjo stabilno 
različica verzije v3 imenovano tudi Bootstrap 3. V Umbraco projekt smo izvorne datoteke 
namestili z uporabo NuGet paketa Bootstrap.LESS. 
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V projektu smo ostali na Bootstrap 3 iz dveh pomembnih razlogov. Prvi razlog je, da so izvorne 
datoteke pri različici 3 napisane v LESS programskem jeziku, pri Bootstrap 4 so namreč prešli 
na SASS. Drugi pomembnejši razlog je podpora starejših brskalnikov v Bootstrap 3, saj 
programsko ogrodje v verziji 4 ne zagotavlja podpore za starejše tipe brskalnikov in odzivne 
oblike na starejših napravah. V različici 3.4.1 so na voljo vse funkcionalnosti, ki smo jih 
potrebovali v opisanem projektu, zaradi česar se nam ni potrebno ukvarjati z vključevanjem 
višjih verzij. 
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4. Izdelava strani 
 
Slika 7: Skica strukture celotnega projekta 
Za lažjo vizualizacijo celotnega projekta smo na Slika 7 pripravili shemo strukture, kjer je 
predstavljena izdelava projekta in funkcija posameznih, kasneje opisanih delov. Slika 7 
predstavlja strukturo sistema Umbraco za upravljanje vsebin (kasneje CMS), v celoti 
izdelanega v programu Visual Studio. Za lažje razumevanje projekta smo strukturo razdelili na 
tri glavne dele: 
 Umbraco podatkovna baza 
 CMS zaledje (backend) 
 Visual Studio - datotečna struktura projekta: 
o Upravljanje izpisa strukture 
o Uporabniški izris obličja spletne strani (frontend) 
Podatkovna baza za Umbraco je prostor, v katerem se po večini hrani struktura, lastnosti in 
vsebina zalednega sistema. V shemo in delovanje podatkovne baze se ne bomo več kot toliko 
poglabljali, saj bo za potrebe tega projekta z njo upravljal samo Umbraco. 
V zalednem sistemu CMS-a bomo prikazali izdelavo celotne strukture od izdelave podatkovnih 
tipov, sestave dokumentnih tipov do ustvaritve strani in vnosa vsebine. 
Del projekta v Visual Studio je po večini izdelava programske kode spletne strani, razdelili smo 
ga na dva dela. V prvem delu razvijemo fizično strukturo strani in izdelamo prikazovalnike 
vsebine. V drugem se osredotočimo na oblikovanje obličja za prikaz spletne strani. 
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4.1. Postavitev projekta, namestitev sistema Umbraco in razširitev 
Umbraco bomo v projekt postavili preko paketnega upravitelja NuGet. Pri tem je priporočljivo 
imeti zadnjo verzijo Visual Studio in vseh njegovih komponent. 
Tako kot je razvidno na Slika 8, v VS najprej odpremo nov spletni projekt (Web project), 
ASP.NET Application (.NET Framework). Projekt poimenujemo, ga postavimo na želeno 
lokacijo v datotečnem sistemu ter nastavimo primerno programsko ogrodje (framework). 
Umbraco v7 potrebuje za delovanje .NET 4.5.0 ali višje programsko ogrodje. Med izdelavo 
projekta je bila zadnja verzija Umbraca še vedno v7. Sedaj pa lahko že omenimo, da je za 
projekt, v katerem želimo uporabljati nov Umbraco v8,  minimalna verzija programskega 
ogrodja ASP.NET 4.7.2 [5]. Pred postavitvijo projekta smo si pogledali specifike razvojnega in 
produkcijskega strežnika, na katerem bo spletna stran delovala, in preverili, če podpirata 
uporabljeno verzijo izbranega programskega ogrodja. Ker nam strežnik to omogoča in si s tem 
olajšamo kasnejše posodabljanje, smo si za projekt izbrali programsko ogrodje .NET 
Framework 4.7.2. 
 
Slika 8: Nov spletni projekt v Visual Studio 
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Izberemo prazno predlogo, kot na Slika 9, in nadaljujemo z izdelavo novega projekta. V tej fazi 
ni priporočljivo izbirati drugih ponujenih predlog, saj vsebujejo nekompatibilne različice MVC 
in JSON-a, za strukturo projekta in reference namreč poskrbi Umbraco pri namestitvi. 
 
Slika 9: Nov spletni projekt v VS, izbira predloge 
Po končanem koraku imamo ustvarjen nov prazen projekt, na katerega bomo s pomočjo 
upravitelja paketov NuGet namestili želeno verzijo sistema Umbraco. Pri tem koraku sem 
uporabil konzolo NuGet upravitelja paketov, možno pa je to storiti tudi preko vizualnega 
vmesnika.  
V konzoli NuGet-a s preprostim ukazom "Install-Package UmbracoCms" namestimo zadnjo 
različico Umbraco ali pa uporabimo ukaz "Install-Package UmbracoCms -Version 7.10.4" za 
namestitev želene različice, kot je to razvidno na Slika 10. 
 
Slika 10: NuGet konzolna namestitev Umbraco v prazen spletni projekt 
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Ko NuGet konča namestitev Umbraco v naši prazni programski rešitvi, se nam v Visual Studio 
odpre značilna datoteka Readme.txt, v kateri so nekatere informacije o nameščenem paketu in 
v katerem nas opozori, naj izgradimo projekt. V projektni strukturi lahko sedaj vidimo novo 
datotečno zgradbo našega Web Umbraco projekta, kot je to razvidno na Slika 11 na desni strani. 
 
Slika 11: Končana namestitev strukture Umbraco v .NET spletni projekt 
Po izgradnji projekt zaženemo brez razhroščevalnika v želenem brskalniku (v Visual Studio: 
Ctrl+F5), kjer nadaljujemo z namestitvijo Umbraco. V tem koraku dokončno namestimo 
Umbraco, mu določimo glavnega uporabnika (skrbnika) za zaledje CMS-a ter način dostopa in 
preverjanja uporabniške verodostojnosti za povezavo na podatkovno bazo, ki jo bo sistem 
uporabljal za delovanje. 
 
Slika 12: Nadaljnja namestitev Umbraco, ustvarjanje glavnega skrbnika za zaledje CMS-a 
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Za glavnega skrbnika zaledja si izberemo zahtevno geslo in takoj po inštalaciji ustvarimo 
drugega uporabnika, s katerim nato dostopamo do zaledja sistema. 
 
Slika 13: Nadaljnja namestitev Umbraco, konfiguracija dostopa do podatkovne baze 
Kot je razvidno iz Slika 13, imamo pri nastavitvi konfiguracije za podatkovno bazo več 
možnosti. Lahko uporabimo Microsoftovo kompaktno podatkovno bazo (SQL CE - SQL Server 
Compact), ki nam generira podatkovno zbirko kar v datoteko, ki se v našem projektu nato 
obnaša kot podatkovna baza. Na voljo imamo tudi Microsoft SQL Azure, ki je podatkovna baza 
Microsofta v oblaku, ter MySQL. Za projekt bomo uporabili Microsoft SQL server in se 
povezali na želeno instanco ter prej izdelano podatkovno bazo, ki jo bo nato Umbraco 
uporabljal. 
 
Slika 14: Nadaljnja namestitev Umbraco, izpolnjena konfiguracija dostopa do podatkovne baze 
Instanca, na kateri je bila podatkovna baza, ki jo uporabljam za projekt, je v tem primeru 
lokalna, saj sem na projektu delal sam. Če spletno stran razvija več ljudi, je smiselno instanco 
postaviti na strežnik, s katerega lahko do podatkovne baze dostopa kdorkoli z veljavno 
avtentikacijo. 
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Ko v kasnejših korakih razvoja spletne strani projekt postavimo na razvojni ter kasneje tudi na 
produkcijski server, se s tem spremeni (naredimo kopijo) tudi dostop določenega projekta do 
podatkovne baze. Pri Umbraco projektu je to zelo preprosto, saj samo spremenimo povezovalni 
niz (connection string) v Web.config datoteki znotraj korenske mape projekta. 
Na koncu nastavitev pri nameščanju imamo možnost izbire začetne teme, s katero si lahko 
pomagamo pri razvoju prvih strani v Umbraco, tako da preko nje spoznamo strukturo in način 
delovanja strani. Na naš projekt začetne teme nismo namestili, saj smo imeli strukturo in obliko 
strani že skrbno začrtano in smo hoteli, da je koda in struktura projekta karseda čista in 
pregledna. 
Po opravljenih vseh korakih konfiguracije Umbraco se nam CMS dokončno namesti. V projekt 
lahko začnemo postavljati še vse razširitve ter pripomočke, ki jih bomo potrebovali ali nam 
bodo olajšali delo pri razvoju spletne strani. 
V projekt bomo preko konzole NuGet upravitelja paketov namestili še naslednje dodatke:  
- Bootstrap.less framework, 
- FormEditor vtičnik, 
- Lecoati.LeBlender razširitev za zaledje, 
- Archetype razširitev za zaledje. 
Prvi paket, ki ga dodamo sveže nameščenemu Umbraco projektu, je Bootstrap.LESS s 
konzolnim ukazom "Install-Package Bootstrap.Less -Version 3.4.1". Kot lahko razberemo iz 
Slika 15, nam ta paket v projekt namesti izvorne LESS in JavaScript datoteke Bootstrap ogrodja 
ter jQuery knjižnico, potrebno za delovanje. Izvorne datoteke nato vključimo v obliko našega 
projekta kot module tam, kjer določen modul potrebujemo. Prednost takšnega načina uporabe 
Bootstrap-a proti vključevanju celotnega že izgrajenega ogrodja je, da s tem v projekt vključimo 
samo module, ki jih potrebujemo. S tem posledično zmanjšujemo količino prenesenih podatkov 
ob nalaganju spletne strani ter povečamo preglednost projekta, saj vedno točno vemo, kaj se v 
kodi oblike spletne strani uporablja. 
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Slika 15: Datotečna struktura projekta po namestitvi Bootstrap paketa 
Naslednji paket, ki ga dodamo projektu, je FormEditor za Umbraco vtičnik, namestimo ga s 
konzolnim ukazom "Install-Package FormEditor -Version 1.3.2.1". Ta vtičnik nam v zaledje 
Umbraco namesti nov urejevalnik lastnosti (Property editor), ki avtomatizira izgradnjo 
kontaktnih form iz html blokov. Editor skrbi tudi za hrambo prejetih sporočil in posredovanje 
sporočil naprej na željene naslove. Takoj po namestitvi lahko vtičnik začnemo uporabljati, 
način uporabe FormEditorja v našem projektu je opisan v naslednjem poglavju. 
Nato projektu dodamo še LeBlender razširitev za zaledje Umbraco s konzolnim ukazom 
"Install-Package Lecoati.LeBlender -Version 1.0.9.2". LeBlender pripomore k lažji izdelavi in 
preprostejšemu vzdrževanju Umbraco postavitvene mreže (v nadaljevanju tudi Grid layout). S 
pomočjo LeBlender-ja bomo v projektu z lahkoto ustvarili nove mrežne urejevalnike (Grid 
Editors) po meri za vsak del mreže v Grid layout-u. 
Archetype je zadnji paket, ki ga namestimo v projekt preko NuGet konzole. V konzoli 
uporabimo ukaz "Install-Package Archetype -Version 1.18.0". Ta paket nam namesti nov 
urejevalnik lastnosti (Property editor) tipa Archetype, ki omogoča izdelavo liste s katerimkoli 
urejevalnikom lastnosti. Urejevalnik nam nato pri izpolnjevanju omogoča ponavljajoč vpis 
vsebine v to listo. 
Po vsem zgoraj opisanem je priporočljivo, da na lokalnem IIS-u zaustavimo aplikacijo ter v 
Visual Studio projekt očistimo (Build - Clean Solutio), ponovno izgradimo (Build - Build 
Solution) ter na koncu ponovno zaženemo (Debug - Start Without Debugging). S tem se 
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izognemo napakam, do katerih lahko pride po namestitvi vseh vtičnikov in takojšnjem zagonu 
projekta. 
Sedaj imamo postavljen prazen Umbraco projekt z nameščenimi vsemi razširitvami in 
pripomočki, ki jih bomo potrebovali. V tem projektu lahko pričnemo s konkretnim razvojem 
naše spletne strani. 
4.2. Izdelava ogrodja ter vnos vsebine v zaledju CMS-a 
Po končanem postavljanju celotne platforme našega projekta (prejšnje poglavje) se lahko sedaj, 
ko imamo na voljo vsa orodja in programska ogrodja (frameworks), posvetimo postavljanju 
strukture v zaledju (backend) Umbraco. 
Za postavljanje zaledja je priporočljivo, da imamo že zamišljeno ter zarisano strukturo strani, 
od oblike za ekrane namiznih računalnikov do velikosti za mobilne telefon. Na takšen način si 
lahko že na začetku pripravimo kvalitetno strukturo, ki ji bomo kasneje tudi lažje oblikovali 
odzivno obličje (responsive frontend). 
Pri začetku izdelave strani smo si začrtali glavno strukturo spletne strani, razvidno na Slika 16, 
s katero si bomo v zaledju poenostavili izdelavo glavnih dokumentnih tipov (Document Types) 
s polji lastnosti (Document Types property) in v njih podatkovnih tipov (Data Types). V 
strukturi so razvidni glavni elementi: glava, noga, vsebina ter skriti elementi (meni in opozorilo 
za piškotke), označeno s prekinjeno črto. Glava in noga projekta sta fiksna elementa spletne 
strani in bi ob morebitnem dodajanju novih podstrani ostala ista. Skrita odseka za meni ter 
opozorilo za piškotke se na stran prikaže samo ob določenih pogojih. V odseku za vsebino se 
nam prikaže vsebina spletne strani; temu elementu bomo posvetili največ pozornosti. 
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Slika 16: Začrtana glavna struktura spletne strani 
Ker je za nas najpomembnejša in je njena izdelava najbolj kompleksna, smo si strukturo vsebine 
še podrobneje začrtali, razvidno na Slika 17. S to skico si bomo pomagali pri izdelavi Grid 
layout-a ter v njem vse potrebne urejevalnike za posamezen sektor. Sektor je del vsebine, ki 
predstavlja določen mrežni urejevalnik v mrežni postavitvi. 
V našem primeru so sektorji: 
 "Hero-banner", 
 "Dogodki", 
 "O-Nas", 
 "Določena-Vsebina", 
 "Sponzorji" ter 
 "Kontakt". 
Iz Slika 17 je razvidno tudi, kako smo si na začetku zamislili postavitev podatkovnih tipov za 
določen sektor. Podatkovni tipi znotraj oglatih oklepajev predstavljajo podatke, ki se lahko na 
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strani ponavljajo in jih hranimo znotraj Archetype podatkovnega tipa, ki nam to funkcionalnost 
omogoča. Ostali podatkovni tipi, ki so označeni z odebeljenim tekstom, predstavljajo specifične 
lastnosti s podatkovnim tipom, v katerem bomo hranili ostale podatke za določen sektor. 
 
 
Slika 17: Začrtana struktura vsebine strani ter pripadajoče podatkovne strukture za posamezen sektor 
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S to začrtano zasnovo imamo sedaj pripravljeno celotno strukturo strani in lahko pričnemo s 
konkretno izdelavo le-te v zaledju našega sistema. 
4.2.1. Ustvarjanje Umbraco dokumentnih tipov 
Umbraco dokumentni tip (Document Type) predstavlja definicijo podatkov za shranjevanje 
vsebine spletne strani v Umbraco zaledju. Dokumentni tip si lahko predstavljamo kot kontejner, 
v katerem bomo hranili podatke. Za hrambo specifičnega podatka v kontejnerju ustavljamo 
prostor, ki mu obliko določa Umbraco podatkovni tip (Data Type) in s tem določi, kakšen tip 
podatka prostor hrani. Vsaka spletna stran je unikatna in potrebuje različno shrambo podatkov, 
prilagojeno svojim potrebam. Na spletni strani potrebujemo za različne funkcionalnosti in 
podstrani ravno tako prostor, v kateremu bomo hranili podatke. Umbraco dokumentni tip 
predstavlja prostor s specifično obliko in tipom podatkov, ki nam določa, na kakšen način  v 
zaledju hranimo podatke. [19] 
V zaledju naše spletne strani začnemo postavljati strukturo s postavitvijo dokumentnih tipov. 
Ker smo ustvarili prazen projekt brez predlog in teme, izgleda trenutno zaledje z dokumentnimi 
tipi kot na Slika 18. Postavljeni so le dokumentni tipi za formo, ki so se ustvarili ob namestitvi 
FormEditor vtičnika za Umbraco. 
 
Slika 18: Umbraco zaledje s praznimi dokumentnimi tipi 
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Najprej ustvarimo korenski dokumentni tip in ga poimenujemo "LandingPage", Slika 19. Pri 
tem izberemo navaden dokumentni tip (ne Document Type without a template), saj nam le-ta 
ustvari tudi predlogo za prikaz strani na njej "UmbracoTemplatePage". 
 
Slika 19: Umbraco zaledje, dodajanje korenskega dokumentnega tipa 
Nato v dokumentnih tipih ustvarimo mapo z imenom "Compositions", v katero dodamo 
kompozite. Kompoziti so dokumentni tipi brez prikaznih strani, v katerih določimo želene 
lastnosti. Lastnost na dokumentnem tipu je polje z lastnim ključem, opisom in izbranim 
podatkovnim tipom. Kompozitni tip lahko nato uporabimo v kateremkoli dokumentnem tipu, s 
kompozitom prejme dokumentni tip tudi vsa polja lastnosti, ki temu kompozitu pripadajo. 
Z uporabo kompozita razdelamo strukturo dokumentnih tipov s pripadajočimi lastnostmi na 
strani na več kosov, takšna struktura je lepše pregledna in je kasneje na njej vzdrževanje in 
dodajanje novih stvari lažje [7]. Načelo je isto kot pri dedovanju objektov v objektnem 
programiranju. 
Dedovanje (inheritance) je ključni pojem v objektno naravnanih programskih jezikih, ki nam 
omogoča izpeljavo novih razredov iz obstoječih razredov. Glavna lastnost dedovanja je v tem, 
da nov razred z dedovanjem obstoječega prejme vse njegove metode in lastnosti, poleg njih pa 
lahko doda tudi svoje. Z dedovanjem v programski kodi omogočamo ponovno uporabo in se 
izognemo ponavljanju izdelave podobnih razredov. Na takšen način je koda bolj pregledna in 
na njej lažje opravljamo vzdrževanje [8]. 
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Slika 20: Umbraco zaledje, ustvarjeni kompoziti, vključeni v korenskem dokumentnem tipu 
Kot je razvidno iz Slika 20, imamo sedaj na korenskem dokumentnem tipu vstavljene vse želene 
kompozite, preko katerih se bo struktura strani napolnila z lastnostmi. To nas pripelje do 
naslednjega koraka izdelave zaledne strukture spletne strani, v katerem moramo kompozitom 
podati želene lastnosti z izbranimi podatkovnimi tipi. Tam bomo kasneje hranili podatke, ki jih 
potrebujemo na spletni strani. 
Najprej ustvarimo strukturo najbolj preprostim kompozitom: "Cookie", "Privacy Policy" ter 
"SEO". Vsem dodanim lastnostim dodelimo lastno ime, ključ in želeni podatkovni tip. Za vse 
lastnosti v teh kompozitnih dokumentnih tipih uporabimo že obstoječe podatkovne tipe: 
"Textstring", "Textarea", "Richtext editor" ter "Tags". 
Na Slika 21 lahko na korenskem dokumentnem tipu vidimo dedovane lastnosti kompozitov po 
tem, ko smo jih v kompozitih lastnosti ustvarili. 
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Slika 21: Umbraco zaledje, struktura korenskega dokumentnega tipa po dodajanju lastnosti v 
kompozite 
V naslednjem koraku začnemo v projektu postavljati mrežno strukturo (grid), ki bo osnova za 
prikaz vsebine na naši spletni strani. Za vključitev mrežne strukture na stran moramo najprej v 
kompozitu mrežnega urejevalnika (ki je že dodan v korenu) dodati lastnost, ki jo poimenujemo 
"Page Grid", in v njej ustvariti podatkovni tip "Grid layout". V tem podatkovnem tipu bomo 
kasneje dodajali ustvarjene urejevalnike mreže in konfigurirali njihov prikaz v zalednem 
sistemu. Za boljšo urejenost zaledja in preglednost mrežnih urejevalnikov ustvarimo v mapi s 
podatkovnimi tipi novo mapo z imenom "Theme". V njej bomo hranili vse podatkovne tipe, ki 
jih bomo uporabljali samo na mrežnih urejevalnikih, vanjo premaknemo tudi "Grid layout". 
4.2.2. Dodajanje začrtanih Umbraco podatkovnih tipov 
Preden začnemo z dodajanjem novih mrežnih urejevalnikov, bomo zaradi lažjega poteka dela 
najprej ustvarili podatkovne tipe za vse ponavljajoče podatkovne tipe znotraj mrežnih 
urejevalnikov. Umbraco podatkovni tip (Data Type) določa vrsto vnosa za določeno lastnost v 
dokumentnem tipu. 
Potrebujemo štiri nove Archtype podatkovne tipe, ki so v Slika 17 poimenovani: 
 "Hero Banner Data Type", 
 "Dogodki Data Type", 
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 "Linked Image List Data Type", 
 "Dolocena Vsebina Data Type". 
Nove Archtape podatkovne tipe bomo ustvarili znotraj mape "Theme", iz sheme je razvidno 
tudi, kakšne podatkovne tipe mora vsak nov Archtype vsebovati. 
 
Slika 22: Umbraco zaledje, "Hero Banner Data Type" ponavljajoč podatkovni tip 
4.2.3. Ustvarjanje mrežnih urejevalnikov in postavitev na mrežno strukturo 
Sedaj, ko imamo v zalednem sistemu postavljeno mrežno strukturo in vse predhodno začrtane 
Umbraco podatkovne tipe, lahko na njo začnemo postavljati urejevalnike mreže. Umbraco ima 
v osnovi nekaj osnovnih mrežnih urejevalnikov; s tem ko smo v projekt namestili vtičnik 
LeBlender, lahko v zaledju ustvarimo lastne urejevalnike z želenimi podatkovnimi tipi. Nov 
mrežni urejevalnik ustvarimo v zalednem sistemu pod odsekom "Developer" na sekciji "Grid 
Editors", kot je prikazano na Slika 23. 
 
Slika 23: Umbraco zaledje, dodajanje novega mrežnega urejevalnika 
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Po začetno začrtani shemi vsebine na spletni strani, kar je razvidno iz Slika 17, potrebujemo v 
našem projektu šest takšnih, po meri ustvarjenih urejevalnikov. Po tej shemi se bomo ozirali 
tudi pri sestavi posameznega mrežnega urejevalnika, saj je v njej zapisano, kakšne podatkovne 
tipe za hrambo podatkov potrebuje določen urejevalnik. 
Kot je razvidno na levi strani Slika 24, so novo ustvarjeni mrežni urejevalniki: 
 "Hero Banner", 
 "Dogodki", 
 "O Nas", 
 "Dolocena Vsebina", 
 "Sponzorji" ter 
 "Kontakt". 
Postopek ustvarjanje novega mrežnega urejevalnika 
Ko ustvarimo nov mrežni urejevalnik, najprej vnesemo njegovo ime, desna stran na Slika 24. 
Nato vsakemu mrežnemu urejevalniku izberemo tip urejevalnika "LeBlender Editor", da se 
urejevalnik nato obnaša kot LeBlender mrežni urejevalnik in lahko na njega dodajamo želene 
lastnosti s podatkovnimi tipi. Urejevalniku dodamo unikatni psevdonim (alias), ki se prevzeto 
nastavi po vpisanem imenu urejevalnika. Nastavimo ime prikazovalnika (render), s katerim 
povemo urejevalniku, kateri prikazovalnik v kodi projekta skrbi za izpis vsebine. Po želji lahko 
mrežnemu urejevalniku izberemo ikono in barvo ikone; na takšen način pri dodajanju vsebine 
in upravljanju z urejevalniki hitreje prepoznamo želenega. Nato mrežnemu urejevalniku 
dodamo še lastnosti, jim določimo podatkovni tip ter ime in unikaten psevdonim, s katerim 
bomo posamezno lastnost v prikazovalniku prepoznali in poskrbeli za izpis njene vsebine. 
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Slika 24: Umbraco zaledje, novo ustvarjeni mrežni urejevalniki (levo) ter prikaz strukture urejevalnika 
"Hero Banner" (desno) 
Postopek dodajanja mrežnih urejevalnikov na mrežno strukturo 
Vse na novo ustvarjene mrežne urejevalnike sedaj postavimo na podatkovni tip Grid Layout, ki 
je že vključen v kompozitu strani "Grid Editor". Vsakemu urejevalniku v mreži dodamo novo 
polje in za to polje določimo samo ta specifičen urejevalnik; na takšen način je pri vnosu 
vsebine lažje poiskati specifičen urejevalnik. Urejevalniku na mreži lahko nastavimo, koliko 
vrstic in stolpcev želimo, da zasede na mreži pri izrisu spletne strani, ter omejimo maksimalno 
število elementov, ki jih pri vnosu vsebine lahko dodamo na posamezen urejevalnik. 
S tem smo zaključili izdelavo začrtanega ogrodja projekta v zaledju Umbraco CMS-a. 
4.2.4. Postavitev strukture Umbraco zaledja in vnos vsebine 
Po končani izdelavi celotne strukture lahko sedaj pričnemo s postavitvijo elementov, iz 
predhodno ustvarjenih dokumentnih tipov ter vnosom vsebine. 
V zaledju Umbraco sistema, pod zavihkom vsebina "Content", najprej ustvarimo nov korenski 
element dokumentnega tipa "LandingPage", poimenujemo ga "Predstavitvena Spletna Stran". 
Pod korenskim elementom sedaj dodamo nov element dokumentnega tipa "Form", v njem se 
nam pojavi prazen kontaktni obrazec. V kontaktni obrazec vstavimo želena polja, po končanem 
vnosu in nastavitvah izgleda v zaledju obrazec kot na Slika 25. 
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Slika 25: Umbraco zaledje, vnos vsebine kontaktne forme 
Nato v korenskem elementu z vsebino izpolnimo zavihke "Cookie", "Privacy Policy" ter 
"SEO". Na koncu, kot je razvidno na Slika 26, v zavihku "Grid", začnemo z mrežnimi 
urejevalniki sestavljati strukturo strani na mrežo ter vanjo vnašati vsebino. 
 
Slika 26: Umbraco zaledje, vnos vsebine na mrežo spletne strani 
Trenutno se nam v zaledju pri vnosu vsebine v posamezen sektor ne izpiše še nič. Za izpis 
vsebine mrežnih urejevalnikov v zaledju moramo ročno sprogramirati prikazovalnik, ravno 
tako kot za prikaz vsebine na sami spletni strani. Več o tem je opisano v naslednjem poglavju, 
pri prikazu izdelave prikazovalnika za določen mrežni prikazovalnik. 
4.3. Upravljanje izpisa podatkov v strukturo HTML-ja 
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V tem poglavju bomo opisali potrebno upravljanje s podatki ob prehodu iz zaledja CMS do 
integracije podatkov v želeno HTML strukturo, potrebno za izgradnjo spletne strani. V skici 
strukture celotnega projekta, na Slika 7, zajema to poglavje del pod odsekom "Visual Studio - 
Struktura MVC projekta". 
V razdelkih programske kode znotraj tega poglavja se bomo prvič srečali s C# Razor View 
Engine sintakso. Razor View Engine je eden izmed načinov razvoja spletnih ASP.NET MVC 
aplikacij. Omogoča nam izdelavo prikazovalnikov (Views) s pomočjo C# programske kode, 
kombinirane s HTML strukturo. Datoteke prikazovalnikov, izdelane s C# Razor sintakso, 
prepoznamo po končnici ".cshtml".[3] 
Za potrebe prikaza programske kode v opisnem delu diplomske naloge sem zaradi preglednosti 
iz nekaterih prikazanih programskih kod odstranil ali prilagodil določene dele kode, ki za opisan 
kontekst niso toliko pomembni. Pri odstranjevanju sem največkrat HTML značkam izločil 
nadomestno besedilo (alt text), za razumevanje konteksta pa odstranil nekatere CSS razrede ali 
predele HTML strukture. Prav tako sem spremenil ali posplošil tudi nekatera imena razredov, 
spremenljivk ali funkcij v C# sintaksi, znotraj določenih prikazov programske kode. 
4.3.1. Izdelava korenskega prikazovalnika 
Najprej smo izdelali korenski prikazovalnik, v katerem se izgradi celotna spletna stran. Na ta 
prikazovalnik smo nato vključili posamezne dele strani, tako da je projekt karseda blokovno 
sestavljen. Kot blokovno sestavljen je mišljeno, da vsak posamezni predel kode (blok) 
razdelimo v svoje mape in datoteke, v katerih navežemo želene CSS in JavaScript datoteke, ki 
skrbijo samo za izris določenega bloka. Če je kode v datoteki samega bloka veliko, je primerno 
tudi samo strukturo razdeliti na več funkcij. Za bloke, ki se po projektu ponavljajo, poskrbimo 
tako, da se na njih sklicujemo izključno iz enega mesta, ki ima kodo za obliko ravno tako 
napisano samo enkrat. Na takšen način bo projekt bolj pregleden. Najpomembnejše pri takšnem 
načinu izdelave je, da nam je v prihodnosti zelo olajšano vzdrževanje celotnega projekta. 
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@using ClientDependency.Core.Mvc 
@inherits Umbraco.Web.Mvc.UmbracoTemplatePage<IPublishedContent> 
@{ Layout = null; } 
<!DOCTYPE html> 
<html lang="en-SI"> 
    <head> 
        @Html.Partial("Header") 
    </head> 
    <body> 
        <header> 
            @Html.Partial("Navigation/Navigation") 
        </header> 
 
        @Model.Content.GetGridHtml(Html, "pageGrid", "bootstrap3") 
 
        <footer> 
            @Html.Partial("Footer/Footer") 
        </footer> 
        @Html.Partial("GlobalModals/cookieWarning") 
        @Html.RenderJsHere() 
    </body> 
</html>  
Programska koda 2: Korenski prikazovalnik spletne strani v datoteki "LandingPage.cshtml" 
V odrezku Programska koda 2 je koda korenskega prikazovalnika celotne spletne strani. Kot 
sem že zgoraj opisal, je celoten projekt razdelan po blokih kode. 
V korenskem prikazovalniku kličemo želene bloke programske kode in na tak način sestavimo 
želeno strukturo strani. V korenskem prikazovalniku sestavimo glavno HTML strukturo, 
znotraj nje nato kličemo še štiri bloke kode (Partial View) ter prikazovalnik vseh mrežnih 
urejevalnikov, prikazan s funkcijo ".GetGridHtml(…)". 
Bloki kode, vključeni v korenskem prikazovalniku spletne starani, so: 
 "Header" blok, 
 "Navigation" blok, 
 "Footer" blok ter 
 "cookieWarning" blok. 
Prikazovalniku vseh mrežnih urejevalnikov kot prvi argument "pageGrid" povemo psevdonim 
dokumentnega tipa "Grid Editor". Drugi argument "bootstrap3" je sklic na določeno predlogo, 
ki poskrbi, da se katerikoli mrežni urejevalniki umesti na Bootstrap mrežo in le-to vključi na 
želeni lokaciji na spletni strani. 
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Katere prikazovalnike mrežnih urejevalnikov bo prikazovalnik vseh mrežnih urejevalnikov 
vključil v izpis, smo določili v zaledju pod zavihkom vsebine, ker smo jih vstavili na 
dokumentni tip "Grid Editor" (s psevdonimom "pageGrid"). Vsi v projektu ustvarjeni 
prikazovalniki mrežnih urejevalnikov so opisani kasneje v tem poglavju. 
V našem primeru nam mrežne urejevalnike, določene pod vsebino v zaledju, postavi na 
Bootstrap mrežo in izpiše med "<HEADER>" in "<FOOTER>" znački v telesu spletne strani. 
Na koncu datoteke korenskega prikazovalnika nam je ostala še ena funkcija z imenom 
".RenderJsHere()". Funkcija je del ClientDependency funkcionalnosti in na spletno stran izpiše 
povezave do vseh referenc skriptnih datotek, vključenih v projektu. Izpis skriptnih datotek 
postavimo na konec celotne HTML strukture, saj želimo, da se najprej naloži celotna struktura 
strani in oblika, nato pa skripte. Premik skript in povezav do skriptnih datotek na konec 
strukture izvedemo, saj se skripte ne morejo izvajati, dokler se celotna HTML struktura na 
uporabniški strani ne naloži. V tem času pa je z uporabniškega vidika bolje, da ima pred seboj 
vsaj pravilno sestavljeno stran s pravilno obliko, čeprav še ni odzivna. 
V izpisu strukture korenskega prikazovalnika lahko razberemo prehod podatkov iz zaledja 
CMS-a v MVC strukturo projekta, razvidnega tudi na Slika 7. 
4.3.2. Izdelava blokov kode 
Blok kode (Partial View) skrbi za izpis dela kode na želenem odseku strukture spletne strani. 
V naslednjih odstavkih si bomo podrobneje ogledali posamezen blok ter sproti opisali 
posebnosti in funkcionalnosti programske kode vsakega. 
Izdelava bloka kode "Header" 
V Programska koda 3 si lahko ogledamo blok "Header", ki skrbi za vključitev kode v glavo 
HTML strukture strani, med značkama "<HEAD>". 
V tem bloku kode v projektu najprej dodamo reference vseh glavnih CSS in JS komponent, ki 
se bodo uporabljale na celotni spletni strani. Takšne reference uporabljamo tudi na ostalih 
blokih kode, kjer se skripta ali oblika nanaša oziroma uporablja izključno za tisti blok. Na koncu 
bloka kode "Header" s funkcijo ".RenderCssHere()" izpišemo povezave do vseh oblikovnih 
datotek, vključenih v projekt. Funkcionalnost, vključena v Umbraco, ki opravlja to dejavnost, 
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se imenuje ClientDependency Framework. Deklaracijo za uporabno CFD, "@using 
ClientDependency.Core.Mvc", lahko opazimo na skoraj vseh naslednjih primerih kode 
prikazovalnikov. 
V kodi bloka "Header" preko psevdonimov iz podatkovne strukture SEO v zaledju preberemo: 
ime, vsebino in ključne besede spletne strani, ter jih izpišemo kot metapodatke v HTML 
strukturo glave. 
Podatke iz zaledja na strukturo prikazovalnika preberemo s pomočjo funkcije 
".GetPropertyValue<>("psevdonim")", kateri določimo, v kakšnem podatkovnem tipu želimo 
dobiti vsebino nazaj; kot argument ji podamo psevdonim želenega elementa iz zaledja. 
@using ClientDependency.Core.Mvc 
@inherits UmbracoTemplatePage 
@{ 
    Html.RequiresJs("~/scripts/jquery-1.9.1.min.js", 1) 
        .RequiresJs("~/Scripts/bootstrap.min.js", 2) 
        .RequiresCss("~/Content/Theme/master.min.css") 
        .RequiresJs("~/JS/FormEditor/FormEditorSync.min.js") 
        .RequiresJs("~/scripts/Theme/master.min.js"); 
    var pageName = Model.Content.GetPropertyValue<string>("pageName"); 
    var pageDesc = Model.Content.GetPropertyValue<string>("pageDescription"); 
    var pageKeys = string.Join( ",", 
                       Model.Content.GetPropertyValue<string[]>("pageKeywords")  
                   ); 
} 
<meta charset="utf-8"> 
<meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
<title>@pageName</title> 
<meta name="description" content="@pageDesc"> 
<meta name="keywords" content="@pageKeys"> 
<meta name="author" content="Bor"> 
<meta name="robots" content=“index,follow,noodp”> 
<meta name="viewport" content="width=device-width, initial-scale=1.0"> 
<link rel="shortcut icon" href="~/Content/image/favicon.png" type="image/x-icon"> 
<link rel="icon" href="~/Content/image/favicon.png" type="image/x-icon"> 
@Html.RenderCssHere() 
 
Programska koda 3: Blok kode v datoteki "Header.cshtml" 
Izdelava bloka kode "Navigation" 
V korenski prikazovalnik vključen blok kode "Navigation" v spletno stran implementira 
navigacijo ter menu spletne strani. 
V Programska koda 4 je zaradi lažjega prikaza poleg navigacije vključen tudi del kode menuja, 
ki je sicer v projektu ločen blok kode, na katerega se sklicujemo iz "Navigation" bloka. 
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Kot v prejšnjem bloku kode tudi tukaj najprej vključimo reference za oblikovne in skriptne 
datoteke, ki skrbijo za obliko navigacije in menuja. V skriptnih datotekah navigacije in menuja 
so spisane funkcije, namenjene animaciji navigacije ob pomikanju po strani ter animiranemu 
odpiranju menuja. 
Za trenutek se ustavimo zraven predelov kode za odpiranje povezav v novem oknu in se 
osredotočimo na predel kode z oznako "rel="noopener noreferrer"". S to značko v HTML 
preprečimo na uporabniški strani izkoriščanje ranljivosti, pri kateri ob odpiranju novega okna 
z drugo spletno stranjo le-ta lahko upravlja z vsebino naše strani in posledično pride tudi do 
podatkov trenutnega uporabnika strani. Taka vrsta napada na spletno stran se imenuje Reverse 
Tabnabbing [2]. 
Ker želimo celotno stran postaviti kar se da varno, smo zato pazili, da smo "noopener 
noreferrer" značko uporabili povsod na strani, kjer smo z linkom odprli neko stran v drugem 
zavihku. Ostala koda navigacije nima drugih posebnosti, večina dela je bila pri tem odseku 
opravljena pri obliki in animaciji. 
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@using ClientDependency.Core.Mvc 
@inherits UmbracoTemplatePage 
@{ 
  Html.RequiresCss("~/Content/Theme/Navigation/navbar.min.css") 
      .RequiresCss("~/Content/Theme/Navigation/hamburger.min.css") 
      .RequiresJs("~/Scripts/Theme/navigation.min.js") 
      .RequiresCss("~/Content/Theme/Navigation/navbaroverlay.min.css"); ; 
} 
<div id="navbar"> 
  <a href="#hero"><img src="~/Content/image/logo.png" id="logo"></a> 
  <div id="navmenu"> 
    <a href="..." rel="noopener noreferrer" target="_blank"><img src="…fb.png"> </a> 
    <a href="..." rel="noopener noreferrer" target="_blank"><img src="…ig.png"> </a> 
    <a href="..."> <img src="~/Content/image/phone.png"> </a> 
    <div id="hamburger" onclick="openNav()"> 
      <div class="hamburger"> 
        <div class="zg"></div> <div class="sr"></div><div class="sp"></div> 
      </div> 
    </div> 
  </div> 
</div> 
<div id="myNav" class="overlay"> 
  <div class="fadelevo" onclick="closeNav()"></div> 
  <div class="overlay-content"> 
    <a href="#dogodki">Dogodki</a> <hr /> 
    <a href="#onas">O nas</a> <hr /> 
    <a href="#sup">SUP Adventure</a> <hr /> 
    <a href="#ZemModal" data-toggle="modal" data-target="#ZemldModal">Kje</a><hr /> 
    <a href="#sponzorji">Sponzorji</a> <hr /> 
    <a href="#kontakt">Kontakt</a> <hr /> 
    <a href="javascript:void(0)" class="closebtn" onclick="closeNav()">×</a>a 
  </div> 
</div> 
 
Programska koda 4: Blok kode v datoteki Navigation.cshtml in MenuModalView.cshtml, prikazan kot 
skupen razdelek kode 
Izdelava bloka kode "Footer" 
Sledi "Footer" blok kode, v našem primeru zelo preprosta datoteka, ki vsebuje predlogo z lastno 
strukturo in referenco na svojo oblikovno datoteko. Skrbi za izpis noge spletne strani.  
Izdelava bloka kode "cookieWarning" 
Blok kode "cookieWarning", razviden na Programska koda 5, skrbi za izpis opozorila za 
piškotke na spletni strani. 
Blok najprej preveri, če ima uporabnik že nastavljen piškotek; tega nastavimo s skripto, ko 
uporabnik potrdi uporabo piškotkov. 
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Če je piškotek že prisoten, nam opozorila ni treba prikazati in v tem primeru blok preskoči. To 
pomeni, da se na izrisano stran ne doda strukture bloka niti referenc za oblikovne ter skriptne 
datoteke. 
V primeru, ko piškotek še ni nastavljen, najprej dodamo reference za skriptne in oblikovno 
datoteko. Nato izpišemo HTML strukturo opozorila za piškotke na strani in spodaj dodamo še 
kodo za pojavno okno, s podatki o politiki piškotkov na spletni strani. 
Za strukturo pojavnega okna uporabimo funkcionalnost Bootstrapa, imenovano Modal. 
Bootstrap pojavno okno deluje tako, da okno na strani ni vidno, vidnost okna nato določamo 
po želji. Ta funkcionalnost je zelo uporabna za hiter prikaz dodatnih informacij uporabniku. 
@inherits Umbraco.Web.Mvc.UmbracoTemplatePage<IPublishedContent> 
@{ 
   if (Request.Params.Get("CookiesOptedIn") == "1") { return; } 
   Html.RequiresCss("~/Content/Theme/cookiewarning.min.css") 
       .RequiresJs("~/scripts/Theme/cookie/js.cookie.min.js") 
       .RequiresJs("~/scripts/Theme/cookie/cookieWarning.js"); 
   var page = Model.Content; 
   var cookieTitle = Model.Content.GetPropertyValue<string>("cookieTitle"); 
   var cookieText  = Model.Content.GetPropertyValue<string>("cookieText"); 
} 
<div id="CookieWarning" class="CookieWarning" style="opacity: 1;"> 
  <span class="Mesage">Spletno mesto uporablja piškotke...span> 
  <span class="btnMore" data-toggle="modal" data-target="#CookieModal"> Več </span> 
  <span class="ButtonAccept"> Razumem </span> 
</div> 
<div class="CookieModal modal fade" id="CookieModal" aria-hidden="true"> 
  <div class="modal-dialog Cookie-dialog"> 
    <div class="modal-content Cookie"> 
      <div class="container"> 
        <div class="modal-header"><button data-dismiss="modal">&times;</button></div> 
        <div class="modal-body"> 
          <h2 class="modalTitle">@cookieTitle</h2> 
          @Html.Raw( cookieText ) 
        </div> 
      </div> 
    </div> 
  </div> 
</div> 
 
Programska koda 5: Blok kode v datoteki "cookieWarning.cshtml" 
4.3.3. Izgradnja prikazovalnikov mrežnih urejevalnikov 
V tem poglavju bomo opisali delovanje prikazovalnikov LeBlender mrežnih urejevalnikov. Kot 
je omenjeno v opisu izdelave korenskega prikazovalnika, se prikazovalniki za mrežne 
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urejevalnike izvršijo in sestavijo na mrežo ob klicu funkcije ".GetGridHtml(…)" v korenskem 
prikazovalniku. 
Mrežni urejevalniki, ki jim v projektu moramo ustvariti prikazovalnik, so tisti, ki smo jih v 
poglavju 4.2 opisali med sestavljanjem ter polnjenjem z vsebino. 
Tako kot vso vsebino, ki jo želimo prikazati na spletni strani, moramo tudi za mrežne 
prikazovalnike ustvariti določeno strukturo in obliko. Pri mrežnih prikazovalnikih moramo 
ustvariti strukturo za prikaz strani na uporabniški strani in za prikaz vnesenih podatkov zaledju 
CMS-a. Prikazali bomo izdelavo vseh šestih prikazovalnikov mrežnih vsebin, to so: 
 "hero-banner.cshtml", 
 "dogodki.cshtml", 
 "o-nas.cshtml", 
 "dolocenavsebina.cshtml", 
 "sponzorji.cshtml" ter 
 "kontakt.cshtml". 
Izdelava "hero-banner" prikazovalnika mrežnega urejevalnika 
Najprej vzamemo v vpogled prikazovalnik prvega dela mreže spletne strani "hero-banner". 
Izvleček programske kode njegove strukture si lahko ogledamo v Programska koda 6. 
V programski kodi najprej opazimo drugačen uporabljen model za stran, kot na prejšnjih 
primerih; v prejšnjih primerih je bil model "IPublishedContent", sedaj pa na strani 
implementiramo model "LeBlenderModel". To pogojuje uporaba LeBlender-ja in načina, kako 
Umbraco vrača njegovo vsebino iz zaledja. V primeru prikazovalnikov mrežnih urejevalnikov 
moramo za branje vsebine na vseh prikazovalnik implementirati "LeBlenderModel" model. 
V "hero-baner"-ju iz zaledja mrežnega urejevalnika pridobimo lastnost s psevdonimom "hero", 
ki predstavlja po meri ustvarjen podatkovni tip "Hero Banner Data Type". 
V našem projektu so vsi po meri narejeni podatkovni tipi v osnovi Archtype urejevalniki 
lastnosti, ki nam v zaledju omogočajo vnos ponavljajoče se vsebine. Pridobljene vsebine 
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podatkovnih tipov, ki so v osnovi Archtype urejevalniki lastnosti, so podatkovnega tipa 
"ArchetypeModel". Za pridobitev podatkov znotraj takšnega modela je najprimernejši način 
iteracija, pri čemer lahko izpis oblikujemo in prilagodimo želeni obliki v HTML strukturi. 
Sedaj ko imamo v podatkovni kodi pridobljen model podatkov za ta mrežni urejevalnik, lahko 
začnemo z izpisom. Kot je že zgoraj omenjeno, potrebujemo pri teh tipih prikazovalnikov izpis 
strukture tako za uporabnika na obličju strani kot za vnašalca vsebine v zaledju. V 
prikazovalnikih mrežnih urejevalnikov lahko ugotovimo, ali se koda izvaja za obličje z uporabo 
funkcije ".IsFrontEnd()" iz modela "LeBlenderModel", implementiranega na prikazu. 
S pomočjo funkcionalnosti "@helper", iz Razor sintakse razdelimo prikazovalnik na dva dela. 
Omenjena funkcionalnost nam omogoča v Razor dokumentih razdeliti programsko kodo v 
nekakšne odseke, ki jih nato prikažemo, kjer želimo. Funkcionalnost ne deluje kot funkcija, ker 
nam ne vrača vrednosti, ampak ji lahko dodelimo celoten predel programske kode s HTML 
strukturo in Razor sintakso. Celoten predel se nam izvede tam, kjer funkcionalnost kličemo. 
V "hero-banner" prikazovalniku s pomočjo zgoraj opisane funkcionalnosti razdelimo prikazano 
strukturo na zaledni del, ki ga izvede "@renderAdmin(content)", ter obličje, ki ga izvede 
"@renderFront(content)". 
V vseh prikazovalnikih mrežnih urejevalnikov v tem projektu izvajamo vsebino za zaledje in 
za obličje na isti način. Razlika je le v podatkovnemu tipu in številu spremenljivk, 
posredovanim v funkcionalnost "@helper". Kot lahko opazimo v programski kodi, navedemo 
referenco do oblikovne datoteke za ta prikazovalnik samo v primeru izvršitve obličja spletne 
strani. 
V funkcionalnosti "renderFront(…)" z iteracijo čez podano "ArchetypeModel" spremenljivko 
izpišemo naslove slik v strukturo Carousel-a. Carousel je komponenta Bootstrap programskega 
okolja, ki na spletni strani podatke izriše kot krožno diaprojekcijo vsebine (slideshow). Naloga 
"hero-banner" prikazovalnika za obličje spletne strani je prikaz diaprojekcije slik čez celoten 
ekran brskalnika. 
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@using Archetype.Models 
@using ClientDependency.Core.Mvc 
@inherits UmbracoViewPage<Lecoati.LeBlender.Extension.Models.LeBlenderModel> 
@{ 
  var content = Model.Items.FirstOrDefault().GetValue<ArchetypeModel>("hero"); 
  if (Lecoati.LeBlender.Extension.Helper.IsFrontEnd()) { 
      Html.RequiresCss("~/Content/Theme/Grid/hero.min.css"); 
      @renderFront(content) 
  } else { @renderAdmin(content) } 
} 
@helper renderAdmin(ArchetypeModel content) { @* Izpis za backand - naslovi: *@ 
  <p>HERO-BANNER</p> 
  <ul> @foreach (var n in content) { <li>@n.GetValue("naslovEventa")</li> } </ul> 
} 
@helper renderFront(ArchetypeModel content) { @* Izpis za frontend: *@ 
  var i = 0; 
  <div class="carousel slide" data-ride="carousel" id="carousel-1" data-pause="false"> 
   <div class="carousel-inner" role="listbox"> 
    @foreach (var x in content.Fieldsets) { 
       var slika = x.GetValue<IPublishedContent>("backgroundImageEventa"); 
       <div class="item@( (i++ == 0) ? " active" : "" )"> 
         <div style="background-image: url(@((slika!=null) ? slika.Url : ""));"> </div> 
       </div> 
     } 
   </div> 
  </div> 
  <a href="#" id="puscica-nazaj" class="link0nav"><div id="gumb-nazaj"></div></a> 
  <div id="gumb-naprej"><a href="#dogodki" id="puscica-naprej">DOGODKI</a></div> 
}  
Programska koda 6: Izvleček bloka kode prikazovalnika mrežnega urejevalnika "hero-banner.cshtml" 
Izdelava "dogodki" prikazovalnika mrežnega urejevalnika 
Izvleček kode prikazovalnika "dogodki" si lahko ogledamo v Programska koda 7. 
Kot v prejšnjem primeru tudi tokrat najprej preberemo podatke, nato se izvajanje razčleni na 
prikaz za obličje ter prikaz za zaledje. 
Pri prikazu obličja najprej dodamo reference do oblikovne in skriptne datoteke ter tako kot v 
primeru "hero-baner" podatke izpišemo v Bootstrap Carousel strukturo. Razlika je, da temu 
prikazovalniku izpišemo v strukturo še nekaj podatkov ter da je delovanje, HTML struktura in 
oblika te krožne diaprojekcije precej spremenjena od originala. 
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@using Archetype.Models 
@using ClientDependency.Core.Mvc 
@inherits UmbracoViewPage<Lecoati.LeBlender.Extension.Models.LeBlenderModel> 
@{ 
  var content = Model.Items.FirstOrDefault().GetValue<ArchetypeModel>("dogodkiLista"); 
  var dogodkiNaslov = Model.Items.First().GetValue<string>("dogodkiNaslov"); 
  if (Lecoati.LeBlender.Extension.Helper.IsFrontEnd()) { 
    Html.RequiresCss("~/Content/Theme/Grid/dogodki.min.css") 
        .RequiresJs("~/Scripts/Theme/Grid/dogodki.min.js"); 
    @renderFront(content, dogodkiNaslov) 
  } else { @renderAdmin(content, dogodkiNaslov) } 
} 
@helper renderAdmin(ArchetypeModel c, String naslov) {@*Izpis za backand - naslovi:*@ 
  <h1>@naslov</h1> 
  <ul>@foreach (var n in c.Fieldsets) { <li>@n.GetValue("naslovDogodka")</li> } </ul> 
} 
@helper renderFront(ArchetypeModel c, String naslov) {@* Izpis za frontend: *@ 
  int dogodkiCounter = 1; 
  <div id="containerDogodki" class="carousel slide" data-ride="carousel">  
    <div class="carousel-inner " role="listbox"> 
      @foreach (var i in c.Fieldsets) { 
        var slika = i.GetValue<IPublishedContent>("imageDogodka"); 
        var link  = i.GetValue("linkDogodka"); 
        <div class="item @( (dogodkiCounter++ == 1) ? "active" : "" )"> 
          <div style="@(link??"cursor: pointer;") background-image:url(@slika.Url)"> 
            <div class="text-block"> 
              <h2>@i.GetValue("naslovDogodka")</h2> 
              <p>@( i.GetValue<DateTime>("datumDogodka") )</p> 
            </div> 
          </div> 
        </div> 
      } 
    </div> 
  </div> 
}  
Programska koda 7: Izvleček bloka kode prikazovalnika mrežnega urejevalnika "dogodki.cshtml" 
Izdelava "o-nas" prikazovalnika mrežnega urejevalnika 
Prikazovalnik mrežnega urejevalnika "o-nas" je namenjen izrisu sektorja z opisom in s sliko ter 
z galerijo slik, ki se odpre v pojavnem oknu. 
Podatke mrežnega urejevalnika za opis in sliko smo preprosto izpisali v HTML strukturo 
prikazovalnika. 
Galerijo smo ustvarili s pomočjo Modal in Carousel funkcionalnosti iz Bootstrap programskega 
ogrodja. Za prikaz galerije v pojavnem oknu smo celotno strukturo galerije postavili v Modal 
strukturo. Za prikaz galerije pa smo uporabili Carousel, ki krožno prikazuje slike v galeriji in 
skrbi za kontrolo in indikatorje, s pomočjo katerih se pomikamo med slikami. 
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Izdelava "dolocenavsebina" prikazovalnika mrežnega urejevalnika 
V prikazovalniku "dolocenavsebina" prikažemo fiksni tekst in slike na strukturi sektorja. 
Vsebino paketov, ki je bila vnesena v mrežni urejevalnik, pa izpišemo v krožni diaprojekciji 
tekstovne vsebine s pomočjo Carousela. 
Izpis strukture sektorja sponzorjev je krožna diaprojekcija, ki vsakič prikaže eno sliko o 
sponzorjih. Prikazovalnik mrežnega urejevalnika sponzorjev na obličju sestavi strukturo 
Carousela, napolnjeno s slikami sponzorjev, v zaledju pa preprosto strukturo za izpis imen teh 
slik v obliki neurejenega seznama. 
Izdelava "kontakt" prikazovalnika mrežnega urejevalnika 
Od mrežnih urejevalnikov nam je sedaj ostal še zadnji prikazovalnik "kontakt". Prikazovalnik 
kontakt skrbi za izpis sektorja, v katerem uporabniku prikažemo kontaktne in ostale informacije 
ter nudimo kontaktno formo, s katero se lahko uporabnik direktno poveže z nami. 
Izvleček programske kode prikazovalnik "kontakt". si lahko ogledamo v Programska koda 8. 
Kar se programske kode tiče, je edina nova funkcionalnost na tem prikazovalniku kontaktna 
forma. Za izdelavo forme smo uporabili vtičnik FormEditor, ki nam na želenem delu spletne 
strani, s pomočjo prikazovalnika "SyncCustom", izdela strukturo takšne forme, kot smo jo 
sestavili v zaledju. Omenjen prikazovalnik "SyncCustom", je del FormEditor vtičnika, v osnovi 
je predel kode (Partial View) in ga pri uporabi kličemo kot takega. Za izpis forme prikazovalnik 
"SyncCustom" potrebuje model naše kontaktne forme. V programski kodi najprej preko 
psevdonima z zaledja pridobimo podatkovni model naše kontaktne forme, ki ga nato shranimo 
v spremenljivki "formContent", prikazovalnik pa na obličju uporabimo na sledeči način: 
"Html.Partial("FormEditor/SyncCustom", formContent)". Za vse funkcionalnosti forme skrbi 
vtičnik sam, ostane nam samo še njeno oblikovanje. 
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@using Archetype.Models 
@using ClientDependency.Core.Mvc 
@inherits UmbracoViewPage<Lecoati.LeBlender.Extension.Models.LeBlenderModel> 
@{ 
 var kontaktNasl = Model.Items.First().GetValue<string>("kontaktNaslov"); 
 var kontaktInfo = Model.Items.First().GetValue<string>("kontaktInformacije"); 
 var socCnt = Model.Items.FirstOrDefault().GetValue<ArchetypeModel>("socialContLst"); 
 if (Lecoati.LeBlender.Extension.Helper.IsFrontEnd()) { 
   Html.RequiresCss("~/Content/Theme/Grid/kontakt.min.css"); 
   var kontaktSocialTxt = Model.Items.First().GetValue<string>("kontaktSocialText"); 
   @* Za FORMO: *@ 
     IPublishedContent contactForm = null; 
     var contFormAr = Model.Items.First().GetValue<Umbraco.Core.Udi[]>("contactForm"); 
     if (contFormAr.Any()) { contactForm = Umbraco.TypedContent(contactFormAr[0]); } 
   @* * * * * * *@ 
   @renderFront(kontaktNasl, socCnt, kontaktInfo, kontaktSocialTxt, contactForm) 
 } else { @renderAdmin(kontaktNasl, kontaktInfo) } 
} 
 
@* Izpis za backand: *@ 
@helper renderAdmin(String nasl, String inf) { h1>@nasl</h1> <p>@Html.Raw(inf)</p> } 
 
@* Izpis za frontend: *@ 
@helper renderFront(String naslov, ArchetypeModel socCnt, String info, String 
socialTxt, IPublishedContent formContent) { 
 <div id="kontakt" class="section"> 
   <h1 class="naslovstrani">@naslov</h1> 
   <div class="container kontaktkontejner"> 
     <div class="row"> 
       <div class="kontaktforma col-sm-12 col-lg-6"> 
         @if(null!=formContent){ Html.Partial("FormEditor/SyncCustom", formContent) } 
       </div> 
       <div class="kontaktinformacije col-sm-12 col-lg-6"> 
         <div class="section-podatki"> @Html.Raw(info) </div> 
         <p> @socialTxt @foreach (var i in socCnt) { 
           var slika = i.GetValue<IPublishedContent>("linkedImageListImg"); 
           <a href="@i.GetValue("imgLink")" rel="noopener noreferrer" target="_blank"> 
               <img src="@slika.Url" alt="@i.GetValue("linkedImageListIme")" /> 
           </a> 
         } </p> 
       </div> 
     </div> 
   </div> 
 </div> 
} 
 
Programska koda 8: Izvleček bloka kode prikazovalnika mrežnega urejevalnika "kontakt.cshtml" 
Sedaj imamo v zaledju spletne strani urejen izpis za vse ustvarjene mrežne urejevalnike. Izpis 
si lahko ogledamo na Slika 27. Izpis je seveda preprost, takšen kot smo ga opredelili v 
"renderAdmin(…)" predelu prikazovalnikov mrežnih urejevalnikov. 
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Slika 27: Umbraco zaledje, izpis vsebine vseh ustvarjenih mrežnih urejevalnikov 
4.4. Oblikovanje obličja spletne strani 
Zadnja točka izdelave našega projekta je oblikovanje obličja (frontend) spletne strani. 
Ustvarjena oblika je edina stvar, ki bo pomembna in vidna uporabniku naše spletne strani. Zato 
je zelo pomembno, da je oblika izdelana kvalitetno, uporabniku prijazno in brez napak. Izdelava 
oblike spletne strani iz prazne osnove navzgor nam izmed vseh opisanih stvari do sedaj vzame 
največ časa. 
Priprava takšne oblike za spletno stran je zelo zamuden proces, ker: 
 je potrebno vse elemente postaviti na pravilno pozicijo; 
 je potrebno vsakemu elementu napisati obliko; 
 mora oblika delovati pravilno na večini spletnih brskalnikov; 
 mora biti celotna oblika popolnoma odzivna. 
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Zadnji dve točki lahko postaneta najtežji, če si že osnove ne zastavimo pravilno in med samo 
izdelavo pozabimo na konstantno preverjanje in testiranje oblike naše spletne strani na različnih 
napravah, ločljivostih in spletnih brskalnikih. Prilagajanje programske kode oblike spletne 
strani na takšen način, da se ne spreminja med različnimi brskalniki in se dobro prilagaja vsem 
oblikam prikazovalnikov, je večna težava razvijalcev obličij spletnih strani. Zaradi tega smo 
obema zadnjima točkama namenili celotni naslednji podpoglavji. 
V projektu sem za pisanje programske kode za obliko uporabljal LESS pred-procesorski jezik. 
Datoteke, v katerih hranimo programsko kodo z LESS sintakso, imajo končnico ".less", takšno 
datoteko nam lahko Visual Studio prevede v standardno oblikovno datoteko s končnico ".css". 
Vse potrebne datoteke za upravljanje oblike spletne strani sem dodajal sproti v fazi izdelovanja 
prikazovalnikov pri dodajanju referenc za oblikovno ali skriptno datoteko. 
Kot sem že v prejšnjem poglavju omenil, tudi pri izdelavi oblike pazimo, da se nam koda za 
enake elemente ne podvaja in jo pišemo samo enkrat. 
V odseku iz Programska koda 9 si lahko na delčku datoteke "master.less" ogledamo sintakso 
LESS jezika. Pri začetku izdelave oblike sem najprej v glavno datoteko "master.less" vključil 
vse vtičnike iz Bootstrap programskega ogrodja, ki jih na strani potrebujemo. Nato sem pod 
vključenimi vtičniki spisal CSS razrede, ki se ponavljajo čez celotno strukturo spletne strani. 
@import (reference) "mixins.less"; 
 
// Core variables and mixins 
@import (reference) "../bootstrap/variables.less"; 
@import (reference) "../bootstrap/mixins.less"; 
 
// Reset and dependencies 
@import "../bootstrap/normalize.less"; 
@import "../bootstrap/print.less"; 
 
// Core CSS 
@import "../bootstrap/scaffolding.less"; @import "../bootstrap/type.less"; 
@import "../bootstrap/utilities.less";   @import "../bootstrap/buttons.less"; 
@import "../bootstrap/modals.less";      @import "../bootstrap/carousel.less"; 
@import "../bootstrap/responsive-utilities.less"; 
@import "../bootstrap-grid.min.css";    /* grid system from B4 */ 
 
body { 
    background-color: @lakeness-modra; 
    .fontAvenirNextRegular(); 
} 
.container { padding: 0; min-width: 100vw; } 
.section   { height: 100vh; }  
Programska koda 9: Del oblikovne programske kode iz datoteke "master.less" 
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Po zaključeni izdelavi korenske oblikovne datoteke sem oblikoval vsak sektor oblike posebej. 
Iz strukture na Slika 28 so razvidne oblikovne datoteke, uporabljene za izdelavo celotnega 
obličja spletne strani. Vsaka od njih nosi del navodil za sestavo oblike celotne strani. 
 
Slika 28: Dodane oblikovne datoteke v datotečni strukturi projekta 
Po vsem povedanem v tem poglavju bom ponovno poudaril, da mora biti oblika izdelana 
kvalitetno, saj je to edina stvar, ki bo večini uporabnikov pomembna in si bodo iz nje naredili 
vtis o vsebini, predstavljeni na naši spletni strani. 
4.4.1. Podpora različnim spletnim brskalnikom 
V tem poglavju se bomo osredotočil na prikaz oblike spletne strani v različnih brskalnikih. 
Posvetili se bomo problematiki razvoja oblike za podporo večine brskalnikov ter opisali načine, 
s katerimi smo se pri izdelavi obličja predstavljenega projekta poskušali izogniti težavam. 
Spletni brskalnik za prikaz spletne strani interpretira prejeto kodo in jo poskuša sestaviti v 
spletno stran. Težava nastane, ker različni brskalniki različno interpretirajo prejeto kodo spletne 
strani, saj brskalniki interpretirajo spletne standarde na različne načine. Pri novejših spletnih 
brskalnikih je z uveljavljenimi postopki zmeraj manj težav. Toda po naši spletni strani bodo 
uporabniki brskali iz različnih brskalnikov, tudi starejših. Ker želimo vsem uporabnikom 
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omogočiti prijeten ogled spletne strani, moramo našemu obličju zagotoviti stabilnost na čim 
večjem možnem številu brskalnikov. 
Obliko spletne strani moramo med izdelavo konstantno testirati na različnih brskalnikih, na 
takšen način veliko lažje ugotovimo izvor težave. Med samim programiranjem obličja 
uporabljamo postopke izdelave, za katere smo prepričani, da ne povzročajo težav. S 
programsko kodo ne kompliciramo, ampak uporabimo čimbolj preproste funkcionalnosti. Pred 
uporabo funkcionalnosti, s katero nimamo veliko izkušenj, je to smiselno preveriti. Za ta namen 
je zelo uporabna spletna stran https://caniuse.com/, na kateri lahko preverimo podporo vseh 
mogočih CSS funkcionalnosti in JavaScript funkcij. 
Razvoj obličja s podporo različnim brskalnikom si zelo olajšamo z uporabo Bootstrap 
programskega ogrodja. Bootstrap nam nudi že spisano programsko kodo za obliko različnih 
elementov in funkcionalnosti, ki je že privzeto prilagojena za različne brskalnike. 
Dodatna težava z različnimi brskalniki je, da imajo nekatera pravila za CSS vnaprej določena, 
toda vsak brskalnik nekoliko drugačna. Ker želimo poenoteno stran na vseh brskalnikih, 
moramo pravila, določena s strani brskalnikov, povoziti z našimi; ta postopek imenujemo CSS 
Reset. Ponastavitev CSS je smiselno vključiti kot prvo stvar v korensko datoteko oblike (v 
našem projektu "master.less"), saj jo potrebujemo na vseh elementih in straneh. Za ponastavitev 
smo v našem projektu uporabili "Normalize.css", ki je kot vtičnik že prisoten v Bootstrap 
programskem ogrodju. 
4.4.2. Odzivno oblikovanje spletne strani 
Vse več uporabnikov do spletnih strani dostopa mobilnih naprav ali tablic in ne več toliko preko 
računalnika. To pomeni, da se mora vsebina spletne strani prikazati pravilno na vseh napravah 
in ločljivostih njihovih ekranov. Izdelavo takšnega obličja spletne strani imenujemo razvoj 
odzivne oblike ali s tujko responsive web design. Oblikovanje spletne strani z odzivno obliko 
se začne že pri postavitvi HTML strukture ter pravilni uporabi Bootstrap funkcionalnosti. Če je 
struktura že v začetku postavljena pravilno, kasneje ne bomo imeli večjih težav za prilagoditev 
oblike različnim tipom ter oblikam prikazovalnikov. Pri postavitvi oblikovne strukture projekta 
smo si najbolj pomagali z Grid sistemom (Grid system) vtičnikom Bootstrap programskega 
ogrodja. Grid sistem nam omogoča razdelitev vsebine po vrsticah in stolpcih, ki jim lahko 
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definiramo velikost za različne velikosti naprav, na katerih se stran izriše. Vsem glavnim 
elementom v strukturi smo s tem vtičnikom določili pozicijo na takšen način, da se pri 
spreminjanju ločljivosti prikaza strani vsebina in oblika vedno prikažeta pravilno. Na desni 
strani Programska koda 10 si lahko ogledamo primer mrežne strukture, izdelane z Grid 
sistemom. Tako izdelano strukturo je kasneje dokaj lahko vzdrževati in popravljati. Vsem 
elementom v strukturi oblike strani odzivnosti nismo uspeli doseči s pomočjo Grid sistema. 
Tem elementom je bilo zato potrebno določiti obliko preko CSS programske kode. CSS nam 
za takšne primere omogoča funkcionalnost Media queries, s katero lahko določimo pravila za 
obliko glede na vrsto naprave, ločljivost ali obliko ekrana. Na levi strani Programska koda 10 
si lahko ogledamo uporabljen Media query za spremembo velikosti fonta paragrafa razreda 
".section-podatki" pod širino zaslona 992 slikovnih pik. 
.section-podatki { | <div class="modal-body"> 
  margin-bottom: 40px; |   <div class="row"> 
  p { |     <div class="col-12 col-md-12 col-xl-1">..</div> 
    font-size: 18px; |     <div class="col-12 col-md-12 col-xl-3">..</div> 
    @media(max-width:992px) { |     <div class="col-12 col-md-12 col-xl-1">..</div> 
      font-size: 16px; |   <div class="row"> 
    } |     <div class="col-12 col-xl-6 "></div> 
  } |   </div> 
} | </div>  
Programska koda 10: Primeri odzivne oblike, levo CSS Media queries in desno Bootstrap mreža  
4.5. Postavitev projekta na razvojni in produkcijski strežnik ter testiranje 
Zadnji korak pri izdelavi spletne strani je temeljito testiranje ter objava končnega izdelka na 
produkcijski strežnik, da je kot spletna stran dostopen vsem na svetovnem spletu. 
Če želimo bolj zanesljivo in brez težav objaviti stran na produkcijskem strežniku, jo je smiselno 
najprej postaviti na testni (razvojni) strežnik. Pri tem lahko odkrijemo napake, ki bi se nam 
lahko pojavile šele pri postavitvi na splet. Če je stran, ki jo objavljamo, veliko obiskana, je to 
korak, ki ga absolutno ne smemo izpustiti. Po postavitvi projekta na razvoj je smiselno pred 
postavitvijo na produkcijo stran še enkrat temeljito testirati na čim večjem številu naprav in 
brskalnikov. 
Pri objavi Umbraco projekta moramo slediti naslednjim korakom: 
 Zaustavitev projekta in lokalnega IIS servisa (IIS Service) 
59 
 
 Kopiranje celotne podatkovne baze projekta na instanco na razvojnem strežniku 
 Objava spletne strani na strežnik (Publish) 
 Spremembe nastavitev projekta v Web.config datoteki 
Pred upravljanjem z Umbraco podatkovno bazo je potrebno zaustaviti lokalni projekt in IIS 
servis, sicer se lahko zgodi, da pride v projektu ali Umbraco podatkovni bazi do težav. 
Z orodjem za upravljanje s podatkovnimi bazami naredimo kopijo celotne naše podatkovne 
baze. Za kopiranje podatkovne baze našega projekta smo se povezali na lokalno instanco in 
uporabili funkcionalnost "Back Up…". Funkcionalnost naredi kopijo vseh objektov, 
funkcionalnosti in podatkov v datoteko. To datoteko smo nato uvozili v na novo ustvarjeno 
podatkovno bazo na strežniku, do katere bo lahko sedaj dostopal program. 
 
Slika 29: Prikaz kopiranja Umbraco podatkovne baze z lokalne instance 
Projekt na produkciji in projekt na razvoju imata vsak svojo podatkovno bazo. Po objavi baze 
na razvoju si lahko naš lokalni projekt nastavimo, da dostopa direktno do nje. Na takšen način 
moramo vzdrževati samo dve podatkovni bazi in nam ni treba skrbeti, da so objekti na lokalni 
in razvojni podatkovni bazi isti. 
Pri spremembi podatkovne baze, do katere dostopa naš projekt, smo morali spremeniti 
povezovalni niz (connection string) polje nastavitvene datoteke Web.config našega projekta. V 
tej datoteki moramo na produkcijskem strežniku spremeniti tudi polje "debug" na vrednost 
"false". S tem funkcionalnosti DependencyHandler povemo, naj združi in komprimira vse 
oblikovne in skriptne datoteke. Ko na strani deluje DependencyHandler, moramo po 
spremembah na oblikovnih in skriptnih datotekah obvezno spremeniti tudi verzijo projekta v 
datoteki ClientDependency.config. 
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Za objavo projekta na strežnik smo v Visual Studio uporabili funkcionalnost "Publish" z 
nastavitvijo "Release Build", ki nam izgradi projekt in ga objavi na želeni lokaciji. Na Slika 30 
je primer profila, ki nam stran objavi na lokalnem disku. 
 
Slika 30: Prikaz lokalne objave projekta v Visual Studio 
Po testiranju spletne strani lahko sedaj ponovimo korake za objavo projekta na produkcijski 
strežnik. Po objavi smo še enkrat testirali stran in preverili, če vse deluje pravilno. S tem se je 
izdelava in objava Umbraco spletne strani končala. Spletno stran je potrebno stalno preverjati 
ter projekt sproti posodabljati in s tem skrbeti za varnost in integriteto spletne strani. 
4.6. Rezultat dokončane izdelave predstavitvene spletne strani 
V zadnjem delu diplomske naloge želimo predstaviti končno podobo zaključene predstavitvene 
spletne strani. Na spodnjih slikah si lahko ogledamo obličje dokončno izdelane strani v treh 
različnih napravah, vsaka naprava predstavlja značilno razmerje resolucij, s katerim si bomo 
najbolje ogledali odzivno obliko spletne strani. Za prikaz smo si izbrali namizni računalnik 
(ločljivost 1000×768 px), tablico iPad Mini (CSS ločljivost 576×768 px) ter pametni telefon 
iPhone 6s (CSS ločljivost 375×667 px). Prikaz izdelane strani smo razdelili na izdelane 
sektorje, posamezne sektorje pa prikazali na vseh treh napravah skupaj. Na vsaki od spodnjih 
slik si lahko ogledamo, od leve proti desni, prikaz določenega sektorja strani najprej na 
namiznem računalniku, nato na tablici in na koncu še na pametnem telefonu. 
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Slika 31: Sektor "Hero Banner", od leve proti desni prikaz na namiznem računalniku, tablici in 
telefonu 
 
Slika 32: Navigacija spletne strani, od leve proti desni prikaz na namiznem računalniku, tablici in 
telefonu 
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Slika 33: Sektor "Dogodki", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu 
 
Slika 34: Sektor "O Nas", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu 
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Slika 35: Sektor "Dolocena Vsebina", od leve proti desni prikaz na namiznem računalniku, tablici in 
telefonu 
 
Slika 36: Sektor "Sponzorji", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu 
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Slika 37: Sektor "Kontakt", od leve proti desni prikaz na namiznem računalniku, tablici in telefonu 
Kot lahko vidimo iz zgornjih slik, je vizualna podoba spletne strani ustrezala potrebam in 
zahtevam stranke. Cilji, zastavljeni pred samo izdelavo spletne strani, so bili izpolnjeni, s 
predstavitveno stranjo lahko stranka promovira poljubne dogodke, informira in pridobiva ciljno 
populacijo, saj lahko, kot je razvidno iz zgornjih slik, do strani dostopajo z vseh pametnih 
naprav. Zastavljen glavni cilj, izdelava generične strukture predstavitvene spletne strani, je bil 
s tem dosežen, saj lahko tako obliko in zaledno strukturo z lahkoto in malo spremembami v 
programski kodi prilagodimo za potrebe drugih projektov. 
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5. Zaključek 
V času izdelave projekta sem pridobil veliko novega znanja o tehnologijah, povezanih z 
razvojem spletnih projektov, predvsem na področju razvoja ASP.NET spletnih strani s pomočjo 
Umbraco sistema za upravljanje vsebin. 
V zaključku želimo izpostaviti nekaj glavnih optimizacij, s katerimi bi lahko izboljšali 
uporabniško izkušnjo in delovanje izdelane spletne strani. Želimo si, da je spletna stran hitra 
ter ima čimbolj odzivno obliko. Največji faktor pri hitrosti nalaganja slik je velikost slik, 
prikazanih na spletni strani. Rešitev za najboljšo optimizacijo hitrosti prikazovanja vsebine 
spletne strani je omejevanje velikosti slik med izpisom v prikazovalnikih ter uporaba 
programskega ogrodja, ki pripomore k zakasnitvi nalaganja tistih slik, ki niso pomembne za 
prikaz ob nalaganju strani. Poleg odzivnosti ter hitrosti spletne strani želimo izboljšati tudi 
standard dostopnosti, predvsem v smislu izpolnjevanja pogojev invalidom prijazne ter lažje 
dostopne spletne strani. 
Pri izdelavi diplomske naloge sem se spopadel z raznimi težavami, ki so mi predstavljale velik 
izziv in sem za njihovo rešitev porabili veliko časa, predvsem s sprotnim učenjem, saj je to prvi 
projekt, ki sem ga izpeljal s platformo Umbraco.  
Vsekakor so mi težave, ki so sprva predstavljale največji izziv, doprinesle največ praktičnega 
znanja na področju izdelovanja spletnih strani, ki ga bom uporabljal tudi pri bodočih projektih. 
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