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Argomento di questa tesi è la realizzazione di un’applicazione distribuita finalizzata 
alla raccolta di previsioni periodiche effettuate da esperti umani su argomenti di 
natura eterogenea. Tali previsioni vengono aggregate automaticamente dal sistema ed 
organizzate in modo tale da consentire ad altri soggetti (chiamati decisori o decision 
maker) di prendere le decisioni corrette sulla base dei pareri espressi dagli esperti. Il 
sistema invia automaticamente dei promemoria agli esperti per ricordargli di 
effettuare la propria previsione. 
Il nome scelto per l’applicazione è ForeComb (Forecasts Combiner), per la sua 
progettazione e realizzazione sono impiegati i tradizionali strumenti che l’ingegneria 
del software ci mette a disposizione. Lo scopo di questo software è offrire al decision 
maker uno strumento di supporto alla propria attività decisionale. 
ForeComb utilizza un’architettura di tipo client-server dove il client è costituito 
da un comune browser Internet, questo affinché non sia necessaria alcuna operazione 
di installazione o configurazione dell’applicazione da parte degli utenti. Il sistema si 
compone di un DBMS per la memorizzazione dei dati, di un web server per la 
gestione delle richieste di connessione effettuate dagli utenti e di uno strumento di 
calcolo finalizzato all’aggregazione delle previsioni. 
Il capitolo 2 fornisce una prima descrizione del contesto preso in considerazione. 
Nel capitolo 3 sono elencati tutti i requisiti funzionali e non che l’applicazione deve 
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soddisfare. Il capitolo 4 documenta le scelte di carattere progettuale che precedono la 
fase di implementazione, inoltre descrive gli strumenti software necessari allo 
sviluppo ed al funzionamento dell’applicazione. Il capitolo 5 esamina la fase 
implementativa, spiegando la funzione e la struttura di tutti i file costituenti 
l’applicazione. Nel capitolo 6 viene illustrata la procedura effettuata per accertare il 
corretto funzionamento del sistema in tutte le sue parti. Infine nel capitolo 7 viene 
descritto il comportamento del sistema dal punto di vista dell’utente fornendo un’utile 












Questo capitolo delinea il contesto applicativo che viene preso in esame, ciò 
costituisce il punto di partenza della fase di progettazione. 
La realtà da modellare è composta da tanti domini. Un dominio rappresenta un 
ambito applicativo ed è composto da tanti argomenti di natura eterogenea sui quali 
vengono effettuate delle previsioni periodiche da parte degli esperti appartenenti a 
quel dominio. Per fare un esempio pratico, un dominio potrebbe essere un istituto di 
credito e gli argomenti potrebbero essere l’andamento di determinate valute, titoli 
azionari ed obbligazionari, tasso d’interesse, etc. 
Ogni dominio comprende un certo numero di utenti: un solo decisore (detto 
anche decision maker), colui che è incaricato di prendere le decisioni, e tanti esperti, 
coloro che effettuano le previsioni sugli argomenti. Un utente può appartenere ad un 
solo dominio. Ogni esperto effettua previsioni esclusivamente sugli argomenti del 
proprio dominio di appartenenza. Il decisore inserisce i valori esatti (noti a posteriori) 
affinché possano essere create delle statistiche sulle performance dei previsori, 
utilizzate da lui stesso per capire quali esperti siano più affidabili. Il decisore deve 
sapere in qualunque momento quali esperti non hanno ancora effettuato una 
previsione e potergli inviare una mail di sollecitazione. 
Le previsioni sugli argomenti vengono effettuate periodicamente con cadenza 
che può essere giornaliera, settimanale o mensile. Il tipo di tali previsioni può essere: 
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un numero intero, un numero reale, una probabilità o un’etichetta fuzzy. Sulle 
previsioni relative ad uno stesso argomento e ad uno stesso periodo vengono applicati 
degli operatori di aggregazione, al fine di fornire al decisore dei dati che gli 
consentano di prendere le opportune decisioni. Finché non si è superata la data di 
scadenza della previsione, l’esperto può inviare una nuova previsione che sovrascrive 
quella precedentemente inviata. 
In figura 1 è mostrata una schematizzazione del contesto in analisi, considerando 
esclusivamente la funzionalità principale dell’applicazione. I tre esperti (appartenenti 
ad uno stesso dominio) effettuano la propria previsione su uno stesso argomento; 
queste previsioni vengono aggregate dal sistema, successivamente il decisore 
preleverà tali informazioni che utilizzerà per prendere le appropriate decisioni in 
merito all’argomento in esame. Le previsioni inviate dagli esperti vengono 
memorizzate in un database, dal quale poi vengono prelevate per essere elaborate, 
infine le aggregazioni calcolate vengono nuovamente memorizzate sul database e 
successivamente prelevate dal decisore. Ovviamente queste operazioni avvengono in 





























3.1  Definizione dei requisiti degli utenti 
 
Dalla descrizione del problema sono state rilevate due tipologie di utenti destinati 
all’utilizzo dell’applicazione: il decisore e l’esperto. A queste si deve aggiungerne 
una terza, l’amministratore di sistema, colui che, oltre a provvedere all’installazione 
ed alla configurazione dell’applicazione lato server, avrà il compito di gestire i 
domini e gli utenti. Quindi è possibile suddividere l’utenza di questo software in tre 
distinte categorie: 
• utente di tipo A - è l’amministratore dell’intero sistema, dispone di buone 
conoscenze informatiche (linguaggi di programmazione, DBMS, web server, 
etc) ed è responsabile dei seguenti aspetti: 
1. gestione dei domini, 
2. gestione degli utenti, 
3. installazione e configurazione del server; 
• utente di tipo B - è il decision maker (unico per ogni dominio), non dispone di 
particolari conoscenze informatiche ed è responsabile dei seguenti aspetti: 
1. gestione degli argomenti, 
2. gestione delle previsioni; 
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• utente di tipo C - è l’esperto appartenente ad un determinato dominio, non 
dispone di particolari conoscenze informatiche e si occupa del seguente 
aspetto: 
1. invio di previsioni. 
 
 
3.2  Specifica dei requisiti degli utenti 
 
All’utente di tipo A è permesso: 
A.1.1 visualizzare i domini presenti;  
A.1.2 aggiungere un nuovo dominio;  
A.1.3 eliminare un dominio esistente;  
A.2.1 visualizzare gli utenti appartenenti ad un determinato dominio;  
A.2.2 aggiungere un nuovo utente ad un dominio;  
A.2.3 eliminare un utente da un dominio;  
 
All’utente di tipo B è permesso: 
B.1.1 visualizzare gli argomenti presenti;  
B.1.2 aggiungere un nuovo argomento;  
B.1.3 eliminare un argomento esistente;  
B.2.1 visualizzare le previsioni in corso;  
B.2.2 inviare una mail agli esperti che non hanno effettuato la previsione;  
B.2.3 effettuare la previsione per conto dell’esperto;  
B.2.4 visualizzare le ultime aggregazioni;  
B.2.5 visualizzare lo storico delle previsioni;  
B.2.6 visualizzare le statistiche degli esperti;  
B.2.7 inserire i valori esatti.  
 
All’utente di tipo C è permesso: 
C.1.1 visualizzare le previsioni da effettuare;  
C.1.2 inviare le previsioni.  
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3.3  Specifica dei requisiti del software 
 
3.3.1  Requisiti funzionali 
 
A.1.1.1 Deve essere possibile cliccare su un pulsante affinché venga 
visualizzato l’elenco dei domini presenti con le relative informazioni. 
A.1.2.1 Deve essere possibile raggiungere una schermata che permetta di 
inserire i dati di un nuovo dominio. 
A.1.3.1 Dopo la visualizzazione dei domini presenti, si deve poter premere un 
pulsante per eliminare un determinato dominio e tutti i dati ad esso 
relativi. 
A.2.1.1 Deve essere possibile cliccare su un pulsante affinché venga 
visualizzato l’elenco degli utenti appartenenti ad un dato dominio. 
A.2.2.1 Deve essere possibile raggiungere una schermata che permetta di 
inserire i dati di un nuovo utente in un dato dominio. 
A.2.3.1 Dopo la visualizzazione degli utenti appartenenti ad un dato dominio, 
si deve poter premere un pulsante per eliminare un utente e tutti i dati 
ad esso relativi. 
B.1.1.1 Deve essere possibile cliccare su un pulsante affinché venga 
visualizzato l’elenco degli argomenti presenti in un dato dominio. 
B.1.2.1 Deve essere possibile raggiungere una schermata che permetta di 
inserire i dati di un nuovo argomento in un dato dominio. 
B.1.3.1 Dopo la visualizzazione degli argomenti presenti in un dato dominio, si 
deve poter premere un pulsante per eliminare un determinato 
argomento e tutti i dati ad esso relativi. 
B.2.1.1 Deve essere possibile cliccare su un pulsante affinché venga 
visualizzata in dettaglio la previsione attualmente in corso di un 
determinato argomento; devono essere visibili le previsioni effettuate e 
quelle mancanti. 
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B.2.2.1 Dopo la visualizzazione della previsione in corso di un dato 
argomento, si deve poter premere un pulsante per inviare una mail di 
sollecitazione ad un esperto che non ha ancora effettuato la previsione. 
B.2.3.1 Dopo la visualizzazione della previsione in corso di un dato 
argomento, si deve poter premere un pulsante per effettuare la 
previsione per conto di un esperto che non si è ancora espresso. 
B.2.4.1 Deve essere possibile cliccare su un pulsante affinché vengano 
visualizzate graficamente le ultime aggregazioni di un dato argomento; 
l’utente deve potere scegliere il periodo e gli aggregatori a cui è 
interessato. 
B.2.5.1 Deve essere possibile cliccare su un pulsante affinché venga 
visualizzato lo storico delle previsioni su un dato argomento; devono 
essere visibili i valori inviati dai singoli esperti e quelli aggregati. 
B.2.6.1 Deve essere possibile cliccare su un pulsante affinché vengano 
visualizzate graficamente le statistiche dei singoli esperti (relative ad 
un dato argomento). 
B.2.7.1 Deve essere possibile raggiungere una schermata che permetta di 
inserire i valori esatti (noti a posteriori) di tutti gli argomenti del 
dominio. 
C.1.1.1 Deve essere possibile cliccare su un pulsante affinché venga 
visualizzato l’elenco degli argomenti su cui effettuare la previsione con 
la relativa data di scadenza. 
C.1.2.1 Dopo la visualizzazione di tutte le previsioni da effettuare, per 
ciascuna si deve poter inserire il valore desiderato e premere un 
pulsante per inviarla al server. 
 
Ci sono inoltre alcuni requisiti che il sistema deve soddisfare automaticamente senza 
un'esplicita richiesta da parte dell'utente. 
 
S.1 Le previsioni inviate dall’utente devono essere aggregate secondo il relativo 
arco temporale (giornaliero, settimanale o mensile). 
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S.2 Deve essere previsto l’invio di mail (aventi la funzione di promemoria) agli 
esperti per ricordargli di effettuare le previsioni. 




3.3.2  Requisiti non funzionali 
 
NF.1 Riservatezza 
Soltanto gli utenti autorizzati (vale a dire quelli che dispongono di username e 
password) devono poter utilizzare il sistema e quindi accedere ai dati trattati da esso. 
 
NF.2 Sicurezza 
Deve essere permesso a ciascun utente cambiare la propria password di accesso in 
qualsiasi momento lo ritenga opportuno. 
 
NF.3 Consistenza dei dati 
Deve essere garantita in ogni momento la correttezza e la veridicità dei dati presenti 
nel database e quindi è necessario impedire ad un utente di effettuare operazioni che 
lascerebbero il DB in uno stato inconsistente. 
 
NF.4 Salvaguardia dei dati 
E’ necessario poter effettuare il backup del database per tutelarsi da possibili crash 
dell’intero sistema. 
 
NF.5 Facilità d’uso 
Tutte le interfacce utente devono essere semplici ed intuitive, permettendone 
l’utilizzo anche a persone che non dispongono di elevate conoscenze tecniche. 
 
NF.6 Etichette fuzzy 
Le etichette fuzzy che possono essere utilizzate dagli esperti per effettuare le 




--- assai negativo 




++ molto positivo 
+++ assai positivo 
 
Tabella 1 - Etichette fuzzy 
 
E’ possibile scegliere il numero di etichette disponibili per la previsione; in tabella 2 è 
definita la corrispondenza tra il numero dell’etichetta ed i valori ad esso associati.  
 
Numero etichetta Valori etichetta 
2 - , + 
3 - , = , + 
4 -- , - , + , ++ 
5 -- , - , = , + , ++ 
6 --- , -- , - , + , ++ , +++ 
7 --- , -- , - , = , + , ++ , +++ 
 
Tabella 2 - Tipi di etichette fuzzy 
 
NF.7 Aggregatori 
Gli aggregatori utilizzati ed il tipo dell’argomento per cui risultano definiti sono 




Aggregatore Tipo argomento 
media fuzzy etichetta 
media intero, reale, probabilità 
mediana intero, reale, probabilità 
massimo intero, reale, probabilità 
minimo intero, reale, probabilità 
prodotto probabilità 
 
Tabella 3 - Aggregatori 
 
NF.8 Invio ed aggregazione delle previsioni 
Le previsioni vengono inviate ed aggregate secondo quanto riportato in tabella 4. 
 
Frequenza previsioni Invio Aggregazione 
giornaliera dalle 8 alle 20 tutti i giorni alle ore 23 
settimanale da lunedì a giovedì, 
dalle 8 alle 20 
tutti i giovedì alle ore 23 
mensile dall’1 al 27, dalle 8 
alle 20 
il giorno 27 di ogni mese 
alle ore23 
 
Tabella 4 - Invio ed aggregazione delle previsioni 
 
 
3.4  Diagramma dei casi d’uso 
 
Il diagramma dei casi d’uso schematizza il comportamento del sitema dal punto di 
vista degli utenti. Un attore rappresenta un’entità esterna al sistema (ovvero un utente 
che interagisce con l’applicazione), un caso d’uso identifica un servizio offerto dal 
sistema. Ciascun servizio viene espletato attraverso sequenze di messaggi scambiati 
fra gli attori ed il sistema. L’utilità di questo tipo di diagramma è fornire una visione 
delle principali funzionalità che il sistema offre all’utilizzatore. 
Dalla specifica dei requisiti degli utenti si può ricavare il diagramma dei casi 
d’uso, suddiviso in tre parti per maggiore chiarezza: in figura 2 abbiamo la parte 
relativa all’utente A (amministratore di sistema), in figura 3 quella relativa all’utente 
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B (decisore) e in figura 4 quella relativa all’utente C (esperto). I casi d’uso sono 
rappresentati da ellissi contenenti una sigla relativa al requisito che soddisfano 




NF2  cambia password
NF4  backup DB
A13  elimina dominioA11  visualizza domini
A12  nuovo dominio
A21  visualizza utenti
A22  nuovo utente
A23  elimina utente
 
 
Figura 2 - Diagramma dei casi d’uso relativo all’utente A 
 
NF2  cambia password
B11  visualizza argomenti
utente B
NF1  login
B25  visualizza storico
previsioni
B24  visualizza aggregazioni
B21  visualizza previsione
in corso
B26  visualizza statistiche
esperti
B27  inserisci valori
esatti
B12  nuovo argomento
B13  elimina argomento
B22  invia promemoria








NF2  cambia password
C12 invia previsione

















4.1  Strumenti utilizzati per lo sviluppo 
dell’applicazione 
 
L’applicazione ForeComb è stata sviluppata su un sistema operativo Microsoft 
Windows XP Professional Edition.  
Il linguaggio di programmazione utilizzato è Java, in particolare è stata 
realizzata un’applet per poter essere integrata in interfacce web. Tale scelta è dovuta 
al fatto di garantire a tutti gli utenti che usufruiranno del sistema la piena 
compatibilità con ogni tipo di sistema operativo e di browser per l’accesso ad Internet 
(grazie alla nota portabilità del linguaggio Java). 
Java è un linguaggio di programmazione che consente di sviluppare applicazioni 
eseguibili indipendenti dal sistema operativo. La sua versatilità è garantita dal fatto 
che il codice non viene eseguito sul sistema reale, ma su una macchina emulata via 
software chiamata JVM (Java Virtual Machine). Una volta compilato il codice 
sorgente, viene generato il codice eseguibile dalla JVM detto bytecode (un file con 
estensione .class). L’indipendenza dal sistema operativo è garantita dal fatto che il 
compilatore Java non crea codice macchina nativo ma bytecode destinato 
all’interprete Java. Un’applet è un’applicazione che può essere inclusa come 
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componente di pagine web ed eseguita tramite un plugin (la JVM) integrabile nei 
browser. 
Per la scrittura e il debug del codice sono stati utilizzati il kit di sviluppo J2SE 5 
standard (JDK 5) di Sun Microsystems e Jcreator v3.50.010 di Xinox Software 




Figura 5 - Jcreator v3.50.010 
 
In tutte le applicazioni orientate ai dati è necessario l’utilizzo di un database per 
la memorizzazione di tali dati; come DBMS (DataBase Management System) è stato 
utilizzato MySQL Server v4.1.16; a corredo sono stati usati i tool grafici MySQL 
Query Browser v1.1.17 (figura 6) e MySQL Administrator v1.1.5 (figura 7), 










Figura 7 - MySQL Administrator v1.1.5 
 
Come strumento di calcolo per l’aggregazione delle previsioni è stato adottato 





Figura 8 - Matlab v7.0 
 
Il web server utilizzato è Tomcat v5.5.12 di Apache Software Foundation, la sua 
funzione è quella di gestire le richieste che arrivano al server dai vari client per mezzo 
dei rispettivi browser. 
Per la realizzazione dell’interfaccia grafica è stato fatto uso della libreria Swing, 
costruita sulle basi dell’AWT, ma con una sostanziale differenza: i componenti AWT 
vengono implementati dal codice specifico per la piattaforma, mentre i componenti 
Swing sono scritti completamente in Java e quindi sono indipendenti dalla 
piattaforma. 
Per implementare l’architettura client-server è stato utilizzato RMI (Remote 
Method Invocation) che consente di sviluppare applicazioni distribuite in rete, dove le 
risorse sono allocate su macchine diverse: il lato server gestisce gli oggetti serventi, il 
lato client effettua le chiamate ai metodi degli oggetti remoti residenti sul lato server. 
Il lato client può essere anche un’applet, purché il lato server sia in esecuzione sullo 
stesso host da cui l’applet viene scaricata per mezzo di una pagina HTML, dato che 
per motivi di sicurezza, un’applet può instaurare una connessione solo con il server da 
cui proviene (a meno che non sia un’applet “fidata”). 
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Per l’accesso al database è stato utilizzato JDBC (Java DataBase Connectivity) 
che consente a qualunque programma scritto in Java di connettersi ad un database, 
indipendentemente dal DBMS adottato. 
 
 
4.2  Progetto architetturale 
 
L’architettura di Forecomb è di tipo client-server, formata dai seguenti componenti: 
• un server, il quale gestisce il database e le connessioni dei vari utenti tramite il 
web server Tomcat; 
• un certo numero di client che effettuano richieste di servizio al server 
attraverso un comune browser (ad esempio Netscape, Internet Explorer, 
Opera, etc) sul quale è in esecuzione l’applet. 
 
 
4.2.1  Architettura hardware 
 
L’architettura fisica che si trova alla base dell’intera applicazione è riportata in 
figura 9. Esiste un’unica macchina server e tante macchine client utilizzate dagli 
utenti che accedono al sistema. Il server ed i client comunicano tra loro attraverso il 
protocollo di trasporto TCP/IP, infatti su tale protocollo Java RMI implementa JRMP 
(Java Remote Method Protocol). 
La macchina server è ubicata all’interno dell’azienda che installa ForeComb e 
deve fornire a tutti i client il proprio indirizzo IP in modo che essi possano accedervi 
tramite il proprio browser e caricare l’applet. Tali workstation devono semplicemente 
disporre di una connessione ad Internet e di un browser per interagire col server; non 





















Figura 9 - Architettura hardware del sistema 
 
Volendo dettagliare maggiormente la struttura del nodo server e di un nodo client 


















Figura 10 - Architettura hardware in dettaglio 
 
Si può notare che sia il server, sia i client necessitano di una JVM per poter 
interpretare il bytecode. Per quanto riguarda il server, si vede che il database è adesso 
inglobato nel MySQL server che si occupa della sua gestione; esso comunica con 
Matlab mediante il driver ODBC e con la JVM per mezzo del driver JDBC.  
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4.2.2  Architettura software 
 
L’architettura dell’applicazione è di tipo client-server e viene implementata 
utilizzando RMI (cfr. Appendice C). 
Il client RMI è costituito da un’applet realizzata con i componenti grafici Swing e 
fungerà da interfaccia grafica per gli utenti, ampiamente descritta nel capitolo 7 e 
rappresentata mediante la struttura di figura 11. Tale schematizzazione mostra la 
presenza di un JPanel contenitore che ospita a sua volta altri cinque componenti 
Swing sempre visibili all’utente (descritti partendo dall’angolo superiore sinistro e 
procedendo in senso antiorario): 
• il logo dell’applicazione (Jbutton) che ha una funzione puramente decorativa; 
• il menu ad albero (JTree), dal quale si può accedere a tutte le funzionalità 
offerte dal sistema; 
• il pannello (JPanel) in cui sono visualizzate le informazioni che possono 
interessare l’utente (data, username, dominio di appartenenza, argomento in 
esame); 
• l’area di help (JTextArea) che suggerirà all’utente come muoversi all’interno 
dell’interfaccia e come espletare le operazioni desiderate; 
• la schermata principale (JPanel), che visualizzerà informazioni diverse in base 









JTextArea  help  
 
Figura 11 - Struttura dell’interfaccia utente 
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Per quanto riguarda l’usabilità dell’interfaccia grafica, è importante che l’utente 
possa effettuare tutte le operazioni consentite con il minor numero possibile di azioni 
(cfr. Par. 3.3.2 req. NF.5). Nelle figure 12, 13 e 14 è mostrata l’organizzazione delle 
tre diverse interfacce (rispettivamente per l’amministratore, il decisore e l’esperto) dal 
punto di vista dell’usabilità: basta seguire le frecce per vedere il percorso che l’utente 
deve effettuare per “raggiungere” ciascun caso d’uso (cfr. Par. 3.4) ed il numero di 




NF2  cambia password
NF4  backup DB
A13  elimina dominio
A11  visualizza domini A12  nuovo dominio
A21  visualizza utenti
A22  nuovo utente
A23  elimina utente
logout
1 clic 2 clic 3 clic
 
 
Figura 12 - Organizzazione dell’interfaccia per l’utente A 
 
B11  visualizza argomenti
B25  visualizza storico
previsioni
B24  visualizza aggregazioni
B21  visualizza previsione
in corso
B26  visualizza statistiche
esperti
B27  inserisci valori
esatti
B12  nuovo argomento
B13  elimina argomento
B22  invia promemoria




NF2  cambia password
logout
1 clic 2 clic 3 clic
 
Figura 13 - Organizzazione dell’interfaccia per l’utente B 
 
utente C
NF1  login NF2  cambia password
C12 invia previsioneC11  visualizza previsioni
da effettuare
logout
1 clic 2 clic
 
 
Figura 14 - Organizzazione dell’interfaccia per l’utente C 
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All’interno della macchina server sono mantenuti in esecuzione i seguenti 
componenti: 
 
• il web server (Tomcat); 
• il DBMS (MySQL server); 
• il server RMI che accetta le invocazioni remote provenienti dai client RMI 
(cfr. Appendice C). 
 
 
4.3  Progetto in dettaglio 
 
In questo paragrafo viene definita la struttura del sistema dal punto di vista dei moduli 
(o sottosistemi) che lo compongono, ognuno con una specifica funzionalità; inoltre 
vengono evidenziati i collegamenti tra tali sottosistemi. In figura 15 è riportato il 
diagramma a blocchi dell’applicazione, nel quale si può vedere la scomposizione del 
sistema in sottosistemi e relativi collegamenti. Come si può notare, esistono due 
sottosistemi principali, client e server, che a loro volta sono costituiti da altri moduli. 
Nei paragrafi successivi saranno descritti dettagliatamente tutti i sottosistemi ed i 
collegamenti evidenziati in figura. 
 
ForeComb


























4.3.1  Client 
 
Il lato client dell’applicazione è costituito dall’applet la quale può essere scomposta 
logicamente in tre sottosistemi, uno per ogni tipologia di utente: 
SC.1    interfaccia amministratore, 
SC.2    interfaccia decisore, 
SC.3    interfaccia esperto. 
 
Ogni sottosistema comprende tante funzionalità quante sono le operazioni che 
può svolgere l’utente: per alcune è necessario progettare una schermata che consenta 
di inserire o visualizzare certi dati, per altre basta un semplice pulsante, alla cui 
pressione viene eseguita l’operazione richiesta. Alla pressione di un pulsante viene 
associata la chiamata di un metodo remoto del server, infatti l’operazione vera e 
propria viene eseguita dal server il quale interagisce con il database; il client si 
occupa soltanto di visualizzare le interfacce utente. 
Accanto al nome di ogni funzione viene riportato tra parentesi il numero della 
specifica dei requisiti (cfr. Par 3.1.3) che essa soddisfa. Le funzioni di login e 
modifica della password sono identiche per tutti i sottosistemi e quindi vengono 
implementate con un’unica interfaccia grafica. Per ogni funzione viene riportato il 
relativo component diagram, il quale evidenzia i componenti Swing necessari per la 
realizzazione dell’interfaccia preposta ad eseguire tale funzionalità. Laddove la 
funzione non necessita della costruzione di un’interfaccia, ma semplicemente della 
pressione di un pulsante, sarà indicato il component diagram dell’interfaccia che 
contiene tale pulsante. 
 
 
4.3.1.1  Interfaccia amministratore 
 
Il menu di questa interfaccia presenta i seguenti argomenti (nodi del JTree): 
- domini, 
- backup, 




Elenco delle funzioni 
 
 Login (NF.1) 
Nel momento in cui l’utente accede tramite il proprio browser all’indirizzo IP dove  
il server è in ascolto, appare questa interfaccia che costituisce la schermata iniziale 



















Figura 16 - Component diagram dell’interfaccia Login 
 
 Modifica password (NF.2) 
Premendo il pulsante Cambia password nel menu principale si presenta questa 















Figura 17 - Component diagram dell’interfaccia Modifica password 
 
 Backup database (NF.4) 
E’ sufficiente il pulsante presente nel menu. 
 
 Visualizzazione domini (A.1.1) 
Premendo il pulsante Domini nel menu principale si presenta questa interfaccia 













Figura 18 - Component diagram dell’interfaccia Visualizzazione domini 
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 Nuovo dominio (A.1.2)  
Dall’interfaccia Visualizzazione domini, premendo il pulsante jbNuovo si giunge 














Figura 19 - Component diagram dell’interfaccia Nuovo dominio 
 
 Eliminazione dominio (A.1.3) 
Questa funzione non necessita di una nuova interfaccia, è sufficiente premere il 
pulsante jbElimina presente nell’interfaccia Visualizzazione Domini. 
 
 Visualizzazione utenti (A.2.1) 
Premendo il pulsante Utenti nel menu principale si presenta questa interfaccia il 












Figura 20 - Component diagram dell’interfaccia Visualizzazione utenti 
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 Nuovo utente (A.2.2) 
Dall’interfaccia Visualizzazione utenti, premendo il pulsante jbNuovo si giunge 
























Figura 21 - Component diagram dell’interfaccia Nuovo utente 
 
 
 Eliminazione utente (A.2.3) 
Questa funzione non necessita di una nuova interfaccia, è sufficiente la 
pressione del pulsante jbElimina presente nell’interfaccia Visualizzazione utenti. 
 
 
4.3.1.2  Interfaccia decisore 
 
Il menu di questa interfaccia presenta i seguenti argomenti (nodi del JTree): 
- argomenti, 
- inserimento valori, 





Elenco delle funzioni 
 
 Login (NF.1) 
L’interfaccia è la stessa descritta nel diagramma di figura 16 del par. 4.3.1.1. 
 
 Modifica password (NF.2) 
L’interfaccia è la stessa descritta nel diagramma di figura 17 del par. 4.3.1.1. 
 
 Visualizzazzione argomenti (B.1.1) 
Premendo il pulsante Argomenti nel menu principale si presenta questa 











Figura 22 - Component diagram dell’interfaccia Visualizzazione argomenti 
 
 Nuovo argomento (B.1.2) 
Dall’interfaccia Visualizzazione argomenti, premendo il pulsante jbNuovo si 


























Figura 23 - Component diagram dell’interfaccia Nuovo argomento 
 
 Eliminazione argomento (B.1.3) 
Questa funzione non necessita di una nuova interfaccia, è sufficiente la 
pressione del pulsante jbElimina presente nell’interfaccia Visualizzazione 
argomenti. 
 
 Visualizzazione previsione in corso (B.2.1) 
Premendo il pulsante Previsioni nel menu principale si presenta questa 
interfaccia il cui diagramma è mostrato in figura 24. 
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Figura 24 - Component diagram dell’interfaccia Visualizzazione previsione in corso 
 
 Invio promemoria (B.2.2) 
Questa funzione non necessita di una nuova interfaccia, è sufficiente la 
pressione del pulsante jbInviaPromemoria presente nell’interfaccia 
Visualizzazione previsione in corso. 
 
 Invio previsione per conto dell’esperto (B.2.3) 
Questa funzione non necessita di una nuova interfaccia, è sufficiente la 
pressione del pulsante jbEffettuaPrev presente nell’interfaccia Visualizzazione 
previsione in corso. 
 
 Visualizzazione grafico aggregazioni (B.2.4) 
Dall’interfaccia Visualizzazione previsione in corso, premendo il pulsante 
jbGraficoAggr si apre una finestra esterna al browser (un oggetto JFrame) che 
mostra il grafico delle ultime aggregazioni calcolate (figura 25). Il periodo e gli 
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aggregatori che interessano vengono scelti per mezzo, rispettivamente dei 
controlli JComboBox e JCheckBox presenti nell’interfaccia Visualizzazione 







Figura 25 - Component diagram dell’interfaccia Visualizzazione grafico aggregazioni 
 
 Visualizzazione storico previsioni (B.2.5) 
Dall’interfaccia Visualizzazione previsione in corso, premendo il pulsante 











Figura 26 - Component diagram dell’interfaccia Visualizzazione storico previsioni 
 
 Visualizzazione grafico statistiche (B.2.6) 
Dall’interfaccia Visualizzazione previsione in corso, premendo il pulsante 
jbGraficoStat si apre una finestra esterna al browser (un oggetto JFrame) che 








Figura 27 - Component diagram dell’interfaccia Visualizzazione grafico statistiche 
 
 Inserimento valori esatti (B.2.7) 
Premendo il pulsante Inserimentovalori nel menu principale si presenta questa 











Figura 28 - Component diagram dell’interfaccia Inserimento valori esatti 
 
 
4.3.1.3  Interfaccia Esperto 
 
Il menu di questa interfaccia presenta i seguenti argomenti (nodi del JTree): 
- previsioni, 
- cambia password, 
- logout. 
 
Elenco delle funzioni 
 
 Login (NF.1) 
L’interfaccia è la stessa descritta nel diagramma di figura 16 del par. 4.3.1.1. 
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 Modifica password (NF.2) 
L’interfaccia è la stessa descritta nel diagramma di figura 17 del par. 4.3.1.1. 
 
 Visualizzazione previsioni da effettuare (C.1.1) 
Premendo il pulsante Previsioni nel menu principale si presenta questa 
interfaccia il cui diagramma è mostrato in figura 29. 
 









Figura 29 - Component diagram dell’interfaccia Visualizzazione previsioni da effettuare 
 
 Invio previsione (C.1.2) 
Questa funzione non necessita di una nuova interfaccia, è sufficiente la 
pressione del pulsante jbInvia presente nell’interfaccia Visualizzazione 
previsioni da effettuare. 
 
 
4.3.2  Server 
 
Il lato server dell’applicazione può essere scomposto in tre grandi sottosistemi: 
SS.1    database, 
SS.2    servizi, 
SS.3    processi demone. 
 
Il sottosistema SS.1 è costituito dal database, fulcro di ogni applicazione 
distribuita orientata ai dati. Il sottosistema SS.2 interagisce con il database ed esegue i 
servizi richiesti dagli utenti. Il sottosistema SS.3 è composto da tre demoni che 
lavorano in background (cfr. Par. 4.3.2.3). I demoni reminder.bat e aggiornaDB.bat 
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si avvalgono del sottosistema SS.1 per svolgere la propria attività, invocando alcuni 
metodi del server, proprio come fa l’applet lato client; invece aggrega.bat non 
interagisce col server (in quanto esegue un M-file contenente codice Matlab) ma 
accede direttamente al database sfruttando il driver ODBC.  
 
 
4.3.2.1  Database 
 
Dalla descrizone del problema (cfr. Cap. 2), scendendo ulteriormente in dettaglio, si 
può ricavare il modello E-R (Entity-Relationship) dell’applicazione, mostrato in 
figura 30. Questo modello permette di descrivere la struttura concettuale dei dati, cioè 
le relazioni logiche fra gli oggetti del “mondo reale” rappresentati dai dati, 
indipendentemente dalle operazioni che devono esservi eseguite e dalla loro 
implementazione. I rettangoli rappresentano le entità, i rombi le relazioni, le ellissi gli 





















Figura 30 - Modello E-R dell’applicazione 
 
Come si può vedere, un dominio può contenere molti utenti e molti argomenti, 
ma un utente ed un argomento possono far parte di un solo dominio. Si nota anche 
che gli utenti sono di 3 tipi: amministratore, decisore o esperto; solo questi ultimi 
effettuano le previsioni sugli argomenti. Infine si osserva che un esperto può 
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effettuare previsioni su più argomenti ed un argomento viene previsto da più esperti 
diversi, quindi la relazione “prevede” ha cardinalità da molti a molti. 
 
Dal modello E-R è possibile, tramite semplici regole, dedurre lo schema del 
database, mostrato di seguito: 
 
DOMINI 
(Dominio, Descrizione, Email, Decisore) 
 
ARGOMENTI 
(Dominio, Argomento, Descrizione, Tipo, Frequenza, ValMin, 
ValMax, ValDefault, NumEtichette) 
 
UTENTI 




(Utente, Dominio, Argomento, Data, Ora, Tipo, Valore) 
 
AGGREGATORI 
(Dominio, Argomento, Aggregatore, Frequenza) 
 
E’ stata aggiunta una tabella contenente gli aggregatori definiti per un dato 
argomento, dipendenti  dal tipo dell’argomento stesso (cfr. Par. 3.3.2, NF.7). 
 
Di seguito è riportato il formato utilizzato o i valori che possono assumere alcuni 
campi del database: 
 
a. data = AAAA-MM-GG 
b. ora = OO:MM:SS 
c. frequenza = giornaliera | settimanale | mensile 
d. tipoUtente = amministratore | decisore | esperto 
e. tipoArgomento = intero | reale | probabilita | etichetta 
f. numEtichette = 2 | 3 | 4 | 5 | 6 | 7 
g. aggregatore = media fuzzy | media | mediana | minimo | 
massimo | prodotto 
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La tabella Previsioni conterrà 3 tipi di record discriminati dal contenuto del 
campo UTENTE come spiegato di seguito: 
• se contiene lo username di un esperto, il record rappresenta una previsione 
effettuata da quell’esperto; 
• se contiene la stringa “aggr_” seguita dal nome di un aggregatore, il record 
rappresenta un’aggregazione (inizialmente il campo VALORE è “NULL”, nel 
momento in cui viene eseguita l’aggregazione conterrà il valore calcolato); 
• se contiene la stringa “esatto”, il record rappresenta il valore esatto 
(inizialmente il campo VALORE è “da inserire”, dopo l’immissione da parte 
dal decisore conterrà il valore esatto). 
 




Figura 31 - Tabella Previsioni 
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Per maggiori dettagli sul database si rimanda allo script SQL che lo genera, 
riportato in Appendice A. 
 
 
4.3.2.2  Esecuzione servizi 
 
Segue la descrizione delle funzioni (chiamate anche servizi) che compongono questo 
sottosistema. Sarà necessario prevedere altre funzioni (oltre a quelle elencate) che 
serviranno per svolgere quelle principali. 
Per ogni servizio compaiono una o più query (compresi i parametri necessari per 
l’interrogazione), il risultato della query stessa (parametri d’uscita) e le eventuali 
funzioni secondarie utilizzate. Accanto al nome di ogni servizio viene riportato tra 
parentesi il numero della specifica dei requisiti (cfr. Par. 3.1.3) che esso soddisfa. 
 
Servizi comuni a tutti gli utenti 
 
 Controllo login (NF.1) 
Parametri di ingresso user, pwd, dom, type 
Parametri d’uscita boolean 
Query SQL select * from Utenti where UTENTE = ‘user’ and 
PASSWORD = ‘pwd’ and DOMINIO = ‘dom’ and 
TIPO = ‘type’ 
 
Tabella 5 - Controllo login 
 
 Modifica password (NF.2) 
Parametri di ingresso pwd, user, dom 
Parametri d’uscita boolean 
Query SQL update Utenti set PASSWORD = ‘pwd’ where 
UTENTE = ‘user’ and DOMINIO = ‘dom’ 
 





Servizi per l’utente A 
 
 Backup database (NF.4) 
Esegue un file batch che contiene al suo interno il comando mysqldump, il quale 
crea su disco il file backup.sql. Se l’amministratore vorrà in futuro ripristinare il 
database gli basterà semplicemente eseguire tale script. 
 
 Prelievo domini (A.1.1) 
Parametri di ingresso nessuno 
Parametri d’uscita Vector<Vector> 
Query SQL select * from Domini 
 
Tabella 7 - Prelievo domini 
 
 Inserimento dominio (A.1.2) 
Parametri di ingresso dom,descr,email 
Parametri d’uscita nessuno 
Query SQL insert into Domini values (‘dom’,’descr’,’email’,   
’da inserire’) 
 
Tabella 8 - Inserimento dominio 
 
 Eliminazione dominio (A.1.3) 
Parametri di ingresso dom 
Parametri d’uscita nessuno 
Query SQL 1.  delete from Domini where DOMINIO = ‘dom’ 
 
2.  delete from Argomenti where DOMINIO = 
‘dom’ 
 
3.  delete from Previsioni where DOMINIO = ‘dom’ 
 
4.  delete from Utenti where DOMINIO = ‘dom’ 
 
5.  delete from Aggregatori where DOMINIO = 
‘dom’ 
 
Tabella 9 - Eliminazione dominio 
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 Prelievo utenti (A.2.1) 
Parametri di ingresso dom 
Parametri d’uscita Vector<Vector> 
Query SQL select UTENTE, PASSWORD, TIPO, NOME, 
INDIRIZZO, TELEFONO, EMAIL from Utenti where 
DOMINIO = ‘dom’ 
 
Tabella 10 - Prelievo utenti 
 
 Inserimento utente (A.2.2) 
Parametri di ingresso user, pwd, dom, type, name, ind, tel, email 
Parametri d’uscita nessuno 
Query SQL insert into Utenti values 
(‘user’,’pwd’,’dom’,’type’,’name’,’ind’,’tel’,’email’) 
 
Tabella 11 - Inserimento utente 
 
 Eliminazione utente (A.2.3) 
Parametri di ingresso user, pwd, dom 
Parametri d’uscita nessuno 
Query SQL 1.  delete from Utenti where UTENTE = ‘user’ and 
PASSWORD = ‘pwd’ and DOMINIO = ‘dom’ 
 
2.  delete from Previsioni where UTENTE = ‘user’ 
 
Tabella 12 - Eliminazione utente 
 
Servizi per l’utente B: 
 
 Prelievo argomenti (B.1.1) 
Parametri di ingresso dom 
Parametri d’uscita Vector<Vector> 
Query SQL select ARGOMENTO, DESCRIZIONE, TIPO, 
FREQUENZA, VAL_MIN, VAL_MAX, VAL_DEFAULT, 
NUM_ETICHETTA from Argomenti where DOMINIO 
= ‘dom’ 
 
Tabella 13 - Prelievo argomenti 
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 Inserimento argomento (B.1.2) 
Parametri di ingresso dom, arg, descr, type, freq, vmin, vmax, vdef, 
numet 
Parametri d’uscita nessuno 
Query SQL insert into Argomenti values (‘dom’,’arg’,‘descr’, 
‘type’,’freq’,’vmin’,’vmax’,’vdef’,’numet’) 
 
Tabella 14 - Inserimento argomento 
 
 Eliminazione argomento (B.1.3) 
Parametri di ingresso dom, arg 
Parametri d’uscita nessuno 
Query SQL 1.  delete from Argomenti where DOMINIO = 
‘dom’ and ARGOMENTO = ‘arg’ 
 
2.  delete from Previsioni where DOMINIO = ‘dom’ 
and ARGOMENTO = ‘arg’ 
 
3.  delete from Aggregatori where DOMINIO = 
‘dom’ and ARGOMENTO = ‘arg’ 
 
Tabella 15 - Eliminazione argomento 
 
 Prelievo previsioni effettuate (B.2.1) 
Parametri di ingresso dom, arg 
Altre funzioni utilizzate data = calcolaDataInizioPrevisione(freq) 
Parametri d’uscita Vector<Vector> 
Query SQL 1.  select FREQUENZA from Argomenti where 
DOMINIO = ‘dom’ and ARGOMENTO = ‘arg’ 
 
2.  select UTENTE, VALORE from Previsioni where 
DOMINIO = ‘dom’ and ARGOMENTO = ‘arg’ and 
DATA >= ‘data’ and UTENTE not like ‘aggr%’ and 
UTENTE not like ‘esatto’ 
 






 Prelievo previsioni mancanti (B.2.1) 
Parametri di ingresso dom, arg 
Altre funzioni utilizzate data = calcolaDataInizioPrevisione(freq) 
Parametri d’uscita Vector<Vector> 
Query SQL 1.  select FREQUENZA from Argomenti where 
DOMINIO = ‘dom’ and ARGOMENTO = ‘arg’ 
 
2.  select UTENTE from Utenti where TIPO not like 
'decisore' and DOMINIO = ‘dom’ and UTENTE not 
in (select UTENTE from Previsioni where DOMINIO 
= ‘dom’ and ARGOMENTO = ‘arg’ and DATA >= 
‘date’ and UTENTE not like 'aggr%' and UTENTE 
not like 'esatto') 
 
Tabella 17 - Prelievo previsioni mancanti 
 
 Invio promemoria (B.2.2) 
Parametri di ingresso indE, arg, dom, indDM, indA 
Altre funzioni utilizzate SendMail(indE, arg, dom, indDM, indA) 
Parametri d’uscita nessuno 
Query SQL nessuna 
 
Tabella 18 - Invio promemoria 
 
 Inserimento previsione per conto dell’esperto (B.2.3) 
Parametri di ingresso user, dom, arg, type, val 
Altre funzioni utilizzate data = dataCorrente() 
ora = oraCorrente() 
Parametri d’uscita nessuno 
Query SQL 1.  delete from Previsioni where UTENTE = ‘user’ 
and DOMINIO = ‘dom’ and ARGOMENTO = ‘arg’ 
and DATA = ‘data’ 
 
2.  insert into Previsioni values (‘user’,’dom’,’arg’, 
’data’,’ora’,’type’,’val’) 
 
Tabella 19 - Inserimento previsione per conto dell’esperto 
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 Prelievo valori per grafico delle aggregazioni (B.2.4) 
Parametri di ingresso user, dom, arg 
Parametri d’uscita Vector<String> 
Query SQL select VALORE from Previsioni where UTENTE = 
‘user’ and DOMINIO = ‘dom’ and ARGOMENTO = 
‘arg’ and VALORE is not null order by DATA 
 
Tabella 20 - Prelievo valori per grafico delle aggregazioni 
 
 Prelievo storico (B.2.5) 
Parametri di ingresso dom, arg, type, freq 
Parametri d’uscita Vector<Vector> 
Query SQL1 1.  select distinct DATA from Previsioni where 
DOMINIO = ‘dom’ and ARGOMENTO = ‘arg’ and 
UTENTE like 'aggr%' order by DATA 
 
2.  select distinct UTENTE from Utenti where 
DOMINIO = ‘dom’ and Tipo = ‘esperto’ 
 
3.  select VALORE from Previsioni where DOMINIO 
= ‘dom’ and ARGOMENTO = ‘arg’ and UTENTE = 
‘user’ and DATA = ‘date’ 
 
4.  select VALORE from Previsioni where DOMINIO 
= ‘dom’ and ARGOMENTO = ‘arg’ and UTENTE = 
‘user’ and DATA <= ‘date’ and data >= 
subdate(‘date’, interval 6 day) 
 
5.  select VALORE from Previsioni where DOMINIO 
= ‘dom’ and ARGOMENTO = ‘arg’ and UTENTE = 
‘user’ and DATA <= ‘date’ and data > 
subdate(‘date’, interval 1 month) 
 
Tabella 21 - Prelievo storico 
 
 Prelievo valori per grafico delle statistiche (B.2.6) 
Parametri di ingresso dom, arg 
Altre funzioni utilizzate tipo = prelevaTipoArg(dom,arg) 
freq = prelevaFreq(dom,arg) 
costruisciStorico(dom,arg,tipo,freq) 
 
                                                 
1 Nelle query 3-4-5 vengono utilizzati i valori dei campi DATA e UTENTE restituiti rispettivamente 
dalle query 1 e 2. 
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Parametri d’uscita Vector<Vector> 
Query SQL nessuna 
 
Tabella 22 - Prelievo valori per grafico delle statistiche 
 
 Inserimento valore esatto (B.2.7) 
Parametri di ingresso val, dom, arg, date 
Parametri d’uscita nessuno 
Query SQL update Previsioni set VALORE = ‘val’ where 
UTENTE = 'esatto' and DOMINIO = ‘dom’ and 
ARGOMENTO = ‘arg’ and DATA = ‘date’ 
 
Tabella 23 - Inserimento valore esatto 
 
Servizi per l’utente C: 
 
 Prelievo previsioni da effettuare 
Parametri di ingresso dom 
Parametri d’uscita Vector<Vector> 
Query SQL select ARGOMENTO, DESCRIZIONE, TIPO, 
VAL_DEFAULT, FREQUENZA from Argomenti where 
DOMINIO = ‘dom’ 
 
Tabella 24 - Prelievo previsioni da effettuare 
 
 Inserimento previsione 
Vedere tabella 19. 
 
 
4.3.2.3  Processi Demone 
 
Un processo demone è un processo che non è associato ad un terminale di controllo e 
fornisce un servizio ad intervalli di tempo prefissati; in generale ha un tempo di vita 
molto lungo, spesso coincidente col tempo di funzionamento del sistema. 
L’applicazione utilizza 3 processi demone elencati di seguito in ordine di attivazione: 
• reminder.bat (cfr. Par 3.3.2 requisito S.2), 
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• aggrega.bat (cfr. Par 3.3.2 requisito S.1), 
• aggiornaDB.bat (cfr. Par 3.3.2 requisito S.3). 
 
Il sequence diagram di figura 32 mostra l’ordine in cui i processi demone si 
attivano nell’arco della giornata (ciò avviene ogni giorno): reminder.bat si attiva alle 
ore 16:00 ed esegue Reminder.class che invia le mail agli esperti, poi alle 23:00 si 
attiva aggrega.bat che lancia Matlab ed esegue la funzione di aggregazione delle 
previsioni (aggr_prev.m), infine alle 23:30 si attiva aggiornaDB.bat ed esegue 
AggiornaDB.class che aggiunge al database i record opportuni. 
 















Figura 32 - Sequence diagram dei processi demone 
 
Matlab non interagisce con nessuna attività (server incluso) in quanto usa un 
driver ODBC per connettersi al database, a differenza delle altre attività che, essendo 
file Java, utilizzano un driver JDBC. 
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Come si può vedere dal diagramma, Reminder.class invoca due metodi remoti 
del server per reperire i dati di cui ha bisogno, dopodiché chiama SendMail.class che 
provvede ad inviare effettivamente le mail. 
 
 
4.3.2.3.1  Funzione di aggregazione 
 
L’aggregazione delle previsioni viene effettuata quotidianamente alle ore 23 dal 
demone aggrega.bat; questo file non fa altro che avviare Matlab e lanciare l’M-file 
contenente il codice della funzione di aggregazione (aggr_prev.m). 
Tale funzione preleva record dal database tramite query (usando il comando SQL 
select) ed effettua aggiornamenti su determinati record (tramite il comando SQL 
update). Ciò è possibile grazie ad un strumento aggiuntivo di Matlab, il Database 
Toolbox che permette a Matlab di interagire con il database MySQL. Affinché il 
Database Toolbox possa accedere al database è necessario utilizzare il driver ODBC 
(cfr. Par.6.2 punto 5).  
In figura 33 è riportato l’activity diagram della funzione di aggregazione. Con la 
queryA si prelevano dal database tutti i record (supponiamo n) con i campi VALORE 
uguale a NULL e DATA precedente alla data corrente (in pratica gli aggregatori da 
calcolare), dopodiché si entra in un ciclo while fino ad esaurimento degli n record 
trovati, ripetendo la seguente procedura: si preleva la frequenza dell’argomento 
tramite la queryF, in base ad essa si esegue una ulteriore query per ottenere tutte le 
previsioni che devono incidere sull’aggregatore in esame, infine si effettua il calcolo 
vero e proprio (utilizzando tutte funzioni Matlab già esistenti) e si procede all’update 
del database memorizzando il valore appena calcolato nel relativo campo. 
Per i dettagli implementativi e per le query SQL utilizzate si rimanda 



































In questo capitolo viene analizzata la codifica in linguaggio Java dell’applicazione,  
derivante dalla fase progettuale esposta fino a questo momento. L’applicazione è 
suddivisa in due package: backend e frontend. I file principali sono due (uno per 
package): 
- ServerImpl.java (contenuto nel package backend), in cui vengono definiti i 
metodi che tramite query SQL accedono al database per soddisfare le richieste 
degli utenti; 
- Client.java (contenuto nel package frontend), in cui viene definita la struttura 
dell’applet e quindi dei metodi di visualizzazione dei dati, all’interno dei quali si 
trovano le chiamate remote al server. 
 
In figura 34 è riportato il class diagram dell’applicazione, nel quale si può 
osservare la composizione dei due package. Come si può vedere dal diagramma,  la 
classe Client (contenente il codice dell’applet) importa la classe ServerInt 
(l’interfaccia del server) nel quale sono elencati i metodi che l’utente può invocare; le 



















Figura 34 - Class diagram dell’applicazione 
 




5.1  Package backend 
 
Questo package contiene i file necessari all’implementazione di RMI lato server (cfr. 
Appendice C) e la definizione dei metodi invocabili dal client; inoltre contiene una 
classe che si occupa di inviare le mail agli utenti (SendMail.java) e le classi associate 
ai due demoni che si servono acnh’essi dell’interfaccia messa a disposizione dal 
server per accedere al database (Reminder.java e AggiornaDB.java). 
In figura 35 è mostrato il class diagram del package backend; sono evidenziate in 
















Figura 35 - Class diagram del package backend 
 
 
5.1.1  Server.java 
 
In questo file è presente il metodo main che serve per: 
1. creare l’RMIregistry, 
2. istanziare un oggetto di tipo ServerImpl, 
3. registrare tale oggetto assegnandogli un nome logico (operazione di bind). 
 
 
5.1.2  ServerInt.java 
 
Questo file descrive l’interfaccia del server nella quale sono dichiarati tutti i metodi 
remoti che il client può invocare; essi accedono al database tramite JDBC. Il 
diagramma di figura 36 mostra la struttura dell’interfaccia elencando tutti i metodi di 
cui dispone mettendone in evidenza i parametri di ingresso di cui necessitano. Tali 












+ cambiaPassword(pwd:String, user:String, dom:String)
+ controllaArgomento(dom:String, arg:String) :boolean
+ controllaDominio(dom:String) :boolean
+ controllaPrevisione(dom:String, arg:String, val:String) :boolean
+ controllaUtente(user:String, pwd:String, dom:String) :boolean
+ controllo(user:String, pwd:String, dom:String, type:String) :int
+ costruisciStorico(dom:String, arg:String, type:String, freq:String) :Vector<Vector>
+ eliminaArg(dom:String, arg:String)
+ eliminaDom(dom:String)
+ eliminaUt(user:String, pwd:String, dom:String)
+ inserisciAggregatori(dom:String, arg:String, tipo:String, freq:String)
+ inserisciArg(dom:String, arg:String, descr:String, type:String, freq:String,
      vmin:String, vmax:String, vdef:String, numet:String)
+ inserisciDom(dom:String, descr:String, email:String)
+ inserisciNuoviRecordInPrevisioni(dom:String, arg:String, type:String, freq:String)
+ inserisciPrevisioni(user:String, dom:String, arg:String, type:String, val:String)
+ inserisciUt(user:String, pwd:String, dom:String, type:String, name:String,
      ind:String, tel:String, email:String)
+ inserisciValore(val:String, dom:String, arg:String, date:String)










+ prelevaFreq(dom:String, arg:String) :String
+ prelevaNumEtichetta(dom:String, arg:String) :String
+ prelevaPassword(user:String) :String
+ prelevaPrevisioni(dom:String, arg:String) :Vector<Vector>
+ prelevaTipoArg(dom:String, arg:String) String
+ prelevaUtenti(dom:String) :Vector<Vector>
+ prelevaUtentiInespressi(dom:String, arg:String) :Vector<Vector>




Figura 36 - Classe ServerInt 
 
 
5.1.3  ServerImpl.java 
 
Questo file contiene l’implementazione dei metodi del server. Sono presenti, 
oltre al costruttore, un gestore delle eccezioni ed alcune funzioni che compiono 
elaborazioni sulla data, utilizzata poi da alcuni dei metodi principali. Di seguito sono 
elencati i metodi pubblici previsti dal server, con una breve descrizione 
dell’operazione svolta. Tutte queste funzioni utilizzano JDBC per interagire con il 
database MySQL; per i dettagli implementativi si rimanda all’appendice D. 
 
• aggiungiDecisore 






Effettua il backup del database. 
 
• cambiaPassword 
Cambia la password dell’utente. 
 
• controllaArgomento 
Quando si inserisce un nuovo argomento, controlla che tale argomento non sia 
già presente nel database. 
 
• controllaDominio 
Quando si inserisce un nuovo dominio, controlla che tale dominio non sia già 
presente nel database. 
 
• controllaPrevisione 
Quando viene effettuata una previsione di tipo intero, reale o probabilità 
controlla che il valore immesso sia compreso tra il valore minimo ed il valore 
massimo previsti per quell’argomento. 
 
• controllaUtente 
Quando si inserisce un nuovo utente, controlla che tale utente non sia già 
presente nel database. 
 
• controllo 








Elimina tutte le informazioni relative all’argomento dal database. 
 
• eliminaDom 
Elimina tutte le informazioni relative al dominio dal database. 
 
• eliminaUt 
Elimina tutte le informazioni relative all’utente dal database. 
 
• inserisciAggregatori 
Aggiunge al database gli aggregatori previsti per l’argomento in base al tipo. 
 
• inserisciArg 
Aggiunge al database un nuovo argomento. 
 
• inserisciDom 








Aggiunge al database una previsione effettuata dall’esperto. 
 
• inserisciUt 
Aggiunge al database un nuovo utente. 
 
• inserisciValore 
Aggiunge al database un valore esatto immesso dal decisore. 
 
• inviaMail 
Invia una mail all’esperto che non ancora effettuato la previsione. 
 
• prelevaArgomenti 
Restituisce tutti gli argomenti del dominio. 
 
• prelevaArgomentiPerAggiornamentoDB 




Restituisce gli argomenti da inserire nel menu ad albero. 
 
• prelevaArgomentiPerInserimentoValori 
Restituisce gli argomenti per i quali il decisore deve inserire i valori esatti. 
 
• prelevaArgomentiPerPrevisioni 
Restituisce gli argomenti per i quali l’esperto deve effettuare la previsione. 
 
• prelevaArgomentiPerReminder 
Restituisce gli argomenti per il demone che invia i promemoria. 
 
• prelevaDecisore 
Restituisce il decisore del dominio. 
 
• prelevaDomini 
Restituisce i domini registrati. 
 
• prelevaEmailUt 
Restituisce l’indirizzo di posta elettronica dell’utente. 
 
• prelevaFreq 





Restituisce il numero di etichette fuzzy previste per l’argomento. 
 
• prelevaPassword 
Restituisce la password dell’utente. 
 
• prelevaPrevisioni 
Restituisce le previsioni da effettuare sull’argomento. 
 
• prelevaTipoArg 
Restituisce il tipo dell’argomento. 
 
• prelevaUtenti 
Restituisce gli utenti che appartengono al dominio. 
 
• prelevaUtentiInespressi 




Restituisce i valori aggregati da visualizzare nel grafico. 
 
 
5.1.4  SendMail.java 
 
Questo file contiene la classe che viene utilizzata per inviare le mail agli esperti che 
non hanno ancora effettuato la previsione su un argomento. Tale classe viene anche 
utilizzata dal demone reminder.bat la cui funzione viene illustrata nel paragrafo 












+ SendMail(indExpert:String, arg:String, dom:String,
      indDM:String, indAdmin:String)
 
 
Figura 37 - Classe SendMail 
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5.1.5  Reminder.java 
 
La classe contenuta in questo file (la cui struttura è mostrata in figura 38) viene 
eseguita tutti i giorni alle ore 16:00; viene chiamata dal file reminder.bat inserito 
nelle operazioni pianificate (cfr. Par. 7.2) ed effettua le seguenti operazioni: 
• per gli argomenti con periodicità giornaliera viene inviato il promemoria agli 
esperti ogni giorno; 
• per gli argomenti con periodicità settimanale viene inviato il promemoria agli 
esperti ogni mercoledì; 
• per gli argomenti con periodicità mensile viene inviato il promemoria agli 


















Figura 38 - Classe Reminder 
 
 
5.1.6  AggiornaDB.java 
 
La classe contenuta in questo file viene eseguita tutti i giorni alle ore 23:30 (quindi 
subito dopo la funzione di aggregazione); viene chiamata dal file aggiornaDB.bat 
inserito nelle operazioni pianificate (cfr. Par. 7.2) ed aggiunge alla tabella Previsioni i 
record relativi agli aggregatori della successiva previsione. Come si può vedere dalla 
figura 39, la struttura di questa classe è identica a quella di Reminder, cambiano solo 



















Figura 39 - Classe AggiornaDB 
 
 
5.2  Package frontend 
 
Questo package contiene il codice relativo all’applet e alla creazione delle interfacce 
utente tramite i componenti grafici messi a disposizione dal package Swing, 
opportunamente personalizzati per far fronte alle proprie esigenze. 
In figura 40 è mostrato il class diagram del package frontend. Anche qui sono 
evidenziate in giallo le classi definite dal programmatore, in azzurro quelle messe a 
disposizione dal linguaggio. 
Come si può vedere, la classe Client estende Japplet ed utilizza tutte le altre classi 
definite all’interno del package frontend e tutti gli altri componenti Swing necessari 































Figura 40 - Class diagram del package frontend 
 
 
5.2.1  Client.java 
 
Questo file contiene il codice dell’applet che viene caricata sul browser nel momento 
in cui l’utente accede all’indirizzo IP del server. La classe Client estende Japplet e 
contiene i metodi che servono per costruire le varie interfacce grafiche necessarie a 
soddisfare le richieste di servizio da parte dell’utente (figura 41). 
Le funzioni il cui nome inizia con “visualizza” servono per creare  un’interfaccia 
nel pannello principale (cfr. Par. 4.2.2 figura 11) utilizzando i componenti Swing che 
verranno descritti nei paragrafi successivi; i metodi del tipo “ActionPerformed” sono 
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gli ascoltatori dei JButton e vengono eseguiti quando l’utente clicca sul relativo 
pulsante; infine i metodi del tipo “doMouseClicked” sono gli ascoltatori dei JTree e 
vengono eseguiti quando l’utente clicca su un nodo del relativo albero (cioè seleziona 
una voce del menu). Da notare anche la presenza della funzione init che viene 
chiamata quando inizia l’esecuzione dell’applet; questo è il primo metodo chiamato 





































































In tabella 25 sono elencate le funzioni dell’applet che invocano metodi remoti del 




(lato client dell’applicazione) 
 
Metodi remoti invocati 






























































Tabella 25 - Funzioni dell’applet e relativi metodi del server invocati 
 
 
5.2.2  MyPanel.java 
 
La classe contenuta in questo file estende Jpanel e serve da contenitore per altri 








+ addComponent(c:Component, gx:int, gy:int,











5.2.3  MyCheckBox.Java 
 
La classe contenuta in questo file estende JCheckBox, una casella di controllo. La 










Figura 43 - Classe MyCheckBox 
 
 
5.2.4  MyComboBox.java 
 
La classe contenuta in questo file estende JComboBox, una casella combinata formata 








Figura 44 - Classe MyComboBox 
 
 
5.2.5  MyTable.java 
 
Questo file contiene un’estensione della classe JScrollPane, destinato a contenere le 















Figura 45 - Classe MyTable 
 
 
5.2.6  MyTableModel.java 
 
Questo file contiene un’estensione della classe AbstractTableModel, che rappresenta 













+ getValueAt(row:int, col:int) :Object
+ setValueAt(value:Object, row:int, column:int)
+ isCellEditable(row:int, col:int) :boolean
 
 




5.2.7  StoricoTableModel.java 
 
Questo file contiene un’estensione della classe AbstractTableModel, che rappresenta 
il modello dei dati di una JTable. Questo modello è utilizzato esclusivamente per la 
tabella contenente lo storico delle previsioni che differisce leggermete da tutte le altre 
tabelle dell’applicazione le quali utilizzano la classe MyTableModel (cfr. Par. 5.2.6); 
la struttura della classe è perciò identica a quella mostrata in figura 46, l’unica 
differenza è la definizione della funzione isCellEditable, infatti la tabella contenente 
lo storico, a differenza delle altre, non deve avere nessuna cella editabile. 
 
 
5.2.8  EachRowEditor.java 
 
La classe contenuta in questo file implementa TableCellEditor e serve per creare 
all’interno di una cella di una JTable un editor a forma di JComboBox. Questo 
oggetto viene utilizzato laddove l’utente deve inserire un valore di tipo etichetta. La 

























Figura 47 - Classe EachRowEditor 
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5.2.9  MyGraphic.java 
 
La classe contenuta in questo file estende JPanel e serve per creare un grafico in cui 
vengono visualizzati gli aggregatori che interessano al decisore, calcolati per un dato 






- ... // var. e cost. utilizzate
- getfuzzy(strfuzzy:String) :float
- ungetfuzzy (numfuzzy:float) :String
+ MyGraphic (quanti1:int, val[]:int, valori1:Vector <String>,
      valori2:Vector <String>, valori3:Vector <String>,





Figura 48 - Classe MyGraphic 
 
Al costruttore si devono passare nell’ordine i seguenti parametri: 
- quanti aggregatori si vuole vedere sullo stesso grafico (da 1 a 3); 
- il periodo che interessa (può essere scelto fra tre disponibili, in base al tipo 
dell’argomento); 
- il vettore dei valori relativi al primo aggregatore; 
- il vettore dei valori relativi al secondo aggregatore; 
- il vettore dei valori relativi al terzo aggregatore; 
- se l’argomento è di tipo etichetta oppure no; 
- gli aggregatori desiderati. 
 
Il periodo, che dipende dalla frequenza dell’argomento, viene passato settando 
(mettendo a 1) un determinato elemento del vettore val (che ha dimensione 6 e viene 
inizializzato con tutti gli elementi a 0). In tabella 26 è possibile vedere la 




Elemento del vettore Valori visualizzati Frequenza argomento consentita 
val[0] 3 giornaliera, settimanale, mensile 
val[1] 6 mensile 
val[2] 7 giornaliera 
val[3] 8 settimanale 
val[4] 12 mensile 
val[5] 15 giornaliera 
 
Tabella 26 - Significato del vettore val 
 
Per passare gli aggregatori che si desidera visualizzare occorre settare un 
determinato elemento del vettore legenda (anch’esso ha dimensione 6 e viene 
inizializzato con tutti gli elementi a 0). Al massimo tre elementi di questo vettore 
possono assumere valore 1. E’ possibile vedere la corrispondenza tra gli elementi del 
vettore e gli aggregatori in tabella 27. 
 
Elemento del vettore Valori visualizzati 







Tabella 27 - Significato del vettore legenda 
 
Se si è interessati ad un solo aggregatore, i vettori dei valori relativi al secondo ed 
al terzo aggregatore vengono passati con tutti valori uguali a 0. Se tipo1 è uguale ad 1 
significa che l’argomento è di tipo etichetta; se è uguale a 0 allora il tipo è reale o 




5.2.10  MyGraphicRect.java 
 
La classe contenuta in questo file estende JPanel e serve per creare un istogramma in 
cui visualizzare il livello di affidabilità degli esperti su un dato argomento. In figura 












Figura 49 - Classe MyGraphicRect 
 
Il costruttore della classe prevede come unico parametro un oggetto 
Vector<Vector> che contiene le coppie esperto - indice di affidabilità. Tale valore 
viene stimato come l’inverso dell’errore quadratico medio di tutte le previsioni 
effettuate dall’esperto su quell’argomento. Per ogni esperto viene creato un rettangolo 














6.1  Documento di specifica delle prove 
 
6.1.1  Progetto di test 
 
Come prima cosa occorre testare il funzionamento dell’applicazione utilizzando un 
sistema operativo ed un browser diversi da quelli su cui è stata sviluppata; c’è da 
aspettarsi che tale cambiamento non pregiudichi il corretto funzionamento del sistema 
(almeno nella sua struttura generale) grazie alla nota portabilità del linguaggio Java 
(cfr. Par. 4.1). 
In figura 50 è possibile vedere come si presenta ForeComb sempre su piattaforma 
Windows XP, ma con un browser diverso da Internet Explorer e cioè Mozilla Firefox; 
mentre in figura 51 e 52 ne vediamo l’aspetto grafico su piattaforma Mac OS X 













Figura 52 - ForeComb su piattaforma Mac OS X e browser Safari 
 
L’applicazione è stata provata solo su piattaforme e browser di cui si disponeva 
nel momento del test e ciò non costituisce una casistica completa, però contribuisce 
ad avvalorare la tesi che è stato realizzato un software portabile. 
 
Adesso saranno illustrati i test svolti sulle principali funzionalità di ForeComb; la 
strategia utilizzata è orientata a verificare la correttezza delle funzionalità dei vari 
moduli per mezzo della tecnica black-box, la quale analizza il dominio dei dati di 
input, il dominio dei dati di output e l’interazione tra utenti ed interfacce, per ciascun 
modulo costituente il sistema. L’insieme dei dati di test viene suddiviso, in base ai 
valori che questi possono assumere, in varie classi di equivalenza per ognuna delle 
quali ci aspettiamo un comportamento omogeneo; ciò permette di effettuare un 
numero limitato di prove. In tabella 28 sono mostrate le classi di equivalenza scelte 
per il test, con i relativi dati di input (azioni dell’utente) e di output (messaggi di 
risposta del sistema). 
 
Classe di equivalenza Azione dell’utente Messaggi di risposta del sistema
a) login inserimento dati nell’apposita 
maschera e successiva 
pressione del pulsante di 
accesso 
a1) messaggio di dati mancanti 
 
a2) messaggio di dati non corretti
 
a3) visualizzazione schermata 
iniziale 
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b) modifica password inserimento dati nell’apposita 
maschera e successiva 
pressione del pulsante di 
salvataggio 
b1) messaggio di conferma 
operazione 
 
b2) messaggio di dati mancanti 
 
b3) messaggio di dati non corretti
 
b4) messaggio di avvenuta 
operazione 
 
c) backup database pressione pulsante c1) messaggio di conferma 
operazione 
 
c2) messaggio di avvenuta 
operazione 
 
d) visualizzazione di 
informazioni 
prelevate dal database 
pressione del pulsante di 
visualizzazione 
d1) messaggio di assenza di dati 
da visualizzare 
 
d2) visualizzazione dati 
 
e) inserimento di uno o 
più record nel 
database 
inserimento dati nell’apposita 
maschera e successiva 
pressione del pulsante di 
salvataggio 
e1) messaggio di conferma 
operazione 
 
e2) messaggio di dati mancanti 
 
e3) messaggio di dati non corretti
 
e4) messaggio di dati già presenti 
(duplicazione campo chiave) 
 
e5) messaggio di avvenuto 
inserimento 
 
f) eliminazione di uno o 
più record dal 
database 
selezione dati da eliminare e 
successiva pressione del  
pulsante di eliminazione 
f1) messaggio di conferma 
operazione 
 
f2) messaggio di record non 
selezionato 
 
f3) messaggio di avvenuta 
eliminazione 
 
g) invio mail da parte 
del decisore 
selezione utente destinatario 
e successiva pressione del 
pulsante di invio 
g1) messaggio di conferma 
operazione 
 
g2) messaggio di esperto non 
selezionato 
 





selezione degli aggregatori, 
del periodo e successiva 
pressione del pulsante 
argomento di tipo “etichetta” 
 
h1) messaggio di assenza di dati 
da visualizzare 
 
h2) visualizzazione del grafico 
 
argomento di tipo diverso da 
“etichetta” 
 
h1) messaggio di assenza di dati 
da visualizzare 
 




h4) messaggio di troppi 
aggregatori selezionati 
 
h5) visualizzazione del grafico 
con un aggregatore 
 
h6) visualizzazione del grafico 
con due aggregatori 
 
h7) visualizzazione del grafico 





pressione pulsante i1) messaggio di assenza di dati 
da visualizzare 
 




Tabella 28 - Classi di equivalenza per il test 
 
Infine rimane da testare il corretto funzionamento dei tre demoni di cui 
l’applicazione si avvale; essendo questi, processi che non interagiscono con l’utente 
in quanto lavorano in background sul server, per effettuare questo test è stato 
necessario un periodo di circa 45 giorni in cui il sistema è stato mantenuto in 
esecuzione. Durante tale periodo sono state simulate le azioni di tutti gli utenti 
registrati nel database (amministratore di sistema, 2 decisori, 11 esperti) e si è 
verificato quotidianamente che tali processi lavorassero in maniera corretta. Si è 
cercato di effettuare tale simulazione utilizzando un database ad hoc, per avere così 
un’ampia casistica, anche se non esaustiva. Quest’ultima prova, oltre a verificare il 
funzionamento dei tre processi demone, è stata un vero e proprio test di sistema, 
finalizzato ad accertare la bontà dell’intera applicazione e quindi di tutti i singoli 
moduli che la compongono. Sul test di sistema non si riporta alcuna documentazione 
perché descrivere tale operazione risulterebbe troppo oneroso. 
 
 
6.1.2  Specifica dei casi di test 
 
Per ogni classe di equivalenza viene dettagliato il comportamento del modulo in 
risposta agli ingressi che gli vengono forniti; l’uscita prevista rappresenta l’azione 
intrapresa dal sistema che, nella maggior parte dei casi, corrisponde alla creazione di 
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una nuova interfaccia o alla visualizzazione di messaggi di vario tipo, finalizzati ad 




Dati in ingresso Uscita prevista 
a) 1. uno o più dati mancanti 
 
2. uno o più dati non corretti 
 








b) 1. uno o più dati mancanti 
 
2. uno o più dati non corretti 
 












d) 1. nessuno (il database non contiene dati da 
visualizzare) 
 









e) 1. uno o più dati mancanti 
 
2. uno o più dati non corretti 
 
3. campo chiave già presente nel database 
 










f) 1. record non selezionato 
 






g) 1. utente non selezionato 
 






h) 1. argomento di tipo “etichetta”, (il database 
non contiene dati da visualizzare) 
 
2. argomento di tipo “etichetta”, (il database 
contiene dei dati da visualizzare) 
 
3. argomento di tipo diverso da “etichetta”, (il 
database non contiene dati da visualizzare) 
 
4. argomento di tipo diverso da “etichetta”, 
nessun aggregatore selezionato 
 
5. argomento di tipo diverso da “etichetta”, 
più di tre aggregatori selezionati 
 
6. argomento di tipo diverso da “etichetta”, 
un aggregatore selezionato 
 
7. argomento di tipo diverso da “etichetta”, 
due aggregatori selezionati 
 
8. argomento di tipo diverso da “etichetta”, 



























i) 1. nessuno (il database non contiene dati da 
visualizzare) 
 










Tabella 29 - Casi di test 
 
 
6.2  Documento di rapporto delle prove 
 
6.2.1  Rapporto delle prove 
 
Le prove sono state condotte in data 16/10/2006; in tabella 30 è mostrato l’esito dei 
test effettuati, il cui dettaglio è riportato nel paragrafo precedente. A tali prove ha 
fatto seguito il test di sistema, concluso anch’esso con esito positivo.  
 




























































6.2.2  Rapporto dei problemi 
 
Come si può vedere dalla tabella 30 riportata nel paragrafo precedente, tutti i test 
svolti hanno dato esito positivo. Non essendo stato riscontrato alcun problema, la fase 
di test dell’applicazione si considera conclusa. Se alcune delle prove avessero dato 
esito negativo, sarebbe stato necessario modificare il codice sorgente nei punti 
interessati da quello specifico caso di test ed effettuare nuovamente la prova. Questa 




6.2.3  Rapporto di sintesi 
 




6.3  Verifica del software 
 
In questa ultima fase si deve verificare che tutti i requisiti funzionali 
dell’applicazione, elencati nella fase di specifica (cfr. Par. 3.3.1), siano stati 
soddisfatti ed implementati correttamente. 
In tabella 31 sono elencati i requisiti funzionali che l’applicazione deve possedere 
e dove si trovano i pulsanti che realizzano tali servizi all’interno delle tre diverse 
interfacce utente. 
 
Requisito Ubicazione pulsante Interfaccia 
A.1.1.1 menu principale amministratore 
A.1.2.1 schermata Domini amministratore 
A.1.3.1 schermata Domini amministratore 
A.2.1.1 schermata Domini amministratore 
A.2.2.1 schermata Utenti amministratore 
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A.2.3.1 schermata Utenti amministratore 
B.1.1.1 menu principale decisore 
B.1.2.1 schermata Argomenti decisore 
B.1.3.1 schermata Argomenti decisore 
B.2.1.1 menu principale oppure 
schermata Argomenti  
decisore 
B.2.2.1 schermata Previsioni decisore 
B.2.3.1 schermata Previsioni decisore 
B.2.4.1 schermata Previsioni decisore 
B.2.5.1 schermata Previsioni decisore 
B.2.6.1 schermata Previsioni decisore 
B.2.7.1 menu principale decisore 
C.1.1.1 menu principale esperto 
C.1.2.1 schermata Previsioni esperto 
 
Tabella 31 - Verifica dei requisiti funzionali “non automatici” 
 
In tabella 32 sono elencati i requisiti che il sistema deve soddisfare 
automaticamente senza un'esplicita richiesta da parte dell'utente. Come si può vedere 
tali requisiti vengono soddisfatti dai tre demoni, per definizione processi che lavorano 





















In questo capitolo viene illustrato il comportamento del sistema dal punto di vista 
dell’utente, inoltre vengono descritte le operazioni da effettuare per installare e 
configurare l’applicazione. 
Il client dell’applicazione non necessita di alcuna operazione preliminare 
antecedente l’utilizzo dell’applicazione, è sufficiente disporre di un browser dotato di 
JVM; mentre il server deve essere installato e configurato dall’amministratore di 
sistema affinché il sistema possa essere utilizzato.  
Si farà riferimento ad un sistema operativo Microsoft Windows XP Professional, 
che è la piattaforma su cui l’applicazione è stata sviluppata; se si intendesse usare un 
altro sistema operativo alcune operazioni potrebbero differire leggermente. 
 
 
7.1  Installazione 
 
Prima di installare ForeComb, è necessario installare i seguenti componenti 
aggiuntivi che l’applicazione utilizza: 
 
• JDK v1.5.0_06, per la compilazione e l’esecuzione del codice Java sulla 
macchina server (è richiesta l’installazione nella directory C:\, altrimenti è 
necessario modificare alcuni dei file batch); 
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• Tomcat v5.5.12, per la gestione delle richieste di servizio che arrivano dai 
client attraverso Internet (installazione tipica); 
 
• Matlab v7.0, per consentire l’esecuzione della funzione di aggregazione 
(installazione tipica più il Database Toolbox); 
 
• MySQL Server v4.1.16 per Windows no install, per la creazione e la 
gestione del database (installazione tipica), è sufficiente copiare il file 
compresso in C:\ e decomprimerlo; 
 
• MySQL ODBC driver v3.51.12 per Windows, necessario a Matlab per 
connettersi al database. 
 
Per installare ForeComb sulla macchina che ospiterà il lato server 
dell’applicazione, compiere i seguenti passi (il risultato finale è mostrato in figura 
53): 
1. accendere il computer e avviare Microsoft Windows XP; 
2. copiare la cartella compressa di ForeComb nella directory C:\; 




Figura 53 - Directory principale dell’applicazione 
 
Come si può vedere la procedura di installazione è estremamente semplice e 
potrebbe essere effettuata anche da persone che non possiedono alcun background 
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7.2  Configurazione 
 
Affiché si possa utilizzare ForeComb è necessario eseguire alcune operazioni 
preliminari e configurare certi parametri sulla macchina server; ecco i passi da 
seguire: 
 
1) avviare MySQL server ed eseguire lo script dbForecomb.sql che si trova 
nella cartella principale del programma (cfr. Appendice A), il quale crea il 
database dell’applicazione; 
 
2) sostituire l’indirizzo IP del server e il numero di porta (di default 1099) per 






3) sostituire l’indirizzo IP del server e il numero di porta (di default 3306) per 
la connessione al database nel file Server.java; 
 
4) sostituire il server SMTP, l’account e la password per l’invio di mail nel file 
SendMail.java; 
 
5) creare un’origine dati2 (affinché Matlab possa accedere al database) andando 
in Pannello di controllo > Strumenti di amministrazione > Origine dati 
(ODBC) > Aggiungi ed infine selezionando dall’elenco MySQL ODBC 3.51 
driver (figure 54, 55, 56 e 57); 
                                                 
2 Per la configurazione del DSN utente utilizzare i parametri riportati in figura 55, modificando 
















Figura 57 - Operazione completata 
 
6) aggiungere alle operazioni pianificate i seguenti file andando in Pannello di 
controllo > Operazioni pianificate > Aggiungi operazione pianificata e 
seguendo la procedura guidata (figura 58): 
• aggrega.bat, ogni giorno alle 23:00, 
• reminder.bat, ogni giorno alle 16:00, 




Figura 58 - Inserimento operazione pianificata 
 
7) avviare MySQL Server con il comando mysqld --console (per chiuderlo 
usare il comando mysqladmin shutdown); 
 
8) avviare Tomcat andando in Pannello di controllo > Servizi, selezionando 
dall’elenco Apache Tomcat e cliccando su Avvia servizio (figura 59); per 
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verificare che il web server sia attivo, aprendo il browser e digitando l’URL 








Figura 60 - Schermata principale di Tomcat 
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9) eseguire il file make.bat situato nella cartella principale dell’applicazione; 
questo file compila tutti i file sorgente Java, genera lo stub (per mezzo del 
comando rmic ServerImpl), infine avvia il server affinché i client possano 
invocarne i metodi. 
 
Una volta portate a termine le operazioni sopraelencate l’applicazione è pronta  
per l’uso. Non appena un utente utilizzerà il proprio browser per accedere alla 
schermata iniziale di ForeComb, l’applet andrà in esecuzione e, dopo il login, 
visualizzerà l’interfaccia appropriata al tipo di utente. Esistono tre diverse interfacce, 
una per tipologia di utente (amministratore di sistema, decisore ed esperto). 
 
 
7.3  Interfacce utente 
 
La schermata di accesso è identica per tutti gli utenti; da qui è possibile effettuare il 
login ed entrare nel sistema usufruendo così dei servizi disponibili. I dati necessari 
per effettuare il login sono: tipo utente, dominio di appartenenza, username e 
password (figura 61).  
Come descritto dall’help in basso (testo bianco su sfondo blu), una volta inseriti i 
dati richiesti, basta cliccare sul pulsante per entrare in ForeComb; se i dati immessi 
non dovessero essere corretti comparirà un messaggio di errore (figura 62) e sarà 
necessario inserire nuovamente i dati. 
Spostando il mouse sopra il pulsante compare un tooltip che aiuta l’utente a 
comprendere la funzionalità associata a tale oggetto, nel caso l’immagine non fosse 
sufficientemente chiara. Questa funzionalità è disponibile per ogni pulsante presente 
nelle diverse schermate. 
Una volta effettuato l’accesso comparirà il logo dell’applicazione ed il menu con 
i servizi disponibili (ovviamente diverso per ogni tipo di utente); in basso a sinistra è 
presente anche un pannello che visualizza alcune informazioni come data, username e 










Figura 62 - Messaggio di utente non riconosciuto 
 
 
Nei paragrafi successivi viene fornita una descrizione dettagliata delle tre 
interfacce disponibili e di tutti i pulsanti contenuti al loro interno. 
 
 
7.3.1  Amministratore 
 
In figura 63 si può osservare come si presenta l’interfaccia per l’utente 
amministratore subito dopo l’accesso. Cliccando su una voce del menu ad albero, 






Figura 63 - Schermata iniziale 
 




7.3.1.1  Domini 
 
In questa schermata vengono visualizzate le informazioni relative ai domini facenti 
parte del sistema (figura 64). Sono disponibili tre pulsanti che consentono di 
effettuare rispettivamente le seguenti operazioni: 
- creare un nuovo dominio (pulsante di sinistra), 
- eliminare un dominio esistente (pulsante centrale),  





Figura 64 - Domini 
 
Descrizione dei pulsanti presenti nella schermata Domini 
 
• Nuovo dominio 
Premendo questo pulsante si accede ad una maschera nella quale è possibile 
inserire i dati di un nuovo dominio. Poi occorre salvare i dati immessi 
cliccando sul dischetto (figura 65), se non si preme il pulsante il database non 
subisce alcuna modifica. Dopo il clic appare una finestra di conferma e 










Figura 66 - Nuovo dominio, 




Figura 67 - Nuovo dominio, 
messaggio di notifica 
 
• Elimina dominio 
 
Selezionando un dominio dalla tabella e premendo questo pulsante il dominio 
viene eliminato dal database; prima di effettuare l’operazione si apre una 
finestra in cui si chiede conferma all’utente (figura 68), una volta eseguita 
l’operazione viene visualizzato un messaggio di notifica dell’avvenuta 








Figura 69 - Eliminazione dominio, messaggio di notifica 
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E’ opportuno ricordare che eliminando un dominio si cancellano dal database 
tutte le informazioni riguardanti quel dominio (argomenti, utenti, previsioni), 




Premendo questo pulsante vengono visualizzate le informazioni relative agli 
utenti del dominio in esame (figura 70). Sotto la tabella sono disponibili due 
pulsanti che consentono di effettuare le seguenti operazioni: creare un nuovo 
utente (pulsante di sinistra), eliminare un utente tra quelli elencati in tabella 












Descrizione dei pulsanti presenti nella schermata Utenti 
 
• Nuovo utente  
Premendo questo pulsante si accede ad una maschera nella quale è 
possibile inserire i dati di un nuovo utente (figura 71). Dopo aver riempito 
tutti i campi occorre cliccare sul dischetto affinché avvenga il salvataggio, 




Figura 71 - Inserimento  utente 
 
• Elimina utente 
Selezionando un utente dalla tabella e premendo questo pulsante l’utente 
viene eliminato dal database, prima di effettuare l’operazione compare una 
finestra in cui si chiede conferma all’utente (figura 72), ad operazione 





Figura 72 - Eliminazione utente 
 
 
7.3.1.2  Backup 
 
Premendo questo pulsante si effettua il backup del database. Prima di compiere 
l’operazione viene chiesta conferma all’utente (figura 73), una volta compiuta viene 









Figura 74 - Backup, messaggio di notifica 
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7.3.1.3  Cambia password 
 
Premendo questo pulsante si accede ad una maschera in cui è possibile inserire una 
nuova password di accesso (è necessario inserire anche l’attuale password). Prima di 
effettuare l’operazione si apre una finestra in cui si chiede conferma all’utente (figura 










Figura 76 - Cambia password, messaggio di 
notifica 
 
7.3.1.4  Logout 
 
Premendo questo pulsante si esce dal sistema e si torna alla pagina iniziale di login. 
Prima di effettuare l’operazione si apre una finestra in cui si chiede conferma 




Figura 77 - Logout, messaggio di conferma 
 
 
6.3.2  Decisore 
 
In figura 78 è mostrata l’interfaccia per l’utente decisore (chiamato anche decision 




Figura 78 - Schermata iniziale 
 




7.3.2.1  Argomenti 
 
In questa schermata vengono visualizzate le informazioni relative agli argomenti 
presenti nel dominio (figura 79). Sono disponibili tre pulsanti che consentono di 
effettuare le seguenti operazioni: 
- creare un nuovo argomento (pulsante di sinistra), 
- eliminare l’argomento selezionato (pulsante centrale), 
- visualizzare previsioni ed aggregazioni sull’argomento selezionato (pulsante 
di destra). 
 
Lo stesso risultato del pulsante di destra è ottenibile cliccando direttamente su 





Figura 79 - Argomenti 
 
Descrizione dei pulsanti presenti nella schermata Argomenti 
 
• Nuovo argomento 
Premendo questo pulsante si accede ad una maschera nella quale è possibile 
inserire i dati di un nuovo argomento. Prima di effettuare il salvataggio si chiede 
conferma all’utente, una volta terminata l’operazione viene data notifica 
dell’avvenuto inserimento nel database. I dati richiesti variano in base al tipo 
dell’argomento che si desidera aggiungere e la maschera di inserimento si 
trasforma di conseguenza. Se il tipo è intero, reale o probabilità sono necessari i 
valori minimo, massimo e di default; se il tipo è etichetta serve soltanto il numero 
delle etichette. I campi che non sono richiesti vengono disabilitati, impedendo 
così all’utente di commettere degli errori che lascerebbero il database in uno stato 
inconsistente. In figura 80 è illustrato l’inserimento di un nuovo argomento di tipo 
intero, in figura 81 e 82 l’argomento inserito è di tipo etichetta (notare che i campi 













Figura 82 - Nuovo argomento di tipo etichetta 
 
• Elimina argomento 
Selezionando un argomento dalla tabella e premendo questo pulsante l’argomento 
viene eliminato dal database, prima di effettuare l’operazione si apre una finestra 
in cui si chiede conferma all’utente (figura 83), una volta eseguita l’operazione 
viene visualizzato un messaggio di notifica dell’avvenuta eliminazione (figura 
84). Si noti che l’argomento oltre ad essere eliminato dalla tabella, viene rimosso 









Figura 84 - Elimina argomento, messaggio di notifica 
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• Previsioni 
Premendo questo pulsante appare una schermata in cui vengono visualizzate le 
informazioni relative alla previsione in corso (figura 85); sono mostrate 
separatamente le previsioni effettuate e gli esperti che non si sono ancora espressi. 
E’ possibile giungere a questa schermata anche premendo l’argomento che 





Figura 85 - Previsioni 
 
Descrizione dei pulsanti presenti nella schermata Previsioni 
 
• Invia promemoria 
Selezionando un utente dalla tabella delle previsioni mancanti e premendo 
questo pulsante viene inviata una mail all’utente per sollecitarlo a fornire il 
proprio parere sull’argomento in esame. Prima di procedere all’invio si apre 
una finestra in cui si chiede conferma all’utente (figura 86); dopo che la mail è 
stata spedita viene visualizzato un messaggio di notifica dell’avvenuta 
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operazione. All’esperto selezionato giungerà la mail riportata in figura 87, 
dopodiché dovrà semplicemente cliccare sul link contenuto all’interno del 









Figura 87 - Promemoria ricevuto dall’esperto 
 
• Effettua previsione per conto dell’esperto 
Inserendo il valore previsto nella casella accanto al nome dell’esperto (dove 
c’è un “?”) e premendo questo pulsante viene memorizzato nel database tale 
valore esattamente come avverrebbe se fosse stato l’esperto ad inviare la 
previsione. Prima di procedere si apre una finestra in cui si chiede conferma 
all’utente (figura 88), una volta eseguita l’operazione viene visualizzato un 
messaggio di notifica dell’avvenuto invio (figura 89). Si noti che la riga passa 









Figura 89 - Invio previsione per conto dell’esperto, messaggio di notifica 
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• Visualizza grafico delle aggregazioni 
Dopo aver selezionato il periodo e gli aggregatori che interessano, premendo 
il pulsante viene visualizzato un grafico con i valori delle ultime aggregazioni 
calcolate sull’argomento in esame. Gli aggregatori selezionabili sono solo 
quelli definiti per l’argomento (cioè dipendono dal tipo) ed il loro numero non 
può essere superiore a 3, questo per non compromettere la leggibilità del 
grafico. I periodi di aggregazione vengono selezionati dal menu a discesa e la 
loro durata dipende dalla frequenza dell’argomento (tabella 33). 
 
Frequenza argomento Periodi disponibili 
giornaliera 3, 7 o 15 giorni 
settimanale 3, 8 o 15 settimane 
mensile 3, 6 o 12 mesi 
 
Tabella 33 - Periodi di aggregazione disponibili 
 
In figura 90 viene mostrato il grafico delle aggregazioni per un argomento di 




Figura 90 - Grafico delle aggregazioni per un argomento di tipo etichetta 
 






Figura 91 - Grafico delle aggregazioni per un argomento di tipo intero 
 
E’ possibile visualizzare contemporaneamente più grafici sullo stesso 




Figura 92 - Due grafici relativi allo stesso argomento 
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• Visualizza storico previsioni 
Premendo questo pulsante si accede ad una schermata in cui è possibile vedere 
tutte le previsioni effettuate e tutte le aggregazioni calcolate sull’argomento in 
esame (figura 93). La sigla “np” contrassegna le previsioni che non sono 
pervenute (in quanto non effettuate dagli esperti), mentre “da inserire” 
rappresenta quei valori esatti che non sono ancora stati immessi dal decisore, 
infine “da calcolare” contraddistingue quegli aggregatori che non sono ancora 




Figura 93 - Storico previsioni 
 
• Visualizza grafico delle statistiche 
Premendo questo pulsante viene visualizzato un istogramma con il livello di 
affidabilità di tutti gli esperti sull’argomento in esame (figura 94). Questo 
grafico fornisce un indice di affidabilità degli esperti: più è alto il rettangolo 
relativo ad un esperto, più le previsioni che ha effettuato si sono avvicinate ai 





Figura 94 - Grafico delle statistiche 
 
 
7.3.2.2  Inserimento valori esatti 
 
Premendo questo pulsante appare una schermata in cui sono visualizzati tutti gli 




Figura 95 - Inserimento valori esatti 
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Questi valori servono per calcolare le statistiche sugli esperti.  
 
 
7.3.2.3  Modifica password 
 
Premendo questo pulsante si accede ad una maschera in cui è possibile inserire una 
nuova password di accesso (vedi Par. 7.1.1.3). 
 
 
7.3.2.4  Logout 
 
Premendo questo pulsante si esce dal sistema e si torna alla pagina iniziale di login 
(vedi Par 7.1.1.4). 
 
 
7.3.3  Esperto 
 
In figura 96 si può osservare l’interfaccia per l’utente esperto subito dopo aver 




Figura 96 - Schermata iniziale 
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7.3.3.1  Previsioni 
 
In questa schermata vengono visualizzati gli argomenti sui quali l’esperto deve 
effettuare una previsione entro la data di scadenza indicata (figura 97). Per gli 
argomenti di tipo etichetta il valore viene scelto selezionandolo da un elenco a discesa 




Figura 97 - Previsioni 
 
Per gli argomenti di tipo diverso da etichetta, prima di memorizzare il valore 
immesso dall’esperto nel database è previsto un controllo da parte del sistema, che 
può portare ad un messaggio di valore mancante (figura 99) nel caso il valore non 
fosse stato digitato oppure di valore fuori range (figura 100) nel caso il valore inserito 













Figura 100 - Invio previsione, messaggio di 
valore fuori range 
 
 
Dopo aver inserito il valore nel relativo campo della tabella, premendo il pulsante 
la previsione viene inviata al server e memorizzata nel database. Prima dell’invio 
vero e proprio viene visualizzato un messaggio di conferma (figura 101). Eseguita 
l’operazione appare un messaggio di notifica e nel campo valore compare la scritta 
“inviato” (figura 102). 
E’ possibile in qualsiasi momento (a condizione che non si sia oltrepassata la data 
di scadenza) effettuare una nuova previsione sullo stesso argomento, semplicemente 









Figura 102 - Invio previsione, messaggio di notifica 
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7.3.3.2  Modifica password 
 
Premendo questo pulsante si accede ad una maschera in cui è possibile inserire una 
nuova password di accesso (vedi Par. 7.1.1.3). 
 
 
7.3.3.3  Logout 
 
Premendo questo pulsante si esce dal sistema e si torna alla pagina iniziale di login 









In questa tesi è stata progettata e realizzata un’applicazione distribuita per la raccolta, 
l’aggregazione e l’analisi di previsioni. Il software ForeComb, scritto principalmente 
in linguaggio Java, ha le seguenti caratteristiche tecniche: 
- sfrutta un’architettura client-server implementata per mezzo di RMI (il lato 
client è costituito da un’applet accessibile da web tramite browser), 
- utilizza JDBC per interagire con un database MySQL, 
- impiega Swing per la costruzione delle interfacce grafiche (GUI), 
- si avvale del web server Tomcat per la gestione delle richieste di connessione 
che giungono dai vari client, 
- impiega Matlab come strumento di calcolo degli indicatori di aggregazione. 
 
Grazie alla portabilità di Java, l’applicazione è in grado di funzionare sui 
principali sistemi operativi. Sono solo necessari dei piccoli accorgimenti in fase di 
configurazione dell’applicazione sulla macchina server. Sulle macchine client non è 
necessaria alcuna operazione di installazione o configurazione, è sufficiente disporre 
di un browser dotato di JVM come plugin. 
 
 Sviluppi futuri riguardano la possibilità di introdurre aggregatori più sofisticati 
basati su algoritmi genetici o reti neurali, in modo da affinare il livello di precisione 
delle aggregazioni, migliorando conseguentemente la qualità delle decisioni prese dai 
decisori. Sempre nell’ottica di un miglioramento del livello di affidabilità degli 
aggregatori calcolati, si potrebbero implementare tecniche per la gestione dei valori 















DROP DATABASE IF EXISTS forecomb; 
 
 
# Creazione Database 
 
CREATE DATABASE forecomb; 
 
 





# Creazione tabelle 
 
CREATE TABLE domini ( 
dominio VARCHAR(40) NOT NULL, 
descrizione VARCHAR(40) NOT NULL, 
email VARCHAR(40) NOT NULL, 
decisore VARCHAR(40), 
UNIQUE (dominio), 
PRIMARY KEY (dominio) 
) TYPE = InnoDB; 
 
CREATE TABLE utenti ( 
utente VARCHAR(40) NOT NULL, 
password VARCHAR(10) NOT NULL, 
dominio VARCHAR(40) NOT NULL, 
tipo VARCHAR(40) NOT NULL, 
nome VARCHAR(40) NOT NULL, 
indirizzo VARCHAR(40), 
telefono VARCHAR(40), 




PRIMARY KEY (utente,password) 
) TYPE = InnoDB; 
 
CREATE TABLE argomenti ( 
dominio VARCHAR(40) NOT NULL, 
argomento VARCHAR(40) NOT NULL, 
descrizione VARCHAR(40) NOT NULL, 
tipo VARCHAR(40) NOT NULL, 




num_etichetta VARCHAR(40),     
PRIMARY KEY (dominio,argomento) 
) TYPE = InnoDB; 
 
CREATE TABLE previsioni ( 
utente VARCHAR(40) NOT NULL, 
dominio VARCHAR(40) NOT NULL, 
argomento VARCHAR(40) NOT NULL, 
data VARCHAR(40) NOT NULL, 
ora VARCHAR(40) NOT NULL, 
tipo VARCHAR(40) NOT NULL, 
valore VARCHAR(40), 
PRIMARY KEY (utente,dominio,argomento,data) 
) TYPE = InnoDB; 
 
CREATE TABLE aggregatori ( 
dominio VARCHAR(40) NOT NULL, 
argomento VARCHAR(40) NOT NULL, 
aggregatore VARCHAR(40) NOT NULL, 
frequenza VARCHAR(40) NOT NULL, 
PRIMARY KEY (dominio,argomento,aggregatore) 
) TYPE = InnoDB; 
 
 
# Inserimento dati Amministratore 
 




INSERT INTO domini  
(dominio,descrizione,email,decisore)  













% funzione di aggregazione delle previsioni 
 
logintimeout(5) 
cont=0 % cont=contatore_aggregatori 
conn=database('MyODBC','','') 
ping(conn) 
cursa=exec(conn,'SELECT ALL Utente,Dominio,Argomento,Data,Tipo, 
 Valore FROM Previsioni WHERE Utente LIKE ''aggr%'' AND Valore IS 
 NULL AND Data<CURDATE() ORDER BY Dominio,Argomento,Data') 
cursa=fetch(cursa,100) 
qra=cursa.data % qra=query_result_aggregatori 
 
if (rows(cursa)==0) % Se non ci sono previsioni da aggregare termino  
 il programma 
  disp('Tutte le previsioni sono già aggregate.') 
  close(cursa) 
  close(conn) 





   query=['SELECT Frequenza FROM Aggregatori WHERE Dominio=''' 
    char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' char(qra(i,3)) 
    ''''] 
  cursf=exec(conn,query) 
  cursf=fetch(cursf,10) 
  qrf=cursf.data % query_result_frequenze 
 
  if (strcmp(qrf(1,1),'giornaliera')==1) % Aggregazione previsioni 
   con frequenza giornaliera 
    query=['SELECT Tipo,Valore FROM Previsioni WHERE Utente NOT LIKE 
     ''aggr%'' AND Dominio=''' char(qra(i,2)) '''' blanks(1) 'AND 
     Argomento=''' char(qra(i,3)) '''' blanks(1) 'AND Data=''' 
     char(qra(i,4)) ''''] 
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    cursp=exec(conn,query) 
    cursp=fetch(cursp,100) 
    qrp=cursp.data % query_result_previsioni 
 
    if strcmp(qrp(1,1),'etichetta')==1 % controllo il tipo della 
     previsione del primo record 
      if strcmp(qrp(1,2),'+')==1 
        va=1 % va=values_array 
      elseif strcmp(qrp(1,2),'++')==1 
        va=2 
      elseif strcmp(qrp(1,2),'+++')==1 
        va=3 
      elseif strcmp(qrp(1,2),'-')==1 
        va=-1 
      elseif strcmp(qrp(1,2),'--')==1 
        va=-2 
      elseif strcmp(qrp(1,2),'---')==1 
        va=-3 
      else % qrp(1,2)='=' 
        va=0 
      end 
    else % qrp(1,1)='probabilita' or 'reale' or 'intero' 
      va=qrp(1,2) 
    end 
    if (rows(cursp)>1) % + record 
      j=2 
      while j<=rows(cursp) 
        if strcmp(qrp(j,1),'etichetta')==1 
          if strcmp(qrp(j,2),'+')==1 
            va=horzcat(va,1) 
          elseif strcmp(qrp(j,2),'++')==1 
            va=horzcat(va,2) 
          elseif strcmp(qrp(j,2),'+++')==1 
            va=horzcat(va,3) 
          elseif strcmp(qrp(j,2),'-')==1 
            va=horzcat(va,-1) 
          elseif strcmp(qrp(j,2),'--')==1 
            va=horzcat(va,-2) 
          elseif strcmp(qrp(j,2),'---')==1 
            va=horzcat(va,-3) 
          else % qrp(j,2)='=' 
            va=horzcat(va,0) 
          end 
        else % qrp(j,2)='probabilita' or 'reale' or 'intero' 
          va=horzcat(va,qrp(j,2)) 
        end 
        j=j+1 
      end 
    end 
     
    % Aggiornamento DB 
    if (strcmp(qra(i,1),'aggr_media_fuzzy')==1) % MEDIA FUZZY 
      mf=sum(va)/numel(va) % mf=media_fuzzy 
      if (mf<-2.5) 
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        media_fuzzy='---' 
      elseif ((mf>=-2.5) && (mf<-1.5)) 
        media_fuzzy='--' 
      elseif ((mf>=-1.5) && (mf<-0.5)) 
        media_fuzzy='-' 
      elseif ((mf>=-0.5) && (mf<0.5)) 
        media_fuzzy='=' 
      elseif ((mf>=0.5) && (mf<1.5)) 
        media_fuzzy='+' 
      elseif ((mf>=1.5) && (mf<2.5)) 
        media_fuzzy='++' 
      else % mf>=2.5 
        media_fuzzy='+++' 
      end 
      colnames = {'Valore'} 
      exdata(1,1) = {[media_fuzzy]} 
      whereclause=['WHERE UTENTE=''aggr_media_fuzzy'' AND 
       Dominio=''' char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data='''char(qra(i,4)) 
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_media')==1) % MEDIA 
      media=mean(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {media} 
      whereclause=['WHERE UTENTE=''aggr_media'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_mediana')==1) % MEDIANA 
      mediana=median(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {mediana} 
      whereclause=['WHERE UTENTE=''aggr_mediana'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_max')==1) % MASSIMO 
      massimo=max(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {massimo} 
      whereclause=['WHERE UTENTE=''aggr_max'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
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      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_min')==1) % MINIMO 
      minimo=min(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {minimo} 
      whereclause=['WHERE UTENTE=''aggr_min'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    else % qra(i,1)='prodotto' % PRODOTTO 
      prodotto=prod(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {prodotto} 
      whereclause=['WHERE UTENTE=''aggr_prodotto'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
    end 
    i=i+1       
     
  elseif (strcmp(qrf(1,1),'settimanale')==1) % Aggregazione 
   previsioni con frequenza settimanale 
    query=['SELECT Tipo,Valore FROM Previsioni WHERE Utente NOT LIKE 
     ''aggr%'' AND Dominio=''' char(qra(i,2)) '''' blanks(1) 'AND 
     Argomento=''' char(qra(i,3)) '''' blanks(1) 'AND Data<=''' 
     char(qra(i,4)) '''' blanks(1) 'AND Data>=SUBDATE(''' 
     char(qra(i,4)) ''',7)'] 
    cursp=exec(conn,query) 
    cursp=fetch(cursp,100) 
    qrp=cursp.data % query_result_previsioni 
    if strcmp(qrp(1,1),'etichetta')==1 % controllo il tipo della 
     previsione del primo record 
      if strcmp(qrp(1,2),'+')==1 
        va=1 % va=values_array 
      elseif strcmp(qrp(1,2),'++')==1 
        va=2 
      elseif strcmp(qrp(1,2),'+++')==1 
        va=3 
      elseif strcmp(qrp(1,2),'-')==1 
        va=-1 
      elseif strcmp(qrp(1,2),'--')==1 
        va=-2 
      elseif strcmp(qrp(1,2),'---')==1 
        va=-3 
      else % qrp(1,2)='=' 
        va=0 
      end 
    else % qrp(1,1)='probabilita' or 'reale' or 'intero' 
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      va=qrp(1,2) 
    end 
    if (rows(cursp)>1) % + record 
      j=2 
      while j<=rows(cursp) 
        if strcmp(qrp(j,1),'etichetta')==1 
          if strcmp(qrp(j,2),'+')==1 
            va=horzcat(va,1) 
          elseif strcmp(qrp(j,2),'++')==1 
            va=horzcat(va,2) 
          elseif strcmp(qrp(j,2),'+++')==1 
            va=horzcat(va,3) 
          elseif strcmp(qrp(j,2),'-')==1 
            va=horzcat(va,-1) 
          elseif strcmp(qrp(j,2),'--')==1 
            va=horzcat(va,-2) 
          elseif strcmp(qrp(j,2),'---')==1 
            va=horzcat(va,-3) 
          else % qrp(j,2)='=' 
            va=horzcat(va,0) 
          end 
        else % qrp(j,2)='probabilita' or 'reale' or 'intero' 
          va=horzcat(va,qrp(j,2)) 
        end 
        j=j+1 
      end 
    end 
     
    % Aggiornamento DB 
    if (strcmp(qra(i,1),'aggr_media_fuzzy')==1) % MEDIA FUZZY 
      mf=sum(va)/numel(va) % mf=media_fuzzy 
      if (mf<-2.5) 
        media_fuzzy='---' 
      elseif ((mf>=-2.5) && (mf<-1.5)) 
        media_fuzzy='--' 
      elseif ((mf>=-1.5) && (mf<-0.5)) 
        media_fuzzy='-' 
      elseif ((mf>=-0.5) && (mf<0.5)) 
        media_fuzzy='=' 
      elseif ((mf>=0.5) && (mf<1.5)) 
        media_fuzzy='+' 
      elseif ((mf>=1.5) && (mf<2.5)) 
        media_fuzzy='++' 
      else % mf>=2.5 
        media_fuzzy='+++' 
      end 
      colnames = {'Valore'} 
      exdata(1,1) = {[media_fuzzy]} 
      whereclause=['WHERE UTENTE=''aggr_media_fuzzy'' AND 
       Dominio=''' char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
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    elseif (strcmp(qra(i,1),'aggr_media')==1) % MEDIA 
      media=mean(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {media} 
      whereclause=['WHERE UTENTE=''aggr_media'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_mediana')==1) % MEDIANA 
      mediana=median(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {mediana} 
      whereclause=['WHERE UTENTE=''aggr_mediana'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_max')==1) % MASSIMO 
      massimo=max(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {massimo} 
      whereclause=['WHERE UTENTE=''aggr_max'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_min')==1) % MINIMO 
      minimo=min(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {minimo} 
      whereclause=['WHERE UTENTE=''aggr_min'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    else % qra(i,1)='prodotto' % PRODOTTO 
      prodotto=prod(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {prodotto} 
      whereclause=['WHERE UTENTE=''aggr_prodotto'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
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      cont=cont+1 
    end 
    i=i+1       
     
  else % qrf(1,1)='mensile' % Aggregazione previsioni con frequenza 
   mensile 
    query=['SELECT Tipo,Valore FROM Previsioni WHERE Utente NOT LIKE 
     ''aggr%'' AND Dominio=''' char(qra(i,2)) '''' blanks(1) 'AND 
     Argomento=''' char(qra(i,3)) '''' blanks(1) 'AND Data<=''' 
     char(qra(i,4)) '''' blanks(1) 'AND Data>=SUBDATE(''' 
     char(qra(i,4)) ''',30)'] 
    cursp=exec(conn,query) 
    cursp=fetch(cursp,100) 
    qrp=cursp.data % query_result_previsioni 
    if strcmp(qrp(1,1),'etichetta')==1 % controllo il tipo della 
     previsione del primo record 
      if strcmp(qrp(1,2),'+')==1 
        va=1 % va=values_array 
      elseif strcmp(qrp(1,2),'++')==1 
        va=2 
      elseif strcmp(qrp(1,2),'+++')==1 
        va=3 
      elseif strcmp(qrp(1,2),'-')==1 
        va=-1 
      elseif strcmp(qrp(1,2),'--')==1 
        va=-2 
      elseif strcmp(qrp(1,2),'---')==1 
        va=-3 
      else % qrp(1,2)='=' 
        va=0 
      end 
    else % qrp(1,1)='probabilita' or 'reale' or 'intero' 
      va=qrp(1,2) 
    end 
    if (rows(cursp)>1) % + record 
      j=2 
      while j<=rows(cursp) 
        if strcmp(qrp(j,1),'etichetta')==1 
          if strcmp(qrp(j,2),'+')==1 
            va=horzcat(va,1) 
          elseif strcmp(qrp(j,2),'++')==1 
            va=horzcat(va,2) 
          elseif strcmp(qrp(j,2),'+++')==1 
            va=horzcat(va,3) 
          elseif strcmp(qrp(j,2),'-')==1 
            va=horzcat(va,-1) 
          elseif strcmp(qrp(j,2),'--')==1 
            va=horzcat(va,-2) 
          elseif strcmp(qrp(j,2),'---')==1 
            va=horzcat(va,-3) 
          else % qrp(j,2)='=' 
            va=horzcat(va,0) 
          end 
        else % qrp(j,2)='probabilita' or 'reale' or 'intero' 
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          va=horzcat(va,qrp(j,2)) 
        end 
        j=j+1 
      end 
    end 
     
    % Aggiornamento DB 
    if (strcmp(qra(i,1),'aggr_media_fuzzy')==1) % MEDIA FUZZY 
      mf=sum(va)/numel(va) % mf=media_fuzzy 
      if (mf<-2.5) 
        media_fuzzy='---' 
      elseif ((mf>=-2.5) && (mf<-1.5)) 
        media_fuzzy='--' 
      elseif ((mf>=-1.5) && (mf<-0.5)) 
        media_fuzzy='-' 
      elseif ((mf>=-0.5) && (mf<0.5)) 
        media_fuzzy='=' 
      elseif ((mf>=0.5) && (mf<1.5)) 
        media_fuzzy='+' 
      elseif ((mf>=1.5) && (mf<2.5)) 
        media_fuzzy='++' 
      else % mf>=2.5 
        media_fuzzy='+++' 
      end 
      colnames = {'Valore'} 
      exdata(1,1) = {[media_fuzzy]} 
      whereclause=['WHERE UTENTE=''aggr_media_fuzzy'' AND 
       Dominio=''' char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_media')==1) % MEDIA 
      media=mean(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {media} 
      whereclause=['WHERE UTENTE=''aggr_media'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    elseif (strcmp(qra(i,1),'aggr_mediana')==1) % MEDIANA 
      mediana=median(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {mediana} 
      whereclause=['WHERE UTENTE=''aggr_mediana'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
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    elseif (strcmp(qra(i,1),'aggr_max')==1) % MASSIMO 
      massimo=max(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {massimo} 
      whereclause=['WHERE UTENTE=''aggr_max'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
    elseif (strcmp(qra(i,1),'aggr_min')==1) % MINIMO 
      minimo=min(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {minimo} 
      whereclause=['WHERE UTENTE=''aggr_min'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
 
    else % qra(i,1)='prodotto' % PRODOTTO 
      prodotto=prod(str2double(va)) 
      colnames = {'Valore'} 
      exdata(1,1) = {prodotto} 
      whereclause=['WHERE UTENTE=''aggr_prodotto'' AND Dominio=''' 
       char(qra(i,2)) '''' blanks(1) 'AND Argomento=''' 
       char(qra(i,3)) '''' blanks(1) 'AND Data=''' char(qra(i,4))  
       ''''] 
      update(conn,'Previsioni',colnames,exdata,whereclause) 
      cont=cont+1 
    end 
    i=i+1      
     
  end 
end 
















In questo appendice viene spiegato come si implementa la struttura client-server 
dell’applicazione mediante l’utilizzo di RMI. 
Partiamo da un oggetto MyServer per il momento non remoto. 
 
public class MyLocalServer { 
   public void String concat(String a, String b) { 
      return a + b; 
   } 
} 
 
Il metodo concat esegue una concatenazione fra i due argomenti passati in ingresso 
restituendo in uscita la stringa risultante. 
Vediamo ora i passi da compiere per creare la versione remota di tale classe 
utilizzando le API RMI contenute nei package java.rmi e java.rmi.server. Si eseguono i 
seguenti punti:  
1. creare l'interfaccia remota;  
2. estendere l’interfaccia java.rmi.Remote;  
3. sollevare l’eccezione java.rmi.Remote.Exception per ogni metodo dell’interfaccia; 
4. controllare i tipi dei parametri. 
 
Il primo passo consiste nel creare un'interfaccia remota di MyLocalServer per 
remotizzare tale classe.  
 
Un oggetto remoto viene referenziato dal client  tramite un reference ad 
un’interfaccia che deve obbligatoriamente estendere l’interfaccia java.rmi.Remote. 
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L’interfaccia java.rmi.Remote non contiene alcun metodo. Essa serve da “marcatore”, 
cioè consente di dichiarare che una classe supporta una determinata caratteristica. 
Con java.rmi.Remote, il programmatore definisce che l’interfaccia è utilizzabile per 
accedere ad un oggetto remoto (cioè invocarne i metodi) e protegge l’applicazione da 
anomalie derivanti dall’utilizzo di risorse remote. Tutti i metodi devono sollevare 
l’eccezione RemoteException che è in grado di propagarsi lungo la rete. 
L’ultimo passo è controllare che i parametri dei metodi siano serializzabili. Nel 
nostro caso specifico i parametri sono entrambi di classe String e quindi il vincolo è 
soddisfatto (verificabile  eseguendo da console il comando: serialver java.lang.String). 
 
public interface MyServerInterface extends Remote { 
   public String concat(String a, String b) throws RemoteException; 
} 
 
Definita l’interfaccia remota si deve modificare leggermente la classe di partenza 
(che rinominiamo da MyLocalServer a MyServerImpl per enfatizzarne la "remotizzazione"); 
occorre eseguire i seguenti passi: 
1. implementare l’interfaccia MyServerInterface; 
2. estendere la classe java.rmi.UnicastRemoteObject. 
 
public class MyServerImpl extends UnicastRemoteObject implements 
 MyServerInterface { 
   public MyServer() throws RemoteException { } 
   public String concat(String a, String b) throws RemoteException 
   { return a + b; } 
}  
 
Oltre a dichiarare l’implementazione dell’interfaccia precedentemente definita, si 
deve anche estendere la classe UnicastRemoteObject, una classe predefinita che serve per 
referenziare l’oggetto remoto. 
Abbiamo ottenuto un oggetto MyServerImpl i cui metodi possono essere eseguiti da 
un'applicazione client non residente sulla stessa macchina mediante l'interfaccia 
MyServerInterface.  
Dopo questa trasformazione l’oggetto è visibile dall’esterno, ma ancora non 
utilizzabile dal meccanismo di RMI; si devono infatti creare i cosiddetti stub e skeleton. 
Essi sono ottenibili in maniera molto semplice per mezzo del compilatore rmic, 
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disponibile all’interno del JDK 1.1 e successivi: partendo dal bytecode ottenuto dopo 
la compilazione dell’oggetto remoto, questo tool produce lo stub e lo skeleton relativi. 
Riconsiderando il caso della classe MyServerImpl, con un’operazione del tipo 
rmic MyServerImpl  
si ottengono i file MyServerImpl_stub.class e MyServerImpl_skel.class. Il file skeleton non viene 
più utilizzato nella versione 2 del SDK. 
A questo punto si hanno a disposizione tutti i componenti per utilizzare l’oggetto 
remoto MyServerImpl, ma si deve provvedere a rendere possibile il collegamento tra 
client e server per l’invocazione remota. Quindi creiamo una nuova classe il cui 
compito è quello di permettere l’utilizzo dell’oggetto remoto. Si utilizza il metodo 
statico java.rmi.Naming.bind che associa all’istanza dell’oggetto remoto un nome logico 
con cui tale oggetto può essere identificato in rete. 
 
public class RmiServer  { 
   public RmiServer() { 
      try { 
         // creo un'istanza dell'oggetto remoto 
         MyServerImpl server = new MyServerImpl(); 
         // effettuo la registrazione mediante un nome simbolico 
         java.rmi.Naming.bind("MyService", server); 
         System.out.println("RmiServer : bind done ..."); 
         System.out.println("MyService is now available ..."); 
 
Per registrare il servizio si utilizza il metodo statico java.rmi.Naming.bind o il metodo 
statico rebind (quest'ultimo per evitare conflitti con assegnazioni precedenti). 
La classe Naming è un registro che mappa dei nomi logici con i references delle 
interfacce degli oggetti remoti. In questo modo l'applicazione server "comunica al 
mondo" che è disponibile, e quindi referenziabile, in modo remoto l'oggetto avente 
nome logico MyService. Questa operazione, detta registrazione, può fallire e in tal caso 
viene generata una eccezione in funzione del tipo di errore. In particolare si avrà una 
AlreadyBoundException nel caso in cui il nome logico sia già stato utilizzato per un’altra 
associazione, una MalformedURLException per errori nella sintassi dell’URL, mentre il 
runtime produrrà RemoteException per tutti gli altri tipi di errore legati alla gestione da 
remoto dell’oggetto. 
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Ogni associazione nome logico - oggetto remoto è memorizzata in un apposito 
registro gestito dall'applicazione rmiregistry che deve essere lanciata sul lato server 
prima di ogni bind. 
Il client a questo punto è in grado di ottenere un reference all’oggetto con una 
ricerca presso l’host remoto utilizzando il nome logico con cui l’oggetto è stato 
registrato.  
Ad esempio si potrebbe scrivere una classe RmiClient nel seguente modo:  
 
public class RmiClient { 
   public static void main(String[] args) { 
      String urlRmiHost = "rmi://server_name:1099/MyService"; 
      try { 
// dichiaro un reference di interfaccia MyServerInterface e 
utilizzo il metodo Naming.lookup per ottenere il reference 
dell’interfaccia remota 
         MyServerInterface serverRef =  
          (MyServerInterface)Naming.lookup(urlRmiHost); 
         // utilizzo il reference per effettuare le invocazioni ai 
metodi remoti 
         System.out.println(serverRef.concat("Hello ", "world !")); 
         ... 
 
Per ottenere il reference si utilizza il metodo statico Naming.lookup(), la cui 
invocazione può essere considerata sul lato client il corrispettivo dell’operazione di 
bind sul server. 
L’URL passato come parametro alla lookup() identifica il nome della macchina che 
ospita l’oggetto remoto e il nome con cui l’oggetto è stato registrato (il nome logico 
del servizio nel nostro esempio è MyService). 
Si noti come sul client si ottiene un reference non tanto all’oggetto remoto, ma 
piuttosto all’interfaccia remota, dato che effettivamente sul client arriva lo stub, e non 
l’oggetto vero e proprio. 
Entrambe le operazioni di registrazione e di ricerca accettano come parametro un 
URL avente il seguente formato: 
rmi://host:port/name  
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dove host è il nome del server RMI, port la porta dove si mette in ascolto il registry, 
name il nome logico. Di default la porta TCP è la 1099 ed in questo caso si può 
omettere nell’URL.  
Sul server non è necessario specificare l’host, dato che per default assume 
l’indirizzo della macchina stessa sulla quale l’applicazione server RMI è mandata in 
esecuzione. 
Il server RMI, prima di essere mandato in esecuzione, richiede che venga 
lanciato l'rmiregistry, un demone in ascolto sulla porta TCP (di default la 1099) per le 
eventuali richieste di accesso ad oggetti remoti registrati nel registro Naming. Se si 
vuole cambiare la porta d'ascolto di default bisogna specificarlo (vedi parametro 
numero_porta) da riga di comando.  
rmiregistry numero_porta  
A questo punto abbiamo tutto quello che ci serve per poter mandare in 
esecuzione il nostro semplice esempio. 
Sulla macchina server sulla quale abbiamo creato i files RmiServer.java, 
MyServerInterface.java, MyServerImpl.java e RmiClient.java provvediamo alla compilazione (javac 
*.java) e alla generazione dello stub e skeleton (rmic MyServerImpl). Otteniamo i seguenti files 
.class: RmiServer, MyServerInterface, MyServerImpl, MyServerImpl_Stub, MyserverImpl_Skeleton e 
RmiClient. 
Dobbiamo portare su ogni macchina client (ad esempio con una sessione FTP, o 
ancor meglio con un meccanismo di download automatico) i seguenti files: 
MyServerInterface.class, MyServerImpl_Stub.class e RmiClient.class. 
Sulla macchina server mandiamo in esecuzione in background l'applicazione 
rmiregistry (start rmiregistry da shell di Dos). Poi si può procedere ad avviare la nostra 
applicazione server: java RmiServer. 
A questo punto sulla macchina client mandiamo in esecuzione il client: java 
RmiClient. Sulla console dove è in esecuzione il client comparirà il fatidico saluto: 
“Hello World !”. 
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La figura 103 fornisce una rappresentazione grafica di come è strutturata 
l’applicazione client/server mediante l’utilizzo di RMI. 
 
 
Figura 103 - Implementazione dell’architettura client-server utilizzando RMI 
 
Il client RMI può essere anche un’applet. In questo caso il server RMI deve 
essere in esecuzione sullo stesso host da cui l’applet viene scaricata per mezzo di una 
pagina HTML , dato che per motivi di sicurezza, un’applet può instaurare una 
connessione solo con il server da cui proviene (a meno che le applet non siano 
“fidate”). 
Per questo motivo si utilizzano i metodi getDocumentBase(), che ritorna l’URL del 
server dal quale si è scaricata l’applet, e su tale URL invochiamo il metodo getHost() 
che restituisce il nome dell’host in formato stringa al fine di localizzare l’oggetto 
remoto. 
 
public class RmiApplet extends java.applet.Applet { 
   TextField tf = new TextField(""); 
   public void init() 
   { ... 
     add(tf); 
     try { MyServerInterface serverRef = 
            (MyServerInterface)Naming.lookup("//" + 
            getDocumentBase().getHost()+"/MyService"); 
           tf.setText(serverRef.concat("Hello"," World !")); 
           ... 
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L’utilizzo del reference ottenuto è esattamente lo stesso del caso 
dell’applicazione RmiClient. 
Ci occuperemo adesso di un ultimo aspetto, quello realtivo al download del 
codice da remoto. 
La creazione della coppia stub–skeleton (tramite il compilatore rmic) permette di 
disaccoppiare l’applicazione e dar vita al meccanismo di invocazione remota di RMI. 
Lo spostamento dello stub dal server avviene mediante il principio della serializazione, 
e quindi solo le informazioni importanti di un oggetto vengono spostate lungo la rete; 
tali informazioni sono utilizzate per poter ricostruire l’istanza di tale oggetto dall’altra 
parte del socket. 
Questa impostazione ha numerose conseguenze: se il client riceve via 
serializzazione un oggetto remoto, per poterlo deserializzare e istanziare deve poter 
accedere al codice di tale oggetto remoto. Tipicamente questo significa dover fornire 
le classi al client installando i vari .class sulla macchina locale. 
Nel caso di applicazioni utilizzanti il browser si può utilizzare direttamente il 
classloader della JVM del client per scaricare tali file: utilizzando un server HTTP 
infatti è possibile effettuare il download delle classi direttamente da Internet. In tale 
situazione non c’è differenza fra oggetti remoti che devono essere presenti in locale 
per la deserializzazione, o normali classi Java necessarie per far funzionare l’applet; 
quindi le varie classi sono localizzate automaticamente in Internet, facendo 
riferimento al codebase di provenienza (l’unico indirizzo dal quale il codice può 
essere scaricato). 
Strettamente legato al problema del download del codice vi è quello della 
sicurezza. Java effettua un controllo molto scrupoloso utilizzando la classe 
SecurityManager che, nel caso di RMI si chiama RMISecurityManager. 
Dal punto di vista del client, se nessun RMISecurityManager è stato installato, allora 
potranno essere caricate classi solamente dal classpath locale. Se il client viceversa 
tenta di invocare metodi di oggetti inviati al server per mezzo di una sorta di RMI 
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rovesciato, e il server non possiede i vari stub localmente, tali invocazioni falliranno, 












Questo appendice descrive come avviene l’accesso al database per mezzo di JDBC. 
E’ sufficiente seguire pochi semplici passi: 
 
1. Caricare il driver 
 
String driver = "org.gjt.mm.mysql.Driver"; 
Class.forName(driver); 
 
2. Aprire una connessione con il database 
 
String url; 
url = "jdbc:mysql://localhost:3306/forecomb?user=root&password="; 
Connection con = DriverManager.getConnection(url); 
 
3. Creare un oggetto Statement per interrogare il database 
 
Statement stmt = con.createStatement(); 
 
4. Eseguire la query 
 
String query = "select * from Domini"; 
ResultSet res = stmt.executeQuery(query); 
 
5. Gestire i risultati ottenuti mediante un oggetto ResultSet 
 
 






Sulla base dei suddetti punti, viene riportato di seguito l’intero codice della 
funzione prelevaDomini per fornire un esempio di come un metodo del server viene 
implementato mediante JDBC: 
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public Vector<Vector> prelevaDomini() throws RemoteException { 
   Vector<Vector> result = null; 
   try { 
      Class.forName(driver);   // 1) 
      Connection con = DriverManager.getConnection(url);   // 2) 
      Statement stmt = con.createStatement();   // 3) 
      ResultSet res = stmt.executeQuery(query);   // 4) 
      result = new Vector<Vector>(); 
      while (res.next()) {   // 5) 
      Vector<String> tupla = new Vector<String>(); 
         tupla.add(res.getString("Dominio")); 
         tupla.add(res.getString("Descrizione")); 
         tupla.add(res.getString("Email")); 
         tupla.add(res.getString("Decisore")); 
         result.add(tupla); 
      } 
      res.close();   // 6) 
      stmt.close(); 
      con.close(); 
   } 
   catch (SQLException e) { 
      gestoreEccezioneSQL(e); 
   } 
   catch(ClassNotFoundException e) { 
      e.printStackTrace(); 
   } 
   return result; 
} 
 
Come si può vedere, vengono gestite le eccezioni SQLException (lanciabile da 
qualsiasi problema con JDBC, da una connessione non possibile, ad una query SQL 
errata) e ClassNotFoundException (lanciabile nel caso fallisca il caricamento del driver 
mediante il metodo forName). Inoltre si può vedere che per gestire il risultato delle 
query è stata utilizzata la classe Vector contenuta nel package java.util. 
Tutti gli altri metodi remoti hanno una struttura di base identica a quella utilizzata 
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