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ABSTRAKT
Diplomova´ pra´ce se zaby´va´ implementac´ı algoritmu˚ pro filtraci signa´l˚u na hradlovy´ch
pol´ıch za pomoci jazyka C. Jsou v n´ı popsa´ny algoritmy vytvoˇrene´ pomoc´ı jazyka Im-
pulseC. Zameˇˇruje se na vytvoˇren´ı jednorozmeˇrny´ch filtr˚u typu FIR a typu IIR. Pra´ce
obsahuje take´ implementaci dvourozmeˇrny´ch filtr˚u typu obecna´ konvolucˇn´ı maska a So-
bel˚uv opera´tor. V pra´ci je provedeno zhodnocen´ı vsˇech algoritmu˚ filtrace na hradlove´m
poli.
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ABSTRACT
This diploma thesis is engaged in implementations of algorithms for signal filtering in
the field programmable gate array utilising the C and ImpulseC programming language.
It is focused on one-dimensional FIR and IIR filters and also two-dimensional such as
convolution and Sobel’s operator. Moreover, evaluations of these filter algorithms are
included.
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U´VOD
Tato pra´ce se zaby´va´ tvorbou algoritmu˚ a zpracova´n´ım signa´l˚u na hradlove´m poli za
pouzˇit´ı jazyka C. Budou prˇedstaveny na´stroje a jazyky zalozˇene´ na jazyce C slouzˇ´ıc´ı
pro tvorbu aplikac´ı zejme´na na hradlovy´ch pol´ıch. Kra´tce budou rozebra´ny na´stroje
Handel C, System C, Catapult C. Jazyk Impulse C bude uka´za´n podrobneˇji, protozˇe
je pomoc´ı neˇho provedena tvorba prakticke´ cˇa´sti te´to pra´ce.
Dalˇs´ı cˇa´st pra´ce se zameˇrˇuje na teoreticky´ popis filtrace signa´lu jednorozmeˇrny´mi
a dvourozmeˇrny´mi filtry. Z jednorozmeˇrny´ch filtr˚u budou popsa´ny za´kladn´ı struk-
tury FIR a IIR filtr˚u. U dvourozmeˇrny´ch filtr˚u se pra´ce zameˇrˇ´ı na filtraci obrazu
pomoc´ı obecne´ konvolucˇn´ı masky a Sobelova opera´toru.
C´ılem prakticke´ cˇa´sti je implementace algoritmu˚ pro zpracova´n´ı signa´l˚u za po-
moci jazyka Impulse C na hradlove´m poli. Pro oveˇrˇen´ı algoritmu˚ je nutne´ vytvorˇit
modul, pomoc´ı ktere´ho budou filtry testova´ny na hradlove´m poli. Algoritmy pro
jednorozmeˇrnou filtraci zalozˇene´ na struktura´ch FIR a IIR filtr˚u budou vytvorˇeny
zejme´na s ohledem na rychlost zpracova´n´ı a mnozˇstv´ı pouzˇity´ch zdroj˚u. Pro fil-
traci dvourozmeˇrny´ch signa´l˚u budou implementova´ny algoritmy zalozˇene´ na obecne´
konvolucˇn´ı masce a Sobeloveˇ opera´toru o rozmeˇrech 3x3.
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1 PRˇEKLADACˇE Z JAZYKA C DO HDL
JAZYKU˚
Tato kapitola pojedna´va´ o prˇekladacˇ´ıch z jazyka C do jazyk˚u VHDL a VERILOG.
Jsou v n´ı prˇedstaveny nejcˇasteˇji vyuzˇ´ıvane´ prˇekladacˇe a na´sledneˇ je podrobneˇji
popsa´n jazyk ImpulseC, ve ktere´m je realizova´na prakticka´ cˇa´st te´to pra´ce.
S rostouc´ı integrac´ı obvod˚u a mozˇnostmi nejen na´vrhu, ale i jejich simulace
jizˇ nedostacˇovali mozˇnosti jazyk˚u s nizˇsˇ´ım stupneˇm abstrakce tj. zejme´na jazyky
VHDL a VERILOG. Jsou odliˇsne´ od standardn´ıch programovac´ıch jazyk˚u a me´neˇ
prˇenositelne´. Z teˇchto d˚uvod˚u zacˇaly pomalu vznikat prˇekladacˇe zalozˇene´ na jazyc´ıch
s vysˇsˇ´ı formou abstrakce - prima´rneˇ na ANSI C a jeho deriva´tech. Byly vytvorˇeny
zejme´na z d˚uvodu zrychlen´ı a zefektivneˇn´ı vy´voje aplikac´ı, a take´ kv˚uli jejich jed-
nodusˇsˇ´ı spra´veˇ. Tyto jazyky v dnesˇn´ı dobeˇ slouzˇ´ı prˇedevsˇ´ım k popisu slozˇiteˇjˇs´ıch
algoritmu˚, pro ktere´ by byl za´pis jazyky HDL znacˇneˇ obt´ızˇneˇjˇs´ı. V dnesˇn´ı dobeˇ exis-
tuj´ı i prˇekladacˇe z jiny´ch jazyk˚u naprˇ. Pythonu (MyHDL), Java (JOP) a jine´. Jako
prˇ´ıklady deriva´t˚u jazyka ANSI C budou uka´za´ny a prˇedstaveny jazyky HANDLE
C, SYSTEM C, CATAPULT C a IMPULSE C.
1.1 Jazyk HANDLE C
Jedna´ o jazyk vznikly´ v devadesa´ty´ch letech 20. stolet´ı na univerziteˇ v Oxfordu, nyn´ı
jizˇ vlastneˇny´ firmou Mentor Graphics, ktera´ tento jazyk da´le spravuje a rozv´ıj´ı. Je
uvedeny´ v ra´mci produktu DK Design Suite.
Jazyk je vytvorˇen jako prostrˇedek pro zjednodusˇen´ı na´vrhu aplikac´ı do hradlovy´ch
pol´ı. Jako i dalˇs´ı zmı´neˇne´ jazyky obsahuje i tento kl´ıcˇova´ slova pro vy´voj para-
leln´ıch aplikac´ı (da´ se pomoc´ı kl´ıcˇovy´ch slov pevneˇ definovat paralelneˇ a sekvencˇneˇ
zpracova´vana´ oblast). Mezi hlavn´ı vlastnosti jazyka patrˇ´ı zejme´na mozˇnost volby
sˇ´ıˇrky slov po jednotlivy´ch bitech. Obsahuje mozˇnost jednoduche´ synchronizace -
prˇida´n´ı zpozˇdeˇn´ı do ko´du, ale hlavn´ı vy´hoda spocˇ´ıva´ v synchronizaci mezi 2 para-
lelneˇ beˇzˇ´ıc´ımi procesy bud’ za pomoci kana´lu nebo za pomoci semaforu. Da´le nepod-
poruje tento jazyk floating point aritmetiku. Hotove´ aplikace je mozˇne´ prˇipojit bud’
prˇ´ımo na piny, jako modul nebo Top level design komunikuj´ıc´ı s VHDL cˇi Verilogem.
Vı´ce informac´ı v [2]
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Ve zkratce jsou hlavn´ı rozd´ıly mezi jazyky HANDLE C a ANSI C (prˇevzato z
[1]):
Nejprve co nepodporuje jazyk HANDLE C vzhledem k ANSI C:
• Mozˇnost rekurze
• Podpora standartn´ıch knihoven
• Funkce pro akolaci pameˇti
• Operace s plovouc´ı cˇa´rkou
Naopak do jazyka HANDLE C byli prˇida´ny funkce pro:
• Mozˇnost paralelismu
• Cˇasova´n´ı
• Operace s hodinovy´m signa´lem
• Pra´ci s rozhran´ımi
• Bitove´ operace
• Mozˇnosti pro komunikaci
Nı´zˇe je videˇt kra´tky´ prˇ´ıklad ko´du v jazyce HANDLE C (prˇevzato z [2]):
s e t c l o ck = ex t e rna l ; // Zdroj hodin
void main ( )
{
stat ic unsigned 8 a = 20 , b = 3 ; // Vstupnı´ promeˇnne´
unsigned i ; // Pomocna´ promeˇnna´
unsigned 32 Result ; // Vy´s ledek
// Vy´stupnı´ i n t e r f a c e
i n t e r f a c e bus out ( ) OutputResult ( Result ) ;
Result = 1 ; // Vy´pocˇet
for ( i =0; i<=b ; i++)
Result=Result ∗a ;
}
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1.2 Jazyk SYSTEM C
Vy´voj jazyka SYSTEM C zacˇal v roce 1999, kde jako za´klad byla pouzˇita plat-
forma jazyka SCENIC. V dnesˇn´ı dobeˇ je standardizovana´ a spravovana´ skupinou
OSCI (Open SystemC Initiative), ktera´ se stara´ o hlavn´ı vy´voj a spra´vu te´to plat-
formy. Ja´dro jazyka beˇzˇ´ı na stejnojmenne´m produktu. V dnesˇn´ı dobeˇ to je jeden z
nejrozsˇ´ıˇreneˇjˇs´ıch jazyk˚u a je pouzˇ´ıva´n neˇktery´mi velky´mi spolecˇnostmi.
SYSTEM C nen´ı jazykem v prave´m slova smyslu. Jedna´ se o soubor trˇ´ıd a
sˇablon jazyka C++, ktera´ obsahuje potrˇebne´ konstrukce pro tvorbu hardwarove´
aplikace do hradlove´ho pole. Jedna´ se tedy o cˇisty´ jazyk C++ bez prˇidany´ch kom-
ponent. Programa´tor prˇi implementaci pouze vola´ z knihoven trˇ´ıdy, funkce a tvorˇ´ı
pozˇadovanou aplikaci. Obsahuje ja´dro pro simulaci cˇ´ıslicovy´ch obvod˚u, kde pouzˇ´ıva´
prˇ´ıstup pomoc´ı rˇ´ızen´ı uda´lostmi. Tento prˇ´ıstup je obdobny´ mechanizmu˚m jazyka
VHDL. SYSTEM C definuje 4 za´kladn´ı konstrukce (prˇevzato z [4]):
• Modul - reprezentuje jednu hardwarovou entitu
• Port - slouzˇ´ı k propojova´n´ı entit
• Kana´ly - umozˇnˇuj´ı uda´lostmi rˇ´ızenou komunikaci
• Datove´ typy - jsou velmi vhodne´ pro na´vrh hardwaru
Tato platforma je snadno rozsˇiˇritelna´. Nyn´ı skupina OSCI poskytuje tyto soucˇa´sti:
• SystemC - samotne´ ja´dro syste´mu s prˇ´ıklady
• AMS - rozsˇ´ıˇren´ı pro pra´ci s analogovy´mi signa´ly
• TLM - rozsˇ´ıˇren´ı pro v´ıceu´rovnˇove´ modelova´n´ı
• Verification Library - knihovna pro testova´n´ı
Prˇ´ıklad zdrojove´ho ko´du:
#include ” systemc . h”
SCMODULE( adder ) // modul ( t rˇ ı´ d a ) dek l a race
{ s c i n<int> a , b ; // por ty
sc out<int> sum ;
void do add ( ) // proces
{ sum . wr i t e ( a . read ( ) + b . read ( ) ) ; //nebo jen sum = a + b
}
SC CTOR( adder ) // kons t ruk t o r
{ SCMETHOD( do add ) ; // r e g i s t e r do add do j a´dra
s e n s i t i v e << a << b ; // s e n s i t i v i t y l i s t pro do add
}
} ;
Vı´ce informac´ı ohledneˇ platformy SYSTEM C najdeme na [3] a [4]
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1.3 CatapultC
V prˇ´ıpadeˇ CatapultC se nejedna´ o upraveny´ jazyk C cˇi C++, ale zejme´na pracuje
jako prˇekladacˇ pro jazyky zmı´neˇne´ v prˇedesˇle´ cˇa´sti - ANSI C++ a SystemC. Tento
na´stroj tvorˇ´ı maxima´lneˇ paralelizovany´ blokovy´ na´vrh. Poskytuje mozˇnost prˇipojen´ı
periferi´ı a jejich definici azˇ prˇi synte´ze, a proto nemus´ı by´t pevneˇ definova´ny prˇi
na´vrhu. Uzˇ v dobeˇ na´vrhu je volena vhodna´ struktura budouc´ı aplikace. CatapultC
obsahuje sˇiroke´ mozˇnosti optimalizace na´vrhu, jak automaticky, tak i individuelneˇ
podle pozˇadavk˚u programa´tora. Prova´d´ı se optimalizace jak vnitrˇn´ıch blok˚u jednot-
liveˇ, tak i celkove´ aplikace. V tomto na´stroji jsou i mozˇnosti pro kompletn´ı verifikaci
jizˇ vygenerovane´ho rˇesˇen´ı v za´vislosti na na´vrhu v System C nebo C++. V nepo-
sledn´ı rˇadeˇ je mozˇne´ i kontrolovat latenci jednotlivy´ch blok˚u, propojen´ı, apod. Je to
vy´hodne´ prˇi hleda´n´ı slaby´ch mı´st na´vrhu s ohledem na cˇasova´n´ı. Na obra´zku 1.1 je
uka´za´n blokovy´ diagram prˇekladu, kde se vyskytuje RTL. Jedna´ se o jazyk slouzˇ´ıc´ı
pro popis toku dat mezi hardwarovy´mi registry a logicky´mi obvody. Tento jazyk je
vy´stupem jazyk˚u pro HDL popis - tj. VHDL a Verilog a pouzˇ´ıva´ se simulacˇn´ımi
na´stroji na u´rovni popisu hardwaru.
Prˇekladacˇ byl na trh uveden v roce 2004 firmou Mentor Graphics v ra´mci pro-
duktu Catapult C Synthesis. Tento na´stroj je v dnesˇn´ı dobeˇ pouzˇ´ıva´n velky´mi
spolecˇnostmi vyv´ıjej´ıc´ıch hardware, cozˇ vypov´ıda´ i o jeho kvalita´ch.
Obr. 1.1: Blokove´ sche´ma prˇekladu pomoc´ı Catapult C [5]
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1.4 Jazyk IMPULSE C
Jazyk Impulse C byl uveden v roce 2003 v ra´mci na´stroje Impulse CoDeveloper
spolecˇnost´ı Impulse Accelerated Technologies. Vycha´z´ı z jazyka Stream-C vyvi-
nute´ho v laboratorˇ´ıch Los Alamos v USA, kde byl z neˇho prˇevzat programa´torsky´
model, prostrˇed´ı a neˇktere´ vlastnosti. Jedna´ se o dalˇs´ı z jazyk˚u C to HDL podporou
tvorby vysoce paraleln´ı struktury s mozˇnost´ı kombinace vy´voje jak pro hardware,
tak i pro softwarove´ aplikace. Impulse C je kompatibiln´ı s ANSI C skrze standardn´ı
na´stroje a funkce jazyka C, kde jsou prˇida´ny knihovny funkc´ı potrˇebna´ pro pra´ci na
hardwaru.
Dalˇs´ı text nen´ı striktneˇ zameˇrˇen na jazyk ImpulseC. Informace da´le uvedene´ se
budou prol´ınat s mozˇnostmi a vlastnostmi vy´vojove´ho na´stroje pro tento jazyk tj.
Impulse CoDeveloper. Na´stroj obsahuje zejme´na simulacˇn´ı a optimalizacˇn´ı na´stroje,
samotne´ vy´vojove´ prostrˇed´ı a v neposledn´ı rˇadeˇ prˇekladacˇ. Jako prˇekladacˇ pro simu-
lace a testova´n´ı v pr˚ubeˇhu vy´voje na pocˇ´ıtacˇi je pouzˇit standardn´ı na´stroj GCC, ale
aplikovat take´ Microsoft Visual Studio. Avsˇak jako kompila´tor do hradlovy´ch pol´ı
mus´ı by´t proveden pomoc´ı na´stroje Impulse C.
1.4.1 Programa´torsky´ model
Obr. 1.2: Programa´torsky´ model ImpulseC [7]
Programa´torsky´ model vycha´z´ı z principu rˇ´ızen´ı datovy´ch tok˚u streamu˚, zpra-
cova´n´ı dat pomoc´ı proces˚u, rˇ´ıd´ıc´ıch signa´l˚u a mozˇnost sd´ılene´ pameˇti mezi procesy.
Streamy slouzˇ´ıc´ı zejme´na k toku dat jak za vstupu na vy´stup, tak i do/ze stre-
amu prˇ´ıpadneˇ mezi nimi. Jsou vytvorˇeny jako vyrovna´vac´ı FIFO pameˇti generovane´
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kompila´torem. Zat´ımco procesy slouzˇ´ı k samotne´mu zpracova´n´ı dat, je zde analo-
gie s vla´knovy´m zpracova´n´ım (toho je vyuzˇito mimo jine´ i u softwarove´ simulace
projektu). Procesy jsou neza´visle synchronizova´ny s c´ılovy´m rˇesˇen´ım. Signa´ly slouzˇ´ı
zejme´na jako rˇ´ıd´ıc´ı pro prˇeda´va´n´ı informac´ı mezi procesy naprˇ. informace o cˇeka´n´ı cˇi
dokoncˇen´ı u´lohy apod. Sd´ılena´ pameˇt’ slouzˇ´ı zejme´na jako alternativa ke streamu˚m
zejme´na je vhodna´ prˇi inicializaci k nacˇten´ı naprˇ´ıklad neˇktery´ch koeficient˚u apod.
Programa´tor prˇi tvorbeˇ aplikace nemus´ı prima´rneˇ rˇesˇit paralelizaci zpracova´vane´
u´lohy, o tom se rozhoduje v prˇekladacˇi pomoc´ı rˇ´ıd´ıc´ıch slov v aplikaci. Prˇ´ıklad pro-
grama´torske´ho modelu je uka´za´n jako prˇ´ıklad na obra´zku 1.2).
1.4.2 Prˇeklad aplikace do FPGA
Obr. 1.3: Blokove´ sche´ma prˇekladu prˇekladu aplikace [7]
Na obra´zku 1.3 je schematicky uka´za´no jak prob´ıha´ prˇeklad naprogramovane´
aplikace do HDL jazyka. Kompilaci prˇedcha´z´ı odladeˇn´ı programu a jeho cˇa´stecˇna´
optimalizace. Prˇeklad pro simulaci je mozˇny´ pomoc´ı standardn´ıch na´stroj˚u jazyka C
tj. GCC a GDB nebo Visual Studio. Knihovn´ı funkce ImpulseC nab´ızej´ı potrˇebnou
podporu pro softwarovou simulaci paraleln´ıho zpracova´n´ı. Prˇeklad do soubor˚u ja-
zyka VHDL cˇi VERILOG je prova´deˇn pomoc´ı kompila´toru jazyka Impulse C.
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Prˇi prˇekladu prob´ıha´ optimalizace na za´kladeˇ rˇ´ıd´ıc´ıch slov v samotne´m programu
v na´sleduj´ıc´ım sledu:
• Preprocesing (standardn´ı funkce z na´stroj˚u pro jazyk C)
• Analy´za - zanalyzuje nastaven´ı, strukturu a inicializacˇn´ı kroky
• Prvotn´ı optimalizace - prova´d´ı se optimalizace v jednotlivy´ch procesech
• Rozbalen´ı smycˇek - zkontroluje kl´ıcˇova´ slova a na jejich za´kladeˇ provede/ne-
provede rozbalen´ı
• Optimalizace instrukc´ı - zejme´na vzhledem k paraleln´ımu zpracova´n´ı na za´kladeˇ
kl´ıcˇovy´ch slov
• Generova´n´ı hardwaru - generova´n´ı samotny´ch HDL soubor˚u s designem
1.4.3 Prˇipojen´ı vygenerovane´ struktury VHDL souboru do
projektu
Obr. 1.4: Blokove´ sche´ma napojen´ı vygenerovane´ho ImpulseC modulu [7]
Vy´sledna´ struktura vygenerovane´ho programu je uka´za´na na obra´zku 1.4. Je
zde videˇt vneˇjˇs´ı napojen´ı do projektu a jej´ı za´kladn´ı vnitrˇn´ı struktura. Na prˇ´ıkladu
jsou 2 procesy, kde se nacha´z´ı 3 streamy - jeden vy´stupn´ı, jeden vstupn´ı, jeden
propojovac´ı a spolecˇny´ cˇasovac´ı signa´l. Vneˇjˇs´ı signa´ly pro kazˇdy´ proces (resp. stream)
jsou na´sleduj´ıc´ı:
• en - povolen´ı vstupu dat
• rdy - syste´m prˇipraven
• eos - znacˇ´ı konec streamu dat
• data - data
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Tyto signa´ly se ovla´daj´ı pomoc´ı funkc´ı pro pra´ci se streamy. Pro napojen´ı je
mozˇno pouzˇ´ıt i signa´ly, kde podle typu signa´lu jsou pouzˇity pouze neˇktere´ vstupy cˇi
vy´stupy (naprˇ. pro cˇeka´n´ı prˇi cˇten´ı RDY, EN, DATA). Cˇasovac´ı diagram rozhran´ı
je uka´za´n da´le v prakticke´ cˇa´sti pra´ce, kde je popsa´n testovac´ı modul na obra´zku
4.1.
V za´veˇru je uka´zka ko´du pro sd´ılen´ı pameˇti (prˇevzato z [6])
void img proc ( c o s i g n a l s t a r t , co memory datamem ,
c o s i g n a l done ) {
double A[ARRAYSIZE ] ;
double B[ARRAYSIZE ] ;
in t32 s t a tu s ;
in t32 o f f s e t = 0 ;
. . .
do {
c o s i g n a l wa i t ( s t a r t , ( in t32 ∗)& s ta tu s ) ;
co memory readblock (datamem , o f f s e t , A, ARRAYSIZE
∗ s izeof (double ) ) ;
. . .
// ko´d pro n eˇ jak e´ v y´po cˇ ty nap rˇ ı´ k l ad pro p rˇ epo cˇ e t
// A[ ] do B [ ]
. . .
co memory writeblock (datamem , o f f s e t , B, ARRAYSIZE
∗ s izeof (double ) ) ;
c o s i g n a l p o s t ( done , 0 ) ;
} while ( 1 ) ;
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1.5 Dalˇs´ı prˇekladacˇe
Existuje jesˇteˇ cela´ rˇada na´stroj˚u a aplikac´ı pro prˇeklad ko´du z jazyka s vysˇsˇ´ım
stupneˇm abstrakce do HDL jazyk˚u. Za neˇktery´mi z nich stoj´ı velke´ spolecˇnosti.
Na´sledneˇ je uveden vy´cˇet prˇekladacˇ˚u, ktery´ nen´ı kompletn´ı. Pro prˇedstavu cˇtena´rˇ˚u
o relativneˇ velke´m rozmachu te´to technologie je zde zarˇazen.
Seznam kompila´tor˚u spolu s jejich vy´robci(prˇevzato z [8]):
• C-to-Verilog na´stroj od www.c-to-verilog.com
• C-to-Verilog na´stroj (NISC) od University of California, Irvine
• ROCCC 2.0 (free a open source C to HDL na´stroj) od Jacquard Computing
Inc.
• Altium Designer 6.9 a 7.0 (od le´ta´ 08) od Altium
• Nios II C-to-Hardware Acceleration Compiler od Altera
• Catapult C na´stroje od Mentor Graphics
• Cynthesizer od Forte Design Systems
• SystemC od Celoxica
• Handel-C od Celoxica
• DIME-C od Nallatech
• FpgaC ktery´ je open source iniciativa
• SA-C programovac´ı jazyk
• Cascade odCritical Blue
• Mitrion-C od Mitrionics
• C2R Compiler od Cebatech
• Mimosys Clarity od Mimosys
• PICO Express od Synfora
• SPARK (a C-to-VHDL) od University Of California, San Diego
• HARWEST Compiling Environment (HCE) od Ylichron
• VLSI/VHDL CAD skupina z CWRU University
• DWARV je cˇa´st vy´zkumne´ho projektu Delft Work Bench a cˇa´st z na´stroje
hArtes
• MyHDL je podcˇa´st Pythonove´ho kompila´toru a simula´toru VHDL a/nebo
Verilog
• GHDL je VHDL simula´tor a kompiler schopny´ vola´n´ı funkc´ı a procedur v
r˚uzny´ch jazyc´ıch jako je C, C++ nebo Ada95
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2 EUS FS - EMBEDDED COMPUTER
Pouzˇity´ embedded pocˇ´ıtacˇ je otevrˇena´ (licence GNU GPL) jednoprocesorova´ deska.
Obsahuje 32-bit RISC procesor Axis ETRAX FS pracuj´ıc´ı na frekvenci 200 MHz s
operacˇn´ım syste´mem Linux (pouzˇita´ verze ja´dra je 2.6). Deska je osazena hradlovy´m
polem firmy Xilinx rˇady Spartan 3E ve varianta´ch XC3S500E, XC3S1200E, XC3S1600E.
Pouzˇity´ modul se vyra´b´ı v neˇkolika varianta´ch, kde hlavn´ım rozd´ılem mezi nimi je
velikost pameˇt´ı na desce, pouzˇita´ velikost hradlove´ho pole. V nab´ıdce jsou i verze
bez procesoru cˇi naopak bez FPGA. Vı´ce informac´ı v [11].
Prˇehled hlavn´ıch cˇa´st´ı syste´mu:
• 200 MHz RISC procesor Axis ETRAX FS s nahrany´m ja´drem operacˇn´ıho
syste´mu Linux
• Programovatelne´ logicke´ pole typu FPGA Spartan 3E - XC3S500E
• Sd´ılena´ operacˇn´ı pameˇt’ SDRAM o velikosti 128 MB s frekvenc´ı 100 MHz
• Sd´ılena´ uzˇivatelska´ pameˇt’ typu NOR flash o velikosti 64 MB
• DDR RAM pameˇt’ urcˇena´ pro hradlove´ pole beˇzˇ´ıc´ı na frekvenci 100 MHz
• Mikrokontrole´r MSP430 slouzˇ´ıc´ı k managmentu desky
• Obvod obsahuj´ıc´ı unika´tn´ı seriove´ cˇ´ıslo kazˇde´ desky
• Hodiny rea´lne´ho cˇasu
• 120-ti pinova´ patice slouzˇ´ıc´ı pro prˇipojen´ı periferi´ı k hradlove´mu poli
• 120-ti pinova´ patice kde jsou vyvedeny vsˇechny I/O procesoru
• Ethernetove´ rozhran´ı
• Intern´ı komunikacˇn´ı seriova´ sbeˇrnice Komunikacˇn´ı seriova´ sbeˇrnice (I2C)
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Obr. 2.1: Blokove´ sche´ma syste´mu EUS FS [11]
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2.1 Procesor Axis ETRAX FS
Procesor tipu RISC beˇzˇ´ı na frekvenci 200 MHz, de´lka datove´ a adresove´ sbeˇrnice
je 32-bit, instrukce maj´ı de´lku 16-bit. Procesor obsahuje hardwarovou podporu
sˇifrova´n´ı, je konstrukcˇneˇ uzp˚usoben pro prˇipojen´ı velke´ho mnozˇstv´ı periferi´ı pomoc´ı
I/O obvod˚u.
Za´kladn´ı parametry procesoru:
• 32-bitova´ RISC architektura beˇzˇ´ıc´ı na frekvenci 200 MHz
• Obsahuje MMU pro rea´lnou podporu operacˇn´ıho syste´mu Linux
• Podporuje pameˇti:
– SRAM
– SDRAM
– EPROM
– EEPROM
– NOR/NAND Flash PROM
• Ma´ integrovany´ I/O procesor pro:
– Ethernet
– Synchronn´ı seriovy´ port
– ATA rozhrann´ı
– EEPROM
• Je k neˇmu dostupny´ Linux s ja´drem verze 2.6 a volneˇ dostupny´mi vy´vojovy´mi
na´stroji
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Figure 1.1: ETRAX FS interface
Obr. 2.2: Funkcˇn´ı blokovy´ diagram [13]
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2.2 Hradlove´ pole FPGA
V rˇ´ıd´ıc´ım syste´mu je pouzˇito hradlove´ pole od firmy Xilinx rˇady Spartan 3E. Pole
je slozˇeno ze za´kladn´ıch funkcˇn´ıch element˚u, ktere´ jsou konfigurova´ny pro dosazˇen´ı
pozˇadovane´ funkce s ohledem na strukturu a vy´kon implementovane´ho designu. Vı´ce
informac´ı je mozˇne´ nale´zt v [12].
Struktura pouzˇite´ho FPGA se skla´da´ z teˇchto za´kladn´ıch blok˚u:
• IOBs - bloky vstup˚u a vy´stup˚u
• CLB - za´kladn´ı logicky´ blok
• Block RAM - rychla´ intern´ı pameˇt’ RAM
• DCM - blok zajiˇst’uj´ıc´ı pra´ci s hodinovy´m signa´lem
• Multiplier - pln´ı funkci na´sobicˇky
Obr. 2.3: Architektura FPGA [12]
2.2.1 Input/Output blok (IOBs)
Input/Output blok tvorˇ´ı rozhran´ı mezi rˇ´ıd´ıc´ı logikou a vy´stupn´ımi piny. Jsou bud’
jednosmeˇrneˇ nebo obousmeˇrneˇ propustne´ a obsahuj´ı urcˇite´ konfiguracˇn´ı mozˇnosti.
Kazˇdy´ IOB ma´ take´ ochranu sve´ho vstupu proti vy´boji staticke´ elektrˇiny.
Specia´ln´ı konfigurac´ı je mozˇne´ dosa´hnout DDR(double data rate) mo´du, ktery´
na´m zajist´ı reakci na obeˇ hrany vstupn´ıho signa´lu. Kazˇdy´ pin je nastavitelny´ na
jeden z vstupneˇ-vy´stupn´ıch standart˚u.
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2.2.2 Configurable Logic Block (CLB)
CLB je hlavn´ı logicky´ prvek, ktery´ nab´ız´ı implementaci jak sekvencˇn´ıch, tak kom-
binacˇn´ıch obvod˚u. Kazˇdy´ CLB obsahuje 4 SLICE bloky, ktere´ tvorˇ´ı uvnitrˇ CLB 2
pa´ry. SLICE blok obsahuje dva funkcˇn´ı genera´tory F a G, dveˇ pameˇt’ove´ bunˇky,
neˇkolik multiplexer˚u, logicky´ch hradel a propojovac´ı logiku. Bloky s oznacˇen´ım SLI-
CEM nav´ıc mu˚zˇeme nakonfigurovat jako 16 bitovy´ posuvny´ registr, nebo jako 16
bitovou rozvrzˇenou pameˇt’. Volba a mapova´n´ı slice v CLB se prova´d´ı automaticky
prˇi prˇekladu.
Obr. 2.4: Blokove´ schema zapojen´ı Slice v CLB [12]
2.2.3 Block RAM
Spartan 3E obsahuje dle typu 4 azˇ 36 oddeˇleny´ch blok˚u RAM. Jsou organizovane´
jako dvou portove´ konfigurovatelne´ cˇa´sti velke´ 18 Kbit. Kazˇdy´ blok obsahuje 2 iden-
ticke´ porty A a B s neza´visly´m prˇ´ıstupem, kde mohou mı´t nastaven i jiny´ rozmeˇr
v rozsahu 512x36, 1K x 18, 2K x 9, 4K x 4, 8K x 2 a 16K x 1. Blok RAM pameˇt’
mu˚zˇeme vyuzˇ´ıvat bud’ jako 2 portovou nebo jako jednoportovou. Kazˇdy´ z blok˚u ob-
sahuje mimo obvykly´ch vstup˚u a vy´stup˚u oddeˇleny´ vstup/vy´stup pro paritn´ı data.
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Obr. 2.5: Dvouportova´ a jednoportova´ Block RAM [12]
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2.2.4 Digital clock manager (DCM)
Digital clock manager je blok staraj´ıc´ı se o kompletn´ı kontrolu nad cˇasova´n´ım, fa´z´ı
a zpozˇdeˇn´ım signa´lu. Vsˇechny obvody obsahuj´ı 4 DCM. Skla´da´ se hlavneˇ z teˇchto
stavebn´ıch celk˚u:
• Delay/Locked Loop (DLL)
• Digital Frequency Syntetizer (DFS)
• Phase Shifter (PS)
• Staus Logic
Podrobneˇjˇs´ı popis jednotlivy´ch stavebn´ıch cˇa´st´ı je v [12]
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Obr. 2.6: Blokove´ sche´ma DCM [12]
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3 CˇI´SLICOVE´ FILTROVA´NI´ SIGNA´LU
Filtrace slouzˇ´ı k zpracova´n´ı signa´l˚u, kde vykona´va´ vy´beˇr jednotlivy´ch slozˇek signa´l˚u
cˇi potlacˇen´ı jiny´ch slozˇek. Obecneˇ rˇecˇeno se jedna´ o cˇ´ıslicovy´ syste´m, ktery´ umozˇnˇuje
zmeˇnu hodnot vzork˚u v za´vislosti na algoritmu. T´ım se meˇn´ı i vlastnosti jednotlivy´ch
slozˇek signa´l˚u.
Filtrace sama o sobeˇ je cha´pa´na ve frekvencˇn´ı oblasti. Proto na´s zaj´ımaj´ı zejme´na
amplitudove´ a cˇasove´ vlastnosti signa´lu, ktere´ prostrˇednictv´ım filtr˚u meˇn´ıme. Vyja´drˇen´ı
signa´lu ve frekvencˇn´ı oblasti prova´d´ıme frekvencˇn´ımi charakteristikami - amplitu-
dovou a fa´zovou.
Obecneˇ lze rˇ´ıci, zˇe cˇ´ıslicovy´ filtr je mozˇne´ popsat prˇenosovou funkc´ı v z-rovineˇ.
Tato prˇenosova´ funkce odpov´ıda´ diferencˇn´ı rovnici s konstantn´ımi koeficienty v
cˇasove´ oblasti. Posloupnost mezi vstupem a vy´stupem u linea´rn´ıho syste´mu˚ ekviva-
lentneˇ vyjadrˇuj´ı prˇenosove´ funkce, impulsn´ı charakteristiky, diferencˇn´ı rovnice.
Tato pra´ce se bude zaby´vat linea´rn´ımi cˇasoveˇ invariantn´ımi filtry (u teˇchto
cˇ´ıslicovy´ch filtr˚u plat´ı syste´m superpozice, ktere´ jsou v cˇasove´ oblasti sta´le´). Ka-
pitola je zameˇrˇena na 2 nejcˇasteˇji pouzˇ´ıvane´ typy FIR a IIR. Vı´ce informac´ı v [10],
[9].
3.1 Vlastnosti filtr˚u
Jsou zde uvedeny neˇktere´ za´kladn´ı vlastnosti FIR filtr˚u z pohledu jejich vy´hod a
nevy´hod vzhledem k IIR filtr˚um. Jsou prˇevzaty z [9] a [10]
Tab. 3.1: Vy´hody a nevy´hody FIR filtr˚u [9]
Vy´hody Nevy´hody
Je vzˇdy stabiln´ı Velky´ rˇa´d prˇenosove´ funkce
Mohou mı´t linea´rn´ı fa´zovou
kmitocˇtovou charakteristiku
Velke´ zpozˇdeˇn´ı prˇi zpracova´n´ı
vstupn´ıho vzorku
Relativneˇ jednoducha´ implementace Optima´ln´ı iteracˇn´ı metody jsou
vy´pocˇtoveˇ na´rocˇne´
Lze pouzˇ´ıt implementaci v kmitocˇtove´
oblasti pomoc´ı DFT
Neexistuje plnohodnotny´ analogovy´
ekvivalent
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3.2 Filtr s konecˇnou impulsn´ı odezvou (FIR)
Filtr s konecˇnou impulsn´ı odezvou (FIR - Finite Impulse Response), neˇkdy take´
nazy´vany´ jako nerekurzivn´ı filtr, cˇi filtr klouzavy´ch pr˚umeˇr˚u (toto oznacˇen´ı se pouzˇ´ıva´
zejme´na u modelova´n´ı signa´l˚u). Filtr nema´ svoji obdobu v analogovy´ch obvodech
jedna´ se pouze o cˇ´ıslicove´ rˇesˇen´ı.
Lze ho popsat diferencˇn´ı rovnic´ı mezi vstupem x[n] a vy´stupem y[n]:
y[n] = h0x[n] + h1x[n − 1] + .... + hN−1x[n − N − 1] =
M−1∑
k=0
hkx[n − k] (3.1)
kde hk znacˇ´ı rea´lne´ koeficienty filtru a M je de´lka filtru (rˇa´d filtru je M-1).
3.2.1 Struktury filtr˚u
V te´to cˇa´sti budou uvedeny pouze za´kladn´ı struktury - v´ıce se cˇtena´rˇ mu˚zˇe dozveˇdeˇt
v [9]. Prˇi popisu za´kladn´ıch struktur FIR filtr˚u se bude vycha´zet z rovnice 3.1, ktera´
je upravena pomoc´ı Z - transformace na prˇenosovou funkci ve tvaru
H(z) =
M∑
n=0
hnz
−n (3.2)
Prˇ´ıma´ forma
Prˇ´ıma´ forma struktury FIR filtru je zobrazena na obra´zku 3.1, nazy´vana´ te´zˇ struk-
turou transverza´ln´ı. Jedna´ se o zpozˇd’ovac´ı linku, kde je signa´l prˇi pr˚uchodu va´zˇen
prˇ´ıslusˇny´mi koeficienty a d´ılcˇ´ı soucˇiny jsou scˇ´ıta´ny.
Obr. 3.1: Prˇ´ıma´ struktura FIR filtru
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S linea´rn´ı fa´z´ı
Jedna´ se o, jak jizˇ na´zev napov´ıda´ o filtr, kde je zˇa´douc´ı linea´rn´ı frekvencˇn´ı cha-
rakteristika. Metoda vycha´z´ı ze symetricke´ho tvaru impulzn´ı charakteristiky. Rˇesˇen´ı
umozˇnˇuje zjednodusˇen´ı prˇi na´vrhu struktury na hardwaru. Pouzˇit´ım te´to struktury
usˇetrˇ´ıme polovinu na´sobicˇek a potrˇebujeme polovinu koeficient˚u oproti prˇ´ıme´ reali-
zaci. Struktura je uka´za´na na obra´zku 3.2 s lichy´m pocˇtem koeficient˚u filtru.
Obr. 3.2: Struktura FIR filtru s linea´rn´ı fa´z´ı
Tato struktura FIR filtru je definovana´ prˇechodovou funkc´ı 3.3. Posledn´ı index
odpov´ıda´ (M-1)/2, kde M je celkovy´ pocˇet koeficient˚u prˇ´ıme´ formy filtru.
H(z) = k0(1 + z
−7) + k1(z
−1 + z−6) + k2(z
−2 + z−5) + k3(z
−3 + z−4) (3.3)
Krˇ´ızˇove´ struktury
Krˇ´ızˇove´ struktury maj´ı velice dobre´ numericke´ vlastnosti. Pouzˇ´ıvaj´ı se zejme´na v
aplikac´ıch s pozˇadavkem na spolehlivou filtraci signa´l˚u. Vyuzˇ´ıvaj´ı se vsˇude tam, kde
vznikaj´ı male´ chyby vznikle´ kvantova´n´ım prˇi n´ızke´m pocˇtu bit˚u.
Krˇ´ızˇova´ struktura N-te´ho rˇa´du je videˇt na obra´zku 3.3, kde N znacˇ´ı rˇa´d filtru
a k index koeficientu odpov´ıdaj´ıc´ı v prˇenosove´ funkci mocnineˇ z−k. Koeficienty ki
se nazy´vaj´ı koeficinety odrazu prˇ´ıslusˇne´ i-te´ funkce filtru. Signa´ly fi[n] a gi[n] se v
neˇktery´ch aplikac´ıch nazy´vaj´ı doprˇedna´ a zpeˇtna´ chyba predikce.[9] Tato struktura
je popsa´na diferencˇn´ımi rovnicemi:
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Obr. 3.3: Krˇ´ızˇova´ struktura FIR filtru
f0[n] = g0[n] = x[n], (3.4)
fi[n] = fi−1[n] + kigi−1[n − 1], (3.5)
gi[n] = kifi−1[n] + gi−1[n − 1],
y[n] = fN [n],
K urcˇen´ı koeficient˚u krˇ´ızˇove´ struktury ki z koeficient˚u prˇ´ıme´ struktury FIR filtru
bi budeme vycha´zet z hodnot koeficient˚u nejvysˇsˇ´ıho rˇa´du
kN = b
(N)
N
K tomu abychom mohli vypocˇ´ıtat dalˇs´ı koeficienty ki, mus´ıme pouzˇ´ıt Levinso-
novu rekurzi ve tvaru:
ki = b
(i)
i ,
b(i−1)m =
b
(i)−kib
(i)
i−m
m
1 − k2i
, m = 1, 2, ...., (i − 1) (3.6)
Rekurzi opakujeme pro i = N, N-1, .... ,2,1 do te´ doby nezˇ urcˇ´ıme vsˇechny
koeficienty ki.
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3.3 Filtr s nekonecˇnou impulsn´ı odezvou (IIR)
Filtr s nekonecˇnou impulzn´ı odezvou (IIR - Infinite Impulse Response) je realizova´n
prostrˇednictv´ım zpeˇtny´ch i doprˇedny´ch vazeb, oznacˇova´n i jako rekurzivn´ı filtr.
IIR filtry jsou popsa´ny obecny´mi rekurzivn´ımi diferencˇn´ımi rovnicemi ve tvaru:
y[n] =
M∑
m=0
bmx[n − m] −
L∑
l=1
aly[n − l] (3.7)
kde bm a al jsou syste´move´ koeficienty v doprˇedny´ch resp. zpeˇtny´ch vazba´ch, r je
pocˇet zpozˇdeˇn´ı v nerekurzivn´ı cˇa´sti syste´mu a m pocˇet zpozˇdeˇn´ı v rekurzivn´ı cˇa´sti
syste´mu, ktery´ uda´va´ soucˇasneˇ i rˇa´d syste´mu (zpravidla M ≤ L). Symboly x[n-m] a
y[n-l] prˇedstavuj´ı vzorky vstupn´ıho a vy´stupn´ıho signa´lu x a y, zpozˇdeˇne´ o m nebo
l vzork˚u diskre´tn´ıho signa´lu.
Prˇenosova´ funkce ma´ tvar raciona´ln´ı lomene´ funkce v z-rovineˇ ve tvaru
Hz =
∑M
m=0 bmz
−m
∑L
l=0 alz
−l
=
b0 + b1z
−1 + .... + bMz
−M
1 + a1z−1 + .... + aLz−L
(3.8)
3.3.1 Vlastnosti filtr˚u
Zde jsou uvedeny neˇktere´ za´kladn´ı vlastnosti IIR filtr˚u z pohledu jejich vy´hod a
nevy´hod vzhledem k FIR filtr˚um. Tyto vlastnosti jsou prˇevzaty z [9] a z [10]
Tab. 3.2: Vy´hody a nevy´hody FIR filtr˚u [9]
Vy´hody Nevy´hody
Maly´ rˇa´d prˇenosove´ funkce Vznikaj´ı proble´my se stabilitou
Relativneˇ male´ zpozˇdeˇn´ı prˇi zpracova´n´ı
vstupn´ıho vzorku
Nemohou mı´t linea´rn´ı fa´zovou a
kmitocˇtovou charakteristiku v cele´m
rozsahu.
Jednoduche´ metody na´vrhu vyuzˇ´ıvaj´ıc´ı
vlastnosti analogovy´ch filtr˚u
Veˇtsˇ´ı na´chylnost k saturaci aritmetiky
procesoru
Lze k cˇ´ıslicove´mu filtru naj´ıt analogovy´
ekvivalent DFT
Velka´ citlivost na kvantova´n´ı zvla´sˇteˇ u
selektivn´ıch filtr˚u
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3.3.2 Struktury filtr˚u
V te´to cˇa´sti jsou popsa´ny za´kladn´ı struktury filtr˚u. Kazˇda´ struktura ma´ sva´ specifika
a tedy i neˇktere´ odliˇsne´ vlastnosti (naprˇ. vy´pocˇetn´ı na´rocˇnost). Struktury budou
uka´za´ny na prˇ´ıkladu syste´mu 2. rˇa´du popsane´ho prˇenosovou funkc´ı
Hz =
b0 + b1z
−1 + b2z
−2
1 + a1z−1 + a2z−2
(3.9)
Prˇ´ıma´ forma
V prˇ´ıme´ formeˇ jsou zna´zorneˇny prˇ´ıklady struktur pro syste´m 2. rˇa´du popsany´ rovnic´ı
3.9, jak pro kanonickou formu I, tak pro prˇ´ımou kanonickou formu II.
Obr. 3.4: Prˇ´ıma´ struktura IIR filtru 2. rˇa´du nekanonicka´
Obr. 3.5: Prˇ´ıma´ struktura IIR filtru 2. rˇa´du - kanonicka´
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Kaska´dn´ı struktura
Prˇi realizaci prˇ´ımy´ch struktur se vycha´zelo z prˇenosove´ funkce (3.8). Pro reali-
zaci kaska´dn´ı struktury se musely tyto prˇenosove´ funkce upravit do tvaru soucˇinu
korˇenovy´ch cˇinitel˚u cˇitatele a jmenovatele. Konkre´tn´ı u´prava a podrobneˇjˇs´ı popis je
v [9].
Pro praktickou implementaci jsou pozˇadova´ny minima´ln´ı na´roky na pameˇt’ a
dobu vy´pocˇtu. Z tohoto d˚uvodu se cˇasto pouzˇ´ıva´ struktura prˇenosovy´ch funkc´ı
druhe´ho rˇa´du, ktere´ mohou reprezentovat dvojici komplexneˇ sdruzˇeny´ch po´l˚u.
Hz =
LS∏
i=0
b0 + b1z
−1 + b2z
−2
1 + a1z−1 + a2z−2
(3.10)
Pocˇet sekc´ı NS urcˇuje nejveˇtsˇ´ı cele´ cˇ´ıslo z (L + 1)/2 za prˇedpokladu zˇe M ≤
L. Je-li rea´lny´ pocˇet nul nebo po´l˚u lichy´, znamena´ to, zˇe koeficienty a2 nebo b2
budou nulove´. Jednotlive´ sekce druhe´ho rˇa´du budou implementova´ny kanonickou
strukturou. [9]
Pro realizaci ze zadane´ho prˇenosu je nutne´ urcˇit po´ly syste´mu. Dane´ po´ly pak
z´ıska´me z prˇenosove´ funkce. Jako prˇ´ıklad pro po´ly z1,2 = 0.5 ± o.5j a z3,4 = 0.5 je
vyja´drˇena prˇenosova´ funkce ve tvaru:
Hz =
1 + 0.5z−1
1 − z−1 + 0.25z−2
·
1
1 − z−1 + 0.5z−2
(3.11)
Obr. 3.6: Prˇ´ıklad kaska´dn´ı struktury
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Paraleln´ı struktura
Paraleln´ı forma je reprezentova´na pomoc´ı paraleln´ı realizace filtr˚u I. a II. rˇa´du. I v
dane´m prˇ´ıpadeˇ je struktura zna´zorneˇna na prˇ´ıkladu prˇenosove´ funkce ve tvaru:
Hz =
5 − 0.667z−1
1 − z−1 + 0.25z−2
+
−4 + 3z−1
1 − z−1 + 0.5z−2
(3.12)
Paraleln´ı strukturu lze vyja´drˇit zp˚usobem uvedeny´m na obra´zku 3.7.
Obr. 3.7: Prˇ´ıklad paraleln´ı struktury
Vı´ce informac´ı o te´to problematice je mozˇne´ nale´zt v [9]. V te´to literaturˇe se
nacha´z´ı i dalˇs´ı struktury IIR filtr˚u, ktere´ nejsou v te´to pra´ci zmı´neˇny.
33
3.4 Diskre´tn´ı konvoluce
Jedna´ se o matematickou operaci dvou funkc´ı - zpracova´vane´ funkce a ja´dra, kde
vy´sledkem je upravena´ p˚uvodn´ı funkce vzhledem k pouzˇite´mu ja´dru. Operace se
pouzˇ´ıva´ v pocˇ´ıtacˇove´ grafice ke zpracova´n´ı diskre´tn´ıho 2D signa´lu - obrazu. Obecny´
vzorec diskre´tn´ı konvoluce je definova´na jako:
f(x, y) ∗ h(x, y) =
∑
i=−k
k
∑
j=−k
kf(x − i, y − j) ∗ h(i, j) (3.13)
Konvolucˇn´ı maska v prˇ´ıpadeˇ diskre´tn´ı konvoluce je tvorˇena cˇtvercovou matic´ı
s prˇeva´zˇneˇ lichy´m pocˇtem koeficient˚u, ktera´ je da´na na prˇ´ıslusˇne´ mı´sto v obraze.
Kazˇdy´ bod masky vyna´sob´ıme s mı´stem v obraze na´lezˇ´ıc´ı dane´ bunˇce a na´sledneˇ
provedeme soucˇet teˇchto hodnot. Vy´sledny´ soucˇet vydeˇl´ıme sumovany´mi koeficienty
masky. Vy´sledek je roven nove´mu pixelu. Tento algoritmus je cˇa´stecˇneˇ ilustrova´n na
obra´zku 3.8. Z prˇ´ıkladu plyne, zˇe ve zdrojove´m obraze jednotlive´ pixely vyjadrˇuj´ı
intenzitu jasu v dane´m bodeˇ. Maska se pohybuje cyklicky, kdy po jednom pixelu pro-
vede pro kazˇdou hodnotu samotnou konvoluci. Koeficienty uvnitrˇ konvolucˇn´ı masky
vyjadrˇuj´ı va´hu hodnoty pixelu pod nimi.
Obr. 3.8: Princip diskre´tn´ı konvoluce[14]
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Tato metoda se pouzˇ´ıva´ zejme´na k prˇedzpracova´n´ı obrazu, kde se vy´sledna´ hod-
nota pixelu urcˇuje v za´vislosti na okol´ı dane´ho bodu. Existuje velke´ mnozˇstv´ı vsˇech
mozˇny´ch jader, kazˇde´ ma´ sv˚uj u´cˇel a je pouzˇitelne´ pro specifickou operaci. Pomoc´ı
konvolucˇn´ıch jader mu˚zˇeme vytvorˇit filtry prova´deˇj´ıc´ı zejme´na:
• Vyhlazova´n´ı obrazu
• Doostrˇova´n´ı obrazu
• Detekce hran
Mezi za´kladn´ı opera´tory pouzˇ´ıvaj´ıc´ı se prˇi zpracova´n´ı obrazu na principu diskre´tn´ı
konvoluce patrˇ´ı zejme´na obecna´ konvolucˇn´ı maska, Sobel˚uv opera´tor, Laplace˚uv
opera´tor, Kirch˚uv opera´tor, opera´tor Prewittove´ a Roberts˚uv opera´tor. V dalˇs´ım
textu bude rozebra´na obecna´ konvolucˇn´ı maska a Sobel˚uv opera´tor, ktere´ jsou rea-
lizova´ny v prakticke´ cˇa´sti te´to pra´ce.
Obecna´ konvolucˇn´ı maska
Obecna´ konvolucˇn´ı maska je zalozˇena na obecne´m pr˚umeˇrova´n´ı nebo na pr˚umeˇrova´n´ı
s d˚urazem na strˇed, kde vysˇsˇ´ı hodnota v masce znamena´ vysˇsˇ´ı va´hu dane´ho bodu.
Obecneˇ se nejcˇasteˇji pouzˇ´ıvaj´ı 2 masky, kde jedna realizuje pr˚umeˇrova´n´ı s rov-
nomeˇrny´m rozlozˇen´ım jednotlivy´ch bod˚u ja´dra tj. kazˇdy´ bod ma´ stejnou va´hu. Apli-
kuje se zejme´na na rozostrˇen´ı obrazu, eliminaci sˇumu a obecneˇ vyhlazen´ı obrazu je
definova´na matic´ı:
h =
1
9


1 1 1
1 1 1
1 1 1

 (3.14)
V druhe´ varianteˇ konvolucˇn´ı matice je kladena hlavn´ı va´ha na prostrˇedn´ı pi-
xel oproti ostatn´ım pixel˚um, jedna´ se o va´hovou matici. Takto koncipovane´ ja´dro
poma´ha´ eliminovat rozmaza´va´n´ı obrazu, zejme´na hran, prˇi vyhlazova´n´ı. Va´hova´
matice je definova´na jako:
h =
1
16


1 2 1
2 4 2
1 2 1

 (3.15)
Je mozˇne´ si zvolit i jinou va´hovou matici, kde mus´ı by´t zachova´n pomeˇr va´hy
strˇedu oproti ostatn´ım koeficient˚um (to znamena´, zˇe strˇedova´ hodnota bude druhou
mocninou koeficient˚u ve sloupci cˇi rˇa´dku procha´zej´ıc´ı strˇedem).
Je mozˇne´ pouzˇ´ıt i matici 5x5, 7x7, 15x15. Cˇ´ım veˇtsˇ´ı matice je pouzˇita, t´ım
docha´z´ı k veˇtsˇ´ımu rozostrˇen´ı hran, s lepsˇ´ı filtrac´ı sˇumu.
Uka´zka vy´sledk˚u, na ktere´ byly pouzˇity tyto konvolucˇn´ı matice jsou na obra´zc´ıch
4.14 a 4.14. Vı´ce informac´ı ohledneˇ tohoto te´matu je naprˇ´ıklad v [14], [10], [15].
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Sobel˚uv opera´tor
Sobel˚uv opera´tor vyuzˇ´ıva´ vlastnost´ı zalozˇeny´ch na prvn´ı derivaci jasove´ funkce.
Jinak rˇecˇeno tento opera´tor zvy´razn´ı velkou zmeˇnu jasu tj. gradientu v obraze a
naopak malou zmeˇnu jasu utlumı´. Hrana tedy odpov´ıda´ maximu vy´sledne´ funkce.
Sobel˚uv opera´tor umozˇnˇuje detekci gradientu v obraze, jak v ose X a Y, tak i
diagona´lneˇ. Pro pouzˇit´ı ve dvou r˚uzny´ch osa´ch naprˇ´ıklad XY se vezme prvn´ı z matic
pro X a pro Y. Tento opera´tor ma´ definovane´ matice:
pro osu x:
hx1 =


1 2 1
0 0 0
−1 −2 −1

 hx2 =


−1 −2 −1
0 0 0
1 2 1

 (3.16)
pro osu y:
hy1 =


1 0 −1
2 0 −2
1 0 −1

 hy2 =


−1 0 1
−2 0 2
−1 0 1

 (3.17)
pro diagona´lu:
hdiag1 =


0 −1 −2
1 0 −1
2 1 0

 hdiag2 =


−2 −1 0
−1 0 1
0 1 2

 (3.18)
Hlavn´ı nevy´hodou te´to funkce je vysoka´ citlivost na sˇum zp˚usobeny´ maly´m
okol´ım pouzˇity´m pro aproximaci. Je zde i znacˇna´ za´vislost na zvolene´m meˇrˇ´ıtku.
Proto by volba velikosti matice meˇla odpov´ıdat nejmensˇ´ım detail˚um.
Uka´zka obra´zk˚u, na ktere´ byly pouzˇity tyto konvolucˇn´ı matice, jsou uvedeny na
4.15, 4.16 a 4.17. Vı´ce informac´ı ohledneˇ tohoto te´matu je naprˇ´ıklad v [14], [15].
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4 PRAKTICKA´ REALIZACE
Cela´ prakticka´ realizace bude prova´deˇna na rˇ´ıd´ıc´ım syste´mu EUS FS, ktery´ je po-
drobneˇji popsa´n v kapitole 2. Je realizova´na na hradlove´m poli Xilinx Spartan 3E.
Vsˇechny zde zminˇovane´ programy a skripty jsou umı´steˇny na CD, ktere´ je prˇilozˇeno
u te´to pra´ce.
4.1 Testovac´ı modul
Testovac´ı modul slouzˇ´ı k oveˇrˇova´n´ı algoritmu˚ vytvorˇeny´ch v jazyce ImpulseC na
rea´lne´m syste´mu. Tento modul je napsa´n prˇ´ımo v jazyce VHDL. Blokove´ sche´ma
tohoto modulu se nacha´z´ı na obra´zku 4.1.
Obr. 4.1: Diagram testovac´ıho modulu
Modul se skla´da´, jak je videˇt na blokove´m sche´matu, ze 2 hlavn´ıch cˇa´st´ı:
• FIFO pameˇt’ - jedna´ se o vstupn´ı a vy´stupn´ı pameˇt’, ktera´ je podle pouzˇite´ho
filtru tvorˇena´ bud’ jako 8 nebo 16 bitova´
• Vygenerovany´ modul z ImpulseC - aplikace vytvorˇena´ a prˇelozˇena´ pomoc´ı
jazyka ImpulseC, slouzˇ´ıc´ı k otestova´n´ı na hradlove´m poli
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4.1.1 Popis funkce
Testovac´ı data jsou odesla´na z procesoru do pole vsˇechna najednou. Postupneˇ, ve
sledu jak prˇicha´zej´ı do hradlove´ho pole, jsou ukla´da´ny do FIFO pameˇti. Za´rovenˇ
s prˇijet´ım prvn´ıch dat je vygenerova´no i povolen´ı pro samotny´ testovany´ modul.
Jedna´ se o povolen´ı na vstupu i na vy´stupu, kde si testovany´ modul automaticky
vycˇ´ıta´ data ze vstupn´ı FIFO pameˇti. Na´sledneˇ, jakmile se na vy´stupu testovane´ho
modulu objev´ı data, se automaticky zapisuj´ı do vy´stupn´ı FIFO pameˇti. Data z
vy´stupn´ı FIFO pameˇti jsou vycˇ´ıta´na procesorem. Pokud pameˇt’ obsahuje data, jsou
da´na na vy´stupn´ı sbeˇrnici jdouc´ı do procesoru. V prˇ´ıpadeˇ, zˇe vy´stupn´ı FIFO pameˇt’ je
pra´zdna´, do procesoru se odesˇle hodnota 0x00000100. Deva´ty´ bit indikuje procesoru,
zˇe je vy´stupn´ı FIFO pameˇt’ pra´zdna´.
Validita naprogramovane´ho modulu byla testova´na v Impulse C naprogramova´n´ım
proste´ negace vstupn´ıch dat. Na tomto za´kladeˇ se provedl cely´ sled operac´ı po-
psany´ vy´sˇe. Da´le byla validita testova´na pouzˇit´ım a otestova´n´ım vsˇech algoritmu˚
vytvorˇeny´ch v ra´mci zada´n´ı te´to pra´ce a jejich zhodnocen´ım vzhledem k ocˇeka´vany´m
vy´sledk˚um.
4.1.2 Napojen´ı aplikace z ImpulseC do testovac´ıho modulu
Napojen´ı aplikace je teoreticky popsa´no v kapitole 1.4.3. Tato cˇa´st se zameˇrˇuje na
popis prakticky´ch aspekt˚u napojen´ı zejme´na popis vstup˚u, vy´stup˚u a cˇasova´n´ı.
Napojen´ı modulu vycha´z´ı z blokove´ho sche´matu uka´zane´ho na obra´zku 1.4, kde
na´s zaj´ımaj´ı vstupn´ı a vy´stupn´ı streamy. Pro prˇehlednost je typ vstupn´ıch signa´l˚u
uveden v tabulce 4.1.2. Signa´l en je signa´l, ktery´m se povoluje vstupn´ı prˇ´ıpadneˇ
vy´stupn´ı stream. Pokud je signa´l en aktivn´ı, tak se zacˇne generovat signa´l rdy. V
prˇ´ıpadeˇ zˇe je signa´l rdy aktivn´ı jsou prˇevzata data do modulu vstupu. Na vy´stupu
jsou v dobeˇ aktivn´ıho signa´lu rdy platna´ vy´stupn´ı data. Signa´lem eos na vstupu
je indikova´no vygenerovane´mu modulu, zˇe se ma´ ukoncˇit stream beˇzˇ´ıc´ı uvnitrˇ. Na
vy´stupu je tento stav pouze indikova´n t´ımto signa´lem. Data na´m definuj´ı vstupuj´ıc´ı
a vystupuj´ıc´ı data modulu.
Signa´l Typ vstupn´ıho signa´lu Typ vy´stupn´ıho signa´lu
en IN IN
rdy OUT OUT
eos IN OUT
data IN OUT
Tab. 4.1: Definice vstupn´ıch a vy´stupn´ıch streamu˚ ImpulseC
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Da´le je zde potrˇeba cˇasovac´ı signa´l pro vnitrˇn´ı synchronizaci vygenerovane´ apli-
kace, prˇ´ıpadneˇ i signa´l pro reset. Cˇasova´n´ı vstupu je videˇt na obra´zku 4.2 a vy´stupu
na 4.3.
Obr. 4.2: Cˇasova´n´ı vstupn´ıho streamu
Obr. 4.3: Cˇasova´n´ı vy´stupn´ıho streamu
Z obra´zk˚u plyne zˇe platna´ data pro vygenerovany´ modul na vstupu cˇi na vy´stupu
jsou pouze za prˇedpokladu aktivn´ıho signa´lu rdy. Nezˇ je posla´n pozˇadavek na cˇten´ı
cˇi za´pis mus´ı jizˇ by´t povolen signa´l en.
4.1.3 Zhodnocen´ı
Zhodnocen´ı testovac´ıho modulu je provedeno na prˇ´ıkladeˇ vygenerovane´ aplikace
proste´ negace. Doba zpracova´n´ı vstupn´ıho signa´lu vygenerovany´m modulem trva´
2 takty hodinove´ho signa´lu, to je prˇi frekvenci 100 MHz 20 ns na jedno zpracova´n´ı.
Na za´veˇr tabulka 4.1.3 obsahuje vyuzˇit´ı zdroj˚u na hradlove´m poli.
Pouzˇite´ Dostupne´ Vyuzˇite´
prostrˇedky prostrˇedky prostrˇedky
Slice 135 4656 2%
Flip Flop 119 9312 1%
4 input LUT 201 9312 2%
BUFR 1 24 4%
BLOK RAM 2 20 10%
IO 19 232 8%
Tab. 4.2: Prˇehled zdroj˚u pro testovac´ı modul s prˇ´ıkladem negace
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4.2 FIR filter
4.2.1 Testovac´ı signa´l
Pro simulaci a testova´n´ı filtr˚u byl vytvorˇen v Matlabu testovac´ı signa´l. Je definova´n
jako soucˇet harmonicky´ch signa´l˚u o r˚uzny´ch frekvenc´ıch z rozsahu 0 - fs/2. Je tvorˇen
prˇedpisem:
x(t) =
∑
j=1
ksin(ωf t) (4.1)
Pro potrˇeby testova´n´ı byly zvoleny frekvence 200,800,1500,3500 Hz.
4.2.2 Na´vrh filtru
Byl proveden na´vrh parametr˚u filtr˚u. Pro FIR filtr byl zvolen typ horn´ı propust rˇa´du
13 s mezn´ı frekvenc´ı 1 kHz a vzorkovac´ım kmitocˇtem 10 kHz, kde jeho amplitudova´
frekvencˇn´ı charakteristika je videˇt na obra´zku 4.4. Volba rˇa´du 13 u FIR filtru nen´ı
z hlediska filtrace optima´ln´ı, ale pro oveˇrˇen´ı algoritmu˚ filtrace je to dostacˇuj´ıc´ı. Prˇi
na´vrhu prova´deˇne´m programemMatlab byla pouzˇita na´vrhova´ metoda pomoc´ı oken.
V ra´mci na´vrhu koeficient˚u filtru probeˇhla jejich u´prava do aritmetiky s pevnou
rˇa´dovou cˇa´rkou. Hodnoty byly prˇevedeny na 16. bitova´ slova, kde pro desetinou
cˇa´st je vyhrazeno 7 bit˚u. Hodnota je zvolena s ohledem na na´sledne´ vy´pocˇty v
hradlove´m poli. Minimalizova´n´ım prˇete´ka´n´ı promeˇnny´ch prˇi vy´pocˇtu se zjednodusˇila
implementace samotny´ch algoritmu˚.
Vy´sledne´ koeficienty spolu s testovac´ım signa´lem jsou ulozˇeny do bina´rn´ıho sou-
boru za pomoci skriptu v Matlabu. Struktura souboru odpov´ıda´ povaze testova´n´ı.
Na zacˇa´tku souboru jsou ulozˇeny koeficienty filtru a na´sleduje testovac´ı signa´l.
Obr. 4.4: Amplitudova´ frekvencˇn´ı charakteristika FIR filtru
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4.2.3 Algoritmy filtr˚u
Pro FIR filtry byly vytvorˇeny 2 struktury. Jedna je zalozˇena na prˇ´ıme´ strukturˇe
FIR filtru, ktera´ je bl´ızˇe popsa´na v kapitole 3.2.1. Druhy´ algoritmus vytvorˇeny´ na
principu struktury FIR filtru s linea´rn´ı fa´z´ı (je popsa´na v kapitole 3.2.1) Je zde
prˇedpoklad pouzˇit´ı polovicˇn´ıho pocˇtu na´sobicˇek, cozˇ bude uka´za´no na´sledneˇ prˇi vy-
hodnocen´ı. Oba algoritmy jsou vytvorˇeny tak, zˇe se prˇed zacˇa´tkem samotne´ filtrace
nacˇtou koeficienty ze vstupn´ıho streamu. Vsˇechny vstupn´ı hodnoty jsou reprezen-
tova´ny jako 16. bitove´. Na obra´zku 4.5 je videˇt zjednodusˇeny´ vy´vojovy´ diagram
algoritmu pro prˇ´ımou formu filtru, kde je podrobneˇji uveden algoritmus vy´pocˇtu
vy´stupn´ı hodnoty filtru.
Obr. 4.5: Zjednodusˇeny´ vy´vojovy´ diagram implementace prˇ´ıme´ struktury FIR filtru
Jak je videˇt z vy´vojove´ho diagramu algoritmus se skla´da´ z neˇkolika steˇzˇejn´ıch
cˇa´st´ı. Cela´ koncepce ma´ podobny´ za´klad pro obeˇ struktury. V ra´mci inicializacˇn´ıch
krok˚u se prova´d´ı nacˇten´ı koeficient˚u filtru a pocˇa´tecˇn´ım naplneˇn´ı bufferu, ktery´
je vy´hodne´ naplnit od konce. Na´sleduje pocˇa´tecˇn´ı prˇijet´ı dalˇs´ı hodnoty ze vstupu a
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zaha´jen´ı cyklu. Tento cyklus bude prob´ıhat azˇ do ukoncˇen´ı streamu a slouzˇ´ı na´m k sa-
motne´mu vy´pocˇtu filtrace. V cyklu se uskutecˇnˇuje vynulova´n´ı za´sobn´ıku a na´sleduje
cyklus, ktery´ realizuje samotny´ vy´pocˇet podle diferencˇn´ı rovnice 4.2. Vy´stupn´ı hod-
nota ze za´sobn´ıku byla prˇiˇrazena na vy´stupn´ı stream. Na´sledneˇ se provede posun
hodnot v poli bufferu,kde se na zacˇa´tek prˇida´ nacˇtena´ hodnota ze vstupu.
y(n) =
∑
j=0
mK(j) ∗ x(n − j) (4.2)
Oba algoritmy jsou velmi podobne´, avsˇak algoritmus strukturu FIR filtru s
linea´rn´ı fa´z´ı vycha´z´ı z diferencˇn´ı rovnice 4.3. Oproti algoritmu pro prˇ´ımou strukturu
FIR filtru se liˇs´ı ve smeˇru pocˇa´tecˇn´ıho nacˇ´ıta´n´ı koeficient˚u do bufferu a v samotne´m
algoritmu vy´pocˇtu.
y(n) =
∑
j=0
mK(j) ∗ (x(n − m + j) − x(n − j)) (4.3)
4.2.4 Verifikace a testova´n´ı algoritmu˚
V prvn´ı cˇa´sti, jako vzorove´ rˇesˇen´ı, byl vytvorˇen algoritmus filtrace obou struktur
v programu Matlab. Kv˚uli jednodusˇsˇ´ımu na´sledne´mu vyhodnocen´ı funkcˇnosti algo-
ritmu byla prova´deˇna filtrace se stejny´mi daty (ve fixed point aritmetice) jako na
hardwaru. Pro prvotn´ı oveˇrˇen´ı byla vytvorˇena jesˇteˇ jednoducha´ funkce pro vy´pocˇet
Fourierovi transformace.
Samotna´ verifikace prob´ıhala ve dvou kroc´ıch. V prvn´ım bylo trˇeba napsat tes-
tovac´ı program prˇ´ımo v samotne´m ImpulseC, ktery´ slouzˇil k oveˇrˇen´ı algoritmu˚ filtr˚u
jizˇ prˇi na´vrhu. Tento program vykona´va´ vycˇ´ıta´n´ı hodnot z vygenerovane´ho souboru
a vkla´da´ prˇecˇtene´ hodnoty do vstupn´ıho streamu. Dalˇs´ı cˇa´st tohoto programu z
vy´stupn´ıho streamu ukla´da´ vy´sledne´ hodnoty do bina´rn´ıho souboru.
Druha´ cˇa´st verifikace prob´ıhala prˇ´ımo na hradlove´m poli. Data z vy´sˇe zmı´neˇne´ho
souboru se za pomoc´ı funkce bin2text 1d vytvorˇene´ v Matlabu prˇetransformuj´ı do
textove´ho souboru. Z tohoto souboru cˇte procesor na vy´vojove´m kitu za pomoci pro-
gramu bus data a pos´ıla´ je do hradlove´ho pole. Stejny´ program slouzˇ´ı i k nacˇ´ıta´n´ı
vy´stupn´ıch dat z hradlove´ho pole, ktere´ jsou na´sledneˇ ukla´da´ny do souboru. Tento
algoritmus pro testova´n´ı na vy´vojove´m kitu je zautomatizova´n pomoc´ı skriptu vy-
tvorˇene´m v Shellu. Vy´stupn´ı soubor z tohoto testova´n´ı mus´ıme upravit do bina´rn´ı
podoby uzˇ v pocˇ´ıtacˇi za pomoc´ı skriptu v Matlabu text2bin 1d spusˇteˇne´ ve stejne´
slozˇce jako je soubor s daty.
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4.2.5 Vyhodnocen´ı algoritmu˚
Vyhodnocen´ı je ve 3 kroc´ıch - nejprve samotne´ho filtru, kde jsou vy´sledne´ parametry
prˇekladu do VHDL soubor˚u v na´stroji Impulse CoDeveloper, na´sledneˇ se srovna´
cela´ realizace na hradlove´m poli a nakonec bude provedeno zhodnocen´ı vzhledem k
rychlosti filtrace na samotne´m poli.
V tabulce 4.3 je uka´za´no srovna´n´ı obou algoritmu˚ vzhledem k pocˇtu pouzˇity´ch
logicky´ch obvod˚u samotne´ho algoritmu filtrace. Z tabulky je videˇt, zˇe struktura s
linea´rn´ı fa´z´ı obsahuje mensˇ´ı mnozˇstv´ı logicky´ch obvod˚u - zejme´na na´sobicˇek. Je to
vykoupene´ vy´pocˇtem v 32 bitove´ aritmetice oproti algoritmu pro realizaci prˇ´ıme´
struktury.
Pouzˇity´ obvod Prˇ´ıma´ struktura S linea´rn´ı fa´z´ı
Scˇ´ıtacˇka 16 bit 12 5
Scˇ´ıtacˇka 32 bit - 6
Na´sobicˇka 16 bit 13 -
Na´sobicˇka 32 bit - 6
Kompara´tor 2 bit 27 25
Tab. 4.3: Srovna´n´ı logicky´ch prvk˚u struktur FIR filtru
Tabulka 4.4 ilustruje srovna´n´ı jednotlivy´ch algoritmu˚ spolu s testovac´ım modu-
lem vzhledem k mnozˇstv´ı pouzˇity´ch prostrˇedk˚u v hradlove´m poli. V porovna´n´ı obou
struktur z hlediska zdroj˚u vycha´z´ı o neˇco ma´lo le´pe struktura s linea´rn´ı fa´z´ı. Tato
struktura pouzˇ´ıva´ veˇtsˇ´ı mnozˇstv´ı flip-flop, ale naopak spotrˇeba 4 vstupovy´ch LUT
a Slice je mensˇ´ı.
Prˇ´ıma´ Struktura Dostupne´
struktura s linea´rn´ı fa´z´ı prostrˇedky
Slice 770 761 4656
Flip Flop 496 672 9312
4 input LUT 1119 878 9312
BUFR 1 1 24
BLOK RAM 4 4 20
IO 27 27 232
Tab. 4.4: Prˇehled zdroj˚u pro algoritmy FIR filtru
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V porovna´n´ı s ohledem na cˇasova´n´ı vstupu a vy´stupu vycha´z´ı oba algoritmy na-
prosto stejneˇ. Z obra´zku 4.6 cˇasova´n´ı vstup˚u vy´stup˚u je zrˇejma´ struktura algoritmu,
kde je videˇt nacˇ´ıta´n´ı koeficient˚u a plneˇn´ı bufferu. Na´sledneˇ jizˇ prob´ıha´ samotna´
filtrace. Inicializacˇn´ı fa´ze trva´ 83 takt˚u od prvotn´ıho prˇiveden´ı dat na vstup, do
doby kdy se na vy´stupu objev´ı prvn´ı hodnota. Prˇi samotne´ filtraci je kazˇde´ 2 takty
cˇasovac´ıho signa´lu na vy´stupu vyfiltrovana´ hodnota. Mus´ı by´t splneˇn prˇedpoklad,
zˇe kazˇde´ 2 takty jsme schopni prˇive´st vstupn´ı hodnotu. Po prˇijet´ı hodnoty na vstup
trva´ 2 takty nezˇ se vyfiltrovana´ hodnota objev´ı na vy´stupu.
Obr. 4.6: Uka´zka cˇasova´n´ı vstupu a vy´stupu filtr˚u
44
4.3 IIR filter
4.3.1 Testovac´ı signa´l
Testovac´ı signa´l pro oveˇrˇen´ı algoritmu IIR filtru je shodny´ s testovac´ım signa´lem
FIR filtru v kapitole 4.2.1.
4.3.2 Na´vrh filtru
Byl proveden na´vrh filtru. Jako struktura filtru pro realizaci byla zvolena druha´ ka-
nonicka´ forma kaska´dn´ı struktury. Tato struktura vybrana´ s ohledem na realizaci,
v ktere´ je eliminova´n vliv zaokrouhlen´ı prˇi vy´pocˇtu. Elipticka´ na´vrhova´ metoda je
pouzˇita´ vzhledem k velikosti vy´sledne´ho rˇa´du filtru. Vy´sledny´ rˇa´d filtru je 7. Sa-
motny´ filtr byl vytvorˇen jako hornopropustny´ filtr s doln´ı mezn´ı frekvenc´ı 880Hz a
horn´ı mezn´ı frekvenc´ı 1000 Hz. Doln´ı mezn´ı frekvence definuje frekvenci, do ktere´
bude signa´l potlacˇen s nastaveny´m u´tlumem v nepropustne´m pa´smu. Horn´ı mezn´ı
frekvence bude propusˇteˇna se zadany´m u´tlumem pro propustne´ pa´smo. U´tlum pro
propustne´ pa´smo definovany´ na 3 dB a pro nepropustne´ pa´smo je 60 dB. Frekvencˇn´ı
charakteristika filtru je uka´za´na na obra´zku 4.7. Na´vrh byl proveden v Matlabu za
pomoci toolboxu FDAtool, ktery´ slouzˇ´ı pro tvorbu filtr˚u signa´lu. Koeficienty z hle-
diska kvantova´n´ı koeficient˚u byly prostrˇednictv´ım funkc´ı Matlabu spolu se signa´lem
prˇevedeny do fixed point aritmetiky. Vsˇechny koeficienty filtru jsou ulozˇeny do 16. bi-
tovy´ch slov s t´ım, zˇe pro desetinou cˇa´st je vyhrazeno 5 bit˚u (kv˚uli eliminaci prˇete´ka´n´ı
prˇi vy´pocˇtu v hradlove´m poli).
Obr. 4.7: Amplitudova´ frekvencˇn´ı charakteristika IIR filtru
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4.3.3 Algoritmus filtru
Samotny´ algoritmus je slozˇen, podobneˇ jako u FIR filtru, z inicializacˇn´ı cˇa´sti a z
cˇa´sti realizuj´ıc´ı samotnou filtraci. Prˇi inicializaci se prova´d´ı nacˇten´ı vsˇech koeficient˚u
- tedy koeficient˚u a, b, zes´ılen´ı jednotlivy´ch cˇa´st´ı a pocˇa´tecˇn´ı vlozˇen´ı dat do bufferu.
Cely´ algoritmus je videˇt na zjednodusˇene´m vy´vojove´m diagramu na obra´zku 4.8.
Obr. 4.8: Obecny´ vy´vojovy´ diagram kaska´dn´ı struktury IIR filtru
V algoritmu filtru jsou nacˇteny vsˇechny koeficienty a ulozˇeny do promeˇnny´ch
tvorˇ´ıc´ıch dvou rozmeˇrne´ pole. Kazˇdy´ rˇa´dek reprezentuje koeficienty pro dany´ stupenˇ
filtru. Podobneˇ ulozˇena´ data se nacha´z´ı i v bufferu, kde prvn´ı rˇa´dek prˇedstavuje
vstupn´ı data a na dalˇs´ıch rˇa´dc´ıch jsou vy´sledne´ hodnoty po kazˇde´m stupni. Na´sleduje
nacˇten´ı aktua´ln´ı hodnoty ze zacˇa´tku streamu, kde se tato hodnota ulozˇ´ı na posledn´ı
mı´sto v bufferu. Nyn´ı jizˇ na´sleduje samotny´ vy´pocˇet, ktery´ je uka´za´n v blokove´m
sche´matu 4.9, kde K je celkove´ zes´ılen´ı filtru a H reprezentuje jednotlive´ stupneˇ.
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Obr. 4.9: Blokove´ sche´ma kaska´dn´ı struktury IIR filtru
V blokove´m sche´matu je kazˇdy´ stupenˇ definova´n rovnic´ı 4.5, kde a a b znacˇ´ı
koeficienty filtru a K je zes´ılen´ı dane´ho stupneˇ filtru. Index j urcˇuje o kolika´ty´ stupenˇ
struktury se jedna´.
w(n) = Kj(bj(0)xj(n) + bj(1)xj(n − 1) + bj(2)xj(n − 2)) (4.4)
yj(n) = (w(n) − aj(1)yj(n − 1) − aj(2)y1(n − 2))/aj(0) (4.5)
Posledn´ı cˇa´st programu upravuje vypocˇtene´ hodnoty a jsou prˇeda´va´ny do vy´stupn´ıho
streamu. Realizuje se zde samotny´ posun promeˇnny´ch v poli bufferu.
4.3.4 Verifikace a testova´n´ı algoritmu
V prvn´ı cˇa´sti na´vrhu byl vytvorˇen skript Matlabu, na za´kladeˇ modelu vyexporto-
vane´ho do Simulinku z toolboxu Fdatool. Skript slouzˇ´ı pro oveˇrˇen´ı spra´vnosti dany´ch
algoritmu˚ a oveˇrˇen´ı vy´sledny´ch parametr˚u filtru. K tomuto u´cˇelu vznikl i skript pro
prvotn´ı oveˇrˇen´ı funkcˇnosti, ktery´ realizuje vy´pocˇet Fourierovi transformace.
Samotna´ verifikace je provedena stejneˇ jako u oveˇrˇova´n´ı algoritmu˚ pro FIR filtr˚u,
jak je popsa´no v kapitole 4.2.4. Liˇs´ı se t´ım, zˇe prvotn´ı psan´ı programu a pocˇa´tecˇn´ı tes-
tova´n´ı prob´ıhalo v na´stroji Microsoft Visual Studio. Byla zde vyuzˇita vy´hoda jazyka
ImpulseC, ktery´ umozˇnˇuje prˇeklad a softwarove´ ladeˇn´ı pomoc´ı r˚uzny´ch prˇekladacˇ˚u.
Koncepce testova´n´ı vsˇak z˚ustala stejna´ jako u FIR filtr˚u.
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4.3.5 Vyhodnocen´ı algoritmu
Jak vyply´va´ z prˇedchoz´ıho textu, byla provedena pouze realizace algoritmu kaska´dn´ı
struktury IIR filtru. Zhodnocen´ı spocˇ´ıva´ ve 3 kroc´ıch. Zhodnocen´ı samotne´ho filtru,
kde jsou uka´za´ny vy´sledne´ pocˇty logicky´ch obvod˚u vygenerovany´ch prˇi prˇekladu
do VHDL soubor˚u v na´stroji Impulse CoDeveloper. Na´sleduje tabulka ukazuj´ıc´ı
mnozˇstv´ı zdroj˚u cele´ realizace na hradlove´m poli. Na za´veˇr je provedeno zhodnocen´ı
vzhledem k rychlosti filtrace na samotne´m poli. Dı´ky tomu, zˇe byla implementova´na
pouze jedna struktura, mu˚zˇe by´t v textu algoritmus kaska´dn´ı struktury porovna´va´n
s algoritmy FIR filtr˚u.
Pocˇty jednotlivy´ch logicky´ch obvod˚u jsou uvedeny v tabulce 4.5. Z tabulky je pa-
trne´, zˇe samotny´ vy´pocˇet filtrace je prova´deˇn v 32. bitove´ aritmetice, proto abychom
v maxima´ln´ı mozˇne´ mı´ˇre eliminovali zaokrouhlova´n´ı a prˇete´ka´n´ı promeˇnny´ch prˇi sa-
motne´m vy´pocˇtu. Tento algoritmus je vytvorˇen velmi obecneˇ a proto ma´ oproti
pevne´ realizaci filtru z hlediska zdroj˚u optimalizacˇn´ı rezervy.
Pouzˇity´ obvod Kaska´dn´ı struktura
Scˇ´ıtacˇka 4 bit 37
Scˇ´ıtacˇka 32 bit 20
Na´sobicˇka 4 bit 9
Na´sobicˇka 32 bit 12
Deˇlicˇka 32 bit 1
Kompara´tor 2 bit 16
Kompara´tor 32 bit 13
Tab. 4.5: Srovna´n´ı logicky´ch prvk˚u pro kaska´dn´ı strukturu IIR filtru
V tabulce 4.6 je uka´za´no mnozˇstv´ı zdroj˚u, ktere´ spotrˇebuje samotny´ filtr spolu
s testovac´ım modulem v hradlove´m poli. Obecneˇ v porovna´n´ı s FIR filtry tento
algoritmus zab´ıra´ veˇtsˇ´ı mnozˇstv´ı zdroj˚u. Je to zp˚usobeno i velmi obecneˇ napsany´m
algoritmem, ktery´ ma´ pro realizaci jesˇteˇ sve´ rezervy.
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Kaskka´dn´ı struktura Dostupne´ prostrˇedky
Slice 1926 4656
Flip Flop 2716 9312
4 input LUT 1610 9312
BUFR 1 24
BLOK RAM 4 20
IO 27 232
Tab. 4.6: Prˇehled zdroj˚u algoritmu kaska´dn´ı struktury IIR filtru
Z hlediska cˇasova´n´ı vstupu a vy´stupu se projev´ı struktura programu, kde je
inicializacˇn´ı fa´ze, ktera´ trva´ 145 takt˚u do prvn´ıho prˇ´ıchodu vy´stupn´ıch dat. Vy´stupn´ı
data jsou na vy´stupu kazˇdy´ch 15 takt˚u za prˇedpokladu, zˇe mu˚zˇeme vstup filtru plnit
vstupn´ımi daty dostatecˇnou rychlost´ı.
Meˇrˇen´ı cˇasova´n´ı bylo provedeno v prvn´ı fa´zi za pomoci simulace v na´stroji ISim,
kde byl vytvorˇen jednoduchy´ testovac´ı program simuluj´ıc´ı chova´n´ı vstup˚u a vy´stup˚u.
Na´sledneˇ se tyto teoreticky z´ıskane´ hodnoty oveˇrˇili na hradlove´m poli, zejme´na za
pouzˇit´ı cˇ´ıtacˇ˚u.
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4.4 2D filtry
4.4.1 Testovac´ı obra´zek
Pro testova´n´ı algoritmu˚ 2D filtr˚u byla zvolena fotografie, ktera´ je uka´za´n na obra´zku
4.10. Jedna´ se o cˇernob´ıly´ obra´zek ve forma´tu bmp s rozmeˇry 700x539 pixel˚u.
Obr. 4.10: Testovac´ı obraz pro testova´n´ı 2D filtr˚u
Pro u´cˇely testova´n´ı obecne´ konvoluce je potrˇebne´ zasˇumeˇt obra´zek, kde ve vy´sledku
bude uka´za´no do jake´ mı´ry je schopna matice prove´st vyhlazen´ı sˇumu. Vlozˇeny´
sˇum je typu s¨alt & peppers¨ hustotou 0,05 (uda´va´ pomeˇr zasˇumeˇny´ch pixel˚u oproti
nezasˇumeˇny´ch). Sˇum je zde uveden z d˚uvodu lepsˇ´ı ilustrace vy´sledne´ funkce filtru,
ktery´ ukazuje obra´zek 4.11.
Obr. 4.11: Zasˇumeˇny´ testovac´ı obraz pro testova´n´ı 2D filtr˚u
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4.4.2 Algoritmy filtr˚u
Algoritmy filtr˚u jsou realizova´ny v rozmeˇru 3x3 s t´ım, zˇe jeden pixel odpov´ıda´ 8.
bitove´ hodnoteˇ. Jedna´ se o obecnou konvolucˇn´ı masku a Sobel˚uv opera´tor. Jelikozˇ
jsou obecneˇ zalozˇeny na stejne´m za´kladeˇ, bude nejdrˇ´ıve program rozebra´n obecneˇ a
na´sledneˇ popsa´no samotne´ ja´dro vy´pocˇtu filtrace.
Algoritmus je uka´za´n na zjednodusˇene´m vy´vojove´m diagramu 4.12. Tyto obra-
zova´ data jsou v programu reprezentova´na promeˇnny´mi, kde kazˇdy´ nacˇteny´ rˇa´dek
obrazu je definova´n jednou promeˇnnou (vzˇdy jsou nacˇteny 3 rˇa´dky obrazu). Abychom
osˇetrˇili okraje obrazu mus´ıme prˇi inicializaci nacˇ´ıst obrazova´ data. Data v prvn´ım a
druhe´m rˇa´dku jsou shodna´ (jeden rˇa´dek obrazu). Stejneˇ tak se osˇetrˇ´ı krajn´ı pixely
kazˇde´ho rˇa´dku. Na´sledneˇ se ulozˇ´ı 2. rˇa´dek obrazu do promeˇnne´, ktera´ pro vnitrˇn´ı
chod programu reprezentuje 3 rˇa´dek. Program pokracˇuje vy´pocˇtem vy´sledny´ch pi-
xel˚u obrazu podle dane´ metody. Nakonec se provede posun hodnot v promeˇnny´ch,
ktere´ prˇedstavuj´ı jednotlive´ rˇa´dky obrazu. V cyklu se nacˇte dalˇs´ı rˇa´dek obrazu do
promeˇnne´ obsahuj´ıc´ı ve vnitrˇn´ım chodu aplikace 3 rˇa´dek.
Obr. 4.12: Obecny´ vy´vojovy´ diagram 2D filtr˚u
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Obecna´ konvolucˇn´ı maska
V te´to cˇa´sti je realizova´n samotny´ vy´pocˇet vy´stupn´ıho obrazu po jednotlivy´ch pixe-
lech. Promeˇnne´ row1, row2 a row3 reprezentuj´ı cele´ rˇa´dky obrazu nacˇtene´ do pameˇti
modulu. Rˇa´dky jsou postupneˇ po jednom na´sobeny prvky matice 3.14 nebo matice
3.15, secˇteny a na´sledneˇ deˇleny soucˇtem vsˇech hodnot v matici. Jednotlive´ masky
spolu s deˇlitelem definovane´ v hlavicˇkove´m souboru umozˇn´ı prˇi na´sledne´ optimali-
zaci zrychlen´ı algoritmu. Algoritmus je napsa´n prˇ´ımo na strukturu masky 3x3, kde
obecne´ rˇesˇen´ı zp˚usobovalo prˇ´ıliˇsne´ zpomalen´ı filtrace.
Sobel˚uv opera´tor
Vy´pocˇet pomoc´ı Sobelova opera´toru prob´ıha´ podobneˇ jako u obecne´ konvolucˇn´ı
masky v prˇedchoz´ı cˇa´sti. S t´ım rozd´ılem, zˇe vy´pocˇet je prova´deˇn za pomoc´ı 2 ma-
tic. Volbou matice definujeme, ve ktere´m smeˇru prima´rneˇ probeˇhne detekce hran.
Provede se vy´pocˇet kazˇde´ho rˇa´dku matice spolu dany´mi obrazovy´mi daty (row1 se
vyna´sob´ı jak s prvky prvn´ıho rˇa´dku prvn´ı i druhe´ matice a podobneˇ i pro dalˇs´ı
rˇa´dky). Vsˇechny vy´stupn´ı hodnoty se secˇtou a osˇetrˇ´ı se vy´sledna´ hodnota, ktera´
mus´ı na´lezˇet do rozsahu 0 azˇ 255 pro vy´stup. Pro vy´pocˇet Sobelova opera´tora jsou
aplikova´ny v ose X matice 3.16, v ose Y matice 3.17 a pro detekci v osa´ch XY, je
pouzˇita vzˇdy jedna z matic od kazˇde´ho smeˇru.
4.4.3 Verifikace a testova´n´ı algoritmu
Verifikace a testova´n´ı prob´ıhaly v neˇkolika kroc´ıch, prˇi vy´voji i prˇ´ımo na hradlove´m
poli.
Pro testova´n´ı v pr˚ubeˇhu tvorby byl vytvorˇen testovac´ı program slouzˇ´ıc´ı k vy´voji
filtru. Program slouzˇ´ı k nacˇten´ı obrazu ve forma´tu bmp. Provede kontrolu validity
dle hlavicˇky, oddeˇl´ı hlavicˇku a odesˇle samotna´ obrazova´ data na vstupn´ı stream
filtru. Prova´d´ı take´ za´pis vy´sledny´ch z vy´stupn´ıho streamu do souboru. Jakmile je na
vstupu nacˇtena hlavicˇka posˇle se povolen´ı na vy´stup, kde se zacˇne vytva´rˇet vy´stupn´ı
soubor. Vlozˇ´ı se do neˇho hlavicˇka bmp souboru a na´sledneˇ se prova´d´ı vycˇ´ıta´n´ı dat
z filtru a jejich ukla´da´n´ı do souboru. Vy´stupn´ı obraz je porovna´n s obrazem, ktery´
je vyfiltrova´n za pomoci programu GIMP s pouzˇit´ım stejne´ funkce. Slouzˇ´ı jako vzor
pro oveˇrˇen´ı spra´vnosti filtrace. Porovna´n´ı je prova´deˇnou pouze optickou kontrolou -
porovna´n´ım.
Prova´d´ıme-li testova´n´ı na hradlove´m poli je nutne´ upravit obraz tak, zˇe nejdrˇ´ıve
se oddeˇl´ı hlavicˇka souboru od samotny´ch obrazovy´ch dat. V dalˇs´ım kroku jsou obra-
zova´ data rozdeˇlena na soubory, kde kazˇdy´ z nich reprezentuje jeden rˇa´dek obrazu.
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Kazˇdy´ takto vytvorˇeny´ bina´rn´ı soubor se mus´ı zkonvertovat na textovy´ soubor. Kon-
verze se provede pomoc´ı Matlabove´ho skriptu bin2text 2d.m spusˇteˇne´ho ve stejne´
slozˇce spolu s teˇmito soubory. Vy´sledne´ textove´ soubory nahrajeme do procesoru na
syste´mu EUS FS. Zde je vytvorˇen v Shellu skript, ktery´ slouzˇ´ı k cyklicke´mu zas´ıla´n´ı
dat do hradlove´ho pole s pomoc´ı programu bus. Da´le vykona´va´ vycˇ´ıta´n´ı dat z pole
a ukla´da´n´ı do textove´ho souboru. Vy´stupn´ı textovy´ soubor je prˇenesen do pocˇ´ıtacˇe.
Za pomoci skriptu 2D vyhodnoceni.m je z teˇchto dat vytvorˇen bina´rn´ı soubor s ob-
razem, ke ktere´mu se prˇipoj´ı hlavicˇka, kde se mu˚zˇe zobrazit a porovnat spra´vnost
funkce.
4.4.4 Vyhodnocen´ı algoritmu˚
Vyhodnocen´ı algoritmu˚ bylo prova´deˇno ve 4 cˇa´stech - logicke´ obvody samotne´ho
filtru, zdroje v hradlove´m poli spolu s testovac´ım modulem, cˇasova´n´ı mezi vstupem
a vy´stupem filtru, vy´stupn´ı obrazy po filtraci.
Zhodnocen´ı Sobelova opera´toru je vytvorˇeno pouze s maticemi pro detekci v
osa´ch XY. Ostatn´ı verze (pouze pro osu X a pouze pro Y) se liˇs´ı pouze pocˇtem
pouzˇity´ch 10 bitovy´ch scˇ´ıtacˇek. Prˇekladacˇ optimalizuje vy´pocˇetn´ı rovnici pro osu X,
kde je pouzˇito a vygenerova´no 15 desetibitovy´ch scˇ´ıtacˇek, pro osu Y je potrˇebny´ch
17 scˇ´ıtacˇek.
Obecna´ Obecna´
Pouzˇity´ konvoluce konvoluce Sobel˚uv
obvod jednicˇkova´ maska se opera´tor
maska zvy´razneˇny´m pro osu xy
strˇedem
Scˇ´ıtacˇka 10 bit 13 13 17
Scˇ´ıtacˇka 16 bit 12 12 16
Scˇ´ıtacˇka 20 bit - 2 -
Scˇ´ıtacˇka 32 bit 2 - 8
Na´sobicˇka 9 bit - - 6
Na´sobicˇka 32 bit - 6 -
Deˇlicˇka 32 bit - 6 -
Kompara´tor 2 bit 2 2 2
Kompara´tor 16 bit - - 6
Kompara´tor 17 bit 9 9 9
Kompara´tor 32 bit - - 3
Tab. 4.7: Srovna´n´ı logicky´ch prvk˚u u 2D filtr˚u
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V tabulce 4.7 jsou zobrazeny pouzˇite´ logicke´ obvody. U obecne´ konvoluce s
jednicˇkovou maskou se prˇekladacˇem zoptimalizuje pouzˇit´ı logicky´ch obvod˚u. Dı´ky
tomu nen´ı vyuzˇita zˇa´dna´ na´sobicˇka ani deˇlicˇka oproti druhe´ varianteˇ vy´pocˇtu obecne´
konvoluce. Ve srovna´n´ı s konvoluc´ı je u Sobelova opera´toru pouzˇito veˇtsˇ´ı mnozˇstv´ı
zdroj˚u, cozˇ je da´no slozˇiteˇjˇs´ım vy´pocˇtem vy´stupu (vy´pocˇet se dveˇma maticemi).
V tabulce 4.8 je mnozˇstv´ı pouzˇity´ch zdroj˚u pro dane´ 2D filtry. Veˇtsˇ´ı mnozˇstv´ı
zdroj˚u zab´ıra´ obecna´ konvolucˇn´ı maska s jednotkovou matici oproti varianteˇ ze
zvy´razneˇny´m strˇedem. U masky s jednotkovou matic´ı je prˇedpokla´dana´ lepsˇ´ı opti-
malizace prˇi prˇekladu z cˇehozˇ vyply´va´ potrˇeba mensˇ´ıho mnozˇstv´ı pouzˇity´ch zdroj˚u
v hradlove´m poli. Sobel˚uv opera´tor obsahuje veˇtsˇ´ı mnozˇstv´ı zdroj˚u, je to zp˚usobeno
slozˇiteˇjˇs´ım vy´pocˇtem vy´stupu.
Obecna´ Obecna´
Pouzˇity´ konvoluce konvoluce Sobel˚uv Dostupne´
obvod jednicˇkova´ maska se opera´tor prostrˇedky
maska zvy´razneˇny´m pro osu xy
strˇedem
Slice 862 793 754 4656
Flip Flop 1030 908 646 9312
4 input LUT 1107 1009 1213 9312
BUFR 1 1 1 24
BLOK RAM 5 5 5 20
IO 19 19 19 232
Tab. 4.8: Prˇehled zdroj˚u algoritmu˚ 2D filtr˚u
Prˇehled cˇasova´n´ı je uveden v tabulce 4.9. Cˇasova´n´ı vstupu a vy´stupu se skla´da´ ze
4 cˇa´st´ı. V dalˇs´ım textu se pojedna´va´ o taktech hodinove´ho signa´lu CLK. Tyto hod-
noty jsou uvedeny i v tabulce. Prvn´ı rˇa´dek v tabulce ukazuje rychlost nacˇ´ıta´n´ı jednot-
livy´ch dat do filtru. Hodnota v tabulce uda´va´, kolik takt˚u je mezera mezi nacˇten´ım
2 datovy´ch slov na vstupu filtru. Na´sleduje mezifa´ze mezi nacˇ´ıta´n´ım vstupn´ıch dat
a pos´ıla´n´ım dat na vy´stup. Dalˇs´ı hodnoty v tabulce analogicky odpov´ıdaj´ı jizˇ uve-
dene´mu popisu. Hodnota na posledn´ım rˇa´dku tabulky uda´va´ prostor mezi posledn´ı
vy´stupn´ı hodnotou a prvn´ı nacˇtenou hodnotou.
Jak je z tabulky cˇasova´n´ı patrne´, tak azˇ na drobne´ rozd´ıly jsou oba algoritmy
totozˇne´, hlavneˇ z hlediska nacˇ´ıta´n´ı dat a jejich vy´stupu.
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Obecna´ Obecna´
Pouzˇity´ konvoluce konvoluce Sobel˚uv
obvod jednicˇkova´ maska se opera´tor
maska zvy´razneˇny´m pro osu xy
strˇedem
Vstup dat 5 5 5
Mezifa´ze Vstup/Vy´stup 9 10 12
Vy´stup dat 3 3 3
Mezifa´ze Vy´stup/Vstup 6 6 7
Tab. 4.9: Prˇehled cˇasova´n´ı algoritmu˚ 2D filtr˚u
Na obra´zku 4.13 je prostrˇednictv´ım pr˚umeˇrova´n´ı vyfiltrovany´ zasˇumeˇny´ obra´zek
za pouzˇit´ı obecne´ masky 3x3 s jednotkovou matic´ı. V obra´zku 4.14 je uka´za´n vy-
filtrovany´ obra´zek za pomoc´ı matice se zvy´razneˇny´m strˇedem (je zde videˇt mensˇ´ı
zkreslen´ı hran prˇi podobne´ intenziteˇ vyfiltrova´n´ı sˇumu).
Obr. 4.13: Obraz vyfiltrovan´ı obecnou konvolucˇn´ı maskou 3x3 s jednotkovou matic´ı
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Obr. 4.14: Obraz vyfiltrovan´ı obecnou konvolucˇn´ı maskou 3x3 se zvy´razneˇny´m
strˇedem
Na obra´zc´ıch 4.15, 4.16, 4.17 se nacha´z´ı vy´sledne´ obrazy prˇi pouzˇit´ı Sobelova
opera´toru s maskou 3x3 pro filtraci ve smeˇru X, Y a XY. Vy´sledky jsou ulozˇeny na
prˇilozˇene´m DVD v plne´ kvaliteˇ.
Obr. 4.15: Obraz vyfiltrovan´ı Sobelovy´m opera´torem v ose X
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Obr. 4.16: Obraz vyfiltrovan´ı Sobelovy´m opera´torem v ose Y
Obr. 4.17: Obraz vyfiltrovan´ı Sobelovy´m opera´torem v ose XY
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5 ZA´VEˇR
Teoreticka´ cˇa´st te´to diplomove´ pra´ce se zaby´va´ popisem vybrany´ch jazyk˚u a prˇekladacˇ˚u
zalozˇeny´ch na jazyce C do HDL jazyk˚u, kde u kazˇde´ho z nich je pouka´za´no na
neˇkolik hlavn´ıch vlastnost´ı s prˇ´ıkladem ko´du. Da´le se v pra´ci pojedna´va´ o testovac´ı
architekturˇe, syste´mu EUS FS, skla´daj´ıc´ıho se ze dvou za´kladn´ıch prvk˚u - RISC pro-
cesoru s linuxem a hradlovy´m polem. V posledn´ı cˇa´sti jsou zmı´neˇny struktury pro
filtraci signa´l˚u. Jednorozmeˇrne´ signa´ly jsou popsa´ny FIR a IIR filtry, u kazˇde´ho typu
jsou uka´za´ny struktury, vlastnosti a prˇenosove´ funkce. Pro dvourozmeˇrny´ signa´l je
pouzˇita obecna´ konvolucˇn´ı maska a Sobel˚uv opera´tor.
Prakticka´ cˇa´st se zaby´va´ testova´n´ım jednotlivy´ch struktur filtr˚u. U FIR filtr˚u se
provedla implementace prˇ´ıme´ struktury a struktury s linea´rn´ı fa´z´ı. Obeˇ struktury
byly vytvorˇeny a optimalizova´ny zejme´na z hlediska rychlosti zpracova´n´ı signa´lu
na hradlove´m poli. Jako dalˇs´ı byla implementova´na kaska´dn´ı struktura IIR filtru.
Tento algoritmus byl vytvorˇen velmi obecneˇ a to se projevilo na vy´sledne´ rychlosti
zpracova´n´ı a pouzˇity´ch zdroj´ıch. Tento algoritmus ma´ jesˇteˇ rezervy pro optimalizaci.
Da´le jsou v pra´ci obsazˇeny algoritmy 2D filtr˚u, zejme´na obecna´ konvolucˇn´ı maska
3x3 s pouzˇit´ım jednotkove´ matice realizuj´ıc´ı pr˚umeˇrova´n´ı a matice se zvy´razneˇny´m
strˇedem. Byl take´ vytvorˇen filtr pro detekci hran zalozˇeny´ na Sobelovu opera´toru s
maskou 3x3. U obecne´ konvolucˇn´ı masky s jednotkovou matic´ı se podarˇilo optimali-
zovat vy´sledny´ filtr pro hradlove´ pole do takove´ mı´ry, zˇe je realizovatelny´ pouze za
pomoci scˇ´ıtacˇek a kompara´tor˚u oproti masce se zvy´razneˇny´m strˇedem.
Vyhodnocen´ı a testova´n´ı vsˇech algoritmu˚ prob´ıhalo za pomoc´ı simula´tor˚u, tak i
na hradlove´m poli s pouzˇit´ım testovac´ı platformy.
V te´to pra´ci se podarˇilo vytvorˇit algoritmy pro rychle´ zpracova´n´ı signa´l˚u na
hradlove´m poli. Dı´ky pouzˇit´ı jazyka ImpulseC byl vy´voj algoritmu˚ vy´razneˇ rychlejˇs´ı
oproti tvorbeˇ filtr˚u v jednom z HDL jazyk˚u.
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SEZNAM SYMBOLU˚, VELICˇIN A ZKRATEK
I/O vstupneˇ - vy´stupn´ı obvody
I2C Komunikacˇn´ı seriova´ sbeˇrnice
DSP cˇ´ıslicove´ zpracova´n´ı signa´l˚u – Digital Signal Processing
CPLD Komplexn´ı programovatelna´ hradlova´ pole
FPGA Field Programmable Gate Array – Programovatelna´ hradlova´ pole
PROM Programmable Read-Only Memory – Jednora´zoveˇ programovatelna´ ROM
pameˇt’
EPROM Erasable Programmable Read-Only Memory – Prˇepisovatelna´
programovatelna´ ROM pameˇt’
EEPROM Electrically Erasable Programmable Read-Only Memory – Elektricky
prˇepisovatelna´ programovatelna´ ROM pameˇt’
PLA Programmable Logic Array – Programovatelne´ logicke´ pole
PLA Programmable Array Logic– Programovatelne´ logicke´ pole (liˇs´ı se strukturou
od PLA)
CPLD Complex Programmable Logic Devices – Programovatelne´ logicke´ zarˇ´ızen´ı
MAC Field Programmable Logic Array – Programovatelne´ logicke´ pole
PLD Programmable Logic Devices – Programovatelne´ logicke´ zarˇ´ızen´ı
RAM Random Access Memory - pameˇt s libovolny´m prˇ´ıstupem
CLB Configurable Logic Blocks - konfigurovatelny´ logicky´ blok
HDL Hardware Description Language - jazyk pro hardwarovy´ popis
FIR Finite Impulse Response - Konecˇna´ impulzn´ı odezva
IIR Infinite Impulse Response - Nekonecˇna´ impulzn´ı odezva
DFT Discrete Fourier Transform - Diskre´tn´ı Fourierova transformace
RTL Register Transfer Level- Diskre´tn´ı Fourierova transformace
x[n] Vstupn´ı hodnota
61
y[n] Vy´stupn´ı hodnota
fs Vzorkovac´ı frekvence
H(z) Diskre´tn´ı opera´torovy´ prˇenos
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SEZNAM PRˇI´LOH
A Prˇ´ıloha A 64
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A PRˇI´LOHA A
Koeficienty pouzˇite´ pro FIR filtr (vyexportovane´ z programu na´stroje fdatool):
Numerator:
0.027066042071697157
0.052679116634544783
0.065333168562098795
0.052521095921252668
0
-0.12432953345151859
-0.60524420729736261
0.60524420729736261
0.12432953345151859
0
-0.052521095921252668
-0.065333168562098795
-0.052679116634544783
-0.027066042071697157
Koeficienty pouzˇite´ prˇi realizaci kaska´dn´ı struktury IIR filtru (vyexportovane´ z
programu na´stroje fdatool):
SOS matrix:
1 -1.70208740234375 1 1 -1.6007690429687 0.9848632812500
1 -1.76074218750000 1 1 -1.4718627929687 0.9260864257812
1 -1.89703369140625 1 1 -0.9093017578125 0.6934814453125
1 -1.00000000000000 0 1 +0.2884521484375 0.0000000000000
Scale Values:
0.17376708984375
0.90350341796875
0.66790771484375
1.98272705078125
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