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Insinöörityössä oli tavoitteena luoda laadunvarmistusohjelmisto asiakaspalveluympäris-
töön. Asiakaspalvelun kannalta tärkeintä oli päästä eroon käsin täytettävistä lomakkeista ja 
vaikeasti toteutettavasta tilastoinnista. Ohjelmiston ominaisuudet ja tarvittavat toiminnalli-
suudet suunniteltiin yhdessä asiakaspalveluosaston päälliköiden kanssa, jotta ne vastaisi-
vat vaatimuksia mahdollisimman tarkkaan. 
 
Ohjelmistolle asetettujen vaatimusten vuoksi sitä lähdettiin kehittämään usean käyttäjän 
järjestelmänä, joka sisältää kaksi eri käyttäjätasoa. Tavoitteena oli tarjota omat näkymät 
laadunvarmistuksesta vastaaville henkilöille ja arvioitaville asiakaspalvelijoille. 
 
Insinöörityössä päätettiin käyttää RESTful-arkkitehtuurilla toimivaa sovellusrajapintaa ja 
JavaScript-pohjaista käyttöliittymää. Työkaluina päätettiin käyttää keveitä ohjelmointike-
hyksiä, PHP-pohjaista Slim-ohjelmointikehystä sovellusrajapinnan luomiseen ja JavaScrip-
tiä käyttävää Backbone-ohjelmointikehystä käyttöliittymään. Erityistä huomiota kiinnitettiin 
palvelimen ja selainnäkymän erottamiseen toisistaan ja käyttöliittymän helppokäyttöisyy-
teen. 
 
Insinöörityön tuloksena syntyi ohjelmisto, joka mahdollisti laadunvarmistuslomakkeiden 
luomisen ja täyttämisen samassa ympäristössä. Koska arvioinnit tallentuvat tietokantaan, 
tuloksia pystytään tarkastelemaan tarkemmin kuin aikaisemmin.  
 
Tavoitteena oli helpottaa laadunvarmistusprosessia, ja ensimmäisten käyttökokemusten 
mukaan tämä tavoite saavutettiin jo ensimmäisessä versiossa. Testausvaiheen jälkeen 
ohjelmistoa on tarkoitus kehittää edelleen ja lisätä muun muassa tilastointiin liittyviä omi-
naisuuksia. 
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Insinöörityön tavoitteena on luoda laadunvarmistusohjelmisto asiakaspalveluympäris-
töön. Tarkoituksena on helpottaa laaduntarkistusprosessia siirtymällä pois käsin täytet-
tävistä lomakkeista ja vaikeasti toteutettavasta tilastoinnista.  
Asiakaspalvelun laadun tarkkailu yrityksen sisäisesti voi olla tärkeämpää kuin asiakas-
tyytyväisyyden seuraaminen palvelutilanteen jälkeisillä kyselyillä. Asiakkaat vastaavat 
keskimäärin viidesosaan lähetetyistä kyselyistä, ja vastaukset ovat yleensä tapauksia, 
joissa asiakaskokemus on ollut joko huomattavan hyvä tai huono. Tämän vuoksi arviot 
ovat yleensä erittäin polarisoituneita, eikä niiden pohjalta pystytä tarkkaan arvioimaan 
asiakaspalvelun laatua.  
Asiakaspalvelijoiden vastaukset ja yleinen tapa kommunikoida voivat kelvata suurelle 
osalle asiakaskuntaa, mutta jos tavoite on saada kommunikaatiotaidot ja asiantunte-
mus samalle tasolle, tarvitaan työkalu sisäisen laadun mittaamiseen. Laadunvarmis-
tuksen hyvänä puolena on, että saadaan tarkkaa tietoa siitä, mitä alueita pitäisi kehit-
tää, sekä mahdollisuus hyvien suoritusten palkitsemiseen.  
Insinöörityön tilannut asiakasyritys tarjoaa VoIP- ja pilvipalveluita puhelinmyynti- ja 
asiakaspalvelutarkoituksiin. Tarjottavia palveluita käytetään yleensä puhelinpalvelukes-
kusten ”all-in-one”-ratkaisuna. Koska kommunikointi on pääasiassa yrityksien välistä, 
on noussut tarve kehittää keino seurata asiakaspalvelijoiden antaman palvelun laatua. 
Usein tähän tarkoitukseen käytetään Excel-pohjia, joiden käsittely ja täyttäminen voi 
olla aikaa vievää. Käytettyyn tiketti- ja asiakastukijärjestelmään on ollut tarjolla useita 
laadunvarmistamiseen liittyviä laajennuksia, mutta mikään niistä ei tarjonnut sellaise-
naan vaadittuja ominaisuuksia. Verkossa tarjotut ratkaisut laadunvarmistukseen ovat 
erikoistuneita tuotannon laadunvarmistamiseen, ja sellaisenaan ne olisivat turhan mo-
nimutkaisia käyttötarkoitukseen. 
Tässä raportissa käsitellään insinöörityönä tehtävän ohjelmiston luomisen vaiheet 
suunnittelusta ja toteutuksesta testausvaiheeseen asti.  Työssä käydään myös läpi 
ohjelmoinnissa käytettävät kirjastot, tekniset ratkaisut, tietokannan rakenne sekä kehit-




2 Laadunvarmennusohjelmiston perusvaatimukset 
2.1 Perustoiminnot 
Kun laadunvarmennusohjelmistoa lähdettiin suunnittelemaan ja asetettuja vaatimuksia 
käytiin läpi, kävi selväksi, että ohjelma vaatisi useamman näkymän, jotta toiminta olisi 
mahdollisimman yksinkertaista. Tultiin tulokseen, että ainakin seuraavat näkymät olisi-
vat välttämättömiä: 
• kysymysten ja kysymyslistojen hallintanäkymä  
• arviointilomakkeiden täyttö-, selaus- ja muokkausnäkymä 
• käyttäjänhallinta. 
Ohjelmassa on näiden lisäksi vielä kaksi eri käyttäjäryhmää: arvioijat ja arvioitavat. 
Arvioijan vastuulla on itse arviointilomakenäkymän lisäksi kysymyslistojen ja käyttäjien 
hallinnointi. Arvioitavan näkymä antaa ainoastaan mahdollisuuden tarkastella käyttäjän 
omia arvioita ja vaihtaa arvioinnin tilaa. Arviointilomakenäkymässä kummallakin käyttä-
järyhmällä on turvallisuussyistä rajoituksia: arvioitavat näkevät ainoastaan omat arvion-
sa ja arvioijat pystyvät tarkastelemaan vain itse tekemiään arvioita. Kuviossa 1 voidaan 
nähdä ohjelmiston päätoiminnot ja eri käyttäjätasojen oikeudet niiden käyttämiseksi. 
 




Käyttöliittymän osalta ainoa toivomus oli helppokäyttöisyys. Käyttöliittymää lähdettiin 
siis suunnittelemaan periaatteella, että sitä pystyisi käyttämään tablettimaisesti ”yhdellä 
sormella” ja niin, että ainoastaan tarvittavat ominaisuudet ovat kerrallaan näkyvissä. 
Käytettävyyden ohjenuoraksi valikoitiin Googlen ohjeistus mobiilisovellusten käyttöliit-
tymän kehittämiseen [1] ja eritoten sen käytettävyysosio. 
2.2 Kysymykset ja kysymyslomake 
Kysymysten ja kysymyslomakkeiden koostamisnäkymää suunniteltaessa tultiin siihen 
tulokseen, että kysymysten ja lomakkeiden hallinta toimisi parhaiten, jos se koostuisi 
useasta osasta. 
Aluksi luodaan kysymyskategoriat, esimerkiksi ”Peruskysymykset”, ”Sähköposti” ja 
”Puhelin”, joiden sisälle lisätään haluttu määrä kysymyksiä. Tämän jälkeen luodaan 
lista, johon lisätään kysymykset halutuista kategorioista. Aktiiviselle kysymykselle mää-
ritellään painoarvo, joka pätee ainoastaan kyseisen listan sisällä, eli samalla kysymyk-
sellä voi olla useita eri pistemääriä riippuen siitä, missä se sijaitsee (kuvio 2). Esimer-
kiksi puhelulomakkeessa oikeinkirjoitusta arvioiva kysymys ei ole yhtä tärkeä kuin säh-
köpostilomakkeessa. 
 





Käyttäjänhallinta on ehkä yksinkertaisin kaikista ohjelmiston osista. Sivun päätoiminnot 
ovat käyttäjien listaus, uusien käyttäjien luominen ja olemassa olevien käyttäjien tieto-
jen muokkaaminen.  
Sivun päänäkymä on lista, jossa näkyvät käyttäjien tiedot ja muita yksityiskohtia, kuten 
käyttäjätaso ja sähköpostiosoite. Käyttäjän luomista varten on oma näkymä, johon voi-
daan helposti syöttää käyttäjän tiedot. 
Käyttäjätietojen muokkausnäkymä on kaikessa yksinkertaisuudessaan lomake, josta 
voidaan tarkastella käyttäjän tietoja ja tarpeen tullen tehdä muutoksia niihin. Koska 
ainoastaan arvioijalle päätettiin antaa mahdollisuus vaihtaa käyttäjien salasanoja, täy-
tyy käyttäjälle lähettää muutoksen yhteydessä sähköpostiviesti, joka sisältää tiedon 
tapahtuneesta ja uuden salasanan. Salasanasähköpostit lähetetään ainoastaan sisäi-
sesti, ja viestit ohjeistetaan poistettavaksi heti salasanan tallentamisen jälkeen.  
2.4 Arviointilomakkeiden täyttäminen ja käsittely 
Arviointilomakkeiden käsittelysivun päänäkymä on lista, josta pystyy tarkastelemaan 
arviointilomakkeita, niiden pistemääriä ja muita haluttuja ominaisuuksia. Listaa voi suo-
dattaa hakusanoilla ja tuloksia rajata arvioinnin päivämäärällä.  
Arviointinäkymässä yhdistetään kaikki ohjelmiston aiemmin luodut elementit: käyttäjät, 
kysymyslomakkeet ja kysymykset. Näiden tietojen lisäksi itse arvioitavaan kohteen, 
esimerkiksi sähköpostikeskustelun, tiedot pitää pystyä lisäämään lomakkeelle.  
Arviointiprosessi kulkee seuraavalla tavalla: valitaan käyttäjä, jonka suoritusta halutaan 
arvioida, minkä jälkeen valitaan kysymyslista, joka parhaiten sopii toteutuneen viestin-
nän arviointiin. Valinnan jälkeen lista avautuu arviointinäkymään ja sen sisältämät ky-
symykset tulostetaan näkymään.  
Listassa jokaisen kysymyksen kohdalla on valinta ”Kyllä” ja ”Ei” sekä tekstikenttä, johon 
voi tarvittaessa kirjoittaa lyhyen kommentin. Jos kysymykseen vastataan ”ei”, vähenne-




teikoksi valittiin prosenttiarvostelun mukaan 0–100 %, mutta ilman mahdollisuutta ne-
gatiiviseen arvoon, eli vaikka arvioija joutuisikin valitsemaan ”ei” jokaiseen kysymyk-
seen, pistemäärä ei voi mennä nollan alapuolelle. 
Toteutunut kirjeenvaihto kopioidaan sellaisenaan vastaavaan tekstikenttään ja linkki 
alkuperäiseen viestiketjuun. Kommenttikenttään voidaan tarvittaessa kirjoittaa lisätieto-
ja arvioinnista. Taulukossa 1 ovat listattuna kentät, joista arviointilomake koostuu. 
Taulukko 1. Arviointilomakkeen kentät, pakolliset kursivoituina. 
Kenttä Kuvaus 
Arvioitava Valittavana kaikki arvioitavat käyttäjät 
Kysymyslomake Listalla kaikki aikaisemmin luodut arviointilomakkeet 
Arvioitavan tiketin tms. sulkemis-
päivä 
Päivämäärävalitsin 
Toteutunut viestintä Tekstikenttä, johon kopioidaan asiakkaan ja agentin 
välinen kirjeenvaihto 
Linkki Linkki ulkoiseen resurssiin, esimerkiksi tikettiin tai 
äänitiedostoon 
Kommentit Tekstikenttä yleistä kommentointia varten 
Pistemäärä  Arviointilomakkeen pistemäärä (automaattinen) 
Kun arvio on tallennettu järjestelmään, sitä voi tarkastella muokkausnäkymässä. Muok-
kausnäkymässä näytetään toteutunut arviointi kaikkine tietoineen ja kysymyslista vas-
tauksineen. Lisäkenttänä näkymässä on arviointilomakkeen tila -valikko, josta voi vali-
ta, onko arviointi valmis tai riitautettu vai odottaako se agentin tai arvioijan viimeistä 
tarkistusta.  
Samasta näkymästä tehdään arvioitaville oma versio, jossa he voivat tarkastella arvi-





3 Ohjelmistossa käytetyt tekniikat 
Ohjelmiston rakenteessa päätettiin käyttää selkeää jakoa käyttöliittymän ja palvelimen 
välillä. Jokaiselle sivulle luodaan HTML-pohja, jonka sisältämä JavaScript-ohjelma 
alustaa vaadittavat toiminnallisuudet ja noutaa tiedot palvelimelta. Kaikki ohjelmiston 
tarvitsema tieto haetaan siis rajapinnasta JSON-tiedostomuodossa suoraan käyttöliit-
tymään, jossa vastaanotettu tieto käsitellään ja tulostetaan näkymään. Käyttöliittymäs-
sä tehdyt muutokset lähetetään suoraan palvelimen rajapintaan, missä ne käsitellään 
ja tallennetaan tietokantaan. 
Käyttöliittymän rakentamiseen päädyttiin käyttämään Backbone-ohjelmointikehystä sen 
käyttämän MVC-arkkitehtuurin vuoksi ja koska se käyttää oletuksena rajapintoja ja 
JSON-tiedostomuotoa tiedon siirtämiseen. Palvelimen puolelle käyttöön valittiin Slim 
Framework, joka on PHP-pohjainen ohjelmistokehys RESTful-periaatteella toimivien 
rajapintojen kehittämiseen.  
3.1 Käyttöliittymän luomiseen käytetyt kirjastot ja tekniikat 
3.1.1 Backbone-ohjelmointikehys 
Backbone on JavaScriptillä kirjoitettu kirjasto, joka mahdollistaa yksisivuisten verkko-
ohjelmistojen luomisen. Kirjastolle on ominaista keveys (ainoa varsinainen vaatimus on 
saman kehittäjän työkalukirjasto Underscore), RESTful-arkkitehtuurin ja JSON-
tiedostonmuodon käyttäminen mallien ja tietokannan synkronisoinnissa ja MVC-
arkkitehtuuria noudattava toimintamalli [2]. 
Kuviosta 3 voidaan nähdä, että Backbone-ohjelma koostuu kolmesta osasta: 
• malli tai kokoelma malleja 
• näkymä, joka näyttää mallin sisältämät tiedot käyttäjälle halutulla tavalla 
ja käsittelee käyttäjän tekemät toiminnot 
• sivupohjat, joihin näkymän tarjoama näkymä perustuu 
• reititin, joka mahdollistaa yksisivuisen ohjelman sisällä liikkumisen ”takai-
sin”-toimintoa käyttäen ja tekee siitä niin sanotusti linkattavan eli eri nä-





Kuvio 3. Backbone-sovelluksen toimintaperiaate 
Mallit viestivät tietokannan kanssa käyttäen JSON-tiedostomuotoa. Tietokantaan ote-
taan yhteys käyttäen RESTful-arkkitehtuurin mukaisia URL-osoitteita, jotka määritel-
lään suoraan malliin. Samaa osoitetta käytetään tietojen lukemiseen, lisäämiseen, 
poistamiseen ja muokkaamiseen, ja itse toiminto määritellään RESTful-arkkitehtuurin 
mukaisesti HTTP-metodeita käyttäen. [3, s. 9.] 
Reititintä käytetään yleisesti ohjelman aloittamiseen, eli kun sivu on latautunut kokonai-
suudessaan, avataan URL-osoitteen mukainen osa reitittimestä. Reitittimeen voi määri-
tellä haluamansa määrän osoitteita, jotka avaavat halutun näkymän käyttäjälle [3, s. 
62]. Tällaisia osoitteita voivat olla esimerkiksi 
• ”/” eli sisällyssivu, joka avaa listan käyttäjistä 
• ”/user/id”, joka näyttää id:llä määritellyn mallin sisältämät tiedot 
Koska ensimmäisessä esimerkissä haetaan lista, on järkevää käyttää kokoelmaa yksit-
täisien mallien hakemisen sijaan. Kokoelma on kaikessa yksinkertaisuudessaan lista 
malleja, jossa yksi rivi sisältää yhden mallin [3, s. 48].  
Kun käyttäjä avaa sisällyssivun osoitteen, reititin luo uuden instanssin käyttäjäkokoel-
masta ja lataa tietokannasta kaikkien käyttäjien tiedot. Tämän jälkeen luodaan uusi 
näkymä, joka tulostaa mallin tiedot käyttäjälle käyttäen näkymässä määriteltyä HTML-
pohjaa [3, s. 35].  
Toisessa tapauksessa haetaan tietty käyttäjä tietokannasta, eli on loogista käyttää mal-
lia kokoelman sijaan. Kun käyttäjä avaa esimerkiksi osoitteen ”/user/12”, reititin luo 




tietokannasta ja liittää sen malliin. Tämän jälkeen malli liitetään käyttäjän tiedot tulosta-
vaan näkymään, joka näyttää tiedot HTML-pohjan mukaisesti. [3, s. 28.] 
Pohjien tulostamiseen voi käyttää joko Backbonen mukana tulevan Underscoren tar-
joamaa sivupohjienhallintaa tai kolmannen osapuolen kirjastoa, esimerkiksi Handle-
bars.js [3, s. 76]. On myös mahdollista tulostaa tiedot käyttäen Reactia, Polymeria tai 
aivan omaa tapaa, valinta on koodin kirjoittajan. 
Näkymässä rakennetaan myös itse käyttöliittymä, jotta käyttäjät voisivat lisätä, poistaa 
tai muuttaa mallien sisältämää tietoa. Käytännössä tämä tarkoittaa, että näkymään 
lisätään tekstikenttiä, nappuloita ja muita käyttöliittymäkomponentteja, jotka kommuni-
koivat mallien ja kokoelmien kanssa.  Kun mallien tai kokoelmien tiedot muuttuvat, ne 
synkronisoidaan tietokannan kanssa ja näkymä ladataan uudelleen päivitetyillä tiedoil-
la. Tällä tavoin ohjelma pysyy jatkuvasti ajan tasalla tietokannan kanssa. 
3.1.2 jQuery-kirjasto 
jQuery on JavaScriptillä kirjoitettu kirjasto, jolla voi animoida, valita ja muuttaa DOM-
elementtien ominaisuuksia. Tämän lisäksi jQuery ja sen käyttöliittymälaajennus sisältä-
vät useita käyttöliittymän luomista helpottavia työkaluja, esimerkiksi kalenterinäkymää 
käyttävä päivämäärävalitsin, ”vedä ja pudota” -ominaisuus ja syöttöelementtien ulko-
näön ylikirjoittaminen.  
jQueryn ensimmäinen versio julkaistiin vuonna 2006, ja kirjaston päätarkoituksena oli 
helpottaa JavaScript-koodin kirjoittamista. Ennen jQueryn tuloa JavaScript-kehittäjien 
täytyi kirjoittaa suurempi määrä koodia, koska kaikki ominaisuudet eivät toimineet sa-
malla tavalla kaikilla selaimilla. jQuery ratkaisee tämän tarjoamalla valmiita toimintoja, 
joiden on jo valmiiksi varmistettu toimivan lähestulkoon kaikilla selaimilla [4]. 
jQueryn asema on kuitenkin joutunut uhatuksi, koska DOM-puuta uudella, tehokkaalla 
tavalla käsittelevät kirjastot, kuten React ja Googlen Polymer, ovat saaneet vahvempaa 
jalansijaa verkkokehityksessä. Tämän lisäksi jQueryn laajennukset ja tuettujen se-
laimien määrä ovat lisänneet kirjaston kokoa huomattavasti ja tehneet siitä monen mie-




Tehokasta ja kaunista koodia rakastavat kehittäjät ovat tuoneet saataville jQueryn toi-
mintaa jäljitteleviä kirjastoja, joiden tarkoitus on tarjota samoja ominaisuuksia, mutta 
keveämmin ja pienemmässä koossa. Kenties reaktiona tähän kesällä 2016 julkaistu 
jQueryn kolmas versio on vähentänyt tukemiensa selaimien määrää ja optimoinut kir-
jaston toimintaa. [6.]  
3.1.3 JSON-tiedostomuoto 
JSON eli JavaScript Object Notation on kevyt tiedonvälitysformaatti, joka mahdollistaa 
tiedon siirtämisen avain-arvopareja käyttäen. JSON perustuu JavaScriptin object-
tietuemuuttujaan, mutta tästä huolimatta tieto siirretään luettavassa muodossa, mikä 
tekee JSON:sta kieliriippumattoman formaatin. Tämän takia JSON-jäsennin on lähes-
tulkoon jokaisessa modernissa ohjelmointikielessä. 
JSON syntyi 2000-luvun alussa tarpeesta kehittää tilapohjainen tiedonsiirtoformaatti 
tiedon siirtämiseen selaimen ja palvelimen välillä. Aikaisemmin tähän tarkoitukseen oli 
käytetty selainlaajennuksia, kuten Adoben Flashia tai Java-appletteja, mutta niistä ha-
luttiin eroon käytön kömpelyyden takia. [7.]  
Kun AJAX (Asynchronous JavaScript and XML) alkoi yleistyä tapana välittää tietoa 
selaimen ja palvelimen välillä, JSON ylitti nopeasti suosiossa XML:n, eli aikaisemman 
samaan tarkoitukseen käytetyn formaatin. XML:ään verrattuna JSON:n etuna on sen 
yksinkertaisuus ja helppolukuisuus (koodiesimerkki 1). [8.]  
{ 
”id”: 12,  
”name”: ”John Smith”,  
”age”, null, 
”email”: ”email@mail.com”,  
records: [ 
{”artist”: ”Pink Floyd”, ”album”: ”Meddle”, ”available”: 
false}, 




Koodiesimerkki 1. Esimerkki JSON-tietueesta. 
Kuten esimerkistä voi huomata, tieto merkitään erittäin tiiviisti ja tietotyypit määritellään 






• Boolean eli true tai false 
• järjestetty lista (Array), jota merkitään hakasulkeilla 
• järjestämätön tietue (Object), joka sisältää sekalaisia avain-arvopareja 
• null, eli tyhjä arvo. 
Useimmat nykyaikaiset verkkosivut ja -palvelut käyttävät JSON:a tiedonsiirtoformaatti-
na käyttöliittymän ja palvelimen välillä. Koska JSON sopii luettavissa olevan tiedon 
tallentamiseen, sitä käytetään ohjelmistojen asetustietojen tallennusformaattina. 
3.2 Palvelinpuolen rakentamiseen käytetyt arkkitehtuurit ja kirjastot 
3.2.1 RESTful-rajapinta 
RESTful (Representational State Transfer) on arkkitehtuurimalli, jonka ajatuksena on 
lisätä ohjelmointirajapintojen suorituskykyä, skaalautuvuutta, luotettavuutta ja muokat-
tavuutta. RESTful-palvelut viestivät HTTP:n kautta käyttäen samoja metodeja kuin mitä 
selaimet käyttävät verkkosivujen avaamiseen ja tietojen lähettämiseen mm. lomakkei-
den kautta. [9, s. 13.]  
REST-palvelun rajapintana käytetään tavallisia URI-osoitteita, joiden toiminnot muuttu-
vat sen mukaan millä HTTP–metodilla niitä kutsutaan. Yleisimpiä metodeja ovat GET, 
POST, PUT ja DELETE, jotka jo itsessään tarjoavat puitteet kaikkiin tarvittaviin toimin-
toihin ohjelmassa. RESTful-rajapinta yleensä tarjoaa mahdollisuuden luoda, muokata 
ja poistaa tietoa joko tietuekohtaisesti tai kokoelmakohtaisesti useita tietueita kerrallaan 
(taulukko 2). Useimmissa tapauksissa tieto välitetään rajapintaan JSON-muodossa, ja 
vastauksena kyselyyn annetaan yleensä haettu tai lisätty tietue (tai lista tietueita), vah-





Taulukko 2. RESTful-rajapinnan käyttötapauksia eri HTTP-metodeita käyttäen 

























nen tietue korvataan 






Jotta rajapinta voidaan luokitella puhtaasti RESTful-arkkitehtuuria noudattavaksi, sen 
pitää täyttää tietyt rajoitteet [10]. Nämä rajoitteet ovat kuitenkin puhtaasti suuntaa-
antavia, eikä niissä määritellä tarkasti, miten rajapinta pitäisi teknisesti toteuttaa [11].  
Rajoitteet ovat seuraavat: 
• Yhdenmukainen käyttöliittymä 
URI-osoitteiden täytyy olla selkeästi nimettyjä ja rajapinnan tulee tunnis-
taa GET/POST/PUT/DELETE-metodit. 
• Asiakas–palvelin 
Asiakkaan eli selaimen pitää olla täysin irrallinen palvelimesta. Asiakas-
ohjelman tulee tietää ainoastaan rajapinnan URI-osoitteet. 
• Tilattomuus 
Rajapinta on tilaton, eli se käsittelee jokaisen kyselyn tai toiminnon uute-
na, tallentamatta mitään käyttöhistoriaa. Jos tiloja halutaan käyttää, ne 
täytyy määritellä asiakasohjelmaan. 
• Välimuisti 
Rajapinnan pitää määritellä, halutaanko sen tarjoama tieto tallentaa väli-
muistiin vai ei. 
• Monikerroksinen järjestelmä 
REST mahdollistaa järjestelmän resurssien hajauttamisen: rajapintaa voi-
daan pitää yllä kuormatasatussa osoitteessa ja käyttöliittymää sekä verk-
ko-osoitteessa että mobiilisovelluksessa. 
RESTful-arkkitehtuurin eduksi voidaan laskea myös se, että sillä rakennetut palvelut on 
hyvin helppo saada toimimaan millä tahansa laitteella tai järjestelmällä. Asiakkaan täy-
tyy vain saada pääsy rajapintaan ja tietää, mitä tietoa syötetään ja mitä saadaan takai-




ohjelmistoille ja kolmannen osapuolen järjestelmille. Esimerkiksi Twitter tarjoaa pääsyn 
julkiseen rajapintaansa [12], jota käyttäen Twitterin ominaisuudet voi ottaa käyttöön 
vaikka omassa ohjelmassa. 
3.2.2 Slim Framework -ohjelmointikehys 
Slim Framework on PHP:llä kirjoitettu ohjelmistokehys, joka mahdollistaa rajapintojen 
ja verkkosovellusten kirjoittamisen suhteellisen pienellä vaivalla. Sen etuna on keveys, 
ja koska se on kirjoitettu PHP:llä, sitä voi tarpeen tullen laajentaa muilla PHP:llä kirjoite-
tuilla moduuleilla. Slim on joustava, ja sillä voi helposti rakentaa prototyyppejä palve-
luista tai vaikka kokonaisia verkkosovelluksia [13]. 
Slim Frameworkin ytimessä on HTTP-reititin, jolla voi suoraan luoda RESTful-
ohjelmointirajapintojen vaatimia HTTP-metodeita ja URI-osoitteita käyttäviä toimintoja. 
Tämä lisäksi Slim tarjoaa pohjienhallintajärjestelmän, jota käyttäen pystytään luomaan 
rajapintojen lisäksi kokonaisia verkkosivustoja.  SlimPHP:tä käytettäessä luodaan ensin 
uusi instanssi itse Slim-ohjelmasta, johon luodaan vastakutsufunktioita halutuille URI-
osoitteille ja HTTP-metodeille. 
Kun insinöörityöprojektin alkuvaihteessa tutkittiin vaihtoehtoja PHP-pohjaiselle REST-
ful-ohjelmistokehykselle, suurin ongelma oli löytää kehys, jonka toiminnot olisivat sel-
keästi dokumentoituina. Slim Frameworkin ominaisuudet selitetään projektin verkkosi-
vuilla sangen kattavasti, ja verkosta löytyy runsaasti ohjelmointiesimerkkejä eri toimin-
tojen kehittämiseen.  
3.2.3 PDO-laajennus 
PHP Data Objects eli PDO on PHP:n laajennus, joka mahdollistaa kevyen ja yhdenmu-
kaisen tavan luoda yhteys PHP:n ja tietokannan välille [14]. PDO:n eduiksi voidaan 
lukea seuraavat ominaisuudet:  
• oliopohjaisuus 
• turvallisuus  
• try-catch-periaatteella toimiva virheenhallinta 




Vaikka PDO:lla muodostetaan yhteys haluttuun tietokantaan kirjaston omia metodeja 
käyttäen, se ei kuitenkaan sisällä eri tietokantojen syntaksia tulkitsevia metodeja. Tä-
män vuoksi sitä ei pidä sekoittaa ORM:iin (Object Relational Model), jota käytetään 
varsinkin Python-kehityksessä (Django) ja itsenäisenä laajennuksena (SQLAlchemy). 
Vaikka myös PHP:lle on olemassa ORM-periaatteella toimivia laajennuksia, tässä pro-





4 Ohjelmiston tietokanta 
Kun ohjelmiston tietokantaa lähdettiin suunnittelemaan, johtoajatuksina olivat tallennet-
tujen tietojen eheys, tehokkuus ja yksinkertaisuus. Niiden pohjalta luotiin ensimmäinen 
versio tietokannasta käyttäen seuraavia periaatteita: kaiken tiedon pitää olla tietokan-
nassa ainoastaan yhden kerran, tiedot, jotka toistuvat useissa tauluissa, ovat vii-
teavaimia (foreign key) ja niiden väliset suhteet ovat aina one-to-many-tietomalleilla. 
One-to-many tarkoittaa käytännössä sitä, että äiti-elementillä voi olla useita lapsi-
elementtejä, mutta kaikilla lapsilla ainoastaan yksi äiti-elementti. [16, s. 4.]  
4.1 Tietokannan rakenne 
Tietokantaa lähdettiin alun perin kehittämään samaan aikaan kuin ohjelmiston muita 
osia, ja molempiin tehtiin muutoksia aina tarpeen tullen. Tietokannan rakenne ei siis 
ollut suoraan tiedossa, eli kerralla keskityttiin vain yhteen osaan toiminnoista ja tieto-
kantaan luotiin uusia tauluja ja kenttiä tarpeen vaatiessa. Kun yksi ohjelman kokonai-
suuksista saatiin valmiiksi, tietokannan rakennetta tarkasteltiin ja muokattiin, jotta se 
täyttäisi ennalta asetetut vaatimukset (kuvio 4).  
 




Ainoa taulu, joka sisältää duplikaattitietoa, on ”question_answers”-taulu, johon kysy-
myslomakkeen vastaukset tallennetaan. Jos kysymyksien senhetkisiä tietoja ei tallen-
nettaisi tauluun, kaikki vanhatkin arvioinnit muuttuisivat, jos arvioija päättäisi muuttaa 
kysymyksien painoarvoja jälkeenpäin. Tämä mahdollistaa siis saman kysymyslomak-
keen käyttämisen uusilla kysymyksillä ilman, että muutokset vaikuttaisivat aikaisempiin 
arvioihin.  
”Question_answers” on myös ainoa taulu, jossa oli pakko käyttää yhdistelmäavainta, 
koska arviointilomakekohtaiset vastaukset noudetaan ”FormId”-viiteavainta käyttäen ja 
tarkempi tunniste on itse kysymyksen viiteavain eli ”QuestionId”.  
4.2 Viiteavaimet ja rajoitteet 
Seurauksena viiteavaimien käyttämisestä tietokannan täytyy noudattaa hierarkkista 
arkkitehtuuria, mikä tarkoittaa sitä, että kysymystä ei voi luoda ennen kategoriaa eikä 
kategoriaa voi poistaa, ennen kuin kaikki siihen liitetyt kysymykset on poistettu. Viite-
eheyden ylläpitämiseksi kysymystä ei voi luoda ilman kategoriaa eikä kysymystä voida 
poistaa, jos se on määriteltynä yhdessäkin kyselylomakkeessa. 
Viiteavaimia ja rajoitteita (constraints) käyttäen pystyttiin luomaan tarvittavat rajoitukset 
liittyen tietojen lisäämiseen ja poistamiseen. Tästä esimerkkinä voidaan käyttää sitä, 
että kysymystä ei voida luoda ”question_repository”-tauluun, ennen kuin itse kategoria 
on luotu, koska taulun tuple sisältää pakollisen viiteavaimen ”question_categories”-
tauluun. Vastaavasti kun kysymyksiä sisältävää kategoriaa yritetään poistaa, viiteavai-
men ”ON DELETE NO ACTION” -rajoite estää rivin poistamisen, jos kyseiseen katego-
riaan viittaavia kysymyksiä on jäljellä. [17.]  
Poistamisen estämisen lisäksi tietokantayhteys palauttaa tapahtumasta virheen, joka 
voidaan PDO:n virheenkäsittelyä käyttäen lähettää suoraan käyttöliittymään. Virheen-
käsittelyn ansiosta tietojen poistamiseen liittyvää logiikkaa ei tarvitse välttämättä koo-
data itse käyttöliittymään, vaan se voidaan hoitaa täysin käyttämällä itse tietokannasta 
tulevia virhe- ja onnistumisviestejä. 
Täysin päinvastaista toimintoa käytettiin ”question_answers”-taulussa, joka sisältää 




make poistetaan, käytetään CASCADE-ominaisuutta, joka suorittaa äiti-taulussa tehdyt 
muutokset lapsi-tauluun – eli jos arviointilomake poistetaan, samalla myös kaikki lo-
makkeeseen viittaavat vastaukset poistetaan. Tietokannan viite-eheys säilyy, kun kaik-
ki taulut ovat yhteydessä toisiinsa eli tieto ei pääse katoamaan näkyvistä eikä orpoja 





5 Ohjelmiston kehittäminen 
Laaduvarmistusohjelmiston kehittäminen aloitettiin Backbonea ja JavaScriptiä käyttäen 
ilman rajapintaa, eli kaikki tieto tallennettiin ainoastaan selaimen muistiin. Nopeasti 
kuitenkin kävi ilmi, että käyttöliittymän ja palvelinpuolen kehittämisen täytyi kulkea sa-
maa tahtia. Tämän lisäksi täytyi kehittää toimiva ja turvallinen tapa hallinnoida sisään- 
ja uloskirjautumista sekä keino esittää eri käyttäjätasojen näkymät ja sallitut toiminnot.  
Palvelimen puolella kyseessä ei siis ole pelkkä rajapinta, vaan ohjelmiston toimintamalli 
ja se, miten eri osat näytetään yhdessä. Näkymien esittämiseen päätettiin käyttää Slim 
Frameworkin omia työkaluja ja luoda pohjat jokaiselle sivulle erikseen. Kirjautumistieto-
jen tallentamiseen käytettiin PHP:n omaa sessionhallintaa sen toimintavarmuuden ja 
yksinkertaisuuden vuoksi.  
Kun käyttäjä saapuu ohjelmistosivulle, hänelle tarjotaan heti suoraan kirjautumisnäky-
mä. Ennen jokaisen toiminnon käynnistämistä tarkistetaan, onko käyttäjällä aktiivinen 
sessio palvelimella, ja jos tarkistus epäonnistuu, käyttäjä ohjataan takaisin kirjautumis-
näkymään (kuvio 5). 
 
Kuvio 5.  Arvioijanäkymän toimintaperiaate palvelimella 
Jokaisella sivupohjalla on omat toimintonsa, jotka on kirjoitettu Backbonea ja Ja-
vaScriptiä käyttäen.  Jokainen sivu on itsenäinen osa, jonka sisällä voidaan liikkua se-




Jotta säästyttäisiin versiointiin liittyviltä ongelmilta, versionhallintaan käytettiin GIT:ä ja 
Bitbucketin ilmaista palvelua. GIT:ä käyttäen pystyttiin seuraamaan tehtyjä muutoksia, 
ja Bitbucketin tiketöintijärjestelmä mahdollisti ongelmien ja lisäominaisuuksien hallin-
nan. 
5.1 Palvelinpuolen rakentaminen 
Kehitysympäristönä päätettiin käyttää tietokonetta, johon asennettiin tarvittavat palve-
limet, ohjelmat ja ominaisuudet Chris Mallinsonin ohjeita seuraten [18]. Tarkoituksena 
oli siis kehittää ohjelmistoa paikallisesti ja toteuttaa se niin, että tiedostot ja tietokanta 
voidaan vain kopioida toiselle palvelimelle ja saada toimintakuntoon mahdollisimman 
pienillä muutoksilla. Tämä toimintatapa ja ohjelmiston modulaarisuus mahdollistivat 
sen, että ohjelmistoon pystyttiin tekemään suuriakin muutoksia muokkaamalla ainoas-
taan muutamaa tiedostoa. 
CSS-tiedostoille on oma kansionsa, ja kaikki JavaScriptiin liittyvä, käytetyt kirjastot ja 
laajennukset ovat JS-kansion sisällä.  Koko ohjelmisto käynnistyy lukemalla juuressa 
olevan ”index.php”-tiedoston, joka käynnistää Slim-instanssin ja sisältää kaikki rajapin-
nan toiminnot.  
Jotta kaikkia toimintoja ei tarvitsisi aina lukea muistiin, index.php-tiedosto päätettiin 
pilkkoa eri tiedostoihin niiden käyttötarkoituksen mukaan. Templates-kansio sisältää 
sivupohjat, jotka ladataan käyttäjän mennessä esimerkiksi arviointinäkymään. Sivupoh-
jat ovat staattisessa HTML-muodossa, mutta niiden sisältö tuotetaan JS-kansiossa 
olevia JavaScript-kirjastoja ja laajennuksia käyttäen. Sivupohjien lisäksi kansiossa on 
otsikkotiedosto, joka pitää sisällään ylimmän tason käyttöliittymän eli sivunavigoinnin, 
uloskirjautumisen ja sivuston yleisen ilmeen.  
Kun käyttäjä avaa ”/users”-osoitteen GET-komentoa käyttäen, tarkastetaan ensin, onko 
käyttäjä kirjautunut sisään, ja jos näin on, ajetaan funktio, joka tarkistaa, onko käyttäjä-
taso tarpeeksi korkea sivun näyttämiseen. Jos tämäkin tarkistus onnistuu, näytetään 




Rajapinnan toiminta ei eroa paljon edellä mainitusta. Ainoana erona tietenkin se, että 
tietoa haetaan, lisätään, muokataan tai poistetaan tietokannasta ja vastaus annetaan 
JSON-muodossa. 
5.1.1 Rajapinnan rakentaminen 
Rajapinnan rakentaminen aloitettiin miettimällä, mitä toimintoja tarvitaan, jotta käyttöliit-
tymä ja ominaisuudet toimisivat halutulla tavalla. Esimerkkinä kategoria, jonka käsittely 
rajoittuu käyttöliittymässä lukemiseen, valitsemiseen, luomiseen ja poistamiseen. Edel-
lä mainituista valinta on palvelimen näkökulmasta turha ja liittyy enemmänkin kysymyk-
sien lisäämiseen, eli ainoat tarvittavat toiminnot ovat luku, lisäys ja poistaminen. 
Ensimmäinen rajapintakokonaisuus, kysymyslistojen luomisnäkymä, koostuu varsinai-
sesti neljästä eri osasta: kategoriat, kysymykset, kysymyslomakkeet ja niiden sisältä-
mät kysymykset. Kaikkien tietueiden käsittelyyn ei voi käyttää samaa rajapintaa, eli 
jokaiselle tietueelle pitää luoda oma. Kaikki tietenkin säästeliäästi ainoastaan vaaditut 
ominaisuudet tarjoten [19].  
Kysymyksiin liittyvät rajapinnat päätettiin nimetä seuraavasti: 
• kategoriat: /category (GET, CREATE, DELETE) 
• kysymykset: /repository (GET, CREATE, DELETE) 
• kysymyslistat: /questionset (GET, CREATE, DELETE) 
• aktiiviset kysymykset: /questions/id (GET, CREATE, CHANGE, DELETE). 
Voidaan huomata, että ainoastaan aktiiviset kysymykset vaativat muokkausominaisuu-
den. Tämä johtuu siitä, että käyttäjällä täytyy olla mahdollisuus muuttaa kysymyksen 
painoarvoa ja järjestystä tietokantaan lisäämisen jälkeen. Kaikki edellä mainitut raja-
pinnat palauttavat lukiessa (GET) listan sisällöstään, ei yksittäisiä tietoja.  
Kun ensimmäinen kokonaisuus saatiin valmiiksi, loput rajapinnat pystyttiin luomaan 
niiden pohjalta nopeaan tahtiin: 
• käyttäjänhallinta: /user/id (GET, CREATE, CHANGE, DELETE) 




• vastaukset: /answers/id (GET, CREATE, CHANGE, DELETE).  
Kun kyseessä on tieto, joka haetaan tietokannasta käsittelyä varten, rajapintaan täytyy 
myös lähettää tunniste, jolla haluttu tieto löydetään tietokannasta. Tämän lisäksi raja-
pintaan täytyy lisätä mahdollisuus lähettää lisätietoja parametreja käyttäen, esimerkiksi 
tulosten sivuttamista varten. 
Tunnisteiden käyttö toimii niin, että ”/form” palauttaa listan kaikista lomakkeista, mutta 
ei tarkempia tietoja, ”/form/12” taas palauttaa tunnisteella 12 olevan lomakkeen kaikki 
tiedot, jotta niitä voidaan muokata ja tarkastella. Koodiesimerkissä 2 näytetään käyttä-
jän poistaminen tunnistetta käyttäen. 
$app->delete('/user/:id', $authenticate($app),  
function($id) use ($app){ 
    if($_SESSION['user_level']<=2)  { 
        $sql = "DELETE FROM users WHERE UserId=:id"; 
         try { 
            $db = getConnection(); 
            $stmt = $db->prepare($sql); 
            $stmt->bindParam("id", $id); 
            $stmt->execute(); 
            $db = null; 
        } catch(PDOException $e) { 
            $app->halt(400, $e->getMessage()); 
        } 
        echo('true'); 
    }   else  { 
        $app->halt(401); 
    } 
}); 
Koodiesimerkki 2. Esimerkki käyttäjän poistamisesta tunnistetta käyttäen. 
Poikkeuksena tästä toimintatavasta on, että käyttöliittymään tehtiin toiminto, joka lähet-
tää kaikki kysymyslistojen vastaukset rajapintaan muutoksena (CHANGE). Tämä tar-
koittaa rajapinnassa sitä, että ”/answer/13”-komentoa käyttäen tarkastetaan ensin, on-
ko tietokannassa vastausta kysymykseen 13. Jos vastaus löytyy, tiedot päivitetään 
olemassa olevaan riviin, ja jos vastaus puuttuu, luodaan uusi rivi tietokantaan annetuil-
la tiedoilla.  
Toinen poikkeus on arviointilomakkeiden lukutoiminto. Toiminnon vaatimuksena oli 
tarjota useampia sisäänrakennettuja aikasuodattimia ja vapaasti valittavat päivämäärät, 
joiden väliltä tiedot tulostettaisiin. Näiden tietojen välittämiseen päätettiin käyttää para-




5.1.2 Turvallisuus, kirjautuminen ja sessionkäsittely 
Laadunvarmistusohjelmisto sisältää suhteellisen arkaluontoista materiaalia, kuten käyt-
täjien tietoja ja yrityksen ja asiakkaan välistä kirjeenvaihtoa, joten turvallisuuteen pää-
tettiin kiinnittää erityistä huomiota. Tietoturvan ohjenuorana päätettiin käyttää tietotur-
van asiantuntijoiden eli hakkerien tarjoamaa salasanojen käsittelyn opasta. 
Salasanan tallentamisen ytimessä on tiivistealgoritmi, joka käytännössä tarkoittaa yksi-
suuntaista kryptaamista. Tällä tavoin esimerkiksi salasanasta keppihevonen saadaan 
sha-1-tiivistealgoritmilla tulokseksi b60331e508e31001568bb8944037583b9e415528. 
Koska tiiviste on aina yksisuuntainen, alkuperäisen salasanan selvittäminen voi olla 
vaikeaa, mutta tällaisenaan tuskin mahdotonta. Ongelmana toimintatavassa on myös 
se, että jos kahdella käyttäjällä sattuu olemaan sama salasana, myös tiiviste on sama. 
Toinen elementti turvallisen salasanan luomisessa on suolaus, joka poistaa edellä 
mainitun ongelman. Nimen mukaisesti kyseessä on varsinaiseen salasanaan lisättävä 
osa, usein satunnaisesti luotu merkkijono. Tämä merkkijono yhdistetään salasanaan 
esimerkiksi seuraavalla tavalla: AVjwhW2vubrrmJHxkeppihevonen. Tuloksena syntyvä 
merkkijono tiivistetään halutulla tiivistealgoritmilla ja tallennetaan tietokantaan salasa-
nana. [20.]  
Jotta vältyttäisiin samankaltaisilta tiivisteiltä, suola on luotava uudelleen jokaisen sala-
sanan luonnin yhteydessä ja tallennettava tietokantaan salasanasta luodun tiivisteen 
mukana. Salasanaa vaihdettaessa myös suola luodaan uudelleen ja tallennetaan tieto-
kantaan, jotta salasanan tiiviste pysyisi mahdollisimman turvallisena. Tiivistealgoritmina 
päädyttiin käyttämään PHP:n crypt-funktiota ja suolana mcrypt_create_iv-funktiota, 
joiden synergiasta syntyy suhteellisen väkevästi kryptattu tiiviste [21 ; 22].  
Käyttäjän kirjautuessa käyttöliittymään tietokannasta haetaan ensin käyttäjätunnuksen 
mukainen suola, joka liitetään salasanaan, tiivistetään ja verrataan tietokannassa ole-
vaan salasanatiivisteeseen. Jos tiivisteet ovat identtisiä, luodaan PHP:llä sessio, johon 
tallennetaan käyttäjän tietoja, muun muassa nimi ja käyttäjätaso. Jokaisen tietokanta-
toiminnon yhteydessä tarkistetaan, onko käyttäjällä olemassa olevaa sessiota, ja jos 
sessio puuttuu, käyttäjä ohjataan kirjautumissivulle.  
Sessio eroaa evästeestä sillä, että tiedot tallennetaan käyttäjän koneen sijaan palveli-




tunnisteena. Session tunnisteen pitää olla sama sekä käyttäjällä että palvelimella, muu-
ten sessio suljetaan. On mahdollista kaapata sessio selvittämällä olemassa oleva ses-
siotunniste, mutta tämän voi helposti välttää luomalla tunniste uudelleen tietyin aikavä-
lein. 
Tunnisteen muuttaminen jokaisen rajapintatoiminnon yhteydessä aiheutti sen, että 
sessio ei pysynyt enää mukana vauhdissa ja seurauksena oli uloskirjautuminen. Mut-
kattomimpana ratkaisuna oli siis uusia sessiotunniste ainoastaan, kun sivu vaihdetaan 
tai ladataan uudelleen. 
5.2 Käyttöliittymä 
Kun kyseessä on ohjelmisto, jossa on kolme erilaista näkymää, on tärkeä päättää jo 
alussa, minkälaista ulkoasua ja toimintalogiikkaa käytetään. Näkymien yksinkertaista-
mista ajatellen päätettiin, että kaikki muokkausnäkymät avautuvat koko ruudun kokoi-
siksi listanäkymän jäädessä taustalle. Tällöin sivu ladataan kerran näkyviin, eikä mi-
kään toiminto pakota sivua virkistymään. Sivulta toiselle liikutaan sivun ylälaidassa ole-
van navigaatiopalkin linkkejä napauttamalla, ja ohjelman sisällä liikkumisen helpotta-
miseksi navigaatiopalkki jää kellumaan sivun ylälaitaan sivua alas vierittäessä. 
Listanäkymän yläpuolelle sijoitettiin ”lisää”- ja ”poista”-napit, joista ”lisää” avaa lisäys-
näkymän ja ”poista” aktivoi poisto-ominaisuuden, minkä jälkeen listalta voidaan poistaa 
halutut rivit napauttamalla niitä. Tavoitteena oli myös saada kaikki toiminnot sellaisiksi, 
että näppäimistöön ei tarvitse koskea kuin tekstin syöttövaiheessa, eli käyttöliittymässä 
käytettiin runsaasti pudotusvalikkoja ja jQueryn käyttöliittymäelementtejä, kuten päivä-
määränvalitsinta ja ”raahaa ja pudota” -ominaisuutta. 
Kuten luvun 5.1 alussa kuvailtiin, sivupohjat lataavat tyylitiedostot, Backbonen, kaikki 
tarvittavat kirjastot ja niitä käyttävät laajennukset, eli varsinaisen ohjelman. Selkeyden 
takia ohjelma on jaettu neljään eri osaan: malleihin, kokoelmiin, näkymiin ja ohjelman 
käynnistävään reitittimeen. Erillistä käynnistysskriptiä ei tarvitse luoda, koska selain 
rakentaa yhtenäisen kokonaisuuden linkitetyistä resursseista. Kun sivu on latautunut, 





5.2.1 Kysymyslistojen luomisnäkymä 
Käyttöliittymän kehittäminen aloitettiin kysymyslistojen luomisnäkymästä, koska ohjel-
man muut osat ovat täysin riippuvaisia siitä. Näkymä päätettiin jakaa kolmeen osaan, 
kategorioihin, kysymyksiin ja kysymyslistoihin.  
Käyttöliittymän elementtien toimintojen hallintaan päätettiin käyttää Backbonen omaa 
tapahtumienhallintaa, mikä mahdollisti elementtien sitomisen haluttuihin funktioihin. 
Elementit voidaan määritellä elementin tyypillä, luokalla tai tunnisteella. [3, s. 55–61.] 
Koska kysymyksen on pakko kuulua johonkin kategoriaan, sellainen pitää ensin luoda 
tai valita. Valitun kategorian tunniste tallennetaan globaaliin muuttujaan, jotta jokaiseen 
luotuun kysymykseen voidaan lisätä kategoriaviite. Tapahtumafunktioon tuodaan aina 
mukana käytetyn elementin tiedot muuttujana, jonka sisältämiä tietoja voidaan käyttää 
hyväksi. 
Kysymyslistat sijoitettiin allekkain sivun oikealle puolelle. Napauttamalla listan otsikkoa 
sen sisältämät kysymykset avautuvat näkyviin ja listan tunniste tallennetaan globaaliksi 
muuttujaksi. Kysymykset lisätään listaan ”raahaa ja pudota” -periaatteella, ja lisättävän 
kysymyksen HTML-elementti sisältää viitetunnisteen, jota käytetään listakokoelmaan 
lisättäessä.  
Kysymysten painoarvo määritellään vetämällä hiirellä kysymyksen alareunan tartunta-
palkkia alaspäin. Vedetyn etäisyyden mukaan painoarvon voi määritellä välille 0–50 %. 
Tartuntapalkki venyttää kysymyselementtiä alaspäin ja palauttaa sen normaaliksi, kun 
haluttu painoarvo on valittu (koodiesimerkki 3). Tiedon muuttuessa painoarvo tallenne-
taan tietueeseen ja päivitetään suoraan tietokantaan.  
resize: function(event, ui) { 
var weight = (ui.size.height-30)/2; 
$( '#weight-'+$(this).attr('id') ).val(weight); 
}, 
stop: function(event, ui) { 
var id = parseInt($(this).attr('id')); 
activeQuestions.updateWeight(id, (ui.size.height-30)/2); 
$(this).animate( {height: "30px"}, 100 ); 
} 




Kysymysten järjestystä voi muuttaa tarttumalla kysymykseen hiirellä ja liikuttamalla 
listaelementtiä listalla ylös tai alas. Kun käyttäjä vapauttaa hiiren napin, kysymyslistasta 
muodostetaan taulu, joka sisältää kysymysten tunnisteet järjestyksessä. Taulu lähete-
tään palvelimelle rajapintaan, jossa tiedot päivitetään tietokantaan joukolla update-
komentoja.  
5.2.2 Käyttäjänhallinta 
Käyttäjienhallinta oli kaikkein helpoin osa toteuttaa, koska se vaati toimiakseen ainoas-
taan yhden mallin, kokoelman ja näkymän. Käyttäjienhallinta koostuu kahdesta eri nä-
kymästä: käyttäjälistasta, jossa pystytään tarkastelemaan, poistamaan ja lisäämään 
käyttäjätilejä, ja käyttäjänmuokkausnäkymästä, jota kautta käyttäjän tietoja voidaan 
muokata ja tarkastella tarkemmin. 
Käyttäjienhallinnan sivun avautuessa rajapinnasta luetaan kaikkien käyttäjien tiedot, 
jotka tallennetaan users-kokoelmaan. Tämän jälkeen kokoelma liitetään users-
näkymään, joka tulostaa tiedot Underscoren sivupohjanhallintaa käyttäen käyttäjälistal-
le varattuun elementtiin [23]. Koodiesimerkissä 4 on silmukka, joka kirjoittaa kaikki 
users-kokoelman sisältämät rivit HTML-tauluun. Käyttäjän tunniste tallennetaan ri-
vielementin id-kenttään, josta se voidaan napsautustapahtuman yhteydessä hakea. 
<% _.each(collection, function(model) { %> 
<tr class="<%= model.user_level %> user" id=" 
<%= model.UserId %>"> 
<td id="<%= model.UserId %>"><%- model.full_name 
%></td><td><%- model.email %></td><td><%- us-
er_levels[model.user_level] %></td><td><%-  
model.last_login %></td><td><%- model.account_created 
%></td><td><%- disabled[model.disabled] %></td> 
</tr> 
<% }); %> 
Koodiesimerkki 4.  Underscoren sivupohjahallintaa käyttämällä luotu for-silmukka, joka tulostaa 
käyttäjien tiedot listaksi. 
Jo aikaisessa vaiheessa huomattiin, että vaikka lista onkin suhteellisen helppolukuinen, 
se voisi olla vieläkin selkeämpi. Näkymässä pitää siis olla mahdollisuus jakaa lista use-
ammalle sivulle, hakuominaisuus käyttäjien hakemiseen ja sarakkeiden järjestämis-
ominaisuus. Tähän tarkoitukseen päätettiin käyttää DataTables-kirjastoa, jonka käyt-
töönotto oli yksinkertaisimmillaan kirjaston aktivointi haluttuun elementtiin. Nopeasta 




haluttiin itse tauluelementin ulkopuolelle. DataTables kuitenkin sallii pääsyn haltuun 
ottamansa elementin tietoihin, joten hakukenttä pystyttiin sijoittamaan haluttuun paik-
kaan ja saatiin toimimaan moitteetta lisäämällä ylimääräinen funktio, joka välittää ken-
tän sisältämät tiedot tauluelementtiin. 
Uusia käyttäjiä voi lisätä painamalla listan yläpuolella olevaa ”lisää”-nappia, joka avaa 
ruudulle kelluvan lomakkeen, jolle syötetään käyttäjän sähköpostiosoite, nimi ja sala-
sana. Käyttäjien lisääminen voi olla suhteellisen mekaanista toimintaa, mutta salasano-
jen keksiminen voi olla hankalaa. Salasanoiksi voi siis valikoitua ”kissa123” tai jokin 
variaatio käyttäjän nimestä, mikä tietenkin on potentiaalinen tietoturvariski.  
Paras ratkaisu ongelmaan on, että poistetaan käyttäjältä salasanan keksiminen koko-
naan. Salasana-kenttien viereen lisättiin siis nappi, jota painamalla voidaan luoda käyt-
täjälle satunnainen salasana, joka sijoitetaan suoraan salasanakenttiin. Kun käyttäjän 
tiedot on täytetty, tiedot lähetetään rajapintaan, jossa käyttäjä lisätään tietokantaan, 
muodostetaan salasanasta ja suolasta tiiviste ja kaiken onnistuessa lähetetään käyttä-
jän sähköpostiosoitteeseen tunnus ja tiivistämätön salasana. 
Käyttäjien poistamisominaisuus kytketään päälle sivun ylälaidassa olevasta miinus-
napista, joka aktivoinnin jälkeen hehkuu vihreänä. Poiston ollessa aktivoituna jokaiseen 
tauluriviin lisätään taustan punaiseksi muuttava CSS-luokka, joka aktivoituu hiiren ol-
lessa rivin päällä. Poistamisominaisuuden aktiivisuudesta pitää kirjaa näkymän sisäi-
nen boolean-muuttuja ”del”, joka poistonappia napsautettaessa muutetaan aina päin-
vastaiseksi edellä mainittujen toimintojen lisäksi.  
Taulukon riveille määriteltyä napsautustapahtuman käsittelijää päätettiin käyttää myös 
poistamisominaisuuteen. Riviä napsauttaessa käynnistyvä funktio siis tarkistaa, onko 
poistamisominaisuus aktivoitu, ja näyttää vaihtoehtoisesti poistovahvistuksen tai suorit-
taa normaalin toiminnon eli avaa käyttäjän tiedot muokattavaksi.  
Käyttäjätietojen muokkausnäkymä avautuu koko sivun kokoiseen elementtiin, joka peit-
tää alleen listanäkymän. Näkymä tulostaa elementtiin rivitunnisteella määritellyn käyttä-
jän tiedot samaan tapaan kuin käyttäjätiedot tulostettiin listanäkymään. Näkymässä 
muokattavat syötteet tarkistetaan muuttamisen yhteydessä, ja jos tiedot ovat puutteelli-




”Tallenna”-nappia painettaessa kaikkien kenttien arvot lähetetään rajapintaan, jossa ne 
päivitetään tietokantaan. Jos myös salasana on muutettu, se käsitellään ja tallennetaan 
tietokantaan. Tämän jälkeen käyttäjälle lähetetään salasanan vaihdosta ilmoittava säh-
köposti, joka sisältää myös uuden salasanan. 
5.2.3 Arviointinäkymä 
Arviointinäkymä on ohjelmiston osa, jossa kaikki aikaisemmissa osissa luodut tiedot 
yhdistetään yhdeksi kokonaisuudeksi eli arviointilomakkeeksi. Arvioijan haluttiin pysty-
vän täyttämään arviointilomakkeen suoraan kaikilta osin, eli vastaamaan kaikkiin ky-
symyslistan kysymyksiin ja lisäämään tiketin sisältämät tiedot lomakkeeseen. Tämä 
aiheutti päänvaivaa, koska vastaukset täytyi tallentaa erilliseen tauluun ja lomakkeen 
viitetunniste täytyi olla tiedossa ennen tietojen tallentamista. 
Ongelma ratkaistiin pakottamalla käyttäjä toimimaan halutulla tavalla. Ensin on valitta-
va arvioitava henkilö, minkä jälkeen vasta voi valita käytettävän kysymyslistan. Kysy-
myslistan valitseminen poistaa valitsimen käytöstä ja luo tietokantaan uuden arviointi-
lomakkeen, jonka tunnisteen rajapinta palauttaa käyttöliittymään.  
Jos käyttäjä valitsee väärän kysymyslistan, ainoa mahdollisuus on sulkea lomakenä-
kymä ja aloittaa uuden arvioinnin tekeminen. Tästä menettelystä seuraa se, että tieto-
kantaan syntyy useita tyhjiä arviointeja, joihin ei enää pääse käsiksi. Tämän vuoksi 
lomakkeen luomisen yhteyteen lisättiin ylimääräinen komento, joka automaattisesti 
poistaa kaikki aikaisemmin luodut tyhjät arviointilomakkeet ja niiden mukana, viite-
eheyden säilyttämiseksi, kaikki niihin viitatut vastaukset. 
Kysymyslistan ulkoasun selkeyttämiseksi päätettiin käyttää jQueryn UI-kirjaston tar-
joamaa button-luokkaa. Se mahdollistaa valintanappien ulkonäön muokkaamisen il-
man, että niiden toimintatapa muuttuu millään tavalla. Tällä tavoin saatiin luotua ”yes”-, 
”no”- ja ”n/a” -valinnat niin, että vain yksi on valittuna kerrallaan jQueryn huolehtiessa 
toimintalogiikasta taustalla. Valintanappien lisäksi jokaisen kysymyksen alla on teksti-
kenttä, johon voi tarvittaessa kommentoida arvioinnin perusteita. Kaikkiin kysymyslistan 





Ohjelman aiemmissa osissa lähes kaikki tiedot ladattiin kerralla muistiin, mutta arvioin-
tinäkymän kohdalla tämä ei enää onnistunut. Backbone ja muut JavaScriptillä toimivat 
ohjelmointikehykset lataavat tiedot asynkronisesti, mikä tarkoittaa sitä, että tiedoista 
tehdään pyyntö rajapintaan ja tieto käsitellään siinä vaiheessa, kun se saadaan palve-
limelta. Ohjelma ei siis yleensä jää odottamaan tietojen saapumista, vaan jatkaa suori-
tusta välittämättä siitä, onko tietoja saatu vai ei. Tämän seurauksena tietoja jäi satun-
naisesti puuttumaan näkymästä ja ohjelman toiminta häiriintyi. Kävi selväksi, että tarvit-
tiin tapa ladata kaikki eri tietueet hallitusti muistiin ennen ohjelman käynnistämistä. 
Yksi tähän tarkoitukseen käytetyistä tavoista on tietueiden esilataaminen, eli tiedot liite-
tään jo sivupohjaa ladattaessa JavaScript-koodin sekaan ja alustetaan muuttujiksi. 
Tämä on kuitenkin hieman vanhanaikainen ratkaisu, joten ongelma ratkaistiin jatkamal-
la asynkronisen lataamisen käyttämistä, mutta suunnitellen tarkkaan, miten ja missä 
järjestyksessä tiedot ladataan. Backbone tarjoaa tähän tarkoitukseen mahdollisuuden 
käyttää vastakutsufunktioita tietokantatoimintojen yhteydessä: kun lukupyyntö lähete-
tään, ohjelman suoritusta ei jatketa, ennen kuin se saa vastauksen palvelimelta, ja vas-
tauksesta riippuen jatketaan taas ohjelman toiseen osaan (koodiesimerkki 5). Tällä 
tavoin rakennettiin sisäkkäisiä tietokantakyselyitä, joiden etuna oli, että tiedot pystyttiin 
lataamaan kerralla hallitusti muistiin, mikä helpotti virheenkäsittelyä. 
index: function() { 
    myForms.fetch({data: {dateRange: sDate, customDate1: 
$('#customDate1').val(), customDate2: $('#cus-
tomDate2').val()}, 
    success: function() { 
    myFormView = new FormListView({collection: myForms}); 
    myFormView.render(); 
    }, 
    error: function() { 
        promptBox.alert('Unable to initialize');  
    } 
});} 
Koodiesimerkki 5.  Arviointinäkymän sisällyssivun alustava funktio. 
Kun arviointilomaketta täytetään, siihen on myös liitettävä tikettiin liittyvä kirjeenvaihto, 
mikä tarkoittaa yleensä suhteellisen pitkää sähköpostikeskustelua. Kun täyttämispro-
sessia käytiin läpi, kävi selväksi, että kirjeenvaihtoon pitäisi pystyä lisäämään muotoilu-
ja tärkeimpien kohtien painottamiseksi. Kenttään siis lisättiin WYSIWYG-periaatteella 
toimiva muokkausnäkymä, mihin tarkoitukseen valittiin kevyt TinyMCE. Kirjasto liitetään 
haluttuun elementtiin samaan tapaan kuin DataTables, mutta siitä poiketen se ylikirjoit-




muokkaamista kummempia toimenpiteitä, joten kirjasto saatiin nopeasti toimintakun-
toon ja halutut muokkausominaisuudet näkyviin. 
Listanäkymään käytettiin suoraan samoja työkaluja kuin käyttäjänhallinnassa, eli pois-
to-ominaisuutta pystyttiin käyttämään melkeinpä sellaisenaan, kuten myös muita taulu-
kon ominaisuuksia. Ainoa lisäominaisuus oli lomakkeiden luomispäivämäärän suoda-
tuksen muuttaminen, joka tarjoaa oletuksena yhden viikon, yhden kuukauden tai kol-
men kuukauden valinnat ja vapaavalintaisen vaihtoehdon. Viimeisen vaihtoehdon valit-
seminen avaa näkymään kaksi päivämäärävalitsinta, joiden tiedot lähetetään paramet-
reina rajapintaan GET-pyynnön mukana. Suodatusvalinta ja päivämäärävalitsimien 
arvot tallennetaan muuttujiin, jotta suodatus ei muuttuisi näkymän elementtien virkisty-
essä.  
Täytettyjen arviointilomakkeiden muokkaustilaan pääsee napauttamalla listanäkymäs-
sä haluamaansa riviä.  Muokkaustilaa päätettiin käyttää myös yleisenä selausnäkymä-
nä, eli lomakkeita tarkasteltaessa kaikki kentät ovat suoraan muokattavissa, kuten 
myös kysymyslistan vastaukset. Ainoa lisäkenttä on arvioinnin tila-asetus, jolla arvioija 
pystyy pitämään kirjaa siitä, onko arvioitava hyväksynyt arvion.  
Arvioitavan näkymässä on tarjolla ainoastaan mahdollisuus selata arvioita, jotka on 
lähetetty hänelle hyväksyttäväksi, sekä loppuun asti käsiteltyjä, jo hyväksyttyjä arvioin-
teja. Näkymä on identtinen verrattuna arvioijan näkymään, mutta poissa ovat mahdolli-
suudet muokata ja luoda arviointeja sekä antaa arvioinnille muita tiloja kuin ”hyväksyt-






Insinöörityössä toteutettiin verkkopohjainen laadunvarmistustyökalu asiakastukiympä-
ristöä varten. Työn tarkoituksena oli helpottaa arviointien tekemistä siirtämällä työ Ex-
cel-pohjista älykkäämpään ja samalla helpommin hallittavaan ympäristöön.  
Suurimpana haasteena oli, että työkalu täytyi rakentaa kokonaisuudessaan itse, vaikka 
työn apuna olikin useita kirjastoja ja ohjelmointikehyksiä. Työmäärä oli suuri: käyttöliit-
tymän ja palvelimen ympäristöt täytyi rakentaa täysin erilaisista elementeistä ja eri oh-
jelmointikielillä.   
Ohjelmiston kehittäminen antoi mahdollisuuden kokeilla uusia tekniikoita ja ratkaisu-
malleja. Uudenlaisesta lähestymistavasta johtuneen jyrkän oppimiskäyrän vuoksi osa 
ominaisuuksista täytyi kirjoittaa useaan kertaan uudelleen. Kaikki tämä voidaan kuiten-
kin laskea positiiviseksi asiaksi, koska toimiviksi ratkaisuiksi miellettyjä toimintatapoja 
on tämän jälkeen käytetty muissakin asiakasyrityksen projekteissa. 
Insinöörityöprojektin aikana myös tekniikka on mennyt eteenpäin, käytettyjä kirjastoja 
on kehitetty paremmiksi ja tarjolle on tullut uusia vaihtoehtoja. Jos käytetyt työkalut ja 
kielet täytyisi valita uudelleen, valinta osuisi käyttöliittymäpuolella Googlen Polymeriin, 
koska siihen on saatavilla suuri määrä suoraan käytettävissä olevia ominaisuuksia, ja 
palvelinpuolella valinta osuisi todennäköisesti Pythoniin ja Flaskiin tai Djangoon. Tä-
män lisäksi ohjelmiston käyttöliittymän ja rajapinnan välistä eroa kasvatettaisiin käyttä-
mällä tunnistepohjaista käyttöoikeustarkistusta, mikä mahdollistaisi rajapinnan käyttä-
misen esimerkiksi kolmannen osapuolen palveluissa. 
Työkalu on tällä hetkellä testausvaiheessa, eli muutoksia ja lisäyksiä tehdään tarpeiden 
mukaan. Tarkoituksena on saada työkalu yleiseen käyttöön lähiaikoina ja lisätä siihen 
ominaisuuksia ja hioa olemassa olevia toimintoja. Suunnitelmissa on lisätä muun mu-
assa tietojen ulosvienti CSV-muodossa ja tilastonäkymä, jonka kautta pystytään saa-
maan parempi kuva asiakaspalvelun vahvuuksista ja siitä, mitä osaa tulisi vielä kehit-
tää. 
Arvioitavat ovat luonnollisesti olleet vähemmän innostuneita arvioinnin helpottumisesta. 
Uskoisin kuitenkin, että jos hyvästä työstä annetaan tunnustusta ja sopiva palkinto, 
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