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1. Resumen
En la bu´squeda de modelos, te´cnicas y pro-
cesos para el desarrollo de la programacio´n
en un ambiente multiparadigma aparecen situa-
ciones que producen una cierta evolucio´n de
los paradigmas cla´sicos dando respuesta a las
mismas. Aparecen extensiones hacia la ori-
entacio´na agentes y a aspectos para dar respues-
ta a la complejidad que van presentando el de-
sarrollo de sistemas a gran escala. En esta etapa
se ha consolidado la idea de redefinir la progra-
macio´n como la eleccio´n de aquellos concep-
tos que permitan desarrollar la tarea del progra-
mador de manera apropiada donde resolver un
problema en programacio´n significa elegir los
conceptos adecuados que permitan alcanzar la
solucio´n.
Palabras clave: Programacio´n Multiparadig-
ma, Lenguajes de Programacio´n, Orientacio´n a
Agentes, Dominios Complejos.
2. Contexto
Esta´ investigacio´n se enmarca dentro del
proyecto de investigacio´n ”Te´cnicas Avanzadas
y Ana´lisis para el Desarrollo Multiparadigma”
3. Introduccio´n
Un paradigma de programacio´n provee y de-
termina la visio´n y me´todos que un progra-
mador utiliza en la construccio´n de un progra-
ma o subprograma. Diferentes paradigmas re-
sultan en diferentes estilos de programacio´n y
en diferentes formas de pensar la solucio´n de los
problemas. En la ciencia de la computacio´n, el
te´rmino paradigma denota la esencia del proce-
so de desarrollo de software. Tambie´n se puede
considerar el te´rmino paradigma basado en la
perspectiva de lenguaje de programacio´n. Es-
ta percepcio´n de paradigma se puede compro-
bar en , donde Coplien identifica partes co-
munes y variantes que en conjunto constituyen
un paradigma. Un paradigma es entonces una
configuracio´n de concordancias y variaciones.
Mientras que los paradigmas clasificados como
ba´sicos son los ma´s representativos no consti-
tuyen todos los paradigmas existentes, existen
extensiones y variantes de e´stos. A continuacio´n
se detallan paradigmas basados en los concep-
tos de los paradigmas ba´sicos: Ningu´n paradig-
ma es capaz de resolver todos los problemas
de forma sencilla y eficiente, por lo tanto es
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u´til poder elegir entre distintos .estilos”de pro-
gramacio´n dependiendo del tipo de problema.
Tambie´n hay lenguajes que permiten mezclar
los paradigmas que, en principio, parecerı´an ir-
reconciliables . Por ejemplo, el lenguaje Oz em-
plea programacio´n lo´gica, funcional, orientada
a objeto y otras [8]. Lenguajes como C++ com-
binan el paradigma imperativo y el orientado a
objetos. El lenguaje Leda soporta los paradig-
mas imperativo, orientado a objetos, lo´gico y
funcional [16]. El lenguaje Python combina el
paradigma imperativo, funcional, orientado ob-
jetos y orientado a aspectos. El disen˜o de sis-
temas que desempen˜an tareas crı´ticas en ambi-
entes dina´micos complejos se ha vuelto de suma
relevancia en los tiempos que corren. Para hacer
frente a la complejidad inherente a la construc-
cio´n exitosa de estos sistemas, las distintas a´reas
de las ciencias de la computacio´n han elabo-
rado metodologı´as y herramientas que ayudan
en todas las etapas del ciclo de desarrollo. En
este contexto es que surge, a principios de la
de´cada de 1990, a raı´z de varios trabajos prece-
dentes, un nuevo paradigma de disen˜o y pro-
gramacio´n, denominado paradigma orientado a
agentes . Bajo esta perspectiva, los sistemas son
vistos como un conjunto de entidades indepen-
dientes y auto´nomas que colaboran entre ellas
para alcanzar un objetivo en comu´n. Si bien en
principio puede verse como una analogı´a de la
orientacio´n a objetos, la diferencia radica sobre
todo en que las entidades componentes del sis-
tema actu´an proactivamente, persiguiendo ob-
jetivos individuales concretos [6]. Ma´s au´n, el
comportamiento de estas entidades puede ser
descripto en funcio´n de su estado mental y las
acciones que lleva a cabo a raı´z de dicho estado.
Actualmente existen lenguajes de progra-
macio´n de agentes de diversas caracterı´sticas.
Algunos esta´n fuertemente basados en funda-
mentos teo´ricos formales (AGENT0 , GOLOG
, FLUX ), mientras que otros son extensiones de
un lenguaje existente, sin una base teo´rica com-
pletamente formada. Algunos ofrecen construc-
ciones ba´sicas para definir la arquitectura inter-
na de los agentes (3APL , Jadex), mientras que
otros se abstraen de estos detalles, enfoca´ndose
en otras caracterı´sticas como la comunicacio´n
entre agentes o la movilidad. Estas diferencias
tan marcadas muchas veces provocan que un
sistema que originalmente se disen˜o´ utilizando
las herramientas que brinda el paradigma ori-
entado a agentes termine siendo implementa-
do con lenguajes de programacio´n ma´s tradi-
cionales, pero de probada madurez y utilidad.
La lo´gica de los aspectos se entrelaza en la
aplicacio´n destino, y en esta situacio´n mu´ltiples
aspectos, desarrollados de forma independiente
pueden producir un comportamiento inespera-
do en el sistema. La programacio´n orientada a
aspectos en general se ha presentado como ex-
tensio´n de la orientacio´n a objetos, sin embargo
resulta de intere´s analizar el beneficio que pue-
da producir la aplicacio´n de conceptos de ori-
entacio´n a aspectos en lenguajes no orientados
a objetos y multiparadigma.
4. Lı´neas de Investigacio´n y
Desarrollo
El objetivo general es establecer modelos,
procesos y te´cnicas para mejorar el desarrol-
lo de sistemas en un ambiente multiparadigma.
Tendientes a lograr tal objetivo se proponen di-
versas lı´neas de trabajo, que se orientan a lograr
algunos objetivos particulares .
Realizar una expansio´n sinta´ctica que per-
mita simular las variables globales y es-
tructuras de control imperativo en un
lenguaje multiparadigma que contempla
los paradigmas lo´gico, funcional, orienta-
do a objetos, orientado a accesos, con re-
stricciones y literate.utilizado; y extender
el ana´lisis para el caso multivariante. Se
esta´ trabajando sobre el lenguaje Ciao Pro-
log un lenguaje multiparadigma basado en
expansiones sinta´cticas que utiliza la te´cni-
ca de compilacio´n de control para imple-
mentar los distintos paradigmas [7].
Definir e implementar un lenguaje de
programacio´n orientado a agentes con al
menos las siguientes caracterı´sticas: - posi-
bilidad de dotar a los agentes con capaci-
dades cognitivas de alto nivel, a trave´s
de una adaptacio´n del me´todo de progra-
macio´n FLUX [6] , - flexibilidad para
la definicio´n de una arquitectura inter-
na, permitiendo construir desde un agente
con un control principal muy simple has-
ta agentes basados en la arquitectura BDI
. El lenguaje se implementara´ como una
expansio´n del lenguaje de programacio´n
multiparadigma Ciao Prolog [7, 2], para
aprovechar las facilidades de expansio´n
que brinda el mismo, la madurez de su de-
sarrollo y de sus herramientas de progra-
macio´n y debbugging. Esta lı´nea de tra-
bajo pretende impulsar el establecimiento
de una plataforma para programacio´n de
agentes inteligentes que se consolide co-
mo una herramienta de gran utilidad para
el desarrollo.
En el contexto de la orientacio´n a aspec-
tos, analizar los resultados que se pueden
obtener al tomar paradigmas anfitriones
distintos del orientado a objetos para con-
siderar las caracterı´sticas de la orientacio´n
a aspectos. El desarrollo orientado a as-
pectos se presenta apropiado para asistir al
desarrollador en aislar puntos de variacio´n
en un programa. Esto ayuda al programa
a evolucionar y adaptarse a nuevos requer-
imientos de cambio durante el ciclo de vi-
da del programa. En particular se esta´ con-
siderando la programacio´n orientada a As-
pectos en el contexto del desarrollo orien-
tado a servicios en general y servicios web
en particular. Se esta´ realizando una com-
paracio´n entre las distintas iniciativas exis-
tentes respecto de utilizar aspectos en com-
binacio´n con los lenguajes de descripcio´n
de workflows tipo BPEL4WS. Adema´s se
esta´ considerando las distintas posibili-
dades de la incorporacio´n de aspectos al
desarrollo basado en componentes.[13, 14,
15]
Redefinir la programacio´n como la elec-
cio´n de aquellos conceptos que permitan
desarrollar la tarea del programador de
manera apropiada. Resolver un problema
en programacio´n significa elegir los con-
ceptos adecuados que permitan alcanzar
la solucio´n. Estos conceptos le brindan
al programador una expresividad esencial
para desarrollar su tarea ya que definen a
los lenguajes de programacio´n. La elec-
cio´n del lenguaje de programacio´n debe
estar apoyada en los conceptos que soporta
para dar una respuesta adecuada [12].
5. Resultados esperados
El desarrollo multiparadigma permite la con-
struccio´n de sistemas mediante la seleccio´n del
paradigma apropiado en cada situacio´n. El pro-
ducto de la presente propuesta puede ser de util-
idad para el desarrollo de aplicaciones en do-
minios particulares y que deban cumplir con
propiedades particulares, tales como eficiencia,
seguridad y calidad, brindando apoyo al desar-
rollador para la evaluacio´n y seleccio´n de las
mejores te´cnicas y paradigmas para la construc-
cio´n de sistemas en gran escala.
6. Formacio´n de Recursos
Humanos
El mayor impacto del presente proyecto se
centra en la formacio´n de recursos humanos,
consolidacio´n de grupos de investigacio´n e in-
teraccio´n entre grupos interdisciplinarios. Parte
de los autores esta´n dando sus primeros pasos
en investigacio´n. Actualmente se esta´n desar-
rollando en el contexto del proyecto 3 tesinas de
grado, cuya finalizacio´n esta´ prevista para el se-
gundo semestre del corriente an˜o. Asimismo se
esta´n desarrollando 1 tesis de magister y 2 tesis
doctorales y se prevee la iniciacio´n de nuevos
estudios de posgrado.
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