Knowledge Intensive CAD requires extension of the object-oriented paradigm because object-oriented hierarchies are fundamentally based upon ancestral relations. Knowledge Intensive CAD demands software capabilities to allow the user to model relationships that are signi cantly more complex than inheiritance. Propagations are proposed as an object-oriented software engineering extension to facilitate modeling of interrelationships between features. Such object modeling provides an e ective software tool for localized perspectives upon design knowledge stored in rule and case bases. These local views show promise as a means to avoid the combinatorial explosions common to knowledge based systems, as will be discussed with respect to a completed industrial example and to ongoing work on rapid prototyping data.
1 Introduction: Objects and Knowledge Feature de nitions are fundamental to CAD knowledge representation, particularly for rules and case-based reasoning. These rules and cases embody the semantic design information, encompassing that conceptual overview well understood by the human designer. It is well known that attempting to capture all such knowledge within a monolithic knowledge base can lead to combinatorial explosions.
Contemporary CAD systems typically provide rich capabilities to model individual geometric elements or features. Such distinct features can be gracefully modeled by the existing object-oriented paradigm, where aggregates of features can also be easily formed. However, such object modeling typically does not allow the end-user to capture non-ancestral relationships between these distinct features. Providing software tools to allow designers to explicitly represent important semantic information between features is the motivation for this work. This will allow critical design information to be concretely represented at the earliest stages, so that it can be accessed throughout the remainder of the design and development cycle.
Our contention is that there exists a need for such interrelationships to be supported via a generic software language construct, de ned as follows.
De nition: A Propagation is a software construct for representing interrelationships between two non-ancestrally related objects.
As such, each propagation is an independent, third-party object, and causes mediating software to re whenever a related object is altered. The local perspective of a particular propagation can be used as a view to partition a knowledge base into combinatorially tractable subsets. Namely, the mediating methods associated with a particular propagation could invoke only a small subset of the design knowledge.
The authors have completed a prototype testing the e ectiveness of propagations accessing rules on an industrial part of modest complexity. To see if that success will`scale up' to very large knowledge bases, the authors have begun investigations of propagations accessing knowledge bases within the data intensive domain of rapid prototyping.
The remainder of this paper is divided into ve sections. In Section 2, related work is reviewed to place our work within an appropriate context. Sections 3 describes our software engineering environment for modeling with propagations. Section 4 discusses the completed prototype on an industrial part of modest complexity. Section 5 outlines ongoing work with rapid prototyping data to test the ability of these tools to`scale up'. Section 6 explores how techniques from arti cial intelligence can be integrated with propagations to further enhance and improve the modeling process for CAD. Finally, Section 7 o ers concluding remarks. Biographical sketches of the authors follow the references.
Related Work
Our citations to the supporting literature on features and intelligent design are admittedly quite terse, so as to focus our emphasis upon the speci c new issues expressed herein.
The literature on features is quite voluminous at this juncture in time. Hence, there will be no attempt to e ectively summarize it here. Rather, the reader is referred to a recent monograph (Shah and M antyl a, 1995), a comprehensive survey (Shah 1991 ) and selected papers (Henderson 1984) , (M antyl a, Nau, and Shah 1996), (Requicha 1996) , (Rosen 1993) , (Shah and Rogers 1993) . Collectively, these sources provide a rich set of references for the interested reader. Similarly, there exists a wealth of literature on applications of arti cial intelligence to design and we note only those that have most strongly in uenced our own work (De Floriani 1989), (Dixon 1986 ), (Dixon et al 1987) , (Drake and Sela, 1989) , (Orelup et al 1988) , (Gossard, Zu ante, and Sakurai 1988), (Vandenbrande and Requicha 1990 ), (Gupta, Regli, and Nau 1994), (Hayes and Sun 1995), and (Prabhakar and Goel 1996) .
Two references from our own research history are o ered as representative of developments within the complementary sub-elds of features and intelligent design. First, features were used as the fundamental knowledge representation for a CAD/CAM expert system (Glovin and Peters 1987). Later, mating relationships between features were used as the basis for intelligent assembly modeling (Hernandez et al 1991).
The growing recognition of the need to express interrelationships for design is expressed in the diverse contexts of chain models (Palmer and Shapiro 1993) and meta-models (Henderson and Taylor 1993). Also, constraints are another form of expression of interrelationships in design (Chen and Homann 1995), (Dighe, Jakiela, and Wallace 1993), (Fu and de Pennington 1993), and (Ho mann and Juan 1993).
The distinctive aspect of our research is our focus upon feature interrelationships as a path towards powerful integration of object-oriented modeling and knowledge based support.
Software Engineering Environment: ADAM
This work has used our software engineering environment, Active Design and Analyses Modeling (ADAM) to facilitate our prototyping of non-ancestral interrelationships within the object-oriented design paradigm. ADAM is a graphic/textually based object-oriented software engineering environment. From language-independent designs, ADAM can automatically generate code in multiple object-oriented languages, including: C++, Ontos C++, Ada83, Ada95, Ei el, and a Lisp-based dialect. The software designer uses ADAM to de ne object types and to perform analyses on the emerging software design. ADAM has been our software engineering test-bed for examining the language support issues needed to develop propagations as a generic design model capability, so as to represent any non-ancestral interrelationship between objects. Within this modeling test-bed, our CAD test cases have been on industrial examples.
Proof of Concept Industrial Study
Our proof of concept test part was a Center Drive Lathe (CDL) Fixture (Brett et al 1996) and (CDL 1996) . The CDL Fixture, depicted in Figure 1 facilitates the manufacture of disks and hubs used in gas turbine engines. Our discussion here will focus upon one instance of feature interrelationships. Figure 2 illustrates the propagation entity which enforces the minimum spacing between the Heel Screw Hole feature and the CB Screw Hole feature. The legend on Figure 2 indicates the function of each type of arrow. The CB Screw Hole and Heel Screw Hole object types, shown in two rectangles in Figure 2 , each have SetRadius and GetRadius methods. For the purposes of our prototype, the positions of the CB Screw Hole and the Heel Screw Hole are xed with respect to their center points, and only their radii may change.
The radius of either hole is changed by calling a SetRadius method which in turn triggers the associated propagation (via a message arrow). The propagation then gets the value of the radii of each hole by their respective GetRadius methods (via an access arrow). A comparison is made between the two radii to insure that the new radius will not violate the distance requirement enforced by the propagation. If the new radius passes this distance test, then the radius is set by the propagation with a call to its SetRadius method (via a modify arrow). If the new radius violates the distance requirement between the two holes, the propagation ignores the new radius value. This propagation only accesses the design rule for hole spacing, which is encapsulated as a method of the propagation object depicted by a circle in Figure 2 . In contrast, there exist other design rules, such as one specifying the relationship between the radii of the annulus and the number of holes needed. However, this rule is not encapsulated within this propagation object. It would be localized to a di erent propagation, thereby e ectively partitioning the rule base into smaller disjoint subsets, each of which is combinatorially tractable. Our industrial collaborators have found this use of propagations to o er advantages relative to their past interfaces to their rule bases.
Scaling Up Tests within Rapid Prototyping
The previous successful industrial experiment was admittedly of modest complexity and leaves open the issue of graceful integration with large knowledge bases. Because rapid prototyping is quite data intensive, we look there for testing scalability of the interaction of propagations and knowledge bases.
Propagations are now being investigated in support of design advisors for virtual prototyping, providing a test of their capability for more data intensive environments. These deign advisors would have the canonical geometric data representation for solid freeform fabrication as their input. This .STL le format consists of a triangulation of the boundary surfaces of a solid. A rapid prototyping example was also provided by our industrial collaborators, as shown in Figure 3 . A more localized view is shown in Figure 4 . Let p designate the vertex common to the 90 degree angles of the black and dark grey triangles at the center of the image of Figure 4 . Suppose that one wished to perturb p in order to locally edit the geometry in this representation of the artifact.
As one consideration, it may be appropriate to have rules advising how far p could be perturbed (Andersson et al 1994) , (Dorney 1994) , and (Stewart 1993 ) without changing the topological form (Boyer and Stewart 1991) and (Boyer and Stewart 1992 ) of the artifact. Additional considerations could be curvature, stress concentrations, etc. Each such property would merit detailed reasoning to resolve whether the proposed movement would be appropriate. Here, di erent knowledge and reasoning would govern the same object, the vertex designated for movement. The positive or negative response for each design consideration would have an interrelationship to the .STL le, as depicted by the propagation testing for topology preservation in Figure 5 .
A comparison between the CDL example and the rapid prototyping example o ers vastly di erent perspectives upon the scale of the problems, relative to the size of the input domains. The CDL part was su ciently simple that only a modest number of propagations would be expected. However, a typical .STL le contains hundreds of thousands of vertices, where each such vertex might have associated propagations. Furthermore, the complexity of the reasoning and knowledge governing a single vertex in the rapid prototyping example is signi cantly more complex than that associated with any one feature in the CDL example.
Arti cial Intelligence Synergy
It should be clear that the propagations are a transitive relationship. For instance, realistic design edits of a geometric model would typically require the perturbation of many vertices. There could be pairwise interrelationships between many of the vertices. The simple graphs depicted in the Figures 2 and 5 here could easily expand signi cantly, as shown abstractly in Figure 6 . The issues of ring a particular propagation then become subject to the articial intelligence concerns typically associated with large rule based systems and complex case based reasoning systems. Among them are ring order, efcient transversal, avoidance of cycles, con ict resolution. Addressing those will form the basis for our submission to this workshop at its 1997 meeting.
Conclusions
A prototype of our object-oriented construct of propagations has been employed to model interrelationships between features in industrial designs. This modeling exercise has demonstrated that this initial prototype of propagations holds promise to deliver the following advantages:
1. improved abstraction of the conceptual design, capturing the semantic information of feature interrelationships, and 2. local views of knowledge bases to address combinatorial complexity. 
