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Abstract 
 
Wagering is common in various arenas that include but not limited to horse racing, casinos, 
financial markets and stock trading. Several market mechanisms are used in these markets to 
predict the outcome based on the available information and make an educated decision in an 
investment involving huge risks. One such market mechanism is the Dynamic Pari-Mutuel market 
mechanism developed by Pennock. 
 
In this study I describe a python based implementation of the mathematical models used in 
Dynamic Pari-Mutuel mechanism. The simulation that simulates the market transactions is then 
validated by verifying if the price generated for each purchase transaction follows a random walk 
path. This work would be a gate-way leading to opportunities to study various complicated market 
scenarios by extending the existing capabilities of the simulation. 
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Chapter 1 
Introduction 
 
 
 
 
Gambling has been quite popular among the communities all over the world since the ancient times. 
It involves betting or wagering money over a potential outcome with the hope of gaining more 
money from the bet. These outcomes could be single or multiple outcomes. Wagering is common 
in various arenas that include but not limited to horse racing, casinos, financial markets and stock 
trading.  
 
1.1 Market Mechanisms 
 
In a market scenario with a huge volume of wagering transactions it might be a challenging task 
for an individual trader to comprehend and predict the probability of the winning outcome (Rosett 
1965). There are several factors that influence the winning outcome. But with sophisticated 
prediction algorithms it could be possible to predict the probability of the winning outcome. There 
are several market mechanisms that help the trader to make an educated choice in choosing 
between different risky and potential outcomes. 
 
A standard pari-mutuel market works on the principle where the traders predict the possible 
outcome and purchase the shares supporting that outcome. This market mechanism was developed 
in 1864 and since then it has been widely used in prediction markets, financial and wagering 
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markets (Mark Peters 2008). In pari-mutuel wagering each trader is confident on his wager based 
on the expected payoff from the investment calculated by each of them (Rosett 1965). The traders 
are allowed to wager by purchasing shares favoring the potential final outcome. Then the market 
is closed and the final outcome is revealed. The traders who wagered on the winning outcome get 
their initial investment and the payoff from the money lost by the traders who invested in shares 
favoring the losing outcome. The payoff to the winners is distributed based on different 
redistribution strategies. The entire money invested in the market could be redistributed to the 
winners or the winners would receive their investment and then the money on the losing wagers 
would be distributed as payoffs (Pennock 2004). 
 
Apart from the pari-mutuel market mechanism the other popular mechanism is the continuous 
double auction. As the name suggests in continuous double auction a trade occurs only if there is 
good match found. That is the bid-ask price of the shares should match for a transaction to occur. 
In this mechanism the trader can take advantage of the continuous flow of new information about 
the shares of an outcome. But the continuous double auction mechanism might also lead to wide 
gaps in bid and ask price which might not be suitable for a transaction to occur, leading to ill-
liquidity in the market. The advantage of the pari-mutuel mechanism over the continuous double 
auction is that the former has infinite liquidity compared to the latter. Any trader can quote his own 
bid-ask price for a share without being concerned about matching the prices (Pennock 2004). 
 
Another advantage of the pari-mutuel mechanism is that the organization facilitating the trading 
never incurs a loss as the only the money of the losing shareholders are shared among the winning 
shareholders (Pennock 2004). But there are few disadvantages with pari-mutuel market 
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mechanism. The money that is shared doesn’t take into account the time at which the shares were 
purchased. So if a trader had purchased the share much before the trading closes then he might be 
at a disadvantage if additional information on how the shares perform is revealed at a later point 
of time. So the trader who purchases just before the trading transactions close is at an advantageous 
position than the trader who purchases the share much before (Pennock 2004). This intrigued the 
researchers to develop a mechanism that incorporates the advantages of both the pari-mutuel and 
the continuous double auction methods.  
 
1.2 Relevant work 
 
Pennock developed a new mechanism combining the advantages of either of the existing market 
mechanism called Dynamic Pari-Mutuel Mechanism. Similar to Pennock many other researchers 
have contributed to develop new mechanisms for prediction markets (Mark Peters 2008). Bossaerts 
et al. contributed to a new pari-mutuel market mechanism incorporating many features that include 
convexity, truthfulness and strong performance (Peter Bossaerts 2002). They also provided the 
first quantitative comparison of their models with the already existing pari-mutuel mechanisms in 
the market. Earlier to this, (Peter Bossaerts 2002) contributed to the pari-mutuel techniques for 
markets with thin liquidity. They developed a mechanism called Combined Value Trading that 
allows the investors to compute prices by optimally combining portfolios. They developed a linear 
programming method for call auction market which paid the winning shareholders with the money 
invested from the losing shareholders. Another break-through in the growth of market mechanisms 
was when (Hanson 2002) developed market scoring rules for think markets. The logarithmic 
version of the scoring rules also provided modularity advantages. This Market Scoring Rule has 
some features similar to Dynamic Pari-Mutuel Mechanism. Hason’s work shows that the Market 
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Scoring Rule is suited to bet on combinatorial outcomes. Similar to Dynamic Pari-Mutuel 
mechanism Market Scoring Rule has a market maker that would accept a trade with any price 
(Hanson 2002). But the market scoring rule does not have the pari-mutuel property of 
redistributing the losing money because the market maker might add variable amount of shares to 
the system. Moreover a MSR mechanism has a double-sided market maker whereas the DPM has 
only single-sided market maker. Though the mechanisms are different the motivation of both DPM 
and MSR are very similar (Pennock 2004). 
 
1.3 Dynamic Pari-Mutuel Simulation 
 
This work is aimed at stimulating the market trading based on two possible outcomes A and B 
using the Dynamic Pari-Mutuel Mechanism models developed by (Pennock 2004). Then the 
simulation is validated by checking for the random walk path followed by the price per shares of 
the two outcomes. It is also shown that it is at the trader’s advantage to purchase the shares of his 
belief in a single transaction rather than discretizing the purchasing quantity over multiple 
transactions. The following section discusses the organization of this report and the various 
chapters that follow. 
 
The chapter 2 explains the mathematical model used by (Pennock 2004) to model the redistribution 
of the losing wager and the pricing function for each share. It also discusses the derivation for 
market probability of an outcome, assuming the traders are risk-neutral and would purchase shares 
until an equilibrium condition is satisfied. 
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This chapter 3 discusses the implementation of algorithms in the chapter 2 to simulate the wagering 
in a financial market. The implementation is done using Python 3.2 compiler as a command-line 
application. The different functions and the calculations performed by these functions of the 
algorithm are discussed in this chapter. 
 
The chapter 4 includes the results of the tests performed using MATLAB and SAS to check for 
random walk in the dataset of the price of shares of outcomes A and B. Also, it is proven that it is 
always at the advantage of the investor to purchase the shares of his belief in bulk rather than 
discretizing the purchase. 
 
The chapter 5 concludes this report based on the results of the simulation and also discusses the 
scope for future work.  
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Chapter 2 
Dynamic Pari-Mutuel Modeling 
 
 
 
 
This chapter discusses the mathematical model developed by (Pennock 2004) to model the 
redistribution of the money invested in both the winning and the losing outcomes. It also discusses 
the function to model the price for each share and market probability of an outcome, assuming the 
traders are involved in risk-neutral trading and would purchase shares until an equilibrium 
condition is satisfied. 
 
2.1 Sharing the investment among Winners 
 
Out of the two possible outcomes, A and B, if A is the winning outcome, then the shareholders 
favoring outcome A get back their initial investment and the amount of money invested by 
shareholders favoring outcome B is shared among the shareholders of A. So the shareholders of A 
get 𝑃1 dollars for each share they own in addition to their initial investment and the shareholders 
of B lose all their money. Similarly, if B is the winning outcome then the shareholders favoring 
the outcome B get back their initial payment and the amount of money invested by shareholders 
favoring the outcome A is shared among the shareholders of B. So the shareholders of B get 𝑃2 
dollars for each share they own in addition to their initial money invested and the shareholders of 
A lose all their money (Pennock 2004). 
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The payoffs per share 𝑃1 and 𝑃2 for shares A and B respectively is given by, 
𝑃1 =  
𝑀2
𝑁1
 
(1) 
𝑃2 =  
𝑀1
𝑁2
 
Where,  
𝑁1, is the number of shares of A 
𝑁2, is the number of shares of B 
𝑀1, is the total money invested in shares of A 
𝑀2, is the total money invested in shares of B 
Throughout this chapter, the market is described with the view of A being the final outcome. The 
similar derivations is applicable for B being the final outcome as well. Considering that an 
infinitesimal quantity 𝜖 number of shares is purchased, the trader’s expected value per share of A 
is given by the following equation (Pennock 2004). 
 
𝐸[𝜖 𝑠ℎ𝑎𝑟𝑒𝑠]
𝜖
= Pr(𝐴) . 𝐸[𝑃1|𝐴] − (1 − Pr(𝐴)). 𝑝1 
(2) 
𝐸[𝜖 𝑠ℎ𝑎𝑟𝑒𝑠]
𝜖
= Pr(𝐴) . 𝐸 [
𝑀2
𝑁1
|𝐴] − (1 − Pr(𝐴)). 𝑝1 
Where, 
Pr(A), is the confidence of the trader in the probability of A being the final outcome. 
𝑝1, is the price for each share in the infinitesimal amount of shares purchased. 
𝐸[𝑃1|𝐴], is the value of payoff for each share of A the trader expects to receive if A is the final 
outcome. 
 
8 
 
2.2 Risk-Neutral Trading 
 
Pennock considers that the traders are involved in risk-neutral trading. So the traders consider only 
the expected return value from each investment made and are not averse taking risk. A trader who 
is risk-neutral would buy shares of A only if the trader’s expected value per share of A is greater 
than zero, that is E[ϵ shares]/ϵ > 0. The number of shares to buy depends on the function 
determining the price, 𝑝1. If more shares of A is purchased then in general 𝑝1 would increase. A 
risk-neutral trader should purchase shares until the expected value per share of A is zero. The risk-
neutral trader should purchase the quantity of shares that would increase the expected value of 
share (Pennock 2004).   
𝐸[𝑛 𝑠ℎ𝑎𝑟𝑒𝑠] = Pr(𝐴) . 𝐸[𝑃1|𝐴] − (1 − Pr(𝐴)). ∫ 𝑝(𝑛)𝑑𝑛
𝑛
0
 
(3) 
 
A trader who is confident that 𝐸[𝜖 𝑠ℎ𝑎𝑟𝑒𝑠 𝑜𝑓 𝐴]/ 𝜖 > 0 would purchase shares of A and the trader 
who is confident that 𝐸[𝜖 𝑠ℎ𝑎𝑟𝑒𝑠 𝑜𝑓 𝐵]/ 𝜖 > 0 would purchase shares of B. Based on the number 
of shares purchased the prices 𝑝1 and 𝑝2 would change. The probability of A when 
𝐸[𝜖 𝑠ℎ𝑎𝑟𝑒𝑠 𝑜𝑓 𝐴] = 0 is referred to as the Market Probability of A (Pennock 2004).  
 
0 = MPr(𝐴) . 𝐸[𝑃1|𝐴] − (1 − MPr(𝐴)). 𝑝1 
(4) 
On simplifying,  
MPr(𝐴) =  
𝑝1
𝑝1 + 𝐸[𝑃1|𝐴]
 
(5) 
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Pennock assumes that the expected value of the payoff for each share of A, 𝐸[𝑃1|𝐴] after the 
trading ends and A being the final outcome would be same as the current value of payoff for each 
share of A, 𝑃1. This assumption implies that the payoff 𝑃1 follows a random walk. 
𝐸[𝑃1|𝐴] = 𝑃1 
MPr(𝐴) =  
𝑝1
𝑝1 + 𝑃1
 
 
2.3 Share Price Modeling 
 
Different functions each having variety of properties can be used to model the price per share in 
the market. In this study, a general function of setting the payoff of share favoring one outcome 
equal to price of the share favoring the other outcome is used to simulate trading transactions. So 
the price per share  favoring outcome A is equal to the payoff per share favoring outcome B and 
similarly the price per share of B is set equal to the payoff per share of A (Pennock 2004).  
𝑝1 = 𝑃2  
(6) 
𝑝2 = 𝑃1 
 
By this relationship the dimensionality of the market system is reduced, which makes it convenient 
for the trader to follow fewer quantities. It can be intuitively understood from this relationship that 
if the shares favoring the outcome A is in demand and is purchased more, then the payoff per share 
of B would go up leading to the increase in the price per share of A. Similarly, if the shares favoring 
outcome B is in higher demand the price per share of B and payoff per share of A should go up. 
 
Introducing these constraints in the market probability equation the following relationships are 
derived (Pennock 2004). 
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MPr(𝐴) =  
𝑝1
𝑝1 + 𝑃1
 
MPr(𝐴) ∗ (𝑝1 + 𝑃1) = 𝑝1  
MPr(𝐴) ∗ 𝑃1 = 𝑝1 −  𝑝1 ∗ MPr(A) 
MPr(𝐴) ∗ 𝑃1 = MPr(B) ∗ 𝑝1 
MPr(A)
MPr(B)
=
𝑃2
𝑃1
 
MPr(A)
MPr(B)
=
𝑀1
𝑁2
𝑀2
𝑁1
 
MPr(A)
MPr(B)
=
𝑀1𝑁1
𝑀2𝑁2
 
MPr(A) =
𝑀1𝑁1
𝑀1𝑁1 + 𝑀2𝑁2
 
(7) 
 
The above Market Probability expression is the steady state probability expression. At this 
probability value the trader would not purchase any share. As the trading occurs the price per share 
of A and per share of B continues to change for every transaction that happens. Based on (6) the 
payoff per share also changes instantaneously as the price of the share changes. The instantaneous 
price per share as the transactions occur can be calculated as follows. Let n be the quantity of 
shares bought and m be the money invested in buying n shares, then the instantaneous price per 
share is given by, 𝑝1 = 𝑑𝑚/𝑑𝑛. 
 
Using constraints (6), 
𝑝1 = 𝑃2  
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𝑑𝑚
𝑑𝑛
=
𝑀1 + 𝑚
𝑁2
 
𝑑𝑚
𝑀1 + 𝑚
=
𝑑𝑛
𝑁2
 
∫
𝑑𝑚
𝑀1 + 𝑚
𝑚
0
= ∫
𝑑𝑛
𝑁2
𝑛
0
 
 
On simplification the total amount required to purchase n shares is given as, 
𝑚 = 𝑀1[𝑒
𝑛
𝑁2 − 1]  
(8) 
As a function on n shares the instantaneous price per share is given by, 
𝑝1(𝑛) =
𝑀1
𝑁2
𝑒
𝑛
𝑁2 
(9) 
In the above function, if the amount of shares is zero then the price term would be undefined. So 
the trading system must begin with some initial number of shares favoring either of the outcomes. 
This initial amount of shares is the seed wager in the simulation (Pennock 2004). 
 
2.4 Random walk 
 
Pennock makes a critical assumption is made in equation (5). It is assumed that the current value 
of payoff per share of A, 𝑃1 is same as the expected value of the payoff per share of A, 𝐸[𝑃1|𝐴] 
after the trading ends and A being the final outcome. That is the present value of payoff is same as 
the expectation of its value in future. It implies that 𝑃1 follows a random walk path. All of the 
mathematical models formulated by Pennock is based on the assumption of the random walk path. 
The aim of this study is to simulate the market trading based on the mathematical models 
12 
 
developed by Pennock. To validate the conformance of the simulation with Pennock’s model, it is 
necessary to show that the basic assumption of random walk is satisfied. 
 
2.5 Hypothesis Testing 
 
In this analysis, Variance Ratio Test is used to test for random walk. The Variance Ratio Test 
verifies the null hypothesis that the univariate time series data y is a random walk. The null model 
is given as  
𝑦(𝑡) = 𝑐 + 𝑦(𝑡 − 1) + 𝑒(𝑡)  
where 𝑐 is the drift constant and 𝑒(𝑡) is the uncorrelated innovations with zero mean.[mit] 
 
The hypothesis testing is performed with 5% level of significance. The test statistic p-value is 
calculated using MATLAB. When the value of the test statistic is less than 0.05 the null hypothesis 
that the input vector y following a random walk is rejected. 
 
In this study, the input vector y is the price per value of share after each trading transaction. A 
number of simulations are performed to generate multiple vectors of the price per share path. Then 
the p-value for the price per share vector for each simulation is calculated. Based on that the 
percentage the random walk followed by the price path is calculated. For example, if there are 
2000 simulations run, each simulation with generate its own price path vector for every transaction 
that occurs. Then this price path vector is test using the Variance Ratio Test hypothesis testing to 
identify the number of price paths that follow random walk. Let’s say out of 2000 simulations if 
1950 simulations generated price paths that are random, then it is concluded that the price path 
follows random walk 97.5% times. 
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2.6 Variance Ratio Test 
 
Syntax: [h, pValue, stat, cValue, ratio] = vratiotest(y) 
 
2.6.1 h-value 
The Boolean decision for the test is made using the h-Value vector. If the value of the h-value 
vector is zero then the null hypothesis is accepted rejecting the alternative hypothesis of the data 
not following a random walk. 
 
2.6.2 p-value 
p-value is the value of standard normal probability of test statistic. The p-value for the price vector 
from each simulation determines if the null hypothesis is favored or not. The null hypothesis that 
the data follows random walk is rejected for p-value < 0.05 at 5% level of significance. The test 
can be performed for a large number of simulations and the number of times the price vector 
follows a random walk could be determined. 
 
2.6.3 Ratio 
If the value of the ratio is asymptotically equal to 1 then the data is said to follow a random walk. 
 
2.7 Other Tests 
Apart from the variance ratio test, it can be checked if the variance of the differences of the 
consecutive values is less than the variance of the differences. Also the plot of the differences over 
time should vary over a mean value.                             
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Chapter 3 
Market Trading Simulation 
 
 
 
 
This chapter discusses the implementation of algorithms in the previous chapter to simulate the 
wagering transactions in a financial market. The implementation is done using Python 3.2 compiler 
as a command-line application. The different functions and the calculations performed by these 
functions of the algorithm are discussed in this chapter. 
 
3.1 Algorithm 
 
From equation (9), it can be inferred that if the number of shares is zero at any point of time during 
the simulation the price per share would tend to infinity. So it is essential to have some initial 
positive number of shares for either of the outcomes A and B. (Pennock 2004) Therefore the code 
is initialized with positive values for the number of shares and the price per share of A and B. 
Based on these initial values the money invested in each of the shares are calculated.  
 
3.1.1 Choosing the share to purchase 
Then the code simulates the trader’s choice of choosing shares favoring A or B as the final outcome. 
Each trader who arrives at the purchase counter has their own confidence of the probability of A 
or B being the final outcome. Based on the trader’s belief on the probability of an outcome 
multiplied by its expected payoff, the shares for A or B is chosen. For instance, if customer 1 
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believes that probability of A being the final outcome is 0.45. Then it implies that he believes that 
the probability of B being the final outcome is 0.55. So the customer 1 would purchase shares 
favoring B if the product of the probability and the payoff of B is more than the product of the 
probability and the payoff of A. Similarly, if a customer 2 believes that the probability of A being 
the final outcome is 0.65. The customer 2 would purchase shares favoring A as the final outcome 
if the product of the probability and the expected payoff of A is greater than the product of the 
probability of B and its expected payoff. 
 
3.1.2 Generating the trader’s confidence in probability of an outcome 
 
The trader’s confidence of the probability of A or B being the final outcome is generated using a 
random function that has the market probability value of the steady-state function as the mid-point. 
The equation (7) in the previous chapter is the steady state market probability of A. The trader with 
belief of the probability of A closer to the steady state probability of A would purchase n shares 
calculated based on equation (10). The width in the random generator with the steady- state 
probability as a midpoint allows flexibility for the traders to purchase shares of their own belief. 
In this study a width of 0.25 on either side of the midpoint value is chosen. 
 
At the steady-state market probability value the total shares the trader would want to purchase 
would be zero as per equation (7). This is because when the trader’s confidence in the probability 
of A being the final outcome is almost equal to the market probability of A, the expected payoff 
per share of A would be nearly zero according to equation (3). Since we assume risk-neutral trading 
the traders would purchase shares only if the expected payoff per share is more than zero. 
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Now that the trader choosing either shares of A or B is determined by the simulation, the next step 
is to identify the number of shares the trader might purchase. 
 
3.1.3 Number of shares to purchase 
 
The number of shares to purchase is determined using the following Market Probability of A 
equation, if the trader chooses to buy shares of A. A similar equation can be used to determine 
number of shares of B, if the trader chooses to buy shares of B (Pennock 2004). 
MPr(𝐴) =  
𝑝1(𝑛)
𝑝1(𝑛) + 𝐸[𝑃1|𝐴]
 
 
In the above equation, MPr(A) is the trader’s confidence of the probability of A being the final 
outcome,  𝑝1 is the price per share and 𝐸[𝑃1|𝐴], the expected payoff per share of A after the trading 
ends and A being the final outcome is same as 𝑃1, the current value of the payoff per share of A. 
 
Using the constraints (6) and the equation (1) Market Probability of A can be written as follows, 
MPr(𝐴) =  
𝑀1
𝑁2
𝑒
𝑛
𝑁2
𝑀1
𝑁2
𝑒
𝑛
𝑁2 +
𝑀2
𝑁1
 
𝑀2
𝑁1
∗ MPr(𝐴) =
𝑀1
𝑁2
𝑒
𝑛
𝑁2(1 − MPr(𝐴)) 
           (10) 
Based on the above equation (Pennock 2004) the number of shares the trader purchases is 
determined. The amount of money required to purchase these n shares is determined. Then number 
of shares of A and B, the total money invested in A and B shares are updated and these values are 
used to determine the new price per share of A or B using the constraint (6). 
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3.1.4 Scaled number of shares 
 
Since the simulation is to be validated the iterations are continued for a large number of times and 
each iteration correspond to a trader purchasing n number of A or B shares. There are possibilities 
that after sufficient iterations the number of shares purchased by the trader would be unbounded. 
This might lead to numerical issues and make it difficult to derive conclusive statements from the 
simulation. So the number of shares calculated is scaled down using a large constant to make it 
infinitesimally small so that large number of iterations could be ran. In this study the scale factor 
of 1000 is chosen to scale down the number of shares purchased. After all the iterations are 
completed the outcome A or B is revealed and the money invested in the losing outcome is shared 
among the winning shareholders. 
 
3.2 Code Structure 
 
The flowchart in figure 1 shows the different functions involved in the simulation code to simulate 
the market transactions. The price per share value of A and B for 10,000 transactions are recorded 
for each simulation. A total of 3000 simulations are run resulting in 3000 vectors of price per share 
of A and B. Python Dictionaries are used to store the price and payoff values generated for each 
transactions per simulation. These 3000 price vectors of A and B are read into MATLAB 
environment and tested for random walk using variance ratio test. 
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Figure 1 Algorithm Schematic of the Market Simulation 
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Figure 2 Code Structure of the Market Simulation 
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3.2.1 Initialization Function 
Based on equation (9) there should be few seed wager (Pennock 2004) at the beginning when the 
market opens. If not the pricing equation would tend to infinity. So the input parameters such as 
the number of shares of A and B and their initial prices 𝑝1 and 𝑝2 are initialized. Based on these 
values the money invested in shares of A and B is calculated. As the simulation proceeds these 
values are updated after every trading transaction. Python dictionaries as shown below are also 
initialized in this function. These dictionaries are used to store the price path of A and B shares for 
each simulation. If the simulation number is given as input to the dictionary the entire price vector 
for share A or B is given as output. 
 
The following section of the code is the implementation of the above description. 
def __init__(self): 
IterationPriceA_dict=dict() 
IterationPriceB_dict=dict() 
num_simulation=3000 
num_transac=10000 
self.numShare_ScaleFactor=1000 
for n in range(num_simulation): 
     print('Simulation '+str(n)) 
     lst_PriceA=[] 
     lst_PriceB=[] 
     IterationPriceA_dict[n]=dict() 
     IterationPriceB_dict[n]=dict() 
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        self.NumberOfShares_A=100.0 
        self.NumberOfShares_B=100.0 
        self.PriceOfNShares_A=0 
        self.PriceOfNShares_B=0 
        self.PriceAShare=100.0 
        self.PriceBShare=100.0 
        self.MoneyInvestedInA=self.NumberOfShares_A*self.PriceAShare 
        self.MoneyInvestedInB=self.NumberOfShares_B*self.PriceBShare 
 
3.2.2 Share Selection Function 
As described in section 3.1.2 the following function simulates the scenario of trader at the purchase 
counter choosing between shares of A or B. Each trader has their own confidence of the probability 
of A or B being the final outcome (Pennock 2004). Based on that the share is chosen and the 
number of shares to purchase is derived from the equation (10). 
 
The following section of the code is the implementation of the above description. 
def CustChooseAOrB(self): 
        self.CalcMarketProb() 
        self.Cust_Belief_B=self.getRandomNumber() 
        Num_AShares=0 
        Num_BShares=0 
        price_n_AShares=0 
        price_n_BShares=0 
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        self.Cust_Belief_A=1-self.Cust_Belief_B 
        factor_Chosing_A=(self.MoneyInvestedInB/self.NumberOfShares_A)*self.Cust_Belief_A 
        factor_Chosing_B=(self.MoneyInvestedInA/self.NumberOfShares_B)*self.Cust_Belief_B 
        if factor_Chosing_A > factor_Chosing_B: 
           Num_AShares=self.findNumberOfAShares(self.Cust_Belief_A) 
            price_n_AShares=self.GetPriceOfNShares_A(Num_AShares) 
        else: 
            Num_BShares=self.findNumberOfBShares(self.Cust_Belief_B) 
            price_n_BShares=self.GetPriceOfNShares_B(Num_BShares) 
        self.NumberOfShares_A=float(self.NumberOfShares_A+Num_AShares) 
      self.MoneyInvestedInA=float(self.MoneyInvestedInA+Num_AShares*price_n_AShares) 
        self.NumberOfShares_B=float(self.NumberOfShares_B+Num_BShares) 
        self.MoneyInvestedInB=float(self.MoneyInvestedInB+Num_BShares*price_n_BShares) 
 
3.2.3 Calculate price for n Shares 
 
Once the number of shares, n has been determined the money to be invested to purchase these n 
shares are calculated using equation (9). This price is used to update the amount of money invested 
in all shares of A and B. Also the total number of shares purchase for A and B are also updated. 
 
The following section of the code is the implementation of the above description. 
def GetPriceOfNShares_A(self,NumShare): 
exp_param=NumShare/self.NumberOfShares_B                                                                                     
price=(self.MoneyInvestedInA/self.NumberOfShares_B)*math.exp(exp_param) 
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         self.PriceOfNShares_A=price 
         return price 
def GetPriceOfNShares_B(self,NumShare): 
exp_param=NumShare/self.NumberOfShares_A     
price=(self.MoneyInvestedInA/self.NumberOfShares_A)*math.exp(exp_param) 
        self.PriceOfNShares_B=price 
        return price 
 
3.2.4 Calculate new price per share of A and B 
 
At the end of each iteration the new price per share of A and B is calculated using the equation (1) 
and the constraint (6). 
 
The following section of the code is the implementation of the above description. 
def ComputeNewPrice(self): 
        self.PayOff_A=self.MoneyInvestedInB/self.NumberOfShares_A 
        self.PriceBShare=self.PayOff_A 
        self.PayOff_B=self.MoneyInvestedInA/self.NumberOfShares_B 
        self.PriceAShare=self.PayOff_B 
 
3.3 Verification for Random Walk 
 
In this simulation, it is assumed that the current value of payoff per share of A, 𝑃1 is same as the 
expected value of the payoff per share of A, 𝐸[𝑃1|𝐴] after the trading ends and provided A is the 
final outcome. The similar relation applies to shares of B. To verify the basic assumption that the 
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price per share of A and B follows a random walk Variance Ratio Test is used. The values of the 
prices per share after each iteration are stored as a vector. This vector is set as an input to the 
variance ratio test in MATLAB.  
 
The following code reads the all the price vectors generated in the simulations. For each price 
vector the variance ratio test is performed and the p-value, h and ratio is calculated. If the p-value 
is less than 0.05 the count is incremented by one. The count value represents the number of times 
the null hypothesis that the dataset follows a random walk is rejected. 
 
The following section of the code is the implementation of the above description. 
count=0; 
num_simulation=3000; 
level_of_significance = 0.05 
for k = 2:num_simulation 
    price_vector=InputFile(:,k); 
    [h,pValue,stat,cValue,ratio] = vratiotest(price_vector); 
    if pValue < level_of_significance 
        count=count+1; 
    end 
end  
 
Apart from the Variance Ratio Test in MATLAB, SAS is used to check if the variance of the 
consecutive differences is less than the variance of the actual data. 
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Chapter 4 
Results 
 
 
 
 
This chapter discusses the results of the tests performed using MATLAB and SAS to check for 
random walk in the dataset of the price of shares of A and B. Also, it is proven that it is always at 
the advantage of the investor to purchase the shares of his belief in bulk rather than discretizing 
the purchase. 
 
4.1 Simulation of price path of shares of A and B 
 
 
Input Parameters: 
Initial Price per share of A = $100 
Initial Price per Share of B= $100 
Initial Number of Initial A shares=100 
Initial Number of Initial B Shares=100 
 
Price Path: 
The figures 3 and 4 show the price path followed by shares of A and B. Based on the primary 
assumption made in Pennock’s model the price path should follow random walk pattern. The 
following figures provide a visual representation of the path taken by the price of shares A and B 
over 10000 transactions. 
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Figure 3 Price path per A share for 10,000 transactions in each simulation with a scale factor of 1000 
 
 
 
Figure 4 Price path per B share for 10,000 transactions in each simulation with a scale factor of 1000 
 
It can be proven that the above price path follows random walk by using variance ratio test and by 
checking for the properties that a dataset following a random walk has to satisfy. 
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4.2 Variance Ratio Test Results 
 
The price of A and B are stored as vectors for over 3000 simulations. Each price vector has a size 
equal to the number of transactions in each simulation. The output file generated by the simulation 
code is loaded into MATLAB workspace and the test is performed. Following are the results of 
the Variance Ratio Test performed for the price of shares A and B generated over 3000 simulations. 
 
4.2.1 Results for Price of Share A 
 
 
Figure 5 MATLAB Workspace of Variance Ratio Test for Price Vectors of Shares of A 
 
 
Percentage of Random Walk Estimate 
Total number of price vectors of shares of A = 3000 
Number of price vectors of A shares that rejected the null hypothesis = 145 
Percentage of Random walk followed by price per share of A = 95.16% 
So the price of shares of A follows random walk 95.16% using 5% level of significance measure. 
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4.2.2 Results for Price of Share A 
 
 
 
Figure 6 MATLAB Workspace of Variance Ratio Test for Price Vectors of Shares of B 
 
 
Percentage of Random Walk Estimate: 
Total number of price vectors of shares of B = 3000 
Number of price vectors of B shares that rejected the null hypothesis = 157 
Percentage of Random walk followed by price per share of B = 94.77% 
So the price of shares of B follows random walk 94.77% using 5% level of significance measure. 
 
Similar to the p-value being used to determine if the null hypothesis is accepted or rejected for a 
given level of significance, the value of h equal to zero signifies that the null hypothesis is 
accepted. Also the value of ratio asymptotically equal to 1 depicts that the data follows random 
walk. 
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4.3 Comparison of variances of differences and actual data 
 
 
PROC UNIVARIATE 
The univariate procedure in SAS is invoked using the proc univariate statement. The procedure 
can be used to analyze the statistics of the each analysis variable. In our study the variables to be 
analyzed are the price of A shares, price of B shares and their respective differences. The following 
results show the basic statistic measures generated for these variables. 
 
4.3.1 Price of Shares of A 
 
PROC UNIVARIATE procedure in SAS is used to calculate the variances and other basic statistical 
measures of the actual data and the differences. 
 
Table 1 SAS Generated Basic Statistical Measure for Price Vector of Share of A 
Basic Statistical Measures 
Location Variability 
 Mean 99.6990  Std Deviation 0.98451 
 Median 99.6909  Variance 0.96926 
 Mode 100.4168  Range 4.45976 
   Interquartile Range 1.62674 
 
 
Table 2 SAS Generated Basic Statistical Measure for Differences of Price Vector of Share of A 
Basic Statistical Measures 
Location Variability 
 Mean -0.00012  Std Deviation 0.06130 
 Median -0.00070  Variance 0.00376 
 Mode 0.08103  Range 0.22750 
   Interquartile Range 0.10331 
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Based on the above table it is noticed that the variance and standard deviation of the differences 
of the consecutive values of the price of shares of A is 0.00376 and 0.06130 respectively.  The 
variance and standard deviation of the price of shares of A is 0.96926 and 0.98451 respectively. 
 
4.3.2 Price of Shares of B 
Similar to price of shares of A, the variance of the price of shares of B and its consecutive 
differences is calculated using the PROC UNIVARIATE procedure in SAS. Following are the basic 
statistical measure of shares of B. 
 
Table 3 SAS Generated Basic Statistical Measure for Price Vector of Share of B 
Basic Statistical Measures 
Location Variability 
 Mean 100.1878  Std Deviation 0.98529 
 Median 100.0666  Variance 0.97080 
 Mode .  Range 4.64123 
   Interquartile Range 1.43594 
 
Table 4 SAS Generated Basic Statistical Measure for Differences of Price Vector of Share of B 
Basic Statistical Measures 
Location Variability 
 Mean 0.000061  Std Deviation 0.06168 
 Median 0.000698  Variance 0.00380 
 Mode .  Range 0.23565 
   Interquartile Range 0.10392 
 
Based on the above table it is noticed that the variance and standard deviation of the differences 
of the consecutive values of the price of shares of A is 0.00380 and 0.06168 respectively.  The 
variance and standard deviation of the price of shares of A is 0.97080 and 0.98529 respectively. 
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In both the cases of shares of A and shares of B the variance and standard deviation of the 
differences of the consecutive values of the price of shares of A is less than the standard deviation 
and variance of the price of shares of A. 
 
A dataset that follows a random walk should have the variance of the differences less than the 
variance of the actual data. From the above statistical measures generated by SAS it is claimed 
that the price path of A and B follows random walk. This is consistent with the results of the 
variance ratio test performed in MATLAB. 
 
4.4 Purchasing shares in bulk quantity 
 
Based on the simulation it can be shown that if the customer is planning to buy a large quantity of 
shares then it is at the customer’s advantage to buy all the shares at once rather than buying it in 
small quantities at different interval of time. For example, if the a customer’s belief of the 
probability of A being the final outcome is 0.75 and if 100 shares is the number of shares equivalent 
to the customer’s belief then the customer should buy all the 100 shares at the same time rather 
than buying 20 shares 5 times. 
 
Example: 
Input Parameters: 
Initial Price per share of A = $1 
Initial Price per Share of B= $1 
Initial Number of Initial A shares=100 
Initial Number of Initial B Shares=100 
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4.4.1 Bulk Purchase 
A customer chooses to buy 100 shares and if the price of share of A is $1 then the total money 
required to invest by the customer is $100 
 
4.4.2 Discretized Purchase 
If the customer chooses to purchase 20 shares at a time and if the price of shares of A are the 
following at each time he purchases then the total money required to invest on the 100 shares of A 
is calculated as follows. 
Table 5 Total Money Invested in Discretized Purchases 
 Price of A, $ Number of shares purchased Money Invested, $ 
1St Purchase 1.000 20 20.00 
2nd Purchase 1.244 20 24.88 
3rd Purchase 1.488 20 29.76 
4th Purchase 1.732 20 34.64 
5th Purchase 1.977 20 39.54 
 
 
Total Money Invested in purchasing 100 shares is $148.82 
So the shareholder spends $48.82 more than the amount he would actually spend purchasing 100 
shares together. 
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Chapter 5 
Conclusion 
 
 
Throughout this study the model developed by (Pennock 2004) for dynamic pari-mutuel market 
trading was implemented using python scripting. Due to the lack of the actual wagering market 
data to benchmark the simulation program results, the code was validated by verifying if it is 
satisfying the assumptions used in developing the mathematical model. The basic assumption is 
that the price per value of the share follows a random walk path for infinitesimal quantity of shares. 
Based on the results from the previous chapter it can be noticed that the prices per share of the 
outcomes A and B follow a random walk path. Thus the Dynamic Pari-Mutuel simulation program 
developed using the python scripting has been verified. 
 
Apart from the verification of random walk path of the price per share it is also verified if it is 
good for the trader to purchase the number of shares of his belief in a single purchase or multiple 
purchases. To the best of our knowledge it is shown that, it is always at the trader’s advantage to 
purchase the shares of his belief together in a single transaction rather than discretizing the total 
purchase into multiple transactions. 
 
5.1 Future work 
 
The simulation code can be used to analyze the effect of the initial number of shares on the final 
outcome. For instance, having a higher number of shares favoring A than shares favoring B might 
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impact the chances of the A or B being the final outcome. Also, the current simulation which 
handles infinitesimal shares being purchased by customer can be extended to consider larger 
number of shares purchased by the customer and its impact of the price per share and the payoff. 
 
The current code involves only two possible outcomes. But in actual wagering scenarios there 
might be multiple possible outcomes on which the traders might wager on. So the code’s capability 
could be extended to handle the scenarios that involve multiple choices for the traders to wager 
on. Also, the code could be extended to study the wagering on combination of outcomes. It can be 
used to find the optimum combination of wagers on different outcomes so that the trader doesn’t 
incur a huge loss. 
 
The validated simulation of the scenarios listed above can be used for simulation-based 
optimization.  For instance, the optimization problem could involve the development of an 
administrative fee-structure for the market maker, or it could involve combinatorial-rules for the 
combination of multiple-wagers that are available in the market, as described above.   Each 
decision-variable within these instances is fixed initially, and following an appropriate simulation 
experiment, the decision-variables are incremented appropriately.  The canon of techniques from 
the theory of Infinitesimal Perturbation Analysis (IPA) (A. Gaivoronski 1992) (Glasserman 1991) 
(Y-C Ho 1991) can be put to use towards this end.  With these theories, under appropriate 
conditions, we can find the global-optimizer for the simulated problem instance.   
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Appendix A 
 
 
Market Simulation Code 
 
 
import random 
import math 
 
# The class Market_A_B simulates the market transactions using the dynamic pari-mutuel mechanism 
models. This simulation considers two possible outcomes A and B. The investors can purchase shares 
favoring either A or B outcome. After sufficient number of market transactions the market is closed and the 
final outcome is revealed. The winning shareholders get back their initial investment and an additional 
payoff. 
 
class Market_A_B(object): 
 
# The following function initializes the simulation by setting initial positive number of shares of A and B. 
3000 simulations are performed and each simulation has about 10000 purchase transactions performed by 
the traders. 
    def __init__(self): 
        IterationPriceA_dict=dict() 
        IterationPriceB_dict=dict() 
        num_simulation=3000 
        num_transac=10000 
        self.numShare_ScaleFactor=1000 
        for n in range(num_simulation): 
            print('Simulation '+str(n)) 
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            lst_PriceA=[] 
            lst_PriceB=[] 
            IterationPriceA_dict[n]=dict() 
            IterationPriceB_dict[n]=dict() 
            self.NumberOfShares_A=100.0 
            self.NumberOfShares_B=100.0 
            self.PriceOfNShares_A=0 
            self.PriceOfNShares_B=0 
            self.PriceAShare=100.0 
            self.PriceBShare=100.0 
            self.MoneyInvestedInA=self.NumberOfShares_A*self.PriceAShare 
        self.MoneyInvestedInB=self.NumberOfShares_B*self.PriceBShare 
            for i in range(num_transac): 
                self.CustChooseAOrB() 
                self.ComputeNewPrice() 
                x=float(self.PriceAShare*self.NumberOfShares_A) 
                y=float(self.PriceBShare*self.NumberOfShares_B) 
  
                lst_PriceA.append("%.12f"%(self.PriceAShare)) 
                lst_PriceB.append("%.12f"%(self.PriceBShare)) 
            IterationPriceA_dict[n]=lst_PriceA 
            IterationPriceB_dict[n]=lst_PriceB 
 
# This portion of the code writes the price per share generated after each transaction in every simulation to 
the text file. Python dictionaries are used  
to handle the data storage in every simulation. 
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        self.text_file1 = open("PriceVector_Share_A.txt", "w") 
        self.text_file2 = open("PriceVector_Share_B.txt", "w") 
        print('Writing data to files. Please wait..') 
        for i in range(num_transac): 
            self.text_file1.write(str(i)+' ') 
            self.text_file2.write(str(i)+' ') 
            for n in range(num_simulation): 
                lst_tempPriceA=IterationPriceA_dict[n] 
                lst_tempPriceB=IterationPriceB_dict[n] 
                self.text_file1.write(str(lst_tempPriceA[i])+' ') 
                self.text_file2.write(str(lst_tempPriceB[i])+' ') 
            self.text_file1.write('\n') 
            self.text_file2.write('\n') 
  
        self.text_file1.close() 
        self.text_file2.close() 
        print(self.NumberOfShares_A) 
        print(self.NumberOfShares_B) 
  
# The following function calculates the number of shares that each trader would purchase at every 
transaction. It is calculated based on the market probability equation developed by Pennock. A large 
constant is used as a scale factor to make the number of shares purchased infinitesimally small so that large 
number of simulations can be run to validate it. If the scale factor is not used then the number of shares 
purchased might start tending towards infinity.  
 
    def findNumberOfAShares(self,MPr): 
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        x=self.MoneyInvestedInB/self.MoneyInvestedInA 
        y=self.NumberOfShares_B/self.NumberOfShares_A 
        z=(MPr/(1-MPr))*x*y 
        return ((math.log(z))*self.NumberOfShares_B)/self.numShare_ScaleFactor 
  
    def findNumberOfBShares(self,MPr): 
        x=self.MoneyInvestedInA/self.MoneyInvestedInB 
        y=self.NumberOfShares_A/self.NumberOfShares_B 
        z=(MPr/(1-MPr))*x*y 
        return ((math.log(z))*self.NumberOfShares_A)/self.numShare_ScaleFactor 
  
 # The following function simulates the scenario of each trader arriving at the purchase counter and 
determines to purchase either shares favoring outcome A or B. It also determines the number of shares the 
traders would purchase. 
    def CustChooseAOrB(self): 
        self.CalcMarketProb() 
        self.Cust_Belief_B=self.getRandomNumber() 
        Num_AShares=0 
        Num_BShares=0 
        price_n_AShares=0 
        price_n_BShares=0 
        self.Cust_Belief_A=1-self.Cust_Belief_B 
        factor_Chosing_A=(self.MoneyInvestedInB/self.NumberOfShares_A)*self.Cust_Belief_A 
        factor_Chosing_B=(self.MoneyInvestedInA/self.NumberOfShares_B)*self.Cust_Belief_B 
        if factor_Chosing_A > factor_Chosing_B: 
            Num_AShares=self.findNumberOfAShares(self.Cust_Belief_A) 
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            price_n_AShares=self.GetPriceOfNShares_A(Num_AShares) 
        else: 
            Num_BShares=self.findNumberOfBShares(self.Cust_Belief_B) 
            price_n_BShares=self.GetPriceOfNShares_B(Num_BShares) 
        self.NumberOfShares_A=float(self.NumberOfShares_A+Num_AShares) 
        self.MoneyInvestedInA=float(self.MoneyInvestedInA+Num_AShares*price_n_AShares) 
        self.NumberOfShares_B=float(self.NumberOfShares_B+Num_BShares) 
        self.MoneyInvestedInB=float(self.MoneyInvestedInB+Num_BShares*price_n_BShares) 
 
# This function calculates the steady state market probability. The customer’s confidence in the probability 
of A or B winning would be around a range of value that has the steady state market probability value as 
the midpoint. 
    def CalcMarketProb(self): 
        productA=self.NumberOfShares_A*self.MoneyInvestedInA 
        productB=self.NumberOfShares_B*self.MoneyInvestedInB 
        self.MarketProbA=productA/(productA+productB) 
        self.MarketProbB=productB/(productA+productB) 
  
# This function determines the price of the n shares that the trader might be willing to purchase. 
    def GetPriceOfNShares_A(self,NumShare): 
        exp_param=NumShare/self.NumberOfShares_B 
        price=(self.MoneyInvestedInA/self.NumberOfShares_B)*math.exp(exp_param) 
        self.PriceOfNShares_A=price 
        return price 
 
    def GetPriceOfNShares_B(self,NumShare): 
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        exp_param=NumShare/self.NumberOfShares_A 
        price=(self.MoneyInvestedInA/self.NumberOfShares_A)*math.exp(exp_param) 
        self.PriceOfNShares_B=price 
        return price 
    def getRandomNumber(self): 
        x=self.MarketProbA-0.25 
        y=self.MarketProbB+0.25 
        if x< 0: 
            x=0 
        if y>1: 
            y=1 
        return random.uniform(x,y) 
 
 # The new price and the payoff are calculated after every purchase transaction has happened in each 
simulation. 
    def ComputeNewPrice(self): 
        self.PayOff_A=self.MoneyInvestedInB/self.NumberOfShares_A 
        self.PriceBShare=self.PayOff_A 
        self.PayOff_B=self.MoneyInvestedInA/self.NumberOfShares_B 
        self.PriceAShare=self.PayOff_B 
 
V=Market_A_B() 
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Appendix B 
 
SAS Code and Results 
 
data thesis; 
   infile '/home/lognthn2/Venki/ConsecutiveDiff_A.csv' dsd TERMSTR=CRLF; 
   input i_time price_A diff_PriceA; 
run; 
proc contents data=thesis; 
run; 
proc univariate data=thesis; 
 var price_A diff_PriceA; 
run; 
 
Results for Proc Univariate Procedure for the Price per share of A generated by the simulation 
  
 
Table 6 SAS Generated Moments for Price Vector of Share of A 
Moments 
 N 10000  Sum Weights 10000 
 Mean 99.6990167  Sum Observations 996990.167 
 Std Deviation 0.9845112  Variance 0.96926231 
 Skewness 0.02534436  Kurtosis -1.0275748 
 Uncorrected SS 99408631  Corrected SS 9691.6538 
 Coeff Variation 0.98748336  Std Error Mean 0.00984511 
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Table 7 SAS Generated Tests for Location for Price Vector of Share of A 
Tests for Location: Mu0=0 
 Test Statistic p Value 
 Student's t  t 10126.75  Pr > |t| <.0001 
 Sign  M 5000  Pr >= |M| <.0001 
 Signed Rank  S 25002500  Pr >= |S| <.0001 
 
 
Table 8 SAS Generated Quantiles  for Price Vector of Share of A 
Quantiles (Definition 5) 
 Quantile Estimate 
 100% Max 101.8652 
 99% 101.5574 
 95% 101.2703 
 90% 101.0637 
 75% Q3 100.5013 
 50% Median 99.6909 
 25% Q1 98.8746 
 10% 98.4281 
 5% 98.1590 
 1% 97.8278 
 0% Min 97.4055 
 
 
Table 9 SAS Generated Extreme Observation for the Price Vector of Share of A 
Extreme Observations 
Lowest Highest 
Value Obs Value Obs 
97.4055 3192 101.834 466 
97.4946 3191 101.836 326 
97.5037 3193 101.838 324 
97.5238 3189 101.841 475 
97.5380 3190 101.865 467 
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Results for Proc Univariate Procedure for the consecutive differences of Price per share of A 
generated by the simulation 
 
Table 10 SAS Generated Moments for Differences of Price Vector of Share of A 
Moments 
 N 9999  Sum Weights 9999 
 Mean -0.0001168  Sum Observations -1.1679683 
 Std Deviation 0.06129515  Variance 0.00375709 
 Skewness 0.02881575  Kurtosis -1.1208668 
 Uncorrected SS 37.5635711  Corrected SS 37.5634346 
 Coeff Variation -52474.896  Std Error Mean 0.00061298 
 
 
Table 11 SAS Generated Tests for Location for Differences of Price Vector of Share of A 
Tests for Location: Mu0=0 
 Test Statistic p Value 
 Student's t  t -0.19056  Pr > |t| 0.8489 
 Sign  M -31.5  Pr >= |M| 0.5352 
 Signed Rank  S -79893  Pr >= |S| 0.7820 
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Table 12 SAS Generated Quantiles for Differences of Price Vector of Share of A 
Quantiles (Definition 5) 
 Quantile Estimate 
 100% Max 0.115908927 
 99% 0.108386732 
 95% 0.097842818 
 90% 0.085402930 
 75% Q3 0.051662700 
 50% Median -0.000703213 
 25% Q1 -0.051649471 
 10% -0.084202926 
 5% -0.096722001 
 1% -0.106722059 
 0% Min -0.111587520 
 
 
Table 13 SAS Generated Extreme Observation for the Differences of Price Vector of Share of A 
Extreme Observations 
Lowest Highest 
Value Obs Value Obs 
-0.111588 433 0.115118 3219 
-0.111364 2016 0.115425 2584 
-0.111234 1249 0.115455 3234 
-0.111185 1211 0.115493 2696 
-0.110967 2040 0.115909 2567 
 
