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Tato práce se zabývá implementací USB myši a USB klíče na mikrokontroléru MC9S08JM60.
Všechny vestavné USB aplikace pro MC9S08JM60 musí implementovat určitou část USB
standardu, která je v této práci zarhnutá do USB ovladače pro mikrokontrolér. Funkčnost
USB ovladače je demonstrována vyvíjenými aplikacemi.
Abstract
In this thesis I present implementation of USB mouse and USB flashdisk for MC9S08JM60
microcontroller. All embedded USB applications for MC9S08JM60 must implement subset
of USB functionality, which is grouped to USB driver for the microcontroller. Functionality
of the USB driver is demonstrated by the implemented USB applications.
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USB rozhranie bolo navrhnuté za účelom nahradenia množstva navzájom nekompatibilných
protokolov a káblov. V dnešnej dobe ho má množstvo zariadení. Pre vývojára vstavaných
aplikácií USB rozhranie predstavuje možnosť prepojenia vyvíjanej vstavanej aplikácie s
počítačom alebo akýmkoľvek zariadením, ktoré má USB port. Nasleduje prehľadové zozná-
menie s obsahom a štruktúrou tejto práce.
V kapitole 2 sa nachádza popis pojmov a princípov USB zbernice. USB používa množs-
tvo pojmov, ktoré sa táto kapitola snaží vysvetliť. Postupuje sa od základnej charakteristiky
a kľúčových pojmov po fungovanie USB zbernice na nízkej úrovni. Nakoniec je s využitím
vysvetlených vecí ukázaný proces enumerácie.
Kapitola 3 rozoberá možnosti návrhu vstavaných USB aplikácií a ukazuje softvér, ktorý
bol užitočný pri návrhu a testovaní USB myši a USB kľúča.
Pred popisom samotného USB ovládača sú v kapitole 4 zhrnuté informácie o USB
module mikrokontroléru MC9S08JM60. Kapitola oboznamuje s architektúrou USB modulu,
spôsobom jeho fungovania a nárokmi na nastavenie periférií mikrokontroléru MC9S08JM60.
Vyvinutý USB ovládač je popísaný v kapitole 5. Funkcia a architekúra ovládača je vy-
svetlená s využitím pojmov z kapitoly 2. Čitateľ sa dozvie, ako prepojiť ovládač s vyvíjanou
USB aplikáciou, aké dátové typy sa v ovládači používajú, dostupné symboly preprocesoru
a ďalšie informácie. Na konci sa nachádza návod pre rýchlu a efektívnu implementáciu
vstavanej USB aplikácie s využitím tohoto USB ovládača.
USB myš a USB kľúč sú popísané v kapitolách 6 a 7. Obsahujú architektúru, popis
funkcie, výber typu prenosu po USB zbernici, príslušné štandardy podľa tried zariadenia
(anglicky device classes), prenášané dáta a mnohé ďalšie informácie.
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Kapitola 2
Pojmy a princípy USB zbernice
Táto kapitola obsahuje krátky prehľad architektúry USB zbernice a jej kľúčových princípov.
Čerpá z USB špecifikácie verzie 2.0 [12, str. 15-24], internetových stránok [2], [16] a [11],
ktoré výborne dopĺňajú USB špecifikáciu.
2.1 Základná charakteristika
USB zbernica je univerzálna sériová asynchrónna zbernica. Na jeden USB port sa dá pripojiť
127 zariadení, ktoré zdieľajú prenosové pásmo USB zbernice. V prípade nedostatku USB
portov je možné použiť rozbočovač (anglicky hub). Zariadenia sa môžu pripájať, používať
a odpájať počas prevádzky zbernice. Prepojovacie káble a konektory sú štandardizované,
čo umožňuje jednoduché pripojenie zariadení.
USB systém obsahuje host, koreňový rozbočovač (anglicky root hub), rozbočovače, za-
riadenia, káble a konektory.
Obr. 2.1: USB systém
Host komunikuje s koreňovým rozbočovačom. Koreňový rozbočovač má jeden USB port.
Na tento port sa pripája zariadenie alebo ďalší rozbočovač. Za sebou môže nasledovať
maximálne päť rozbočovačov.
2.2 Komunikácia
Host je riadiaci prvok USB zbernice. Vyzýva pripojené zariadenia a rozbočovače na komu-
nikáciu. V jeden okamih je vyzvané maximálne jedno zariadenie. Táto výzva prebehne tak,
že host vyšle token paket s adresou zariadenia a endpointu. Zariadenie, ktoré rozozná svoju
adresu, môže komunikovať.
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Komunikácie sa môže zúčastniť host, zariadenie a rozbočovač. Príjemca potvrdzuje pri-
jatie dát. Zariadenia navzájom nekomunikujú.
Posielajúca strana po obdržaní výzvy posiela dáta. Prijímajúca strana potvrdzuje správne
prijatie dát. Pri zahltení môže prijímajúca strana odmietnuť prijať dáta. Rovnako aj po-
sielajúca strana pri nedostatku dát môže odmietnuť dáta poslať. V týchto prípadoch host
zopakuje prenos neskôr.
2.2.1 Endpoint
Endpoint je adresovateľný buffer v zariadení. Spolu s adresou zariadenia tvorí jednoznačnú
adresu zdroja alebo cieľa dátového toku počas komunikácie. Medzi vlastnosti endpointu
patria:
• Číslo (unikátne v rámci zariadenia).
• Veľkosť buffra. Udáva maximálnu možnú veľkosť prenášaného dátového paketu.
• Typ a smer dátového prenosu. Prenos v smere zariadenie→host sa značí IN, naopak
OUT. Endpoint môže byť jednosmerný (IN alebo OUT) alebo obojsmerný (IN aj OUT
zároveň).
• Nároky na prenosové pásmo.
Zariadenie môže mať šestnásť endpointov. Dva rôzne endpointy môžu mať rovnaké číslo,
ale musia mať rôzny smer dátového prenosu.
Endpointy umožňujú vytvárať logické dátové kanály. Napríklad MP3 prehrávač s flash
pamäťou a SD kartou by mohol mať štyri endpointy. Dve dvojice endpointov by tvorili
logické kanály pre komunikáciu s pamäťami. Jeden endpoint v rámci dvojice by slúžil na
príjem a druhý na posielanie dát.
Endpoint 0 je obojsmerný endpoint povinne obsiahnutý v každom zariadení.
2.2.2 Pipe
Rúra (anglicky pipe) je asociácia endpointu v zariadení s buffrom, ktorý obsahuje host. Rúra
je logický kanál pre komunikáciu. Dátové prenosy v rúrach sú navzájom nezávislé. Rúra
podporuje práve jeden typ prenosu. Zariadenie môže používať viacero rúr. USB rozlišuje
dva typy rúr:
• Stream: prenášajú neštrukturované dáta. Sú jednosmerné.
• Message: prenášajú dáta s určitou štruktúrou, môžu byť obojsmerné. Patrí sem




Komunikácia na vyššej úrovni abstrakcie prebieha prenosom (anglicky transfer). Prenos
prebieha cez rúru. USB rozlišuje štyri typy prenosov:
• Control: spoľahlivý prenos používaný napríklad na konfigurovanie zariadenia a ovlá-
danie ostatných rúr.
• Interrupt: spoľahlivý prenos s garantovaným spozdením.
• Bulk: spoľahlivý prenos veľkého množstva dát. Nemá garantované prenosové pásmo.
• Isochronous: nespoľahlivý prenos dát vyžadujúcich doručovanie v pravidelných in-
tervaloch. Host a zariadenie pre tento typ prenosu dohodnú prenosové pásmo so zaru-
čenou dobou doručenia. Tento prenos je vhodný napríklad pre streaming, keď strata
dát je menšie zlo ako spozdenie spôsobené snahou znovu preniesť stratené dáta.
2.3 USB zariadenia
USB zariadenia sa delia do tried (anglicky device classes).
Trieda Príklad USB zariadenia
Audio Zvuková karta
Mass storage USB kľúč
Human interface Myš, klávesnica
Tabuľka 2.1: Vybrané triedy USB zariadení
Toto delenie je zavedené, lebo zariadenia rovnakej triedy majú podobnú funkciu a nároky na
prenášané dáta. Rozbočovač je zariadenie zväčšujúce počet USB portov. Ostatné zariadenia
umožňujú vykonávanie funkcií, na ktoré sú stavané (USB myš, tlačiareň, . . .).
Zariadenia obsahujú informácie, z ktorých sa host dozvie, do akej triedy zariadenie patrí,
koľko má endpointov, typy prenosov a ďalšie podrobnosti. Tieto informácie sú uložené v
deskriptoroch a delia do štyroch skupín:
• Štandardné informácie: sú spoločné pre všetky zariadenia. Patrí sem napríklad
identifikácia výrobcu a trieda zariadenia. Tieto a mnohé ďalšie informácie sú uložené
v device, configuration, endpoint a ďalších deskriptoroch (anglicky descriptor).
• Špecifické informácie (anglicky class specific): sú špecifické pre jednotlivé
triedy zariadení. USB myš obsahuje iné špecifické informácie ako USB kľúč alebo
USB zvuková karta.
• Informácie od výrobcu zariadenia: výrobca môže vložiť informácie podľa svojho
uváženia. Sú však mimo USB štandardu.
• Ovládacie a stavové informácie: momentálne nastavenia zariadenia. Patrí sem
napríklad stav zariadenia (pokapitola 2.5), remote wakeup a self power príznaky.
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2.3.1 Konfigurácia a rozhranie
Konfigurácia (anglicky configuration) je režim činnosti zariadenia, v ktorom zariadenie
vykonáva určitú funkciu. Napríklad multifunkčné zariadenie združujúce tlačiareň, skener a
kopírku môže mať pre každú z týchto funkcií vlastnú konfiguráciu. V jednom okamihu je
aktívna maximálne jedna konfigurácia. Host aktivuje a deaktivuje konfigurácie zariadenia.
Zariadenie po pripojení do USB portu nemá aktívnu žiadnu konfiguráciu.
Konfigurácia obsahuje rozhrania (anglicky interfaces), ktoré sú zložené z endpointov.
Rozhranie je zoskupenie logicky previazaných endpointov. Napríklad spomínaný MP3 pre-
hrávač s internou pamäťou a SD kartou by mohol obsahovať dve rozhrania, pre každú z
týchto pamätí vlastné. Rozhrania v rámci konfigurácie môžu pracovať súčasne.
Každé zariadenie má minimálne jednu konfiguráciu. Konfigurácia má minimálne jedno
rozhranie. Rozhranie má minimálne 0 endpointov.
Host rozlišuje konfigurácie, rozhrania a endpointy na základe ich čísel. Host v požiadav-
kách (anglicky requests) v rámci zariadenia identifikuje príjemcu na základe týchto čísel.
2.3.2 Deskriptory
Deskriptory sú dátové štruktúry s definovaným formátom odkazujúce na seba prostredníc-
tvom identifikačných čísel. Podobajú sa relačnej databáze. Formát deskriptorov sa nachádza
v USB štandarde [12, str. 261-273]. Viacbajtové položky deskriptorov host očakáva v little
endian endianite.
Deskriptory sa rovnako ako informácie v zariadení delia na štandardné (anglicky stan-
dard) a špecifické (anglicky class specific). Medzi štandardné deskriptory patria:
• String descriptor: nepovinný deskriptor. Obsahuje text kódovaný v little endian
UTF-16 kódovaní. Stringové deskriptory sú číslované od 0. Číslo 0 je rezervované pre
deskriptor obsahujúci identifikačné čísla jazykov (anglicky langids) podporovaných
zariadením. Ostatné čísla sú použiťeľné pre stringové deskriptory.
• Device descriptor: obsahuje základné informácie o zariadení, ktoré platia globálne
pre všetky konfigurácie (anglicky configuration). Patrí sem verzia USB štandardu
podporovaná zariadením, maximálna veľkosť paketu v control pipe, počet konfigurácií
a ďalšie.
• Device qualifier: popisuje správanie high-speed zariadenia závislé na nastavenej
rýchlosti (full-speed, high-speed, . . .). Nepotrebuje ho full-speed zariadenie a ani za-
riadenie, ktoré sa pri všetkých rýchlostiach správa rovnako.
• Configuration descriptor (konfiguračný deskriptor): udáva počet rozhraní (an-
glicky interfaces) v danej konfigurácii. Obsahuje všetky deskriptory vnorených roz-
hraní, ich endpointov a niekedy aj špecifické deskriptory. Host identifikuje konfigu-
račné deskriptory na základe hodnoty bConfigurationValue. SET CONFIGURATION
požiadavka s hodnotou odpovedajúcou bConfigurationValue v konfiguračnom des-
kriptore aktivuje príslušnú konfiguráciu.
• Interface descriptor (deskriptor rozhrania): okrem iného obsahuje alternatívne
nastavenia rozhrania a počet endpointov. V rámci konfigurácie sú deskriptory rozhra-
nia číslované od 0. Alternatívne rozhranie 0 znamená žiadne alternatívne rozhranie.
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• Endpoint descriptor: popisuje vlastnosti endpointu v rámci konfigurácie. Endpoint
0 nemá endpoint descriptor.
Kompletný príklad deskriptorov USB myši je na obrázku 6.5.
2.4 USB protokol
Táto podkapitola obsahuje stručný prehľad informácií potrebných pre implementáciu USB
ovládača pre MC9S08JM60. Čerpá z USB štandardu [12, str. 38-55] a internetovej stránky
[11].
2.4.1 Paket
Paket je najmenšia prenesiteľná dátová jednotka na USB zbernici. Skladá sa z troch zá-
kladných častí:
• Sync: začiatok každého paketu. Slúži na synchronizáciu hodín (USB je asynchrónna
zbernica).










Setup transakcia cez control pipe.




V poradí párny dátový paket.






Odosielateľ nemá dáta na odoslanie.
Pozastavenie prenosu na endpointe.
Tabuľka 2.2: Prehľad vybraných paketov
• EOP: ukončuje paket.
USB pozná štyri druhy paketov:
• Token: IN/OUT/SETUP pakety nesú adresu zariadenia (ADDR) a endpointu (ENDP).
Host nimi vyzve zariadenie a endpoint na komunikáciu.
Sync PID ADDR ENDP CRC5 EOP
Tabuľka 2.3: IN/OUT/SETUP paket
SOF paket nesie číslo rámca (frame number) používané pri synchronizácií isochrnón-
nych endpointov.
Sync PID Frame number CRC5 EOP
Tabuľka 2.4: SOF paket
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• Data: môže niesť 0 až 1024 bajtov prenášaných dát. USB modul na MC9S08JM60 li-
mituje množstvo prenášaných dát v dátových paketoch na maximálne 64 bajtov.
Sync PID DATA CRC16 EOP
Tabuľka 2.5: Dátový paket
• Handshake: spoľahlivé prenosy (všetky okrem isochronous) používajú handshake
pakety pre potvrdzovanie. NAK znamená, že zariadenie dočasne nemôže preniesť dáta
(napríklad počas nehybnosti USB myši). STALL slúži na oznámenie mimoriadnych
stavov, ktoré musí vyriešiť host (napríklad chyba počas čítania z USB kľúča).
Sync PID EOP
Tabuľka 2.6: Handshake paket
• Special: slúžia na komunikáciu high-speed zariadení a high-speed rozbočovačov.
2.4.2 Data toggle synchronization
Host a zariadenie musia počas komunikácie ostať správne zasynchronizované. Na tento
účel sa u full-speed zariadení používajú DATA0 a DATA1 pakety. Každý endpoint má
pre každý smer prenosu vlastný data toggle bit. Vysielajúci endpoint neguje data toggle
bit po správnom poslaní transakcie. Prijímací endpoint neguje data toggle bit keď prijme
DATA[0/1] paket odpovedajúci hodnote jeho data toggle bitu. Tento proces vyžaduje, aby
vysielajúci aj prijímajúci endpoint mali na začiatku prenosu rovnako nastavený data toggle
bit. Výpadok synchronizácie sa prejaví prijatím iného DATA[0/1] paketu ako je hodnota
data toggle bitu. Tento stav môžu komunikujúce strany detekovať a riešiť.
2.4.3 Prenosy podrobnejšie
Prenos sa skladá z transakcií (anglicky transactions) a transakcie sa skladajú z paketov.














Tabuľka 2.7: Prenos, transakcie, pakety
Transakcie isochronous prenosu nemajú handshake paket, lebo nekontrolujú správne doru-
čenie. Väčšina transakcií sa skladá z troch paketov:
• Token: posiela ho host. Obsahuje výzvu na komunikáciu. Nesie adresu zariadenia,
endpointu, typ a smer transakcie. Týmto sa naadresuje zariadenie a endpoint a pre-
nesie sa informácia o smere transakcie.
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• Data: počas IN transakcie ho posiela zariadenie, pri OUT transakcii host. Nesie
prenášané dáta.
• Handshake: posiela ho prijímajúce zariadenie. Nesie informáciu o (ne)správnom pri-
jatí transakcie.
Host má informácie o pripojených zariadeniach a pozná ich nároky na prenosové pásmo.
Vhodne usporiada transakcie, aby vyhovel požiadavkám na odozvu a prenosové pásmo
isochronous a interrupt prenosov.
Prehľad vybraných prenosov
• Riadiaci prenos (anglicky control transfer): prenos prebiehajúci cez control
pipe (endpoint 0). Prenáša dáta používané okrem iného pri konfigurovaní pripojeného
zariadenia. Skladá sa z maximálne troch fáz:
1. Setup fáza: obsahuje setup transakciu zloženú zo SETUP, DATA0 a hands-
hake (ACK, NAK, STALL) paketov. SETUP paket nastavuje data toggle bit
príslušných endpointov na 0.
SETUP DATA0 ACK
Tabuľka 2.8: Setup transakcia
2. Dátová fáza (anglicky data phase): nepovinná. Môže obsahovať niekoľko
IN alebo OUT dátových transakcií podľa množstva prenášaných dát a smeru
prenosu.
3. Stavová fáza (anglicky status phase): obsahuje jednu IN alebo OUT dátovú
transakciu s DATA1 paketom. Ak prebehla dátová fáza, stavová fáza obsahuje
transakciu opačného smeru ako prenos v dátovej fáze (dátová fáza: OUT, stavová
fáza: IN, pre IN dátovú fázu naopak). Ak neprebehla dátová fáza, použije sa IN
transakcia.
Existujú tri varianty riadiaceho prenosu:
◦ Control read: host chce prečítať dáta zo zariadenia. V setup fáze pošle zariade-
niu setup transakciu s jedným DATA0 paketom. Zariadenie odpovedá príslušným
množstvom IN dátových transakcií ktoré používajú DATA0/1 pakety podľa hod-
noty data toggle bitu. Nakoniec host (ne)potvrdí prijatie dát v stavovej fáze,
ktorá sa skladá z jednej OUT transakcie s DATA1 paketom.
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Obr. 2.2: Control read
◦ Control write: host chce zapísať dáta do zariadenia. Prenos prebieha takmer
rovnako ako control read. Zariadenie prijíma OUT transakcie, ktoré posiela host.
Nakoniec zariadenie (ne)potvrdí prijatie dát v stavovej fáze IN transakciou.
Obr. 2.3: Control write
◦ No-data control: riadiaci prenos bez prenosu dát sa skladá zo setup transakcie
počas setup fázy a dátovej transakcie počas stavovej fázy. Zariadenie v stavovej
fáze (ne)potvrdí prijatie požiadavky IN transakciou s DATA1 paketom.
Obr. 2.4: No-data control
Stavová fáza je potvrdzovanie na úrovni vyššej od úrovne transakcií. Slúži na potvr-
denie správnosti požiadavky v setup transakcii. Všetky transakcie riadiaceho prenosu
sú na nižšej úrovni potvrdzované handshake paketom.
13
• Bulk a interrupt prenos: skladajú sa z IN a OUT transakcií. Používajú jedno-
smerné endpointy. Data toggle bit majú nastavený na 0 po aktivovaní a deaktivovaní



















Tabuľka 2.9: Bulk a interrupt prenos
2.5 Stavy USB zariadenia
Zariadenie sa môže nachádzať v nasledovných stavoch [12, str. 239-243]:
• Attached: zariadenie je pripojené do USB portu.
• Powered: zariadenie sa zaplo a odozneli prechodové deje.
• Default: po obdržaní USB bus reset signálu je zariadenie v default stave. Používa
vyhradenú adresu 0 a musí byť schopné reagovať na požiadavky na control pipe.
• Addressed: po nastavení adresy je zariadenie v addressed stave. Na komunikáciu
používa priradenú adresu.
• Configured: host načítal konfigurácie zariadenia a niektorú z nich aktivoval. Všetky
data toggle bity endpointov aktívnej konfigurácie sú nastavené na 0.
• Suspended: pri neaktivite USB zbernice po dobu 1 milisekundy zariadenie prechá-
dza do suspended stavu, v ktorom má malú spotrebu energie. Zachová si adresu a
nastavenia konfigurácie. Zariadenie sa prepne do predošlého stavu, keď detekuje ak-
tivitu na USB zbernici. Pri detekovaní USB bus reset signálu sa prepne do default
stavu.
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Obr. 2.5: Stavy USB zariadenia
2.6 Enumerácia
Enumerácia je proces, v ktorom sa:
• Detekuje pripojenie a odpojenie zariadení.
• Identifikujú zariadenia (trieda, typ, konfigurácie, rozhrania).
• Prideľujú v rámci USB systému unikátne adresy.
Enumerácia po pripojení zariadenia môže prebiehať nasledovne:
1. Rozbočovač, do ktorého USB portu je pripojené zariadenie, informuje host o pripojení
zariadenia. USB port je zatiaľ neaktívny a zariadenie je v powered stave.
2. Host si od rozbočovača vypýta informácie, z ktorých sa dozvie na ktorom USB porte
došlo k pripojeniu zariadenia.
3. Host počká aspoň 100 milisekúnd kým sa zariadenie inicializuje. Potom zapne príslu-
šný USB port a pošle zariadeniu reset signál (prostredníctvom rozbočovača).
4. Po poslaní USB bus reset signálu zariadeniu rozbočovač aktivuje USB port so zaria-
dením. Zariadenie je v default stave a má adresu 0.
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5. Host z device deskriptoru zariadenia zistí maximálnu veľkosť paketu na control pipe.
6. Host priradí zariadeniu v rámci USB systému unikátnu adresu, čím ho prepne do
addressed stavu.
7. Host načíta deskriptory zariadenia.
8. Na základe prenesených deskriptorov host aktivuje niektorú konfiguráciu zariadenia.
Zariadenie prejde do configured stavu.
Po dokončení uvedených krokov je zariadenie pripravené na používanie. Operačný systém
pre komunikáciu so zariadením použije príslušný ovládač. Zariadenie potom môže obdržať
požiadavku na deaktiváciu aktívnej konfigurácie.
Obr. 2.6: Komunikácia počas enumerácie
2.7 Požiadavky
Host posiela zariadeniu požiadavky (anglicky requests). Sú prenášané v setup fáze v DATA0
pakete počas riadiaceho prenosu. Rovnako ako deskriptory aj požiadavky sa delia na štan-
dardné (anglicky standard requests) a špecifické (anglicky class specific requests). Setup
transakcia nesúca požiadavky má nasledovný formát [12, str. 248-249]:
16
Bajty Názov Popis
1 bmRequestType Bitová mapa určujúca smer transakcie
(IN, OUT), typ a príjemcu požiadavky.
2 bRequest Hodnota požiadavky.
3-4 wValue Význam závisí od konkrétnej požiadavky.
5-6 wIndex Význam závisí od konkrétnej požiadavky.
7-8 wLength Počet bajtov na prenesenie počas nepovin-
nej dátovej fázy riadiaceho prenosu.
Tabuľka 2.10: Formát setup transakcie
Zariadenie prijme setup transakciu. Na základe hodnoty požiadavky v položke bRequest
vykoná príslušnú akciu. Počas nepovinnej dátovej fázy môže zariadenie poslať alebo prijať
dáta. Prijímajúca strana počas stavovej fázy (ne)pošle potvrdenie správneho prijatia dát.
V prípade logickej chyby v setup transakcii zariadenie pošle STALL handshake okamžite
po detekovaní chyby. Prehľad štandardných požiadaviek a ich hodnôt [12, str. 250-260]:
• GET STATUS (0): žiadosť o remote wakeup, self power a endpoint halt (STALL) prí-
znaky.
• CLEAR FEATURE (1) a SET FEATURE (3): nastavenie remote wakeup, self power a end-
point halt (STALL) príznakov.
• SET ADDRESS (5): nastavenie adresy počas enumerácie. Adresa 0 spôsobí prechod
zariadenia do default stavu.
• GET DESCRIPTOR (6): žiadosť o niektorý z deskriptorov.
• SET DESCRIPTOR (7): upravovanie a pridávanie deskriptorov. Nepovinná požiadavka.
• GET CONFIGURATION (8): žiadosť o číslo aktívnej konfigurácie. 0 znamená žiadnu ak-
tívnu konfiguráciu.
• SET CONFIGURATION (9): nastavenie aktívnej konfigurácie. 0 znamená deaktiváciu
aktívnej konfigurácie.
• GET INTERFACE (10): žiadosť o hodnotu alternatívneho nastavenia rozhrania v ak-
tívnej konfigurácii.
• SET INTERFACE (11): priradenie hodnoty alternatívneho nastavenia rozhrania v ak-
tívnej konfiurácii.





Pri návrhu hardvéru vstavaných USB zariadení s mikrokontrolérom sa používajú dva zá-
kladné prístupy:
• Použitie mikrokontroléru s USB modulom ako perifériou. Patria sem mikrokontroléry
od mnohých výrobcov, napríklad Atmel, Microchip, Freescale (MC9S08JM60 [8]),
Texas Instruments (MSP430) a ďalší. Tento prístup nevyžaduje externý prevodník
z USB zbernice, čím sa zmenšuje počet nevyhnutných súčiastok na doske plošných
spojov. Na druhú stranu, minimálne v prípade mikrokontroléru MC9S08JM60, je
potrebné programovať funkčnosť USB protokolu v aplikácii. Programátor má však k
dispozícii všetku silu, ktorú mu USB poskytuje.
• Použitie prevodníku z USB zbernice pripojeného na mikrokontrolér. Tieto prevod-
níky vyrába množstvo výrobcov. Patria sem napríklad FTDI (FT232H) a Microchip
(MCP2200). Takéto riešenie zaberá viac miesta na doske plošných spojov a progra-
mátor nemá plnú kontrolu nad možnosťami, ktoré USB poskytuje. Na druhej strane
programátor nemusí riešiť množstvo detailov USB komunikácie.
Softvérové prostriedky zachytávania komunikácie
Linux ponúka jednoduché spôsoby na zachytenie komunikácie na USB zbernici, sledovanie
enumerácie, informácie z deskriptorov zariadenia, selektívny suspend zariadení a množstvo
ďalších možností. V kombinácii so silou unixového systému tvorí veľmi mocný nástroj,
ktorého pomoc počas vývoja USB ovládača pre MC9S08JM60 a vstavaných aplikácií USB
myši a USB kľúča je neoceniteľná. Prehľad príkazov a užitočných mechanizmov:
• usbmon [3]: časť kernelu sledujúca komunikáciu na USB zbernici. Sledovanie komuni-
kácie na USB porte 6 možno realizovať napríklad príkazom
$ cat /sys/kernel/debug/usb/usbmon/6t . Zachytenú komunikáciu možno pre-
viesť napríklad do tabuľkovej reprezentácie. Takýmto spôsobom vznikol dodatok B.
Usbmon zobrazuje len prvých 32 bajtov z prenášaných dát. Tento limit by sa však mal
dať zväčšiť úpravou zdrojových kódov.
• lsusb [17] a usb-devices [13]: príkazy pre výpis informácií o pripojených USB za-
riadeniach.
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• usbfs: virtuálny súborový systém. Umožňuje jednoduchý prístup k informáciám o
pripojených USB zariadeniach. Napríklad pre USB myš z kapitoly 6 zapojenú v USB
porte číslo 6 je možné deskriptory získať nasledovne:
$ hexdump -C /sys/bus/usb/devices/6-1/descriptors
12 01 00 02 00 00 00 10 6d 04 16 c0 40 03 01 02
03 01 09 02 22 00 01 01 04 a0 32 09 04 00 00 01
03 01 02 05 09 21 10 01 00 01 22 34 00 07 05 81
03 04 00 0a







Tabuľka 3.1: Obsah výpisu deskriptorov USB myši
• $ dmesg | grep usb : prehľadá kernel ring buffer a vypíše správy súvisiace s USB.
Po pripojení USB myši z kapitoly 6 vypíše:
usb 5-1: new full speed USB device using uhci_hcd and address 5
usb 5-1: configuration #1 chosen from 1 choice
input: Mh74s74/Mhsoft Mouse as
/devices/pci0000:00/0000:00:1d.0/usb5/5-1/5-1:1.0/input/input25
generic-usb 0003:046D:C016.000E: input,hidraw2: USB HID v1.10 Mouse
[Mh74s74/Mhsoft Mouse] on usb-0000:00:1d.0-1/input0
Z vypísaných informácií možno zistiť, že USB myš:
– Je full-speed zariadenie.
– Na USB zbernici používa adresu 5.
– Má jednu konfiguráciu, ktorá je aktivovaná.
– Je v USB porte 5.
– Patrí do HID triedy.
• $ hexdump -C /dev/sdb1 | less a $ sudo cat flashdisk.img > /dev/sdb1 :
čítanie a zápis blokov s veľkosťou, ktorú používa príslušné pamäťové zariadenie. Tento
mechanizmus bol použitý pri ladení a opravách kódu USB kľúča.
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Kapitola 4
USB modul na MC9S08JM60
Táto kapitola čerpá z dokumentácie mikrokontroléru [8], návodu na používanie USB modulu
[14] a skúseností nadobudnutých počas vývoja USB ovládača a vstavaných USB aplikácií.
Mikrokontrolér MC9S08JM60 obsahuje full-speed USB modul podľa USB štandardu
verzie 2.0. USB modul sa stará o všetky nízkoúrovňové záležitosti USB komunikácie od
elektrických signálov a paketov po transakcie. Obsluhu transakcií a spracovanie prenosov
zaručuje aplikácia a USB ovládač v mikrokontroléri. USB modul limituje veľkosť dátových
paketov na 64 bajtov.
V zjednodušenom ponímaní USB modul obsahuje USB transciever, USB serial interface
engine (SIE), napäťový regulátor (VREG), USB RAM, registre a SkyBlue gasket [8, str.
299]. USB modul sa nastavuje cez registre. Endpointy s nastaveniami a dátami sú uložené
v USB RAM. USB modul o udalostiach informuje prerušeniami.
Obr. 4.1: Zjednodušená schéma USB modulu
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Hodiny
USB modul vyžaduje 24MHz bus clock a 48MHz reference clock. Hodinový systém na
mikrokontroléri MC9S08JM60 je potrebné nastaviť do PEE režimu (PLL engaged external).
Ako zdroj hodinového signálu musí byť použitý externý oscilátor alebo kryštál.
Registre
Registre USBCTL0 a CTL obsahujú základné nastavenia USB modulu. Prerušenia sa nasta-
vujú a sledujú cez INTSTAT, INTENB, ERRSTAT a ERRENB registre. Spolu so STAT registrom
tvoria komunikačný kanál, ktorým USB SIE oznamuje udalosti na USB zbernici. FRMNUML
a FRMNUMH sa používajú na synchronizáciu pri isochronous prenosoch. Jednotlivé endpointy
sú ovládané EPCTLn, n  < 0; 6 > registrami a príslušnými buffer deskriptormi v buffer
descriptor table.
Pri prerušení TOKDNEF zaznamenanom v registri INTSTAT je obsah registra STAT nasta-
vený na endpoint, ktorý vyvolal prerušenie.
Napäťový regulátor a transciever
Vypínateľný napäťový regulátor VREG napája USB transciever a pullup odpor. Napäťový
regulátor nesmie byť zapnutý súčasne s externým zdrojom napájania pre USB modul. USB
transciever zaisťuje komunikáciu po diferenciálnom páre dátových vodičov USB zbernice.
SkyBlue gasket
SkyBlue gasket spája USB modul a MCU. Mapuje prístupy do USB RAM a registrov USB
modulu.
Serial interface engine (SIE)
USB SIE obsahuje logiku pre prenos transakcií. Buffer endpoitnu a endpoint descriptor
môže používať SIE alebo mikrokontrolér na základe hodnoty OWN bitu v buffer deskriptore.
SIE automaticky posiela NAK handshake, keď host pošle výzvu na komunikáciu cez end-
point, ktorý vlastní mikrokontrolér. Po prenesení transakcie sa vlastníkom endpointu stáva
mikrokontrolér a SIE generuje TOKDNE prerušenie s číslom endpointu a smerom prenosu
transakcie v registri STAT.
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4.1 Komunikácia
Komunikácia prebieha cez prenosy zložené z transakcií. USB modul automaticky spracuje
transakcie. USB ovládač a aplikácia ovládajú USB modul tak, aby správne skladal prenosy
z transakcií.
Pred prenosom dát mikrokontrolér nastaví adresu, kde sa v USB RAM nachádza buffer
príslušného endpointu.
Poslanie transakcie
Poslanie jednej transakcie prebieha v nasledovných krokoch:
1. Mikrokontrolér naplní buffer endpointu dátami. Potom naplní endpoint descriptor po-
čtom bajtov na prenos. Nastaví parametre prenosu a odovzdá endpoint do vlastníctva
SIE.
2. SIE automaticky pošle buffer endpointu po prijatí výzvy na komunikáciu na daný
endpoint.
3. Po poslaní transakcie SIE generuje TOKDNEF prerušenie a odovzdá endpoint do vlast-
níctva mikrokontroléru.
Príjem transakcie
Príjem jednej transakcie je realizovaný v týchto krokoch:
1. Mikrokontrolér naplní endpoint descriptor veľkosťou buffra endpointu. Nastaví para-
metre prenosu a odovzdá endpoint do vlastníctva SIE.
2. SIE automaticky prijme dáta z transakcie po prijatí výzvy na komunikáciu na daný
endpoint.
3. Po prijatí transakcie SIE generuje TOKDNEF prerušenie a odovzdá endpoint do vlast-
níctva mikrokontroléru.




USB RAM [8, str. 317] je časť pamäte mikrokontroléru, ktorá obsahuje buffer descriptor
table a miesto pre buffre endpointov. Ak je USB modul neaktívny, USB RAM môže byť
použitá ako normálna pamäť.
Obr. 4.2: USB RAM
Pre zabránenie časovo závislým chybám (anglicky race conditions) má mikrokontrolér za-
kázaný prístup do pamäte endpointov s ktorými pracuje SIE a naopak.
Buffer descriptor table
Buffer descriptor table je tabuľka obsahujúca buffer descriptor pre každý endpoint. Nachá-
dza sa na prvých 32 bajtoch USB RAM. Za ňou je miesto pre uloženie buffrov endpointov.






















Tabuľka 4.1: Buffer descriptor
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Buffer descriptor [8, str. 318] je zložený z troch registrov:
1. Stavový a riadiaci register (anglicky status & control register):
OWN Vlastník buffra deskriptoru. 0 = mikrokontrolér, 1 = SIE
DATA0/1 PID posledného preneseného dátového paketu
TKPID PID posledného preneseného token paketu
DTS Data toggle synchronization
STALL STALL (endpoint halt) príznak
Tabuľka 4.2: Buffer descriptor: stavový a riadiaci register
2. BC (byte count): register obsahujúci počet bajtov na prenos v jednej transak-
cii. Pri posielaní obsahuje množstvo dát na poslanie. Pri prijímaní obsahuje ma-
ximálnu veľkosť prijímaného paketu. Prijatie väčšieho paketu spôsobí generovanie
INTSTAT ERRORF prerušenia s nastaveným ERRSTAT BUFERRF príznakom.
3. EPADR (endpoint address): adresa buffra endpointu v USB RAM. Buffer musí
byť umiestnený na adrese s posunutím deliteľným 16 oproti začiatku USB RAM. Z
tohoto dôvodu je tvorba endpointov s bufrom menším ako 16 bajtov plytvaním USB
RAM. Hodnota vkladaná do EPADR sa vypočíta podľa vzorca 4.1.
EPADR = (buffer addr - 0x1860) >> 2 (4.1)
4.3 Suspend, resume a remote wakeup
Zariadenie môže mať vlastný zdroj napájania (self powered) alebo môže byť napájané z
USB zbernice (bus powered). Pri neaktivite USB zbernice trvajúcej aspoň tri milisekundy
zariadenie prechádza do suspended stavu. Pri tejto udalosti USB modul generuje SLEEPF
prerušenie. Zbernicou napájané zariadenie musí vtedy prejsť do nízkopríkonového režimu.
Mikrokontrolér toho dosiahne prechodom do stop3 režimu.
Zariadenie sa prebudí zo suspended stavu do predošlého stavu, keď sa obnoví aktivita
na USB zbernici alebo zariadenie detekuje USB bus reset signál. Pri obnove aktivity je
generované INTSTAT RESUMEF prerušenie a USB bus reset spôsobí INTSTAT USBRSTF preru-
šenie. Zbernicou napájané zariadenie musí pred vstupom do stop3 režimu aktivovať low
power resume event nastavením bitu USBCTL0 USBRESMEN na hodnotu 1. Po príchode low
power resume event prerušenia, ktoré prebudí mikrokontrolér zo stop3 režimu, musí ovlá-
dač skontrolovať, že skutočne došlo k obnoveniu aktivity na USB zbernici. Ak k obnoveniu
nedošlo, mikrokontrolér znovu vstúpi do stop3 režimu.
Ďalším dôvodom na vystúpenie zo stop3 režimu je remote wakeup funkcia, ktorou môže
zariadenie prebrať host do aktívneho stavu. Dosiahne sa toho nastavením USBCTL0 USBRESMEN
bitu na hodnotu 1. Tento bit je potrebné ponechať nastavený na hodnotu 1 aspoň po dobu
jednej milisekundy ale nie dlhšie ako pätnásť milisekúnd [12, str. 156].
Zariadenie s vlastným napájaním nemusí prejsť do stop3 režimu ani použiť low po-




USB ovládač pre MC9S08JM60
USB ovládač pre mikrokontrolér MC9S08JM60 implementuje správanie popísané v kapitole
2. Je napísaný v jazyku C. Spracuje požiadavky (anglicky requests) prijímané cez control
pipe, posiela deskriptory, obsluhuje náležitosti enumerácie a implementuje konečný automat
USB zariadenia vrátane spracovenia SUSPEND, RESUME a USB bus reset udalostí.
Ovládač prostredníctvom obslužných funkcií (anglicky callbacks) oznamuje niektoré
udalosti, napríklad (de)aktiváciu konfigurácie.
5.1 Popis funkcie
USB modul, ovládač a aplikácia spolu úzko súvisia. Ovládač obslujuhe endpoint 0. Aplikácia
obsluhuje svoje endpointy a do ovládača vkladá deskriptory.
Obr. 5.1: Prepojenie USB ovládača, aplikácie a USB modulu
Ovládač je riadený prerušeniami. Podľa obsahu registra INTSTAT je v obsluhe prerušení [fun-
kcia usb isr, súbor usb drv.c] od USB modulu vykonaná príslušná akcia. Pri udalostiach
mimo endpointu 0 ovládač volá obslužné funkcie.
Endpoint 0 je počas inicializácie ovládača nastavený na hodnoty z tabuľky 5.1 [funkcia
usb OnReset, súbor usb drv.c]. 0x** znamená, že na hodnote nezáleží. Endpoint 0 nemá
endpoint descriptor. Host očakáva, že endpoint 0 používa riadiaci prenos. Veľkosť buffra
zistí z device deskriptoru.
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Endpoint Adresa Dáta (hex)
0 IN 0x1860 0x08 0x** 0x0C
0 OUT 0x1866 0x88 0x10 0x08
Tabuľka 5.1: Nastavenia buffer deskriptorov endpointu 0 v USB ovládači
Riadiace prenosy a štandardné požiadavky ovládač spracuje automaticky. Riadiace prenosy
ovláda konečný automat navrhnutý podľa podkapitoly 2.4.3 [súbor usb ep0.c].
Obr. 5.2: Konečný automat riadiaceho prenosu
V stave CTRL TRF SETUP ovládač očakáva príchod setup transakcie [funkcia ep0 hdr, súbor
usb ep0.c]. Po vykonaní požiadavky bez dátového prenosu sa stavová fáza realizuje v stave
CTRL TRF STATUS IN. Pri control read prenose ovládač posiela dáta v stave CTRL TRF DATA IN.
V prípade, že ovládač má poslať menej dát, ako host žiadal a toto množstvo je násobkom
veľkosti buffra endpointu 0, ovládač v stave CTRL TRF TRUNC pošle paket o veľkosti 0 baj-
tov, čím hostovi naznačí koniec prenosu. Po poslaní všetkých dát ovládač overí prijatie dát
hostom v stave CTRL TRF STATUS OUT.
5.1.1 Požiadavky
Štandardné požiadavky a prenosy deskriptorov spracuje ovládač bez zásahu aplikácie [fun-
kcia ep0 setup, súbor usb ep0.c].
Požiadavka SET ADDRESS spôsobí nastavenie adresy zariadenia do registra ADDR po po-
slaní stavovej fázy riadiaceho prenosu (stav ADDR PENDING). Týmto sa zaručí prenesenie
stavovej fázy na predošlej adrese (tabuľka B.2, riadok 4).
Ovládač neimplementuje nepovinnú požiadavku SET DESCRIPTOR. Z tohoto dôvodu je
control write prenos neimplementovaný. Prijatie požiadavky SET DESCRIPTOR alebo pokus
o control write prenos spôsobí STALL handshake.
Špecifické požiadavky obdrží apikácia, ktorá ich spracuje vo funkcii usb OnClassReq.
Ak aplikácia požiadavke rozumie, vráti návratovú hodnotu 1. Iná návratová hodnota rov-




Ovládač aplikáciu informuje o udalostiach konfigurácie do príslušnej obslužnej funkcie. Ka-
ždá konfigurácia môže mať vlastnú obslužnú funkciu. Aplikácia v nej musí reagovať na štyri
možné udalosti:
• EVENT ACTIVATE a EVENT DEACTIVATE: (de)aktivácia príslušnej konfigurácie. Apliká-
cia zapne alebo vypne prostriedky spojené s konfiguráciou. EVENT DEACTIVATE môže
prísť aj keď je zariadenie v suspended stave a príde USB bus reset signál.
• EVENT SUSPEND: zbernicou napájané zariadenie ide prejsť do stop3 režimu. Aplikácia
musí vyriešiť všetky náležitosti pred vstupom do stop3 režimu, ako napríklad vypnúť
RTC a podobne. Zariadenie s vlastným napájaním neprejde do stop3 režimu.
• EVENT WAKEUP: prebudenie zo stop3 režimu. Aplikácia nastaví mikrokontrolér tak,
aby zariadenie mohlo pokračovať v pozastavenej funkcii.
Príchod týchto udalostí ukazuje konečný automat udalostí konfigurácie.
Obr. 5.3: Konečný automat udalostí konfigurácie
5.1.3 Deskriptory
Informácie o zariadení sú uložené v deskriptoroch v globálnych premenných.
• Device descriptor: vkladá sa do pripravenej premennej device descriptor.
• Stringové deskriptory: nemajú pevne určené názvy. Pointery na ne sa vkladajú do
poľa *str desc array[]. Identifikačné čísla stringových deskriptorov v ostatných des-
kriptoroch (napríklad iManufacturer v device deskriptore) musia odpovedať umiest-
neniu stringového deskriptoru v poli. Prvá položka poľa (index 0) je vyhradená pre
string descriptor 0 obsahujúci jazykové nastavenia zariadenia.
• Konfiguračné deskriptory: tiež nemajú pevne určené názvy a vkladajú sa do poľa
*cfg desc array[] na indexy o jednotku menšie ako sú príslušné hodnoty
bConfigurationValue. Obslužné funkcie udalostí konfigurácií sa vkladajú do poľa
void (*cfg hdrs[])(uint8 t event). Počet obslužných funkcií musí byť rovnaký
ako počet konfiguračných deskriptorov. Alternatívne nastavnia rozhraní sa vkladajú
do poľa alt interface array[] na príslušné indexy.
• Device qualifier: je neimplementovaný, lebo USB modul na MC9S08JM60 môže
pracovať maximálne vo full-speed režime.
• Špecifické deskriptory: implementuje aplikácia napríklad vo funkcii pre spracovanie
špecifických požiadaviek. USB ovládač zaručí ich prenos cez control pipe.
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5.1.4 Suspend, resume a remote wakeup
Suspend, resume a USB bus reset spôsobia generovanie príslušných udalostí konfigurácie.
USB zbernicou napájané zariadenie pri INTSTAT SPEEPF prerušení zakáže USB preru-
šenia, povolí low power resume event a mikrokontrolér prejde do stop3 režimu [funkcia
usb suspend, súbor usb drv.c]. Pri prebudení zo stop3 režimu ovládač zistí príčinu prebu-
denia. Počká na odoznenie možných prechodových dejov na USB zbernici. Následne zavolá
obslužnú funkciu usb CheckRemoteWakeup, ktorej návratová hodnota rovná jednej spôsobí
poslanie remote wakeup signalizácie. Ak po uplynutí čakacej doby je USB zbernica neak-
tívna, mikrokontrolér sa znovu vráti do stop3 režimu.
Zariadenie s vlastným napájaním nevstupuje do stop3 režimu. Remote wakeup signa-
lizácia je plne pod kontrolou aplikácie.
Obsah stavovej premennej USB zariadenia (v ovládači premenná usb state) ostáva
po prechode do suspended stavu nezmenený. Stav suspended je reprezentovaný príchodom
udalosti EVENT SUSPEND a je platný až do príchodu EVENT WAKEUP alebo EVENT DEACTIVATE
udalostí.
5.1.5 Chyby komunikácie
USB modul oznamuje chyby prostredníctvom INSTAT ERRORF prerušenia s popisom chyby
v ERRSTAT registri. USB ovládač pri inicializácii povolí všetky chybové prerušenia.
Buffer underflow, overflow a väčší paket ako veľkosť buffra na endpointe 0 spôsobia zru-
šenie prebiehajúceho prenosu a očakávanie setup transakcie. Ostatné chyby sú ignorované,
lebo host po neobdržaní handshake paketu skúsi poškodený paket preniesť znovu.
Chyby ostatných endpointov obsluhuje aplikácia v obslužnej funkcii usb OnError.
Príchod INSTAT STALLF prerušenia znamená poslanie STALL handshake na príslušnom
endpointe.
5.2 Štruktúra ovládača
Ovládač sa nachádza v nasledovných súboroch:
• types.h: jednoduché dátové typy.
• usb drv.h: dátové štruktúry USB modulu. Patrí sem napríklad buffer descriptor
table.
• usb.h: dátové štruktúry z USB štandardu, napríklad formát setup transakcie.
• usb descriptors.h: deskriptory a pomocné dátové štruktúry.
• usb drv.c: nízkoúrovňové jadro ovládača, spracovanie prerušení.
• usb ep0.c: riadiace prenosy, spracovanie štandardných požiadaviek.
Dátové typy
Jednoduché dátové typy sú inšpirované normou POSIX. Patria sem int8 t, uint8 t, int16 t,
uint16 t, int32 t a uint32 t. Sú to celočíselné (ne)znamienkové dátové typy o veľkosti 8,
16 a 32 bitov.
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Medzi zložené dátové typy patria:
• Buffer descriptor: tabuľka 4.1. V ovládači struct usb ep descr.
• Buffer descriptor table: obrázok 4.2. V ovládači struct usb bdt.
• Formát setup transakcie: tabuľka 2.10. V ovládači struct usb setup pkt a union
ep0out u.
• Deskriptory: USB štandard [12, str. 262-274]. V ovládači príslušné štruktúry (an-
glicky struct).
Symboly preprocesoru
Počas prekladu ovládača je možné využiť symboly preprocesoru [súbor usb drv.h] pre na-
stavenie remote wakeup (USB REMOTE WAKEUP) a self power (USB SELF POWERED) príznakov.
Symbol VREG EN zapína napäťový regulátor VREG USB modulu.
Funkcie
Ovládač poskytuje nasledovné funkcie [súbor usb drv.h]:
• usb init: zapne USB modul a inicializuje ovládač.
• usb clock init: nastaví hodinový systém MC9S08JM60 do režimu potrebného pre
chod USB modulu. Predpokladá použitie 12MHz kryštálu.
• check remote wakeup: pôvodne privátna funkcia ovládača. Pri zavolaní, nastavenom
remote wakeup príznaku a potvrdení remote wakeup udalosti v obslužnej funkcii
usb CheckRemoteWakeup pošle na USB zbernicu RESUME signalizáciu.
5.3 Použitie USB ovládača a návrh vstavanej USB aplikácie
Ovládač používa len prerušenia od USB modulu. Ostatné periférie a prerušenia nepoužíva.
Nevyžaduje aktívne čakanie.
Na začiatku návrhu je potrebné vedieť prenosové nároky navrhovanej aplikácie. Z nich
návrhár odvodí počet endpointov, veľkosti buffrov a typy prenosov, ktoré sa použijú pre ko-
munikáciu. Potom návrhár vyplní deskriptory a vloží obslužné funkcie. Pri EVENT ACTIVATE
a EVENT DEACTIVATE udalostiach konfigurácie aplikácia zapne a vypne svoje endpointy cez
príslušné EPCTLx registre.
Pred inicializáciou ovládača je potrebné povoiť stop3 režim a nastaviť hodinový systém
mikrokontroléru na hodnoty popísané v podkapitole 4. Nastavenie hodín realizuje funkcia
usb clock init a povolenie stop3 režimu sa nastavuje v registri SOPT1.
Aplikácia musí obsahovať a pred zapnutím endpointov mať správne nastavené všetky
obslužné funkcie. Nedodržanie môže spôsobiť pokus vykonať dáta uložené v direct page
registroch alebo aplikácia nepôjde preložiť.
Symbolmi preprocesoru sa nastavuje počiatočná hodnota self power a remote wakeup
príznakov a zapína sa napäťový regulátor USB modulu.
Na CD so zdrojovými kódmi v adresári src/sablona/ sa nachádza prázdna USB apliká-
cia obsahujúca všetky obslužné funkcie a hlavičkový súbor pre deskriptory aj s komentármi
na vytvorenie USB aplikácie. V kapitolách 6 a 7 je popísaná implementácia USB myši a




USB myš je jedno z najjednoduchších USB zariadení. Patrí do triedy (anglicky device
class) human interface device (ďalej už len HID) [4]. Myš je realizovaná na vývojovej doske
DemoJM [7].
Obr. 6.1: Rozmiestnenie tlačítok na vývojovej doske
Umiestnenie tlačítok myši je limitované umiestnením súčiastok na vývojovej doske.
6.1 Voľba prenosu a nastavenie endpointu
Myš vyžaduje spoľahlivé a čo najrýchlejšie posielanie dát. Týmto požiadavkám vyhovuje
interrupt prenos.
Endpoint Adresa Dáta (hex)
1 0x1866 0x00 0x** 0x10
Tabuľka 6.1: Nastavenia buffer deskriptoru endpointu 1
Buffer descriptor endpointu 1 je po aktivovaní konfigurácie myši nastavený podľa tabuľky
6.1. 0x** znamená, že na hodnote nezáleží. V príslušnom deskriptore endpointu je uvedené,
že endpoint používa interrupt prenos a buffer o veľkosti 4 bajty.
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6.2 Popis funkcie
Myš používa klávesnicový modul (KBI), hodiny reálneho času (RTC), ADC prevodník a
USB modul.
Obr. 6.2: Bloková schéma myši
Myš po zapnutí inicializuje hodiny a zapne USB modul [funkcia main, súbor main.c]. Po
aktivovaní konfigurácie zapne endpoint 1 s perifériami a začne snímať náklon a stav tlačítok
[funkcia mouse cfg, súbor mouse.c].
Obr. 6.3: Zjednodušený vývojový diagram funkcie USB myši
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Pohyb kurzoru
Náklon myši je snímaný akcelerometrom [6]. Pohyb kurzoru je ovládaný náklonom a nie
pohybom vývojovej dosky, lebo pri snímaní pohybu akcelerometer zaznamenáva zrýchlenie.
Po ustálení rýchlosti pohybu vývojovej dosky (nulové zrýchlenie) akcelerometer oznamuje
kľudový stav, takže vývojová doska je síce v pohybe, ale tento pohyb akcelerometer nede-
tekuje.
Akcelerometer prevádza náklon v jednotlivých osiach na napätie, ktoré sníma ADC pre-
vodník. ADC prevodník sekvenčne vzorkuje X a Y výstup z akcelerometra [funkcia adc isr,
súbor mouse.c]. Okolo kľudovej polohy (bez náklonu) sa nachádza tolerančné pásmo, v kto-
rom je náklon ignorovaný. Pri vystúpení z tolerančného pásma je náklon prevedený na číslo
reprezentujúce rýchlosť pohybu kurzoru. Tento prevod je realizovaný tabuľkou [funkcia
move px, súbor mouse.c]. Rýchlosť pohybu kurzoru narastá približne logaritmicky. Veľkosť
tolerančného pásma aj prevodná tabuľka sú empiricky odlaborované.
Tlačítka
Tlačítka sú snímané z klávesnice vývojovej dosky. Klávesnicový modul mikrokontroléru de-
tekuje zostupnú hranu na vstupe z tlačítok. Hodiny reálneho času sú použité na odstránenie
zákmitov a detekciu podržania tlačíka. Tieto signály spracuje konečný automat rozlišujúci
stlačenie, podržanie a uvoľnenie tlačítka [funkcia key fsm, súbor mouse.c].
Obr. 6.4: Konečný automat tlačítok
Posielanie dát
Myš posiela dáta pri zmene náklonu alebo stavu ľavého a pravého tlačítka [funkcia
mouse send data, súbor mouse.c]. Posielanie dát z tlačítok pre scroll je spúšťané úrovňou
(anglicky level triggered). V pokoji je interrupt IN endpoint vo vlastníctve mikrokontroléru,
takže žiadosť o prenos dát vyvolá NAK handshake. Host skúsi dáta preniesť neskôr.
Udalosti konfigurácie
Perifériami myši sa rozumejú hodiny reálneho času (RTC) a ADC prevodník. Myš reaguje
na udalosti konfigurácie [funkcia mouse cfg, súbor mouse.c] nasledovne:
• EVENT ACTIVATE: vloží obslužnú funkciu pre endpoint 1. Inicializuje endpoint 1 na
interrupt IN prenos, nastaví buffer endpointu. Zapne endpoint 1, periférie myši a
klávesnicu.
• EVENT DEACTIVATE: vypne endpoint 1, periférie myši a klávesnicu.
• EVENT WAKEUP: zapne periférie myši.
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• EVENT SUSPEND: vypne periférie myši. Endpoint 1 a klávesnica ostávajú zapnuté.
Klávesnica (KBI) ostáva počas suspended stavu aktívna pre účely remote wakeup funkcie.
Pokiaľ to host umožňuje, stlačenie ľubovolného tlačítka na myši ho preberie zo suspended
stavu.
6.3 Deskriptory
Myš obsahuje štandardné informácie a špecifické informácie pre HID class zariadenia. Medzi
špecifické informácie patria:
• HID descriptor: obsahuje informácie o ostatných HID class deskriptoroch. Presný
formát a význam je v HID štandarde [4, str. 22].
• HID report: obsahuje informácie o HID zariadení. Na rozdiel od ostatných deskrip-
torov nie je tvorený tabuľkou, ale je zložený z položiek, ktoré sa dajú spájať do logicky
usporiadaných celkov. Presné informácie možno nájsť v HID štandarde [4, str. 23].
• Physical descriptor: nesie informácie o častiach ľudského tela ovládajúcich HID
zariadenie vrátane vynaloženého úsilia na ovládanie zariadenia. Použitie physical des-
kriptorov je nepovinné. HID report môže odkazovať na physical descriptor.
Štandardné informácie sú uložené v štandardných deskriptoroch. Je v nich uložená konfi-
gurácia s jedným rozhraním a jedným endpointom.
Obr. 6.5: Deskriptory USB myši
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Host predpokladá existenciu device deskriptoru a string deskriptoru 0. Z device deskrip-
toru sa dozvie, koľko konfigurácií má zariadenie. Postupne načíta konfiguračné deskriptory,
ktoré sú zložené z interface, endpoint a špecifických deskriptorov. Tieto vnorené deskriptory
sa môžu odkazovať na ďalšie deskriptory (napríklad stringové alebo v prípade myši HID
report).
6.4 Požiadavky
Host posiela myši požiadavky (anglicky requests). Myš môže obdržať štandardné požiadavky
pre prenos informácií uložených v deskriptoroch a špecifické požiadavky pre HID triedu
zariadení. Medzi štandardné požiadavky patria:
• GET DESCRIPTOR: slúži na prenos HID deskriptorov. Host si prostredníctvom tejto
požiadavky vypýta HID report a prípadné physical deskriptory.
• SET DESCRIPTOR: nepovinný, USB ovládačom nepodporovaný.
Nepodporované, neznáme a chybné požiadavky spôsobia nastavenie STALL príznaku na
control pipe. Medzi špecifické požiadavky patria:
• GET REPORT: povinne implementovaná požiadavka, cez ktorú si host vyžiada HID re-
port.
• SET REPORT: slúži na uloženie HID reportu do zariadenia. Táto implementácia myši
ho nepodporuje.
• SET IDLE: používa sa na pozastavenie dátového prenosu na interrupt IN pipe na určitú
časovú dobu alebo kým nenastane určitá udalosť.
• GET IDLE: komplementárna požiadavka k SET IDLE slúžiaca na zistenie aktuálnej idle
hodnoty. Formát idle hodnoty je popísaný v HID štandarde [4, str. 52-53].
• GET PROTOCOL: zisťuje aký protokol (boot alebo report) je momentálne aktívny.
• SET PROTOCOL: nastavuje aktívny protokol (boot alebo report).
GET REPORT požiadavku musia poznať všetky HID zariadenia. GET PROTOCOL a SET PROTOCOL
požiadavky musí HID zariadenie podporovať, aby bolo použiteľné počas bootovania (naprí-
klad v BIOSe).
6.5 Prenášané dáta
Dáta posielané myšou popisuje HID report, ktorý sa dá poskladať podľa potreby. V tomto
prípade obsahuje popis dát o veľkosti štyri bajty podľa obrázku 6.6.
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Obr. 6.6: Dáta posielané myšou
Prvý bajt reprezentuje stav tlačítok vo forme bitového poľa. Ľavé a pravé tlačítko sa posiela
len pri zmene stavu (stlačenie alebo uvoľnenie).
Nasledujúce dva bajty obsahujú smer pohybu kurzoru s hodnotami od -127 do 127.
Posledný bajt nesie scroll hodnotu. Na typickej myši sa jedná o smer otáčania kolieska.
Vývojová doska nič také nemá, takže scroll je riešený cez tlačítka. Posiela sa periodicky




USB kľúč patrí do triedy mass storage [5]. Z dôvodu použitia SD karty na ukladanie dát je
realizovaný na školskej vývojovej doske s vlastným napájaním (self power).
USB kľúč obsahuje SD kartu s kapacitou 127MB. Pre zmenu kapacity podľa veľkosti
SD karty je možné upraviť odpoveď posielanú na READ CAPACITY (10) SCSI príkaz alebo
doprogramovať automatickú detekciu veľkosti SD karty. Bez zmeny zdrojových kódov je
možné použiť aj väčšiu SD kartu. Pamäťové miesto za prvými 127MB však ostane nevyužité
a existujúci súborový systém môže byť poškodený.
SD karta je k mikrokontroléru pripojená SPI rozhraním. Na ovládanie SD karty je
použitý ovládač z bakalárskej práce [15]. Tento ovládač by v budúcom vývoji bolo potrebné
rozšíriť o výpočet a kontrolu kontrolného súčtu prenášaných dát cez SPI rozhranie, prípadne
vytvoriť vlastný.
V prípade, že USB kľúč bude napájaný z USB zbernice, je nutné doprogramovať rieše-
nie príchodu EVENT SUSPEND udalosti konfigurácie. SD kartu by bolo potrebné prepnúť do
suspended režimu a po príchode udalosti EVENT WAKEUP ju z neho prebrať.
USB kľúč s vlastným napájaním po príchode tejto udalosti neprejde do stop3 režimu.
SPI modul ostane aktívny a prípadný momentálne medzi mikrokontrolérom a SD kartou
prenášaný blok sa prenesie po obslúžení udalosti konfigurácie.
7.1 Bulk-only transport
Táto podkapitola čerpá z bulk-only transport špecifikácie [5]. Podrobný popis riešenia chy-
bových stavov je možné nájsť v spomínanej špecifikácii.
USB kľúč je ovládaný SCSI príkazmi. S hostom komunikuje cez bulk-only transport.
Ten sa delí na 3 fázy:
1. Príkazová fáza: nesie príkaz od hosta prenesený cez command block wrapper (ďalej
už len CBW ).
2. Dátová fáza: nepovinná. Host a USB kľúč prenášajú dohodnuté množstvo dát do-
hodnutým smerom.
3. Stavová fáza: nesie stav príkazu poslaný USB kľúčom cez command status wrapper
(ďalej už len CSW ).
Dátová fáza prenosu je pre jeden CBW jednosmerná. Bulk-only transporty sa nezanorujú.
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Obr. 7.1: Bulk-only transport
7.1.1 Command block wrapper









Tabuľka 7.1: Command block wrapper
CBW sa začína položkou dCBWSignature s hodnotou 0x55534243 (big endian, ’USBC’ v
ASCII). Je to jeden z kontrolných mechanizmov na detekciu straty sychnronizácie. dCBWTag
je číslo identifikujúce konkrétny CBW. dCBWDataTransferLength je počet bajtov, ktoré
chce host preniesť počas dátovej fázy. Siedmy bit v bmCBWFlags určuje smer prenosu, 0
znamená zápis (OUT) a 1 znamená čítanie (IN). bCBWLUN je logická jednotka USB kľúča,
ktorej je príkaz určený. bCBWCBLength nesie dĺžku príkazu v CBWCB. CBWCB je telo príkazu,
ktorý má USB kľúč vykonať.
7.1.2 Command status wrapper
Command status wrapper (CSW ) je paket zaberajúci 13 bajtov nesúci stav vykonania






Tabuľka 7.2: Command status wrapper
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CSW sa začína položkou dCSWSignature s hodnotou 0x55534253 (big endian, ’USBS’ v AS-
CII). Má rovnaký význam ako dCBWSignature u CBW. dCSWTag obsahuje hodnotu dCBWTag
z príslušného CBW. V dCSWDataResidue sa nachádza rozdiel medzi počtom bajtov, ktoré
chcel preniesť host a ktoré boli naozaj prenesené. Stav vykonania príkazu je v bCSWStatus.
USB kľúč môže poslať nasledovné stavy:
• GOOD STATUS (0x00): úspešné vykonanie príkazu.
• COMMAND FAILED (0x01): nemožnosť vykonania príkazu USB kľúčom.
• PHASE ERROR (0x02): nezotaviteľná chyba. Host tento stav rieši poslaním špecifickej
požiadavky BULK ONLY MASS STORAGE RESET, čím uvedie USB kľúč do známeho stavu.
7.1.3 Chyby
Počas bulk-only transportu môže nastať množstvo rôznych chýb. Niektoré nastanú už počas
prijatia CBW, iné nastanú až počas dátového prenosu.
• USB kľúč prijme nesprávny CBW (nesedí dCBWSignature, nesprávna veľkosť
paketu, . . .): USB kľúč nastaví STALL príznaky na bulk IN aj OUT endpointe.
• Nastane chyba počas dátového prenosu (chyba čítania/zápisu): USB kľúč na-
staví STALL príznak na príslušnom endpointe a pošle PHASE ERROR stav v CSW.
• USB kľúč potrebuje poslať menej dát, ako host žiada (MODE SENSE SCSI
príkaz): USB kľúč pošle toľko dát, koľko môže. Ak je veľkosť prenesených dát násob-
kom veľkosti buffra bulk IN endpointu, USB kľúč pošle paket s dĺžkou 0 bajtov, aby
host zistil koniec prenosu dát. USB kľúč následne pošle CSW s dSCWDataResidue
nastaveným na rozdiel vyžiadaných a poslaných dát.
• Host posiela viac dát, ako uviedol v dCBWDataTransferLength v CSW: USB
kľúč nastaví STALL príznak na bulk OUT endpointe.
• USB kľúč obdrží nevykonateľný SCSI príkaz: nastaví STALL príznaky na bulk
IN aj OUT endpointe a pošle COMMAND FAILURE v CSW počas stavovej fázy.
Host po obdržaní STALL handshake pošle CLEAR FEATURE požiadavku cez control pipe pre
odstránenie STALL príznaku na príslušnom endpointe. Potom sa pokúsi prijať CSW. Ak
CSW obsahuje PHASE ERROR stav, host pošle cez control pipe
BULK ONLY MASS STORAGE RESET požiadavku, čím uvedie USB kľúč do známeho stavu.
7.2 Voľba prenosu a nastavenia endpointov
USB kľúč vyžaduje obojsmerný spoľahlivý prenos veľkého množsta dát. Na tento účel je
použitý bulk prenos. USB kľúč má 2 endpointy. Endpoint 1 je bulk IN, endpoint 2 je bulk
OUT. Všetky majú buffer o veľkosti 64 bajtov. Pinpong buffer nie je použitý z dôvodu
nedostatku USB RAM.
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Endpoint Adresa Dáta (hex)
1 IN 0x1866 0x00 0x** 0x10
2 OUT 0x1869 0x88 0x40 0x20
Tabuľka 7.3: Nastavenia buffer deskriptorov endpointov 1 a 2
Pred príchodom transakcií sú endpointy 1 a 2 nastavené podľa tabuľky 7.3. 0x** znamená,
že na hodnote nezáleží. V príslušných deskriptoroch endpointov je uvedené, že endpointy
používajú bulk prenos a buffre o veľkosti 64 bajtov.
7.3 Popis funkcie
USB kľúč pri zapnutí inicializuje hodiny a očakáva SD kartu pripojenú na SPI1 rozhranie
[funkcia main, súbor main.c]. V prípade, že sa tam SD karta nenachádza, je potrebné kartu
pripojiť a resetovať mikrokontrolér. Pri aktivovaní konfigurácie sa zapnú endpointy [funkcia
flashdisk cfg, súbor flashdisk.c].
Obr. 7.2: Zjednodušený vývojový diagram funkcie USB kľúča
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Prenos dát a príkazov
Bulk-only transport je riadený konečným automatom [funkcie flashdisk in,
flashdisk send data, flashdisk out, flashdisk receive data, súbor flashdisk.c]. Po
aktivovaní konfigurácie alebo prijatí požiadavky BULK ONLY MASS STORAGE RESET je auto-
mat v stave príjmu CBW.
Obr. 7.3: Konečný automat riadiaci bulk-only transport
Po prijatí CBW [funkcia parse cbw, súbor flashdisk.c] USB kľúč podľa aktuálneho SCSI
príkazu [funkcia parse scsi cmd, súbor flashdisk.c] pošle dáta (TRF DATA IN), pošle dáta
z SD karty (TRF SD DATA IN), zapíše dáta na SD kartu (TRF DATA OUT) alebo neprenesie
dáta, ak to príkaz nevyžaduje. Stav TRF TRUNC sa používa, keď USB kľúč posiela menej
dát, ako host žiadal a súčasne ich množstvo je násobkom veľkosti buffra endpointu [fun-
kcie flashdisk in, flashdisk send data, súbor flashdisk.c]. Tento stav slúži na poslanie
paketu s dĺžkou 0 bajtov, čím host zistí koniec dátového prenosu.
V stave TRF SD DATA IN USB kľúč sekvenčne číta a posiela bloky z SD karty, kým
neprenesie toľko dát, koľko host žiadal.
Analogicky USB kľúč funguje v stave TRF DATA OUT, keď rovnakým spôsobom sekvenčne
zapisuje bloky na SD kartu.
Veľkosti buffrov SD karty a endpointu sú rôzne. Buffer endpointu má veľkosť 64 bajtov
a buffer SD karty 512 bajtov. Pre prenos jedného bloku SD karty je potrebné preniesť osem
dátových transakcií po USB zbernici. Tento prevod realizuje konečný automat schopný čítať
aj zapisovať do USB kľúča a súčasne zaručuje sekvenčný prenos blokov SD karty oboma
smermi.
Nakoniec USB kľúč v stave TRF CSW pošle CSW pre CBW prijatý na začiatku spraco-
vania príkazu [funkcia tx csw, súbor flashdisk.c]. V prípade výskytu chyby sa postupuje
podľa scenára popísaného v podkapitole 7.1.3.
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Udalosti konfigurácie
USB kľúč reaguje na udalosti konfigurácie nasledovne:
• EVENT ACTIVATE: vloží obslužné funkcie pre endpoint 1 a 2. Inicializuje endpointy na
bulk IN a bulk OUT prenosy, nastaví buffre endpointov. Zapne endpoint 1 a 2.
• EVENT DEACTIVATE: vypne endpoint 1 a 2.
• EVENT SUSPEND, EVENT WAKEUP: ignoruje, lebo je napájaný z vlastného zdroja (self
powered). V prípade, že by bol napájaný z USB zbernice (bus powered), muselo by
sa riešiť nasledovné:
1. Prerušenie prebiehajúcej komunikácie medzi SD kartou a SPI1 rozhraním mik-
rokontroléru.
2. Uvedenie SD karty do suspended stavu [10, str. 4].
3. Prebudenie SD karty do normálneho stavu [10, str. 4].
7.4 Deskriptory a špecifické požiadavky
USB kľúč obsahuje len štandardné informácie v štandardných deskriptoroch. V konfigura-
čnom deskriptore je uvedené, že toto zariadenie patrí do mass storage triedy, používa SCSI
príkazy a komunikuje cez bulk-only transport.
Konfiguračný deskriptor (tabuľka B.2, riadok 12) odkazuje na dva bulk endpointy s
bufframi o veľkosti 64 bajtov každý.
Mass storage trieda využívajúca bulk-only transport pozná dve špecifické požiadavky:
• GET MAX LUN: slúži na zistenie počtu logických jednotiek obsiahnutých v USB kľúči.
Zariadenia používajúce SCSI príkazy môžu byť rozdelené na logické jednotky (anglicky
logical units), ktoré môžu byť adresované v jednotlivých SCSI príkazoch.
• BULK ONLY MASS STORAGE RESET: uvádza konečné automaty USB kľúča do známeho
stavu. Host môže poslať USB kľúču túto požiadavku napríklad po zistení chyby počas
dátového prenosu.
7.5 Prenášané dáta
Cez bulk IN a OUT endpointy sa bulk-only transportom prenášajú SCSI príkazy (CBW,
CSW) a dáta podľa popisu v podkapitole 7.1.
SCSI príkazy
SCSI príkazy sú posielané v príkazovej fáze. Nachádzajú sa v CBWCB položke CBW. Exis-
tuje množstvo SCSI príkazov v niekoľkých verziách. Podrobný prehľad SCSI príkazov sa
nachádza v referenčnom manuáli SCSI príkazov [9]. USB kľúč používa nasledovné SCSI
príkazy:
1. TEST UNIT READY: test pripravenosti USB kľúča [9, str. 210].
2. START STOP UNIT: zapnutie alebo vypnutie logickej jednotky alebo pamäťového média
[9, str. 205].
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3. SYNCHRONIZE CACHE (10): synchronizácia vyrovnávacej pamäte USB kľúča s SD kar-
tou [9, str. 208].
4. REQUEST SENSE, MODE SENSE (6): žiadosť o prenos príslušných informácií o USB kľúči
[9, str. 181 a 97].




5 ADDITIONAL LENGTH (N-4) Prídavná dĺžka (32)
6-8 Príznaky
9-16 T10 VENDOR IDENTIFICATION Identifikácia výrobcu
17-32 PRODUCT IDENTIFICATION Identifikácia produktu
33-36 PRODUCT REVISION LEVEL Revízia produktu
. . .
Tabuľka 7.4: Odpoveď na INQUIRY príkaz
6. READ CAPACITY (10): zistenie kapacity USB kľúča [9, str. 142]. Odpoveď má nasle-
dovný formát:
Bajty Položka Popis
1-4 RETURNED LOGICAL BLOCK ADDRESS Počet blokov
5-8 BLOCK LENGTH IN BYTES Veľkosť bloku
Tabuľka 7.5: Odpoveď na READ CAPACITY (10) príkaz
Pre tento konkrétny USB kľúč s kapacitou 127MB (127139840B) je poslaná odpoveď
0x0003C9FF 0x00000200, ktorá znamená 248320 blokov o veľkosti 512B.
7. READ (10), WRITE (10): čítanie [9, str. 124] a zápis [9, str. 232] dát. CBWCB týchto
príkazov má nasledovný formát:
Bajty Položka Popis
1 OPERATION CODE Kód príkazu (0x28 read, 0x2A write)
2 RD/WR PROTECT|DPO|FUA|FUA NV Príznaky
3-6 LBA Adresa bloku
7 GROUP NUMBER Číslo skupiny
8-9 TRANSFER LENGTH Počet bajtov na prenos
10 CONTROL Ukončenie (0x00)
Tabuľka 7.6: Formát príkazov READ (10) a WRITE (10)
Flash pamäť v SD karte je organizovaná do blokov o veľkosti 512 bajtov [10, str. 78,
Max Block Length]. Tieto bloky sú jednoznačne identifikované lineárnou adresou bloku
(anglicky linear block address, skrátene LBA). Pri zápise a čítaní host adresuje blok
pamäte a udáva, koľko bajtov potrebuje preniesť. Z týchto informácií USB kľúč vie,
koľko a ktorých blokov má preniesť. Počiatočné číslo bloku odpovedá položke LBA vo
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formáte príkazov READ (10) a WRITE (10). Množstvo prenášaných dát sa nachádza
vo formáte príkazov v položke TRANSFER LENGTH a v CBW v položke bCBWCBLength.
8. PREVENT ALLOW MEDIUM REMOVAL: zakazuje alebo povoľuje odpojenie média [9, str.
121].
Dáta
Dáta sú prenášané počas dátovej fázy. Na USB zbernici sa používajú transakcie s maximál-




Cieľom tejto práce je návrh a impementácia USB kľúča a USB myši. Spoločné vlastnosti
USB zariadení implementovaných na MC9S08JM60 sú zhrnuté do USB ovládača pre tento
mikrokontrolér. Vlastným prínosom tejto práce sú vyvinuté aplikácie, USB ovládač, doku-
mentácia a zhrnutie techník zachytávania USB komunikácie.
USB myš aj USB kľúč sú funkčné do takej miery, že sa dajú bežne používať. Boli
testované pod operačnými systémami Linux, Microsoft Windows XP a myš aj pod Micro-
soft Windows 7. USB ovládač je použiteľný pre implementáciu vstavaných USB aplikácií
a obsahuje prostriedky pre tvorbu zložitejších USB aplikácií, ktoré majú viac ako jednu
konfiguráciu a jedno rozhranie.
Voľba USB prenosov a veľkostí buffrov endpointov pre jednotlivé aplikácie je popísaná
v podkapitolách 6.1 a 7.2. Nastavenia buffer descriptorov v buffer descriptor table pri ak-
tivovaní konfigurácie sú tiež popísané.
Do budúcnosti je potrebné napísať modul do jadra operačného systému, ktorý dôkladne
otestuje správnu funkčnosť USB ovládača v okrajových podmienkach. USB aplikácie použí-
vajú podobné princípy prenosov ako USB ovládač. Bolo by vhodné umožniť použitie funkcií
ovládača v aplikáciach. USB kľúč sa dá prepísať tak, aby SD kartu zapínal a vypínal až pri
príchode START STOP UNIT SCSI príkazu.
Implementované aplikácie sú síce prakticky nie veľmi použiteľné, lebo nie je problém
kúpiť ľahšie ovládateľnú USB myš alebo kapacitou väčší a rýchlejší USB kľúč. Použiteľný
je však USB ovládač pre vstavané USB aplikácie pre MC9S08JM60. Na implementovaných
aplikáciách by malo byť vidno spôsob návrhu vstavaných USB aplikácií.
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• src/*: adresár so zdrojovými kódmi.
• src/mouse/*: zdrojové kódy USB myši.
• src/flashdisk/*: zdrojové kódy USB kľúča.
• src/sablona/*: šablóna pre tvorbu vstavanej USB aplikácie.




V tejto kapitole sa nachádza zachytená komunikácia USB kľúča z kapitoly 7 s operačným
systémom Linux. Zobrazená komunikácia neobsahuje informácie z URB (USB request block,
[1]). Pre plnohodnotný výpis odporúčam zachytiť komunikáciu pomocou nástroja usbmon.
Tabuľka B.1 obsahuje vybraný úsek komunikácie počas čítania dát z SD karty. Komu-
nikácia prebieha podľa mechanizmov popísaných v podkapitole 7.1 a používa bulk prenos.
CBW je v tabuľke B.1 na prvom riadku. Obsahuje dCBWTag 0x0F020000, žiadosť o
čítanie (IN) 69120 bajtov dát, READ (10) príkaz (kód 0x28) pre čítanie od bloku 3045.
Nasleduje samotný prenos dát z SD karty. Pre úsporu miesta je zobrazených prvých 32
bajtov dvoch riadkov. V skutočnosti sa prenieslo 17 riadkov, z toho 16 nieslo 4096 bajtov a
posledný 3584 bajtov dát. Posledný riadok obsahuje CSW. Hodnota dCSWTag je nastavená
na dCBWTag z CBW. USB kľúč správne preniesol všetky požadované dáta, takže CSW nesie
GOOD STATUS a nulové dSCWDataResidue.
Endpoint Smer Dáta (hex) Význam
2 OUT
55534243 0F020000 00E00100 80000A28
0000000B E50000F0 00000000 000000
CBW
1 IN
B80B905F 4B35B4B5 FEFE2F4B A5493AB8





380F8FC6 9B2446DE 8AF2D3D2 53C61625




1 IN ... ...
1 IN 55534254 0F020000 00000000 00 CSW
Tabuľka B.1: Komunikácia USB kľúča počas čítania z SD karty
Tabuľka B.2 obsahuje vybrané úseky komunikácie počas enumerácie. Komunikácia prebieha
cez endpoint 0, používa riadiaci prenos (anglicky control transfer), odpovedá komunikácií
popísanej v podkapitole 2.6 a používa špecifické príkazy z podkapitoly 7.4.
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RiadokAdresa Smer Dáta (hex) Popis





3 0 OUT 00 05 0017 0000 0000 SET ADDRESS(23)
4 0 IN ACK






7 23 OUT 80 06 0600 0000 000A GET DESCRIPTOR(QUALIFIER)
8 23 IN STALL












13 23 OUT 80 06 0300 0000 00FF GET DESCRIPTOR(STRING0)
14 23 IN 04030904 STRING DESCRIPTOR(0)














19 23 OUT 80 06 0303 0409 00FF GET DESCRIPTOR(STRING3)
20 23 IN 08033000 30003100 STRING DESCRIPTOR(3)
21 23 OUT 00 09 0001 0000 0000 SET CONFIGURATION(1)
22 23 IN ACK










27 23 OUT A1 FE 0000 0000 0001 GET MAX LUN
28 23 IN 00 MAX LUN
Tabuľka B.2: Komunikácia USB kľúča počas enumerácie
49
