Abstract. This paper gives a short survey on algorithmic aspects of the treewidth of graphs. Some alternative characterizations and some applications of the notion are given. The paper also discusses algorithms to compute the treewidth of given graphs, and how these are based on the different characterizations, with an emphasis on algorithms that have been experimentally tested.
Introduction
For approximately a quarter of a century, the notion of treewidth is used in many graph algorithmic and graph theoretic studies. In the 1980's, several researchers invented independently notions that were strongly related, or equivalent: partial k-trees (Arnborg and Proskurowski, e.g., [3, 7] ), treewidth and tree decompositions (Robertson and Seymour [56] ), clique trees (Lauritzen and Spiegelhalter [47] ), recursive graph classes (Borie [26, 27] ), k-terminal recursive graph classes (Wimer [64, 65] ), decomposition trees (Lautemann [48] ), and context-free graph grammars (Lengauer and Wanke [49] ). See also [61] . Of these, the notions treewidth and tree decompositions became the most used (followed by partial k-trees).
This short survey discusses some applications of the notion of treewidth, and some recent experimental work on computing the treewidth of a given graph. Some of the algorithms to compute the treewidth are based on a different characterization of the notion. A few of such equivalent notions are also briefly surveyed.
Other surveys on treewidth are e.g., [13, 15, 16, 43, 54, 55] .
Definitions and Characterizations
We assume the reader to be familiar with standard notions from graph theory. Throughout this paper, n = |V | denotes the number of vertices of graph G = (V, E). A graph G = (V, E) is chordal, if every cycle in G of length at least four has a chord, i.e., there is an edge connecting two non-consecutive vertices in the cycle. A triangulation of a graph G = (V, E) is a graph H = (V, F ) that contains G as subgraph (F ⊆ E) and is chordal. A triangulation H is a minimal triangulation of G if there does not exist a triangulation H ′ of G with H ′ a proper subgraph of H. A set of vertices S is a separator, if G[V − S] is not connected. A separator is an inclusion minimal separator, if it does not contain another separator as proper subset.
Definition 1.
A tree decomposition of a graph G = (V, E) is a pair ({X i | i ∈ I}, T = (I, F )) with {X i | i ∈ I} a collection of subsets of V , called bags, and T = (I, F ) a tree, such that for all v ∈ V , there exists an i ∈ I with v ∈ X i , for all {v, w} ∈ E, there exists an i ∈ I with v, w ∈ X i , and for all v ∈ V , the set I v = {i ∈ I | v ∈ X i } forms a connected subgraph (subtree) of T . The width of tree decomposition ({X i | i ∈ I}, T = (I, F )) equals max i∈I |X i | − 1. The treewidth of a graph G, tw(G), is the minimum width of a tree decomposition of G. An example of a tree decomposition is shown in Figure 1 .
A permutation π of the vertices of a graph is called an elimination order. Given an elimination order π of the graph G = (V, E), the fill-in graph of G with respect to π is constructed as follows: for i = 1 to n, we add an edge between each pair of higher numbered vertices of the i'th vertex in the order. An example is shown in Figure 2 . When we 'eliminate" vertices with number 1, 3, 5, 6, or 7, no edges are added. The middle graph is obtained when we eliminate the vertex with number 2; the last one when we eliminate the vertex with number 4.
Elimination orderings and triangulations give alternative characterizations of treewidth. See e.g., [15] for a proof. -G has treewidth at most k.
-There is an elimination ordering π of G, such that each vertex has at most k higher numbered neighbors in the fill-in graph with respect to π. -G has a triangulation with maximum clique size at most k + 1.
-G has a minimal triangulation with maximum clique size at most k + 1.
Several algorithms to compute the treewidth of a graph exploit these alternative characterizations. There is an interesting connection between alternative characterizations of chordal graphs, and alternative characterizations of treewidth. Compare the following classic results with Theorem 1.
Theorem 2 (See [37, 58, 39] ). Let G be a graph. The following are equivalent.
-G is chordal.
-G is the intersection graph of subtrees of a tree, i.e., G has a tree decomposition such that each bag is a clique. -G has a perfect elimination scheme, i.e., a permutation of the vertices such that for each vertex, its higher numbered neighbors form a clique.
Applications
In this section, a number of algorithmic applications of treewidth are discussed.
Problems Restricted to Graphs of Small Treewidth
Many problems that are NP-hard (and some that are PSPACE-hard or #P-hard) on arbitrary graphs become linear or polynomial time solvable when the inputs are restricted to graphs with some constant upper bound on the treewidth. These include many of the most famous graph problems, like Hamiltonian Circuit, Independent Set, Vertex Cover, etc. Most well known is the result of Courcelle [33] that each problem that can be formulated in Monadic Second Order Logic (MSOL) can be solved in linear time on graphs of bounded treewidth. For extensions of this result, see e.g., [5, 27] . Also, several problems have tailor-made algorithms that solve them in linear or polynomial time, assuming a constant upper bound on the treewidth of the input graphs. There is a large number of papers with such a result, e.g., [7, 40, 45, 63, 66] . Such algorithms, sometimes based on a notion strongly related to treewidth (pathwidth or branchwidth) have also been used successfully in experimental settings: for the Frequency Assignment problem and for constraint satisfaction (Koster [42, 45] ); for the Traveling Salesman Problem (Cook and Seymour [32] ); for problems on planar graphs (Dorn, see [1] ); for problems on graphs of small pathwidth (Pönitz and Tittmann, see e.g., [34] ). These algorithms usually use dynamic programming and have the following structure. First, a tree decomposition of small width is constructed. Then, one bag is chosen as root. In a bottom-up order, for each bag of the tree decomposition, a table is computed. Given the table of the root bag, one can find the answer to the problem quickly. Exploiting that bags are (usually) separators, for computing a table, only some local information on the vertices in the bag, and the tables of the children of the bag are needed. The time to compute a bag typically is exponential on the size of the bag (and its children), but does not depend on the size of the graph. Thus, when the treewidth is bounded by a constant, the algorithm uses linear time. As the algorithm uses time, exponential in the width of the used tree decomposition, this motivates the research for efficient algorithms to compute the treewidth of graphs. See Section 4.
Probabilistic Networks
Probabilistic networks are the underlying technology of many modern decision support systems. In a probabilistic network, we have a directed acyclic graph, and for each vertex of the graph, a table of conditional probabilities. Each vertex represents a statistical variable, and the (in)dependencies are modeled by the graph structure. A central problem in the use of such networks is inference: given values for some observed variables, we want to compute the probability distributions for the other variables. This problem is #P-hard. The most used method to solve this problem is as follows. First, the moralized graph is build: we add an edge between each pair of vertices that are tail of edges with the same head, and then drop all directions of edges. Then, the algorithm of Lauritzen and Spiegelhalter [47] solves the problem in linear time when the moralized graph has small treewidth. The latter appears to be the case for many probabilistic networks from real-world domains.
Electrical Networks
In a recent book on graph theory, Bollobás [25] describes the theory of computing the resistance of electrical networks. This theory traces back to a paper by Kirchhoff from 1847 [41] . We have a graph (possibly with parallel edges) with two special vertices, which we will call s and t. Each edge has a resistance: a positive number. Given a potential difference between s and t, we ask how much electrical current will flow through the network, and how much the resistance of the entire network will be.
Three laws that allow to transform networks to smaller, equivalent networks are given. The first law (series rule) allows us to remove vertices = s, t that have degree 2. The second law (parallel rule) allows us to remove parallel edges. The third law (star-triangle rule or Y-∆ rule) allows us to remove vertices = s, t of degree three. See Figure 3 . In the first rule, R = R 1 +R 2 ; in the second, we have
, and in the third, When we can apply the rules until we have only a single edge from s to t, then these three rules allow us to compute the resistance of the electrical network. We can use the notion of treewidth to determine for which networks there exists such a series of applications of these three rules that yield a single edge. Note that the order in which we apply rules to vertices matters. Consider the graph shown in Figure 3 .3. Two different orders of selecting vertices for reduction are used. Removal of parallel edges is assumed and not explicitly shown. If we first eliminate c, then we obtain a clique with five vertices, and no rule applies. However, selecting vertices in the order c, b, d, e yields a single edge {s, t}. We may assume that the graph G ′ = (V, E ∪ {s, t} is a biconnected graph. (A biconnected component of G ′ that does not contain both s and t is irrelevant for the computation of the resistance of G.) The next result shows that we can check in linear time (cf. Section 4) if there is an order in which an electrical network can be reduced to a single edge using the rules, and if so, find such an order.
There exists a series of rule applications that reduces G to the single edge {s, t}, if and only if G ′ has treewidth at most three.
Proof. Suppose we have an series of rule applications that reduces G to a single edge {s, t}. Now, take the elimination ordering of G, that puts vertices in the order in which they are removed, and then ends with s, t. For each vertex v ∈ {s, t}, its neighbors (two or three) at the moment it is removed are higher numbered neighbors in the fill-in graph, and thus we have an elimination ordering of G (and of G ′ ) such that each vertex has at most three higher numbered neighbors. So G and G ′ have treewidth at most three. Suppose G ′ has treewidth at most three. G ′ hence is a subgraph of a chordal graph H with maximum clique size four (see Section 2). Repeat the following step. As H is chordal, H has two non-adjacent simplicial vertices (see [39] . A vertex is simplicial if its neighborhood is a clique). As {s, t} is an edge in G ′ and hence in H, there is a vertex v ∈ {s, t} that is simplicial. As v with its neighbors forms a clique, v has degree at most three. As G ′ is biconnected, v has degree two or three. So, we can apply the series or startriangle rule to v, and then remove possibly created parallel edges. Repeat on H[V − {v}] until we have the single edge {s, t}.
⊓ ⊔
Computations
As discussed in Section 3.1, there are many algorithms that first find a tree decomposition, and then use it to solve the problem at hand. As the second step usually is exponential in the width of the tree decomposition, there is a need for efficient algorithms to compute the treewidth of a given graph, and to find tree decompositions with optimal or close to optimal width. In this section, such algorithms will be discussed. Many papers have been written on this topic. Here we focus on algorithms that have been experimentally evaluated.
As for any graph parameter, we can classify the algorithms to compute treewidth into exact algorithms, upper bound algorithms, and lower bound algorithms. In addition, preprocessing is an important technique, which is in several cases of great help.
Upper Bounds
In this section, we discuss a number of algorithms that give upper bounds on the treewidth of the input graphs. Some algorithms have a guaranteed approximation ratio (and hence, can be seen to be lower bound algorithms as well). A typical example are the algorithms by Amir [2] . (See e.g., also [10] .) Other heuristics do not have such a guarantee, but often give tree decompositions with close to optimal width. Construction heuristics take a graph, and build a tree decomposition (or, a different representation, e.g., an elimination ordering.) Improvement heuristics take a tree decomposition (or elimination ordering), and stepwise try to change it to one with smaller and smaller width.
Construction Heuristics Some construction heuristics, like the algorithms of Amir [2] use a technique, known as nested dissection. Here, repeatedly separators are constructed in specific subgraphs of the input graph. Other construction heuristics build an elimination ordering of the graph. As discussed in Section 2, a permutation of the vertices give us an upper bound on the treewidth. Thus, we can use any algorithm or heuristic to build a permutation of the vertices as construction heuristic. Often used heuristics are the Minimum Degree and Minimum Fill-In heuristics (explained below), and algorithms that build elimination orderings that are used for the recognition of chordal graphs: Maximum Cardinality Search, Lexicographic Breadth First Search [62, 11, 58] .
The Minimum Degree heuristic is here explained in terms of tree decompositions. It can also be seen as a heuristic to obtain an elimination ordering. A short proof of the following folklore fact can e.g., be found in [24] .
There is an i ∈ I with W ⊆ X i .
The Minimum Degree heuristic works as follows. If |V | = 1, we take a trivial tree decomposition with one bag. Otherwise, choose a vertex v ∈ V with minimum degree. Let G ′ be the graph, obtained by turning the set of neighbors of v into a clique, and then removing v. Recursively, build a tree decomposition of G ′ . This tree decomposition must contain a bag i which contains all neighbors of v (as this set is a clique in G ′ ). Now, add a new bag which consists of v and its neighbors and make it adjacent to i. This is a tree decomposition of G.
In the Minimum Degree heuristic, we have chosen a vertex of minimum degree: this makes that the bag with this vertex is as small as possible. Other, related heuristics, make different choices for v. The Minimum Fill-In heuristic chooses a vertex v, such that the number of edges added when turning v's neighborhood into a clique is as small as possible. In [8, 31] , some alternative manners to choose v are investigated.
Improvement Heuristics
The Minimum Separating Vertex Sets heuristic of Koster [42] starts with a trivial tree decomposition: one bag containing all vertices, and refines this stepwise, using minimum separators. Other currently proposed improvement heuristics for treewidth use a form of local search. Clautiaux et al. [31] The representation by triangulations can also be used for a postprocessing step in combination with many heuristics. Take a tree decomposition of the input graph G, obtained by some heuristic. Transform this into a triangulation H of G. If this is not a minimal triangulation, we can obtain a subgraph H ′ of H that is a minimal triangulation of G, e.g., with the algorithm of [12] . The corresponding tree decomposition never has a larger treewidth compared to the first one, but sometimes has a smaller treewidth.
Lower Bound Heuristics
Approximation algorithms with a guaranteed approximation ratio give both an upper bound and a lower bound. There are also a number of heuristics that provide only lower bounds. Lower bound heuristics have several uses: if a lower bound matches the upper bound provided by a heuristic, we know we have the exact treewidth; if we have a very large lower bound for the treewidth, we know an approach using tree decompositions and dynamic programming as discussed in Section 3.1 will yield slow algorithms; lower bounds can be used to stop branches in a branch and bound algorithm (see Section 4.3.) If G has treewidth k, then it has a vertex of degree at most k (consider the first vertex of an elimination order). So, the minimum degree is a simple lower bound on the treewidth. It can be improved using the following observation: the treewidth of a subgraph of G is at most the treewidth of G. Thus, the following algorithm, which computes the degeneracy of a graph, yields a lower bound on the treewidth: Set k = 0. While G is not empty, select a vertex v of minimum degree in G. Set k to the maximum of k and the degree of v, then remove v and its incident edges from G and repeat.
The contraction of an edge also does not increase the treewidth: if G ′ is obtained from G by contracting edge {v, w} to x, then a tree decomposition of G can be transformed to one of G ′ by replacing each occurrence of v or w in a bag by x. Thus, instead of deleting a vertex, we contract it to one of its neighbors. Two strategies perform well here: contracting to a neighbor of minimum degree, or contracting to a neighbor that has few common neighbors. See [23] . Instead of using the minimum degree, one can use different bounds, and possibly also combine these with vertex deletion or contraction [46] : the one-but-smallest degree; if G is not complete, the minimum over all pairs v, w of non-adjacent vertices of the maximum degree of v and w (Ramachandramurthi [52, 53] ); the maximum number of visited neighbors of a vertex when it is visited by the Maximum Cardinality Search algorithm (Lucena [50] , see also [19] ). Also, one can run an exact algorithm on a graph, obtained by contracting edges.
A clever method to improve lower bounds, based on adding edges to G was found by Clautiaux et al. [30] . Combining these LBN and LBP-methods with contraction gives further improvement to the lower bounds for many cases [22] .
Seymour and Thomas gave a 'min-max' characterization of treewidth, using the notion of brambles [59] . This was used in [18] to obtain a new type of lower bound method for treewidth. This method appears to work well in particular for graphs that are planar or 'close to planar'.
Exact Algorithms
In theory, for each fixed k, there is a linear time algorithm that tests if a given graph G has treewidth at most k, and if so, finds a tree decomposition of width at most k [14] . However, an experimental evaluation has shown that this algorithm is much too slow in practice [57] . Fortunately, some other algorithms compute for many practical cases the treewidth exactly of (not too large) graphs.
One approach is to build an elimination ordering with a branch and bound algorithm. At each branching step of the algorithm, the next vertex in the elimination ordering is chosen. Several rules, e.g., lower bounds, are used to cut off some branches of the decision tree. See [38, 9] . Note that the different representation of treewidth by elimination orderings is again of great use.
Recently, a dynamic programming of the style of the classic Held-Karp algorithm for the Traveling Salesman Problem has been given [17] . Let for a set S ⊆ V of vertices T W DP (S) be the minimum over all elimination orderings that start with the vertices in S in some order, the minimum over all vertices in S of their number of higher numbered neighbors in the fill-in graph. Clearly, by Theorem 1, the treewidth of G equals T W DP (V ). One can show that for all V ⊆ S, V = ∅, T W DP (S) = min v∈S max(T W DP (S − {v}), |{w ∈ V − S | there is a path from v to w using only vertices in {v} ∪ (V − S)}|. Using this in a dynamic programming algorithm with a few addition optimizations leads to an algorithm that can compute the treewidth for graphs with 30 -60 vertices.
Shoikhet and Geiger [60] has shown that an algorithm of Arnborg et al. [4] can be used to compute the treewidth. This algorithm builds a tree decomposition, and also uses a form of dynamic programming. If k ≤ 3, then there are relatively simple and extremely fast algorithms to test if the treewidth is at most k, and if so, find the corresponding tree decompositions. These are based on reduction. Arnborg and Proskurowski [6] give six rules, illustrated in Figure 5 . A graph G has treewidth at most three, if and only if it is reduced to the empty graph by repeated application of these rules. This gives a linear time algorithm to test if a graph has treewidth at most three, see [51] . It is also possible to construct a tree decomposition of width at most three if existing. Also, the order in which the vertices are eliminated by the rules gives an elimination ordering where each vertex has three higher numbered neighbors in the fill-in graph; see also [21] . 
Preprocessing
For many real-world problems, preprocessing is an extremely important technique. For treewidth, two approaches have been used: reduction (or simplification), and splitting (the divide step of divide and conquer). With these approaches, often significant reductions in problem size can be obtained.
Reduction In [21] , the six rules of Arnborg and Proskurowski for treewidth three are used and generalized for preprocessing graphs for computing treewidth. Besides a graph G, the algorithm maintains a variable low, that gives a lower bound on the treewidth of the original input graph. Each rule modifies G and possibly low, such that the maximum of low and the treewidth of G does not change. Each rule also decreases the size of G. For many graphs from applications, these rules give significant reductions in the size of G. After the preprocessing step, another (e.g., an exact algorithm from Section 4.3) algorithm is used to compute the treewidth of G. The hope is that the size reduction by the preprocessing helps to significantly reduce the time used by this exact algorithm. This technique is also known as simplification. Generalizations of the rules were given in [35] .
Splitting A different form of preprocessing is obtained by using safe separators, i.e., splitting the graph in different parts. As in a divide and conquer algorithm, the treewidth of each part can be computed separately, and the treewidth of the original graph is the maximum of the treewidth of the parts. Let for a graph G ′ and vertex set S, G ′ + clique(S) be the graph, obtained by making S a clique in G ′ , i.e., adding an edge between each pair of non-adjacent vertices in S. In [20] , a separator S ⊆ V is safe (for treewidth) in a graph G = (V, E) [20] , it is shown that the following sets are safe separators, and can be found, if existing, in polynomial time.
-Separators of size at most one.
-Inclusion minimal separators of size two.
-Inclusion minimal separators S of size at least three, such that no component of G[V −S] contains at least |V | − 4 vertices. -Separators that are a clique.
-Inclusion minimal separators S for which there is a v ∈ S with S − {v} a clique.
Conclusions
In this survey, different characterizations and applications of treewidth, and methods to compute the treewidth of a graph were discussed. Experimental and theoretical research benefit from each other. Many of the experimentally tested algorithms are based on interesting combinatorial insights, and the experimental algorithms give rise to new and interesting theoretical questions.
I believe that for testing algorithms experimentally, it is of great importance to make a good selection of the graphs on which to test the algorithms. As random graphs have in general properties that do not need to hold for the graphs encountered in real life applications, I believe one should not rely on only testing the algorithms on randomly generated graphs.
There is a growing number of examples of the fact, that in several cases, the treewidth of graphs can be used to practically solve real-life problems. Of course, small treewidth of the graphs at hand is needed, but appears that in several problem domains, graphs of small treewidth are sufficiently often encountered.
These is much room for additional work. One intriguing question is whether the algorithm of Bouchitté and Todinca [28, 29] , or its form of Fomin et al. [36] can be used in a practical setting to compute the treewidth of a given graph.
