Abstract
Introduction
Cloud computing [1] is an emerging computing technology which makes software even more attractive as a service using on-demand infrastructures. These on-demand infrastructures may enable end users to rent business services or software without installing them at any computer. To achieve this end, multi-tenancy [2] support is defined as the capability of a single software instance to provide its service to several parties simultaneously.
Organizations use the cloud in a variety of different service and deployment models. There are a number of security concerns associated with cloud computing, but these fall into the issues by the providers and their tenants [3] . Access control plays an important part in multitenant applications, which is used to solve the controllability problem of the service and data. An access control list (ACL) specifies which users are granted access to objects, as well as what operations are allowed on given objects. When a subject requests an operation on an object in an ACL-based security model, the authorization system first checks the ACL for an applicable entry to decide whether the requested operation is authorized or not.
There are a number of ACL approaches but these issues fall into two broad categories: role-level and data-level access control. Best practice indicates that traditional Role-based Access Control (RBAC) and its extended models solve the role-level issues neatly. However, we are facing the challenges on how to handle the control of the data-level access. First, we are determining how to describe the data-level access control rules that are complex in practice. Second, we expect to restrict the read/write permissions of users in the cloud. Finally, we expect to define the fine-grained data-level model by two dimensions: row and column.
To address this limitation, this paper describes a fine-grained data-level access control model (FDACM) suitable for multi-tenant applications. Moreover, we discuss two important parts of this model in detail: query privilege model and decision privilege model. The contributions of this paper are divided into several folds. First of all, this model provides finegrained data-level access control to ensure security and privacy of multi-tenant applications. Second, the business is loosely decoupled from this model. We can update the access control rules on the fly without the reboot or modification of the multi-tenant applications in the cloud. Finally, our access control model is accurate to each row and column of fine-grained business data.
The remainder of the paper is organized as follows. Section 2 describes related work on the access control for multi-tenant applications in the cloud. Our fine-grained data-level access control model (FDACM) is explained in section 3. Next, section 4 describes the architecture of multi-tenant applications using our proposed model. Some performance results are shown in section 5. Finally, section 6 provides some conclusions and discusses future work.
Related Work
This section describes related work on some authorization models and systems related to cloud computing.
Access Control Model
Conventional access models, such as mandatory access control (MAC), discretionary access control (DAC), and role-based access control (RBAC), are not designed to enforce data-level policies. MAC [4] refers to a type of access control by which the system constrains the ability of a subject or an initiator to access or generally perform a sort of operations on an object or a target. DAC [5] is a type of access control, as a means of restricting access to objects based on the identity of subjects and/or groups to which they belong. The controls are discretionary in the sense that a subject with a certain access permission is capable of passing that permission on to any other subject. RBAC [6] model, relies on the usage of roles as a set of privileges that could be assigned to a user. It implements the MAC or DAC. However, these access control models provide inadequate support for dynamic column and row of data level, which might be considered when determining user permissions.
Another authorization model is OAuth [7] , which is an open standard for authorization. OAuth provides a method for clients to access server resources on behalf of a resource owner. With the new version OAuth 2.0 [7] , it focuses on client developer simplicity while providing specific authorization flows for different applications. Although OAuth 2.0 is popular, the specification does not give the unified methods to describe the data-level authorization and data-level resources.
For the data-level authorization, this paper describes a fine-grained data-level access control model (FDACM) suitable for cloud computing in which both role-based and data-based access controls are supported. The solution supports and encourages the separation of the authorization decision from the point of use. It might be more flexible than traditional static ACLs because it does not require time-consuming maintenance on ACLs, and rules can be implemented quickly to accommodate the changing requirements. Therefore, RBAC and FDACM are the better solution to function, and data level respectively.
Data-level Access Control Approaches
Currently, there are some data-level access control approaches. The first approach is converting the data-level access control into the function-level one. We also call this method "pseudo data-level" for short. In this way, different functions are designed in case that the operational data are different. That is to say that similar function should be redesigned rather than reused. Obviously, this model decreases the reusability of the functions. In this way, some access control lists (ACL) are described for the resources. The disadvantage of this approach is that maintaining static ACLs is very timeconsuming. For multi-tenant applications, the order of magnitudes of ACL is tenant number * user number per tenant * resource number per user.
The second approach is coupling the authorization checking to the business codes. We also call this method "couple to business" for short. In this way, it judges the roles of the current user to determine which business is to be executed. When authorizati on decisions are weaved into the business, it is very difficult to update the decision criteria once the governing policy changes. For multi-tenant applications, it will become a bottleneck.
The third approach is attribute-based access control (ABAC), which suggests that attributes and rules could either replace RBAC or make it more simple and flexible. Although it has no clear consensus model to date, the approach's central idea asserts that the access can be determined based on various attributes presente d by a subject [8] . However, this approach merely supports the column-based control rather than rowbased one.
The fourth solution is rule-based data-level access control approach. In this solution, data-level access control is described as the business rules. As business rules loosely couple of fixed codes, this solution is superior to the second solution. There are some open-source products to assist this approach. Spring Security [9] provides a ACL plugin to add the support of domain object security to a multi-tenant application. The core plugin and other extended plugins support restricting access to URLs via the rules that include checking a user's authentication status or its roles. It extends this by adding the support for restricting access to instances of individual domain class. The access can be very fine-grained and can define which actions can be taken on an object -these typically include Create, Read, Update, and Delete (CRUD) but you are free to define whatever actions you like. Another software is JBoss Drools [10] , which is a business rule management system (BRMS) with a forward chaining inference based rules engine. The JBoss Drools supports the Java Specification Request (JSR-94) standard [11] for its business rule engine and enterprise framework for the construction, maintenance, and enforcement of business policies in an organization, application, or service. The limitation of these approaches is that the control granularity is not fine -grained.
Access Control for Multi-Tenant Applications
The remainder of this section describes the alternative access control model proposals for cloud applications. Sangroya et al., [12] primarily aimed to highlight the major security issues and proposed a risk analysis approach in current cloud compu ting environments. This approach can be used by a prospective cloud service for analyzing data security risks before putting the confidential data into a cloud computing environment. Moreover, Chow et al., [13] characterized the problems and their impact on the adoption of cloud computing as a way of computation without outsourcing control. They claimed that traditional enterprise authentication and authorization frameworks were not naturally extended into the cloud to deal with multiple cloud resources and integrate cloud security data into their security metrics and policies. The above research illustrated the requirement for new authorization services and models suitable for the cloud computing to provide access control in a distributed and multitenant environment. Yu et al., [14] presented a novel solution for the enforcement of access control and the management of its evolution in cloud environments. They enforced access policies based on data attributes. Almutairi et al., [15] presented a distributed architecture that incorporates principles from security management and software engineering, and proposed a design model for the architecture. They mainly focus on the files in the Cloud rather than the database-level data. Calero et al., [16] informally presented a multi-tenancy authorization system (MTAS) which extends the well-known role-based access control (RBAC) model by building trust relations among collaborating tenants. Subsequent studies formalize this MTAS model and propose extensions for finer-grained cross-tenant trust [17] . However, these access control models do not provide effective database-level access control for rapidly changing multi-tenant applications. Yang et al., [18] designed a role-based multi-tenant access control model, applying the identity management to determine the user's identity and applicable roles. In our previous study [19] , we proposed a transparent data middleware in support of multi-tenancy. Although the data in the cloud are separated logically, the thin granular access control of the row-based and column-based data is not discussed.
Fine-grained Data-level Access Control Model
We propose a solution to data-level access control on multi-tenant applications named finegrained data-level access control model (FDACM). The core ideas of FDACM is identifying authentication using dynamic policies rather than static ACLs. The authentication procedure of multi-tenant applications is firstly identifying functions by RBAC, and then identifying fine-grained data by FDACM. FDACM is composed of the query privilege model and the decision privilege model. Query privilege model is used to describe the row-based and column-based query results that are visible to the users, and decision privilege model is used to describe the operational row-based and column-based data. FDACM meets the requirements of dynamic description of tenants, business data and data query in the form of the proposed expressions.
Lightweight Expression
In order to describe rules of access control, we propose a kind of lightweight expression, which is a powerful expression language that supports querying, filtering and manipulating objects at runtime. The features are driven by the requirements of describing the rules, including constants, session variables, request variables, user defined functions, and method invocation of specific codes. Generally, the operators of the rules consist of relational, logical, mathematical operators. The relational operators (=, <>, <, <=,>, >=, LIKE and IN) are supported using standard operator notation; the logical operators that are supported are and, or, and not; the addition mathematical operator (+, -, *, /, %) can be used on numbers, strings and dates. The complicated operation is composed of the compound of the operations. The format of interpolation is ${expression}, where expression can be all kind of expressions. The interpolation is used to insert the value of the expression converted to text (string). The result of the expression must be a string, number or date value. This is because only numbers and dates will be converted to string by the interpolation automatically. Table 1 shows the common interpolations.
Interpolation

Fine-grained Data-level Access Control Model
An access control list (ACL) is a list of permissions attached to an object. In this section, we give the key components of the fine-grained data-level access control model (FDACM). Complex applications often has the demand on defining access permissions not simply at a web request or method invocation level. Instead, security decisions are forced to comprise both who, where and what. In other words, authorization decisions also need consider the actual domain object and subject when invoking a method.
A
fine-grained data-level access control model is described as "what kind of user will be able to perform what kind of data query at what point at what kind of time".
Therefore, it is defined as 5-tuple: {S, O, W, D, T}, where S and O are the subject and object of this policy respectively, W is the place using this policy, D means the row-based and column-based data of data query, and T indicates the time bucket. This model is time-correlated. It means that the query or decision is authorized to the user in a specific period.
S={tenant, user}$ is the subject that has data-level permission, where tenant is the unique identification of the tenant, and user indicates the affiliation of the subject.
O is a controlled domain object. The query and operational data are a set of object, whose attributed is usually restricted.
W is the place the access is controlled. Generally it is the business methods to be controlled. D is the data-level rules. There are two categories of the data rule. The first category is the row-based data rule. A row-based data rule is recursively defined as rowRule:=(item[, rowRule], op), where item is denoted as (column, op, value), where column and value indicates the attribute name and value of an object, and op is the operator. rowRule is the optional item, and op is the operator. column indicates the attribute of an object. The instances of operators are the relational and mathematical introduced in Section 3.1. Next, we give an example of row-based data rule. If the current user is a administrator, all the students are displayed in the user interface. If the current user is a tutor, only his/her students are displayed in the user interface. We use the JSON-style expression to describe the semantics, denoted as the following.
{"rules":[{"field":"${user.role}","op":"=","value":"administrator"}],
"groups":[ {"rules":[{"field":"${user.role}","op":"=","value":"tutor"}, {"field":"tutor","op":"=","value":"${user.id}"}],"op":"and"} ], "op":"or" } The second category is the column-based data rule. It is recursively defined as columnRule:=(column [, columnRule]), where column indicates the attribute of an object. Next, we give an example of column-based data rule. If the current user is an administrator (a kind of role), all the attributes of the students are displayed, denoted as "*", where * is the wildcard character, which is used to substitute for any other character or characters in a string. If the current user is a tutor (a kind of role), only the student number and name are displayed, denoted as "perNum, perName".
T={start, end} is the valid time bucket, where start and end imply the lifecycle of an access control rule. There are two categories of fine-grained data-level access control models: query privilege model and decision privilege model. Query privilege model is an instance of the fine-grained data-level access control model shown in Figure 1 . For the input to users, privilege engine will execute each policy in order. If the current user for tenants satisfies the user rule of specific query policy, it will return the result of the data query. If the current user does not satisfy all the user segmentation rules, it will show no results.
The following notes describe some conventions. The column-based data privilege reflects in select query, and the row-based data privilege reflects in where query. The sequence of query policy reflects in the priority. The policy with the higher priority is put in the front. Once one user of the tenant satisfies a policy, it will have the proper authorization on its query.
Decision privilege model is another instance of the fine-grained data-level access control model shown in Figure 1 . For the input of users, privilege engine will execute each policy in sequence. If the current user satisfies the user segmentation rule of specific decision policy, it will return the result of the decision. If the current user does not satisfy all the user segmentation rules, it will do nothing without any permission.
The following notes describe some conventions. The sequence of decision policy reflects in the priority. The policy with the higher priority is put in the front. Once one user for tenants satisfies a policy, it will have the proper authorization on its manipulation. authorization system with concurrent invocations. We do the experiment to compare our dynamic authorization model FDACM with static ACL. The time measured includes: submission of the packet through the network, and reception and processing of the required action in the server. Figure 3 shows the average query and decision time of different three solutions. This scenario consists of ten users invoking t he authorization system in parallel. The results show that the execution time of authorization request is nearly constant even when there is an exponential growth of the policies or ACLs. Although the query and decision time of "couple to business" solution is close to the one of FDACM, the FDACM solution is more flexible without the change of the business codes. 
Conclusion
The fine-grained data-level access control model (FDACM) proposed in this paper supports multi-tenancy and data-level access control, which is the combination with traditional RBAC. These features of query privilege model and decision privilege model are intended to provide a convenient authorization service for multi-tenants. We have described the architecture and implementation of the model and demonstrated its scalability. When the business is loosely decoupled from the authorization decision, authorization policies can be updated on the fly and affect business immediately. The case study of FDACM is illustrated further to evaluate the effect of the application in practice.
Future work is targeted in two directions to complete and improve the current proposal. The first target is to provide a uniform identity authentication Cloud service to all the tenants. These features are intended to provide a convenient authorization service for cloud services, such as REST. The second target is to make additional improvements in scalability could be made by experimenting with different underlying databases.
