Abstract. This is a survey of recent researches on 2D tree visualization approaches. The whole paper will focus on 2D layouts for general trees including different styles of node-link diagram, main variations of Treemap, some solutions designed especially for mobile devices, and several hybrid approaches. We are not trying to give an exhaustive list of tree layouts here. Instead, we will introduce new ideas in the main categories of general tree layouts, which may inspire more efficient and creative designs.
Introduction
Since a major part of real world information is hierarchically structured, and tree is a perfect data structure for the storage of hierarchy information, an effective method of tree visualization becomes necessary in a lot applications. This paper will introduce new tree visualization ideas proposed recently. Although there are already some researches on 2.5D [1, 2] and 3D [3, 4] visualization of trees, to narrow down the topic, this paper will only focus on 2D tree visualization methods. For the same reason, we mainly introduce layouts in this paper and very little information about navigation or interaction techniques will be included.
The researches on tree visualization started about half a century ago [5] , and there have been a lot of developed approaches to visualize trees in different situations. Based on how the parent-child relationship is represented, all tree visualization methods can be roughly divided into two large groups, connection methods and enclosure methods [6, 7] . In the following part of this paper, Section 2 will introduce some widely used connection methods; Section 3 will introduce some famous enclosure methods; Section 4 will discuss about other tree visualization methods designed especially for mobile devices; Section 5 will talk about some hybrid methods.
Connection Methods
Connection methods uses node-link diagram to explicitly show the relationships of nodes. They make it very easy for the user to get an immediate perception of the structure. However, usually they are not efficient in display space utilization [6] . The following subsections will introduce some main categories of connection methods.
Level-Based Drawing
In a level-based drawing, all nodes are placed on a set of layers which are several parallel lines in the display area, and typically all nodes from the same level are placed on one unique layer. The structure is pretty explicit in such drawings. However, it usually takes a lot of efforts to improve the space utilization.
Buchheim, Jünger and Leipert summarized 5 aesthetic properties which are commonly required when drawing a rooted tree [8] :
-The y-coordinate of each node corresponds its level.
-The edges do not cross.
-The drawing of a subtree is independent of its position in the tree.
-If the tree is ordered, the ordering information is shown in the drawing.
-The drawing of the reflection of a tree is the reflected drawing of the original tree.
In 1981, Reingold and Tilford proposed the first linear time layout algorithm satisfying all 5 aesthetics, thus it is one of the most famous tree layout algorithms and usually called Reingold-Tilford algorithm now [9] . This algorithm, in a bottom-up direction, recursively draws subtrees independently and puts subtrees with the same parent as close as possible. After all nodes have fixed coordinates, the edges are then inserted accordingly. The Reingold-Tilford algorithm was originally proposed to draw ordered binary trees, but Walker modified it later and successfully made a variation which works for general trees without violating any of the aesthetics [10] . This variation is known as Walker's algorithm in a lot of researches. In 2002, Buchheim, Jünger and Leipert proved that Walker's algorithm does not run in linear time like Walker claimed and presented a modification of Walker's algorithm with linear runtime [8] . So far all variations of Reingold-Tilford algorithm place a parent at the centre of its children, which in fact, according to the research of Marriott and Sbarski, can lead to an unnecessarily large width. By relaxing the requirement of placing a parent exactly in the centre of its children and taking edge lengths into consideration during drawing, Marriott and Sbarski presented a compact version of Walker's algorithm [11] .
When the size varies from node to node, layered drawing may use more space than necessary. In such situations, a non-layered drawing method which places children at a fixed distance from the parent may be more practical. A lot of work on non-layered drawing can be found in the existing literature [12] [13] [14] [15] [16] , however, none of them gave a linear algorithm for the general case. In 2014, Ploeg proposed a non-layered variation of ReingoldTilford algorithm and proved it can run in linear time [17] .
When we allow nodes from different levels to be placed on the same layer, we can obtain a shorter drawing and the minimum-layer drawing becomes an interesting problem. Some researches have been done on drawing graphs on two or three layers [18] . Suderman have proved optimal upper and lower bounds for h-layer drawing of trees and proposed a linear layout algorithm matching the upper bound [19] . Alam, Samee, Rabbi, and Rah-man proposed a layout algorithm for minimumlayer up-ward drawing which can run in linear time [20] . One year later, Mondal, Alam, and Rahman demonstrated a linear algorithm for general minimum-layer drawing [21] . In-stead of the pathwidth [22] used in a lot of layered drawings, these two algorithms use a new parameter called line-labelling to divide the tree, and the results are satisfying.
Non-Level-Based Drawing
Non-level-based drawings are not as good at showing structure information as level-based drawing. However, given more freedom of nodes placements, they can achieve improvements in some metrics such as angular resolution, space utilization, aspect ratio, algorithm runtime and so on.
The H-V (Horizontal-Vertical) approach is one of the most well-known none-level-based tree drawing methods. The basic idea of this approach is very simple. It recursively draws the root in the top-left corner and subtrees in horizontal composition (one next to the other) or vertical composition (one below the other), which is shown in Fig.1 [23] . One algorithm based on this approach has been developed for binary trees [24] , and it can be easily extended to general trees [23] .
Hyperbolic tree is a famous "Focus+Context" visualization method for large hierarchies. It was first proposed by Lamping and Rao [25, 26] . This technique lays out the tree uniformly on a hyperbolic plane which is mapped onto a circular display area. As shown in Fig.2 [25] , this kind of lay-out assigns more space to a specific portion of the tree (focus) without sacrifice of context presentation so that it can effectively visualize a much larger tree than the conventional methods. Radial drawing is another popular category of graph visualization. Fig.3 [24] shows a transformation from layered drawing to radial drawing. Radial drawing can be considered as a special category of level-based drawing which uses polar coordinates instead of Cartesian coordinates. All nodes are placed on several concentric circles while the root is placed at the centre, and nodes from the same level are places on the same circle. Bachmaier presented a radial version of the Sugiyama Framework [27] by placing nodes on concentric circles instead of horizontal lines and drawing edges as outward monotone segments of spirals instead of straight lines. The experiments showed that this drawing style allows more flexible edge and the number of crossings is reduced by about 30% [28] .
Duncan, Eppstein, Goodrich, Kobourov, and Nollenburg have demonstrated how to draw trees with perfect angular resolution and polynomial area [29] . As shown in [29] , the result is a little similar to radial drawing. They also found that it's not always possible to achieve perfect angular resolution and polynomial area if the tree is ordered. However, if we use Lombardi drawing style [30] , which means we draw edges with arcs instead of straight lines, both perfect angular resolution and polynomial area can be guaranteed as shown in Fig.5 [29] . Ring-based drawing is a kind of drawing style usually used for trees with high degrees. In a ring-based drawing, children are typically placed on the circumference of a circle centred at their parents as shown in Fig.6 [24] . Rusu, crowell, Petzinger, and Fabian also presented an edgeless ring-based tree drawing method called PieVis, one example of which can be found in Fig.7 [31] . All nodes are rep-resented by a circle in this kind of drawing, and children are placed inside of the circle of the corresponding parent. It's important to notice that this PieVis method can only partially visualize the tree by defining a parameter called "degree of interest".
Force-directed layout is another very interesting visualization method. As early as in 1984, Eades modelled a graph as a physical system with rings and springs. With decent parameters, the optimal drawing should occur when the system stays in a stable state [32] . Although there is springs in the system, Eades didn't use Hooke's law to model the force exerted by springs. Instead, he chose his own formula. In fact, it was found that it's very difficult to overcome local minima when using Hooke's law [33] . Fruchterman and Reingold presented a modification of the approach of Eades in 1991. They used a simpler but effective equation to calculate the virtual force and create a faster algorithm. Recently, efforts on graph drawing by physical system simulation and quadratic programming can also be found [34] [35] [36] . Even for the Lombardi drawing [30] , a relatively new style, there are already some work done on applying force-directed algorithm to generate the optimal drawing [37] . 
Enclosure Methods
Enclosure methods use the space-filling concept to map the hierarchical information to a display area and usually can achieve 100% space utilization [6] . Treemap is the most famous and widely used category of enclosure methods and has a lot of variations, so the rest part of this section will focus on Treemap.
Treemap is a widely used tree visualization tool. Application based on it can be found in a lot of fields including financial solution [38] , sport information analysis [39, 40] , browsing software [41] , and even in usenet activity research [42, 43] . The following subsections will introduce the original treemap at first and then some variations based on it.
Original Idea
In 1990, Shneiderman introduced the concept of Treemap [44, 45] . It is a layout method that represents hierarchical structures with enclosing rectangles while fully utilizing space. In Treemap, each node is represented by a rectangle. The sizes of the rectangles are proportional to the number of children of the node to be partitioned. The general algorithm is usually called "slice and dice". It recursively uses parallel lines to divide a rectangle representing a node into smaller rectangles representing its children nodes. At each level of hierarchy, the orientation of the lines, which is either vertical or horizontal, is switched. The whole process stops when all leaf nodes are reached. Treemap of a tree shown in Fig.8 [44] is shown in Fig.9 [44] . Figure 9 . Treemap of the tree shown in Fig.8 
Clustered Treemap
Wattenberg pointed out that there are two problems in the original treemap visualization approach proposed by Shneiderman. The first problem is that this approach may lead to a layout containing rectangles with extremely high aspect ratio, which is very hard to read or label. The second problem is that the original approach can only visualize hierarchical information, which means it cannot show relationships between some special vertices. To solve these two problems, Wattenberg proposed Cluster Treemap [46] . In Cluster Treemap, both vertical and horizontal partitions are employed at each level of the tree to avoid high-aspect-ratio rectangles. Although this new partition method doesn't eliminate extreme aspect ratios theoretically, very obvious improvement in readability was observed in the experiment with realworld data. In all possible layouts, one is chosen to make sure neighbouring rectangles have as much similarity as possible. The more similarity there are between two rectangles, the more similarly how their values have changed in the past. A Cluster Treemap of the original treemap shown in Fig.10 [46] can be found in Fig.11 [46] . Figure 11 . Cluster Treemap of the tree shown in Fig.10 
Cushion Treemap
Wetering and Wijk argued that the original Treemap is not good at visualizing the structure of the tree. Especially when the tree is a balanced tree, the corresponding Treemap turns to a regular grid. To solve this problem, they presented a new visualization method called Cushion Treemap [47] . Cushion Treemaps use intuitive shading to provide insight in the hierarchical structure. A ridge rendered with a simple shading model is added when drawing the rectangle for each node. "Valleys" between adjacent rectangles can be observed after shading, and the depth of the "valleys" is proportional to the distance between the corresponding nodes in the tree. 
Squarified Treemap
After the Cushion Treemap, Bruils, Huizing, and Wijk also proposed another visualization method, Squarified Treemap [48] , to solve the large aspect ratio problem of the original Treemap, which was pointed out by Wattenberg before, too. The general algorithm is a little similar to Cluster Treemap. Squarified Treemap also lay out rectangles both horizontally and vertically for nodes in the same level. When drawing rectangles of a set of siblings, the algorithm lays out the new rectangle in either the same direction as the previous one or a new direction. The algorithm will choose whichever direction that has a better worst case of aspect ratio. Although there is no theoretical evidence to show that this algorithm is the best solution to improve the aspect ratios, Bruls, Huizing, and Wijk claimed that this method empirically turned out to give the best results. The Squarified Treemap of the Treemap shown in Fig.13 [48] can be found in Fig.14  [48] .
Ordered and Strip Treemap
In 2001, Shneiderman, and Wattenberg pointed out that Cluster Treemap and Squarified Treemap share several drawbacks [49] . At first, changes in data set can lead to dramatic discontinuous changes in the layouts, which may be very hard for users to follow. In fact, Heer and Roberston have proved by experiments that smooth transitions can help users track changes in data [50] . The other problem is that no ordering information is included, which is sometimes very useful for readers to see patterns or find particular items. ICCAE 2016 7 (2016 In order to solve these two problems, they presented Ordered Treemap [49] . In Ordered Treemaps, items that are next to each other in the given order are also adjacent. The basic idea of Ordered Treemap algorithm is similar to the conventional Quicksort algorithm. It recursively divides the display area (a rectangle) into 4 sub-areas in a fixed way, divide the items to display into 3 groups and one single item while all items in each group are continuous in the given order, and then assign the 3 groups and one item to 4 sub-areas until every single item has its own rectangle. The single item apart from 3 groups is selected based on some assumptions and there are several decent options to make the decision.
An alternative solution for Ordered Treemap, Strip Treemap, was also introduced by Bederson, Shneiderman, and Wattenberg [51] . Strip Treemap is a modification of Squarified Treemap [48] . It divides the whole display area into several strips with different widths. Each strip is divided again into several rectangles, each of which represents a node in the tree. The general algorithm recursively decide to either draw the new rectangle in the current strip or a new strip. The decision is made based on the how the average aspect ratio changes respectively. Fig.15 
Quantum Treemap
Bederson, Shneiderman, and Wattenberg also proposed Quantum Treemap in the paper introducing Strip Treemap [51] . When images with fixed aspect ratios need to be dis-played in each rectangles of treemaps, some images may have to be scaled down to fit their own rectangles, which may finally make the images very hard to read. Quantum Treemap was designed to solve this problem exactly. All widths and heights of rectangles in Quantum Treemaps are multiples of a step size decided by the user. In this way, all images displayed in the treemap can have exactly the same size and perfectly aligned. Any treemap can be modified to a Quantum Treemap easily by adding one quantization step at the end of regular algorithm.
Voronoi Treemap
According to [52, 53] , various shapes in treemap may help the user with pattern recognition and change tracking. However, all conventional treemaps can only rep-resent each node with a rectangle and the entire display area has to be a rectangle, too. Several researches were done to break through this limitation. In 2005, Balzer and Deussen proposed Voronoi Treemap [54, 55] . In Voronoi Treemap, one display area is divided based on centroidal Voronoi tessellations [56] which allows subareas with different shapes. Fig.18 [54] shows an example of Voronoi Treemap where PW is a distance function chosen in Voronoi tessellation. Finding an optimal solution is a NP-complete problem, so the layout algorithm actually tries different parameters to look for an approximation good enough for treemaps [54] , which means a lot of computation power is required. In 2010, Sud, Fisher, and Lee proposed a GPGPU-based technique to speed up the layout algorithm [57] .
Figure 18. An example of Voronoi Treemap

Spiral Treemap
In 2007, Tu and Shen presented Spiral Treemap to reduce abrupt layout changes and produce smooth transitions in treemaps [58] . Ordering information is also stored in Spiral Treemap, so it can be considered as an alternative of Ordered Treemap. The main idea of Spiral Treemap is to use 'spirals' for area partition. Items with the same parent are organized as a spiral in the treemap, and the order is reserved. Since usually there are many possibilities for the layout, the layout algorithm use a similar technique to Strip Treemap. The algorithm only starts drawing a rectangle on the next side if the average aspect ratio decreases after adding this rectangle on the current side. One example of Spiral Treemap is shown in Fig.19 [58] .
Figure 19. An example of Spiral Treemap
D&C Treemap
In 2013, Liang and Nguyen proposed D&C Treemap as an alternative solution to break through the "rectangle limitation", and this kind of treemap was claimed to be better than Voronoi Treemap because of lower computation power requirement [59, 60] . D&C Treemap visualizes trees just like other treemaps except that it can partition a polygonal display space into smaller polygons. The algorithm recursively divides the nodes at the same level into two groups with similar total weights and divide the whole display area into two polygons, each of which is as-signed to one group. This process stops when every node has its own polygon. When partitioning the display area, three kinds of algorithms (polygonal/angular/rectangular) are available. Each algorithm can be applied alone, and multiple ones can also be applied together. One example of D&C Treemap is shown in Fig.20 [60] .
Hilbert and Moore Treemap
To achieve smooth transition and store ordering information during data change like Ordered Treemap and Spiral Treemap did, Tak and Cockburn proposed Hilbert and Moore Treemaps, which are two kinds of treemaps based on Hilbert and Moore space-filling curves respectively [61] . The layout algorithm recursively divides the data into four quadrants until each quadrant has four or fewer items. All quadrants have similar weights, and the order or items is reserved. Each level of four quadrants are then laid out by Hilbert or Moore curve. In quadrants at the lowest level, items are laid out by a brute-search method to achieve the lowest aspect ratio. Fig.21 [61] gives an example of Hilbert and Moore Treemap. 
Methods for Mobile Devices
When mobile devices are used, the display area is usually extremely small and some approaches other than conventional connection and enclosure methods have been pro-posed especially for this situation. Hao, Zhang, and Huang demonstrated "Radial Edgeless Tree" (RELT), a tree visualization method based on space-fill idea for extremely small screen [62, 63] . In RELT, the whole display area is partitioned into several polygons defined by three or four edges. Each polygon represents one node in the tree, and boundary sharing is used to represent the relationship between nodes. Children of one node share the same boundary of this node, and adjacent siblings share one entire boundary. The root is typically placed on the top-left corner of the screen, and other nodes are hierarchically drawn from the top-left to bottom-right, which finally leads to a radial shape. One example of visualization of a university structure by RELT is shown in Fig.22 and Fig.23 [63] . By using boundary sharing instead of links between nodes, a high space utilization is achieved so that a small screen can display more. A proto-type was implemented in Android and compared with the traditional user interface for showing hierarchy information. The results showed that RELT has a relatively long learning curve, which means the compact layout of RELT may hurt its readability. Figure 23 . RELT of the university structure shown in Fig.22 Tablorer is another tree visualization system designed especially for mobile devices, which is proposed by Shin, Park, and Han in 2011 [64] . In Tablorer, all children of a node are drawn in one rectangle called sibling block. A sibling block is placed either horizontally or vertically, and the orientation alternates according to the level of sib-ling block. In the tree represented by Tablorer, one node is chosen as focus, and all its descendants are defined as the "focus area" while all nodes with higher levels as well as siblings of the focus are defined as the "context area". Three examples of Tablorer can be found in Fig.24 [64] . As Fig.24 (b) and (c) show, all nodes that doesn't belong to focus area or context area are not displayed in Tablorer so that a compact layout can be obtained. Some experiments were also performed to compare Tablorer and other conventional visualization methods and the results showed that it takes 22% less time for users to search information in Tablorer [64] .
Hybrid Methods
In the existing literature, there are also some examples of tree visualization using hybrid method which is a combination of conventional enclosure approach and connection methods.
In 2005, Zhao, McGuffin, and Chignell proposed Elastic Hierarchies, which is a visualization method combining treemap and node-link diagram [65] . They numerated every possible combination in Fig.25 [65] , where A is the pure node-link diagram, and F is the pure treemap. As shown in Fig.25 , B is using treemap as a part of the node-link diagram to show higher-level nodes in the tree; C and D use treemap for the overall structure, and represent some children outside of their parents; E uses node-link diagram as a part of treemap to show some higher-level nodes. Zhao, McGuffin, and Chignell implemented a prototype which supports every kind of Elastic Hierarchy shown in Fig.25 except E.
Another hybrid approach, EncCon, was also demonstrated in 2005 by Nguyen and Huang [6] . Instead of directly combining treemap and node-link diagram, EncCon uses the basic idea of treemap, space-filling technique, to layout a node-link diagram for maximization of space utilization. EncCon recursively divide the display area into several rectangles and assign each rectangle to a node. Each node is drawn at the centre of its rectangle and edges connecting nodes are added later accordingly. The rectangular division naturally guarantees very few node over-lapping or edge crossing and high space utilization. Be-cause children will finally be around their parent like a circle, a rectangular division algorithm similar to Squarified Treemap [48] is applied so that each node's rectangle can have an aspect ratio close to 1, which will lead to better readability. One example of EncCon is shown in Fig.26 [6] , where the numbers are only names of nodes.
In 2011, Marriott, Sbarski, Gelder, Prager, and Bulka proposed a new tree visualization method, Hi-Tree [66] . Nodes in Hi-Tree are categorized into two groups, simple and compound. Children of a simple node are connected to the node by edges, which is similar to node-link diagrams. Children of a compound node are contained within the node, which is similar to treemaps. A compound node is required to have at least one child and its children must be simple nodes. One algorithm for compact layout was also demonstrated in [66] so that HiTree can be applied in small display area. One example of Hi-Tree is shown in Fig.27 [66] . 
