Hardware implementation of pipelined statistical cipher feedback mode by Tian, Yuanchi
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0 63 7C 77 7B F2 6B 6F C5 30 01 67 2B FE D7 AB 76
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3 04 C7 23 C3 18 96 05 9A 07 12 80 E2 EB 27 B2 75
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𝑠0,𝑗
′ = (2 ⋅ 𝑠0,𝑗
′ )⨁(3 ⋅ 𝑠1,𝑗
′ )⨁𝑠2,𝑗
′ ⨁𝑠3,𝑗
′
𝑠1,𝑗
′ = 𝑠0,𝑗
′ ⨁(2 ⋅ 𝑠1,𝑗
′ )⨁(3 ⋅ 𝑠2,𝑗
′ )⨁𝑠3,𝑗
′
𝑠2,𝑗
′ = 𝑠0,𝑗
′ ⨁𝑠1,𝑗
′ ⨁(2 ⋅ 𝑠2,𝑗
′ )⨁(3 ⋅ 𝑠3,𝑗
′ )
𝑠3,𝑗
′ = (3 ⋅ 𝑠0,𝑗
′ )⨁𝑠1,𝑗
′ ⨁𝑠2,𝑗
′ ⨁(2 ⋅ 𝑠3,𝑗
′ )
m(x) = x8 + x4 + x3 + x + 1
3x = 2x + x
 
w[i]
 w[i] 4 ≤ i ≤ 43
w[i - 1] w[i - 4]
w[i]=w[i - 1] ⨁ w[i - 4] 
w[i] = w[i - 1] ⨁ (SubWord (RotWord (w[i - 4])) ⨁ Rcon[i/4]) 
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