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Lyhenteet 
  
API Application program interface. Joukko protokollia, rutiineja ja työkaluja, 
joilla voidaan rakentaa sovellusohjelmia. 
CI Continuous Integration, jatkuva integraatio.  
DSL Domain-specific language, täsmäkieli. Ohjelmointikieli, joka on erikoistunut 
tietylle ohjelmistoalueelle.  
JQL JIRA Query Language. Jirassa käytetty kyselykieli esimerkiksi tietynlaisiin 
kriteereihin täsmäävien tikettien hakemiseen. 
QA Quality assurance, laadunvarmistaminen. Tuotteen laadun varmistamista 
ennalta määrättyjen mittareiden mukaan. 
REST Representational State Transfer. Web-sovelluksen arkkitehtuurimalli, oh-
jelmointirajapintojen toteuttamiseen, jonka keskeisessä roolissa on kom-
ponentit ja niiden välinen kommunikointi. 
SVN Apache Subversion. Versionhallintajärjestelmä esimerkiksi sovelluksen 
koodin hallinnointiin.  
TDD Test-driven development, testivetoinen kehitys on ohjelmointitapa, jossa 
ensin luodaan testitapaus ja vasta sen jälkeen kehitettävää sovellusta 
muokataan niin, että se läpäisee uuden testin. 
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1 Johdanto 
Tämän insinöörityön aiheena on laadunvarmistuksen kehittäminen web-sovellusprojek-
teissa. Tavoitteena on kehittää pienyrityksen laadunvarmistuksen hallinnointia toteutta-
malla yhtiön käyttöön sopivia ohjeistuksia, prosessimalleja parempilaatuisen palvelun 
tuottamiseen sekä työkaluja laadun mittaamiseen. 
Laatu on tärkeä osa sovellusta. Mikäli laatu on heikko, ei tuote menesty ja kustannukset 
kohoavat, kun tuotteen kehitykseen menee rahaa enemmän kuin osattiin kuvitella. Laa-
dun mittaaminen on kuitenkin monimutkaista. Kaikkia ominaisuuksia pitää testata ja tu-
losten pitää olla tasolla, joka on määritelty ennalta, jotta tuotetta voi sanoa laadukkaaksi.  
Työ tehdään Ilves Solutions Oy -yritykselle, joka on Suomessa verkkopalveluita tuottava 
yhtiö. Yhtiö on erikoistunut hakukonepalveluiden tuottamiseen, ja heidän asiakkaitaan 
ovat muun muassa Sato ja Intellia. Yhtiössä työskentelee 14 työntekijää. Ilves Solutions 
on perustettu vuonna 2011 Uoma Oy:n jakautuessa Ilvekseen ja uuteen Uomaan. Monet 
työskentelyprosessit ovat ajoilta ennen jakautumista eikä niitä ole viime vuosien aikana 
kehitetty eteenpäin eikä ole muutettu Ilves Solutions Oy:n tyyleihin sopivaksi. Tarkoituk-
sena on tuoda tämän työn kautta suurin osa prosesseista Ilveksen aikakaudelle. 
Tämän työn aiheeksi valittiin laadunvarmistus, koska Ilves Solutionsilla oli tarve kehittää 
laadullisia prosessejaan, ja insinöörityön tekijä oli kiinnostunut kyseisestä aiheesta. 
Työssä keskitytään erityisesti web-sovelluksen laatuun ja sen varmistamiseen tutkimalla 
laatua kolmesta eri näkökulmasta, sekä sitä, miten kehittää web-sovellusta näiden nä-
kökulmien kautta.   
Insinöörityössä tarkastellaan, miten pienissä yrityksissä sovelluskehitys eroaa isoista. 
Lisäksi työssä tullaan käymään läpi, miten testaus jakautuu eri osa-alueisiin ja miten ne 
vaikuttavat sovelluksen kehitykseen. Työssä tarkastellaan myös automatisoinnin tär-
keyttä. Työnkulkuun ja raportointiin tullaan tekemään parannuksia kehittämällä uusia 
prosesseja ja työkaluja yrityksen käyttöön. 
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2 Nykytilanne yrityksessä 
Ilves Solutions on pieni ja suhteellisen nuori verkkopalveluita tarjoava yritys, jossa tähän 
asti laadunvarmistus on ollut muutama yksikkötesti taustapalvelujen toiminnan varmis-
tamiseksi, jos edes sitäkään.  
Työtä aloittaessa tuli nopeasti esille, ettei yhtiön käytössä ollut varsinaisesti minkäänlai-
sia käytäntöjä tai työkaluja websovelluksen laadun mittaamiseen tai kehittämiseen. Mo-
nissa projekteissa ei edes ollut automaattisia testejä käytössä, koska ne koettiin epä-
luotettavaksi ja vaikeasti ylläpidettäviksi. Prosessit olivat suurilta osin ”musta tuntuu”-
tuntumalla muodostuneita ja työntekijöiden edellisiltä työpaikoilta tuotuja. Joitakin mitta-
reita, prosesseja ja niiden malleja oli periytynyt edellisen yhtiön, Uoman, ajoilta, mutta 
niiden käyttö oli vähäistä.  
 
Kuva 1. Tikettityyppien määrä eräässä projektissa 
Prosesseille oli selkeästi tarvetta, sillä projekteissa edettiin liian nopeasti ilman kunnol-
lista testausta ja määrittelyjä, jolloin virheellistä koodia pääsi helposti tuotantoon. Etenkin 
käyttöliittymäpuolella testaus oli heikkoa. Helposti yhden virheellisen koodinpätkän kor-
jaaminen toi toisen virheen esiin tai rikkoi aikaisemmin toimineen ominaisuuden web-
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sovelluksessa. Kuva 1 havainnollistaa yhtiön noin puolitoista vuotta kestäneen kehitys-
projektin kaiken kaikkiaan raportoidun työn määrää tikettien määränä. Virheiden määrä 
kaikista tiketeistä on noin viidesosan verran ja muutospyyntöjä on jopa neljännes. Tiketti 
on dokumentti, johon on kirjattu pyyntö ja siihen liittyvät tiedot. Pyyntö voi esimerkiksi 
olla ilmoitus virheestä sovelluksessa. 
Laadun mittarina yrityksessä käytetään vähennetyn työn määrää kaikesta tehdystä 
työstä projektiin. Vähennetty työ on työtä, jota ei voida laskuttaa asiakkaalta, eli esimer-
kiksi huonosta koodista johtuvat korjaukset sovellukseen. Projektilla menee hyvin, kun 
vähennetty työ pysyy viidessä prosentissa kaikesta tehdystä työstä. 
Prosessien kehittämistä aloitettiin tarkastelemalla, mitä työkaluja ja prosesseja käytettiin 
laadun tarkkailuun ja kuinka niitä mahdollisesti voisi hyödyntää uusissa prosesseissa. 
Joissakin projekteissa on ollut käytössä Sonarqube, joka on koodin analysointityökalu. 
Muita keskeisiä yrityksen jo käytössä olevia sekä laadunvarmistuksessa hyödynnettäviä 
työkaluja ja sovelluksia ovat Jira ja Confluence. Työn aikana kehitettävien prosessien, 
ohjeiden ja työkalujen tarkoituksena on auttaa projektipäälliköitä seuraamaan projektin 
tilaa, ja varoittaa ajoissa mahdollisista ongelmakohdista sovelluksessa. 
2.1 Rakenteellinen laatu 
SonarqQube on avoimen lähdekoodin sovellus, jonka avulla voidaan hallita sovelluksen 
rakenteellista laatua. Se oli alun perin nimetty pelkäksi Sonariksi. SonarQube ymmärtää 
yli kahtakymmentä ohjelmointikieltä, ja se osaa analysoida kommentteja, arkkitehtuuria, 
mahdollisia tuplakoodinpätkiä, yksikkötestejä, monimutkaisuutta, mahdollisia virheitä ja 
koodaussääntöjä. Testien kattavuuden analysoinnin lisäksi SonarQube osaa arvioida, 
kuinka kauan sääntörikkomuksen korjaamiseen mahdollisesti menisi ja lisää sen tek-
niseksi velaksi. (Sonarqube 2015.) 
SonarQuben projektikohtainen yleisnäkymä kokoaa kiinnostavimmat tiedot projektin 
koodipohjan tilasta, kuten kuinka monta riviä koodia on, yksikkötestien kattavuuden ja 
sääntörikkomusten määrän ja vakavuuden (kuva 2). 
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Kuva 2. SonarQube-projektin yleisnäkymä 
Teknistä velkaa muodostuu, kun sovelluskehittäjät oikovat koodatessaan, tekevät niin 
kutsututtuja ”purkkavirityksiä” ja nopeita korjauksia koodiin sen sijaan, että selvittäisivät, 
mistä varsinainen ongelma kumpuaa, sekä jättävät kirjoittamatta tai automatisoimatta 
testejä.  Tällöin koodipohjasta tulee koko ajan vaikeampaa ylläpitää ja pienetkin muutok-
set web-sovellukseen ovat kalliimpia tehdä. (Crispin ja Gregory 2009, 106.) 
Sonarquben avulla saisi kriittisimmät teknisen velan alueet selville ja mikä niissä on mah-
dollisesti vikana. Sonarqube ei kuitenkaan ollut aktiivisessa käytössä missään projek-
tissa, eikä useinkaan kukaan tiennyt, että projektissa oli koko työkalua edes käytössä.  
2.2 Virheiden seuranta 
Ilves Solutions käyttää virheidenseuranta- ja tiketöintijärjestelmänään Jira-nimistä palve-
lua. Yrityksen käyttämä versio on 5.0.3. Palvelua ei ole päivitetty sitten vuoden 2012, 
koska lisenssimaksuja ei ole haluttu maksaa ja käytössä olevaa versiota on pidetty riit-
tävänä yrityksen tarpeisiin.  
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Jira on Atlassian nimisen yrityksen kehittämä tiketöintijärjestelmä, jonka avulla kehitys-
tiimit voivat suunnitella, seurata ja julkaista sovelluksia. Jira oli Atlassianin ensimmäinen 
tuote. Jiran nimi tulee Godzillan japanilaisesta nimestä Gojira. Alun alkaen Atlassian 
käytti Bugzillaa virheidenseurantajärjestelmänään, mutta kehittäjät alkoivat kutsua pal-
velua Gojiraksi. Kun Atlassian kehitti omaa virheidenseurantajärjestelmäänsä, josta tuli 
tiketöintijärjestelmä, kutsumanimi jäi, mutta ”go” pudotettiin alusta. (What does JIRA 
mean? 2013.) 
Kuva 3 esittelee Jiran 7.1.2 version avoimien tikettien listauksen. Valittu tiketti aukeaa 
listan oikealla puolella olevaan alueeseen, jossa voi tarkastella tiketin tarkempia tietoja, 
kuten kuvausta, kommentteja, liitteitä ja statusta. Avoimien tikettien lisäksi Jirassa voi 
tarkastella raportteja ja tilastoja projektin etenemisestä sekä uusimmissa Jiran versioissa 
myös tehdä testisessioita ja tarkastella niiden tilaa.  
 
Kuva 3. Jiran version 7.1.2 avoimien tikettien lista 
Kuva 4 havainnollistaa, kuinka uudemmassa Jirassa on mahdollista tehdä testisessioita 
tiketeille ja miltä testisessiot näyttävät avatussa tiketissä.  
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Kuva 4. Jira-version 7.1.0 testisessiot 
Testisessioiden avulla tiketissä voi viitata testeihin, joita ei voi automatisoida, mutta on 
tarpeen tehdä tiketin yhteydessä. 
2.3 Kommunikointi 
Ilves Solutions käyttää Confluencea tiedon ja ohjeistuksien tallennukseen. Jokaisella ke-
hitysprojektilla on oma tila, niin kutsuttu ”avaruus”, jonka alle voi puurakennemaisesti 
luoda sivuja ja kirjoittaa muistiin asioita muiden nähtäville (kuva 5). 
 
Kuva 5. Confluencen version 4.2 dokumenttinäkymä 
Confluence on myös Atlassianin kehittämä tiimin yhteistyötä tukeva sovellus, jonka 
avulla voi arkistoida ja jakaa tietoa wiki-tyyliin. Wiki on sivusto, joka mahdollistaa yhtei-
söllisen sisällön muokkauksen suoraan selaimesta (Encyclopedia Britannica 2014).  
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3 Laadunvarmistaminen 
Yrityksien voi olla vaikea määritellä, mitä laatu on, sillä usein asiakas itse määrittelee, 
mitä he tarkoittavat laadulla. Muutaman viime vuosikymmenen aikana laatu on kokenut 
suuria muutoksia niin tuotteen laadussa kuin myös johtamisen ja projektinhallinnan laa-
dussa. Tätä kehittämistä ajavat useimmiten asiakkaat, jotka vaativat nykypäivänä pa-
rempaa suorituskykyä ja tekniikkaa, nopeampaa kehitystyötä ja vähemmän virheitä. Alun 
alkaen laatu tarkoitti pääasiassa vain huonojen tuotteiden pois karsimista hyvien jou-
kosta. (Kerzner 2006, 832-835.) 
Laatua voidaan pitää joukkona ominaisuuksia, jotka mahdollistavat tuotteen tehokkaan 
ja ongelmattoman käytön asiakkaan haluamalla tasolla. Laatu ei kuitenkaan ole ihan niin 
yksiselitteinen ja yhtä helposti mitattava kuin esimerkiksi omenoiden määrä korissa. Laa-
dun mittaamista varten tarvitsee olla erilaisia mittareita ja määritelmiä, minkälainen tuot-
teen laadun pitää olla ja kuinka paljon laatuun tulee panostaa tuotteen valmistamisessa. 
Tähän vaikuttaa suuresti tuotteen hinta ja milloin tuotteen pitää olla valmis. Laadukkaan 
tuotteen hinta, materiaalit ja ominaisuudet ovat tasapainossa verrattuna vastaaviin tuot-
teisiin. Tuotteen laatu kärsii, jos mikään näistä kolmesta nousee toisen ylle (Leppäkorpi 
2016). 
Kuva 6 esittää laadun kehittämisen prosessin jatkuvana prosessina. Kaavio antaa kuvan 
siitä, että yritykset asettavat isomman painoarvon laadun prosessille laadukkaan tuot-
teen sijaan, minkä vuoksi parannuksia laatuun kehitetään jatkuvana prosessina. Kaavion 
viivat kuvaavat suuntia, mihin eri vaiheista on mahdollista edetä.  
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Kuva 6. Laadun jatkuvan kehityksen prosessikaavio (muokattu lähteestä Kerzner 2006, 834) 
Laatu voidaan myös nähdä eräänlaisena prosessina tuotteen sijaan. Tarkemmin sanot-
tuna laatua kehitetään prosessimaisesti koko ajan paremmaksi ja käytetään hyväksi 
”mitä opimme tästä” -tilaisuuksia tulevien tuotteiden ja palveluiden kehityksessä, jotta  
 säilytettäisiin olemassa olevat asiakkaat 
 saataisiin takaisin menetetyt asiakkaat 
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 saataisiin uusia asiakkaita. 
Tästä syystä yritykset kehittävät laadun kehitysprosesseja. (Kerzner 2006, 834-835.) 
3.1 Kolmen näkökulmaa 
Web-sovelluksen laadun voi jakaa kolmeen eri näkökulmaan: prosessin, rakenteen ja 
toiminnallisuuden laatuihin. Kuva 7 esittelee, miten eri näkökulmat jakautuvat sovelluk-
sen elinkaarelle. Eri henkilöt ovat kiinnostuneita eri osa-alueiden laadusta. Esimerkiksi 
rahoittajat ovat kiinnostuneet prosessin laadusta. Tätä laatua mitataan usein sillä, kuinka 
paljon rahaa ja kuinka kauan sovelluksen tekemiseen menee ja valmistuuko tuote sovit-
tuun aikaan mennessä. (Chapell 2012.) 
 
Kuva 7. Kolmen näkökulman laatu 
Rakenteellista laatua tärkeänä pitävät usein sovelluksen kehittäjät. Tätä laatua ylläpitää 
koodin tehokkuus, testattavuus, turvallisuus, ylläpidettävyys ja helppolukuisuus. Raken-
nelaatua on vaikea testata, mutta sitä voi mitata erilaisilla työkaluilla, joilla analysoidaan 
koodia. Rakenteellisen laadun lisäksi kehittäjät pitävät tärkeänä toiminnallista laatua. 
Tätä laatua pitävät tärkeänä myös asiakkaat; he, jotka käyttävät sovellusta loppupe-
leissä. Toiminnallista laatua on helpointa testata ja siihen usein kiinnitetään eniten huo-
miota. Toiminnallista laatua mitataan sillä, että sovellus vastaa määritelmiä, se on riittä-
vän suorituskykyinen ja helppokäyttöinen sekä sovelluksen virheet ja käyttöongelmat 
ovat vähäisiä. (Chapell 2012.) 
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Jokainen kolmesta näkökulmasta on tärkeä sovellukselle ja sen kehittämisestä kiinnos-
tuneille henkilöille olivat he rahoittajia, kehittäjiä tai lopullista tuotetta käyttäviä henkilöitä. 
Nämä kolme näkökulmaa kulkevat myös käsi kädessä toistensa kanssa, esimerkiksi pro-
sessilaatua kehittämällä ketterämmäksi kasvatetaan mahdollisuutta saada projektin vaa-
timukset kerralla oikein, ja samalla saadaan sovelluksen toiminnallista laatua kehitettyä. 
(Chapell 2012.) 
Kaikkea ei kuitenkaan voi saada ja jokaisen osa-alueen täytyy olla tasapainossa tois-
tensa kanssa. Jos aikataulu on tiukka, sen vuoksi voi joutua karsimaan sovelluksen omi-
naisuuksia, jotta aikataulussa pysyttäisiin, eli parantaa prosessin laatua toiminnallisen 
laadun kustannuksella.  
3.2 Ison ja pienen yrityksen erot 
Yrityksen koolla on usein suuri vaikutus projektien hallintaan ja yritysrakenteeseen. 
Yleensä, mitä isompi yritys, sitä hierarkkisempi rakenne. Laadunvarmistamiseen on eri-
laiset resurssit ja mahdollisuudet yrityksen ollessa iso tai pieni. Isoissa yrityksissä on 
mahdollista palkata pelkästään laatuun keskittyviä henkilöitä ja luoda tiimejä pelkästään 
tiettyjä toimia, kuten testaamista varten (kuva 8), kun taas pienissä yrityksissä laadun-
varmistus on usein kehittäjien vastuulla. (Crispin ja Gregory 2009, 42.) 
Kommunikointi on pienissä yrityksissä kehitystiimin välillä usein helpompaa kuin isoissa 
yrityksissä, jossa kaikki projektissa työskentelevät tiimit eivät välttämättä ole ikinä kes-
kustelleet toistensa kanssa. Kummassakin tapauksessa on kuitenkin erityisen tärkeää 
panostaa kommunikaatioon ja tiedon kulkuun, jotta viestien kulussa ei tapahdu häiriöitä 
ja projektin kehitys etenee ajallaan.  
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Kuva 8. Projektikehityksen jakautuminen ryhmiin yrityksen sisällä 
Isoissa yrityksissä usein on myös vaikeampi saada yhteys asiakkaaseen kuin pienessä 
yrityksessä, mikä usein hidastaa vaatimusmäärittelyjen ja esimerkkien saamista asiak-
kaalta. Tällaisessa tilanteessa vaihtoehtona on, että testaajat tai muut analysoinnin am-
mattilaiset toimivat eräänlaisena välikätenä kehittäjien ja asiakkaan välillä. (Crispin ja 
Gregory 2009, 43.) 
Pienissä yrityksissä koko projektitiimissä on usein vain 3-5 kehittäjää. Monesti tällainen 
tiimikoko on optimaalinen erityisesti ketterässä kehityksessä, mutta vaatii, että jokainen 
kehittäjä on testiorientoitunut, jotta sovelluksen laatu pysyy halutulla tasolla eikä testauk-
seen kulu aikaa ja resursseja enempään kuin oikeasti olisi tarpeen. 
3.3 Staattinen ja dynaaminen analyysi 
Staattisella analyysillä tarkoitetaan ohjelmiston toiminnan tutkimista ilman, että ohjelmaa 
suoritetaan. Tätä on esimerkiksi koodin analysointi analysointityökaluilla, kuten Sonar-
Qubella. Staattinen analyysi tukee hyvin katselmointia. Staattisella analysoinnilla löyde-
tään seuraavanlaisia potentiaalisia ongelmia: 
 syntaksivirheet 
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 koodauskäytäntöpoikkeukset 
 säännöttömyydet kontrollivuossa 
 säännöttömyydet datavuossa 
 jotkin tietoturvan kannalta vaaralliset koodirakenteet. 
Ohjelmakoodin käännöstyökalua voidaan pitää analyysityökaluna, sillä se löytää syntak-
sivirheet ja muut ohjelmointikielen kieliopin vastaiset ilmaisut. (Tuovinen, Staattinen 
testaus 2013.) 
Dynaamisella analysoinnilla tarkoitetaan taas ohjelmiston toiminnan tutkimista sitä suo-
rittamalla. Ohjelmaa tai sen osaa voidaan suorittaa tunnetuissa olosuhteissa tai esimer-
kiksi tietyillä syötteillä. Analyysin testien suorittaminen tapahtuu useimmiten ohjelmiston 
rajapinnan tai käyttöliittymän kautta. Testien suorittamiseen tarvittava toiminnallisuus on 
osa ohjelmistoa. Dynaamisella analysoinnilla voidaankin tarkoittaa esimerkiksi järjes-
telmä-, yksikkö- tai integrointitestausta. (Tuovinen, Dynaaminen Analyysi I 2013.) 
3.4 Testaus 
Testauksella tarkoitetaan tuotteeseen toteutettujen ominaisuuksien tutkimista ja suorit-
tamista, kuten ne pitäisi suorittaa toiminnan kuvausten perusteella. Mikäli testi ei mene 
läpi, on tuotteen ominaisuus toteutettu väärin, ja se tarvitsee korjata ennen kuin tuotetta 
voi julkaista. 
Jos laadun voi jakaa kolmeen osaan, niin testauksen voi jakaa neljään osaan. Kuva 9 
esittää, kuinka jokainen testausneljänneksistä peilaa eri syitä, miksi testausta tehdään. 
Yhdellä akseleista matriisi on jaettu testeihin, jotka tukevat kehittäjien työtä ja testeihin, 
jotka arvioivat sovellusta. Toinen akseli jakaa testit liiketoiminnallisiin sekä teknisiin tes-
teihin.  
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Kuva 9. Testausneljännekset 
Neljännesten numeroinnilla ei ole merkitystä testien suorittamisjärjestyksen kanssa. Tes-
tien ajoitukseen vaikuttavat projektien riskit, asiakkaan tavoitteet sovellukselle, työsken-
teleekö kehitysryhmä vanhan ja ylläpitämättömän eli niin sanotun ”legacy”-koodin 
kanssa vai aloitetaanko puhtaalta pöydältä, ja milloin ohjelma on testattavissa. (Crispin 
ja Gregory 2009, 97-98.) 
3.4.1 Sovelluskehitystä tukevat testit 
Q1- ja Q2-neljännesten testit edistävät sovelluskehitystä. Ensimmäisen neljänneksen 
testien pääasiallinen tarkoitus on TDD (Test-driven development) tai testiorientoitunut 
suunnittelu. Testien etukäteinen kirjoittaminen pakottaa kehittäjät miettimään koodin ra-
kennetta ja samalla suunnittelemaan parempaa koodia.  
Yleensä liiketoiminnan asiantuntijat eivät ymmärrä ensimmäisen neljänneksen testien 
päälle, sillä ne on usein kirjoitettu samalla kielellä kuin kehitettävä sovellus. Ketterässä 
kehityksessä toisen neljänneksen testit on kehitetty asiakkaan tarjoamien esimerkkien 
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pohjalta, jotka kuvaavat käyttäjätarinoiden yksityiskohtia. Nämä testit ovat yleensä kirjoi-
tettu tavalla, jota myös liiketoiminnan asiantuntijat ymmärtävät ja joiden avulla he mää-
rittävät palvelun tai tuotteen ulkoista laatua. Osa tämän neljänneksen testeistä voi mah-
dollisesti olla kopioita testeistä, jotka on tehty yksikkötasolla. (Crispin ja Gregory 2009, 
99.) 
3.4.2 Sovellusta arvioivat testit 
Q3- ja Q4-neljännesten testit arvioivat kehitettävää tuotetta. Q3-neljännes määrittelee ne 
liiketoiminnalliset testit, jotka testaavat, vastaako web-sovellus asetettuja odotuksia. 
Näissä testeissä pyritään emuloimaan, kuinka oikea ihminen käyttäisi sovellusta. Siksi 
nämä testit ovat manuaalisia. Tiedon täyttämistä varten, esimerkiksi lomakkeiden, on 
mahdollista käyttää laajennoksia, joilla automatisoida tai nopeuttaa osan testaamisesta, 
mutta käytettävyystestaus ja käyttäjän hyväksyntätestaukset tarvitsevat oikean ajattele-
van ihmisen määrittelemään, onko web-sovellus käytettävä ja onko kehitystiimi tuottanut 
vaaditun tuotteen.  
Q4-neljänneksen testeillä arvioidaan esimerkiksi tuotteen suorituskykyä, kestävyyttä ja 
turvallisuutta. Näiden testien suorittamiseen usein tarvitsee niille suunniteltuja työkaluja 
ja ymmärrystä testaukseen liittyvältä aihealueelta. (Crispin ja Gregory 2009, 102.) 
3.4.3 Automatisointi 
Jos jostakin voi kirjoittaa testin, voi sen myös automatisoida. Yleisesti ottaen kaikki toi-
minnallisen laadun testit voi ja kannattaa automatisoida. Kuva 9 esitetyt testausneljän-
nesten testit voi lähes kaikki sisällyttää toiminnalliseen laatuun. Näitä neljänneksiä kan-
nattaa käyttää myös hyväksi, kun miettii, mitä automaatiotyökaluja mahdollisesti tarvit-
see projektissa.  
Automatisoinnilla nopeutetaan testausprosessia ja tehdään siitä vikasietoisempaa. Jos 
testejä ei olisi ollenkaan automatisoitu, voisi testaus viedä helposti useita päiviä, kun 
web-sovelluksen toimintoja käytäisiin läpi manuaalisesti. Manuaalisessa testauksessa 
on myös vaarana tehdä virheitä sekä oikoa tilanteissa, joissa ei pitäisi oikoa. Testaaja 
voi myös vähätellä sovelluksen virheitä tai ne voivat jäädä huomaamatta kokonaan. 
(Crispin ja Gregory 2009, 258-259.) 
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Testien automatisointia on aluksi vaikea oppia, etenkin, jos koulutukseen ei ole panos-
tettu ja koodataan huonosti suunnitellun koodin parissa. Tällöin testiautomaatio jätetään 
helposti taka-alalle. Testisuunnittelu on yksi tärkeimmistä osaamisista automatisoin-
nissa. Jos testi on huonosti suunniteltu, ei sillä ole suurta arvoa sovelluksen testauk-
sessa loppupeleissäkään. (Crispin ja Gregory 2009, 280.) 
Käyttöliittymän kautta testien automatisointi on vaikeaa, koska käyttöliittymä tuppaa 
muuttumaan usein, jolloin testit eivät pysy kehityksen perässä. Käyttöliittymän kautta 
tehtävät testit ovat myös hitaampia. Siksi on tärkeää toteuttaa mahdollisimman moni tes-
teistä käyttöliittymän takana, suoraan niihin funktioihin, joita käyttöliittymä kutsuu, ja yk-
sikkötesteinä. 
Mikäli testit halutaan automatisoida, myös sovelluksen kääntämisprosessi kuuluu auto-
matisoida. Tähän Ilveksellä on käytössään Jenkins. 
3.4.4 Jatkuva integraatio 
Jenkins on avoimen lähdekoodin CI-palvelin. CI tarkoittaa jatkuvaa integraatiota, eli kun 
kehittäjät tekevät uutta koodia ja tuovat sitä versionhallintaan, Jenkins hakee uudet muu-
tokset ja rakentaa viimeisimpien muutosten mukaisen sovelluksen automatisoidusti.  
Rakentamisen, tai toisin sanoen kääntämisen, yhteydessä on myös mahdollista ajaa 
regressiotestejä automatisoidusti. Jos testi epäonnistuu, myös sovelluksen käännös 
epäonnistuu ja kehittäjille voidaan lähettää asiasta sähköpostilla ilmoitus. Epäonnistu-
neet käännökset näytetään käännöshistoriassa punaisella pallolla, epävakaat keltaisena 
ja onnistuneet vihreänä. Kuva 10 näyttää, miltä kehitysprojektin Jenkins-projektin yleis-
tila-näkymä näyttää. Vasemmassa alakulmassa on myös esitelty käännöshistoria. 
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Kuva 10. Sovelluksen Jenkins-projektin tilanäkymä 
Ilves Solutions käyttää tällä hetkellä Jenkinsistä versiota 1.527. Palvelusta on kuitenkin 
äskettäin julkaistu julkaisuehdokas palvelun 2.0 versiosta, joka tuo uudenlaisen koke-
muksen automaatioprojektien luontiin ja käyttöliittymäparannuksia (Jenkins 2016).  
3.5 Koodin katselmointi 
Koodin katselmoinnilla kehitetään web-sovelluksen rakenteellista laatua. Katselmointia 
voidaan suorittaa suurimmaksi osaksi työkaluilla, mutta ihmissilmäkin tarvitaan, jotta so-
velluskehittäjä kehittyisi ja saisi palautetta virheistään. Työkalut eivät välttämättä kerro 
kuin sen, mitä koodisääntöä muutos rikkoi.  
Ilveksellä koodin katselmointia ei erityisemmin ole harrastettu. Muutamassa projektissa 
projektista vastaava on välillä katsellut, minkälaisia muutoksia koodipohjaan on tehty. 
Välillä kehitystiimeissä on pidetty pariohjelmointi hetkiä, mutta koodin katselmoinnista ei 
ole muodostunut mitään säännöllistä prosessia. 
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Kuva 11. Cruciblen tarjoama keskustelumahdollisuus suoraan muutoksissa (Crucible 2016) 
Atlassian tarjoaa koodin katselmointiin oivallisen työkalun nimeltä Crucible. Cruciblen 
avulla kehitystiimi voi helposti kommentoida muutoksia suoraan kommenttiin liittyvälle 
koodiriville ja käydä keskusteluja (kuva 11), miten jokin muutos olisi järkevämpää toteut-
taa. Cruciblessa käydyt keskustelut voi myös liittää Jiran tiketteihin, jolloin tapahtumat 
päivittyvät myös suoraan tikettiin. Myös Cruciblessa on tarjolla monia erilaisia raportteja 
ja tilastoja, hyvin samanlaisia kuin esimerkiksi SonarQube tarjoaa. (Crucible 2016.) 
Toinen hyvä työkalu rakenteellisen laadun seuraamiseen on myös Atlassianin kehittämä 
Fisheye, jolla voi etsiä, seurata ja visualisoida koodissa tapahtuneita muutoksia. 
Fisheyen avulla kehittäjä voi vertailla koodimuutoksia ja viitata muutoksissa suoraan nii-
hin liittyviin Jira-tiketteihin. (Code search and diff tool for SVN, Git and more 2016.) 
Ilveksellä on ollut aikeena jo pitkään ottaa käyttöön Crucible- ja Fisheye-kombinaatio. 
Yritys on kuitenkin niin pieni, että ainut ihminen, joka hoitaa yrityksen käytössä olevien 
työkalujen asennuksia, on niin kiireinen asiakasprojektien parissa, että vielä ei ole löyty-
nyt aikaa evaluoida kyseisiä sovelluksia. Tarkoituksena on kuitenkin saada kyseiset pal-
velut testattavaksi osaksi prosesseja tulevan kesän aikana, kun muissa projekteissa on 
hiljaisempaa. 
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3.6 Dokumentaatio 
Laadunvarmistuksessakin tarvitaan dokumentaatiota ja etenkin projektin alkupäässä on 
tärkeää määritellä projektin laatuun liittyviä asioita ”Laadunvarmistuksen suunnitel-
massa” eli lyhyemmin ”QA-suunnitelmassa”. Määriteltäviä asioita ovat esimerkiksi laa-
dun mittarit, eli miten kehitettävän sovelluksen laatua seurataan. 
Projektien alkuvaiheessa määritellään projektin ja tuotettavan web-sovelluksen rajoja ja 
vaatimuksia. Nämä määrittelyt pitää ottaa huomioon myös laadunvarmistuksessa ja eri-
tyisesti ei-toiminnallisen vaatimusten määritteleminen on tärkeää. Muuten kukaan ei vält-
tämättä myöhemmin tule niitä ajatelleeksi. Ei-toiminnallisia vaatimuksia ovat esimerkiksi 
suorituskyky ja tietoturva.  
Jos ei-toiminnallisia vaatimuksia ei ole määritelty heti alussa, ei niitä välttämättä kukaan 
myöhemminkään ota kesken projektin esille, sillä asiakas saattaa ajatella, että kyllä ke-
hittäjät nämä asiat tietävät, eikä heille tarvitse erikseen asiasta mainita. Mutta usein on, 
etteivät kehittäjät tee mitään ylimääräistä. Jos asiaa ei ole kirjattu ylös, ei sitä ole ole-
massa eikä sitä toteuteta. Jälkeenpäin esimerkiksi suorituskyvyn korjaaminen web-so-
velluksen toiminnassa voi olla niin iso työ, että olisi helpompi vain kirjoittaa koko sovellus 
uusiksi. 
Jos ei-toiminnalliset vaatimukset tiedetään ennen kuin sovellusta aloitetaan kirjoitta-
maan, on halutun koodin rakenteen suunnittelu ja toteutus helpompaa. Jotkin ei-toimin-
nalliset vaatimukset voivat jopa olla tärkeämpiä kuin varsinaiset toiminnalliset vaatimuk-
set. (Crispin ja Gregory 2009, 103.) 
Kun vaatimukset on määritelty, niille on mahdollista miettiä sopivia testitapauksia tai työ-
kaluja ja sovellus tulee varmemmin testattua vaatimusten mukaisesti. 
Myös testit toimivat dokumentaationa. Itseasiassa testit ovat kehitystiimille yksi kätevim-
mistä ja tärkeimmistä dokumentaatioista sovellusta kehittäessä. Testit nimittäin kuvaa-
vat, tai ainakin tulisi kuvata, miten haluttu ominaisuus tai toiminto tulisi toimia, minkälaista 
tietoa jokin komponentti haluaa ja niin edelleen. Voidaan myös olettaa, että testit pysyvät 
paremmin ajan tasalla sovelluksen vaatimuksista, kuin staattinen dokumentaatio sovel-
luksen teknisestä rakenteesta ja toiminnoista.  
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3.7 Tiketin elinkaari 
Tiketin elinkaarella tarkoitetaan mitä eri tiloja, statuksia, tiketillä on sen luonnista aina 
siihen asti, kun tiketti on lopulta valmis. Tarkoituksena oli kehittää uutta prosessia nykyi-
sen tilalle, jotta tikettien tilat kuvaisivat paremmin yrityksen tarpeita. 
3.7.1 Nykyinen prosessi 
Tällä hetkellä Ilves Solutionsin tiketin elinkaari on alla olevan kuvan mukainen. 
 
Kuva 12. Yrityksen käytössä oleva tiketin tilavaihtoehto-prosessi 
Kuvassa on kolme saraketta: ”To Do”, ”In Progress” ja ”Done”. Tiketit jakautuvat niiden 
tilan mukaan näihin sarakkeisiin. Nämä tilat ja sarakkeet eivät kuitenkaan tue sovellus-
kehitystä, ja jos kehittäjä tahtoisi työkaverin testaavan tai katselmoivan kehitettyä omi-
naisuutta, tästä työstä pitäisi tehdä alatiketti alkuperäiseen tikettiin.  
Prosessi on sotkuisen oloinen, eikä se anna selkeää kuvaa projektin tilanteesta yhdellä 
silmäyksellä. Uudella prosessilla pyrittäisiin kehittämään yrityksen projektien prosessin 
laatua, sillä nykyisellä prosessilla harvoin tulee ajatelleeksi, että testausta ja katselmoin-
tia voisi myös tehdä.  
3.7.2 Uusi prosessi 
Uutta prosessia lähdettiin kehittämään tuomalla enemmän tiloja tiketeille ja nimeämällä 
uudelleen olemassa olevia sarakkeita. Testaukselle ja katselmoinnille luotiin omat tilansa 
ja sarakkeensa. ”Done”-sarake jaettiin ”Resolved”- ja ”Closed”-sarakkeisiin, joiden väliin 
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testauksen ja katselmoinnin sarakkeet tuotiin. Kuva 13 havainnollistaa, miten uudessa 
prosessissa tikettien tilat jakautuisivat sarakkeisiin. 
 
Kuva 13. Ehdotettu prosessi tikettien elinkaarelle 
Uudet tilat ja sarakkeet toisivat sen hyödyn, että yhdellä silmäyksellä näkisi, mitkä tiketit 
ovat katselmoinnissa ja mitkä testauksessa. Kun kehittäjän mielestä tiketti on valmis, 
hän siirtää tiketin ”Resolved”-tilaan, josta projektin QA-vastaava ohjaa tiketin katselmoin-
tiin, testaukseen tai sulkee tiketin valmiina. 
Ongelmaksi tässä versiossa kuitenkin muodostuu ”In Review”- ja ”In Testing” -tilojen 
epäkäytännöllisyys, koska tiketin ei pitäisi olla kyseisissä tiloissa tuntia pidempään. Ky-
seiset tilat jäisivät näin ollen vähälle käytölle ja olisivat turhia ärsykkeitä kehittäjälle.  
Prosessia viilattiin tästä versiosta vielä eteenpäin hieman erilaiseksi. Kuva 14 esittää 
Jira-tiketin elinkaaren kaikki mahdolliset vaiheet ja mahdolliset reitit eli työnkulun aina 
luonnista sulkemiseen. Tällaisella versiolla kehittäjillä olisi käytössään myös kuusi sara-
ketta, jotka olisivat ”To Do”, ”In Progress”, ”Waiting For Review”, ”Resolved”, ”Tested” ja 
”Closed”. Optimaalisessa tilanteessa tiketti myös kulkisi jokaisen sarakkeen kautta mai-
nintajärjestyksessä. 
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Kuva 14. Tiketin työnkulun vaiheet kaaviona 
Muokatussa versiossa kehittäjä itse päättää, onko koodille katselmointitarvetta, ja vaih-
taa tiketin tilan ”Waiting For Review” -tilaan, sekä siirtää tiketin henkilölle, jonka olisi tar-
koitus suorittaa katselmointi. Kun katselmointi on suoritettu, tiketti siirretään joko ”Re-
solved”-tilaan, tai jos katselmoinnissa ilmeni ongelmakohtia, ”Reopened”-tilaan ja katsel-
moija siirtää tiketin takaisin alkuperäiselle henkilölle. Mikäli tiketti vaatii testausta, tiketti 
siirretään toiselle henkilölle samalla, kun tiketin tila vaihdetaan ”Resolved”-tilaan ja jäte-
tään tikettiin kommentti, mitä uuden tiketin omistajan pitäisi tehdä. 
Kaikki tiketit, joilla on ”Tested”-tila voidaan sulkea, mikäli asiakas on hyväksynyt ne tai 
tiketit on käyty läpi projektin palavereissa, riippuen täysin projektin tyypistä ja mitä asi-
akkaan kanssa on sovittu. 
Yrityksessä mielipiteet jakautuivat esiteltyihin vaihtoehtoihin, alkuperäiseen ja uuden 
prosessin muokattuun versioon, eikä päätöstä ole vielä syntynyt, kummanlaista proses-
sia aloitetaan ajamaan eteenpäin. Uusi prosessi tulee vaatimaan paljon totuttelua, sillä 
Ilveksellä ei ole totuttu siirtämään alkuperäistä tikettiä henkilöltä toiselle, mitä uusi pro-
sessi vaatisi. Prosessia kokeillaan yhdessä projektissa ja katsotaan, onko uudesta ta-
vasta hallita tikettejä etua vanhaan nähden, ennen kuin isompia muutoksia aloitetaan 
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tekemään. Kokeilu on tässä projektissa vielä kesken, eikä palautetta prosessin toimivuu-
desta ole vielä saatu tätä insinöörityötä kirjoittaessa. 
4 Projektin tilanneseuranta 
Jonkinlaiselle raportointityökalulle, jolla voisi seurata projektikohtaisesti yleistä tilannetta 
myös laadullisesta näkökulmasta, oli tarvetta. Tämän lisäksi julkaisuja varten oli tullut 
toive, että olisi QA-julkaisuraporttia, jonka avulla määriteltäisiin, onko seuraava versio 
websovelluksesta valmis julkaistavaksi. Testien tuominen keskeisemmäksi osaksi sovel-
luskehitystä oli myös tärkeää. Mietittiin, miten ja millä tekniikoilla raportointi-/seuranta-
työkalu olisi järkevintä toteuttaa.  
Ilveksellä on käytössä Atlassianin kehittämät Jira- ja Confluence-palvelut. Confluencella 
ja Jiralla on kummallakin iso määrä hyviä lisäosia, eli makroja, joilla voisi yhdistää esi-
merkiksi muista palveluista tietoa Confluence-sivulle ja Jiraan. Kaivatut makrot olisivat 
kuitenkin vaatineet uudemman version kuin Ilveksellä oli Jirasta tai Confluencesta saa-
tavilla, eikä niitä voinut päivittää, joten oli selvää, että seurantaan tarvitsisi täysin erillisen 
palvelun. 
Toteutettavaksi raportointityökaluksi tutkittiin eri vaihtoehtoja, kuten TestRail-niminen 
testien hallintaan kehitetty työkalu. TestRailin olisi voinut integroida Jiraan ja saada muo-
dostettua helposti laaturaportteja, minkä lisäksi TestRaililla olisi saanut testitulokset nä-
kymään suoraan testiin liittyvässä tiketissä. Palvelua tutkimalla ei kuitenkaan dokumen-
taatiota lukemalla selvinnyt, kuinka automaatiotestien, esimerkiksi JUnit-testien, suorit-
taminen toteutettaisiin. JUnit on ohjelmistokehys yksikkötesteille. 
Toinen vaihtoehto oli myös korvata Jenkins TeamCity-nimisellä palvelulla, jonka testira-
portointi näyttää selkeämmältä kuin Jenkinsin. Jenkins on CI-palvelin, jolla voidaan 
kääntää ja julkaista koodia sekä suorittaa testejä automatisoidusti. Lopulta kuitenkin pää-
dyttiin testaamaan Dashing-ohjelmistokehystä, jotta olemassa olevia palveluja ei tarvit-
sisi korvata, vaan niistä saatavan tiedon voisi yhdistää yhteen paikkaan. Ohjelmistoke-
hyksellä ei varsinaista projektiraporttia generoida, mutta helpotetaan havainnollistamaan 
nopeasti projektin tilaa esimerkiksi palavereissa.  
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4.1 Dashing-ohjelmistokehys 
Dashing on Sinatra-pohjainen ohjelmistokehys, jolla voi toteuttaa tilasto-, raportointi- ja 
koostenäkymiä, dashboardeja. Sinatra on täsmäkieli (DSL) nopeaan ja vähän vaativaan 
web-sovellusten toteuttamiseen Ruby-ohjelmointikielellä (GitHub 2016). Toinen täsmä-
kieli Rubylle on esimerkiksi Ruby On Rails. Ruby on avoin ohjelmistokieli, jossa on kes-
kitytty yksinkertaisuuteen ja tuottavuuteen (Ruby Programming Language 2016). 
Dashing-ohjelmistokehyksessä on valmiina useita widgettejä, jotka ovat pienoisohjelmia, 
joilla voi liittää tietoja dashboardiin. Tämän lisäksi on tarjolla kolmansien osapuolten te-
kemiä widgettejä, joilla voi liittää tietoa niin Jirasta, Sonarqubesta kuin Jenkinsistäkin, tai 
sitten voi tehdä itse tarvitsemansa widgetit. (Dashing 2016.)  
Dashing vaikutti sellaiselta palvelulta, johon voisi liittää kaiken tarvittavan ja näkymät 
saisi mukautettua sellaisiksi kuin kukin haluaisi riippuen projektista. Ohjelmistokehystä 
päätettiin testata yhden projektin kanssa ja katsoa, auttaako koostettu näkymä projektin 
tilanteesta laadun kehittämisessä.  
4.1.1 Asentaminen ja käyttöönotto 
Palvelu oli suhteellisen helppo asentaa. Vaatimuksena ohjelmistokehyksellä oli toimiva 
Ruby-ympäristö. Widgettien asentaminen Dashingiin oli hyvin suoraviivaista, ongelmana 
oli enemmänkin saada niihin tietoa muista järjestelmistä. Etenkin Jirasta oli vaikeuksia 
saada tietoa widgetteihin, mikä johtui epäselvistä esimerkeistä ja vielä vieraan kielen 
toimintaperiaatteiden epäselvyydestä. Kehitysvaiheen aikana toimistossa olleilla ei ke-
nelläkään ollut kokemusta Rubyn periaatteista ja parhaimmista toimintatavoista. Jirasta 
saatiin lopulta informaatiota tulemaan Dashing-näkymään Jiran Greenhopper REST 
API:n avulla (koodiesimerkki 1) sekä jira-ruby nimisellä gemillä.  
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Koodiesimerkki 1. Aktiivisen sprintin hakeminen Jiran Greenhopper API:lla 
Gem on Ruby-ohjelmointikielessä käytetty termi paketeille ja kirjastoille, joita voi käyttää 
omassa Ruby-ohjelmassaan. Jira-ruby gemillä toteutettiin widgettien käyttämien JQL-
kyselyiden välittäminen Ilveksen Jiraan (koodiesimerkki 2). Greenhopper on Jiran kette-
rien menetelmien projekteille tarkoitettu suunnittelu- ja seurantalisäosa. Uudemmassa 
Jirassa Greenhopper on nimeltään Agile. (JIRA Software - Agile 2016.) 
 
Koodiesimerkki 2. JQL-kyselyn suorittaminen ja käsittely 
Dashingin tiedon hakemisen ajastaminen on tehty rufus-schedulerilla, jolla ajastusten 
tekeminen oli yksinkertaista. Koodiesimerkki 3 näyttää, kuinka Sonarquben widgettien 
ajastus asetetaan. Ajastuksen sisällä oleva koodi suoritetaan määritetyn aikamääreen 
välein, esimerkiksi kahden minuutin välein. Dashboardin jokainen Sonarqube-widgetti 
suorittaa saman koodin omilla asetuksillaan.  
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Koodiesimerkki 3. Sonarqube-widgetin ajastuksen toteutus 
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4.1.2 Lopputulos 
Projektin tilanneseurantanäkymän toteutukseen meni muutama päivä ja saavutettu lop-
putulos oli yllättävän mukavan näköinen. Kuva 15 havainnollistaa, miltä näkymä näyttää 
valmiina.  
 
Kuva 15. Projektin seurantanäkymä Dashingillä toteutettuna 
Kuvassa esitetyistä widgeteistä kolmeen haetaan data SonarQubesta. Nämä widgetit 
esittävät projektin testien kattavuutta ja onnistumisprosenttia sekä pylväsdiagrammissa 
on esitetty luokkien, rivien, funktioiden, sääntörikkomusten ja testien määrät.  
Sääntörikkomukset ovat SonarQuben laskemia koodauskäytäntövirheitä, jotka vaikutta-
vat koodin helppolukuisuuteen, suorituskykyyn ja hallittavuuteen. Kaikki rikkomuksia ei 
ole tarpeen korjata ja jokaisella rikkomuksella on oma kriittisyystaso triviaalista kriitti-
seen. 
Jenkins-widgetin vihreä taustaväri kuvaa projektin viimeisimmän käännöksen tilaa, vih-
reän ollessa hyvä. Harmaana käännös on menossa, ja punainen tarkoittaa, että käännös 
epäonnistui. 
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4.1.3 Jatkokehitys 
Palaute tilannenäkymästä oli hyvää ja näkymälle annettiin vihreää valoa jatkokehityk-
selle ja useamman näkymän luomiselle projektikohtaisesti. Tikettilistaukset koettiin liian 
paljon tilaa vieviksi, joten niille pitäisi tehdä jotain ja miettiä, mitä tietoa tiketeistä on tar-
peellista näyttää. Lisäksi logo- ja kellonaika-widgetit eivät välttämättä ole tarpeellisia, 
mutta kokeilutarkoitusta varten ne lisättiin näkymään, jotta näkymä näyttäisi kokonai-
selta.  
Uusia widgettejä on siis tarve miettiä ja näkymän responsiivisuutta korjata siinä määrin 
kuin on mahdollista. Ilveksellä on onneksi palveluja, joista tietoa voi hakea helposti. Esi-
merkiksi yrityksen omasta intrasta tuntikirjaustietoja voisi tuoda näkymään. 
Myös Jirasta voi hakea nyt haettujen sprintissä jäljellä olevien päivien sekä avoimien ja 
käynnissä olevien tikettien lisäksi monia muita tietoja, kuten projektin kehityshistoriaa. 
Esimerkiksi voisi tehdä viivadiagrammin siitä, miten aikaisemmissa spinteissä on jäänyt 
tikettejä kesken tai niitä ei ole ehditty aloittaa. Tällainen tieto viestisi sitä, että sprintit ovat 
joko liian lyhyitä työtaakkaan verrattuna tai työtaakkaa ei osata arvioida oikein.  
 
Kuva 16. Erään projektin ”Sprint Burndown” -kaavio 
Jira tarjoaa jo valmiiksi hyviä raportteja projektin seurantaan. Niitä ei vaan ole osattu 
aikaisemmin hyödyntää eikä niiden tarjoamaa potentiaali ole ymmärretty. Kuva 16 esit-
telee Jiran tarjoamaa kehityssykliin eli sprinttiin valittujen tikettien valmistumista syklin 
aikana, joka tässä tapauksessa oli kuuden päivän mittainen ja viikonloppu (harmaa alue) 
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välissä.  Tämän sprintin tapauksessa ei kaikkia sprinttiin otettuja tikettejä saatu valmiiksi 
annetussa ajassa, vaan ainoastaan puolet tiketeistä valmistui.  
Tällaisessa tilanteessa voisi miettiä, onko sprintti ollut liian lyhyt työmäärään verrattuna 
vai onko valituissa tiketeissä tullut yllättäviä tilanteita vastaan ja niiden työmäärä on ar-
vioitu väärin. Samanlainen kaava kuin tässä sprintissä uusiutui monessa muussa saman 
projektin sprintissä ja yrityksessä tuntui olevan muodostunut tavaksi ottaa liikaa töitä 
sprintteihin.  
4.2 QA-raportti 
Web-sovelluksen julkaisua ja kehitystä varten toivottiin QA-raporttimalleja, joita käytet-
täisiin määrittelemään web-sovelluksen kulloisenkin version tuotantovalmiutta. Nykyti-
lannetta varten suunniteltiin Confluenceen QA-raporttipohja (kuva 17), johon on mahdol-
lista täyttää testauksen tuloksia sekä muita huomioita. 
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Kuva 17. Julkaisun QA-raportti 
Raporttipohjaa käytettäisiin erityisesti manuaalisessa testauksessa, mutta raporttiin voisi 
käsin tuoda myös automaattisten testien tuloksia. Palvelun testaaja täyttäisi raportin tes-
tauksesta ja web-sovelluksen julkaisusta vastaava henkilö käyttäisi tätä raporttia hyväk-
seen päättäessään, onko uusin julkaisuversio valmis julkaistavaksi.  
Tällaista pohjaa ei välttämättä tarvitsisi, jos Jira olisi päivitetty viimeisimpään versioon. 
Ilves Solutionsin Jiran versiossa ei ole tarjolla mitään järkevää julkaisun hallintaa, mutta 
uudemmissa on mahdollista seurata julkaisuun liitettyjen tikettien tilaa selkeämmin erilli-
sellä julkaisusivulla (kuva 18). 
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Kuva 18. Jiran julkaisusivu (Atlassian documentation 2016) 
Pelkästään kuvassa näkyvä pieni kuvaaja kertoo enemmän kuin tuhat sanaa, onko jul-
kaisuversio valmis julkaistavaksi.  
Raporttipohja ei välttämättä jää turhaksi, kun uuteen versioon päivitetään, vaikka uu-
dessa Jirassa on paljon hyviä ominaisuuksia testaukseen ja julkaisuun. Raporttia voi 
mahdollisesti käyttää pohjana testauksen tuloksien yhteenvedossa joko sellaisenaan tai 
automatisoimalla raportin generoinnin Jiran testisessioista ja versiotiedoista, sekä auto-
maattisten testien testituloksista. 
5 Yhteenveto 
Insinöörityössä oli tarkoitus luoda katsaus web-sovelluksen laatuun ja laadunvarmistuk-
seen erityisesti pienyrityksen näkökulmasta, sekä esitellä työkalut ja tavat seurata laatua 
ja tuottaa yhtiön käyttöön sopivia ohjeistuksia ja malleja projektien laadunvarmistukseen.  
Moni Ilveksellä käytetty sovellus oli päivitetty viimeksi vuonna 2012, mikä aiheutti laa-
dunvarmistusta kehittäessä ongelmia, kun monet kehitysideat olisivat vaatineet uudem-
mat versiot monista palveluista. Jatkokehityksen kannalta järkevintä olisi päivittää tarvit-
tavat palvelut viimeisimpiin versioihin, ja toivottavasti tämän vuoden aikana uudet lisens-
sit saadaan ostettua palveluihin, joiden päivittäminen olisi tärkeintä. 
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Uudenlaisella tiketin työnkulkuprosessilla toivotaan olevan positiivisia vaikutuksia tuot-
teen laatuun, kun uuden prosessin tarkoituksena oli tuoda testaus ja katselmointi näky-
vämmäksi osaksi tikettien tilaa. Suurimman vaikutuksen odotetaan olevan testikattavuu-
den puolella. 
Ensimmäinen versio projektien tilanneseurantanäkymästä sai toimistossa hyvän vas-
taanoton ja sitä lähdetään varmasti kehittämään pidemmälle tulevien kuukausien aikana, 
kun asiakasprojektit antavat tilaa aikataulusta. Näkymään tuli paljon kehitysideoita, kuten 
Jira-tiketit voisivat olla linkkejä ja pylväsdiagrammi voisi toimia paremmin vaakatasossa. 
Responsiivisuutta on myös tarvetta kehittää, sillä tällä hetkellä seurantanäkymä toimii 
vain 1080 pikseliä korkealla näytöllä. Osa widgeteistä ei myöskään vielä tue useampaa 
projektia. 
Kunhan tulevaisuudessa Ilveksellä saadaan käyttöön Atlassianin Crucible- ja Fisheye-
palvelut, joilla tehdään koodin katselmointia, niin seurantanäkymään näistä palveluista 
saadun tiedon lisääminen olisi myös harkinnan arvoinen vaihtoehto.  
Insinöörityön tekijä kokee kohentaneensa yrityksen laadunvarmistusta ja tuoneen jotain 
uutta yrityksen prosesseihin, joiden kehittämistä on hyvä jatkaa tästä työstä eteenpäin. 
Prosessit eivät ole ikinä täydellisiä, ja aina löytyy kehittämisen varaa.  
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