Introduction
The DDBJ (DNA Data Bank of Japan) organizes an International Nucleotide Sequence Data Bank (INSDB) with the EBI (European Bioinformatics Institute) and the NCBI (National Center for Biotechnology Information). The three organizations cooperate in developing the International Nucleotide Sequence Databases DDBJ/EMBL/GenBank (Tateno and Gojobori, 1997) . DDBJ itself accumulates data directly from scientists and disseminates the data to the international database. Previously, DDBJ employed a relational DBMS (database management system) as its engine and an annotator's workbench (AWB) (GenBank at Los Alamos, 1993) for daily annotation of sequence data. This system was developed by Los Alamos National Laboratory in the USA more than 7 years ago. Since it was developed, data items (DDBJ/EMBL/GenBank, 1996) included in the database have frequently changed and expanded due to the rapid development of molecular biology and the widespread use of sequencing technology, and it has been almost impossible to tolerate the changes and expansion using the conventional system without documentation and continuous support. Furthermore, DDBJ has to accommodate local requirements in Japan and Asia, in addition to international interoperability.
Thus, we decided to design and develop a database management system by ourselves. A new schema with objectoriented methodology was designed to be a powerful basis for the construction of two new systems for data acquisition and maintenance. The first, named Yamato II (Koike et al., 1996) , is for internal annotation staff, and the second, named Sakura (Yamamoto et al., 1996) , is for external researchers submitting new sequences via the World Wide Web (WWW). These two new systems share a common framework that stands on the new database, and are to be organized on a uniform concept of a newly designed schema and its modeling.
This paper focuses on the formal design of the new schema and its interface to the overlying systems implemented by an object-oriented access library. The new schema and library, as well as overlying new systems, were designed with these factors in mind:
1. Consistency 2. Efficiency 3. Sufficiency 4. Expandability 5. Interoperability We adopted object-oriented design as the key technology for the creation of the new database because this strategy realizes a natural expression of the real world in computers. Actually, it resulted in the straightforward manipulation of sequences and their related data, and also quick and easy updating of the DDBJ system based on international and local requirements. Furthermore, it will be applicable to the field of bioinformatics, which is full of such heterogeneous and multimedia objects as sequences, codes, description, graphs, patterns, morphology, tertiary structure and dynamic behavior.
Overview of methodology for DDBJ's new schema design
The design of the new database schema basically follows the 'ANSI/SPARC three-level schema architecture' (Tsichritzis and Krug, 1978) . This system classifies the abstract levels of database schema into three levels: (i) 'conceptual schema', which directly models real-world objects or phenomena onto surrogates; (ii) 'internal schema', which describes the implementation of physical structure on database details; (iii) 'external schema', used for each user's or application's view of the data. Although interpretation of this concept varies from person to person (Date, 1990) , classification of layers in design makes it possible to focus on the characteristic problems of each layer, and ensures independence from the underlying structure. The concept is well established and has the flexibility for our new object-oriented strategy. Figure 1 shows an overview of the new DDBJ schema methodology. In summary, the conceptual schema was first designed using a functional model with visual diagrams which was implemented on a commercial RDB (relational database) system, Sybase. Here 'relational' is defined as internal or physical modeling because the authors define the functional model as being located above, and implemented by, the relational model. All physical information is represented in the relational layer. For the user or application interface, another modeling method was adopted for external schema to allow manipulation of data via set operations. To support these operations, an object-oriented database access library was created and developed using C++ language, as described in the following sections.
The reason why we did not choose database management systems titled 'object-oriented' should be noted. Such systems only supply functions for flexible storage, but not for design methodology. Moreover, the performance and reliability needed to tolerate a huge amount of daily transactions could not be guaranteed for these systems. That is why we separated the problem of conceptual schema design and internal schema design for storage and utilized RDB. 
Conceptual schema design

Modeling concept
The conceptual design of the new schema was based on a functional model named AIS (associative information structure). The functional model (Shipman, 1981) focuses on binary relationships between entities and represents them as functions from the 'domain entity set' to the 'range entity set'. Arisawa et al. (1991) extended this concept of functional models to fit object-oriented modeling of database schema and named it the AIS model. Their recent work introduced visual diagrams to represent their model as well as the complete primitive operation set over this structure (Arisawa et al., 1991; Nagae and Arisawa, 1995) . The AIS diagram is similar to and a natural extension of the ER diagram by Chen (1976) , but it restricts the relationships of entities to binary (functional) relationships and relationships with the concept of 'order', called associations. With the concept of function and order, this visual method might be considered more powerful than the ER method. We have used the kernel concept of the AIS model and diagram, and extended and clarified its detail on 'order'. This enhancement has resulted in more powerful expression of the object to be manipulated, as described later. Figure 2 shows a simplified outline of the conceptual schema of the DDBJ DNA database designed by our extended model. The design starts with the extraction of entities that are surrogates of real-world objects. Each extracted entity corresponds to a real-world item such as 'entry', 'author' or 'reference'. In an AIS diagram, an entity (type) is expressed Another concept that plays a major role in modeling is 'association', e.g. the set of authors of a sequence. In such an association, cardinality and order play a fundamental role. There are three types of cardinalities (1:n, 1:1, n:m), but the restrictions of the model inhibit the cardinality of n:m, as it can be decomposed into 1:n and m:1. (This eliminates the ambiguity present in the original ER model.) Thus, the relationship between reference and author can be decomposed into two via the artificial entity of 'authors of a reference', as shown in the figure. From the viewpoint of functional modeling, the 1:n model introduces and defines an order for the sequence of multi-values. The merit of this concept is that such information as 'order of authors for a reference' can be directly and naturally represented in the conceptual design.
Schema design
In the AIS model, 'associations' have been represented in a variety of ways (Arisawa et al., 1991 Nagae and Arisawa, 1995) , but will be represented here by diamonds on a connecting line. Cardinality is represented by arrows at the end of a connecting line. A single-headed arrow stands for a cardinality of 'one' and a double-headed arrow for that of 'many'. For example, an association with a single-headed arrow and a double-headed arrow (between 'reference' and 'authors of reference', for example, as shown at the bottom of Figure 2 ) denotes a cardinality of one to many (1:n). In our original extended model, the following concepts and notations apply to 'order'.
1. The order of an association is restricted to unidirectional, eliminating ambiguity of directions for a 'many' to 'many' correspondence. This does not mean to deny the fact that an association function may be bidirectional. 2. There are three types of order, intensional, extensional and arbitrary, and they are represented as follows:
(a) a black circle for intensional order; (b) a white circle for extensional order; (c) a circle with a cross in it for arbitrary order.
'Intensional order' is that which is connotative and determined by the conditions of associated foreign entities such as the alphabetical order of names or the ascending order of a value entity. In this case, the order of association is indirectly encoded in the nature of the values of the associated foreign entities. An example of this is the association between 'entry' and 'feature'. The order of the features for an entry which finally appears in the flat file is determined by the location value for each feature.
'Extensional order' is that which is denotative. For example, authors for a certain reference are not ordered by explicit values. 'First author' is not necessarily linked to the atom of number '1', because such an artificial number is not of absolute value, but of rather relative value, and so is not treated as a real-world object in the model. In the DDBJ DNA database schema, most of the association orders are in this category. Order information is explicitly provided from the outside through update operations.
'Arbitrary order' is that in which multiple occurrences of association do not have any meaningful order. There is not a need to have a structure or mechanism to keep information in a logical order. This is often seen in reference entities which are cases of decomposed associations, which come about from the many-to-many correspondence between entities (i.e. entry versus reference or reference versus author). Reverse order, such as 'order of entries for a reference' or 'order of references for an author', is not meaningful in these cases for storage and retrieval.
Finally, review of the total design as shown in Figure 2 illustrates that our logical approach reduced ambiguity and produced semantic richness in comparison with the conventional method of design. Furthermore, one can easily infer how the real phenomena are interpreted in this representation.
Internal schema design
Internal schema implementation
The internal physical schema is implemented in the commercial RDB system, Sybase, using standard SQL description. Once the conceptual schema had been fixed, the design and implementation of the internal schema are straightforward. Major rules for this translation are listed as follows:
1. Each entity is mapped to a table with an artificial numeric identifier for its primary key. 2. Each association is mapped to a table with a set of identifiers for joining entities. 3. Extensional order is expressed by a number field in its association table. This number is not transparent to the application view and its field is maintained by an access library which implements the external schema.
The feature of commercial RDB systems seems to be fixed and not flexible to store various objects, and some add-on functions are to be introduced to fill such gaps, as described below.
Expandable text storage (pseudo-text)
Field values like those seen in the feature table are short (7-8) on average, but can be quite long (several hundreds). If a text is used for these tables, as a minimum, it will consume one physical page for each value, which would occupy a large part of the database. Pseudo-text is defined as a variablelength character of 255 bytes, but if the content exceeds this length, an overflow pointer token will appear. This token has information to identify a row in an overflow table. (The format is a 0 headed 10 identifier digit string following '>>text_table: '.) If the content of the field happens to be exactly the same pattern as the overflow token, a rare occurrence, a single meta character ('#') is appended to distinguish them. The rule applies iteratively by adding another meta character ('#') for confusing patterns, to avoid having any exception misinterpreted. This consistent technique not only saves database space, but also allows optimal performance for text with highly variable length which often appears in bioinformatics applications.
Object identifier
Conceptual objects described in the previous section do not usually have an explicit value attribute to identify itself. Meta tables are designed to control these identifiers. The physical existence of these tables is not transparent to the application's view to guarantee consistency in logical object level. 
External schema design
Object-oriented database access library
The last modeling to be noted here is for the external schema description. The external schema sits above the conceptual schema and defines the application's view of the data. The functional model AIS, which has been successfully adopted for the conceptual schema design, is not always the best nor most powerful for external modeling, when it treats a single binary relationship one at a time on a microscopic and procedural basis. To fill the gap between the conceptual model and the application request, we designed an applicationoriented layer as the external schema model. It is provided as a set of language interface libraries written in the C++ language. The fundamental notion of this model is to construct a 'hierarchical' data tree and to provide an operation set to locate and identify the position of an object in the tree. This is also seen in the formal approach for defining an operation set in the AIS model (Nagae and Arisawa, 1995) , but the approach used by the authors is simplified, embedding the access codes in C++ language because the logical structure of the tree seems to be fixed and a priori. This approach realized higher efficiency and reliability in the development, and provides consistency to application programs.
Here, the word 'hierarchy' does not denote the conventional hierarchical data model that treats procedural one-way directions of access path. All operations logically requested in a conceptual model are pre-encoded in the language interface and not fixed to one-directional. To represent its power of operations, it can be described as a full set or sufficient subset of relational operations because it can fully utilize underlying RDB.
Suppose the binary-related entities can be represented in a tree. The traversal of associations between two entity types corresponds to the vertical height of the tree, while enumeration in ordered sequence in the multi-valued function is for the horizontal width of each tree branch. The whole tree can be easily defined by these recursive or iterative definitions. The vertical position in the tree is defined by enumerating the associations on the path. For an association of 1:n (one-tomany) cardinality, an associated entity is identified by an index. For example, the name of publication of the ith reference of an entity e1 is denoted as in Figure 3: e1.Entref() [i] .Reference().Dictpub().Pb_Name() Such a description is fully consistent with the grammar of C++ language and can be embedded in application codes. Each path of the denotation is followed by a pair of parentheses (), which represent a class method in C++. The name of an entity is just treated as if it was an operation on the left operand. A number in a pair of square brackets [] is for an operator indexing with the 1:n (one-to-many) correspondence, and the order is identical to that of the association. In this layer, multiple objects are implemented by an ordered set with an indexing operator.
The object-oriented database access library is a set of implementations for the external model. It covers all physical structures of the database and provides integrity and inde- pendence (Stonebraker, 1974 ) of a higher level interface. The major characteristics of the library are as follows:
1. The application programmer does not need to know the physical structure or access method of the data. With knowledge of the logical access path, he/she can directly access the desired data. 2. Real access to the database might be issued on a demand basis, yielding better performance. 3. Database access is encapsulated in each corresponding class, inhibiting inconsistent updates.
Mechanism and structure of the object-oriented library
The internal design and implementation of the library utilize the object-oriented concepts of C++ such as encapsulation, inheritance and template definition. Figure 4 shows the outlined part of the class structure of the library. Classes are grouped into each hierarchical layer, which represents an abstract level. The common framework includes the basic classes for database access. The AnonymObj class is for fundamental database access, which encodes the access or error status of the database object. These are two classes derived from this basic class. The first, AnonymElm, controls the primary existence of objects (selection/deletion), and the second, AnonymRec, controls the fine details of objects (selection/insertion/update). Both of the classes serve as basic classes of specified objects. In the example of accessing an entry, EntryElm and EntryRec play a role in actually accessing the interface. The former is derived from AnonymElm and the latter is from AnonymRec. There should be as many sets of derived classes as there are of accessible targets. Each set of objects is also defined in the library (such as EntrySet) with an indexing operator. Real implementation of the set is by B-tree in the basic template class, which enables logarithmic order of access time for element quantity.
Independent and automatic features of the objectoriented library
The object-oriented database access library assumes a minimum fixed structure for the database internal schema. Its application at a client site searches schema information written in the SQL template format. Such information can be distributed and supplied at the time of system installation, reinstallation (upgrades) or ultimately at every system start-up time ( Figure 5) . In other words, the application encodes the method for obtaining the SQL template for the manipulation of the desired data instead of having the knowledge of the internal physical schema definition. The real access command, which encodes the physical details of the target database, is generated dynamically from SQL templates at execution time. Thus, the fundamental independency of the internal schema is naturally realized. Using the concept of the 'view' method in the relational database, such independency can be accomplished for retrieval, but updates through view are not possible without a method such as that described here.
The generation of a C++ source code skeleton and SQL template for a given set of internal and external schema definitions has not been fully automated, and it remains the sub- ject of future work. However, even in this step, the semimanual generation of those codes is simplified and mechanical with strong regularity, which drastically improves productivity.
Concluding remarks
For the DDBJ database, we have developed a new stable and flexible system that accommodates the explosive growth in the quantity and the increase in the complexity of DNA sequence data, and their implications.
We have used object-oriented schema design for the database schema conceptual design and object-oriented libraries which are the encapsulation of data structure as abstract classes. The conceptual schema was visualized based on the primitives of entity and association. The conceptual schema is the basis of the external schema and the internal schema, so that data structure can be independent from data attributes and application.
Our methodology is based on formal schema design and object-oriented technology, and we have provided improved productivity of a database system that can reflect the real world. Without the operation set on the concept of set and order, which has been extended by ourselves, it must have been difficult to implement large applications on the database efficiently. An object-oriented language interface that directly reflects the conceptual schema design has also been proved to be a powerful tool for database access. The methodology has shown its ability in the development of a new workbench for annotators of DNA sequence data and a system for data submission in an efficient way based on the new DDBJ database. The workbench is named Yamato II (Koike et al., 1996) and fully utilized in the DDBJ for daily transaction of data. The submission system, named Sakura (Yamamoto et al., 1996) , is now usable through a WWW browser. Currently, ∼80% of submissions to the DDBJ come through this open system. Finally, the achievements of our design are summarized as follows. 1. Consistency is guaranteed because all operations are issued via a logical and formal interface. Inconsistent updates cannot be issued to our system. 2. Efficiency is achieved to tolerate our daily transactions.
The potential ability has been estimated at 11 500 entries/day for annotated nucleotide data and 57 600 entries/day for non-annotated nucleotide data. 3. Sufficiency is proved by the fact that our new annotation workbench has been fully implemented within its operations supplied. 4. Expandability and interoperability have been proved by its feature of physical independence. After the design of the new schema, we could successfully implement, without halting the running system, the large taxonomy system which the INSDB decided to use. Moreover, we will be able to meet the future and potential needs of the submitters, international collaborators and users of the DNA database in the framework of the formal methodology described here. Requests for value-added database access systems are a common theme in various fields in bioinformatics, and this study has offered a basis for the solution of such problems.
