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Povzetek
V pricˇujocˇem delu je predstavljen razvoj enostavnega tri-osnega robotskega
krmilnika na platformi BeagleBone Blue. Robotski krmilnik z namenom realno-
cˇasovne ucˇinkovitosti, uporablja dve programirljivi realno-cˇasovni enoti (PRU),
vgrajeni v mikroprocesor naprave AM335x, proizvajalca Texas Instruments.
S pomocˇjo ROS (angl. Robot Operating System) programskega paketa,
namesˇcˇenega na ARM Linux del naprave am3385, je mogocˇe nacˇrtovati in iz-
vesti trajektorijo gibanja vrha robota iz ene tocˇke prostora v drugo. Realizacija
poteka v sklopu industrijske razsˇiritve ROS paketa (angl. ROS Industrial). ROS
izracˇunane pozicije sklepov, posˇilja v posameznih tocˇkah trajektorije gibanja PRU
jedrom s pomocˇjo RPMsg gonilnika. V nasˇem primeru eno izmed dveh PRU jeder
prejete pozicije uporablja kot referencˇne vrednosti pri krmiljenju motorjev. Za-
jete pozicije aktuatorjev sklepov robota se posredujejo nazaj na Linux operacijski
sistem za namen vizualizacije in nadaljnjega procesiranja.
S svojo izjemno realno-cˇasovno ucˇinkovitostjo, se PRU jedri izkazˇeta kot en-
kratna izbira pri opravljanju realno-cˇasovnih nalog, kot je na primer krmiljenje
koncˇnega sˇtevila motorjev robota.
Kljucˇne besede: Beaglebone Blue, Programirljiva realno-cˇasovna enota, ARM,





The thesis addresses the development of a simple 3 axis robot driver based on
the BeagleBone Blue platform. This work is exploiting the deterministic nature
of the two Texas Instruments Sitara AM335x microprocessor’s integrated PRU
(Programmable Real-Time) cores.
With ROS (Robot Operating System) package running on the Linux part,
(ARM Cortex-A8) it is possible to plan and execute a robot’s end effector tra-
jectory from one point in space to another. This is all achieved within ROS
Industrial extension capabilities. ROS is sending the joints reference position in-
formation to PRUs via the RPMsg driver. From there, one of the PRU cores acts
as a servo controller, driving the motors to the desired position. The motors’
positions are also fed back to the Linux ARM part of the robot controller for
visualization and further processing purposes.
The microprocessor’s PRU cores with their extraordinary real-time perfor-
mance, turn out to be a perfect solution for a real time problem, such as driving
the positions of several robot’s motors.
Key words: Beaglebone Blue, Programable Real-Time Unit, ARM, robot con-





Cilj naloge je pripraviti enostaven robotski krmilnik na majhnem, cenovno ugo-
dnem racˇunalniku v velikosti kreditne kartice. Robotski krmilnik mora biti sposo-
ben prejemati ukaze o poziciji vrha robota, iz podanih ukazov izracˇunati inverzno
kinematiko in pravilno krmiliti pozicije sklepov robota.
Vecˇina karticˇnih racˇunalnikov kot so platforme Raspberry Pi, za svojo
vecˇopravilnost in povezljivost poganjajo vecˇopravilne operacijske sisteme (angl.
Multitasking Operating Systems) kot je Linux Ubuntu. ROS - robotski operacij-
ski sistem (angl. ROS - Robot Operating sistem) je primerno orodje za imple-
mentacijo naloge robotskega krmilnika, ki vkljucˇuje prejemanje ukazov pozicije
vrha robota in racˇunanje pozicij posameznih sklepov. ROS sam po sebi ni opera-
cijski sistem, temvecˇ je programski paket, namesˇcˇen na vecˇopravilen operacijski
sistem. Posledicˇno, zaradi svoje vecˇopravilne narave, ROS direktno ni primeren
za krmiljenje pozicij sklepov oziroma motorjev robota.
Drugi del naloge robotskega krmilnika vkljucˇuje krmiljenje pozicij oziroma
motorjev robota. Taka naloga zahteva zadovoljivo mero sposobnosti delovanja v
realnem cˇasu. To pomeni, da je potrebno pozicije motorja zajeti vsaj enkrat v
nekem dolocˇenem cˇasovnem oknu. Razni popravki jedra operacijskega sistema
omogocˇajo vecˇopravilnemu operacijskemu sistemu zadovoljivo realno-cˇasovno de-
lovanje. Vselej so resˇitve, ki vkljucˇujejo dodatno strojno opremo, v vecˇini prime-
rov boljˇse.
Primer dodatne strojne opreme je lahko mikrokrmilniˇski sistem, ki vsˇtric
z glavnim jedrom karticˇnega racˇunalnika izvaja realno-cˇasovne naloge. Na ta
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nacˇin, vecˇopravilni operacijski sistem, mikrokrmilniˇskemu sistemu zgolj podaja
ukaze in v nasprotni smeri prejema podatke preko serijske komunikacije. Karticˇni
racˇunalnik Raspberry Pi je mogocˇe s serijskim vodilom UART povezati z mikro-
krmilniˇskim sistemom Arduino Uno. Arduino Uno s svojim 20 MHz in 8-bitnim
ATmega328P mikrokrmilnikom predstavlja primerno resˇitev pri resˇevanju realno-
cˇasovnega problema z dodatno strojno opremo.
Sˇe ena resˇitev v obliki dodatne strojne opreme je heterogeno vecˇ-jedrno pro-
cesiranje (angl. HMP - Heterogeneous Multicore Processing). Mikroprocesorski
sistemi v tem primeru zdruzˇujejo vecˇ procesorskih jeder, katerim so pripisane
razlicˇne naloge. Tako npr. naprava proizvajalca NXP Semiconductors - iMX7
Solo zdruzˇuje dve procesorski jedri. Prvo jedro ARM Cortex-A7 se v namen po-
vezljivosti v mrezˇo in interakcije z uporabnikom posluzˇuje vecˇopravilnega sistema
kot je Linux. Paralelno se na drugem jedru ARM Cortex-M4, pri frekvenci 200
MHz, izvajajo naloge krmiljenja na realno-cˇasovnem operacijskem sistemu, kot je
npr. FreeRTOS.
Ideja za izgradnjo robotskega krmilnika se je porodila po predstavitvi plat-
forme BeagleBone Blue, organizacije BeagleBoard.org. Platformo proizvajalec
predstavlja kot Linux racˇunalnik namenjen robotiki. Na platformi se nahaja
veliko prikljucˇkov namenjenih pulzno-ˇsirinskemu vodenju aktuatorjev, priklopu
kodirnikov, servo motorjev, baterije in ostalih senzorjev. Poleg tega, se lahko
platforma povezˇe tudi z brezzˇicˇno internetno povezavo. Ta lastnost jo, poleg
mozˇnosti priklopa baterije, uvrsˇcˇa med racˇunalnike primerne za mobilne plat-
forme. Eden izmed predstavitvenih projektov platforme je EduMIP, samodejno
stabilizacijski mobilni robot. Samodejna stabilizacija nedvomno zahteva nekaksˇno
realno-cˇasovno ucˇinkovitost naprave. Dokumentacija platforme BeagleBone Blue
navaja, da se v osredju platforme nahaja sistem v paketu (angl. SiP - System-in-
Package) proizvajalca OSD, ki vkljucˇuje napravo proizvajalca Texas Instruments,
Sitara AM3358, v nadaljevanju AM3358. Naprava AM3358 dosega realno-cˇasovne
sposobnosti s pristopom heterogenega vecˇ-jedrnega procesiranja. Poleg glavnega
procesorskega jedra ARM Cortex-A8, naprava namrecˇ vkljucˇuje tudi dve realno-
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cˇasovni programirljivi enoti (angl. PRU - Programmable Real-Time Unit) ali
dve PRU procesorski jedri. Odlocˇitvi za izbiro platforme BeagleBone Blue med
ostalimi primernimi platformami, opisanimi v poglavju 2, je botrovalo dejstvo, da
ima BeagleBone Blue namesˇcˇena dva krmilnika motorjev Sparkfun. Poleg tega, je
veliko vlogo igrala tudi podobnost platforme s svojim predhodnikom BeagleBone
Black, ki je skupnosti dobro poznana in priljubljena platforma.
1.1 Eksperimentalni sistem
Najpomembnejˇsi element eksperimentalnega sistema naloge je nedvomno plat-
forma BeagleBone Blue. Preizkusi delovanja PWM signala in zajemov pozicij,
zahtevajo uporabo elektricˇnega motorja z namesˇcˇenim pozicijskim kodirnikom.
Za preizkuse logicˇnih signalov zadostuje le nekaj svetlecˇih diod in elektricˇnih
uporov. Pri nalogi uporabljen elektricˇni motor je enosmerni elektricˇni motor pro-
izvajalca V-Tec, s trajnostnimi magneti in nazivno napetostjo U = 12V . Motor
ima vgrajen kovinski reduktor s prestavnim razmerjem 298 in inkrementalni ko-
dirnik s kodirnim diskom, pricˇvrsˇcˇenim na zadnji del rotorske gredi. Motor z
vgrajenim kodirnikom ima skupaj sˇest priklopnih sponk. Dve sluzˇita napaja-
nju rotorja, sˇtiri sponke pa za svoje delovanje potrebuje kodirnik. Dve sponki
kodirnika sta namenjeni napajanju, dve pa izhodnima kvadraturnima signaloma
kodirnika.
Pri spoznavanju z arhitekturo mikroprocesorskega jedra in predvsem pri pro-
gramiranju PRU jeder naprave am3385, je nepogresˇljiv JTAG emulator, raz-
hrosˇcˇevalnik in programator XDS100v3. Proizvajalec Texas Instruments pri-
porocˇa uporabo programatorja skupaj s svojim razvojnim okoljem Code Com-
poser Studio. Za razliko od svoje predhodne platforme BeagleBone Black, Bea-
gleBone Blue nima namesˇcˇenega JTAG prikljucˇka. Zato je prikljucˇek, namenjen
priklopu emulatorja, prispajkan direktno na namenske JTAG kontaktne plosˇcˇice,
na hrbtni strani platforme.
8 Uvod
Slika 1.1: Vezava eksperimentalnega sistema
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Ena izmed nalog vsakega robotskega krmilnika je vodenje pozicije sklepov. Po-
znamo rotacijske in translacijske sklepe. Industrijski manipulator, s sˇestimi pro-
stostnimi stopnjami, sestavljajo fiksna baza robota in sˇest premikajocˇih se se-
gmentov, povezanih s sˇestimi aktivnimi sklepi. Aktivnost rotacijskega sklepa
omogocˇa rotacijski aktuator. Rotacijski aktuatorji so razlicˇni elektricˇni motorji.
Rotacijski sklep robota je sestavljen iz elektricˇnega motorja, pozicijskega kodir-
nika in reduktorja vrtljajev, z dolocˇenim prestavnim razmerjem. Vsak sklep ima
dolocˇeno zacˇetno in dve skrajni legi, ki dolocˇata njegov obseg gibanja. Merjenje
pozicije sklepa v svojem obsegu gibanja, je izvedljivo le ob prisotnosti pozicij-
skega kodirnika. Zaprto-zancˇno vodenje pozicije zahteva zadovoljivo mero realno
cˇasovne zmogljivosti mikrokrmilniˇskega ali mikroprocesorskega sistema. Vsak za-
kasnjen zajem pozicije enega izmed aktivnih sklepov manipulatorja, bi namrecˇ
posledicˇno povzrocˇil zakasnitev kalkulacije nove regulirne velicˇine in sklep bi se
pomaknil preko dovoljenih vrednosti.
Glavni del preprostega robotskega krmilnika predstavlja programska oprema
zgrajena s pomocˇjo ROS programskega paketa. ROS najbolje deluje v Ubuntu
Linux okolju [12], zato je ena izmed prvih zˇelenih lastnosti platforme, podprtost
visoko-nivojskih operacijskih sistemov kot je Linux. Linux je v privzetem nacˇinu
prekinitev vecˇopravilen (angl. nonpreemptive multitasking) operacijski sistem
[13]. To pomeni, da le s tezˇavo opravlja nekatere naloge, ki zahtevajo realno
cˇasovne principe delovanja. Med take naloge spadajo hitro in deterministicˇno
zajemanje stanja bitov na splosˇno namenskih vhodno-izhodnih sponkah. Zajem
9
10 Izbira Platforme
pozicije motorja temelji na podobni nalogi, saj je kot zasuka motorske gredi so-
razmeren sˇtevilu zajetih pulzov pozicijskega kodirnika na vhodih mikrokrmilnika
ali mikroprocesorja. Druga zˇelena lastnost platforme je torej zadovoljiva realno-
cˇasovna zmogljivost.
Prekinitveno cˇasovno razvrsˇcˇanje (angl. preemptive scheduling) pomeni, da
razvrsˇcˇanje jedra operacijskega sistema temelji na prioriteti nalog namenjenih iz-
vajanju. Kot primer si zamislimo dve nalogi procesorja: branje GPIO sponk z
viˇsjo in Apache spletni strezˇnik z nizˇjo prioriteto. Naloga branja GPIO sponk se
mora izvesti vsaj enkrat v dolocˇenem cˇasovnem intervalu. Po izteku cˇasovnega
intervala, bo naloga branja GPIO sponk prekinila delovanje naloge Apache sple-
tnega strezˇnika. To se bo zgodilo, cˇetudi se cˇas procesorskega jedra, namenjen
nalogi Apache spletnega strezˇnika, sˇe ni iztekel. Opisano prekinjanje izvajanja
naloge imenujemo prekinitve (angl. preemption). Trajanje prekinitve (angl. pre-
emption period) se v realno-cˇasovnih sistemih nahaja v obmocˇju nekaj mikro
sekund ali manj [13]. Cˇas zakasnitve naloge je kljucˇni parameter realno-cˇasovne
ucˇinkovitosti sistema in je v veliki meri odvisen od izvajajocˇih se nalog z enakimi
ali viˇsjimi prioritetami. Obstajajo razlicˇni nacˇini za doseganje realno-cˇasovnega
obnasˇanja Linux vgrajenega sistema. Mednje spadajo uporaba namenskega mi-
krokrmilnika ali uporaba locˇenega realno-cˇasovnega jedra operacijskega sistema
skupaj z Linux jedrom operacijskega sistema [14].
Vkljucˇitev RT-Preempt ali PREEMPT RT popravka (angl. RT-preempt or
PREEMPT RT patch) pri izgradnji Linux jedra operacijskega sistema, pretvori
obicˇajno Linux jedro operacijskega sistema v prekinitveni (angl. preemptive)
sistem. Ob vkljucˇitvi popravka na platformo BeagleBone, se pri izvajanju realno-
cˇasovnih aplikacij, implementiranih v programskih jezikih C/C++, najslabsˇi cˇasi
zakasnitve gibljejo pod 10 ms.
Xenomai predstavlja drugacˇen tip resˇitve. Obicˇajno Linux jedro operacijskega
sistema dopolni z realno-cˇasovnim so-jedrom operacijskega sistema, imenovanim
Cobalt. So-jedro je odgovorno za izvajanje cˇasovno kriticˇnih aktivnosti.
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Med najbolj ucˇinkovite spadajo resˇitve z vpeljavo dodatne strojne opreme. Li-
nux mikroprocesor je mogocˇe razbremeniti nalog realno-cˇasovnega znacˇaja tako,
da izvajanje teh nalog premestimo na nizko-cenovne mikrokrmilnike, kot so Ar-
duino Atmel AVR in druge. Za komunikacijo med mikroprocesorjem na eni in
mikrokrmilnikom na drugi strani, obstajajo komunikacijska programska ogrodja,
ki temeljijo na komunikaciji UART, SPI in I2C. Mikroprocesorji naprav AM335x,
proizvajalca Texas Instruments, vsebujejo dve programirljivi realno-cˇasovni enoti
(angl. PRU - Programmable Real-Time Unit), namenjeni programiranju realno-
cˇasovnih aplikacij.
2.1 Toradex
Toradex je podjetje, ki se ukvarja s ponudbo racˇunalniˇskih resˇitev za majhne in
srednje projekte v industriji vgrajenih sistemov. Podjetje ponuja sˇiroko paleto
racˇunalnikov na modulu (angl. CoM - Computer on Module) ali sistemov na
modulu (angl. SoM - System on Module) standardne velikosti SODIMM (angl.
SODIMM - small outline dual in-line memory module). Njihovi racˇunalniki na
modulu, v nadaljevanju CoM, uporabljajo sisteme na cˇipu (angl. SoC - System on
Chip), v nadaljevanju SoC, ki temeljijo na ARM arhitekturi centralno procesne
enote. Produkte CoM je mogocˇe uporabljati v razlicˇnih industrijskih panogah,
kot so industrijska avtomatika, avtomobilizem, medicina, robotika, itd [1]. Kom-
binacija vstavitvenega CoM modula in namenske osnovne plosˇcˇice (angl. carrier
board) ponuja popolno platformo namenjeno razvoju najrazlicˇnejˇsih aplikacij.
Vstavitveni CoM moduli lahko poganjajo vrsto standardnih visoko-nivojskih
operacijskih sistemov. Najvecˇ razvoja s strani podjetja Toradex je namenjenega
podpori Windows Embedded Compact in Linux. Slike operacijskih sistemov in
paketi podpore plosˇcˇe (angl. BSP - Board Support Package) so po zasnovi vi-
soko konfigurabilni, kar uporabniku prihrani dolgotrajno in tezˇavno razvijanje
lastne verzije operacijskega sistema. Poleg operacijskih sistemov, so uporabniku
na voljo tudi zastonjske knjizˇnice za vmesnike SPI, PWM, I2C, CAN in Ethernet.
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Slika 2.1: Toradex Aster osnovna plosˇcˇa za vstavitvene racˇunalnike na modulu
druzˇine Colibri [1]
Toradex ponuja podporo realno-cˇasovne ucˇinkovitosti samo na modulih CoM, ki
temeljijo na heterogeni vecˇ-jedrni arhitekturi. To omogocˇa paralelno izvajanje Li-
nux operacijskega sistema na glavnem in realno-cˇasovnega operacijskega sistema,
kot je FreeRTOS, na locˇenem procesorskem jedru.
Toradex s svojimi izdelki predstavlja kvalitetno izbiro tudi pri izbiri vgraje-
nega sistema za robotski krmilnik. Iz opisa realno-cˇasovnih zmogljivosti je zelo
privlacˇna ideja poganjanja realno-cˇasovnega operacijskega sistema na locˇenem je-
dru. FreeRTOS lahko na locˇenem procesorskem jedru skrbi za vodenje motorjev
in morebitno industrijsko komunikacijo ob zdruzˇevanju vecˇ robotov. Na Linux
procesorskem jedru modula CoM, pa je mogocˇe implementirati kontrolni vmesnik
in robotski programator. Razvoj aplikacij se izvaja na osnovni plosˇcˇici, prikazani
na sliki 2.1. Osnovna plosˇcˇica vsebuje mnogo perifernih prikljucˇkov in omogocˇa
sˇtevilne mozˇnosti povezljivosti. Za produkcijo proizvajalec ponuja orodja za za-
snovo lastnih osnovnih plosˇcˇ.
2.1.1 Colibri iMX7
CoMmoduli druzˇine Colibri so vstavitveni moduli standardne velikosti SODIMM,
temeljijo pa na aplikacijskem mikroprocesorju i.MX7 proizvajalca NXP Semicon-
ductors. Obstajata dve razlicˇici modulov in sicer: i.MX7 Solo in i.MX7 Dual.
Dual vsebuje dve ARM Cortex-A7 procesorski jedri z maksimalno frekvenco ure
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1 GHz, medtem ko Solo vsebuje enojno ARM Cortex-A7 jedro, s frekvenco 800
MHz. Obe razlicˇici vstavitvenih modulov se za namen realno-cˇasovnega nacˇina
delovanja posluzˇujeta jedra ARM Cortex-M4 s frekvenco ure 200 MHz [15].
Slika 2.2: Arhitektura sistema na cˇipu NXP iMX7 [2]
2.1.2 Apalis iMX8
Produkti druzˇine Apalis so nekoliko manjˇsi racˇunalniki na modulu CoM, ki teme-
ljijo na sistemu na cˇipu SoC, proizvajalca NXP Semiconductors i.MX 8QM. Vse-
bujejo dve Cortex-A72, sˇtiri Cortex-A53 aplikacijska procesorska jedra in dve do-
datni Cortex-M4F mikrokrmilniˇski jedri. Poleg tega ima sistem vgrajeno GC7000
3D graficˇno procesno enoto s podporo Open GL ES 3.1 in Vulkan na vse do 4x
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1080p in 1x 4K prikazovalnikih. Cortex-M4 mikrokrmilniˇska jedra je mocˇ upora-
bljati v realno-cˇasovnih aplikacijah [3].
Slika 2.3: Vstavitveni modul Toradex Apalis iMX8 [3]
2.2 DH Electronics
Podobno kot Toradex, tudi podjetje DH Electronics ponuja resˇitve vgrajenih sis-
temov. Njihova ponudba vkljucˇuje proizvodno serijo sistemov na modulu, imeno-
vano DHSOM. Skalabilni, majhni vgrajeni racˇunalniki so namenjeni spajkanju na
PCB plosˇcˇe lastne izdelave ali vstavljanje v razvojne osnovne plosˇcˇe, dobavljive
s strani proizvajalca. Na CoM modulih najdemo SoC sisteme na cˇipu razlicˇnih
proizvajalcev kot so Qualcomm, NXP in Texas Instruments.
2.2.1 DHCOM AM335x
DHCOM-AM335x modul je vstavitveni racˇunalnik na modulu standardne veliko-
sti SODIMM-200, ki temelji na mikroprocesorju naprave AM335x, proizvajalca
Texas Instruments. Maksimalna frekvenca centralno procesne enote sega do 1
GHz, opremljen pa je z najvecˇ 512 MB DDR3 pomnilnika in najvecˇ 16 GB eMMC
flash pomnilnika [4].
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Slika 2.4: DH Electronics DHCOM AM335x vstavitveni CoM modul [4]
2.3 Compulab
Compulab je eden izmed vecˇjih svetovnih proizvajalcev CoM modulov, ki te-
meljijo na ARM arhitekturi in dobro poznan proizvajalec miniaturnih nehlaje-
nih osebnih racˇunalnikov, namenjenih uporabi v industriji in vgrajenih sistemih.
Ustanovljen leta 1992, Compulab proizvaja CoM module od leta 1997, nehlajene
osebne racˇunalnike pa od leta 2007 [5]. Vstavitveni moduli CoM so podprti s pro-
gramskimi paketi za operacijske sisteme Linux, Android in Windows Embedded
Compact. S pomocˇjo gostih miniaturnih prikljucˇkov so zasnovani za integracijo
v aplikacije po meri. Na module so namesˇcˇeni SoM sistemi na cˇipu razlicˇnih
proizvajalcev, kot so Qualcomm, NXP, Texas Instruments in Marvell.
2.3.1 CM-T43
Compulab CM-T43 CoM zagotavlja sˇiroko paleto hitrih vmesnikov, prostorsko in
energijsko ucˇinkovitost, poleg tega pa tudi cenovno ugodnost. Temelji na sistemu
na cˇipu AM437x, druzˇine Sitara, proizvajalca Texas Instruments. Procesorsko
jedro je zasnovano na arhitekturi ARM Cortex-A9, deluje pa na frekvenci do 1
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GHz. Ima 512 MB pomnilnika in naslovnega prostora za najvecˇ 32 GB eMMC
flash pomnilnika. Prav tako kot naprava na platformi BeagleBone, tudi AM437x
vsebuje dve PRU jedri. Graficˇno procesna enota podpira LCD vmesnike z reso-
lucijo do 1400 x 1050 slikovnih elementov. Povezljivost zagotavljajo 2x Gigabit
Ethernet, 2x USB, 6x UART, 133 GPIO sponk, WiFi in Bluetooth.
Slika 2.5: Racˇunalnik na modulu Compulab CM-T43 [5]
3 BeagleBone
BeagleBone je kompaktna, nizko-cenovna, odprto-kodna Linux racˇunalniˇska plat-
forma, namenjena izdelavi kompleksnih aplikacij. Nizko-nivojska elektronska
vezja povezuje z visoko-nivojsko programsko opremo [13]. Platforma je s svojimi
vhodno izhodnimi sponkami in vodili, kot so I2C, UART, SPI, ipd. idealna za
prototipe projektov ali zasnovo izdelkov, ki zahtevajo racˇunsko mocˇ in svobodo
odprto-kodnega operacijskega sistema. Slednji nam dovoljuje, da pri projektih
uporabimo zastonjske odprto-kodne knjizˇnice in aplikacije. Kot primer lahko
vzamemo aplikacijo Nodejs spletnega strezˇnika, s katerim lahko elegantno imple-
mentiramo konfiguracijski vmesnik preko spletnega brskalnika. Poleg programske
opreme je uporabniku na voljo tudi vsa dokumentacija o izdelavi tiskanega vezja
platforme, na katerega je poleg ostale elektronike pritrjen visokozmogljivi mikro-
procesor. Na ta nacˇin vgradnja tiskanine v lastni projekt ne predstavlja vecˇjih
tezˇav.
Poleg vseh pozitivnih plati zastonjskega odprto-kodnega operacijskega sis-
tema, so tu tudi slabe plati. Nobena C knjizˇnica ali kaksˇna druga zastonjska
odprto-kodna programska oprema ne zagotavlja popolne zanesljivosti in sto od-
stotnega delovanja. Ob morebitnih napakah, ki nastajajo pri razvoju programske
opreme ali ob predstavitvi novega produkta, ki morda ni kompatibilen s prejˇsnjimi
verzijami, smo prepusˇcˇeni na milost skupnosti. Lahko pa se problema lotimo sami




Obstajata dve liniji izdelkov organizacije BeagleBoard.org: visoko-kvalitetna in
nizko-kvalitetna linija izdelkov. Izdelki linije BeagleBoard so viˇsje kvalitete, na-
menjeni zahtevnejˇsim uporabnikom, ki posegajo po dostopnejˇsih resˇitvah digi-
talne obdelave signalov (angl. DSP - Digital Signal Processing) in zmoglji-
vostih, ki izboljˇsajo prikazovalno ucˇinkovitost. Izdelki linije BeagleBone so
nizˇje kvalitete, namenjeni vsakodnevnim ustvarjalcem, ki posegajo predvsem
po nizˇje-nivojskih vhodno/izhodnih periferijah in sprejemljivimi prikazovalnimi
ucˇinkovitostmi [16].
3.1.1 BeagleBoard in BeagleBoard-xM
Originalni BeagleBoard je na trzˇiˇscˇe priˇsel leta 2008, na njem pa lahko najdemo
vgrajen sistem proizvajalca Texas Instruments OMAP3530 z ARM Cortex-A8
mikroprocesorjem, IVA2.2 podsistemom z C64x+ jedrom za digitalno obdelavo
signalov, PowerVR SGX podsistemom za 3D graficˇno pospesˇevanje, podsistemom
za prikazovanje itd. Poleg vsega nasˇtetega so tu sˇe serijska vodila kot so I2C, I2S,
SPI, DVI-D, S-Video, Stereo In/Out, USB 2.0, RS-232 Serial, odstranljivi me-
dijski vmesnik Three Multimedia Card (MMC)/Secure Digital (SD) with Secure
Data I/O (SDIO) in testni vmesnik JTAG. OMAP 3 naprave so zasnovane na
zagotavljanju prvo-razrednega video, slikovnega in graficˇnega procesiranja [17].
Leta 2010 je BeagleBoard-xM nadomestil originalnega. Izboljˇsal se je pri fre-
kvenci centralno procesne enote in sicer je iz prejˇsnjih 600/720 MHz (odvisno
od napajanja) pospesˇil na 1 GHz. Njegova kolicˇina spomina se je podvojila iz
prejˇsnjih 256 MB na 512 MB. Poleg boljˇse grafike, ima BeagleBoard-xM, opre-
mljen z vgrajenim sistemom Texas Instruments DM3730, tudi Ethernet 10/100
vmesnik in kar sˇtiri USB 2.0 vhode. Z dobrim napajanjem, priklopljeno miˇsko,
tipkovnico in monitorjem, lahko BeagleBoard-xM spremenimo v malo delovno
postajo. DM3730 je arhitekturno zasnovan tako, da je najboljˇsi v razredu ARM
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in graficˇnih ucˇinkovitosti, ne glede na nizko porabo elektricˇne energije [18].
3.1.2 BeagleBone White in BeagleBone Black
Prvi BeagleBone se je pojavil leta 2011, dve leti za tem, pa je na trg priˇsel sˇe Be-
agleBone Black. Na obeh najdemo napravo AM335x, proizvajalca Texas Instru-
ments. Mikroprocesor naprave temelji na arhitekturi ARM Cortex-A8, okrepljen
pa je s slikovnim in graficˇnim procesiranjem, periferijami in industrijskimi vme-
sniki kot so EtherCat in PROFIBUS. Podpira visoko-nivojske operacijske sisteme
(angl. HLOS - High Level Operating System). Texas Instruments brezplacˇno za-
gotavlja Linux R⃝ in AndroidTM [19]. Glavne razlike med dvema razlicˇicama Be-
agleBone platform: White ima 256 MB spomina, medtem ko ga Black premore
512MB. Takt centralno procesne enote je pri White 500/720 MHz, medtem ko
je pri Black-u 1 GHz. Obe razlicˇici imata na voljo 10/100 Ethernet, SPI, I2C in
USB 2.0. BeagleBone Black ima poleg zgoraj nasˇtetega sˇe 4 GB flash pomnilnika.
Platformi BeagleBone in BeagleBone Black imata na vsaki strani 46
razsˇiritvenih sponk. Na razsˇiritvene sponke je mogocˇe namestiti razsˇiritvene kar-
tice oziroma nastavke (angl. capes).
3.2 BeagleBone Blue
BeagleBone Blue je popoln Linux racˇunalnik namenjen robotiki. Podprt je s
strani skupnosti, ima popolno odprto-kodnost, realno cˇasovno zmogljivost, fleksi-
bilne mozˇnosti povezovanja v mrezˇo in bogato opremljeno robotsko orientirano
periferijo. Omogocˇa hiter in cenovno dostopen razvoj mobilnih robotskih plat-
form [6].
Razvit v tesnem sodelovanju med organizacijo BeagleBoard.org in UC San Di-
ego Coordinated Robotics Lab laboratorijem, zdruzˇuje temeljne lastnosti poceni,
s strani skupnosti podprtih, vgrajenih aplikacij predhodne platforme BeagleBone
Black in funkcionalnosti BeagleBoard.org robotskega nastavka (angl. Robotics
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cape) v kompaktno in lahko resˇitev na enem tiskanem vezju [20].
3.2.1 Strojna oprema
Slika 3.1: BeagleBone Blue [6]
Ob pogledu na platformo BeagleBone Blue, nam v ocˇi najprej padejo sˇtevilni
prikljucˇki in dve anteni za brezzˇicˇni internet. Nasprotno od svojih predhodnih
platform BeagleBone Black in BeagleBone White, BeagleBone Blue nima stran-
skih razsˇiritvenih sponk za razsˇiritvene kartice. BeagleBone Blue je sam po
sebi razsˇiritvena kartica oziroma fuzija platforme BeagleBone Black in robotske
razsˇiritvene kartice. Ob pogledu na cˇelno stran, z antenami navzgor, pokoncˇno
postavljene platforme, so prikljucˇki, periferije in uporabniˇski vmesniki sledecˇi:
od zgoraj navzdol, od leve proti desni, najprej naletimo na USB priklop, nato na
hrbtno stran postavljeno rezˇo spominske kartice in dvanajst voltni prikljucˇek za
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napajanje. ”Naslednja vrsta”vsebuje sˇest uporabniku namenjenih svetlecˇih diod,
sˇtiri tipke in priklop za baterijo. Dalje na platformi najdemo opaznejˇsi skupek
prikljucˇkov in sicer I2C, GPIO, CAN, UART, SPI in prikljucˇek analogno digital-
nega pretvornika. Na dnu se nahajajo priklopne sponke za osem servo motorjev
in sˇtirje prikljucˇki za enosmerne elektricˇne motorje in pozicijske kodirnike.
Poleg vseh prikljucˇkov se na platformi nahaja tudi kopica integriranih vezij.
Najpomembnejˇse integrirano vezje je nedvomno sistem v paketu (angl. SiP -
System-in-Package) Octavo Systems OSD335x, sledijo mu Kingston 4 GB eMMC
flash, brezzˇicˇni internetni modul WL1835MODGBMOCT, MP2615 in S-8261 za
kontrolirano napajanje baterije in omejitev izhodnega toka ter BQ29209, ki skrbi
za varnost pred previsoko napajalno napetostjo. Robotsko usmerjenost platforme
potrjujeta tudi namesˇcˇeni 9-osni zˇiroskop, pospesˇkometer in kompas MPU-9250
ter mogocˇe nekoliko manj robotsko usmerjen barometer BMP280.
3.2.1.1 Octavo Systems OSD3358 1GHz ARM R⃝ Cortex-A8
Octavo Systems OSD335x, sistem v paketu (angl. SiP - System-in-Package) je
prva v druzˇini naprav OSD335x. Zdruzˇuje napravo Texas Instruments Sitara
AM335x s procesorjem, ki temelji na arhitekturi ARM R⃝ Cortex R⃝-A8, DDR3
pomnilnik, TPS65217C PMIC integrirano vezje za nadzor mocˇi, TL5209 LDO
napetostni regulator in vse potrebne pasivne komponente v samostojno, 27 mm
x 27 mm veliko BGA (angl. Ball Grid Array) pakiranje [7].
Tak pristop ima veliko prednosti v primerjavi z uporabo vecˇ integriranih vezij.
Zaradi reducirane kompleksnosti postavitve se obcˇutno zmanjˇsa cˇas zasnove pro-
jektov. Manjˇse sˇtevilo komponent poenostavi zasnovo napajanja, nenazadnje pa
krajˇse razdalje med vgrajenimi komponentami pripomorejo k prihranku energije.
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3.2.1.2 Texas Instruments AM335x Sitara
Prvi ARM procesor je bil razvit pri druzˇbi Acorn Computers Limited iz an-
glesˇkega mesta Cambridge, med oktobrom 1983 in aprilom 1985. Tedaj in vse do
ustanovitve Advanced RISC Machines Limited, kasneje ARM Limited leta 1990,
je kratica ARM pomenila Acorn RISC Machine [21]. Njihov prvi izdelek, ki je
temeljil na ARM arhitekturi je bil BBC micro z 8-bitnim 6502 mikroprocesorjem.
Svojo dominanco je uveljavil predvsem v sˇolah, na hobi trzˇiˇscˇu in v nekaterih
raziskovalnih laboratorijih.
Vsi moderni splosˇno namenski racˇunalniki delujejo po nacˇelu digitalnega
racˇunalnika s shranjenim programom. Od zgodnjih zacˇetkov racˇunalniˇstva, ki
segajo vse do leta 1940, je razvoj dosegel spektakularno poviˇsanje ucˇinkovitosti.
Od poprej uporabljenih elektronk, relejev, nato tranzistorjev se je danes imple-
mentacija pomaknila do integriranih vezij z milijoni vgrajenih FET tranzistorjev.
Osnovni elementi so postajali vedno manjˇsi in cenejˇsi, kar je hkrati doprine-
slo k vecˇji hitrosti in manjˇsi porabi elektricˇne energije. Splosˇnemu napredku
v racˇunalniˇstvu pa ni botroval le razvoj elektronskih komponent, temvecˇ tudi
dognanja na podrocˇju racˇunalniˇske arhitekture in organizacije. Racˇunalniˇska ar-
hitektura opisuje racˇunalnik z vidika uporabnika. Nabor ukazov (angl. instruc-
tion set), vidni registri, upravljanje pomnilnika, krmilnik izjem (angl. exception
handler) so pojmi, ki spadajo pod racˇunalniˇsko arhitekturo. Racˇunalniˇska orga-
nizacija pa po drugi strani zajema pojme, ki so uporabniku skriti in omogocˇajo
delovanje racˇunalniˇske arhitekture. Mednje spadajo cevovodi (angl. pipelines),
predpomnilnik (angl. cache), navidezni pomnilnik (angl. virtual memory), med-
pomnilnik (angl. buffer) itd.
ARM arhitektura (prej, Advanced RISC Machine, pred tem Acorn RISC Ma-
chine) je 32-bitna procesna RISC arhitektura razvijalca ARM Limited, pogosto
uporabljena v vgrajenih sistemih. Procesorji ARM so prevladujocˇi na trgu pre-
nosnih naprav, kjer je nizka poraba energije kljucˇni kriterij razvijalcev [22].
Mikroprocesorji naprav Texas Instruments AM335x temeljijo na ARMCortex-
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Slika 3.2: Blokovna shema sistema v paketu OSD3358 z napravo AM335x in
ostalimi komponentami [7]
A8 procesorskem jedru in so podkrepljeni s slikovno graficˇnim procesiranjem,
periferijami in industrijskimi vmesniki, kot so EtherCAT in PROFIBUS. Naprave
podpirajo visoko nivojske HLOS operacijske sisteme. Linux R⃝ in AndroidTM sta
zastonjsko dosegljiva s strani proizvajalca [23].
ARM Cortex-A8 je bil predstavljen leta 2005 in je prvi procesor s podporo
Armv7 procesorske arhitekture. Vgrajen je v mnogo mobilnih naprav in vgrajenih
sistemov, predvsem v nizko cenovne razvojne platforme neodvisnih proizvajalcev
in kot tak, predstavlja odlicˇen procesor za ucˇenje ARM arhitekture. Med kljucˇne
karakteristike spada procesorjev dvojni cevovod (angl. dual-issue pipeline) ter
Thumb-2 nabor ukazov (angl. instruction set), ki pripomore k zmanjˇsanju ve-
likosti kode prek 16 in 32-bitnih razsˇiritev. Procesor vsebuje L2 medpomnilnik
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za visoko ucˇinkovitost v zahtevnih sistemih. Njegova frekvenca ure je nastavljiva
med 600 MHz in 1 GHz in je na ta nacˇin primeren tudi za sisteme, z mocˇjo manjˇso
od 300 mW.
Poleg procesnega jedra ARM Cortex-A8, z maksimalno hitrostjo do 1 GHz,
so glavni atributi mikroprocesorja naprave Texas Instruments AM335x tudi 64
kB L3 medpomnilnik v skupni rabi, zunanji pomnilniˇski vmesniki (angl. EMIF
- External Memory Interfaces), moduli in podsistemi kot so modul za napajanje,
ponastavitev in upravljanje ure (angl. PRCM - Power, Reset and Clock Ma-
nagement Module), realno cˇasovna ura (angl. RTC - Real-Time Clock), izcˇrpen
seznam periferij in nenazadnje za nalogo pomembna realno cˇasovna enota in indu-
strijski komunikacijski podsistem (angl. PRU-ICSS - Programmable Real-Time
Unit and Industrial Communication Subsystem), opisana v podpoglavju 3.2.1.3.
Pod seznam lastnosti spada tudi podpora za vmesnik namenjen razhrosˇcˇevanju
(angl. Debug Interface suport), modul za neposreden dostop do pomnilnika (angl.
DMA - Direct Memory Access) in med-procesorska komunikacija (angl. IPC -
Inter-Processor Communication).
Zunanji pomnilniˇski vmesniki EMIF skupno vsebujejo 1 GB naslovnega pro-
stora, 16 bitno podatkovno vodilo in podporo do 400 MHz DDR3 pomnilnika ter
splosˇno namenski spominski krmilnik (angl. GPMC - General-Purpose Memory
Controller) s prilagodljivim 8 ali 16-bitnim asinhronskim spominskim vodilom s
sedmimi mozˇnostmi izbire spominskih integriranih vezij. Razhrosˇcˇevalni vme-
snik podpira tako imenovani DBS (angl. Device Boundary Scan) in JTAG (angl.
Joint Test Action Group) tako za ARM Cortex-A8, kot tudi za PRU-ICSS. Po-
membnejˇse periferije vgrajenega sistema predstavljajo USB 2.0, Industrial Giga-
bit Ethernet, CAN, serijski Audio vhod, do sˇest UART prikljucˇnih mest, SPI, I2C,
analogno-digitalni pretvornik, sˇtiri enote splosˇno namenskih vhodno-izhodnih
sponk, osem vecˇnamenskih 32-bitnih cˇasovnikov in tri izboljˇsane visoko-locˇljive
module pulzno-ˇsirinske modulacije (angl. eHRPWMs - enhanced High Resolution
Pulse Width Modulation Subsystem).
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3.2.1.3 PRU-ICSS - Realno cˇasovna enota in industrijski komunika-
cijski podsistem
Programirljiva realno cˇasovna enota in industrijski komunikacijski podsistem se-
stoji iz dveh 32-bitnih RISC procesorskih jeder (Programirljivo realno cˇasovnih
enot ali PRU-jev), deljenega, podatkovnega in instrukcijskega pomnilnika, no-
tranjih perifernih modulov in prekinitvenega krmilnika (angl. INTC - interrupt
controller). Programirljiva narava jeder PRU poleg dostopa do vhodno izhodnih
sponk, sistemskih dogodkov (angl. system events) in vseh virov sistema (angl.
system resources) na cˇipu, ponuja fleksibilnost pri implementaciji perifernih vme-
snikov po meri, hitrih realno cˇasovni odzivov, varcˇevanja s porabo elektricˇne ener-
gije, specializirane obravnave podatkov in DMA (angl. Direct Memory Access)
operacij ter razbremenitve ostalih procesorskih jeder SoC-ja [8].
Slika 3.3: Blokovna shema arhitekture PRU-ICSS podsistema [8]
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Vsako izmed PRU jeder ima na razpolago individualnih 8 kB instrukcijskega
pomnilnika, 8 kB podatkovnega pomnilnika, poleg tega pa je tu sˇe 12 kB pomnil-
nika za skupno rabo obeh jeder. Obe jedri odlikuje 32-bitni mnozˇilnik s 64-bitnim
akumulatorjem, skupen krmilnik prekinitev za rokovanje z vhodnimi sistemskimi
dogodki in interne periferne enote med katere spadajo UART0 s hitrostmi do 12
Mbit/s, eCAP (angl. enhanced Capture) modul in MDIO port. Slika 3.3 pona-
zarja blokovno shemo arhitekture PRU-ICSS podsistema. Pomembnejˇsi bloki na
shemi so naslednji:
• Izboljˇsane GPIO vhodno-izhodne sponke: PRU podsistem ponuja
skupek hitrih GPIO sponk, katerih stanje je mogocˇe spreminjati s frekvenco
PRU procesnega jedra.
• OCP glavna vrata: Posameznima PRU jedroma omogocˇa dostop do zu-
nanjega, Linux gostiteljskega pomnilnika. OCP glavna vrata (angl. master
port) npr. omogocˇajo PRU jedroma nastavitev stanj GPIO sponk sˇtirih
glavnih GPIO podsistemov ali npr. nastavitev delovnih ciklov (angl. duty
cycle) signalov pulzno-ˇsirinske modulacije PWMSS podsistemov.
• Krmilnik prekinitev - INTC: Uporablja se za obvesˇcˇanje dveh PRU
jeder o zunanjih dogodkih naprave. Lahko se uporablja tudi za medsebojno
obvesˇcˇanje PRU jeder. Procesorsko jedro PRU0 npr. obvesti jedro PRU1,
da je opravilo neko nalogo.
3.2.1.4 PWMSS - Podsistem pulzno-ˇsirinske modulacije
Podsistem pulzno-ˇsirinske modulacije (angl. PWMSS - Pulse Width Modulation
Subsystem) vkljucˇuje izpopolnjen visoko locˇljiv pulzno-ˇsirinski modulator (angl.
eHRPWM - enhanced Pulse Width Modulator), izpopolnjen zajemni modul (angl.
eCAP - enhanced Capture) in kvadraturno kodirani pulzni modul (angl. eQEP
enhanced Quadrature Encoded Pulse). Mikroprocesor naprave Texas Instruments
AM335x vsebuje tri primerke takega podsistema pulzno-ˇsirinske modulacije [24].
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Modul ePWM, pripadajocˇ enemu izmed treh primerkov podsistema pulzno-
sˇirinske modulacije, proizvede dva izhodna PWM signala imenovana EPWMxA
in EPWMxB, kjer x predstavlja zaporedno sˇtevilko podsistema zacˇensˇi z 0 do sku-
pnega sˇtevila podsistemov manj ena, odvisno od naprave. Dober modul pulzno-
sˇirinske modulacije mora biti sposoben generirati kompleksen signal z minimal-
nim posredovanjem centralno procesne enote. Biti mora programirljiv, fleksibilen
in hkrati enostaven za razumevanje in uporabo. Vsak modul ima na razpolago
16-bitni cˇasovnik z mozˇnostjo nastavljanja periode in frekvence, dva neodvisna
izhodna signala EPWMxA in EPWMxB pa lahko delujeta v enem od naslednjih
nacˇinov:
• Dva neodvisna, single-edge PWM izhoda (angl. single-edge operation).
• Dva neodvisna, simetricˇna dual-edge PWM izhoda (angl. dual-edge sym-
metric operation).
• En neodvisen, nesimetricˇen dual-edge PWM izhod (angl. dual-edge asym-
metric operation).
Po izboru konfiguracije, lahko dva signala sˇe dodatno prilagodimo potrebam
in sicer je med drugim programirljiva faza zamaknjenosti signala, mozˇna je ge-
neracija mrtvega pasu (angl. dead-band generation), precˇni odsek signala ali ge-
neriranje rampe (angl. PWM chopping) itd. Vsak ePWM modul je razdeljen na
sedem podmodulov, ki skupaj omogocˇajo opisano prilagodljivost. Najpomemb-
nejˇsi med sedmimi podmoduli, ki skupaj zagotavljajo najosnovnejˇse delovanje so
podmodul cˇasovne baze (angl. TB - Time-Base), primerjalnik cˇasovnika (angl.
CC - Counter Compare) in podmodul kvalifikator akcij (angl. AQ - Action Qua-
lifier). Prikazani so na sliki 3.4.
Prvi podmodul cˇasovne baze (angl. TB - Time-Base) med drugim poskrbi za
pravilno nastavitev delilnika sistemske ure pulzno-ˇsirinskega modulatorja, pra-
vilno frekvenco ali periodo sˇtevca oziroma cˇasovnika in nacˇin sˇtetja. Delilnik
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sistemske ure je nastavljiv preko HSPCLKDIV (High-Speed Time-base Clock Pre-
scale Bits) in CLKDIV (Time-base Clock Prescale Bits) bitov registra TBCTL.
Tako za sistemsko uro pulzno-ˇsirinskega modulatorja velja naslednja relacija 3.1:
TBCLK =
SY SCLKOUT
HSPCLKDIV × CLKDIV (3.1)
Vir [24] na 2324. strani navaja, da frekvenca sistemske ure PWMSS mo-
dulov znasˇa 100 MHz, zatorej lahko glede na maksimalne in minimalne vre-
dnosti HSPCLKDIVmin = 1, HSPCLKDIVmax = 14, CLKDIVmin = 1 in
CLKDIVmax = 128 zakljucˇimo, da je frekvenca sistemske ure posameznega
ePWM modula nastavljiva od 55,8 kHz do 100 MHz.
Frekvenca ali perioda sˇtevca ePWM modula sta nastavljivi preko prvih 16
bitov TBPRD registra. Natancˇneje se v ta register zapiˇse vrednost periode do
katere sˇtevec bodisi sˇteje navzgor, navzdol ali do katere sˇteje navzgor in nato
navzdol, preden se ponastavi na zacˇetno vrednost. Frekvenca se nato nanasˇa na
reciprocˇno vrednost periode. Sˇtetje navzgor, navzdol in kombinacija obeh pa je
definirano v nastavitvi nacˇina delovanja sˇtevca. Nacˇin delovanja je nastavljiv
preko prvih dveh CTRMODE bitov v TBCTL registru. Vrednost nicˇ predstavlja
sˇtetje navzgor (angl. Up-count mode), vrednost ena sˇtetje navzdol (angl. Down-
count mode), vrednost dve pa najprej sˇtetje navzgor in nato navzdol (angl. Up-
down-count mode).
Podmodul primerjave cˇasovnika (angl. CC - Counter Compare) dolocˇa de-
lovni cikel (angl. duty cycle) proizvedenega pulzno-ˇsirinskega signala. Kot je bilo
zˇe prej omenjeno, je ePWM modul zmozˇen generirati dva neodvisna PWM si-
gnala EPWMxA in EPWMxB. Vsakemu signalu je namenjen svoj register CMPA
oziroma CMPB, katerih vrednost se neprekinjeno primerja z vrednostjo bazno
cˇasovnega sˇtevca (angl. Time-base Counter). Vrednost bazno cˇasovnega sˇtevca
je mocˇ prebrati iz bralnega registra TBCNT (angl. Time-base counter value).
Ob ujemanju vrednosti, podmodul generira nastavljen dogodek.
Podmodul kvalifikator akcij (angl. AQ - Action Qualifier) poskrbi, da se
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izhodnemu signalu ob nekem dogodku, glede na nastavitve in vrednost cˇasovno
baznega sˇtevca primerno spremeni napetostno stanje (angl. set, clear, toggle).
Med dogodke spadajo trenutki, ko vrednost cˇasovnega sˇtevca dosezˇe dolocˇeno
vrednost:
• CTR = PRD: Cˇasovno bazni sˇtevec dosezˇe vrednost svoje periode ali svojo
maksimalno vrednost TBCNT = TBPRD.
• CTR = 0: Cˇasovno bazni sˇtevec je enak 0 TBCNT = 0.
• CTR = CMPA: Cˇasovno bazni sˇtevec je enak vrednosti v registru CMPA
TBCNT = CMPA.
• CTR = CMPB: Cˇasovni bazni sˇtevec je enak vrednosti v registru CMPB
TBCNT = CMPB.
3.2.1.5 Sparkfun Motor Driver - TB6612FNG
TB6612FNG zmore krmiliti do dva enosmerna motorja s stalnim tokom Im = 1, 2
A in tolerira tokovne sunke do Ip = 3, 2 A. Dva vhodna signala (IN1 in IN2) sta
potrebna za krmiljenje enega motorja v enem izmed sˇtirih krmilnih stanj. Vrtenje
motorja v smeri urinega kazalca, vrtenje v nasprotni smeri urinega kazalca, zavora
in stop stanje. Dva izhoda krmilnega vezja sta lahko vodena individualno. Hitrost
vsakega motorja je odvisna od vhodnega signala pulzno sˇirinske modulacije s
frekvenco do 100 kHz. Vhodna sponka STBY priklopljena na visok potencial
postavi priklopljena motorja izven stanja pripravljenosti [25].
Sˇtirje prikljucˇki namenjeni priklopu enosmernih elektromotorjev so nepo-
sredno povezani na izhode dveh, za nalogo pomembnih integriranih vezij
TB6612FNG. Na platformi igrajo vlogo mocˇnostnega ojacˇevalnika. Sˇibke mi-
kroprocesorske tokove pretvorijo v mocˇnejˇse, zagotovljene s strani priklopljene
baterije ali enosmernega napajalnika.
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3.2.2 Predhodno namesˇcˇena programska oprema
Ob prikljucˇitvi napajanja preko mikro USB prikljucˇka, BeagleBone Blue zazˇene
predhodno namesˇcˇen operacijski sistem Debian. Blue razlicˇica BeagleBone plat-
forme nima namesˇcˇenega HDMI prikljucˇka, zato priklop monitorja in zacˇetna
konfiguracija preko uporabniˇskega vmesnika nista mogocˇa. Na BeagleBone Blue
je v namen zacˇetne konfiguracije predhodno namesˇcˇen spletni strezˇnik NodeJS,
preko katerega je mogocˇe dostopati do CloudIDE razvojnega okolja in ukazne
vrstice. ClouIDE nam omogocˇa nastavitev SSH strezˇnika, povezavo z lokalnim
brezzˇicˇnim internetnim omrezˇjem ter namestitev nove in posodobitev obstojecˇe
programske opreme.
Organizacija BeagleBoard, pred prvim zagonom svetuje posodobitev celotne
programske opreme. Na spletnem mestu [26] so uporabniku na voljo zadnje,
posodobljene in testirane verzije priporocˇenega operacijskega sistema Linux De-
bian. Poleg so vkljucˇena navodila za prenos izbrane verzije in njeno namestitev
na platformo s pomocˇjo mikro SD pomnilniˇske kartice.
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Slika 3.4: Shema gradnikov ePWM modula [8]
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4 Uporabljena programska oprema
Uporabljena programska oprema se pri nalogi deli na dva dela. Prvi del vkljucˇuje
programsko opremo, povezano z Linux stranjo BeagleBone Blue platforme, med-
tem ko drugi del zavzema izkljucˇno programsko opremo, ki se izvaja na dveh
vgrajenih PRU jedrih.
Na ARM oziroma Linux strani mikroprocesorja ima glavno vlogo ROS pro-
gramski paket. Kombinacija ROS vozliˇscˇ omogocˇa hitro in ucˇinkovito komunika-
cijo med uporabnikom in posameznim motorjem. Med drugim je za optimalno
delovanje potreben tudi pravilen izbor ostale programske opreme od operacij-
skega sistema, do USB/Ethernet mostu, ki nadomesˇcˇa serijsko komunikacijo s
komunikacijo SSH.
Spoznavanje z arhitekturo mikroprocesorja naprave AM3358 in predvsem ra-
zvoj ter razhrosˇcˇevanje programske opreme za pripadajocˇa PRU-ja zahtevata do-
datno strojno in programsko opremo. Dodatno strojno opremo predstavljata
osebni racˇunalnik in JTAG razhrosˇcˇevalnik in emulator, medtem ko pod dodatno
programsko opremo spada s strani proizvajalca priporocˇeno integrirano razvojno
okolje Code Composer Studio.
Razhrosˇcˇevalniki proizvajalca Texas Instruments omogocˇajo obsezˇen vpogled
v notranjost procesorjev, njihovih registrov in aplikacijsko programsko opremo.
[27]. Razvijalec lahko na ta nacˇin opazuje vse spremembe stanj procesorja med
izvajanjem aplikacije in postavlja prekinitvene tocˇke v namen boljˇsega razume-
vanja delovanja in odpravljanja morebitnih napak.
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4.1 Izbira operacijskega sistema
Proizvajalec Texas Instruments za svoje vgrajene sisteme, ponuja komplet za ra-
zvoj programske opreme Linux/RTOS Processor SDK (angl. SDK - Software
Development Kit). Komplet vsebuje Linux jedro operacijskega sistema (angl.
kernel) z LTS dolgorocˇno podporo (angl. LTS - Long-Term Support), U-Boot
bootloader, Linaro GNU zbirko prevejalnikov (angl. compiler collection) in da-
totecˇni sistem, kompatibilen s projektom Yocto OpenEmbedded Core.
Organizacija BeagleBoard.org na svoji spletni strani ponuja sˇiroko izbiro ra-
znih verzij podprtih operacijskih sistemov Linux Debian.
Pri predstavitvenem projektu EduMIP, je predstavljen in uporabljen opera-
cijski sistem Ubuntu 16.04. Na spletni strani projekta je uporabnikom na voljo
verzija operacijskega sistema z pred-namesˇcˇeno verzijo ROS operacijskega sis-
tema Kinetic Kame. Zaradi enostavnosti namestitve in predhodnega poznavanja
sistema tudi BeagleBone Blue robotski krmilnik uporablja Ubuntu. Nenazadnje
je Ubuntu priporocˇen s strani razvijalcev ROS operacijskega sistema.
4.2 ROS - Robotski Operacijski Sistem
Robotski operacijski sistem je ohlapno opredeljeno ogrodje za pisanje robotske
programske opreme. Je zbirka orodij, knjizˇnic in konvencij, katere cilj je poeno-
stavitev naloge kreiranja kompleksnega in robustnega robotskega vedenja, name-
njenega sˇiroki paleti robotskih platform [12].
Leta 2007 je Willow Garage, vizionarski robotski inkubator, prispeval po-
membne vire in dodobra testirane implementacije do tedaj ustvarjenih nefleksi-
bilnih, dinamicˇnih prototipov programske opreme. Trud in prispevek mnogih
raziskovalcev in znanstvenikov je v okviru BSD odprto-kodne licence oblikoval
ROS programski paket, danes namenjen sˇiroki uporabi v robotski raziskovalni
skupnosti.
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Programski paket ROS v dolocˇenih kljucˇnih vidikih tesno sledi UNIX filozofiji.
Sˇtevilni manjˇsi podprogrami, ki si med seboj konstantno in direktno, brez posre-
dnika izmenjujejo sporocˇila mocˇno spominjajo na ’peer-to-peer’ koncept. Kljub
kompleksni implementaciji, ima tak pristop mnoge prednosti pri vecˇjih sistemih
v smislu prilagodljivosti, kjer kolicˇina podatkov mocˇno naraste.
ROS programski moduli so lahko napisani v razlicˇnih programskih jezikih. Vi-
soko nivojski skriptni programski jeziki kot sta Python in Ruby, mocˇno olajˇsata
marsikatero nalogo, vendar sta z vidika ucˇinkovitosti pocˇasnejˇsa kot naprimer
C++. Mnogi uporabniki iz razlicˇnih razlogov izkazujejo naklonjenost program-
skim jezikom LISP in MATLAB kodi. V tem segmentu ROS mocˇno sledi smerni-
cam ’Multi-Lingual’ koncepta in med drugimi ponuja vmesniˇske knjizˇnice za vse
zgoraj omenjene jezike.
4.2.1 ROS programske strukture in koncepti
Podpoglavje je namenjeno kratkemu opisu pri nalogi uporabljenih ROS struk-
tur in konceptov. Uvod v ROS je na njihovi uradni spletni strani razdeljen na
tehnicˇen in konceptualni pregled. Konceptualni del je sestavljen iz vecˇ nivojev
medtem, ko se tehnicˇni osredotocˇa na posamezen pojem iz konceptualnih nivojev
posebej.
Na racˇunalniˇskem disku se hranijo ROS izvorne datoteke, ki kot skupek pred-
stavljajo nivo datotecˇnega sistema (angl. ROS Filesystem Level). Mednje med
drugim spadajo tako imenovani ROS paketi (angl. ROS Packages), tipi sporocˇil
(angl. Messages, msg types) in tipi servisov (angl. Services, srv types). ROS
paketi so glavna enota organizacije programske opreme v robotskem operacij-
skem sistemu. Paketi obicˇajno vsebujejo izvorno kodo izvajalskih vozliˇscˇ (angl.
runtime nodes), knjizˇnice, nabore podatkov in konfiguracijske datoteke. So naj-
manjˇsi predmet, ki ga je mogocˇe prevesti, zgraditi in izdati v ROS-u [28]. Tipi
sporocˇil in servisov predstavljajo nabore podatkov, ki si jih vozliˇscˇa med seboj
izmenjujejo.
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Sledi ROS graficˇni nivo procesov (angl. ROS Computation Graph Level).
Kot sama beseda pove, graficˇni nivo procesov predstavlja vse ROS procese, ki
sodelujejo pri obdelavi podatkov. Glavni koncepti so med drugim glavno ROS
vozliˇscˇe (angl. ROS Master), vozliˇscˇa (angl. ROS Nodes), sporocˇila (angl. ROS
messages), servisi (angl. ROS services) in teme (angl. ROS topics).
4.2.1.1 ROS vozliˇscˇa (ROS Nodes)
Vozliˇscˇe je podatkovno obdelovalni proces. Vozliˇscˇa so skupaj povezana v graficˇni
nivo procesov, med seboj pa komunicirajo preko tako imenovanih podatkovno
prenosnih tem (angl. topics), RPC ( angl. Remote Procedure Call) servisov in
strezˇnika parametrov (angl. Parameter Server). Robotski sistem tipicˇno sestoji
iz vecˇjega sˇtevila vozliˇscˇ. Kot primer, eno vozliˇscˇe vodi laserski merilnik oddalje-
nosti, drugo kolesa robota, tretje racˇuna lokalizacijo, cˇetrto planira pot in tako
dalje [29].
Glavno vozliˇscˇe ali ROS Master zagotavlja poimenovanje in registracijo vozliˇscˇ
v celotnem ROS sistemu. Sledi tako ROS zalozˇniˇskim in odjemalnim vozliˇscˇem
(angl. publishers, subscribers nodes) kot tudi temam in servisom. Vodilna na-
loga glavnega vozliˇscˇa je omogocˇanje vozliˇscˇem, da se med seboj povezˇejo. Po
povezavi, vozliˇscˇa med seboj komunicirajo po ’peer-to-peer’ konceptu [30].
4.2.1.2 Teme in sporocˇila
ROS Tema (angl. ROS topic) je poimenovano vodilo, preko katerega si vo-
zliˇscˇa izmenjujejo sporocˇila. Delujejo po anonimnem principu zalozˇnik-odjemalec
(angl. publisher-subscriber), ki razcˇleni izvor informacije od njene potrosˇnje. Bolj
splosˇno, vozliˇscˇa ne vedo s kom se pogovarjajo, marvecˇ se ob potrebi po podatkih
zgolj prijavijo na odgovarjajocˇo temo, ob generiranju podatkov pa na primerno
temo podatke objavljajo [31].
Zgoraj opisana vodila so podlaga za posˇiljanje ROS sporocˇil (angl. ROS mes-
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sages). ROS sporocˇilo je enostavna podatkovna struktura sestavljena iz polj
razlicˇnih podatkovnih tipov kot so cela sˇtevila (angl. integer), sˇtevila s plavajocˇo
vejico (angl. floating point numbers), boolove vrednosti (angl. boolean) in se-
znamska oblika vseh nasˇtetih. ROS sporocˇila omogocˇajo tudi gnezdenje struktur
in seznamov, podobno kot to omogocˇajo strukture v programskem jeziku C [32].
4.2.1.3 Servisi in klienti
ROS Servisi predstavljajo sˇe en nacˇin prenosa podatkov med vozliˇscˇi v ROS
sistemu. ROS servisi so sinhroni oddaljeni klici podprograma (angl. Synchro-
nous RPC - Remote Procedure Calls). Z drugimi besedami, nekemu vozliˇscˇu
omogocˇajo klic funkcije drugega vozliˇscˇa[12].
Princip delovanja komunikacije zalozˇnik-odjemalec (angl. publisher-
subscriber), na katerem temelji sporocˇanje in izmenjevanje podatkov med vo-
zliˇscˇi preko tem, ni primeren za tip komunikacije zahteva-odziv (angl. request-
response). Pri prvem je namrecˇ komunikacija enosmerna, saj odjemalno vozliˇscˇe
ne pozna avtorja sporocˇil, prihajajocˇih z ROS teme, na katero je prijavljeno. Ser-
visno vozliˇscˇe zato servis oglasˇa po dolocˇenim imenom. Ob vsakem klicu servisa
s strani klienta, funkcijo izvede in klientu odgovori.
4.2.2 Rqt graph in Rqt plot
Rqt graph zagotavlja graficˇni uporabniˇski vmesnik (angl. GUI - Graphical User
Interface) za vizualizacijo ROS racˇunskega grafikona (angl. ROS computation
graph). Komponente ROS racˇunskega grafikona so genericˇne. To pomeni, da so
paketi namenjeni graficˇni vizualizaciji nastavljivo odvisni od paketa rqt graph.
[33]. Rqt graph uporabniku omogocˇa pregled nad dogajanjem v ROS operacij-
skem sistemu. S tem orodjem, si je mogocˇe ogledati aktivna ROS vozliˇscˇa, teme
in medsebojne povezave. Uporabnik lahko na ta nacˇin vidi, kako poteka komu-
nikacija med dvema vozliˇscˇema, nacˇrtuje spremembe v arhitekturi aplikacije in
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diagnosticira morebitne napake v delovanju.
Rqt plot zagotavlja graficˇni uporabniˇski vmesnik za vizualizacijo numericˇnih
vrednosti z dvodimenzionalnim grafom. [34]. Kot primer uporabe rqt plot orodja
si je mogocˇe predstavljati podatke o poziciji sklepov robota, ki se s strani ROS
vozliˇscˇa oglasˇevalca stanj sklepov objavljajo na ROS temo /joints states topic.
Numericˇne vrednosti stanj sklepov je mogocˇe skladno s cˇasovnimi vrednostmi,
ustvarjenimi ob zajetju informacije, izrisati v intuitivni obliki grafa.
4.2.3 RViz
RViz je kratica tvorjena iz kratice ROS in anglesˇke besede Vizualization. RViz
je vecˇnamensko, 3D vizualizacijsko okolje za robote, senzorje in algoritme. Kot
vecˇina ROS orodij, se lahko uporablja za kateregakoli robota in je hitro nastavljivo
za zˇeleno aplikacijo [12]. Orodje je primerno tako za mobilne platforme, kot tudi
za vizualizacijo industrijskih, fiksnih robotov. S pomocˇjo podatkov, zajetih z
laserskim senzorjem oddaljenosti, namesˇcˇenim na mobilno platformo, je v okolju
RViz mogocˇe prikazati nacˇrt prostora v katerem se mobilna platforma nahaja. Za
industrijske aplikacije omogocˇa RViz vizualizacijo delovnega okolja, nacˇrtovanje
premikov, nacˇrtovanje trajektorij in mnogo vecˇ.
4.3 PRU programska oprema
Procesorski jedri PRU je mogocˇe programirati v programskem jeziku C in v zbir-
niku (angl. Assembly). Glavna prednost programiranja v zbirniku ja ta, da je
mogocˇe izkoristiti vsak bit pomnilnika in izvajanje kode optimizirati do posame-
znega procesorskega cikla. Kljub temu, je programska koda zbirnika za mnoge
uporabnike nepregledna in zahtevna za ucˇenje. Vecˇ prednosti je pripisanih pro-
gramiranju PRU jeder v programskem jeziku C. Ponovna uporabnost (angl. reu-
sability) v smislu, da se C koda napisana za drug procesor lahko uporablja tudi
za PRU, medtem ko je kodo v zbirniku potrebno napisati na novo za posamezen
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procesor. Cˇeprav pri programiranju PRU jeder nima velikega pomena, program-
ski jezik C omogocˇa direkten dostop do Linux definicijskih datotek (angl. header
files) jedra operacijskega sistema (angl. kernel) za interakcijo z gonilniki. Pri
programiranju v C jeziku ne pride do medsebojnega izkljucˇevanja, kar pomeni,
da lahko v C projekt vkljucˇimo tudi zbirniˇske datoteke.
Proizvajalec Texas Instruments v sklopu paketa za razvoj programske opreme
Linux Processor SDK-RTOS, ponuja programsko opremo, imenovano PRU-
ICSS Industrial Software for Sitara Processors, ki vsebuje optimizirano strojno-
programsko opremo, ARM gonilnike in primere aplikacij. Primeri aplikacij upo-
rabniku na ilustrativen nacˇin prikazˇejo integracijo nizko nivojske strojno program-
ske opreme s skupino podprtih protokolov. Podprti protokoli, kot so EtherCAT,
Profinet, Ethernet/IP, Profibus Slave/Master napravi omogocˇajo realno cˇasovno
industrijsko komunikacijo.
BotSpeak je na svoji spletni strani [9] opredeljen kot univerzalni robotski pro-
gramski jezik. Danes je na trgu veliko cenovno ugodnih vgrajenih platform, med
drugim namenjenih tudi robotiki. Ker se platforme razlikujejo tako v strojni
opremi kot v lastniˇskih programskih vmesnikih, privajanje na novo platformo
predstavlja veliko truda in kopico tezˇav. BotSpeak odpravlja te tezˇave tako, da
skusˇa minimizirati razlike in pospesˇiti razvoj z uporabo tolmacˇa oziroma spro-
tnega prevajalnika (angl. interpreter), ki sprejema univerzalne BotSpeak ukaze.
Poenostavljena shema delovanja je prikazana na sliki 4.1.
Leta 2014 se je v sklopu delavnice Google Summer of Code razvijala strojno
programska oprema, ki naj bi visoko nivojskim programskim jezikom omogocˇala
dostop do funkcionalnosti PRU jeder preko oddaljenih klicev podprograma (angl.
RPC - Remote Procedure Calls). Strojno programska oprema naj bi podpirala
sprotni prevajalnik za sprejemanje ukazov v podprtih programskih jezikih in ukaze
izvajala. Ukazi so podobni ukazom programskega jezika BotSpeak.
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Slika 4.1: Delovanje univerzalnega robotskega programskega jezika BotSpeak [9]
4.3.1 PRU Software Support Package
PRU podporni paket programske opreme (angl. PRU Software Support Pac-
kage) je nadgraditev, ki zagotavlja programsko ogrodje in uporabne primere pri
razvoju aplikacij za programirljivo realno cˇasovno enoto in industrijski komunika-
cijski podsistem, v nadaljevaju PRU-ICSS, na podprtih procesorjih proizvajalca
Texas Instruments. PRU-ICSS dosezˇe deterministicˇno, realno cˇasovno procesi-
ranje, neposreden dostop do vhodno-izhodnih enot in zadostuje pogojem ultra
nizkih cˇasov zakasnitve. Paket vsebuje primere kode za PRU strojno-programsko
opremo (angl. PRU firmware code) in aplikacijski nalagalnik kode (angl. appli-
cation loader code) za gostujocˇi operacijski sistem. Uporabni primeri sluzˇijo za
demonstracijo PRU zmogljivosti pri interakciji in nadzoru sistema in sistemskih
virov (angl. system resources) [35].
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4.3.1.1 Struktura paketa
Vsebina PRU podpornega paketa programske opreme je razdeljena po direktori-
jih. Tu se nahajajo direktorij z uporabnimi primeri za posamezne naprave druzˇine
Sitara AM335x, direktorij s programskimi knjizˇnicami, direktorij z resˇitvami la-
boratorijskih vaj itd. Poleg direktorija uporabnih primerov je zagotovo najzani-
mivejˇsi direktorij imenovan include. V njem je mocˇ najti definicijske datoteke
za posamezno razlicˇico naprave. Imena definicijskih datotek se ujemajo z imeni
glavnih modulov PRU-ICSS podsistema in nekaterih podsistemov naprave, do
katere lahko PRU-ICSS dostopa (pru cfg.h, pru iep.h, pru intc.h, sys pwmss.h,
sys mailbox.h).
Vsak PRU projekt vsebuje linker command file datoteko. V tej datoteki je
definiran zemljevid sistemskega pomnilnika (angl. System Memory Map), v na-
daljevanju SMM. SMM med drugim dolocˇa spominske naslove konfiguracijskih
registrov podsistemov naprave. Kot primer naslova konfiguracijskih registrov
enega izmed podsistemov naprave vzemimo podsistem PWMSS0 in njemu pripa-
dajocˇ naslov 0x48300000 v sistemskem pomnilniku. V linker command datoteki
nekega projekta deklaracija PWMSS0 pomnilniˇskega prostora izgleda takole:
1 PWMSS0 : org = 0x48300000 l en = 0x000002C4 CREGISTER=18
Izpis izvorne kode 4.1: deklaracija PWMSS0 pomnilniˇskega prostora.
Definicijska datoteka sys pwmss.h PWMSS podsistema naprave na dnu de-
klarira tri spremenljivke. Vsaka spremenljivka je namenjena enemu primerku
podsistema PWMSS. Tu je vredno poudariti, da se sˇtevilo primerkov PWMSS
podsistemov razlikuje od naprave do naprave. Kot je opisano v podpoglavju
3.2.1.4, naprava AM3358 zagotavlja tri primerke takega PWMSS podsistema.
Ena izmed treh deklariranih spremenljivk je PWMSS0, pripisan pa ji je naslov
v sistemskem pomnilniku, ki odgovarja podsistemu PWMSS0. Deklaracijo spre-
menljivke PWMSS0 prikazuje izpis izvorne kode 4.2.
1 v o l a t i l e f a r sysPwmss PWMSS0 a t t r i b u t e ( ( c r e g i s t e r ( ”PWMSS0” ,
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f a r ) , p e r i ph e r a l ) ) ;
Izpis izvorne kode 4.2: Konkretizacija PWMSS0 spremenljivke tipa sysPwmss.
Vsaka izmed treh deklariranih spremenljivk, je konkretizacija strukture tipa
sysPwmss. Struktura tipa sysPwmss vsebuje C union strukture ali sˇtevilske tipe
spremenljivk za vsak konfiguracijski register pripadajocˇega podsistema PWMSS.
Tako se dolzˇina in vsebina celotnega PWMSS0 primerka sysPwmss podatkovne
strukture v pomnilniku popolnoma ujema s konfiguracijskimi registri PWMSS0
podsistema. Z drugimi besedami, spreminjanje vrednosti v PWMSS0 primerku
sysPwmss strukture pomeni spreminjanje konfiguracijskih registrov PWMSS0
podsistema.
1 typede f s t r u c t {
2
3 . . .
4 /∗ SYS PWMSS SYSCONFIG r e g i s t e r b i t f i e l d ∗/
5 union {
6 v o l a t i l e u i n t 32 t SYSCONFIG;
7
8 v o l a t i l e s t r u c t {
9 unsigned SOFTRESET : 1 ; //0
10 unsigned FREEEMU : 1 ; //1
11 unsigned IDLEMODE : 2 ; // 3 :2
12 unsigned STANDBYMODE : 2 ; // 5 :4
13 unsigned rsvd6 : 26 ; // 31 :6
14 } SYSCONFIG bit ;
15 } ; // 0x4
16 . . .
17
18 } sysPwmss ;
Izpis izvorne kode 4.3: Definicija konfiguracijskega registra SYSCONFIG
podsistema PWMSS.
Izpis izvorne kode 4.3 prikazuje definicijo konfiguracijskega registra SYSCON-
FIG podsistema PWMSS s pomocˇjo C podatkovne strukture union. Pri primerku
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sysPwmss strukture s spremenljivko PWMSS0, se podstruktura SYSCONFIG bit
in nepredznacˇeno 32-bitno sˇtevilo SYSCONFIG nahajata v sistemskem pomnil-
niku na naslovu 0x48300004. Spreminjanje konfiguracije PWMSS0 podsistema
prikazuje naslednji izpis izvorne kode 4.4.
1 PWMSS0. SYSCONFIG bit .STANDBYMODE = 0 ;
Izpis izvorne kode 4.4: Spreminjanje konfiguracije PWMSS0 podsistema.
4.3.2 PRU prevajalnik
Programirljiva realno-cˇasovna enota je podprta z vrsto orodij za razvoj program-
ske opreme, med katere spada optimizacijski C/C++ prevajalnik (angl. opti-
mizing C/C++ compiler), zbirnik (angl. assembler), program za povezovanje
programskih modulov (angl. linker) in izbrani pripomocˇki (angl. assorted uti-
lities). Je optimizirana za opravljanje nalog, ki zahtevajo manipulacijo zapaki-
ranih, s pomnilnikom povezanih podatkovnih struktur, rokovanje s sistemskimi
dogodki s tesnimi realno cˇasovnimi omejitvami in povezovanje s sistemi, ki niso
del vgrajenega sistema [36].
4.4 Interakcija ARM-PRU
Gostiteljski procesor na napravah druzˇine Sitara proizvajalca Texas Instruments
je ARM Cortex-A8. Procesorsko jedro ARM obicˇajno poganja Linux, ki temelji
na paketu za razvoj programske opreme Linux Processor SDK (lahko tudi Debian,
Ubuntu itd.). Texas Instruments je razvil pruss in pru rproc (angl. PRU Sub-
system Remote Processor) gonilnika po meri, kot dodatek k jedru operacijskega
sistema (angl. kernel plug-in). Gonilnika predstavljata vmesnik za nalaganje
strojno-programske opreme (angl. firmware) na PRU jedri in zagotavljata njun
osnovni nadzor, kot sta zagon in zaustavitev. Razvit je tudi gonilnik rpmsg pru
(angl. remote processor message), namenjen izmenjavanju sporocˇil in medpo-
mnilnikov (angl. buffers) med dvemi jedri [10].
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4.4.1 Remoteproc gonilnik
Remoteproc gonilniki so odgovorni za nalaganje in arhiviranje strojno-programske
opreme (angl. firmware) na sekundarno centralno procesno enoto. Nadzirajo
locˇitev sekundarnega procesorskega jedra od Linuxa, pripadajocˇo konfiguracijo ter
nalaganje strojno-programske opreme na pomnilniˇski prostor ciljnega procesorja
[37].
Slika 4.2: Shema Remoteproc in RPMsg gonilnikov [10]
Remoteproc osrednji gonilnik je vkljucˇen v jedro operacijskega sistema (angl.
kernel). Drugim, bolj specificˇnim gonilnikom ponuja nadzorni API (load/run/hal-
t/etc, angl. API - Application Program Interface) in nastavi sistemske vire, ki
jih bo sekundarni procesor uporabljal med izvajanjem. Pod sistemske vire spada
krmilnik prekinitev in deljeni medpomnilniki za transport sporocˇil. Razvijalci
proizvajalca Texas Instruments so razvili dodatni gonilnik ali modul imenovan
pru rproc, ki po ustavitvi v jedro operacijskega sistema z Linux programom mod-
probe, odpre dostop do uporabniˇskega vmesnika. Uporabniˇski vmesnik v obliki
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datotecˇnega sistema (angl. sysfs interface) omogocˇa zagon in zaustavitev sekun-
darnega procesorskega jedra ter dolocˇanje strojno-programske opreme namenjene
nalaganju in izvajanju. Nahaja se v /sys/class/remoteproc/remoteprocN/ direk-
toriju ciljnega Linux sistema in med drugimi vsebuje dve datoteki, imenovani
firmware in state. Uporabnik lahko v datoteki firmware specificira ime datoteke
strojno-programske opreme, ki jo zˇeli nalozˇiti. Preko datoteke state z vpisom
znakovnih nizov ≫start≪ ali ≫stop≪ pozˇene oziroma ustavi sekundarni procesor.
Preden se proces nalaganja strojno-programske opreme na sekundarni proce-
sor pricˇne, ima pru rproc gonilnik dve nalogi. Najprej preveri prisotnost strojno-
programske opreme v direktoriju /lib/firmware/ in sicer tako, da poiˇscˇe datoteko
z imenom, ki ga je poprej uporabnik vpisal v datoteko firmware. Nato datoteko
razcˇleni in izlocˇi oddelek datoteke imenovan .resource table. Ta dolocˇa sistemske
vire, ki jih bo sekundarni procesor potreboval med izvajanjem programa. Po pre-
verjanju in nastavitvi virov, pru rproc nalozˇi program na instrukcijski pomnilnik
sekundarnega procesorja ter ga pozˇene.
4.4.2 RPMsg gonilnik
Rpmsg gonilniki obstajajo v obliki Linux gonilnikov ali FreeRTOS knjizˇnic. Nji-
hova naloga je nadzor in upravljanje pomnilnika in prekinitev za med-procesorsko
komunikacijo. Implementacija temelji na predhodno dodeljenih pomnilniˇskih se-
gmentih ali medpomnilnikih, uporabljenih za prenos podatkov do in od Linu-
x/FreeRTOS operacijskega sistema. Medpomnilniki vsebujejo v specificˇno struk-
turo organizirana sporocˇila. Ob nastanku in prenosu sporocˇila v VRING med-
pomnilnik, posˇiljatelj izda vzpodbudo (angl. kick) namenjeno procesorju preje-
mniku. Vzpodbuda ni nicˇ drugega kot navadna programska prekinitev na ciljnem
procesorskem jedru [37].
RPMsg mehanizem zahteva sistemske vire preko remoteproc gonilnika s
pomocˇjo tabele sistemskih virov (angl. resource table). Mehanizem je grajen na
programskem ogrodju virtio. Del sistemskih virov predstavljajo medpomnilniki v
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skupni rabi. Hranijo se v vring podatkovni strukturi v pomnilniku naprave. Vsa-
kemu PRU jedru pripadata dve vring podatkovni strukturi prikazani na sliki 4.2.
Prva struktura je namenjena posˇiljanju, druga pa prejemanju podatkov z ARM
strani mikroprocesorja. Obvesˇcˇanje jeder ARM in PRU o prejetih sporocˇilih v
medpomnilnikih poteka preko sistemsko nivojskih posˇtnih predalov (angl. system
level mailboxes).
Proizvajalec ponuja dve implementaciji komunikacijske programske opreme
RPMsg. Na ARM strani komunikacijo omogocˇa vstavitveni modul rpmsg pru,
kot uporabniˇski vmesnik do jedra operacijskega sistema. Vmesnik v datotecˇnem
sistemu ustvari navidezno znakovno napravo (angl. character device) /dev/r-
pmsg pruN, na katero uporabnik piˇse sporocˇila PRU jedru in iz katere uporabnik
bere prihajajocˇa sporocˇila s strani PRU jedra. PRU stran komunikacijo z ARM
stranjo zagotavlja s pomocˇjo RPMsg knjizˇnice. Cilj knjizˇnice je zapakirati kom-
pleksno delovanje mehanizma sporocˇanja v uporabniˇsko prijazni funkciji Posˇlji
(angl. pru rpmsg send) in Prejmi (angl. pru rpmsg receive).
5 Implementacija PRU servo krmilnika
Razvoj PRU realno-cˇasovnih aplikacij najlazˇje in najbolj sistematicˇno poteka po
korakih opisanih v predstavitvi, ki jo na svoji spletni strani ponuja proizvajalec
Texas Instruments.
• Definicija aplikacije: Aplikacija robotskega servo krmilnika skrbi za vo-
denje pozicije koncˇnega sˇtevila motorjev. Ukazi o referencˇnih pozicijah
motorjev so podani v radianih. Referencˇne vrednosti se neprestano prever-
jajo, pretvarjajo v krmilniku razumljive enote kota zasuka - sˇtevilo zajetih
kvadraturnih pulzov kodirnika in do naslednjega ukaza uporabljajo kot re-
ferencˇne vrednosti. Zajem aktualnih pozicij, racˇunanje napake in regulirne
velicˇine se izvaja periodicˇno, takoj po prekinitvi cˇasovnika.
• Dolocˇanje zahtev: Zahtevane vhodno-izhodne enote aplikacije so splosˇno
namenske vhodno izhodne sponke GPIO, s katerimi se nastavljajo smeri
vrtenja motorjev, PWM izhodi za nastavitev hitrosti vrtenja motorjev in
eCAP vhodi podsistema pulzno sˇirinske modulacije PWMSS za zajem po-
zicij motorjev.
• Nacˇrtovanje pretoka podatkov na sistemskem nivoju: V tem ko-
raku se dolocˇi sˇtevilo procesorskih jeder, ki jih bo aplikacija uporabljala.
Poleg tega je potrebno aplikacijske naloge primerno razdeliti med proce-
sorska jedra. Za aplikacijo robotskega krmilnika je ARM jedro z uporabo
programskega paketa ROS najprimernejˇse za sprejemanje ukazov pozicije,
pretvorbo iz radianov v pulze kodirnika in posˇiljanje ukazov PRU procesor-
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skemu jedru. PRU jedro je s svojo deterministicˇno naravo najboljˇsa izbira
za implementacijo realno-cˇasovnega servo krmilnika.
• Analiza razpolozˇljivih sistemskih virov: Analizo razpolozˇljivih sistem-
skih virov delimo na opredelitev vhodno-izhodnih enot aplikacije, izbiro
sistemskih dogodkov in prekinitev ter izbiro primernega PRU pomnilnika.
Vhodno-izhodne enote aplikacije servo krmilnika so definirane z nacˇinom
montazˇe dveh krmilnikov motorjev proizvajalca Sparkfun in eQEP pri-
kljucˇkov na platformo. Sistemske dogodke PRU ob prejemu novih refe-
rencˇnih vrednosti omogocˇa Mailbox zunanji sistemski dogodek. Periodicˇno
cˇasovno prekinitev zagotavlja eCAP cˇasovnik PRU-ICSS podsistema.
• Arhitektura PRU strojno-programske opreme in ARM kode: Pri
aplikaciji sodeluje samo eno izmed dveh PRU jeder. PRU strojno program-
ska oprema cˇaka na prekinitve eCAP PRU-ICSS cˇasovnika in prekinitve s
strani ARM. Prekinitev s strani ARM najavlja nove referencˇne vrednosti
ali zahtevo o informaciji stanj sklepov. Po periodicˇni prekinitvi cˇasovnika,
PRU jedro izvede rutino vodenja pozicij.
5.1 Posredovanje podatkov med ROS in PRU
Posredovanje podatkov iz sistema ROS na PRU in obratno, poteka preko struk-
ture komunikacijskega okvirja v pomnilniku. Pri nalogi jo uporabljata obe pro-
cesorski jedri, ARM in PRU v namen nastavitev, pravilnega delovanja in medse-
bojne komunikacije. Struktura hrani vse pomembne podatke in stanja robotskega
krmilnika. Sestavljena je iz treh podstruktur:
• from arm: C podatkovna struktura, katere vsebina se od ARM jedra, s
pomocˇjo RPMsg gonilnika, preko namenskih medpomnilnikov posˇilja PRU
jedru. Vsebuje podatke za vodenje koncˇnega sˇtevila motorjev, med katere
spadajo referencˇna pozicija posameznega motorja, parametri krmilnika, sta-
nje robotskega krmilnika itd.
5.1 Posredovanje podatkov med ROS in PRU 49
Slika 5.1: Struktura komunikacijskega okvirja ARM-PRU, trije primerki PWMSS
podsistemov
• to arm: C podatkovna struktura, katere vsebina se od PRU jedra,
s pomocˇjo RPMsg gonilnika, preko namenskih medpomnilnikov posˇilja
ARM jedru. Vsebina vkljucˇuje izmerjene oziroma zajete vrednosti pozi-
cij koncˇnega sˇtevila motorjev.
• motors: C podatkovna struktura, ki vsebuje PRU jedru pomembne po-
datke. Za vodenje pozicije posameznega motorja, mora PRU jedro glede na
napako med trenutno in referencˇno vrednostjo izbrati ustrezno smer vrtenja
motorja ter jo posredovati GPIO izhodoma. GPIO izhoda nato H-mosticˇu
diktirata pravilno polarizacijo izhodnih sponk. Pod strukturo motors spa-
data tudi delovni cikel (angl. duty cycle) signala pulzno sˇirinske modulacije
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in smer vrtenja posameznega motorja, ki ARM jedru ne pomenita veliko
in bi pri posˇiljanju podatkov med dvema jedroma zgolj trosˇila spominski
prostor po nepotrebnem.
5.2 I/O konfiguracija
Aplikacija servo krmilnika potrebuje dostop do nekaterih vhodno-izhodnih enot
naprave. Smeri vrtenja posameznega motorja so odvisne od konfiguracije H-
mosticˇev v krmilniku motorjev Sparkfun. Skladno s pravilnostno tabelo, je za
zˇeleno smer potrebno na vhodne sponke krmilnika, namenjene nastavljanju smeri,
posredovati pravilne logicˇne vrednosti. To je izvedljivo s splosˇno namenskimi vho-
dno izhodnimi sponkami GPIO (angl. GPIO - General Purpose Input Output
pins). Hitrost vrtenja motorjev je nastavljiva s signalom pulzno-ˇsirinske modula-
cije ali PWM signalom. Zajem pozicije omogocˇa na motor vgrajen kvadraturni
kodirnik, prikljucˇen na vhod eQEP modula. Cˇe povzamem, so za zadovoljivo
delovanje aplikacije potrebne naslednje vhodno izhodne enote:
• GPIO izhodi (angl. GPIO output): izhodi splosˇno namenske vhodno
izhodne enote, za nastavljanje smeri vrtenja posameznih motorjev.
• PWM izhodi (angl. Pulse Width Modulation, output): Izhodni
signali pulzno-ˇsirinske modulacije za nastavitev hitrosti vrtenja motorjev.
• eQEP vhodi (angl. enhanced Quadrature Encoder Pulse, input):
Vhodni signali kvadraturnega kodirnika za zajem pozicije posameznega mo-
torja.
ARM centralno procesna enota (angl. CPU - Central Processing Unit), v na-
daljevanju CPU, na platformi BeagleBone Blue, je kot mnoge konkurencˇne CPU
enote grajena z namenom izpolnjevanja velikega sˇtevila zahtev. Snovalci mikro-
procesorskih platform zˇelijo imeti na razpolago cˇim vecˇje sˇtevilo GPIO sponk,
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SPI, UART in I2C priklopov, PWM izhodov, ADC in DAC vhodov in izhodov,
USB priklopov itd. CPU arhitekti se tega zavedajo, zato v svoj dizajn vkljucˇijo
kar se da veliko sˇtevilo perifernih naprav v dobri veri, da bo njihov CPU izbran s
strani proizvajalcev. Take tipe naprav imenujemo periferije na cˇipu (angl. OCP
- On-Chip Peripherals), v nadaljevanju OCP. Vsaka izmed OCP naprav potre-
buje dolocˇeno sˇtevilo vhodno-izhodnih priklopov na zunanji strani procesorskega
jedra. V veliki vecˇini primerov so zahteve tako velike, da je fizicˇna implementa-
cija vezja na siliciju s toliksˇnim sˇtevilom vhodno-izhodnih sponk, ki bi zadovoljile
potrebam vseh OCP naprav, nemogocˇa. Ob predpostavki, da bo uporabnik le
stezˇka uporabljal vse OCP naprave istocˇasno, se je CPU arhitektom porodila
ideja o resˇitvi imenovani pinmux.
Slika 5.2: Pinmux kot fizicˇno stikalo [11]
Pinmux je CPU komponenta, ki vhodno-izhodnim sponkam (literatura na-
vaja sponko kot pin ali pad) procesorskega jedra pripisuje vecˇ vlog. Z drugimi
besedami, Pinmux omogocˇa, da si vecˇ OCP naprav deli vhodno-izhodne sponke
procesorskega jedra. Slika 5.2 prikazuje Pinmux kot fizicˇno stikalo, ki vhodno-
izhodni sponki z geometrijsko oznako A15 dodeli razlicˇne vloge kot so GPIO0 5,
I2C1 SCL, mmc2 sdwp, SPI cs0 id. Posamezna vhodno-izhodna sponka ima lahko
najvecˇ osem razlicˇnih vlog, nastavljivih v cˇasu izvajanja kode (angl. runtime).
Vloge delovanja sponke imenujemo tudi nacˇini uporabe (angl. mode), segajo pa
od nacˇin0 do nacˇin7 (angl. mode0 - mode7).
Pinmux seveda ni fizicˇno stikalo, temvecˇ skupek tranzistorjev, ki simulira
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delovanje fizicˇnega stikala in implementira konceptualno vizijo resˇitve problema.
Na ta nacˇin, je mogocˇe poleg procesorskega jedra na silicij vgraditi tudi vse
zˇelene periferije, cˇeprav maksimalno mozˇno sˇtevilo vgrajenih vhodno-izhodnih
sponk temu ne zadostuje.
V tej nalogi se konfiguracija vhodno-izhodnih sponk s komponento Pinmux
zacˇne pri dveh krmilnikih motorjev Sparkfun. Vsak izmed krmilnikov zmore krmi-
liti dva elektricˇna motorja. Sledi, da sta za dolocˇanje smeri vrtenja posameznega
motorja potrebni dve, za sˇtiri motorje pa osem splosˇno namenskih izhodnih sponk
mikroprocesorja. Dalje je potrebno nastaviti izhode pulzno-ˇsirinske modulacije
na pravilne vhode dveh krmilnikov. Skupno potrebujemo sˇtiri take izhode mi-
kroprocesorja. Nenazadnje je potrebno s komponento Pinmux pravilno nastaviti
tudi vhode eQEP, na katere so prikljucˇeni pozicijski kodirniki motorjev.
Pin krmilnika BBBlue sig. pin AM3358 TRM reg. Sˇt. in ime nacˇina
STBY MOT STBY D14 0x9B4 7 gpio0 20
Motor 1
AIN1 MDIR 1A T13 0x888 7 gpio2 0
AIN2 MDIR 1B U17 0x874 7 gpio0 31
PWMA PWM 1A U14 0x848 6 ehrpwm1A
Pin kodirnika BBBlue sig. pin AM3358 TRM reg. Sˇt. in ime nacˇina
Dekodirnik pozicije 1
EQEP 0A EQEP0A IN B12 0x9A0 1 eQEP0A in
EQEP 0B EQEP0B IN C13 0x9A4 1 eQEP0B in
Tabela 5.1: Tabela Pinmux konfiguracije sponk za krmilnika motorjev Sparkfun
TB6612FNG
Tabela 5.1 ponazarja pinmux konfiguracijo izhodnih sponk namenjenih pr-
vemu motorju in vhodnih sponk namenjenih prvemu kvadraturnemu dekodirniku
pozicije. Nastavitve za ostale motorje in kodirnike potekajo po enakem postopku.
Krmilniki motorjev Sparkfun, so po zasnovi platforme namesˇcˇeni tako, da so nji-
hovi vhodi prispajkani na primerne izhode mikroprocesorskega sistema. Primerne
v smislu, da je vsak izmed teh izhodov, v enem izmed svojih pinmux nacˇinov de-
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lovanja, kos nalogi vhoda krmilnika motorjev. Kot primer vzemimo sponko z
geometrijsko oznako T13 v tabeli 5.1. Sponka T13 mora delovati v nacˇinu GPIO,
saj bo skupaj s sponko U17 nastavljala smer vrtenja prvega motorja. Iz podatkov-
nega lista naprave [38] je na strani 29 v tabeli 4-1 mocˇ razbrati, da lahko sponka
T13 deluje v sledecˇih nacˇinih: gpmc csn3, gpmc a3, rmii2 crs dv, mmc2 cmd,
pr1 mii0 crs, pr1 mdio data, EMU4, gpio2 0. Nacˇin delovanja je mocˇ dolocˇiti
v nastavitvenem registru sponke, opisanemu v tehnicˇno referencˇnem prirocˇniku
naprave [24] na strani 1512. V primeru sponke T13 bo pravilen nacˇin delovanja
nacˇin 7 - gpio2 0.
5.3 Krmilnik prekinitev
PRU-ICSS krmilnik prekinitev (angl. PRU-ICSS INTC - Interrupt Controller) je
vmesnik med prekinitvami oziroma sistemskimi dogodki (angl. system events), ki
prihajajo iz razlicˇnih vmesnikov sistema in PRU-ICSS prekinitvenim vmesnikom
[24]. Zagotavlja prestrezanje do 64 sistemskih dogodkov, podpira do deset kana-
lov in zmore ustvariti do deset gostujocˇih prekinitev (angl. Host Interrupts), med
katerimi sta dve na razpolago PRU jedroma, ostalih osem pa je preusmerjenih
k ARM prekinitvenemu vmesniku. 64 PRU-ICSS sistemskih dogodkov, priha-
jajocˇih s periferij ali sosednjega procesorskega jedra, je mocˇ povezati v deset
kanalov, kot je to prikazano na sliki 5.3. Dalje se kanali povezujejo z desetimi
gostujocˇimi prekinitvami. Katerikoli sistemski dogodek je lahko povezan z enim
izmed desetih kanalov. Na en kanal je lahko povezanih vecˇ sistemskih dogod-
kov, prepovedano pa je en sistemski dogodek povezati z vecˇ kanali. Prav tako je
mogocˇe vsakega izmed desetih kanalov povezati z eno izmed gostujocˇih prekinitev
in na eno prekinitev povezati vecˇ kanalov, ni pa dovoljeno enega kanala povezati
z vecˇ gostujocˇimi prekinitvami. Izmed vseh kanalov, povezanih na isto gostujocˇo
prekinitev, imajo viˇsjo prioriteto kanali z nizˇjo sˇtevilko. Med prekinitvami na
istem kanalu imajo viˇsjo prioriteto prekinitve z nizˇjim sˇtevilom prekinitve strojne
opreme.
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Slika 5.3: Blokovni diagram PRU-ICSS krmilnika prekinitev [8]
Sˇtevilo prekinitve strojne opreme je vrstni red prekinitve oziroma sistemskega
dogodka v tabeli PRU-ICSS sistemskih dogodkov. Vrednosti od 0 do 31 predsta-
vljajo sistemske dogodke znotraj PRU-ICSS podsistema, katerih izvor so lahko
sosednje PRU jedro, PRU eCAP, UART modul in druge industrijske periferije
PRU-ICSS podsistema. Pod vrednosti med 32 in 63 spadajo sistemski dogodki,
ki prihajajo izven podsistema PRU-ICSS. To so GPIO prekinitve prihajajocˇe iz
GPIO podsistema, eHRPWM prekinitve, sistemski dogodki procesorskega jedra
ARM id. Tabela 5.2 prikazuje povzetek glavne tabele PRU-ICSS sistemskih do-
godkov. Vkljucˇuje dve, v nalogi uporabljeni prekinitvi s pripadajocˇim sˇtevilom
prekinitev strojne opreme.
Sˇtevilo prekinitve Ime signala (standardni nacˇin) Izvor
15 pr1 ecap intr req PRU-ICSS eCAP
59 initiator sinterrupt q n2 Mbox0 - mail u2 irq
Tabela 5.2: Povzetek tabele PRU-ICSS sistemskih dogodkov
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5.4 Glavna zanka
Glavna zanka je while zanka (angl. while loop), ki se izvaja dokler je vrednost
stanja robotskega krmilnika razlicˇna od nicˇ. Stanje robotskega krmilnika je shra-
njeno v podstrukturi from arm strukture komunikacijskega okvirja robotskega
krmilnika. V podstrukturi from arm se med drugim nahajajo tudi referencˇne po-
zicije motorjev. Program se takoj po vstopu v glavno zanko ustavi in cˇaka na
prekinitve. Ob vsaki prekinitvi se definira prioriteta prekinitve in izvede predpi-
sana naloga. Tako prekinitev cˇasovnika sprozˇi izvajanje regulacijske rutine, pre-
kinitev z ARM strani naprave, pa sprejem novih referencˇnih vrednosti, oziroma
podajanje zajete informacije pozicij motorjev.
5.4.1 Prozˇenje, zaznavanje in klasificiranje prekinitev
Prvi dve gostujocˇi prekinitvi (angl. Host Interrupts) PRU-ICSS krmilnika pre-
kinitev, sta povezani neposredno na bita 30 in 31 registrov 31 obeh PRU proce-
sorskih jeder. Glej sliko 5.3. Sistemski dogodki so povezani s kanali, ki so dalje
povezani na gostujocˇe prekinitve. Ob nekem sistemskem dogodku povezanemu
na nek kanal, ki je dalje povezan na bodisi prvo ali drugo gostujocˇo prekinitev,
se postavi bit 30 oziroma 31 v registrih 31 obeh PRU procesorskih jeder. Pro-
gram cˇaka na prekinitev tako, da neprekinjeno, v vsakem ciklu preverja bita 30
ali 31 registra 31. Po zaznavi prekinitve je na vrsti njena klasifikacija. Vsaki iz-
med desetih gostujocˇih prekinitev pripada register imenovan Prednostni register
x gostujocˇe prekinitve (angl. HIPIRx - Host Interrupt Prioritized Index Register
x). V tem registru se hrani sˇtevilo prekinitve strojne opreme, ne-obravnavane
prekinitve z najviˇsjo prioriteto (angl. Interrupt number of the highest priority
pending interrupt), pripadajocˇe x gostujocˇi prekinitvi. Vsebino registra HIPIRx
je v nadaljevanju mogocˇe povezati s pripadajocˇo prekinitveno rutino.
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5.4.2 Zajem pozicije
Zajem pozicije motorjev je mogocˇe implementirati s kvadraturno kodiranim pul-
znim modulom (angl. eQEP - enhanced Quadrature Encoded Pulse), v nadalje-
vanju eQEP. Kot je navedeno na zacˇetku podpoglavja 3.2.1.4, je eQEP modul
del podsistema PWMSS. Naprava AM3358 vsebuje tri primerke PWMSS podsis-
tema, vsak eQEP modul pa lahko zajema pozicijo iz enega kodirnika pozicije. Ob
tem dejstvu je mogocˇe zakljucˇiti, da lahko PWMSS podsistem naprave zajema
pozicije najvecˇ treh kodirnikov. Kljub temu, ima platforma BeagleBone Blue sˇtiri
prikljucˇke namenjene priklopu kodirnikov pozicije. Dodaten, cˇetrti dekodirnik je
mogocˇe implementirati s strojno-programsko opremo na enem izmed dveh PRU
jedrih.
Inkrementalni kodirni disk je sestavni del vecˇine inkrementalnih kodirnikov
pozicije. Disk je pricˇvrsˇcˇen na rotorsko gred motorja. Na obodu diska se nahajajo
enakomerno porazdeljene zareze ali rezˇe. Na na eni strani diska se nahajata dve
diodi, na drugi strani pa dva foto-receptorja ali foto-tranzistorja. Ob rotaciji diska
skupaj z motorskim rotorjem, svetloba LED diod polovico periode dosezˇe povrsˇino
foto-receptorjev, polovico periode pa ne. Rezultat sta dva vlakca napetostnih
pulzov na izhodih dveh foto-tranzistorjev. Dva para, LED dioda foto-tranzistor
sta geometrijsko postavljena tako, da sta vlakca pulzov med seboj zamaknjena za
cˇetrtino periode. Vlakca pulzov imenujemo signal QEPA in signal QEPB. Tako
je mogocˇe s sˇtetjem sˇtevila pulzov ugotoviti pozicijo, z dolocˇitvijo prednostnega
signala pa smer vrtenja rotorske gredi.
Vsak izmed sˇtirih eQEP prikljucˇkov na platformi, sestoji iz napajalne in oze-
mljitvene sponke ter dveh sponk namenjenih signaloma QEPA in QEPB kodirnika
pozicije. Kvadraturni nacˇin delovanja (angl. Quadrature-clock Mode): eQEP ko-
dirniki zagotavljajo dva signala kvadraturnih signalov (angl. square wave signals)
QEPA in QEPB, z medsebojno 90 stopinjsko elektricˇno fazo. Razmerje faz se
uporablja pri dolocˇevanju smeri vrtenja glavne gredi, sˇtevilo eQEP pulzov pa za
dolocˇitev informacije o poziciji. Pri vrtenju naprej ali v smeri urinega kazalca
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(angl. clockwise) QEPA signal prehiteva QEPB in obratno. Kvadraturni deko-
dirnik uporablja signala QEPA in QEPB za generiranje kvadraturne ure (angl.
quadrature-clock) in signala smeri vrtenja [24]. eQEP periferni modul vsebuje
naslednje, za nalogo pomembne gradnike: kvadraturno dekodirno enoto (angl.
QDU - Quadrature Decoder Unit) in pozicijski sˇtevec ter nadzorno enoto za mer-
jenje pozicije (angl. PCCU - Position Counter and Control Unit for position
measurement).
Slika 5.4: Signala QEPA in QEPB, signal kvadraturne ure, signala smeri in sˇtevca
pozicije [8]
Motor uporabljen pri nalogi je enosmerni elektricˇni motor s trajnostnimi ma-
gneti in vgrajenim kodirnikom pozicije s sedmimi zarezami na en vrtljaj. Posame-
zen kodirni signal torej zmore generirati sedem pulzov z narasˇcˇajocˇo fronto na en
vrtljaj rotorske gredi. Ena izmed vhodnih nastavitev pozicijskega sˇtevca eQEP
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modula je nacˇin kvadraturnega sˇtetja (angl. Quadrature-count Mode). Kvadra-
turni nacˇin sˇtetja iz padajocˇih in narasˇcˇajocˇih front obeh kodirnih signalov QEPA
in QEPB kodirnika, generira pulze kvadraturne ure (angl. quadrature-clock). Ob
vsakem pulzu kvadraturne ure se glede na signal smeri vrtenja, pozicijski sˇtevec
bodisi povecˇa ali zmanjˇsa za ena. Ob vsaki zakljucˇeni rotaciji rotorske gredi se
glede na omenjeno, vrednost sˇtevca pozicije spremeni za 28. Delovanje kvadra-
turnega nacˇina sˇtetja prikazuje slika 5.4.
Motor ima vgrajen reduktor vrtljajev s prestavnim razmerjem 298. To po-
meni, da en zasuk ali kot zasuka θz = 2πrad izhodne gredi povecˇa sˇtevec pozicije
do vrednosti n = 8344. Obseg gibanja motorja θm je smiselno omejiti na obmocˇje
od θm = −πrad do θm = πrad, z zacˇetno pozicijo θm = 0rad. To lahko dosezˇemo
tako, da zacˇetno vrednost sˇtevca pozicije postavimo na n = 5172. Tedaj bo
najmanjˇso skrajno lego θm = −πrad predstavljala vrednost n = 1000, najvecˇjo
skrajno lego θm = πrad pa vrednost n = 9344.
1 PWMSS0.EQEPQDECCTL = 0x00 ;
2 PWMSS0.EQEPQPOSMAX = 10344;
3 PWMSS0.EQEPQPOSCNT = 5172 ;
Izpis izvorne kode 5.1: Nastavitev kvadraturnega sˇtetja, najvecˇje in zacˇetne
vrednosti pozicijskega sˇtevca eQEP modula, podsistema PWMSS0
5.4.2.1 Rutina krmiljenja pozicije
Krmiljenje pozicije je v demonstracijske namene implementirano z enostavnim
proporcionalnim krmilnikom. Prejete referencˇne vrednosti pozicij s strani ROS
aplikacije na ARM strani vgrajenega sistema, se v rutini krmiljenja pozicije pri-
merjajo s svezˇe zajetimi pozicijami motorjev. Dalje se izracˇunajo napake in pri-
merna regulirna velicˇina. Rutina krmiljenja pozicije je implementirana s for zanko
(angl. for loop) v programskem jeziku C. Vsakemu motorju pripada svoja itera-
cija for zanke, kot to ponazarja izpis izvorne kode 5.2.
1 f o r ( i n t m = 0 ; m < TOTALMOTORS; m++)
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2 {
3 robotDr iver . to arm . motors [m] . p o s i t i o n = ge t e n c od e r p o s i t i o n (m) ;
4 i n t p o s i t i o n e r r o r = robotDr iver . from arm . motors [m] . r e f p o s i t i o n
− robotDr iver . to arm . motors [m] . p o s i t i o n ;
5 i n t out = robotDr iver . from arm . motors [m] .Kp ∗ p o s i t i o n e r r o r ;
6 . . .
7 }
Izpis izvorne kode 5.2: For zanka za regulacijo pozicije koncˇnega sˇtevila motorjev.
Napaka pozicije je definirana kot razlika med referencˇno in trenutno vredno-
stjo pozicije ali kota zasuka posameznega motorja. Enacˇba (5.1) opisuje izracˇun
napake εm motorja m.
εm = θmref − θmcur (5.1)
Spremenljivka θmref predstavlja referencˇno pozicijo, θmcur pa trenutno zajeto
pozicijo motorja m. Dalje se iz pozicijske napake izracˇuna regulirna velicˇina
krmilnika pozicije za posamezen motor um, opisana z enacˇbo (5.2).
um = Kp ∗ εm (5.2)
Implementacijo izracˇuna napake pozicije in regulirne velicˇine za posamezen
motor prikazuje izpis izvorne kode 5.2.
5.4.2.2 Kontrola hitrosti in smeri vrtenja motorjev
Podpoglavje 3.2.1.5 navaja, da je hitrost vsakega motorja, priklopljenega na iz-
hode krmilnika motorjev Sparkfun, odvisna od vhodnega signala pulzno-ˇsirinske
modulacije, v nadaljevanju PWM signal, s frekvenco do fPWM = 100 kHz. Pri-
merna frekvenca PWM signala je, denimo fPWM = 50 kHz. Njegova perioda
posledicˇno znasˇa TPWM = 20 µs. Ob izrazˇanju delovnega cikla (angl. duty cycle)
PWM signala v odstotkih, mora znasˇati perioda sistemske ure pulzno-ˇsirinskega
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modulatorja TTBCLK = 0.2 µs, njena frekvenca pa posledicˇno TBCLK = 5
MHz. Nastavitev frekvence ure pulzno-ˇsirinskega modulatorja opisuje enacˇba
(3.1) v podpoglavju 3.2.1.4. Ob poznavanju vrednosti SY SCLKOUT = 100
MHz, je mogocˇe ugotoviti, da morata biti vrednosti HSPCLKDIV = 10 in
CLKDIV = 2.
Regulirna velicˇina um, izrazˇena v prejˇsnjem podpoglavju 5.4.2.1 je velikokrat
vecˇja od vrednosti 100. V takih primerih jo je potrebno zmanjˇsati na nastavljivo
maksimalno vrednost regulirne velicˇine. Smer vrtenja posameznega motorja je
odvisna od predznaka napake pozicije.
1 #de f i n e OUTMAX 80
2 PWMSS0.EPWMTBCTL |= 0x0A80 ;
3
4 robotDr iver . motors [m] . d i r e c t i o n = out >= 0 ? 0 : 1 ;
5 i f ( out > OUTMAX | | out < −OUTMAX) out = OUTMAX;
6 robotDr iver . motors [m] . pwm = out ;
7
8 s e t mo t o r d i r e c t i o n (m, robotDr iver . motors [m] . d i r e c t i o n ) ;
9 set motor pwm (m, robotDr iver . motors [m] . pwm) ;
Izpis izvorne kode 5.3: Nastavitev vrednosti HSPCLKDIV in CLKDIV PWMSS0
primerka podsistema PWMSS, nastavitev smeri vrtenja in nastavitev hitrosti
enega izmed motorjev.
5.4.3 Komunikacija s stranjo ARM
Izvorna koda PRU servo krmilnika se za komunikacijo z ARM procesorskim je-
drom posluzˇuje podatkovnih struktur in funkcij knjizˇnice pru rpmsg.h v podpor-
nem paketu PRU programske opreme. Najprej se oblikuje konkretizacija struk-
ture tipa pru rpmsg transport, katere vsebina se pripiˇse deklaraciji spremenljivke
transport. Struktura pru rpmsg transport zdruzˇuje dve podatkovni PRU virtu-
alni cˇakalni vrsti (angl. pru virtqueue), potrebni za medsebojno komunikacijo
med jedri ARM in PRU. Poleg spremenljivke transport se deklarirajo sˇe spre-
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menljivke src, za hranjenje izvora podatkov, dst, za hranjenje ponora podatkov,
len, status itd. Po deklaraciji glavnih spremenljivk se najprej inicializira RPMsg
transportna struktura s funkcijo pru rpmsg init, nato pa sˇe ustvari komunikacijski
kanal s funkcijo pru rpmsg channel.
5.4.3.1 Rutina branja in posˇiljanja sporocˇil
Naloga branja in posˇiljanja sporocˇil ima nizˇjo prioriteto kot naloga krmiljenja
pozicije. Ob zajetju sistemskega dogodka, ki nakazuje nove referencˇne vrednosti
ali zahtevo po informaciji o stanju s sklepov s strani procesorskega jedra ARM,
se sprozˇi rutina branja in posˇiljanja sporocˇil. Sporocˇilo se prebere s funkcijo
pru rpmsg receive. Funkcija kot parameter tipa void*, prejme kazalec na zˇeljeno
podatkovno strukturo. V primeru servo krmilnika je to podstruktura from arm
strukture komunikacijskega okvirja robotskega krmilnika. Vrednosti v from arm
podstrukturi so bile pred posˇiljanjem na ARM strani posodobljene. Funkcija
pru rpmsg receive pa je vrednosti prepisala v from arm podstrukturo na PRU
strani.
Posˇiljanje podatkov ARM strani se zgodi s klicom funkcije pru rpmsg send.
Funkcija sprejme naslov podatkovne strukture poljubnega podatkovnega tipa.
Rutina posˇiljanja sporocˇil funkciji poda podstrukturo to arm strukture komu-
nikacijskega okvirja robotskega krmilnika. Podstruktura to arm vsebuje zajete
informacije o poziciji koncˇnega sˇtevila motorjev. Izpis izvorne kode 5.4 prikazuje
prejemanje in posˇiljanje podatkov od in do ARM strani.
1 pru rpmsg rece ive (&transport , &src , &dst , &robotDr iver . from arm , &
len ) ;
2 pru rpmsg send(&transport , dst , s rc , &robotDr iver . to arm , s i z e o f (
robotDr iver . to arm ) ;
Izpis izvorne kode 5.4: Prejemanje in posˇiljanje podatkov od ARM do PRU
oziroma od PRU do ARM.
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6 ARM del robotskega krmilnika
ARM del robotskega krmilnika sprejema ukaze o zˇelenih pozicijah vrha robotskega
manipulatorja s strani uporabnika ali programa robotske aplikacije. Uporabnik
lahko poda ukaz o zˇeleni poziciji preko opravilne vrstice s klicem ROS vozliˇscˇa
podajalca stanj sklepov, medtem ko se program robotske aplikacije posluzˇuje
vmesnikov MoveIt! vticˇnika. Ob prejetem ukazu zˇelene pozicije in izracˇunani
inverzni kinematiki, ARM del robotskega krmilnika referencˇne vrednosti stanja
sklepov posˇlje PRU jedru. Preden se vodenje robota lahko pricˇne, je najprej
potrebno pognati glavno ROS vozliˇscˇe, ROS master. Na ROS master vozliˇscˇe
se bodo namrecˇ kasneje registrirala vsa vozliˇscˇa, ki nudijo storitve in objavljajo
sporocˇila.
6.1 Uporabljena ROS vozliˇscˇa
Uporabljena ROS vozliˇscˇa se pri BeagleBone Blue robotskem krmilniku delijo na
servisno vozliˇscˇe in odjemalna vozliˇscˇa. Za glavno ROS master vozliˇscˇe in odje-
malna vozliˇscˇa velja, da se lahko poljubno izvajajo na kateremkoli racˇunalniku
v LAN omrezˇju. Skupaj z master vozliˇscˇem se lahko npr. vsa vozliˇscˇa poga-
njajo na Linux operacijskem sistemu platforme BeagleBone Blue, vendar je ob
tem potrebno vedeti, da bo ARM procesorsko jedro v tem primeru pod veliko
obremenitvijo. Boljˇsi pristop je ta, da se glavno vozliˇscˇe in odjemalna vozliˇscˇa
poganjajo na osebnem racˇunalniku.
Edino vozliˇscˇe, ki se je primorano izvajati na ARM procesorskem jedru je ser-
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visno ROS vozliˇscˇe. Slednje namrecˇ na glavnem vozliˇscˇu registrira vse storitve,
ki so povezane s komunikacijo in prenasˇanjem podatkov med ARM in PRU je-
dri. Storitve kot so set joints states vpisujejo podatke o pozicijah neposredno v
medpomnilnike, namenjene med-procesorski komunikaciji.
6.1.1 Servisno ROS vozliˇscˇe - robot driver server
Servisno ROS vozliˇscˇe imenovano robot driver server, je potrebno pognati ta-
koj za glavnim ROS vozliˇscˇem ROS master. Glavna lastnost servisnih vozliˇscˇ je
oglasˇevanje storitev v obliki oddaljenih klicev podprograma (angl. RPC - Remote
Procedure Calls). Vozliˇscˇe opisano v tem podpoglavju, celotnemu ROS sistemu
oglasˇuje servise ali z drugo besedo storitve, ki so kljucˇnega pomena za delovanje
krmilnika. Servisi ali storitve skupaj delujejo kot vmesnik med jedroma ARM
in PRU. Klici nekaterih storitev spremenijo stanje krmilnika in sprozˇijo prenos
podatkov med dvema jedroma. Za nastavitev parametrov, referencˇnih vrednosti
in v korist prenosa podatkov med jedroma, se prav tako kot program na PRU je-
dru tudi vozliˇscˇe robot driver server posluzˇuje strukture komunikacijskega okvirja
robotskega krmilnika opisane v podpoglavju 5.1. Po klicu storitve, se struktura
posodobi s podanimi parametri. Del strukture namenjen posˇiljanju se nato posˇlje
PRU jedru. Pomembnejˇsi servisi ali storitve, ki jih vozliˇscˇe robot driver server
oglasˇuje v obliki oddaljenih funkcij so sledecˇe:
• Nastavitev stanja krmilnika - set driver state: Storitev, ki glede na vre-
dnost state, prejeto kot parameter funkcije, posodobi polje state v strukturi
komunikacijskega okvirja robotskega krmilnika. Uporablja se za vklop in
izklop servo krmilnika na PRU strani naprave. Glavna zanka servo krmil-
nika na PRU jedru se bo namrecˇ izvajala dokler bo polje state razlicˇno od
0.
• Nastavitev stanja sklepov - set joint state: Storitev sprejme dva para-
metra. Prvi parameter je sˇtevilo motorja, drugi pa referencˇna pozicija.
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Struktura komunikacijskega okvirja robotskega krmilnika v podstrukturi
from arm vsebuje spremenljivko motors, ki hrani seznam koncˇnega sˇtevila
struktur imenovanih motor. Struktura motor hrani referencˇno vrednost po-
zicije pripadajocˇega motorja. Tako se po klicu storitve set driver state s
parametroma sˇtevilke motorja in referencˇne vrednosti pozicije, v from arm
podstrukturi strukture komunikacijskega okvirja robotskega krmilnika, po-
sodobi referencˇno stanje pozicije pripadajocˇega motorja.
• Nastavitev stanja parametrov krmilnika - set pid coefficients: Kot zˇe ime
pove, je ta storitev namenjena nastavitvi posameznega krmilnika pozicije.
Vsak motor ima svoj krmilnik s PID parametri za regulacijo pozicije. Od-
daljena funkcija storitve sprejme sˇtiri parametre in sicer sˇtevilko motorja,
proporcionalni, integrirni in derivativni koeficient krmilnika.
• Poizvedba stanja sklepov - get joint state: Storitev PRU jedru poda zah-
tevo o informaciji stanja sklepov. PRU jedro v vsakem ciklu glavne zanke
zajete podatke o poziciji hrani v podstrukturi to arm strukture komuni-
kacijskega okvirja robotskega krmilnika. Ob prejeti zahtevi o informaciji
stanja, to podstrukturo posˇlje ARM jedru.
Poleg zgoraj nasˇtetih storitev vsebuje robot driver server tudi storitve za na-
stavitev in poizvedbo stanj v vektorski oziroma seznamski obliki. Na ta nacˇin je
mogocˇe podati referencˇne pozicije in zahtevati informacijo stanj pozicij koncˇnemu
sˇtevilu motorjev naenkrat.
Za komuniciranje s PRU jedri se na ARM strani naprave ROS programska
oprema posluzˇuje gonilnika RPMsg. Kot navaja podpoglavje 4.4.2, se ob vstavi-
tvi modula rpmsg pru, v datotecˇnem sistemu odpre navidezna znakovna naprava
(angl. character device). Vanjo robot driver server vozliˇscˇe piˇse podatke na-
menjene PRU jedru. Prav tako, lahko iz naprave zajema podatke prihajajocˇe s
strani PRU jedra. Vpisujocˇi se podatki so podani v obliki podstrukture from arm
strukture komunikacijskega okvirja robotskega krmilnika, bralni podatki pa se
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pricˇakujejo v obliki podstrukture to arm strukture komunikacijskega okvirja ro-
botskega krmilnika. Odgovornost programov na obeh jedrih je posˇiljanje podat-
kov v dogovorjeni strukturi, saj lahko v nasprotnem primeru pride do nezˇelenega
odziva krmilnika.
6.1.2 Odjemalna ROS vozliˇscˇa
Odjemalna ROS vozliˇscˇa ali ROS klienti (angl. ROS Clients) so programi, ki
klicˇejo funkcije ROS servisnih ali storitvenih vozliˇscˇ. Vhodi in izhodi komunika-
cije med ROS servisi in klienti so definirani z datotekami za definiranje storitev
(angl. service definition file) in imajo po definiciji koncˇnico .srv. Po prevajanju
izvorne kode ROS paketa, se datoteke za definiranje storitev pretvorijo v ustre-
zne definicijske datoteke, skladno z zahtevami konfiguracije programskih jezikov
catkin prevajalnika. Odjemalnim vozliˇscˇem je skupno vkljucˇevanje teh datotek
(odvisno od jezika v katerem so implementirana) in konkretizacija (angl. instanti-
ation) objekta tipa serviceClient. Objekt ob konkretizaciji prejme, kot parameter
konstrukcijske funkcije, vsebino datoteke za definicijo storitve. Naslednji izpis iz-
vorne kode, ene izmed uporabljenih odjemalnih vozliˇscˇ, prikazuje konkretizacijo
programskega objekta tipa serviceClient in njegovo pripisovanje spremenljivki
client v programskem jeziku C++.
1 ro s : : NodeHandle n ;
2 ro s : : S e r v i c eC l i e n t c l i e n t = n . s e r v i c eC l i e n t<bbb lu e r obo t d r i v e r : :
GetJo intsStates >(” g e t j o i n t s s t a t e s ” ) ;
Izpis izvorne kode 6.1: Primer konkretizacije objekta tipa client
6.1.2.1 Nastavljalec stanja sklepov
Nastavljalec stanja sklepov (joints states setter) je ROS vozliˇscˇe, ki servo
krmilniku definira stanje sklepov oziroma referencˇne pozicije motorjev. Dato-
teka izvorne kode vozliˇscˇa v prvih vrsticah vkljucˇuje definicijsko datoteko sto-
ritve SetJointsStates.h. Za doseganje svojih ciljev, se nastavljalec stanja skle-
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pov posluzˇuje vektorske ali seznamske razlicˇice storitve set joint state imeno-
vane set joints states. To pa zato, ker vodenje robota v zunanjih koordinatah
po izracˇunu inverzne kinematike zahteva podajanje krmilniku stanja koncˇnega
sˇtevila sklepov naenkrat. Podatkovni tip vhodnih podatkov v SetJointsStates.h
definicijski datoteki je seznam sˇtevil s plavajocˇo vejico, ki predstavljajo refe-
rencˇne vrednosti pozicij motorjev. Isto velja za prvi parameter funkcije storitve
set joints states.
1 bbb lu e r obo t d r i v e r : : S e t Jo i n t sS t a t e s s rv ;
2 f o r ( i n t m = 0 ; m < TOTALMOTORS; m++)
3 {
4 s rv . r eque s t . p o s i t i o n [m] = ato f ( argv [m] ) ;
5 }
6 c l i e n t . c a l l ( s rv ) ;
Izpis izvorne kode 6.2: Nastavljalec stanja sklepov definira vhodne vrednosti in
klicˇe storitveno funkcijo set joints states
Nastavljalec stanja sklepov najprej pravilno zapolni vhodne podatke z re-
ferencˇnimi vrednostmi pozicije motorjev ter nato izvede oddaljeni klic funkcije
storitvenega ROS vozliˇscˇa. Izpis izvorne kode 6.2 prikazuje stanje vhodnih po-
datkov in oddaljeni klic programa. Po opravljenem oddaljenem klicu programa in
izvedbi pripadajocˇe funkcije, storitev v okviru funkcije, glede na uspesˇnost njene
izvedbe, izpolni izhodne podatke definicijske datoteke SetJointsStates.h. Tako se
lahko vozliˇscˇe nastavljalca stanj sklepov informira o uspesˇnosti opravljene naloge
podajanja stanj.
6.1.2.2 Oglasˇevalec stanja sklepov
Oglasˇevalec stanja sklepov (joints states publisher) je ROS vozliˇscˇe, ki servi-
snemu ROS vozliˇscˇu robot driver server periodicˇno podaja zahtevo po informa-
ciji stanj sklepov robota. Po vsakem uspesˇno prejetem paketu informacij, stanja
sklepov oglasˇuje na ROS temi (angl. ROS topic) /pru joint state topic. Izvorna
koda oglasˇevalca v zacˇetnih vrsticah vkljucˇi definicijsko datoteko GetJointsSta-
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tes.h Za to datoteko so pomembni zgolj izhodni podatki in sicer seznam zajetih
vrednosti pozicije koncˇnega sˇtevila motorjev. Zapisovanje seznama zajetih vre-
dnosti izvede storitev get joints states servisnega ali storitvenega ROS vozliˇscˇa
po uspesˇno opravljenem oddaljenem klicu programa.
1 ro s : : Pub l i she r j o i n t s t a t e pub = n . adve r t i s e<sensor msgs : : Jo intState
>(” j o i n t s t a t e t o p i c ” , 1000) ;
2 ro s : : S e r v i c eC l i e n t c l i e n t = n . s e r v i c eC l i e n t<bbb lu e r obo t d r i v e r : :
GetJo intsStates >(” g e t j o i n t s s t a t e s ” ) ;
3 bbb lu e r obo t d r i v e r : : GetJo in t sSta te s s rv ;
4 c l i e n t . c a l l ( s rv ) ;
5 sensor msgs : : Jo in tS ta t e j o i n t s t a t e me s s a g e ;
6 f o r ( i n t m = 0 ; m < TOTALMOTORS; m++)
7 {
8 j o i n t s t a t e me s s a g e . header . stamp = ros : : Time : : now( ) ;
9 j o i n t s t a t e me s s a g e . p o s i t i o n [m] = srv . re sponse . p o s i t i o n [m] ;
10 }
11 j o i n t s t a t e pub . pub l i sh ( j o i n t s t a t e me s s a g e ) ;
Izpis izvorne kode 6.3: Konkretizacija teme. Zapisovanje in objava sporocˇila na
temo
Izvorna koda v zacˇetnih vrsticah izvorne kode vkljucˇi tudi definicijsko da-
toteko imenovano sensor msgs/JointState.h. Vsebina datoteke je podatkovna
struktura namenjena oglasˇevanju na ROS temah. Primer JointState datoteke
vsebuje seznam pozicij in hitrosti podatkovnega tipa sˇtevil s plavajocˇo vejico in
header polje, v katerem so podatki o cˇasu ob katerem so bile pozicije in hitrosti
zajete. Po izvedbi oddaljenega klica programa, ima vozliˇscˇe oglasˇevalca zadnje
zajete podatke o poziciji shranjene v izhodnih podatkih podatkovne strukture iz
definicijske datoteke GetJointsStates.h. Te podatke mora premestiti v JointState
sporocˇilo in sporocˇilo objaviti na temo.
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6.2 Industrijski ROS
Industrijski ROS (angl. ROS Industrial), v nadaljevanju ROSI, je odprto ko-
dni projekt oziroma razsˇiritev naprednih sposobnosti ROS operacijskega sistema
na podrocˇje industrijske robotike in proizvodnje [39]. Glavni ROSI repozitorij
vkljucˇuje vmesnike za pogosto uporabljene industrijske manipulatorje, prijemala,
senzorje in omrezˇne naprave. Ponuja knjizˇnice za kalibracijo senzorjev, planira-
nje poti in premikov in enostavne, uporabniku prijazne in dobro dokumentirane
programske vmesnike. ROSI predstavlja edino primerno resˇitev v okviru ROS, za
programsko opremo namenjeno proizvodnji. Z bogato izbiro razvojnih, simulacij-
skih in vizualizacijskih orodij razsˇirja funkcionalnost operacijskega sistema ROS.
S prijemom, ki temelji na modeliranju CAD delov omogocˇa gradnjo novih, unika-
tnih aplikacij. Poenostavlja programiranje robotov na nivo opravil in s pomocˇjo
odprto-kodne licence in podprtostjo s strani skupnosti, znatno zmanjˇsuje strosˇke
nacˇrtovanja in realizacije industrijskih robotskih aplikacij.
S pomocˇjo ROSI razsˇiritve je mogocˇe zgraditi model lastnega industrijskega
manipulatorja ali model katerega drugega robota, denimo mobilne platforme.
Prav tako je mogocˇa simulacija in vizualizacija robota skupaj s programiranjem
enostavnih in kompleksnih robotskih aplikacij. Tipicˇno se vse zacˇne z izgradnjo
URDF modela opisanega v sledecˇem podpoglavju.
6.2.1 URDF model robota
URDF ali Unified Robotic Description Format je XML specifikacija, ki se upora-
blja v akademski in industrijski skupnosti. Namenjena je modeliranju vecˇ-telesnih
sistemov kot so robotski manipulatorji, izdelavi montazˇnih linij in animacijskih
robotov za zabaviˇscˇne parke [40].
Model enostavnega tri-osnega industrijskega manipulatorja v nalogi je opisan
v URDF formatu. Sestavljen je iz petih delov in sicer: baza robota, prvi, drugi in
tretji segment in na vrh tretjega segmenta pricˇvrsˇcˇeno orodje v obliki polkrogle.
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Baza robota je telo v obliki sˇkatle, segmenti pa so realizirani v obliki podol-
govatih valjev. Segmente od baze robota do tretjega segmenta povezujejo trije
rotacijski sklepi z omejenim obmocˇjem gibanja. Vsak element robota je opisan
s pripadajocˇo XML znacˇko in ustreznimi lastnostmi v gnezdenih znacˇkah. Izpis
kode 6.4 prikazuje del URDF modela, ki opisuje bazo, prvi segment in prvi sklep
enostavnega tri-osnega industrijskega manipulatorja imenovanega bbblue-robot.
1 <?xml ve r s i on=” 1 .0 ”?>
2 <robot name=”bbblue−robot ”>
3
4 < l i n k name=” ba s e l i n k ”>
5 <v i s u a l>
6 <geometry>
7 <box s i z e=” 0 .25 0 .25 0 .0125 ”/>
8 </geometry>
9 <mate r i a l name=”blue ” />
10 <o r i g i n xyz=”0 0 0” />
11 </ v i s u a l>
12 </ l i n k>
13
14 < l i n k name=” f i r s t l i n k ”>
15 <v i s u a l>
16 <geometry>
17 <c y l i nd e r l ength=” 0.1003125 ” rad iu s=” 0.0270625 ”/>
18 </geometry>
19 <mate r i a l name=”blue ” />
20 <o r i g i n xyz=”0 0 −0.02909375” />
21 </ v i s u a l>
22 </ l i n k>
23
24 < j o i n t name=” b a s e t o f i r s t ” type=” r evo lu t e ”>
25 <ax i s xyz=”0 0 1” />
26 < l im i t e f f o r t=”1000” lower=”−3.141594265” upper=” 3.141594265 ”
v e l o c i t y=” 0 .5 ” />
27 <parent l i n k=” ba s e l i n k ”/>
28 <ch i l d l i n k=” f i r s t l i n k ”/>
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29 <o r i g i n xyz=”0 0 0 .0855 ” />
30 </ j o i n t>
31
32 </ robot>
Izpis izvorne kode 6.4: URDF model enostavnega tri-osnega industrijskega
manipulatorja
Iz URDF modela robota, je razvidno, da so dimenzije baze robota v obliki
sˇkatle dimenzij l = 0, 25 m, w = 0, 25 m in h = 0, 0125 m. RViz uporablja
metricˇni sistem, torej so dimenzije sˇkatle podane v metrih (m). Prvi segment je
valj z dolzˇino l = 0.1003125 m in radijem r = 0.0270625 m. Obmocˇje delovanja
prvega, rotacijskega sklepa, ki povezuje bazo robota in prvi segment, sega od
θ1 = −π rad do θ1 = π rad.
6.2.2 MoveIt! pomocˇnik nastavitev
MoveIt! je programsko ogrodje za nacˇrtovanje poti v prostoru. Je izjemno upo-
rabno in enostavno orodje namenjeno nacˇrtovanju premikov med dvema tocˇkama
v prostoru in izogibanja trcˇenj med objekti. Delovanje MoveIt! ogrodja je v
notranjosti precej kompleksno, vendar navzven ponuja enostaven in uporabniku
prijazen vmesnik. MoveIt! je na voljo tudi kot vticˇnik (angl. plugin) vizualiza-
cijskega orodja RViz. Kot vticˇnik omogocˇa nastavljanje delovnih okolij robotov,
generiranje poti, vizualizacijo premikov robota in direktno interakcijo z vizuali-
ziranim modelom robota.
MoveIt! pomocˇnik nastavitev (angl. Setup Assistant) je graficˇni uporabniˇski
vmesnik za konfiguracijo kateregakoli robota namenjenega uporabi z MoveIt!
RViz vticˇnikom. Njegova glavna funkcija je generiranje datoteke semanticˇne
oblike opisa robota (angl. Semantic Robot Description Format file), v nadaljeva-
nju SRDF. Poleg tega, generira tudi ostale pomembne datoteke, ki omogocˇajo pra-
vilno vizualizacijo robota. Na podlagi URDF modela robota izracˇuna kolizijsko
matriko, omogocˇa dolocˇitev ene ali vecˇ kinematicˇnih verig robota, izbiro orodja,
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izbiro kinematicˇnega racˇunanja (angl. kinematic solver), dolocˇanje razlicˇnih po-
zicij manipulatorja in mnogo vecˇ. Po koncˇani konfiguraciji vse datoteke, skupaj
z ROS zagonskimi datotekami (angl. ROS launch files) zdruzˇi v enoten MoveIt!
ROS paket robota.
6.2.3 Vizualizacija modela v okolju RViz
Slika 6.1: Model tri-osnega industrijskega manipulatorja v okolju RViz
Zagonske datoteke v MoveIt! ROS paketu robota, generiranem s pomocˇjo
MoveIt! pomocˇnika nastavitev, omogocˇajo zagon vizualizacijskega okolja RViz z
vkljucˇenim modelom robota. Z interakcijskim vmesnikom, ki je namesˇcˇen na vrh
robota v okolju RViz, je mogocˇe vrh robota premikati in rotirati vzdolzˇ treh osi x,
y in z. Okolje omogocˇa shranjevanje individualnih pozicij robota in nacˇrtovanje
premikov med shranjenimi pozicijami. Predstavitev modela robota v okolju RViz
z interakcijskim vmesnikom prikazuje slika 6.1.
Osrednji del arhitekture sistema vizualizacije in interakcije z robotom v okolju
RViz je ROS vozliˇscˇe imenovano move group. Vozliˇscˇe move group je pognano
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s strani MoveIt! RViz vticˇnika. Skupaj z ostalimi komponentami uporabniku
zagotavlja niz uporabnih ROS akcij in storitev namenjenih interakciji z robotom.
Za interakcijo med uporabnikom in vozliˇscˇem move group obstajajo upo-
rabniˇski vmesniki, implementirani v razlicˇnih programskih jezikih, kot so C++
in Python. ROS strezˇnik parametrov (angl. ROS Parameter Server) vozliˇscˇu
move group zagotavlja konfiguracijske informacije robota v obliki URDF modela,
generirane SRDF datoteke robota in ostalih konfiguracijskih datotek in parame-
trov. Na ta nacˇin MoveIt! vticˇnik pridobi informacije o obmocˇjih delovanja
posameznih sklepov, pozicijah, ki bi povzrocˇile trk med samimi segmenti robota
in okoljem itd. Vse potrebne konfiguracijske datoteke so generirane s pomocˇjo
MoveIt! pomocˇnika nastavitev opisanega v prejˇsnjem podpoglavju.
Na drugi strani ROS vozliˇscˇa move group, v kontrast interakcije z uporabni-
kom, poteka interakcija s samim vizualiziranim robotom preko ROS tem, akcij
in storitev. Tako se izmenjujejo informacije o stanju robota kot so pozicije skle-
pov, podatki ostalih senzorjev, transformacije med koordinatnimi sistemi robota
itd. Pomembnejˇsa izmed omenjenih ROS tem je tema imenovana /joint states.
Na to temo se namrecˇ objavljajo ROS sporocˇila, ki vsebujejo resˇitve inverzne
kinematike za vsako tocˇko nacˇrtovane trajektorije.
6.2.3.1 Nacˇrtovanje trajektorije
MoveIt! vticˇnik deluje z razlicˇnimi nacˇrtovalci trajektorij preko vmesnika vticˇnika
(angl. plugin interface). Vmesnik je implementiran s skupkom ROS akcij in sto-
ritev, ki jih zagotavlja ROS vozliˇscˇe move group. Privzeti nacˇrtovalci trajektorij
vozliˇscˇa move group so konfigurirani z uporabo OMPL in MoveIt! vmesnikov za
OMPL s strani MoveIt! pomocˇnika nastavitev.
Uporabnik nalogo za nacˇrtovalca trajektorije poda z zahtevo trajektorije. Naj-
pogostejˇsa je naloga premika manipulatorja iz zacˇetne pozicije v koncˇno pozicijo
vrha robota. Resˇevanje naloge vkljucˇuje zaznavanje trkov (angl. collision detec-
tion), pripenjanje objektov na vrh robota, izogibanje ovir na nivoju posameznega
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segmenta, ohranjanje zˇelenih orientacij itd.
Kot odgovor na podano zahtevo trajektorije, vozliˇscˇe uporabniku odgovori z
zˇeleno trajektorijo. Trajektorija opisuje premik manipulatorja, kot skupka se-
gmentov in sklepov, iz zacˇetne v koncˇno pozicijo, z uposˇtevanjem hitrostnih in
pozicijskih omejitev posameznih sklepov.
7 Prikaz delovanja in rezultati
Prikaz delovanja vkljucˇuje planiranje in izvedbo enostavne trajektorije premika
bbblue-robota v vizualizacijskem okolju RViz, od zacˇetne do ciljne tocˇke. Ob iz-
vedbi, je potrebno zajemati vmesne vrednosti trajektorije posameznih sklepov na
ROS temi /joint states ter jih podajati ROS vozliˇscˇu nastavljalca stanj sklepov.
Vrednosti se bodo nato preko klica servisa set joints states prenesle na PRU jedro
kot referencˇne vrednosti pozicij robotskih sklepov.
Pred tem je potrebno preveriti, ali je PRU procesorsko jedro res dovolj do-
bro za delovanje v realnem cˇasu. Primerno se je pozanimati o realno-cˇasovni
ucˇinkovitosti ROS operacijskega sistema, pognanega na Linux Ubuntu 16.04, brez
kakrsˇnihkoli dodatkov in vstavkov jedra, ki bi realno-cˇasovno delovanje izboljˇsali.
Je cˇasovna ucˇinkovitost res tako zanicˇ, da je potrebno vlozˇiti dodaten cˇas v razvoj
krmiljenja na PRU in komunikacijo med jedroma ARM in PRU?
7.1 Realno cˇasovna ucˇinkovitost
Podjetje Toradex je v namen testiranja realno-cˇasovne ucˇinkovitosti razvilo eno-
stavno aplikacijo, ki napetostno stanje na eni izmed izhodnih GPIO sponk pre-
klaplja med visokim in nizkim napetostnim nivojem, s frekvenco f = 2.5 kHz.
Izhodno sponko so nato povezali na osciloskop in merili zakasnitve.
Testno aplikacijo so pri podjetju pognali na standardni Linux distribu-
ciji, s konfiguracijo jedra operacijskega sistema v nacˇinu prostovoljnih pre-
kinitev v jedru operacijskega sistema (angl. Voluntary Kernel Preemption)
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(CONFIG PREEMPT VOLUNTARY). Aplikacija je bila nastavljena kot realno-
cˇasovna naloga (angl. RT Task, SCHED RR).
Distribucija izmerjenih zakasnitev pokazˇe, da se samo 92% vseh vzorcev na-
haja v podrocˇju napake ±10% dolzˇine periode. Dalje, najslabsˇa izmerjena zaka-
snitev znasˇa nekoliko vecˇ kot tz = 15 ms, kar je vecˇ kot 3700% periode izvajanja
[2].
Slika 7.1: Histogram zakasnitev ROS rutine s frekvenco izvajanja 250 Hz
Pri testiranju realno-cˇasovnih zmozˇnosti ROS vozliˇscˇa na standardni Linux
distribuciji, v obicˇajnem nacˇinu delovanja je bilo uporabljeno ROS vozliˇscˇe z
razlicˇnimi frekvencami izvajanja. Test je bil izveden na platformi BeagleBone
Blue. Pri frekvenci f = 2.5 kHz, se je zanka 2500 krat izvedla sˇele v priblizˇno
10 sekundah. To pomeni, da je bila perioda 4 ms namesto 0.4 ms, kar je 10 krat
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prevecˇ. Pri 10 krat manjˇsi frekvenci izvajanja ROS rutine f = 250 Hz, so bili
rezultati nekoliko boljˇsi. Od 10000 vzorcev, je bilo 83.6% vzorcev znotraj ±10%
trajanja periode. Najslabsˇa zakasnitev je znasˇala tz = 0.0045 s, kar je nekoliko
vecˇ kot perioda. Histogram zakasnitev ROS rutine pri frekvenci f = 250 Hz,
prikazuje slika 7.1.
Nasˇ test realno-cˇasovne ucˇinkovitosti PRU jedra je potekal s sporocˇanjem
odcˇitkov vrednosti cˇasovnika takoj po prekinitvi. Cˇasovnik uporabljen za cˇasovne
prekinitve PRU jedra je cˇasovnik eCAP PRU-ICSS modula, s frekvenco 200 MHz.
Za cˇasovne prekinitve s frekvenco f = 2.5 kHz, mora znasˇati maksimalna vre-
dnost eCAP PRU-ICSS cˇasovnika 80000. Histogram zakasnitev PRU rutin ni
potreben, saj so vsi zajeti vzorci vrednosti cˇasovnika takoj po prekinitvi znasˇali
14, kar pomeni picˇlih tz = 70 ns zakasnitve. Ob koncu rutine, po zajemu pozi-
cije treh motorjev, so se vrednosti sˇtevca vrtele med 837 in 840, kar znasˇa nekaj
vecˇ kot 4 µs. Ena perioda prekinitve PRU jedra, pri frekvenci f = 2.5 kHz,
bi lahko torej vsebovala nekaj manj kot 100 takih rutin. Smiselno je zakljucˇiti,
da je realno-cˇasovna ucˇinkovitosti PRU jedra vredna cˇasa razvoja PRU servo
krmiljenja in komunikacije med jedroma ARM in PRU.
7.2 Regulacija pozicije
Dodatno odjemalno vozliˇscˇe, imenovano joint states subscriber, sluzˇi prikazu de-
lovanja robotskega krmilnika. Po nacˇrtovanju in ob zagonu nacˇrtovane trajekto-
rije med dvema pozicijama, v okolju RViz, dodatno odjemalno vozliˇscˇe poslusˇa na
ROS temi /joint states. Po vsakem zajetem sporocˇilu, vsebino sporocˇila posre-
duje funkciji servisa set joints states, kot referencˇne vrednosti pozicij motorjev.
Slika 7.2 prikazuje graf vrednosti pozicij prvega sklepa robota, zajetih na ROS
temah /joint state in /pru joint state topic. Elektricˇni motor eksperimentalnega
sistema ima v prikazu delovanja vlogo aktuatorja prvega sklepa robota bbblue-
robot. Uporabljen proporcionalni regulator ni optimiziran. Slika grafa 7.2 je
podana z namenom prikaza delovanja ROS in programske opreme na PRU.
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Slika 7.2: Graf regulacije pozicije prvega sklepa
8 Zakljucˇek
Dva vecˇja izziva pri projektu sta bila usposobitev delovanja ene izmed PRU enot
in komunikacija med procesnim jedrom ARM in enotama PRU. S pomocˇjo razvoj-
nega okolja Code Composer Studio, se je ob povezavi s platformo konfigurirala
in pognala vsa potrebna periferija. Prevajanje, nalaganje kode na PRU enoti
preko programatorja Embest XDS100v3 in razhrosˇcˇevanje je potekalo zgolj prek
enostavnih klikov na gumbe razvojnega okolja.
Nekoliko drugacˇe je razvoj potekal, ko je bilo potrebno izvorno kodo prevesti in
nalozˇiti na enoti PRU iz datotecˇnega sistema platforme BeagleBone Blue. Po na-
mestitvi pravilnega prevajalnika in PRU podpornega paketa programske opreme,
je bilo za pravilno delovanje potrebno vklopiti tudi vse potrebne periferije. Na-
laganje prevedene strojno-programske opreme na PRU enoti, poganjanje enot in
vzpostavitev komunikacijskega kanala ARM-PRU so terjali dodatno preucˇevanje
gonilnikov remoteproc in RPMsg. Veliko informacij sem pridobil v tehnicˇno re-
ferencˇnem prirocˇniku [24], v uporabnih primerih PRU podpornega paketa in na
#beagle IRC kanalu.
Trud je bil poplacˇan in deterministicˇno upravljanje PWM signala treh pri-
merkov podsistema PWMSS iz ene izmed dveh PRU enot je uspelo. Poleg tega,
mi je uspelo usposobiti tudi cˇasovne prekinitve na PRU enoti in komunikacijo
ARM-PRU.
Dogajanje na PRU enoti upravlja ROS aplikacija. Preko servisnega vozliˇscˇa
robot driver server je uspela vzpostavitev komunikacije s PRU enoto, podaja-
nje referencˇnih vrednosti in podajanje zahteve po informaciji o poziciji motorjev.
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URDF model in MoveIt! Setup Assistant cˇarovnik nam omogocˇata zasnovo la-
stnega manipulatorja s tremi prostostnimi stopnjami. V okolju RViz lahko ma-
nipulator prikazˇemo in nacˇrtujemo premike. Ob izvedbi premika v RViz okolju,
ROS aplikacija BeagleBone robotskega krmilnika sledi referencˇnim vrednostim
sklepov in jih posreduje PRU enoti za krmiljenje motorjev.
Pri projektu BeagleBone Blue robotskega krmilnika, je sˇe veliko prostora za
nadgradnje in izboljˇsave. Prva izboljˇsava bi lahko bila povecˇanje sˇtevila podpr-
tih motorjev. Naprava AM3358 vsebuje tri primerke PWMSS podsistema, izmed
katerih vsak podpira 2 locˇena PWM izhodna signala. S tega vidika sta na voljo
sˇe dva signala za krmiljenje dveh dodatnih sklepov robota. V tem primeru, bi
bilo potrebno na locˇenem vezju dodati podoben krmilnik elektricˇnih motorjev,
kot je Sparkfun. Nekoliko vecˇ dela bi bilo z zajemanjem pozicij dveh dodatnih
motorjev. Naprava s svojo strojno opremo namrecˇ omogocˇa zajem zgolj treh
enkoderjev. Dva dodatna dekodirna modula bi bilo potrebno implementirati na
PRU jedru s pomocˇjo prekinitev zaradi sprememb stanja na GPIO vhodnih spon-
kah. Drug nacˇin bi bil morda dodatno integrirano vezje s funkcijo dekodirnika.
Informacija o zajetih pozicijah, bi se lahko nato prenesla na PRU jedro preko
serijske komunikacije.
Konfigurabilnost dveh PRU jeder omogocˇa izredno svobodo in nesˇteto
mozˇnosti pri arhitekturi aplikacij. Eden izmed naprednejˇsih primerov zasnove
PRU aplikacije, ob uporabi obeh jeder, bi bil ta, da bi eno jedro delovalo kot
glavno (ang. master), drugo pa kot podrejeno (angl. slave) jedro. Programska
oprema na glavnem jedru bi skrbela za zajetje sistemskih dogodkov in komunika-
cijo z Linux ARM jedrom. Programska oprema na podrejenem jedru bi poslusˇala
ukaze glavnega jedra, izvajala periodicˇne rutine in zajete podatke vpisovala v
skupne pomnilnike.
Po zaslugi naprave AM3358, ima platforma BeagleBone Blue presenetljive
realno-cˇasovne ucˇinkovitosti. Pri uvodnem spoznavanju z dvema PRU enotama in
pisanju prvih programov, se rutine krmiljenja motorjev niso izvajale ob cˇasovnih
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prekinitvah. Preden sem se naucˇil kateri cˇasovnik je pravi za prozˇenje cˇasovnih
prekinitev, je moja PRU programska oprema zajemala pozicije motorjev s hitro-
stjo iteracij glavne while zanke. Na moje presenecˇenje, se je zajem pozicij treh
motorjev izvedel 150 tisocˇ krat na sekundo. Cˇas izvedbe ene instrukcije na PRU
jedru je res 5 ns, vendar se ob poizvedbi na module naprave izven PRU-ICSS
podsistema, kot je PWMSS, cˇas izvedbe podaljˇsa na vsaj 5 obicˇajnih ciklov in
lahko znasˇa celo do 25 ns in vecˇ.
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A Pomembnejˇsi odseki in funkcije
izvorne kode
Dodatek vsebuje izpise pomembnih funkcij izvorne kode in pripadajocˇe opise.
Definicijska datoteka robot driver struct.h A.1 vsebuje C podatkovno strukturo
komunikacijskega okvirja imenovano robot driver. Definicijske datoteke se po-
sluzˇuje tako izvorna koda ROS paketa kot tudi izvorna koda namenjena PRU
enoti. C struktura (angl. C struct) komunikacijskega okvirja robot driver sestoji
iz treh podstruktur: from arm, to arm in motors. Vlogo posamezne podstrukture
opisuje poglavje 5.1.
1 s t r u c t motor {
2 i n t s t a t e ;
3 i n t d i r e c t i o n ;
4 i n t pwm;
5 } ;
6 s t r u c t from arm motor {
7 i n t r e f p o s i t i o n ;
8 i n t o f f s e t ;
9
10 i n t pos Kp ;
11 i n t pos Ki ;
12 i n t pos Kd ;
13 } ;
14 s t r u c t to arm motor {
15 i n t p o s i t i o n ;
16 i n t v e l o c i t y ;
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17 } ;
18 s t r u c t from arm {
19 s t r u c t from arm motor motors [ 3 ] ;
20 i n t s t a t e ;
21 } ;
22 s t r u c t to arm {
23 s t r u c t to arm motor motors [ 3 ] ;
24 } ;
25 s t r u c t r obo t d r i v e r {
26 s t r u c t from arm from arm ;
27 s t r u c t to arm to arm ;
28 s t r u c t motor motors [ 3 ] ;
29 } ;
30 s t r u c t r obo t d r i v e r robotDr iver = {
31 {
32 {
33 {5172 , 0 , 12 , 0 , 0} ,
34 {5172 , 0 , 12 , 0 , 0} ,






41 {0 , 0} ,
42 {0 , 0} ,




47 {0 , 0 , 0} ,
48 {0 , 0 , 0} ,
49 {0 , 0 , 0}
50 }
51 } ;
Izpis izvorne kode A.1: Struktura komunikacijskega okvirja robotskega krmilnika
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Izpis izvorne kode A.1 v vrstici 30 prikazuje konkretizacijo strukture komu-
nikacijskega okvirja. Razvidne so zacˇetne vrednosti posameznega motorja, pro-
porcionalni parameter krmilnika in zacˇetne vrednosti smeri vrtenja motorjev in
delovnega cikla PWM signala.
A.1 Uporabljene funkcije PRU izvorne kode
Izpis kode A.2 prikazuje implementacijo funkcije get encoder position, namenjeno
branju pozicijskega sˇtevca kodirnika motorja. Funkcija prejme kot parameter
zaporedno sˇtevilko enkoderja/motorja.
1 i n t g e t e n c od e r p o s i t i o n ( i n t encoder ) {
2 i n t ep ;
3 switch ( encoder ) {
4 case 0 : ep = PWMSS0.EQEPQPOSCNT; break ;
5 case 1 : ep = PWMSS1.EQEPQPOSCNT; break ;
6 case 2 : ep = PWMSS2.EQEPQPOSCNT; break ;
7 }
8 re turn ep ;
9 }
Izpis izvorne kode A.2: funkcija get encoder position
Izpis izvorne kode A.3 prikazuje implementacijo funkcije set motor direction,
namenjeno nastavljanju smeri vrtenja posameznega motorja. Funkcija prejme
dva parametra: zaporedno sˇtevilko motorja in smer vrtenja. Vrednost smeri vr-
tenja 0 pomeni vrtenje v smeri urinega kazalca (angl. clockwise), vrednost 1 pa
nasprotno. Glede na sˇtevilo motorja, funkcija spremeni logicˇna stanja motorju
pripadajocˇih izhodnih pinov, povezanih na vhodne sponke signalov krmilnika mo-
torjev Sparkfun 3.2.1.5.
1 #de f i n e d i r e c t i o n 1 ( d i r e c t i o n ) d i r e c t i o n ? 0 : 1
2 #de f i n e d i r e c t i o n 2 ( d i r e c t i o n ) d i r e c t i o n ? 1 : 0
3
4 /∗
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5 ∗
6 ∗
7 ∗ Changes the motor d i r e c t i o n accord ing to the
8 ∗ d i r e c t i o n parameter :
9 ∗ 0 −> c l o ckw i s e
10 ∗ 1 −> count e r c l o cw i s e
11 ∗
12 ∗/
13 void s e t mo t o r d i r e c t i o n ( i n t motor , i n t d i r e c t i o n ) {
14 switch (motor ) {
15 case 1 :
16 s e t g p i o 2 p i n v a l u e (0 , d i r e c t i o n 1 ( d i r e c t i o n ) ) ;
17 s e t g p i o 0 p i n v a l u e (31 , d i r e c t i o n 2 ( d i r e c t i o n ) ) ;
18 break ;
19
20 case 2 :
21 s e t g p i o 0 p i n v a l u e (10 , d i r e c t i o n 1 ( d i r e c t i o n ) ) ;
22 s e t g p i o 1 p i n v a l u e (16 , d i r e c t i o n 2 ( d i r e c t i o n ) ) ;
23 break ;
24
25 case 3 :
26 s e t g p i o 2 p i n v a l u e (8 , d i r e c t i o n 1 ( d i r e c t i o n ) ) ;
27 s e t g p i o 2 p i n v a l u e (9 , d i r e c t i o n 2 ( d i r e c t i o n ) ) ;
28 break ;
29
30 case 4 :
31 s e t g p i o 2 p i n v a l u e (6 , d i r e c t i o n 1 ( d i r e c t i o n ) ) ;




Izpis izvorne kode A.3: funkcija set motor direction
Funkcija set motor pwm spreminja vsebino primerjalnega registra enega iz-
med PWMSS podsistemov, dolocˇenega s parametrom sˇtevilke motorja in s tem
delovni cikel pripadajocˇega motorja. Pomembno je poudariti, da lahko posame-
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zen PWMSS podsistem generira dva PWM izhodna signala (PWMA in PWMB).
Tako sta za krmiljenje sˇtirih motorjev dovolj zgolj dva PWMSS podsistema:
PWMSS0 in PWMSS1. Implementacijo funkcije prikazuje izpis izvorne kode A.4.
1 void set motor pwm ( in t motor , i n t pwm) {
2 switch (motor ) {
3 case 1 : PWMSS1.EPWMCMPA = pwm; break ;
4 case 2 : PWMSS1.EPWMCMPB = pwm; break ;
5 case 3 : PWMSS2.EPWMCMPA = pwm; break ;
6 case 4 : PWMSS2.EPWMCMPB = pwm; break ;
7 }
8 }
Izpis izvorne kode A.4: funkcija set motor pwm
Funkcija intc config poskrbi za konfiguracijo krmilnika prekinitev. Sistemske
dogodke povezˇe z ustreznimi kanali. Kanale dalje povezˇe z ustreznimi gostujocˇimi
prekinitvami, kot je to opisano v podpoglavju 5.3. Implementacija funkcije je
prikazana v izpisu izvorne kode A.5.
1 void i n t c c o n f i g ( void )
2 {
3 /∗ Clear Channel & Host Map Reg i s t e r s ∗/
4 CT INTC.CMR3 = 0x00000000 ;
5 /∗ Map system event to channel ∗/
6 CT INTC. CMR3 bit .CH MAP 15 = 0x1 ; // PRU ECAP EVT −−> Channel 1
works ! !
7 /∗ Map channel to host i n t e r r up t ∗/
8 CT INTC. HMR0 bit .HINT MAP 1 = 0x1 ; // Channel 1 −−> Host 1
works ! !
9 /∗ Ensure system events are c l e a r ed ∗/
10 CT INTC.SECR0 = 0x00308080 ;
11 /∗ Enable system events ∗/
12 CT INTC.ESR0 = 0x00308080 ;
13 /∗ Enable host i n t e r r up t s ∗/
14 CT INTC.HIER |= 0x3 ; // prob lemat ic ! !
15 /∗ Globa l ly enable host i n t e r r up t s ∗/
96 Pomembnejˇsi odseki in funkcije izvorne kode
16 CT INTC.GER = 0x1 ;
17 }
Izpis izvorne kode A.5: funkcija intc config
Funkcija ecap timer config se uporablja za konfiguracijo cˇasovnih prekinitev
na PRU enoti. PRU-ICSS vsebuje eCAP modul, ki lahko deluje v nacˇinu PWM.
Perioda cˇasovnih prekinitev je ubistvu perioda PWM signala PRU-ICSS eCAP
modula. Konfiguracijska funkcija poskrbi za generiranje prekinitve, ko sˇtevec
dosezˇe vrednost periode. Tu velja poudariti, da je PRU-ICSS eCAP modul del
podsistema PRU-ICSS in je kot tak locˇen od eCAP podmodula PWMSS podsis-
tema naprave AM3358. Implementacijo funkcije ecap timer config prikazuje izpis
kode A.6.
1 void e c ap t ime r c on f i g ( )
2 {
3 /∗ I n i t i a l i z e PRU ECAP fo r APWM mode ∗/
4 CT ECAP. CAP1 bit .CAP1 = 80000 ; // 80000 === 2.5 kHz
5 CT ECAP.ECCTL2 |= 0x200 ; // APWM mode
6 CT ECAP.ECEINT |= 0x40 ; // Enable PRDEQ in t e r r up t source (PRDEQ
= 1)
7 CT ECAP.TSCTR = 0 ;
8 }
Izpis izvorne kode A.6: funkcija ecap timer config
Funkcija set gpio 2 pin mode nastavlja nacˇin delovanja splosˇno namenskih
vhodno-izhodnih sponk gpio 2 podsistema. Naprava AM3358 vsebuje 4 take
podsisteme in 4 pripadajocˇe funkcije. Implementacijo funkcije prikazuje izpis
izvorne kode A.7.
1 void s e t gp io 2 p in mode ( i n t pin , i n t mode) {
2 /∗ Conf igure GPIO2 pin as output by c l e a r i n g the correspond ing b i t
∗/
3 i f (mode == 0) GPIO2 OE &= ˜(1 << pin ) ;
4 e l s e GPIO2 OE |= (1 << pin ) ;
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5 }
Izpis izvorne kode A.7: funkcija set gpio 2 pin mode
Funkcija set gpio 2 pin value v primeru nastavitve izhodne sponke, spreminja
njeno logicˇno vrednost. Funkcijo uporablja funkcija A.3, za nastavljanje pravilnih
logicˇnih vrednosti na vhodne signale krmilnika motorjev Sparkfun. Implementa-
cijo prikazuje izpis izvorne kode A.8.
1 void s e t g p i o 2 p i n v a l u e ( i n t pin , i n t va lue ) {
2 /∗ Sets the s t a t e o f the GPIO2 output pin ∗/
3 i f ( va lue == 0) GPIO2 OUTPUT &= ˜(1 << pin ) ;
4 e l s e GPIO2 OUTPUT |= (1 << pin ) ;
5 }
Izpis izvorne kode A.8: funkcija set gpio 2 pin value
A.2 Uporabljene funkcije izvorne kode ROS paketa
Podpoglavje dodatka opisuje pomembnejˇse funkcije ROS paketa BeagleBone Blue
robotskega krmilnika. Vse pomembnejˇse funkcije se nahajajo v servisnem ozi-
roma storitvenem vozliˇscˇu robot driver server opisanem v poglavju 6.1.1 Vsaka
izmed storitvenih funkcij prejme dva parametra: req (request) in res (response),
definirana v datotekah za definiranje storitve. Primer izpolnjevanja parametrov
strukture req prikazuje izpis kode 6.2 v cˇetrti vrstici.
Funkcija set driver state poskrbi za vklop in izklop servo krmilnika na PRU
strani mikroprocesorja naprave AM3385. Struktura parametra req vsebuje spre-
menljivko state sˇtevilskega tipa. Servo krmilnik se bo izklopil, ko bo vrednost
spremenljivke state enaka 0. Implementacijo funkcije prikazuje izpis izvorne kode
A.9.
1 bool s e t d r i v e r s t a t e (
2 bbb lu e r obo t d r i v e r : : Se tDr ive rSta te : : Request &req ,
3 bbb lu e r obo t d r i v e r : : Se tDr ive rSta te : : Response &re s )
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4 {
5 robotDr iver . from arm . s t a t e = req . s t a t e ;
6 communicate to pru ( ) ;
7 re turn 1 ;
8 }
Izpis izvorne kode A.9: funkcija set driver state
Funkcija get joints states najprej sprozˇi komunikacijo s PRU enoto. PRU
enota nato vrne zadnje vrednosti zajetih pozicij enkoderjev v podstrukturi
to arm stukture komunikacijskega okvirja. Po koncˇani komunikaciji funkcija
get joints states izpolni paramete position strukture res. Implementacijo funkcije
prikazuje izpis izvorne kode A.10.
1 bool g e t j o i n t s s t a t e s (
2 bbb lu e r obo t d r i v e r : : GetJo in t sSta te s : : Request &req ,
3 bbb lu e r obo t d r i v e r : : GetJo in t sSta te s : : Response &re s )
4 {
5 r e s . p o s i t i o n . r e s i z e (TOTALMOTORS) ;
6 communicate to pru ( ) ;
7 f o r ( i n t m = 0 ; m < TOTALMOTORS; m++)
8 {
9 r e s . p o s i t i o n [m] = to rad s ( ( robotDr iver . to arm . motors [m] .
p o s i t i o n − COUNTS OFFSET) ) ;
10 }
11 re turn 1 ;
12 }
Izpis izvorne kode A.10: funkcija get joints states
Funkcija set joints states poskrbi za posredovanje referencˇnih vrednosti PRU
enoti. Iz strukture req izlusˇcˇi parametre position, parametre pretvori iz radianov
v PRU enoti razumljive velicˇine in zapiˇse v podstrukturo from arm strukture
komunikacijskega okvirja. Po posodobitvi sprozˇi komunikacijo s PRU enoto in
tako poskrbi za dostavo svezˇih referencˇnih vrednosti. Implementacijo prikazuje
izpis izvorne kode A.11.
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1 bool s e t j o i n t s s t a t e s (
2 bbb lu e r obo t d r i v e r : : S e tJo in tS ta t e : : Request &req ,
3 bbb lu e r obo t d r i v e r : : S e tJo in tS ta t e : : Response &re s )
4 {
5 req . p o s i t i o n . r e s i z e (TOTALMOTORS) ;
6 f o r ( i n t m = 0 ; m < TOTALMOTORS; m++)
7 {
8 i n t p o s i t i o n = to count s ( req . p o s i t i o n [m] )+COUNTS OFFSET;
9 robotDr iver . from arm . motors [m] . r e f p o s i t i o n = po s i t i o n ;
10 }
11 communicate to pru ( ) ;
12 re turn 1 ;
13 }
Izpis izvorne kode A.11: funkcija set joints states
Funkcija communitate to pru se klicˇe v vsaki servisni funkciji. Poskrbi za pre-
tok informacij med jedri ARM in PRU. Komunikacija poteka s pisanjem in bra-
njem v oziroma iz sistemske datoteke /dev/rpmsg pru31. Za komunikacijo v smeri
ARM-PRU, se v sistemsko datoteko zapiˇse kazalec na podstrukturo from arm
strukture komunikacijskega okvirja. Za komunikacijo v smeri PRU-ARM se iz
datoteke prebere podatke s pomocˇo standardne C funkcije read, ki kot drugi
parameter sprejme kazalec na spremenljivko, iz katere zˇelimo kasneje podatke
prebrati. Ta spremenljivka je podstruktura to arm strukture komunikacijskega
okvirja. Implementacijo funkcije prikazuje izpis izvorne kode A.12.
1 #de f i n e DEVICE NAME ”/dev/ rpmsg pru31”
2 s t r u c t p o l l f d p o l l f d s [ 1 ] ;
3 p o l l f d s [ 0 ] . fd = open (DEVICE NAME, ORDWR) ;
4
5 i n t communicate to pru ( ) {
6 i n t r e s u l t ;
7 r e s u l t = wr i t e ( p o l l f d s [ 0 ] . fd , &robotDr iver . from arm , s i z e o f (
robotDr iver . from arm ) ) ;
8 i f ( r e s u l t < 0 | | r e s u l t != s i z e o f ( robotDr iver . from arm ) ) {
9 ROS ERROR(”PRU communication wr i t e e r r o r : %d” , r e s u l t ) ;
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10 re turn 1 ;
11 }
12 r e s u l t = read ( p o l l f d s [ 0 ] . fd , &robotDr iver . to arm ,
MAX BUFFER SIZE) ;
13 i f ( r e s u l t < 0 | | r e s u l t != s i z e o f ( robotDr iver . to arm ) ) {
14 ROS ERROR(”PRU communication read e r r o r : %d” , r e s u l t ) ;
15 re turn 1 ;
16 }
17 re turn 0 ;
18 }
Izpis izvorne kode A.12: funkcija communicate to pru
B Pomembnejˇsi koraki pri realizaciji
BeagleBone Blue robotskega krmilnika
Dodatek poskusˇa cˇimbolj nazorno opisati pomembne korake pri realizaciji Beagle-
Bone Blue robotskega krmilnika. Mednje spadajo nastavljanje delovanja sponk,
vklop periferij, prevajanje in poganjanje PRU in ROS programske opreme in po-
stopki povezani z ROS Industrial. Med uporabljeno strojno opremo spada plat-
forma BeagleBone Blue, mikro SD pomnilniˇska kartica in enosmerni elektricˇni
motor z namesˇcˇenim inkrementalnim pozicijskim kodirnikom. Povezavo strojne
opreme prikazuje slika 1.1.
Operacijski sistem na platformi BeagleBone Blue Uporabljen operacijski
sistem na platformi BeagleBone Blue je Ubuntu 16.04 s prednamesˇcˇenim
ROS Kinetic Kame programskim paketom. Navodila za razsˇirjanje arhiva
verzije operacijskega sistema, uporabo orodja Etcher, za kopiranje na SD
kartico (angl. burn), zagon (angl. boot), vzpostavitev povezave wifi in ssh
so dosegljiva na spletnem mestu [41].
Nastavitev Pinmux Ta korak je pomemben samo in zgolj, cˇe je potrebna za-
menjava nacˇina delovanja ene ali vecˇ izhodnih sponk naprave. CPU kom-
ponento pinmux je mogocˇe nastaviti na vecˇ nacˇinov. Pinmux omogocˇa eni
sponki naprave do najvecˇ osem razlicˇnih uporab, kot je to opisano v pod-
poglavju 5.2.
Uporabljen nacˇin je nacˇin z uporabo prekrivkov drevesa naprave (angl. De-
vice Tree Overlay). Kot primer vzemimo sponko (angl. pin/pad) z oznako
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C12 naprave TI Sitara am3385 (Mikroprocesor platforme BeagleBone Blue).
Podatkovni list [38] na strani 35, v tabeli 4-1, pod pakiranjem ZCZ
navaja, da ima sponka z oznako C12 in imenom MCASP0 AHCLKR
8 razlicˇnih nacˇinov delovanja (mode0 - mode7) s pripadajocˇimi
imeni signalov: mcasp0 ahclkr, ehrpwm0 synci, mcasp0 axr2, spi1 cs0,
eCAP2 in PWM2 out, pr1 pru0 pru r30 3, pr1 pru0 pru r31 3 in gpio3 17.
Tehnicˇno referencˇni prirocˇnik [24] na strani 1458 navaja, da je vrednost
odmika (angl. offset) konfiguracijskega registra conf mcasp0 ahclkr, name-
njenega sponki z imenom MCASP0 AHCLKR in oznako C12, enaka 99Ch
(sˇestnajstiˇsko).
Konfiguracijski register conf mcasp0 ahclkr spada med kontrolne registre
podsistema naprave Control Module, ki se zacˇnejo na pomnilniˇskem naslovu
naprave 0x44E1 0000. Celoten naslov registra conf mcasp0 ahclkr je torej
0x44E1 099C.
Tehnicˇno referencˇni prirocˇnik [24] na strani 1512 opisuje zgradbo kon-
figuracijskih registrov vhodno-izhodnih sponk z naslovi z odmikom od
800h do A34h (sˇestnajstiˇsko). Mednje spada tudi konfiguracijski register
conf mcasp0 ahclkr sponke C12. Mogocˇe je razbrati, da prvi trije biti regi-
stra dolocˇajo sˇtevilo nacˇina delovanja (angl. Pinmux mode).
1 $ cat / sys / ke rne l /debug/ p i n c t r l /44 e10800 . pinmux/pinmux−pins
| grep 99 c
2 pin 103 (PIN103 ) 44 e1099c 00000037 p i n c t r l−s i n g l e
3
Izpis izvorne kode B.1: Poizvedba o konfiguraciji sponke C12 v ukazni vrstici
Sistemska datoteka /sys/kernel/debug/pinctrl/44e10800.pinmux/pinmux-
pins vsebuje konfiguracijske podrobnosti posamezne sponke naprave. Z
ukazom B.1 lahko filtriramo podrobnosti o konfiguraciji sponke C12 z od-
mikom naslova konfiguracijskega registra 99c. V odgovoru nam sˇtevilo 7 v
nizu sˇtevil 00000037 pove, da je sponka C12 nastavljena na nacˇin7 (angl.
103
mode7), gpio3 17.
Prekrivek drevesa naprave (angl. Device Tree Overlay) je mogocˇe generirati
s spletnim generatorjem na spletnem mestu [42]. Ker je generator narejen
samo za platformo BeagleBone Black je potrebno poznati povezavo med
shemo BeagleBone Black in BeagleBone Blue. Sponka naprave C12, je na
platformi BeagleBone Black povezana na sponko P9 28. V generatorju izbe-
remo sponko P9 28, nov zˇeljen nacˇin delovanja in dalje sledimo navodilom
generatorja.
Ob ponovnem zagonu, bi moral biti nacˇin sponke pravilno nastavljen.
Vklop ure podsistemov PWMSS Tehnicˇno referencˇni prirocˇnik [24] na
strani 1493 opisuje register pwmss ctrl. Register je namenjen vklopu ali iz-
klopu ure posameznega PWMSS podsistema naprave. Prvi trije biti (angl.
LSB - Least significant bit) registra pwmss ctrl ustrezajo trem primerkom
PWMSS podsistemov. Pisanje logicˇne 1 na prvi bit, bo povzrocˇilo vklop
ure za podsistem PWMSS0, itd.
Na strani 1446 vir [24] navaja, da mora biti mikroprocesorska enota ali
MPU (angl. MPU - Microprocessor Unit) za pisanje v Control Module
registre v privilegiranem (angl. privilege mode) nacˇinu delovanja, ne pa v
uporabniˇskem nacˇinu (angl. user mode).
Prve tri bite registra lahko spremenimo le s pisanjem v sistemske datoteke
pwm gonilnika. Nato bo gonilnik sam spremenil bite in vklopil ure. V tej
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• /sys/devices/platform/ocp/48304000.epwmss/48304200.pwm/pwm/
pwmchip4/export
najprej vpiˇsemo znak 0 z ukazom B.2 v ukazni vrstici.
1 $ echo ”0” > / sys / dev i c e s / plat form/ocp /48304000. epwmss
/48304200.pwm/pwm/pwmchip4/ export
2









vpiˇsemo znak 1 z ukazom B.3 v ukazni vrstici.
1 $ echo ”1” > / sys / dev i c e s / plat form/ocp /48304000. epwmss
/48304200.pwm/pwm/\\pwmchip4/pwm0/ enable
2
Izpis izvorne kode B.3: Ukaz za vklop ure podsistemu PWMSS3
Ure podsistemov bi morale biti vklopljene, vrednosti prvih treh bitov regi-
stra pwmss ctrl pa bi morale biti enake 1.
Prevajanje, nalaganje in zagon PRU kode Za razvoj in prevajanje PRU
aplikacij potrebujemo PRU podporni paket programske opreme (angl. PRU
Software Support Package) in clpru prevajalnik. Namestimo ju z ukazom
apt-get install v ukazni vrstici B.4
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1 $ sudo apt−get i n s t a l l pru−so f tware−support−package
2
Izpis izvorne kode B.4: Namestitev PRU podpornega paketa programske opreme
Kot primer lahko vzamemo enega izmed uporabnih primerov PRU podpor-
nega paketa programske opreme. Vsak projekt v svoji mapi vsebuje Make-
file datoteko v namen prevajanja. Izvorno kodo PRU aplikacije prevedemo
z ukazom make install. Po prevodu je potrebno izhodne datoteke shraniti v
direktorij /lib/firmware/ kot am335x-pru0-fw za PRU0 in am335x-pru1-fw
za PRU1.
Strojno programsko opremo nalozˇimo na PRU s pisanjem v sistemsko da-
toteko, kot to prikazuje izpis kode B.5. Mapa remoteproc1 pripada jedru
PRU0, remoteproc2 pa PRU1. Ukaz bo poleg nalaganja, program na PRU
enoti tudi pognal. Za zaustavitev PRU enote je potrebno v datoteko name-
sto start pisati stop.
1 $ echo ” s t a r t ” > / sys / c l a s s / remoteproc / remoteproc1 / s t a t e
2
Izpis izvorne kode B.5: Nalaganje strojno-programske opreme na PRU0 in zagon
PRU0.
Prevajanje in zagon ROS programske opreme Za prevajanje in poganja-
nje ROS programske opreme je najprej potrebno ustvariti ROS delovno
okolje (angl. ROS workspace). Navodila se nahajajo na spletnem mestu
[43].
Nato kopiramo celoten ROS paket v ROS delovno okolje in paket prevedemo
z ukazom catkin make. Zasnova lastnih ROS paketov je dobro dokumenti-
rana na spletnem mestu [44]
Po prevajanju, najprej pozˇenemo ROS glavno vozliˇscˇe z ukazom roscore.
Sˇele nato je mogocˇe poganjati ostala vozliˇscˇa z ukazom rosrun B.6. ROS
vozliˇscˇa lahko pozˇenemo na vecˇ racˇunalnikih. Pri tem je pomembno, da so
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vozliˇscˇa med seboj dosegljiva. Tu sta pomembni dve spremenljivki okolja
(angl. environment variable) in sicer ROS MASTER URI in ROS IP. Prva
spremenljivka pove vozliˇscˇu, na katerem IP naslovu se nahaja glavno ROS
vozliˇscˇe. Druga spremenljivka pove glavnemu ROS vozliˇscˇu na katerem IP
naslovu je dosegljivo pravkar pognano in registrirano vozliˇscˇe.
1 $ echo ” s t a r t ” > / sys / c l a s s / remoteproc / remoteproc1 / s t a t e
2
Izpis izvorne kode B.6: Ukaz roscore in deklaracija sistemskih spremenljivk
ROS Industrial Na spletnem mestu [45] je zbranih veliko koristnih informacij
o izgradnji URDF modelov robotov.
Na spletnem mestu [46] se nahajajo navodila za generiranje ROS paketa
lastnega robota opisanega z URDF modelov.
Zagon RViz vizualizacijskega okolja je opisan na spletnem mestu [47]. Tu
je mocˇ najti navodila za uporabo orodja RViz in generiranja trajektorij.
