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Abstract
This thesis presents a methodology and framework for designing systems that apply
real-time simulation of computational models throughout the modeling and parameter
modification stages of problem solving for graph based broblems. An interactive
problem solving technique is presented where the lines between problem modeling
and simulation are blurred, enhancing the outcome of traditional problem solving.
To demonstrate the versatility of the framework and methodology, two applications
not normally thought of as graph problems - a circuit design application and an
airport passenger flow application - are developed and tested. Three user studies test
various parts of the framework, as well as the overall concept of real-time simulation
on an interactive workbench. The first study provides quantitative support for the
efficacy of the interaction technique chosen for manipulating graph structures. The
second provides observational results of using the circuit design application to teach
physics. The third addresses whether blurred lines of modeling and analysis enhance
problem solving.
Thesis Supervisor: Hiroshi Ishii
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Chapter 1
Introduction
This thesis details the design and implementation of a hardware-software
framework that couples problem modeling with real-time simulation. It
is used to interact with graph based problems on interactive workbench
systems that allow multiple users to simultaneously interact with the
simulation by manipulating tracked objects. The framework, called
Tangible Graph Library (TGL) is comprised of physical pucks used to
grasp and manipulate digital objects and software that allows a user
to construct and manipulate the digital graph defining the topology of
their problem. TGL is described in detail in chapter 3.
Two example applications are created using TGL. The first, Circui-
TUI, is a circuit design and analysis tool that simulates a circuit and
its components in real-time even as the circuit is being constructed. It
is aimed at students in the beginning cycles of the learning process.
The second, AirportSim, is an event-driven simulation model of pas-
senger flow in a modern airport, aimed at aiding an airport manager
in effectively allocating personnel resources in a way that balances cost
and customer satisfaction. CircuiTUI and AirportSim are described in
detail in chapters 4 and 5.
Three users studies are performed to test various hypothesis. The
first study finds the best interaction techniques for manipulating graph
structures on an interactive workbench. Using CircuiTUI, the second
study asks whether interactive simulation tools created with the TGL
framework are useful to their intended audience. Finally, using Air-
portSim, the third study seeks to determine whether coupling problem
modeling with real-time simulation has an advantage over an uncoupled
system with discrete problem solving steps. These studies are explored
in detail in chapter 6.
Two appendices provide insight into a related piece of software
called SenseServer. SenseServer is a networked, multi-client server that
translates the low level sensing data from our interactive workbench,
Sensetable, into application level objects to be passed on to the running
simulation. The motivations for its design, its structure, and the net-
work API that would allow any other sensing platform to supplant it as
an input to TGL applications is provided in Appendix A. Appendix B
details the implementation of a number of numerical estimation tech-
niques used to create a prediction module within SenseServer that helps
overcome some of the problems of the slow sensing frequency experi-
enced with Sensetable.
1.1 Motivation
Imagine a scenario in which railroad executives are meeting to deter-
mine a new train schedule that makes the best use of their trains and
also satisfy customer travel needs. One method may be to simply re-
move trains from the schedule where passenger traffic is low and add
more service where traffic seems to be higher. The executives can reach
their cost objective this way, but will need to wait a month or more
to gauge the customer reaction. Another method might be to think
of the problem graphically, as in E.J. Marey's La Mithode Graphique,
a visual 1885 train schedule of France, shown in figure 1-1. With the
Uf
E J. Marey La M~hode Grapique (Paris,
1885), p. zo. The msethod is attributed
to the French engineer, Ibr
Figure 1-1: EJ Marey's La Methode Graphique, a visual 1885 train schedule of France. Intersec-
tions of cities and times denote stops. The direction of the train is clear based on whether the
route line travels from top to bottom or from bottom to top. The slope of each line denotes train
speed.
right visualization technique, a problem immediately gains new clarity.
This simple graphic shows train arrival and departure times, speed, and
direction, as well as relative city distances in a simple two dimensional
plot. Intersections of cities and times denote stops. The direction of
the train is clear based on whether the route line travels from top to
bottom or from bottom to top. The slope of each line denotes train
speed [23].
Next imagine that the railroad executives were able to cover a large
meeting table with this visual schedule and digitally manipulate it by
adding, deleting, or moving lines. Meanwhile, a computer simulation
runs and checks budgetary and resource constraints and suggests which
trains can accomplish which routes at the required speeds. When the
executives think they have a good plan that satisfies all their con-
straints, the computer runs an additional simulation using collected
passenger travel pattern data. Digital trains ride along the routes, pas-
_- 9 1 a 1 $0 It 111101 1 2 a 1. a a
sengers get on and off, and the executives can decide whether the new
set of schedules satisfies their passengers as well as their budget. Are
trains still running empty, or are some completely full and leaving pas-
sengers behind? As the simulation runs, the executives continue to
make adjustments until they are satisfied with the result.
There is a clear lack of interactive real-time applications that em-
phasize visualization, interface intuition, collaboration, and user ac-
cessibility. To some degree, various research in interactive workbench
technology has shown great potential for their use toward ends such as
this scenario. However, most applications to date have been developed
in an ad-hoc manner and share little in common with each other, result-
ing in inconsistent user interfaces. This work aims to fill that gap by
providing a standard framework for developing a wide set of real-time
interactive applications for graph based problems. The business world
has already shown a desire for interactive workbenches as the next in-
terface to solve business problems through simulation and collaboration
with clients. Unfortunately, at this point in time, the building blocks
for designing and deploying powerful real-time simulation applications
with consistent interfaces is lacking.
1.2 Enhanced problem solving
In the railroad example above, executives make observations of their
current system. They then make adjustments to a model of the system
- the schedule - and then observe the results for a number of months.
They can then make new changes and repeat as necessary.
Discrete step iteration
Experimentation with computational models follows the same process.
First a problem must be modeled in order for the computer to under-
Figure 1-2: The steps involved in problem solving and the decision tree that drives the iterations.
stand it. Then inputs are chosen for the system. A simulation is run,
and the outputs are observed. If the results are acceptable, the work
is complete. If not, either the model or the inputs must be adjusted,
and the simulation is run again. This iterative, discrete-step process,
shown in figure 1-2, is suitable in contexts where the only feedback
needed from the simulation phase are the end results. It does not allow
the participant to make adjustments to the model or inputs midstream.
In real life contexts, this type of model is insufficient.
OODA loop
In a real-world situation in which the decision-maker is an engaged actor
in the "simulation," the OODA loop, developed by Colonel John Boyd
of the United States Air Force, is a more applicable problem solving
model [3]. The OODA loop was developed for battlefield training, but is
now taught in management and business contexts as well. The loop is a
repeating four step decision making process - observe, orient, decide,
act - but it also has short circuiting feedback loops throughout, as
shown in figure 1-3.
Unfolding
Interaction
With
Environment
Figure 1-3: The OODA loop
In the real world, actions may begin to have results before the en-
tirety of a plan is executed. New information is not gathered only
at the completion of all planned actions, but along the way as well.
Thus, when simulating real-world problems, it does not make sense to
use an iterative discrete step process, but rather one that more closely
resembles the OODA loop.
Blurred model
An adaptation of the OODA loop
Observe for computational simulation re-
sults is the Blurred Model of
modeling and real-time simula-
tion, shown in figure 1-4. Here,AdjustModel ipt
a computer simulation is always
running, even while users create
their model and choose inputs.
Throughout this process, users
can observe the results of their
Figure 1-4: A blurred model of decision-making, choices, make changes to their
where feedback is immediate and decisions can be
made in real-time model or input parameters, and
see the results in real-time as those adjustments are made. This model
is well suited for real-world problems where time is a variable or for
problems where midstream results require attention.
The framework presented in this thesis encourages application de-
sign based on this blurred model for solving graph based problems,
including circuit design, airport traffic flow, and the train scheduling
problem described above.
1.3 Business case
Both corporate and educational institutions have shown interest in the
type of interactive workbench system proposed here. Various applica-
tions that have been developed have been used in real-world contexts
and the future for more specially purposed interactive workbenches is a
bright one. The urban planning workbench Urp was used for a number
of years as a teaching tool in the MIT Urban Studies & Planning De-
partment. NTT Comware, which developed its own hardware version
of MIT's Sensetable, created an IP Network Design workbench that has
received wide interest from corporate customers. The CircuiTUI work-
bench, described in chapter 4, was used in an MIT freshman physics
classroom to help students learn about circuits.
Indeed, almost every application that has been developed has found
an interested audience. The roadblock to more wide scale adoption is
the lack of a rigorous framework for creating these applications. Since
each one is made independently in an ad-hoc manner, the application
development time is long. And further, because the applications share
nothing in common - neither code nor methodology, the resulting
applications give the user little in the way of transferable skills. Wide
scale adoption requires proven methodologies that harness both the
power of the underlying technology as well as the simplicity of a clean
and consistent interface. This work hopes to make more accessible both
the technology and the principles of designing graph based real-time
simulation systems.
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Chapter 2
Background
This work owes much of its in-
spiration to previous work done
with interactive workbenches and
coupled input-output systems de-
veloped in the Tangible Me-
dia Group of the MIT media
Lab. This chapter provides an
overview of many of these sys-
Figure 2-1: The IP Network Design applicationtems. It also presents some
operating on the Sensetable platform.
lessons learned from two partic-
ular systems, Urp and SandScape, and how those lessons relate the the
Tangible Graph Library and its client applications.
2.1 Interactive Workbenches
Tangible User Interfaces (TUI) [6] can in general help make difficult
concepts easier to grasp, both by hiding details of complex processes,
and also by putting the controls of program parameters more directly
in the hands of the users. Interactive workbenches [17, 21, 24, 27]
have demonstrated the potential for higher levels of interactivity in
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a user's physical space [25, 10, 18], by aiding with concepts that are
inherently spatial; by bringing computation into an area where face-to-
face collaboration is possible; and by increasing overall performance in
tasks where two-handed interactions [8] - not afforded by a standard
GUI - are preferable. By providing direct and immediate feedback to
changes in an digitally augmented environment, a user can more quickly
gain an understanding of cause and effect relationships between inputs
and outputs.
IP Network Design Work-
bench showed how a group of ex-
perts and customers could work
together on the design of a corpo-
rate network, immediately apply-
ing feedback from customers into
the design, optimizing for both
cost and efficiency. By working
Figure 2-2: The original vision-based Urp ur-
ban simulation application. Urp was later trans- around a table where any partic-
planted to use Sensetable. ipant could grasp a network de-
vice, alter its throughput, and immediately see results on the system
as a whole, customers felt more in control and were happier with the
results of the design process [10].
Urp, an urban planning workbench, demonstrated the power of pro-
viding an intuitive tangible user interface for complicated simulations
that are generally beyond the grasp of customers or lay-persons. An
urban planner, commissioned to plan the positioning of a new building,
can quickly show the client which orientations of the building will pre-
vent wind tunneling or unwanted glares from sun reflection. By simply
adjusting the position of the physical building model, the shadow, re-
flection, and wind simulations immediately update around the physical
building models [25].
Both of these applications,
as well as a supply chain vi-
sualization workbench developed
jointly between MIT Sloan School
of Management and The MIT
Media Laboratory, operate on
the Sensetable interactive work-
Figure 2-3: The Supply Chain Visualization ap-bench [17], though Urp was trans- plication operating on the Sensetable platform.
planted from an earlier vision-
based platform [26]. In effect, the chosen platform technology for the in-
teractive workbench is not important for the framework presented here.
Any workbench that supports a specific set of featare requirements can
implement and benefit from the methodology presented here.
2.2 Graph problems
Though a graph is simply a collection of nodes and edges connecting
them, graphs provide an abstract way to represent a variety of prob-
lems. Once the nodes and edges are given meaning - relationships,
paths, connection weights, etc. - complex problems suddenly have
visual representation that makes them easier to understand. Marey's
train schedule on page 19 is a graph in which the nodes are train stops
and the edges represent the route traveled. Nearly all problems can
be represented in one way or another using a graph. According to
Diaz et al, in their survey of graph layout problems, optimization of
networks for parallel computer architectures, VLSI circuit design, in-
formation retrieval, numerical analysis, computational biology, graph
theory, scheduling and archeology - among numerous other domains
- all have problems that can be expressed and solved through graph
layout and analysis [5].
Figure 2-4: Students in an MIT Urban Studies studio class using Urp to test their city plans.
2.3 Related systems
In addition to the numerous applications developed for interactive work-
benches, other tools, such as the landscape design tools Illuminating
Light [19] and SandScape, share the same basic principles of coupled
input and output spaces, even though a different device is used for
object tracking.
Urp and SandScape represent two opposite ends of a user interface
granularity spectrum, each with their own strengths and weaknesses.
The Tangible Graph Library aims to take the best from each, and the
lessons learned from these two tools are described below.
2.3.1 Lessons learned from Urp
In Urp, physical models of buildings placed on the Sensetable are used
to represent the presence, position, and orientation of those buildings
to the simulation program. There is a one to one mapping between
the building model and the simulation object it represents. Because
the physical form of the model is an exact representation of the digital
model in the simulation, an existing building model cannot be used to
represent a new building for which a physical model has not yet been
built. For the simulation to support a new building, a new physical
model must be constructed. Even changes to the building itself - such
as its size relative to other buildings, or its height or shape - cannot
be made until a new physical model is constructed. This limits the
scope of what Urp can simulate, for it is presupposed that the models
themselves must never change.
The tools used in Urp were
iconic representations of actual
tools as well, dubbed phicons for
Physical Icons. Though it was
easy to guess their function, the
literal metaphor limited their ver-
satility. A pencil tool could draw
lines to connect buildings, which
would display their distance. The
eraser end of the pencil removed
these lines. A two-sided magic
Figure 2-5: The Urp tools. Top down on left: the
wand with a B for Brick and a
material wand, a clock, an anemometer, a pencil.
G for Glass at the opposing sides Center: a road strip. Top down on right: three
would alter the material proper- building models, the wind.
ties of a building when the wand tapped it. These tools were extremely
binary, and depth of choice one might find in a menu system or from
more freeform input was not possible. One could not, for example,
make a building half glass, or select a color.
When Urp experienced real-world use in an MIT Urban Studies
graduate seminar, the requirements for its interactivity proved the in-
terface to be too rigid [9]. Students needed to be able to change a
building's height even if the model no longer matched, as well as its
color. Roads, which were represented in traditional Urp by plastic
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Figure 2-6: The Urp pencil tool was used to obtain distances between two objects.
strips to be laid down on the interaction surface, also had a number
of properties - including length, width, number of lanes, and level
of traffic congestion - which were not manipulable via the physical
interface. The result was that the course's use of Urp degenerated to
projecting the simulation on their models, but dispensing completely
with the physical tools for interaction. Instead, a GUI menu set was
added to the application, and students used a mouse to navigate the
menus. Options requiring parameter changes brought up dialog boxes
with sliders, color pickers, and other standard GUI tools.
The lesson of Urp's use in the Urban Studies department was that a
method for choosing continuous and discrete parameters for simulation
objects was necessary if tangible user interfaces were to succeed on
interactive workbenches. Also, to not end up with a dozens or even
hundreds of phicons as the number of features increased, tools should
be versatile and be able to adapt their meaning based on context.
2.3.2 Lessons learned from SandScape
One of the early and constant criticisms of Urp was the rigidity of
the building models, as described above. Architects and planners were
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dismayed that the height and shape of buildings could not easily be
changed on the fly. For applications where experimenting with shape
was necessary, this broke the harmony of "always on simulation" that
Urp helped introduce in the Luminous Room [26] because the old itera-
tive discrete-step process was necessary again: create, simulate, reflect
(and repeat).
Out of these criticisms, Sand-
Scape was born. Whereas Urp
was very object oriented, Sand-
Scape did away with rigid mod-
els completely, allowing input to
the simulation to be completely
freeform. In SandScape, shaped
clay and other solid represent a Figure 2-7: The Urp material wand. Tapping a
landscape as well as buildings building with one side of this wand made it brick;
tapping it with the other side made it glass.
placed on the terrain. Shapes can
be changed at will by remolding the clay as desired. Unlike Urp, there
are no predefined models in the simulation. Whereas Urp was like
CAD, SandScape behaved more like a paint program. Once per sec-
ond, a laser scanning range finder takes a snapshot of the surface and
applies simulation models to the topography detected. This adds a
greater amount of flexibility; the granularity of shape modification is
as good as the resolution of the laser scanner.
However, to allow input flexibility at this scale, the ability to iden-
tify individual objects is lost. The simulation, which scans all input
as a distance from the range finder, cannot identify the difference be-
tween a single object as opposed to two objects that are separate but
touching. It incorporates the user's hands into the simulation as if they
were actual objects. With this loss of object atomaticity, SandScape
loses the ability to allow properties of individual simulation objects to
be changed. For example, whereas in Urp a building can have a prop-
erty of having faces made of brick or glass, SandScape cannot identify
the buildings at all, so individual properties could never be changed.
Indeed, SandScape cannot tell the different between an object meant
to be part of the landscape and an object meant to be a building.
The lesson learned from Sand-
Scape was that although we may
desire the freeform versatility of a
paintbrush like interface, much is
lost if objects' identities are given
up in exchange. A middle ground
between the two must be found.
Figure 2-8: The SandScape landscape design
tool.
Chapter 3
Tangible Graph Library: A
Physical Graph Interaction
Framework
Because our goal is to bestow the physical affordances of Tangible User
Interfaces on the wide class of graph problems that exist, the first step is
to create a framework upon which any graph problem from any domain
can be modeled, modified in real-time, and analyzed. This chapter de-
scribes the Tangible Graph Library framework, which provides a generic
means for physically constructing graphs and editing their topology.
The framework also provides for the coupling of a real-time simulation
to the graph based problem, allowing for topology edits during analysis.
A number of design decisions were made, such as the shapes and
sizes of the physical handles used in the tangible user interface, the in-
teraction techniques for manipulating graph structures and properties,
and the types of simulation objects available for applications. The goals
involved in making these decisions were achieving maximum flexibility
for applications based on the framework, maximum ease of use for the
users of the applications, and the ability to reuse skills learned in one
application when using another.
Tradeoff between representational
specificity and control granularity
control
grant larityFigure 3-1: The tradeoff between representation
specificity and control granularity. SandScape, particles Sandscape
which uses glass beads to define shapes, has fine Paintbrush
grained control over the shapes of objects, but
the simulation cannot recognize any individual properties
shapes created. Urp has only predefined shapes TGL
represented by scale replicas. The simulation is
aware of them as distinct entities and each has its
own properties. TGL is somewhere in the mid-
dle, allowing generic pucks to bind to and modify URPCAD vCD
arbitrarily complex objects. objects C
8 0 M. CDh
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The framework presented here attempts to harness the best quali-
ties of both SandScape and Urp, described in sections 2.3.1 and 2.3.2.
At the same time, the framework seeks to learn from the lessons learned
from these two systems, allowing simulation objects to maintain atom-
aticity, but also not to constrain their physical representations.
3.1 Generic Handles for Maximum Flexi-
bility
Two generic physical puck types are.defined. The first, an object puck,
shown in figure 3-2 is used to access menus and to manipulate simula-
tion objects and controls. The second, a property puck, shown in figure
3-3 is used in tandem with the object puck to modify object properties.
There can be any number of these pucks on the Sensetable at once,
and at least two object pucks are required to perform all operations
described in section 3.2.1.
Both pucks contain two embedded RFID tags that are sensed by
the interactive workbench with up to 1mm resolution. Two RFID tags
are used to enable identification based on both tags' presence, position
by finding the average of the two tag positions, and orientation by
performing vector subtraction on the two positions.
Each puck also has a button, which is wired to a single tag. The
button press momentarily shorts out a capacitor on the RFID tags.
The new state of only one tag present signals that the button has been
pressed. Because this state cannot provide any orientation data, care
was taken in designing the user interactions to never require the user
to simultaneously press the button and rotate the puck.
Had we chosen instead to represent each object in each client appli-
cation with a puck that had a more representative shape, the number
of pucks would quickly become problematic, creating clutter on the ta-
ble and inhibiting progress when the user ran out of a certain type of
puck. By instead using a small number of generic pucks, each user can
perform all necessary actions using at most up to three pucks.
figure 3-1 shows graphically the tradeoff between specific versus
generic interfaces and how this affects the flexibility of the user's control
of the application.
3.1.1 Object Puck
The object puck, shown in figure 3-2, has three context aware functions.
Binding to objects
The first is binding to and manipulating simulation objects. When
physically placed on top of a pre-existing simulation object, the object
becomes bound to the puck. The puck can be moved or rotated, and
the bound object moves or rotates accordingly. By lifting the puck off
the table, the object becomes unbound. If the selection puck is placed
back on the object, it is bound once again.
Manipulating simulation controls
The second function of the ob-
ject puck is to manipulate global
simulation controls. Just as
with simulation objects, if an ob-
ject puck is placed on a simula-
tion control, it becomes bound.
Once bound, rotation and button
presses are passed on to the sim-
ulation control, but controls can-
not be translated. The button
can be used to make selections or
to trigger events.
Accessing menus
The third function of the object
Figure 3-2: Top: The object puck, with a but- . . .
ton in the center. Bottom: The underside of the
object puck contains two RFID tags. Spinmenus. Spinmenus can be
accessed to add simulation objects to an empty part of the workspace,
or when bound to a simulation object or control to bring up special
functions. Spinmenus are more fully described in section 3.2.3.
3.1.2 Property Puck
The property puck is used to modify object properties, and is shown in
figure 3-3. It has a crescent shape to allow it to fit snugly around the
object puck, as shown in figure 3-4. The object puck can then be spun
around using an index finger, holding the property puck in place with
the other hand. This allows the user to keep their hands away from
the information they are changing, preventing occlusion of the results
U
projected back down onto the puck and table. The purpose of the
property puck is to help deal with complexities of property modification
that were present in the Urp and SandScape applications.
In SandScape, there was no
atomaticity of simulation objects
- there was only a single sensed
surface - and thus modifying
the properties of individual ob-
jects was impossible. Urp recog-
nized separate simulation objects
- the building models that the
user can manipulate - but there
was no way of making complex or
multiple parameter changes. As
described in section 2.3.1, prop-
erty modifications in Urp were in-
tended to be based on extremely
literal metaphors, and were often
binary with little ability to ma-
nipulate continuous variables.
Figure 3-3: Top: The property puck, with a but-
ton in the center. Bottom: The underside of the
object puck contains two RFID tags.
In this framework, we provide the ability to manipulate eight param-
eters at any time, as well as a method for scrolling to reveal any num-
ber of additional parameters for manipulation. This is accomplished by
creating eight zones around a simulation object based on cardinal di-
rections - north, north-east, east, south-east, south, south-west, west,
and north-west. Properties appear next to a simulation object in one
of these zones, and by placing the property puck around a bound simu-
lation object as shown in figure 3-5, panes C-F, the property is selected
for further manipulation. The shape and size of the property puck is
designed so that it only encloses one property at a time. Because up to
eight properties are displayed simultaneously, selection of the property
to be modified is direct - the user can easily and quickly place the
property puck over the property to be modified, remove the property
puck, and replace it over another property at will.
When the property puck is
over a zone, a blue outline ap-
pears around that property to sig-
nify that it is selected. The user
can now modify the property by
spinning the object puck inside
the property puck. For continu-
ous variables, such as a voltage
Figure 3-4: The object and property pucks to- in the CircuiTUI application de-
gether. The property puck is crescent shaped to scribed in chapter 4, rotating the
fit snugly around the round property puck. object puck clockwise increases
the voltage while rotating counter-clockwise decreases the voltage. For
discrete valued properties, rotating the object puck scrolls through the
list of available property values. Rotation can also have other mean-
ings, as well, as relevant for the type of property. For example, the
oscilloscope graphs shown next to simulation components in CircuiTUI
can be zoomed in or out by placing the property puck over them and
rotating the object puck clockwise or counter-clockwise, respectively.
For continuous variable numerical properties, input speed is in-
creased by allowing the user to choose which digit they are adjusting.
This is accomplished through the button located on the property puck.
Repeatedly pressing the button chooses successive digits for modifica-
tion.
Alternative not chosen: IPNet's Pen Interface
In IPNet [10], a pen interface can be used to draw a 2D plot of time
varying server load over the course of a workday. This is a very elegant
approach for defining parametric variables, but was not chosen for in-
clusion in this framework. The first reason was the lack of any such
variables in the application programs that were designed. The second
reason is that while the pen interface is elegant for defining the variable
over time, it is cumbersome for making later modifications; to change
the value at a given hour, the entire day's values must be redrawn as
well. Third, a parametric variable could be defined within the confines
of this framework using an object puck to "spin up" or "spin down"
values; in the case of a twenty-four hour day, the object puck could be
placed over a bar in a bar graph representing each hour and rotated to
adjust the values. While the initial definition of the parameter's values
may take more time than with the pen, future modifications are more
straightforward, and the cognitive load of too many tools operating in
different ways is kept low.
3.2 Physical Interactions
3.2.1 Simulation Objects
Simulation objects are the main building blocks of applications that
build on this framework, representing the nodes of the graphs at the
heart of the framework. They are one of the two places where simulation
logic occurs (the second is within the Simulation Engine, described in
section 3.3). and are the main objects physically manipulated by the
user.
Simulation objects are more complex than a simple node on a graph.
They often represent an idea or physical entity in a problem and can
contain more than just one graph node. For example, in CircuiTUI,
all simulation objects except for the junction node, used for shaping
links, contain multiple nodes. A voltage source has a positive and
negative terminal; a capacitor, switch, resistor, etc. all have distinct
ends. In AirportSim, each station passengers visit has an entrance
and exit graph node to facilitate the user's spatial organization of the
airport layout. Thus graph edge connections are made not between the
simulation objects themselves, but between their respective inner nodes.
The simulation object is free to treat these internal nodes differently,
making decisions and affecting local behavior.
3.2.2 Simulation Controls
Simulation controls are stationary projected regions that can be used
to modify the global behavior of the simulation. Pucks can be attached
to these controls, rotated to change properties, and. the button can be
pressed to make selections.
One example of a control is a file loader. When an object puck is
placed on the loader, a file selector dialog appears. The puck can then
be rotated to choose from a list of files, and pressing the button selects
the file to be loaded.
Another example is the terror threat level control in AirportSim.
When an object puck is placed on the threat indicator, and rotating
the puck alters the selection and changes global airport properties.
3.2.3 Spin Menus
Adding and deleting simulation objects
Simulation objects are added by placing an object puck on the table
in an empty area and then pressing the button. A Spinmenu appears
around the puck with various simulation objects to choose from. The
currently selected object is shown both in front of the puck and pro-
jected directly on top of the puck. The unselected objects are grayed
out surrounding the puck. By turning the puck, the objects rotate,
changing the current selection. When the appropriate object is in front
of the puck, pressing the button on top of the puck makes a selection
and binds the object to the puck. This is illustrated in panes A-C of
figure 3-5 for the CircuiTUI application.
To delete a component, it must first be bound to a puck and then
dragged to the trash can.
Manipulating links
Each graph edge connection displays two gray arcs around the middle
of the connection. Placing an object puck over these arcs causes them
to be filled in, creating a gray circle that alerts the user that the link
has been selected. Pressing the button on the object puck then brings
up a Spinmenu tailored for a graph edge. The options available allow
a link to be split in two, split in two but joined by a junction node,
or deleted. Client applications can define more options specific to the
application domain.
Alternative not chosen: Pie menus
Spinmenus were chosen rather than other menu types such as Kurten-
bach and Buxton's Marking "pie" Menus [11] - to avoid requiring the
user to translate the puck location to make a selection. With circular
menus that spin, selection can be made by rotating rather than trans-
lating the puck. If a pie menu was used to select the object to add, the
object puck would be in a different location by the time the selection
was made. This could cause consistency problems; should the selected
object be placed where the menu was initiated, or where the object
puck was at the end of the selection process? Because the user may not
have a good idea of where the puck may end up after navigating the
menus, it may be impossible to complete the selection if other pucks
or objects are in the way. Additionally, in contexts where a menu is
shown around an object already bound to a puck, moving the puck off
the bound object to make a menu selection would create inconsistencies
that this type of menu avoids; either the bound object must move with
the selection, or it must be unbound to maintain spatial consistency.
Analogous problems exist in other spin menu contexts.
3.2.4 Making and breaking connections
The configuration of an application's underlying graph edge connections
- such as the configuration of wires connections in a circuit - can
drastically change the model's behavior. Thus it is important to be
able to quickly create and destroy connections and test effect of the
resulting graph. Three different interaction techniques were evaluated
for creating and destroying connections in a controlled user study, the
results of which are presented in section 6.1. The most effective method
is described here.
Connections are made by simultaneously selecting two components
with two object pucks. A button press on one causes a dotted line to
appear between them. While still holding the first button, pressing the
button on the second object puck creates a connection between the two
objects. This is illustrated in panes E-H of figure 3-6.
For objects that have multiple nodes, connections are made between
the closest nodes of the two selected components. Analogous methods
exist for a directed graph, and this process is described in detail in
section 5.2.1.
Connections in this mode are broken by selecting two connected
components simultaneously with two object pucks. Pressing the button
on either object puck will cause an X to appear in the center of the
connection. While still holding the first button, pressing the button on
the second object puck will destroy the connection.
The major benefit of this method over the other two studied is that
it allows objects to be connected without requiring physical proximity,
as with the other two methods explored. By not having to move com-
ponents around, accidental connections are likely to occur, resulting in
reduced user frustration and better performance.
3.3 Simulation engine
While each simulation object is free to make local updates to its state,
a separate simulation engine with access to all simulation objects and
simulation controls runs alongside the application. It can be used as
a conduit to external simulation engines - as with CircuiTUI's use of
GNUCap for circuit analysis - or for custom simulation routines.
The contract between the application itself and the simulation en-
gine is very simple with a goal of facilitating real-time editing of the
graph structure and simulation object properties without the need to
pause or restart the simulation. Whenever the graph is changed or a
parameter is modified, the application instructs the simulation engine
to synchronize with the new graph. During synchronization, the simu-
lation engine restarts its internal computation using the final conditions
of the old graph's object parameters as initial conditions for the new
simulation.
At each program cycle, the application instructs the simulation en-
gine to update itself for one cycle. Simulation data is passed back into
the application for display. The abstraction barrier the framework im-
poses between the application and the simulation engine encourages
applications to not require the simulation to pause or restart when
modifications are made.
3.4 Dealing with complexity
A major benefits of separating the graph construction and manipulation
from the application logic is the increased ease of dealing with interface
complexity independent of the application problem itself.
For example, as the application problem space gets increasingly
complex and the number of simulation objects grows, the usable amount
of space on the interactive surface becomes smaller and smaller. Rather
than interfere with application logic, this is better solved at the frame-
work level. Methods such as shrinking or grouping simulation objects
that are not actively being manipulated by the user could help cre-
ate more space. Other workspace manipulation techniques can be ad-
dressed at the framework level as well, such as scrolling the work area
or offloading chunks of the graph into non-interactive areas. This al-
lows any application utilizing the framework libraries to automatically
receive the benefits of these improvements, and also maintains consis-
tency across applications.
The split between the framework, which does not change from ap-
plication to application, and the dynamic simulation driven application
that sits atop the framework is shown in Table 3.1.
Framework Application
Graph topology editing Simulation
Property modification Visualizations
Workspace manipulation
Table 3.1: Responsibilities split between the Tangible Graph Framework and its client applications
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Figure 3-5: Left: A-C show the addition of a new component. First, the button is pressed to bring
up the component menu. Different components can be chosen by spinning the puck. Pressing
the button makes a final selection and binds the component, here a 5V DC battery, to the puck.
Right: D-G show the properties of the battery being modified. In D, the waveform is selected by
placing the property puck over the waveform DC. In E, the selection puck is rotated to choose a
Sine wave. In F, the property puck is placed over the new property, frequency. In G, the selection
puck is rotated to select a new frequency, 6.3Hz.
0Figure 3-6: Making connections between components. In A, a button press on the left object
puck opens the component menu. In B, the button is pressed to select a resistor. C-D repeat this
process for the right object puck. In E, the resistors are rotated until they are horizontal. In F,
the left button is pressed, causing CircuiTUI to draw a dotted line representing the intended wire
connection to be made. In G, the right button is pressed, finalizing the wire creation. In H, the
pucks have been removed, fixing the connected resistors to the table.
Chapter 4
CircuiTUI Circuit Simulator
It is not surprising that circuits
are often a frightening topic for
students. Lengthy descriptions of
even the simplest circuits in text-
books are often difficult for stu-
dents to understand. Extrapolat-
ing the circuit's behavior if a com-
ponent's properties are adjusted Figure 4-1: CircuiTUI is a Tangible User Inter-
is often difficult as well. This face for circuit design and analysis, combined
with real-time and spatially relevant visualiza-
sort of intuition-building is usu-w
tions, designed to aid in the process of learning
ally done in the lab, but often in about circuits.
the lab students spend more time trying to squeeze wires into a bread-
board, searching for loose connections, or ferreting out damaged compo-
nents than actually making connections in their heads about the various
components' interactions. When a circuit fails to work as expected, it
is difficult to determine if the failure is with the student's intuition, if
the components are malfunctioning, or perhaps they are not connected
at all. The latter two roadblocks are not useful problems for students
to waste time on, and are often what turn students away from learning
about circuits.
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Figure 4-2: A screen shot of CircuiTUI as pro-
jected down on the table.
and quantitative measures of circuit
to help users develop intuition.
CircuiTUI fills a gap that ex-
ists in the domain of circuit anal-
ysis and design tools to help stu-
dents learn by providing three
key benefits that have not yet
been found in one place: real-
time circuit simulation; direct,
hands-on manipulation of circuit
topology; and an extensive array
of both qualitative visualizations
behavior. It is specifically designed
CircuiTUI provides an environment that is as close to a real labo-
ratory as possible. When placed on the table, a symbol for a voltage
source will immediately behave like a real battery. As soon as it is
hooked up to resistors, current begins to flow. At each interesting node
or circuit component, graphs of current voltage are plotted on real-time
graphs, just as if oscilloscopes had been attached to those points. The
circuit topology and properties of components can be quickly modified
and the results are immediately displayed. A high level view of the
entire circuit's qualitative behavior is displayed through dynamic visu-
alizations, such as wires getting larger as more current flows through
them, or changing color based on voltage levels. Users can experiment
with circuit components to get a feel for their behaviors and interactions
without the need for a full laboratory, complicated software, hardware,
or even a limited number of oscilloscopes and components, yet maintain
the physical feel of a laboratory.
Discussions with a physics professor regarding CircuiTUI's benefits
prompted a collaboration with a university physics department at the
Massachusetts Institute of Technology. In a learning environment such
AMAW
as a physics classroom, there is value added by not having to spend time
assembling and debugging circuits, yet maintaining the ability to work
with the circuits in a hands-on fashion. Unlike programs with a purely
graphic user interface (GUI) that only one person can use at a time,
CircuiTUI leverages collaborative "workbench" style physical interac-
tions, allowing multiple students and teaching assistants to experiment
simultaneously, just as in a laboratory.
Through a repeated cycle of working with physics instructors, de-
scribed in section 6.2, we modified the functionality and visualizations
provided by CircuiTUI until we reached a final version of the system
which students used in physics classrooms in the fall of 2003.
4.1 Related Work
A large number of software packages exist for analyzing circuits, both
for professional and educational use. Two popular packages are de-
scribed here, as well as research aimed at component visualization.
4.1.1 Spice and GNUCap
Spice' [2] and GNUCap 2 [4] are both text based interfaces for circuit
analysis. Spice and its variants are the de facto engineering standards
for circuit modeling.
In these programs, the user creates a text file, called a netlist, with a
description of the circuit to be analyzed. Then current or voltage gen-
erators are defined. Finally, points of interest for analysis are specified,
for voltage levels, current flow, power dissipation, etc. The simulation
is run, and a text file is output containing the values at each interest
point for each time step of the simulation. The output can then be
'Simulation Program Integrated Circuits Especially
2 GNU Circuit Analysis Package, an open source engine mostly compatible with
Spice
loaded into a graphing package to visualize the circuit's behavior over
time.
These programs are batch based, and making a change to the circuit
requires editing the input file, re-running the simulation software, and
then reloading the data into the graphing software to see the new result.
This can be a complex and tiresome process, as it may take many
iterations of tweaking parameters to get the output one desires.
These programs also presuppose intimate knowledge of circuits and
their behaviors. The text based interface - in which the descriptions of
a each component are cryptic strings such as ' 'R109b 36 25 50.K''
for a resistor - would be a difficult environment for a beginner to
use for developing intuition. A netlist also makes it especially hard to
visualize the physical circuit one is describing.
In fact, to create the netlist, it is assumed the user has already
sketched out the perhaps complex circuit on paper, labeled it appro-
priately for input into this system, and then typed it in to a text file.
Again, with such an opaque interface for describing circuit topology, a
typo buried in the near-random strings of letters and numbers can be
almost impossible to find. Further, a small change to the topology of
the circuit can require a good deal of pencil-and-paper relabeling of the
circuit before it can be re-input into the simulation.
These types of software have much merit in engineering applica-
tions, although they are probably better suited to be used by another
computer program than by a human user. In fact, numerous front ends
have been written for Spice (one is described below), and CircuiTUI
uses GNUCap as a back-end engine to perform its circuit simulation.
4.1.2 Spice GUIs: VisualSpice
VisualSpice, pictured in figure 4-3, is a common front end for Spice.
In VisualSpice, a user can load a Spice netlist or create a circuit using
the program's graphical user interface. Components are selected from
a long text-only list and then placed in the workspace with the mouse.
Wire links are then added by dragging with the mouse. To simulate
the circuit, the user selects "simulate" from a menu. The Spice engine
is then invoked to run the simulation. The ending values are placed
within boxes next to the components. Voltage values are shown in red
boxes, and current values are shown in blue boxes. The data over the
entire simulation interval is displayed on a graph, shown in figure 4-3.
All of the data for the points designated as interesting are plotted on
the same graph, making it difficult to discern in some cases which plot
is which.
The VisualSpice front end is
easier to use than the plain text
interface; it allows the circuit to
be constructed visually, and of-
floads the meticulous process of
creating a netlist from the user to I _ __ __
the computer program. Figure 4-3: Left: A screen shot of VisualSpice
Apart from this, however, the layout mode after simulating. Right: VisualSpice
graph output after simulating.
visual programs are in essence
just like their text based ancestors. Modifying the circuit and observ-
ing the results is still an iterative, batch-based process. The user must
invoke the simulation. Then the graphs must be examined in a separate
spatial areas. If the behavior displayed on the graphs is not what was
intended or desired, the user must go back to the circuit, and repeat
this process consisting of three atomic, non-overlapping steps: Modify
3That the graphs are generated in the same program here, rather than being
fed into a separate graphing package as is the practice with text-based Spice, is
not germane. A savvy command-line user can invoke their graphing package using
Spice output as fast as a user of the GUI can locate the graph window. Rather, the
spatial separateness refers to the graphs being in a different GUI window from the
components, removing any cognitive benefits of having the components and their
output be spatially related.
circuit, Invoke simulation, Examine output.
Both interfaces also give no sense of real time. The simulations are
output as fast as the computer CPU can calculate. While this could be
useful in situations where quick iteration is necessary, it does not help
build intuition about how a circuit functions in the real world.
4.1.3 MultiSim
MultiSim [28] is a popular education circuit analysis tool. It most
closely resembles CircuiTUI in that it provides real-time simulation.
Unlike VisualSpice, in MultiSim a user can manipulate the circuit and
see immediate updates of current or voltage plots. However, like Spice
and VisualSpice, MultiSim does only quantitative analysis, and lacks
the intuition-building visualizations of a circuit's qualitative informa-
tion, making it less useful for learning. Indeed, it is hard to keep up
with rapidly changing graphs when no other visualizations of behavior
are provided.
4.1.4 Circuit Visualizations
There has been past work toward development of circuit intuition through
visualizations [22, 1]. However, these have been purely GUI-based
three-dimensional renderings, which disassociate the visualization from
the actual physical circuit. They have also been of limited scope, deal-
ing only with visualizing the behavior of one component, such as the
effects of various signals on capacitor plates, or with specific, hard to
grasp concepts of VLSI design. The goal of CircuiTUI is to display all
of the information available about an entire circuit - overlaid on top of
that circuit - through easily understood and accurate visualizations.
4.2 The CircuiTUI Application
The CircuiTUI application is made up of three major parts, each of
which is described in detail below. First, CircuiTUI provides accurate
real-time or time-dilated simulation of an actual electronic circuit. Sec-
ond, CircuiTUI uses the metaphor of a physical workbench, allowing
direct physical manipulation of the simulated circuit. Finally, Circui-
TUI provides a high level of graphical feedback of both qualitative and
quantitative features of the circuit's behavior.
4.2.1 Simulation
CircuiTUI uses GNUCap [4], a spice-like batch-based analysis engine, to
do the back-end simulation processing. GNUCap reads a text file with a
circuit description and simulation commands. After processing, a text
file with results is output for analysis. CircuiTUI is always running
GNUCap in the background, collecting simulation data in ten-second
batches. Whenever the ten seconds of data is depleted, the simulation
is restarted with the end conditions of the previous batch used as initial
conditions for the new batch. If a user makes a change to the circuit
topology or changes the properties of a component, the GNUCap back-
end process is restarted automatically with these new values, seamlessly
integrating the simulation results together. This allows a user's actions
to be responded to in real-time, providing the illusion of reality through
instantaneous responsiveness.
In this way, CircuiTUI more closely resembles an actual lab bench
than do the purely GUI approaches described above. Real components
are always active and cannot be shut off. By allowing the objects in the
CircuiTUI simulation to behave as much like their real counterparts as
possible, a user can gain more intuition about circuits and components
than she could from an analysis package that turns on only when you
tell it to.
Additionally, because the simulation happens on a computer and
not due to the laws of nature, CircuiTUI can provide extra affordances
not easily obtained in a laboratory. One such affordance is the ability
to speed up or slow down time. A circuit's behavior may change so
quickly that it would be impossible to adequately observe it in the real
world in real-time. By slowing the simulator down to 1, --th, or even
1th speed, the circuit behavior can once again be analyzed effectively.
4.2.2 Framework Use
CircuiTUI makes heavy use of TGL. The circuit is an undirected graph,
and each circuit component is a simulation object, equipped with its
own set of visualizations and parameters. Connections between com-
ponents are made as described in chapter 3.
A number of simulation controls are present as well. A file selector
allows students to choose from a set of predefined circuits that appear
on their problem sets. A time dilation control allows the simulation
speed to be set anywhere from real-time - which is often too fast for
comprehension - to 1 tth speed. A trash can control allows users to
remove components no longer needed from the simulation.
As mentioned above, GNUCap is used as the simulation engine
plugin. Whenever a change is made to the circuit, a new GNUCap
netlist is created by the TGL simulation engine and fed to GNUCap.
Ten real-time seconds of data are returned in chunks based on the
chosen time dilation, and the circuit is updated each program cycle
with the next round of data. The simulation engine manages GNUCap,
restarting the simulation whenever the ten seconds worth of data is
depleted or when the circuit is modified again.
4.2.3 Graphical Feedback
Many types of quantitative information are displayed liberally about
the circuit. CircuiTUI also provides a number of graphical feedback
mechanisms to the user as well. The graphics convey all of the infor-
mation contained in a GNUCap results file, plus historical data. Their
purpose is to allow the user to grok the entire circuit, seeing at once all
of the qualitative information in a natural, easy to understand manner.
Without having to read any numbers, it is immediately apparent which
parts of the circuit have the most current flowing, where the highest
voltages are, where power is being dissipated, etc.
Wire Links
A wire link between two components qualitatively shows both the cur-
rent flow and the voltage level. Current is displayed by varying the
thickness of the line drawn for the link; thin represents low current
while thick represents high current.
Voltage is shown qualitatively by varying the color and intensity of
the link line. Zero voltage is signified by gray wire, negative voltages
by orange wire, and positive voltages by blue wire. As the voltage
gets more intensely positive or negative, the blue and orange get more
intense as well.
Component Visualizations
A 2D plot of voltage and current versus time appears at the left of the
component, as shown in figure 4-2. The most recent voltage and current
always appear at the rightmost position of the plot, and historical data
scrolls to the left. Having these graphs appear beside the points of
interest provides a key benefit for learning. Because there is a spatial
relationship between the components and their simulation output, it is
much easier for a user to correlate the input and output. Especially as
the number of components in the circuit increases, a single graph with
too much information - as in the VisualSpice screen shot in figure 4-3
- becomes a mental burden.
Other properties are also displayed visually when appropriate. Power
dissipated in a resistor is shown as red arcs emanating from the resistor.
The more power dissipated, the more intense the red. For capacitors
and inductors, the space between the plates or loops becomes an in-
creasingly intense green as the electric or magnetic field builds up. In
circuits where these values oscillate, especially when out of phase from
each other, it is much easier to see relationships by watching color in-
tensities change rather than trying to read multiple numbers at once.
Properties of the particular component, such as resistance or ca-
pacitance, are shown numerically next to the component. Quantitative
properties such as voltages and current values are also displayed nu-
merically along each wire.
4.3 Expert Feedback and Iterative Design
The design of CircuiTUI was an iterative, user-centered process. Many
unexpected yet astute remarks and requests were made by the physics
professors and their teaching assistants, leading to changes in the be-
havior and the visualizations provided by CircuiTUL.
For example, originally, the visual representation of voltage was
based on color rather than intensity, much like the color scheme used
on weather maps to denote expected rainfall. It was pointed out that
when looking at a dynamic circuit with so many colors, it is difficult
to remember which color corresponds to which voltage range, and ad-
ditionally there is no way to immediately make a distinction between
negative, positive, and neutral voltages, which was viewed as necessity.
This led to a two color approach, one color for positive voltages and
one for negative voltages. The varying magnitudes of voltage are differ-
entiated by intensity of the color, with each fading to gray for neutral
voltages.
Another important change was in the use of pictorial representations
of circuit behavior. In early versions of CircuiTUI, various "invisible
properties" were drawn in an effort to help the user get a mental image
of the circuit behavior. For example, charge on a capacitor was dis-
played as plus and minus signs appearing near the appropriate plates,
and a pictorial representation of magnetic field lines would be drawn
around an inductor as the field built up in intensity. We assumed the
instructors would find these visualizations helpful, and were surprised
when they asked that we remove them. If the pictorial representa-
tion cannot be completely accurate, the instructors felt they could be
misleading and thus had no place in a serious teaching tool. Only visu-
alizations that expressed information accurately were viewed as useful.
Thus the intensity based visualizations described in above were much
better received. While simulated field lines can confuse a student who
assumes the shapes and angles are accurate, an intensity based visual-
ization can be accurate without being misleading.
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Chapter 5
AirportSim: Airport
Event-driven Simulation
AirportSim is a second fully fea-
tured real-time simulation appli-
cation built upon TGL, described
in chapter 3. Although the ap-
plication itself has little in com-
mon with CircuiTUI, and at first
glance the two applications ap-
pear to share nothing in common,
they in fact share all of the same Figure 5-1: AirportSim on the Sensetable
underlying technology. The user interactions are identical in both ap-
plications, and only the simulation display is different. That two vastly
divergent domains - as well as simulation types - can be built based
upon the same bedrock demonstrates the success and versatility of the
framework.
A simplified version of AirportSim was used as the basis for a user
study testing the benefits of problem modeling overlaid with real-time
analysis versus a more batch-based approach. This study is discussed
in detail in section 6.3.
5.1 The Application
Figure 5-2: AirportSim running with a Spinmenu
around one puck, and another puck bound to a
waiting area simulation object. The bright green
check-in counter indicates it is about to finish
processing a passenger.
AirportSim aids an airport man-
ager interested in efficiency in dis-
tributing resources throughout an
airport, balancing cost with cus-
tomer satisfaction.
To that end, the AirportSim
application is made up of a num-
ber of user-manipulable simula-
tion objects that define the air-
port layout and parameters, as
well as simulation controls that
affect the simulation globally.
5.2 Framework Use
5.2.1 Directed Graph
AirportSim uses an extension of the simple graph used in CircuiTUL.
Here, because the graph represents the path a passengers take through
the airport - from the entrance to a queue for check-in, to the check
in counter, to a queue for security, to security, and finally to their gate
- a directed graph that encodes the path's logic is used rather than
the undirected graph used in CircuiTUL. Direction is shown graphically
with an arrow head pointing into the destination object.
Interaction
In CircuiTUI and other undirected graph applications, connections be-
tween two simulation objects are made by pressing the buttons on two
object pucks, one bound to each simulation object to be connected. Af-
ter pressing the first button, a dashed "intent" line is displayed showing
which connection would be made were the second button pressed. Only
when the second button is pressed for confirmation is the connection
made.
With a directed graph, the in-
teraction must somehow be able
to encode the intended direction
of the connections to give mean-
ing to the passenger's path. Be-
cause two handed interactions are
used, and two buttons must be
pressed with separate hands in or- Figure 5-3: AirportSim: Adding a check-in
counter to the directed passenger flow graph.
der to create a connection, the or-
der of the presses was chosen as a physical means to encode graph edge
direction. A user first presses a button the puck bound to the source
object from which the edge should leave. A dashed intent line is dis-
played connecting to the closest nodes on bound simulation objects.
The user then presses a button on the puck bound to the destination
object to which the edge should lead. Once the second button has been
pressed, the connection is made. Simulation objects define which nodes
are incoming nodes and which are outgoing nodes (or both) and the
appropriate nodes are used for making the directed connections.
Deleting an edge connection is the same as with the undirected
graph in CircuiTUL. Two options exist. In the first option, a user can
repeats the connection procedure. By pressing a button on the puck
bound to the source object, a red "X" is drawn over the center of
the edge connection. Pressing a button on the puck connected to the
destination object confirms the deletion, and the edge connection is
removed.
Attention must be given to not press the buttons in the reverse
- .. 1. - - . - 0 P " I low %a=
order, as such an action would signify the creation of a link in the
opposite direction. The presence of "intent" warnings at the pressing
of the first button helps avoid these kinds of mistakes. A dashed line
clearly represents a connection about to be made, while a red "X"
represents a connection to be broken.
The second method for deleting an edge connection is bind a puck
to the circular handles displayed at the center of an edge connection.
Pressing the button brings up the link Spin Menu discussed in section
3.2.3. The user selects "delete" from the menu, presses the button again
for confirmation, and the link is deleted.
In a directed graph, the link Spinmenu also has the additional option
of reversing the direction of a link.
An enhancement not implemented in AirportSim would display the
directed edges following an arced path in which the vector cross product
of the edge direction and a normal to the arc pointing away from the
hump is into the projection surface. Thus the edges between two nodes
that are connected in both directions do not overlap, and a user can
select either one by binding a puck to the circular handles in the center
of the desired edge arc. This also provides an additional cue to the user
showing in which direction the edge travels.
5.2.2 Simulation Engine
The simulation involved in AirportSim is simple queuing. Each simula-
tion object type - such as a check-in counter or a security checkpoint
- has a property defining the amount of time it takes to process a
passenger, as well as simple logic defining when it is ready either to
accept or to send passengers, or both. Simulation objects check their
inbound links to see if any passengers are ready to exit their current
object; if so, a waiting passenger is then randomly plucked from their
current object and graphically moves along the directed link toward the
next destination. A waiting area, which is generally connected between
other objects, is always ready to accept and to send passengers.
Because this simulation is completely based on simple queuing, no
external simulation engines were required. The queuing logic was sim-
ply coded into the simulation objects themselves.
The external simulation engine is still used for tabulating global
variables. The total salary paid to all employees each hour, as well as
average customer wait times are displayed on a status bar to the airport
manager, allowing her to make a cost-benefit analysis and determine
an appropriate tradeoff between the cost of more airport personnel and
the experience of passengers.
5.2.3 Airport simulation objects
Simulation objects, contain the nodes of the graph representing the
airport layout. They represent actual stations where passengers enter,
exit, or are processed in some way that affects traffic flow through the
airport.
An airport entrance is a passenger generator that adds new pas-
sengers to the simulation at a specified interval. Its only property is
this interval. Its nodes only support outbound connections.
A traffic light cause passengers to clump up, arriving at their next
destination, often the waiting area, in large batches based on the how
frequently the light changes from green to red.
A waiting area supports both incoming and outgoing connections.
Whenever an inbound connection has a passenger waiting at the source
node, the passenger is removed from the source node and placed at the
end of a queue in the waiting area. Whenever a destination object of
an outbound node is able to accept a passenger, the passenger at the
front of the queue is sent on that link to the destination object.
A check-in counter repre-
sents a single airport agent and
holds only one passenger at a
.. time. The amount of time is spec-
ified as a configurable property.
Once this time has elapsed, the
passenger may leave on an out-
Figure 5-4: A screen shot of the AirportSim ap- bound connection. Once the pas-
plication senger has found a suitable con-
nection to leave on, a new passenger can arrive on an inbound connec-
tion. A second property is the amount of money paid per hour to the
airport agent.
A security checkpoint operates identically to a check-in counter,
holding each passenger for a specified period of time. The security
checkpoint also has a wage property.
An airport exit object allows passengers to leave the simulation.
They are placed after the final point of interest, which is usually after
the security checkpoint. If more objects were used, such as gates or
airplanes, the exit would be placed after these objects.
Other simulation objects could expand the applicability of this sim-
ulation to more complex airport setups are as well. For example, gates
could model planes arriving at a specified interval, first letting pas-
sengers disembark, and then letting new passengers embark. Airport
managers could then determine the number of seats necessary for each
gate, or the width of halls that may be necessary to deal with heavy
traffic.
5.2.4 Airport simulation controls
Simulation controls affect global properties of the airport simulation,
and their reach is not limited to specific objects.
A terror alert level control allows the user to choose an emergency
alert level as defined by the United States Department of Homeland
Security [16]. The options are Low, Guarded, Elevated, High, and
Severe. The threat level acts as a multiplier to the time necessary
to pass through security or check in, modeling the additional scrutiny
given to passengers during times of elevated threat.
Figure 5-5: The Department
of Homeland Security's terror
threat level advisory system
is an input control to the Air-
portSim application
Though not implemented, a weather conditions control could allow
the airport manager to see what types of passenger backups may occur
when takeoff delays or cancellations occur during inclement weather.
Another possible control could allow the time of day and year to
be changed to model light and busy travel seasons, such as weekdays
versus weekends or holidays, as well as day versus night travel.
5.3 Applicability
As an example of simple queuing, one can imagine the identical software
with only minor modifications to the graphical display - used to
model a variety of other queuing problems. Examples include bank
teller lines, supermarket checkout, event registration, etc.
Adding additional simulation layers via the external simulation abil-
ity of the framework can allow for more complex analysis on top of the
queuing performed by the simulation objects themselves. For example,
a store manager deciding how to arrange items on the shelves might
add an additional simulation layer that affects customer interest levels
based on the type of product she is passing. Even more information,
such as which isles are empty or where the target item is located could
result in a large amount of additional data being mined from the sim-
ulation.
Chapter 6
Evaluation
6.1 Graph manipulation competency
6.1.1 Experiment Description
The graph manipulation competency experiment aims to measure quan-
titatively which of three physical interaction techniques is the best for
manipulating digital graph structures in physical space on the Sensetable
platform. The three techniques all involve the object puck described in
section 3.1.1, a round physical handle with a button in the center.
In each method, objects are bound to the puck when the puck is
placed on top of them. They are similarly unbound when the puck
is lifted off the digitally projected object. Adding objects is the same
throughout, and is accomplished through use of a spin menu, as de-
scribed in section 3.2.3. There are two choices in this menu: adding a
node and canceling the menu. The differences in the three methods lies
in the how objects are connected to one another into a graph structure,
whether to use one hand or two, and whether to use the button or not.
Method 1: Proximity connections
Connections in this mode are made by first selecting a node with an
object puck and then moving it until it touches another node. Connec-
tions in this mode are broken by placing an object puck in the middle
of a connection, causing an X to appear over it. Pressing the button
deletes the connection.
Method 2: Proximity connections by button press
Connections in this mode are made by first selecting a component with
an object puck and then moving it close to another component. When
the desired nodes on each component near connection range, a dotted
"intent" line appears between them to warn the user that the objects
are nearing connection range. A button press then makes the connec-
tion. This helps eliminate accidental connections when components are
moved near each other without the intent to connect them.
Connections in this mode are broken by placing an object puck in
the middle of a connection, causing an X to appear over it. Pressing
the button deletes the connection.
Method 3: Two handed connections by button press
Connections in this mode are made by simultaneously selecting two
components with two object pucks. A button press on one causes a
dotted "intent" line to appear between them. While still holding the
first button, pressing the button on the second object puck creates a
connection between the two components. This is illustrated in panes
E-H of figure 3-6.
Connections in this mode are broken by selecting both connected
objects with an object puck. Pressing one of the buttons causes a red
X to appear over the center of the link. Pressing the other button
confirms the deletion, and the connection is broken.
This method employs two-handed interactions for all actions, caus-
ing the user to explicitly choose the objects to be operated on, rather
than letting the computer calculate the closest object, as in method 2.
6.1.2 Subjects
Subjects for this study were mostly MIT undergraduate students re-
cruited through emails to departmental mailing lists. A small number
of MIT alumni and administrators participated as well. A total of 17
subjects participated, each of which received a ten dollar gift certificate
to a local restaurant for their participation.
6.1.3 Experimental Hypothesis
The expectation is that Method Two, proximity with button press, will
outperform the other two interaction techniques.
The first technique is likely to cause a large number of interaction
errors in the form of unintended connections made, as the pucks must
be dragged across the table in order to make connections. If a node is
dragged over another node accidentally, a connection will be made that
will then require additional interaction to be removed. Methods two
and three, on the other hand, require button presses for confirmation
and avoid this problem.
The third technique, though it saves time by not requiring pucks
to be moved around to make connections, is likely to be slower than
interaction level two, due to the the large number of button presses
required for making connections - twice as many as interaction level
two.
Thus interaction level two should be the most effective, outperform-
ing interaction level one in the number of errors, and outperforming
interaction level three for time.
6.1.4 Experimental Procedure and Design
This experiment uses a within
subjects design. Each subject
performs the task three times us-
ing each interaction method once.
To minimize the effect of learning
between trials, the order of inter-
Figure 6-1: The graph subjects are asked to cre- action is randomized to give each
ate using the interaction framework method an equal chance of being
the first, second, or last method used.
Subjects sit in front of the Sensetable interactive workbench run-
ning a simple graph manipulation application. This application is the
most minimal instantiation of the framework described in chapter 3.
It supports adding nodes and making connections between them, and
nothing else. No simulation runs in parallel. The application is solely
for manipulating graphs.
Subjects are given a brief tutorial on how the object pucks - the
only pucks they are given - are used to add nodes as well as how to
Figure 6-2: A study subject creating the graph using interaction level one
make edge connections based on the current interaction level. They
are then shown a graph that they are expected to construct, shown
in figure 6-1. As they construct the graph, the number of interaction
errors are measured by counting the number of unintended connections
made that must then be removed. The total time taken to create the
graph is measured as well.
6.1.5 Experimental Design Considerations
The choice of puck type used in this framework - a flat round disc with
a button in the center - dictates to some extent how the puck can be
used. Because the puck is round, orientation only has relative meaning,
and thus is not important in this context. Only position, translation,
and button presses have meaning. With this in mind, this experiment
aimed to compare interaction methods that took these properties into
consideration.
The experimental condition, Method 2, uses translation as well as a
button press to create an edge connection. The first control, Method 1,
uses translation but no button press, allowing the effect of the button
press to be compared independently of translation. The third control,
Method 3, uses button presses but does not require translation to make
edge connections, allowing translation alone to be tested. Thus, both
comparisons are made against the experimental Method 2.
6.1.6 Limitations of the Experiment
This experiment only tests three methods of making and breaking graph
connections, and many more methods can be imagined based upon dif-
ferent types of pucks, or other pointing devices such as a pen. These
were the three that seemed the most intuitive and least cumbersome
given the constraints of the physical pucks involved. Because the as-
sumption is already made that the interaction will take place on an
interactive workbench, there was no comparison to GUI techniques.
6.1.7 Results
Contrary to the hypothesis, method three, two handed connections by
button press, is the most effective means of graph manipulation, both
in average completion time and in the average number of interaction
errors. While it was assumed that interaction level three would be
slowest because of the large number of button presses required, the
amount of time necessary to move pucks around the table in methods
one and two outweighed the time required to make button presses.
Method three also outperformed the other two interaction levels
in interaction errors, though method two, which also required button
confirmation, had nearly as good results. However, because in method
two only a single puck was explicitly selected for a new connection
with an object puck, errors were still made when a connection was
being made in an area that a high concentration of nodes.
These results are listed in Table 6.1 on page 78, and graphically in
figures 6-3 and 6-5.
Data is analyzed for a between subjects design as well by counting
only the first interaction method used by each subject to determine
whether learning has an appreciable effect. These results are listed in
Table 6.2 on page 79, and graphically in figures 6-4 and 6-6. Though
the within subjects results are slightly faster for each trial and show
fewer average errors, the relative results are the same. In both cases,
method three is the fastest, followed by method one and then method
two. Similarly, in both cases, method three has the fewest interac-
tion errors, followed by method two and then method one. Thus, even
though learning does help the subjects complete the tasks more effi-
ciently and with fewer errors, the relative efficiency remains the same,
with interaction level three outperforming one and two.
With confidence, then, method three is the suggested interaction
technique for graph manipulation on an interactive workbench, and it
is chosen for use in all of the applications discussed in this work.
Figure 6-3:
Average task com-
pletion time in the
graph interaction
study using within
subjects design,
with all 17 subjects
tested for each
interaction level.
Figure 6-4:
Average task
completion time
in the graph
interaction study
using between
subjects design
(only the first trial
done by each user
is included in these
results). Relative
results are similar
to within subjects
test.
Average Task Completion Times
16:48
14:24
12:00
94 9:49
9:36 - Li Time
E 7:50
7:12 L3Time
4:48
2:24 - -- - -
0:00
Interaction Level
Figure 6-5: Av-
erage number
of errors in the
graph interaction
study using within
subjects design,
with all 17 subjects
tested for each
interaction level.
Figure 6-6: Aver-
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Level 1 Level 1 T64&el 2 Level 2 Level, Leyve3
Subject Time Errors Time Errors Time Erors
1 6:36 1 9:15 1 7:27 1
2 12:00 14 5:05 0 6:39 0
3 9:08 1 10:03 0 6:35 0
4 9:00 2 13:00 0 10:51 0
8:28 0 12:20 0 5:53 0
6 8:15 0 6:40 0 7:44 1
7 8:20 5 6:59 0 7:43 0
8 8:43 6 11:48 0 10:33 0
9 10:31 4 8:15 1 8:33 0
10 13:55 3 13:29 0 7:20 0
11 13:29 7 16:45 0 8:09 0
12 14:08 6 5:10 0 11:00 1
13 7:09 2 5:47 1 4:51 0
14 11:50 4 7:44 1 6:50 0
15 10:40 0 23:23 3 9:50 0
6 6:20 1 4:53 0 5:42 0
17 6:27 0 6:21 0 7:35 0
avgerage 9:42 3.29 9:49 0.41 7:50. 0.18
st dev 2:36 3.62 4:55 0.80 1:49 0.40
Table 6.1: Within subjects results for graph interaction study
Table 6.2: Between subjects results for graph interaction study
6.2 CircuiTUI in the classroom
6.2.1 Study Description
The CircuiTUI circuit simulation workbench, described in chapter 4,
was designed to be an effective teaching tool for students grappling to
gain an intuition for the behavior of electronic components and their
role in simple circuits. The perfect context for exploring the benefits
of CircuiTUI would be in a classroom where students are exposed to
circuits for the first time. Conveniently, CircuiTUI was being developed
at a university with freshman physics courses where students were in
just this position. Though a rigorous user study could not be performed
in this setting - the students were in the class to learn rather than be
guinea pigs - the students were given CircuiTUI as an optional tool,
and an observational study was completed.
6.2.2 Subjects
Subjects in this observational study were freshman at the Massachusetts
Institute of Technology who were enrolled in the Spring semester of
Physics II, Electricity and Magnetism, in the 8.02 TEAL section. This
section was chosen because it focuses heavily on laboratory experimen-
tation and interactivity, especially in a group setting. Approximately
one dozen students used CircuiTUI in one way or another during the
course of the study, which lasted four weeks. Three students chose to
fill out simple questionnaires based on their experience with the system.
Four course teaching assistants and one professor, who were shown Cir-
cuiTUI prior to its use in their class for training purposes, filled out
more detailed questionnaires that took advantage of their expertise in
the domain. None of the subjects were paid.
6.2.3 Study Hypothesis
The hypothesis before beginning the use of CircuiTUI in the physics
classroom was that students would use CircuiTUI in their free class
time to experiment with circuits and learn more quickly how different
component parameters affected circuit behavior. Further, it was hoped
that students would elect to use CircuiTUI to build assigned circuits
and derive their answers to problems from the CircuiTUI workbench
rather than from traditional lab equipment.
6.2.4 Study Design
Two setups of CircuiTUI were placed in the 8.02 TEAL freshman
physics classroom. Students were allowed to allot their experimenta-
tion time as they chose, and were able to use CircuiTUI in addition to
using real circuit components provided in the classroom to solve their
problems. CircuiTUI was also available during student help sessions,
where students often came to get help with their homework, but where
traditional lab equipment and circuit components were not available.
The study itself was very informal, because the subjects were not
paid and were not recruited; they were simply given the option of using
CircuiTUI as a additional learning tool. Though they were encouraged
by their professors to try CircuiTUI out, they were not compelled to
do so. For those who did choose to use CircuiTUI, a quick tutorial on
the interaction techniques was given, and then students were free to
use CircuiTUI as they pleased, either to experiment with the system
itself, verify problem set solutions by creating the circuits from their
homework, or seeing how entirely new circuits would behave. While
they used the system, I observed their activity and asked them what
purpose they were using CircuiTUI for.
6.2.5 Limitations of the Study
Because of the informality of the observational study, there are quite
a few limitations. All results are qualitative and are based on the
observations of the author and the spoken statements of students who
used CircuiTUI in their classroom.
A study to quantitatively determine whether a classroom that uses
CircuiTUI extensively in its curriculum learns more or faster or devel-
ops better long-term intuition than a classroom that does not would
require a large set of students willing to diverge from the normal teach-
ing curriculum at MIT, a Physics professor willing to teach the exper-
imental course, and long term specially designed testing to ascertain
the benefits to intuition. This was beyond the means of this work.
Thus, the results are limited to anecdotal and subjective information
gleaned through observation and self-reporting by the students and
teaching assistants. While this type of information is not definitive,
it is still powerful in that it will hopefully spur enough interest for
another interested party to complete a fully controlled user study with
participation from professors and students over the course of a full year.
6.2.6 Results
The observational results of this study were extremely positive. When
students were first shown the system in an in-class demonstration, the
response was of awe and excitement, which was a good sign of student
interest. Because students would not be forced to use the system during
class time, this was encouraging.
Students effectively had two different times during which they could
use the CircuiTUI system: during open lab time, a somewhat hectic
period during class in which students had limited time to complete
certain tasks, and during office hours, where students had more time
for open exploration.
During lab time, approximately one dozen students used CircuiTUL.
Their main objective seemed to be experimentation, as much with the
system itself as with any particular circuit problem. CircuiTUI, which
uses computer projection and wireless object tracking, was likely more
intriguing to the students than were the lessons they were responsible
for learning.
During office hours, however, students approached CircuiTUI in a
different manner. They had already seen it during class time, so it was
no longer seen strictly as novel, but more as a useful tool. Approx-
imately one half-dozen students used CircuiTUI to experiment with
circuits they had never seen before, building them from scratch and
observing the resulting behavior as properties were changed. Another
half-dozen students used CircuiTUI to verify their answers to problem
set questions. Having just worked through the problems on their own or
in groups during office hours, they then came to CircuiTUI with their
problem sets in hand, created the circuits in question, and observed the
results. If the circuit behavior showed by CircuiTUI agreed with their
analytic results, they were pleased; otherwise they scrutinized their
answers and found their mistakes.
The process of creating a circuit and understanding its behavior
with CircuiTUI never took more than a few minutes, owing to the
powerful interface for creating and manipulating circuits. Thus, this
use during the class was the most positive indication of CircuiTUI's
applicability. Although the main aim of CircuiTUI is even earlier in
the learning process, during the time when students are gaining their
initial intuition for circuit behavior, this use was not possible within
the confines of the freshman physics course. Based on the use that was
demonstrated by the students, we learned that CircuiTUI's reach is not
limited to our initial intended purpose, but can be used for verification
as well as experimentation.
Suggestions
Discussions with professors, teaching assistants, and students prompted
numerous suggestions for "fun" or advanced features that we did not
have time to pursue, but plan to implement in the future.
One such suggestion was the ability to use audio input and output
seamlessly with the circuit simulation. The input, recorded in real-
time through a microphone or some other pre-recorded sound, could
be used to drive the input voltage of the circuit. A virtual circuit
could process the sound, and the resulting output could be played back
on speakers. This would provide a very simple way to experiment
with signal processing and audio filters while further bridging the gap
between the physical and the digital worlds.
Users also wanted the ability to make copies of the graphs near
the components and put those graphs on another display, such as an
LCD panel located near the table. This would allow multiple chosen
outputs to be overlaid to allow students to see if properties of different
components were in or out of phase with each other.
Users also suggested some problem-solving features that could aid
learning. One suggestion was for CircuiTUI to suggest a single equiv-
alent resistor for a complicated resistor network. Another suggestion
dealt with superposition problems. In a circuit with more than one
voltage source, a student adds the results of iteratively keeping one
voltage source on while treating the others as short circuits. By allow-
ing a component to be temporarily "turned off," CircuiTUI could help
with these sorts of problems.
Finally, while some users liked the freedom CircuiTUI gave them to
shape the circuit in any way they wanted (one user said "People always
think of circuits as being rigid. This shows them that they don't have
to be"), others felt they might be able to work faster if the computer did
some work for them by straightening things out. Suggestions included
overlaying a grid on the table and applying grid snap to the component
positioning, or alternatively to impose right angles on wire connections
by only drawing them east-west and north-south. Since the opinions
in this area were diverse, in a future version might allow the user to
choose which method they prefer.
6.2.7 Conclusions
CircuiTUI is a powerful platform for circuit simulation that affords to
the novice user the best parts of both textbook learning and laboratory
experimentation, simultaneously and seamlessly. The open feel of a
laboratory was preserved, allowing multiple users to collaborate and
learn from each other, rather than have to crowd around a computer
screen. By listening to physics instructors and responding to their
suggestions and requests, we were able to build a system that takes
their expertise in teaching into account. Rather than building a system
we thought might be helpful, because of the iterative design process with
veteran instructors and our test of the system in the classroom, we are
confident of CircuiTUI's power as a teaching tool in the classroom.
6.3 Real-time versus explicit states
6.3.1 Experiment Description
This experiment aimed to provide
a yes or no answer to whether
real-time simulation with simul-
taneous editing abilities outper-
forms batch mode interaction for
decision making problems. Us-
ing the AirportSim application
described in chapter 5, subjects
completed an airport layout task
to balance customer satisfaction
with cost. Half the subjects use
a version of the application that
is crippled in that the entire air-
Figure 6-7: A test subject interacting with the
AirportSim application port layout must be designed be-
fore starting the simulation, and
layout editing abilities are turned off while the simulation runs.
Unfortunately, many flaws were found while running this experi-
ment, leading the quantitative results to be somewhat inconclusive.
The observational findings, including different strategies employed by
each group, proved to be more elucidating than the absolute numbers
themselves.
6.3.2 Subjects
Subjects for this study were mostly MIT undergraduate students re-
cruited through emails to departmental mailing lists. A small number
of MIT alumni and administrators participated as well. A total of 15
W_ r I OPPIPM - -
subjects participated, each of which received a ten dollar gift certificate
to a local restaurant for their participation.
6.3.3 Experimental Hypothesis
The hypothesis was that users who could make changes to their airport
layout during simulation would more quickly settle on an optimal design
because they would receive immediate feedback for all of their actions.
Likewise, they would be able to respond in real-time to the effects of
their decisions. The subjects who were required to watch a complete
cycle complete before making changes would require more time and
execution cycles to find an optimal layout. These subjects will have
to employ memory to a greater degree to decide how to redesign their
layout, whereas the real-time users could make changes directly to their
system as the simulation runs.
6.3.4 Experimental Procedure and Design
Users are shown the AirportSim interactive workbench and are given a
standardized lesson on how to interact with the system. As described
above, half of the subjects (the experimental group) use the standard
version, and half (the control group) use a crippled version that does
not permit layout modifications during simulation. All users are asked
to design an airport layout of check-in counters and security checkpoints
that satisfies the following constraints:
1. The cost fraction of the total wages per hour, based on the fraction
of an hour the simulation takes to complete, should be less than
fifteen dollars.
2. The average wait time for all passengers should be less than three
minutes.
Both sets of users are allowed to restart the simulation as many
times as they like. The experiment ends when they are confident that
they have found the optimal layout. The two measures listed above are
recorded for comparison with other subjects.
6.3.5 Experimental Design Considerations
A real decision maker, based on today's availability of tools, would likely
not choose the simulation software used by the control group. Because
no interaction is possible, it makes more sense to jump directly to the
results rather than watch animated passengers walk through an airport
and wait in lines. This resource allocation problem, which is a simple
variation on the classic event driven simulation example of bank teller
lines, can be simulated instantaneously in an Excel spreadsheet. Be-
cause no variables will change mid-simulation, it is trivial to determine
the results based on a given set of inputs.
However, one of the hypothesis of real-time simulation is that a
decision maker is benefited by the ability to look inside the simulation,
getting a true feel for how crowded a waiting area might get and exactly
where the bottlenecks may occur, rather than just seeing these system
properties as numbers in a table cell. To give both sets of subjects
the same insights that may arise from using a visual system rather
than a purely numerical method, all subjects use as similar a system
as possible.
6.3.6 Limitations of the Experiment
Operations Research experience affects performance
Because the task users are asked to perform is business related, it be-
came clear quickly that users who had some business experience, either
practical or through coursework, had an advantage over users who did
not. One subject, who was in the control group using the crippled sys-
tem, remarked as he began setting up his airport layout that he had
solved a similar problem in an operations research class he had taken
in his undergraduate coursework. He went on to say that his current
employment was as a management consultant. He requested pencil and
paper to solve equations to find the optimal setup, but was instructed
to find an optimal layout through experimentation instead. Even so,
due to his familiarity with the problem, his initial layout outperformed
every other subject's results, regardless of how many times they ran
the simulation.
Too many variables
Another problem with the task given to users is that they were simul-
taneously asked to improve two related variables, cost and speed. In
many cases, as one went up the other went down, and rarely were users
able to improve both variables at the same time. This made it difficult
to judge the absolute performance levels of each subject.
Feedback not immediate
Another problem with the application chosen was that system feedback
based on user modifications was not immediate. The subject needed
to complete the entire simulation before they could knew the average
wait time of all passengers, as well as their airport cost fraction. A
system that would have better tested the hypothesis would have been
one where user input led to immediate system feedback.
6.3.7 Results
Initially, users' airport simulations processed seventy-five passengers re-
leased in three second intervals. This was found to make the simulation
run-time extremely long, making it impossible for users to run the sim-
ulation more than twice, and sometimes only once. After the first six
subjects, the task was modified to require that the airport process only
twenty-five passengers. This allowed the remaining nine subjects to run
the simulation three to four times in the allotted forty-five minutes.
Both groups of users generally showed improvement in both time
and cost over the course of running their airport simulations. The
numbers sometimes oscillated with cost going up as time went down
and vise versa, but the general trend was for both quantities to be
reduced with more simulation runs. The results from the nine users
who participated in the twenty-five passenger modified study are shown
in Tables 6.3 and 6.4 on page 92.
Real-time subjects made real-time decisions
Subjects who had the real-time experimental system were able to make
managerial decisions that were unavailable to the control group. Often,
once the remaining passengers had all moved through check-in and
were waiting for security, the subject would dial down the check-in
personnel's efficiency, causing them to receive the lowest allowable pay
during the final parts of the simulation. While this may not have had
a huge effect (real-time subjects on average had a lower airport cost,
but also had higher average wait times), it is useful to point out that
if given the opportunity to modify a system mid-run, the opportunity
will be taken.
Overall applicability
Unfortunately, this study does not allow us to say much about the
benefits of real-time versus batch mode simulation. Because of the
many issues encountered during the experiment - the effect of domain
knowledge, the initially lengthy experiment time, as well as too many
measured variables - conclusive data is still lacking.
Subject [ ial 1 Trial 2 Trial3: [Trial 4 Diffi Diff2 Diff3
1 4:11 2:03 2:21 -2:08 -1:50
2 3:41 1:53 2:14 -1:48 -1:27
3 1:33 1:54 1:53 0:21 0:20
4 3:30 3:51 0:21
5 5:21 2:40 2:31 1:40 -2:41 -2:50 -0:51
On/Off Avg 3:39 2:28 2:14 1:40 4:11 -1:26 -0:51
6 4:22 4:14 -0:08
7 4:44 3:58 3:24 -0:46 -1:20
8 3:42 3:28 2:46 -0:14 -0:56
9 4:10 5:24 3:38 1:14 -0:32
Real-time Avg 4:14 4:16 3:16 _ 0:01 -0:56
Table 6.3: Average passenger wait times for AirportSim user study. Subjects 1-5 used the control
on/off system, while users 6-9 used the real-time system. "Diff 1" is the improvement of Trial 2
over Trial 1. "Diff 2" is the improvement of Trial 3 over Trial 1, and so on.
Subject Trial 1 Trial 2 Trial 3 Trial 4 Diff 1_ Diff 2 Diff 3
1 16.44 20.39 20.44 3.95 4.00
2 16.87 14.81 16.05 -2.06 -0.82
3 17.19 16.20 16.72 -0.99 -0.47
4 21.90 14.25 -7.65
5 15.57 16.57 15.73 16.25 1.00 0.16 0.52
On/Off Avg 17.59 16.44 17.24' 16.25 -L15 0.2 0.52
6 18.08 18.28 0.20
7 14.55 15.32 13.29 0.77 -1.26
8 15.88 13.18 12.43 -2.70 -3.45
9 16.02 14.35 17.93 -1.67 1.91
Real-time Avg 16.13 15.28 14.55 -0.85 7-.93:
Table 6.4: Cost fractions of total hourly rate paid to airport employees in AirportSim study.
Subjects 1-5 used the control on/off system, while users 6-9 used the real-time system. "Diff 1" is
the improvement of Trial 2 over Trial 1. "Diff 2" is the improvement of Trial 3 over Trial 1, and
so on.
Chapter 7
Discussion
I have created a highly reusable framework for creating and manipulat-
ing graph structures on interactive workbenches such as the Sensetable.
In addition, I have created two applications - a circuit simulator and
an airport passenger traffic simulation - that make use of the frame-
work. Finally, I have performed three user studies that tested various
hypotheses relating to the framework and applications.
Much as standard GUI toolkits for menu systems, buttons, and slid-
ers have defined methods for creating and interacting with traditional
on-screen computer software, the hope is that the framework presented
here can gain traction for TUI based interaction on interactive work-
benches. Just two applications have been built so far, a third train
schedule example has been presented, but an infinite number of appli-
cations remain that could take advantage of the TGL framework.
7.1 Successes
There have been a number of successes in this work. First and foremost,
the versatility of the TGL framework has been proven in its applica-
bility to seemingly unrelated applications, circuit design and passenger
traffic flow. Second, an interaction technique that allows users to per-
form tasks both quickly and accurately has been identified and imple-
mented. Third, the coupling of real-time simulation with problem mod-
eling and parameter modification has, at least observationally, shown
itself to be a useful paradigm for computer simulation of real-world
phenomena. Fourth, an API for networked multi-client communication
between a sensing platform and client applications has been developed
and presented. Finally, predictor algorithms that increase the respon-
siveness of slow sensing platforms has been implemented and the results
and formulas presented.
7.2 Shortcomings
Despite the many successes, there have been shortcoming as well, though
they are best thought of as opportunities for future pursuit.
More user studies needed
Though it was highly impractical to do so, a long term user study of
CircuiTUI that could quantitatively determine whether students who
had it available to them as a teaching tool learned quicker, better, or
with better retention than those who did not would have provided pow-
erful evidence toward real-time simulation workbenches for classroom
use. Similarly, a reworked version of the third user study with a more
generic application and simplified task would have provided better sup-
port for use of the blurred model of problem solving, where real-time
simulation and problem modeling are coupled.
Text entry
The TGL framework did not attempt to tackle all problems. The focus
was graph manipulation on interactive workbenches, and many other
types of interaction were not addressed. One major piece of lacking
functionality is the ability to accept text entry, a strong point of tra-
ditional computing. Though TGL allows numbers to be changed and
selections to be made from discrete lists of named choices, there is no
way to add new text labeled choices on the fly. To date, though, no
tangible interface has conquered this problem, and it may be that it
is insurmountable with pure TUI. A future combination of TUI and
tablet PC style handwriting recognition directly onto the interactive
workbench may solve this problem.
7.3 Future work
To build upon the successes of this work, more applications spanning
a variety of domains should be implemented with TGL. For wide scale
adoption of the techniques presented in this thesis, it must be recog-
nized that a general platform can be applicable to many areas and
applications, and that the wheel does not need to be continually rein-
vented.
As applications continue to be developed, new features which would
be immediately bestowed upon client applications should be developed
inside TGL as well. Examples include zooming in and out on areas of
the workspace, scrolling, and the ability to copy-paste subgraphs. As
more applications develop, additional useful and general future needs
will become clearer.
96
Appendix A
Server software architecture
This chapter presents an overview of SenseServer, the server software
acting as a bridge between sensing hardware and application programs.
It is a users manual for the SenseServer software, and also discusses the
motivation, design considerations, and the networked API for those
wishing to make compatible systems.
A.0.1 Design Motivation
The complete Sensetable system contains many pieces, as illustrated in
figure A-1. First is the Sensetable itself, which consists of three or four
sensing boards internally, depending on the application needs. Each
sensing board can independently identify nine different tags.
Physical objects containing tags are placed on the table's surface
and are used as inputs to the system. Generally they contain two
tags each, allowing orientation information to be derived in addition to
location. Ideally, the application software needs only know about its
physical objects, and not the individual tags that identify the object.
Next, there is a server computer which communicates with the sens-
ing boards through serial connections. The server's software, which is
the topic of this appendix, must control which boards to scan and which
tags to scan for on each board. It must also communicate with multi-
ple simultaneous client applications. As mentioned above, it should be
able to abstract away the individual tags before sending client-specific
data to each client application.
Finally, Internet connections are made between the server and multi-
ple clients. The clients send commands requesting updates for their var-
ious objects, and the server sends back responses regarding any changes.
The client uses this information to update its simulation program, and
projects graphical output back down onto the Sensetable, coupling the
input and output spaces.
In some cases, another applications output may be displayed a com-
puter monitor, which can be used either for debugging system health or
for displaying certain types of non-manipulatable simulation data. It is
this sort of flexibility, or the ability to quickly switch between applica-
tions, which warranted allowing the server to simultaneously maintain
multiple connections, when a much simpler architecture may otherwise
have been possible.
A.0.2 Requirements
The above system description - as well as foresight regarding possible
future changes - imposes certain requirements on the system design.
Specifically,
1. Multiple client connections must be supported. This first require-
ment is justification on its own for not allowing applications to
query the Sensetable boards directly, but rather to query the
server for data over the Internet. Some additional delay is im-
posed on the input-output loop that would not be present if the
applications were directly connected to the Sensetable boards and
performed the scanning themselves. However, because the bene-
Figure A-1: A complete Sensetable system diagram
fits gained from this flexibility are great, the delay can be toler-
ated, especially if it can be lessened or eliminated through highly
accurate prediction algorithms, the topic of Appendix B.
2. Sensetable platform technology may change, as it has done in the
past. The server must abstract away the physical implementa-
tion of the scanning mechanism from the applications so that a
future change requires updating only the server and not a large
number of individual applications. Thus, the server must main-
tain separate configuration data for each client's hardware specific
information - in this case, which tags make up objects. Com-
munication between the server and clients are about objects, not
about tags.
3. The server must be able to group certain boards together and
treat them as one. This allows an object moving across board
boundaries to continue to be detected as expected, and also allows
different regions of the table to be treated in different ways. For
example, the left three boards might be used as the simulation
area, while the rightmost board can be used for controls that
manipulate the simulation parameters. 1
Figure A-2: Logical layers of the Sensetable-server application
A.1 Adoption
The SenseServer's facility and flexibility has been proven through its
adoption by research wings of two major corporations. NTT Comware,
which is currently commercializing its own implementation of the Sensetable
platform, is making its hardware compatible with the SenseServer API.
'This also imposes another trade-off. Because the server allows the boards to
be split and grouped by different clients in any way, all boards must always be
scanning for all tags. If, on the other hand, it was known that there could only be
one instance of a certain tag on all the boards, once that tag is found on one board,
it would be unnecessary to spend time scanning other boards for it as well.
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RICOH, which is developing a very different architecture for an inter-
active table, is also implementing the SenseServer API. Thus it is very
likely that this server, its API, or some incarnation thereof, will be seen
on the interactive workbench market in the future.
A.2 Architecture: A high level view
Threading
To support the various requirements of the system, and to take advan-
tage of the fact that multiple boards can be scanned simultaneously, the
server is highly multi-threaded. There are three main threads: scan-
ning boards in parallel, talking to clients, and checking for new client
connections. The first main thread is further split into n more threads,
one for each of n physical boards. The second main thread is further
split into n threads for each of n connected clients.
A.3 Internals: The class structure
A.3.1 SenseBoard
The each SenseBoard class instance corresponds directly to a physical
Sensetable board (four are shown in figure A-1). The class keeps track
of the positions of the nine possible tags for an individual board.
A.3.2 SuperTag
A SuperTag class instance represents one or two individual Sensetable
tags, and corresponds to an object being tracked for an application.
The SuperTag class keeps track of the state of the object, as well as
whether the state has changed since the last report to its controlling
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application. The state variables include presence, position, orientation,
and button state.
A.3.3 SenseApp
A SenseApp instance represents a connection with a client applica-
tion. After reading configuration data for the application, the SenseApp
maintains a list of SuperTags associated with that application, one per
application object, and a list of boards to scan for the application.
At each update, the SenseApp checks for updates in its list of Sense-
Boards, and passes new tag data along to each SuperTag, keeping them
in sync. The SenseApp class also handles communication between the
server and its clients, sending updates whenever requested. It is also
at the SenseApp level that prediction algorithms are employed, as de-
scribed briefly in section A.4 and in detail in Appendix B.
A.4 Prediction Algorithms
Because of slow board scanning frequency and the overhead imposed
by the network, it would be insufficient to simply return the last known
values for each object when a client requests a report of object positions
and locations. Also, the threading mentioned in section A.2 has some
side-effects; because the order of events is not guaranteed, it is likely
that an application will request information about its objects in the
middle of a scan cycle when some scan data is newer than other data.
Using a mixed set of old and new data can be problematic in the
case of an object made up of two tags with different scan times. If
the application requests data at time t, and tag 1 was last scanned at
time t - 61, and tag 2 was last scanned at time t -62, then the average
of the two scanned positions (which is how the center of the object is
calculated in general) will not only lag behind the actual position, but
102
P1.5 
O2 0
1 2 T2sensed P2
0 0
P1
Figure A-3: A visualization of sensing error during puck movement. P 1 is an actual sensed location
of the puck at time t = 1. At time t = 2, the individual tags are sensed at positions Tlensed
and T 2 ,ensed. Without numerical methods, the puck location would be reported to be Pavg, the
average of these two tag locations. Notice that the puck was never at this position; the closest
position was P 1.5 . Also, by this time it is actually at position P2 .
may actually have never been on the object's path in the first place.
This is illustrated in figure A-3.
For this reason, the server keeps a history of tag positions as well
as the time when each position was recorded. With this information,
prediction algorithms such as Runge-Kutta, Kalman filtering, etc. can
be employed to estimate the location of tags at future times not yet
sensed. This allows a tag with old data to catch up with its corre-
sponding up-to-date pair tag, and also allows both tags to catch up to
the application requesting the data. The request time is used as an
input to the algorithms, and estimated positions at the current time
- based on the scans at disparate times - are returned to the client
application.
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A.5 Network API
The network API is designed to be simple, easy to implement, and easy
to debug. All data is sent in human readable text format. A single
class, TextCommand, encapsulates all data for network commands and
responses, as well as the configuration files.
A.5.1 TextCommand
A TextCommand contains a command title and version, followed and
a set of name-value pairs. The TextCommand can be marshaled and
unmarshaled to and from text, and it is the text that is sent over the
network socket connection. An example TextCommand is below.
{ "parallel-list.tc" "0.2b"
{"NUM_BOARDSTOTAL" "3"}
{"NUMGROUPSTOTAL" "1"}
{"NUMSCANSDELAY" "3"}
{"GROUP_1" "{\"GROUP_1\" \"0.2\"
{\"COUNT\" \"3\"}
{\"BOARD_1\" \"O\"}
{\"BOARD_2\" \"1\"}
{\"BOARD_3\" \"2\"}
} "}
}
In this TextCommand, the command name is ' 'parallel-list .tc,''
and the version is 0. 2b. There are four name-value pairs, NUMJBOARDS _TOTAL,
NUMGROUPSTOTAL, NUM-SCANS-DELAY, and GROUP_1. The final name-
value pair, GROUP_1, has a nested TextCommand as its value. Because
TextCommand are nestable, an arbitrary depth of complexity can be
implemented. Note that in nested TextCommands, quotation marks
are escaped to ease parsing.
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A.5.2 Configuration Files
An application configuration file contains information about the tag
makeup of each object, as well as a list of boards to scan for those
objects. An example configuration file is below.
{ "tags-boardAll.tc" "0.2b"
{"NUMBOARDS" "3"}
{"BOARD_1" "1"}
{"BOARD_2" "2"}
{"BOARD_3" "3"}
{"NUMOBJECTS" "10"}
{"OBJECT_1" "{\"GREEN\" \"O.2\"
{\"NAME\" \"B1_TAG1\"}
{\"NUMTAGS\" \"2\"}
{\"TAG_1\" \"green\"}
{\"TAG_2\" \"green\"}
{\"XOFFSET\" \"0.0\"}
{\"YOFFSET\" \"0.0\"}
{\"ROTATION\" \"0.0\"}
} "}
{"OBJECT_2' "{\"BLUE\" \"O.2\"
{\"NAME\" \"B1_TAG2\"}
{\"NUMTAGS\" \"2\"}
{\"TAG_1\" \"blue\"}
{\"TAG_2\" \"blue\"}
{\"XOFFSET\" \".0\"}
{\"YOFFSET\" \"O.\
{\"ROTATION\" \"O.O\"}
} "}
}
This is a basic configuration file used to transmit the position of
single tags, often used for debugging purposes. For this reason, both
tags listed for each object are the same. This is a degenerate case
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used for singly-tagged objects. The server assumes each object has two
tags, so for a single-tagged object, identical tags are always found to
be directly on top of each other and the average of the two identical
positions is the position itself.
An additional parameter, BUTTONTAG, can be set to 1 or 2 to specify
that a tag has a connected button. If this parameter is not specified,
button presses will still be checked for on both tags, but the possibility
of false positives is much greater.
A.5.3 Connecting
Applications connect to the SenseServer through a standard TCP/IP
socket connection, generally on port 9999. Once a connection is made, a
TextCommand must be sent to configure the server for the connecting
application. The title of the command is CONFIGURE, and there is a
single name-value pair. The name is f ilename and the value is the
name of the file on the server that contains the configuration commands.
Considerations
Another type of configuration command - one in which the applica-
tion configuration data is transfered as a TextCommand itself - is also
plausible. The configuration file is in TextCommand format, and com-
mands are nestable. The decision to not configure in this way stems
from the idea of separating the implementation of the sensing technol-
ogy from the applications themselves, as described in section A..2. By
keeping the application configuration files on the server side, a change
to the sensing platform - whether minor or far-reaching - can be
dealt with without the need to update any applications. The files can
simply be updated en-mass on the server side. Allowing applications to
fully configure themselves via a TextCommand would require that this
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part of the client application be changed should the sensing technology
change.
Poll request
Once an application has been configured, it can begin polling the server
for object status updates. This is accomplished by sending a TextCom-
mand which is empty except for the title. If a full listing of the status
of all objects present is required, the title is POLLFULLDATA. If only
an update since the last request is required, the title is POLLFORDATA.
Server response
Having received a poll request, the server will construct a TextCom-
mand response for each object present or changed. The title of each
TextCommand is the name of the object in question. An action name-
value pair specifies information regarding the presence of the object -
new if it has appeared since the last poll, update if it is not new but its
position has changed, or delete if it has been removed since the last
poll.
The other name-value pair fields are:
1. posx: the last scanned x position of the object
2. posy: the last scanned y position of the object
3. estx: the estimated x position of the object at the time of the
poll request
4. esty: the estimated y position of the object at the time of the
poll request
5. dirx: the x component of the object's direction vector at last
scan time
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6. diry: the y component of the object's direction vector at last
scan time
7. estdirx: the estimated x component of the object's direction
vector at poll request time
8. estdiry: the estimated y component of the object's direction
vector at poll request time
9. confidence: if tag distance information is given in the config-
uration file, the confidence that the object represented by two
detected tags is actually that object
10. estconfidence: same as confidence, but based on estimated
positions at the time of the poll request.
11. button: either "pressed" or "released" when the state changes
A.5.4 Inference application switching
A single Sensetable can be time-shared to support more than one appli-
cation, and the SenseServer is capable of supporting numerous simulta-
neous applications. One utility application that could be useful would
be a monitoring application that inferred, based on which detected ob-
jects had the best confidence or estconfidence as explained above.
and run that application. If that application's objects were removed
and objects for a different application were placed on the Sensetable,
their corresponding estconf idence levels would rise while those of the
first application would fall. The monitoring application could then kill
the first program and run the second. In such a scheme, the Sensetable
would be context aware and require little intervention from the user to
"do the right thing."
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Appendix B
Predictive Sensing
This chapter discusses the prediction layer of the SenseServer described
in Appendix A. The prediction layer examines a discrete number of
data points of a function y(t) within the interval [0, t] and generate an
estimate for the function y(t) at a later point in time (y(t + h)).
When the server requests a position update on behalf of a client
application, each predictor is asked to predict across a time-interval
corresponding to the time difference between the last recorded scan
and the current time.
In the following sections, the theory and implementation details for
each of prediction techniques, including Euler, Runge-Kutta, parabola
fitting, double exponential smoothing, Kalman filters, and built-in con-
straints.
B.1 Estimation Techniques
All estimation techniques treat the x and y axes independently. When-
ever a predictor needs initialization, which occurs at server startup, as
well as after the tag is reintroduced into the system after having been
removed by the user, position parameters are set to the initial position
value, and velocity values are set to 0.
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B.1.1 Euler
Euler's method is based on approximating the derivative function
f (t, yMt)) y(t + h) - y(t)h
Rewriting this equation, we see that
y(t + h) ~ y(t) + h f (t, y(t)). (B.2)
This estimate for the value of y at time t + h is based on the value at
time t and a single evaluation of the derivative function at the beginning
of the interval. Notice that Euler's method predicts a constant derivate
over the interval [t, t + h]; if y(t) is a line (with constant derivative),
then Euler's method has no error. Euler's method predicts a straight
line). If y(t) is not a line, however, then Euler's method has O(M2) error.
B.1.2 Forth Order Runge-Kutta
A fourth order Runge-Kutta technique requires five calculations to
make a prediction, but in most cases is much more accurate than Euler.
To make a prediction, an initial condition, y(t), as well as a function
representing the derivative, f(t, y(t)) = &, is required.
The Fundamental Theorem of Calculus shows that
y(t + h) = y(t) + f (T, y(r)) dT. (B.3)
Thus, we simply need to estimate the integral of f(t, y(t)) over the
interval [t, t+h]. The Runge-Kutta method is similar to Euler's method,
but differs in that it uses more information from the derivative function
than a single evaluation. The fourth order Runge-Kutta method eval-
uates the derivative function at four points along the interval [t, t + h]
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to generate the final estimate. Specifically, the algorithm calculates ki,
k2, k3, and k4:
ki = h - f(ty) (B.4)
k2= h- f(t+ - y + k) (B.5)2 2
h kk3= h f(t+ --,y- + ) (B.6)2 2
k4 = h -f(t+ h,y+ k3 ) (B.7)
These four values are then weighted and combined to form the es-
timate:
1y(t + h) = y(t) + -(ki + 2k2 + 2k3 + k4 ) (B.8)6
Runge-Kutta requires the derivative function to generate an esti-
mate. However, because the function controlling tag motion is un-
known, the derivative - instantaneous velocity - is calculated as the
difference in past recorded position with respect to time. For times for
which no data has been recorded, the velocity is estimated assuming a
constant acceleration over the time period of interest. Note that this
predictor needs two data points for initialization in order to derive the
acceleration parameter.
See Landau [12] for a more detailed explanation and analysis of the
general Runge-Kutta method for solving differential equations.
B.1.3 Parabola Fitting
This section describes the estimation technique of fitting a parabola
to the measured difference equation. This prediction method assumes
that the derivative function is quadratic, that is
f (t, y(t)) = a + bt + ct 2 (B.9)
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for some a, b, c. Referring to equation (B.3) we need to find the integral
of f(t, y(t)) over the region [t, t + h]. Symbolically, this is:
f (T, y(r)) dr = ah + bth +
1bh2
2 + ct
2 h + cth2 + 1 ch33
Although it is non-obvious, we can rewrite the integral as a weighted
sum of previous values (with appropriate weights) as follows:
J/t+hf (t, yt) = h{of[t, y(t)] + #f[x - T1 , y(t - T1 )]
+ yf[t - T 2 , y(t - r 2 )]} (B.10)
Replacing f(t, y(t)) with a+bt+ct2 and combining terms appropriately
gives:
f (t, y(t)) = ah(aO+/3+ )+bxh(a!+ +7)
+ bh2 _ - _7) + ct2h(a + 13 + -y)
h h
+ cth2(-2 Ti$/ - 2'-y)
+ ch (i )20 _ (T1)2)hi h
Solving for like terms, we see that this system of equations must be
satisfied, giving a unique solution:
1 +1/3 +1 7Y 1
0 ae 
-i #l 
-*2 y 1
0 ae +(? )2 #+(,r2)2 -Y
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Solving this system of equations, we see that
6p# + 3# + 3p + 2
6p#
3q5+2
6p(p - #)
3p + 2
60(# - p)
where p = I, and # = 1. Our prediction for y(t + h) is then given by
9(t + h) = y(t) + h{af [t, y(t)] + Of [t - TI, y(t - T1)]
+ yf[t - T2 , y(t - 72)]}.
This derivation is based on that in Gershenfeld [7, sec. 6.3], with
slight modification to account for irregular time sampling.
B.1.4 Exponential Smoothing
Exponential Smoothing is a technique commonly used for time series
in economics. A time series is a series of data with a fixed interval
between measurement updates.
Exponential smoothing calculates a weighted average of a time se-
ries, using exponentially decreasing weights. The algorithm uses a sin-
gle parameter (a - [0, 1]) to update a number. The update equation
for the smoothed value is
S. = ayn + (1 - a)S._i (B.11)
where yn is the most recently measured value. Solving this recur-
rence, we see that the smoothing value S, combines each measured
value with an exponentially decreasing weight:
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n-
Sn = a Z(1 - a)i-1 Yn-i + (1 - a)n- 2 S 2
i=1
To generate the estimation function, we first rewrite the smoothing
update function (equation B.11):
Sn = Sn-1 + a(yn - Sn-1) (B.12)
From this, we can generate an estimate
Sn+1 = Sn + a(Cn), (B.13)
where 6n is the estimation error (measured - estimated). In the absence
of information, this estimation will eventually reach a fixed value (when
en= 0). Thus, the prediction can be seen as predicting no movement
from the most recently measured value. The parameter a is used to
control the relative weighting for past measurements. When O is near
0, much less weight is given to new measurements than to the combined
value of previous measurements; when a is near 1, more weight is given
to new measurements.
B.1.5 Double Exponential Smoothing
Double Exponential Smoothing is based on single exponential smooth-
ing, but includes a 'trend' factor to account for general behavior -
whether values are increasing, decreasing, or stationary. This factor is
included by exponentially smoothing the smoothed value of the data,
with a second parameter y E [0, 1]. The equations are given by:
Sn = a yn+(1 - a)(Sn-1 + bn-1) (B.14)
bn = y(Sn - Sn_1) + (1 - y )bn_1. (B. 15)
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The estimation function is given by:
Sa- = Sn + rb, (B.16)
where -r is the number of time steps ahead to predict.
For a more detailed analysis and explanation of Exponential Smooth-
ing as used here, see Prins [20]. An alternative to this straight-forward
application is presented in LaViola [13]. This variant assumes that
the measurements fit a linear model and then smooths the parameters
(slope and offset), rather than the measurements, but it is not currently
used in the SenseServer prediction layer.
B.1.6 Kalman Filtering
Kalman filtering combines multiple measurement sources into a single
accurate prediction using an iterative least squares filter. It is often
used in state-space models of physical systems consisting of a state
vector ,, a transition matrix #, and a measurement vector z. The
state vector represents features of the system that capture the state.
For instance, in modeling a circuit, obvious state variables are voltage,
current, and their derivatives at every node.
Our model of the tag tracking system uses position and velocity as
the state vector 2. The transition matrix is defined as:
1 h
#k = (B. 17)
0 1
The measurement vector Zk consists of the measured position and the
numerically derived velocity. The measurement coefficient matrix Hk
is simply the identity matrix, because each measurement corresponds
exactly to one state. The initial state estimate to is taken as the first
recorded position and zero velocity; the initial state estimation error
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covariance matrix Po is defined as 1.OE - 30 * I.
Other parameters for the Kalman filter are the noise covariance
matrices Qk and Rk. Qk is the process noise covariance matrix, which
is the additive noise to the state vector Xk. Rk is the measurement
noise covariance matrix, which is the additive noise to the measurement
vector Zk.
The following steps are taken to produce an estimate:
1. Obtain a priori state and error estimates with the transition ma-
trix:
-= #_k1 (B.18a)
P = #k_1P_1#k- 1 + Qk-1 (B.18b)
2. Generate Kalman gain matrix
Kk = PJH[(HkP jHf+Rk>- (B.19a)
3. Correct state and error estimates
k = - + Kk(zk - Hkxk) (B.20a)
Pk = (I - KHk)Pi (B.20b)
B.1.7 Built-in constraints
All of the above estimation techniques make predictions for each tag
independently of other tags, and treat x and y coordinates indepen-
dently as well. In reality, there are constraints within our system that
can be used to produce better results than scanned data or estimated
data alone.
For example, many of the tracked objects in the system actually
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Input Count. Range St Dev
Jerky 899 395.889 13.724
Random 899 238.165 19.140
Smooth 766 312.213 18.332
Table B.1: Summary of data samples for different input data
contain two tracked RFID tags separated by some fixed distance. In
applying estimators independently each tag, it is likely that the re-
sulting locations will not satisfy this built in physical constraint. One
method of increasing the success of position prediction would be to
trust the freshest data the most, and then move the tag based on older
data toward the fresher one until the physical constraint is satisfied.
B.2 Results
To generate results, example datasets were generated to run the pre-
dictors on and against. Four main user behaviors were tested:
1. Constant movement of a tag with smooth motions
2. Constant movement of a tag with jerky motions
3. Random walk
4. Actual user motion while interacting with a client application
(CircuiTUI)
For each type of motion, five different 60-second duration logs were
recorded containing a time stamp and measurements for each scan.
These sets are the "oracle" sets, and the predictors were compare
against them.
A summary of relevant statistics is summarized in Table B.1.
Predictors were analyzed by sequentially providing the predictor
with each time stamp and recorded position from the log and requesting
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a predicted tag position at the next time stamp recorded in the oracle.
Predicted positions were compared with the recorded oracle position,
with error defined as the euclidean distance between the estimate and
the oracle position. Position and distance are in pixel units, where each
1x1 pixel corresponds to a .8x.8 mm square. Three error statistics were
used to evaluate the predictors:
Root mean squared error is the average error magnitude.
Max norm is the maximum error magnitude across all samples.
Percent better is the percentage of time samples during which the
predictor error was smaller than the error in predicting no move-
ment from the previous measurement.
Results are shown in Table B.2, Table B.3, Table B.4, and Table B.5.
Finally, with a focus on the dataset representing actual user motions,
predictors were run against each other pairwise to determine how fre-
quently one predictor predicts values closer to the oracle than another
predictor. The results from this comparison are shown in (Table B.6).
While the "max norm" statistic gives an idea of how far awry a pre-
dictor's output gets when it incorrectly predicts, the root mean squared
error and percent better than no prediction give the best measures of
overall performance. For smooth and jerky input, Runge Kutta per-
forms best, with Kalman filtering performing second best in both cat-
egories. Runge Kutta also has the lowest root mean squared error for
random and natural input, while exponential and double exponential
smoothing have best percentage improvement over no prediction at all,
respectively.
Because Runge Kutta was overall the best predictor, it is used as
the default prediction technique in SenseServer.
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Predictor Name RMSE Max Norm % better
Basic 27.896 130.196 0.00%
CEuler 22.438 338.880 94.64%
Euler 18.484 174.315 94.14%
ExpLine 24.357 117.309 65.83%
Exponential 25.461 125.426 85.76%
ExpRunge 20.995 128.349 68.84%
Kalman 18.422 174.315 94.81%
Parabolic 28.822 190.723 86.77%
RungeKutta 16,567 142.861 94.81%
Table B.2: Predictor performance on
highlighted in green.
tor T
smooth input. The best two predictors in each category are
1MSE
15.513 118.538 0.00%
14.469 129.173 29.24%
14.283 131.922 29.24%
15.325 98.728 28.12%
14.828 104-366 33.37%
23.681
28.559 224.481 23.33%
Table B.3: Predictor performance on jerky input. The best two predictors in each category (or
three, where there is a tie) are highlighted in green.
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131.922 30.80%
M\ax Norm % better
164.339 t17.5-02%W
Predictor Name RMSE Max Norm % better
Basic 30.930 18t97 0.00%
CEuler 44.926 690.740 62.53%
Euler 38.810 622.333 59.28%
ExpLine 32.889 23 72 38.70%
Exponential 303T27 235.335 63.2o%
ExpRunge 47.104 381.860 32.44%
IKalan 38.765 622.333 59.51%
Parabolic 48.273 257.089 44.74%
RungeKutta 27.256 238.575 59.28%
Table B.4: Predictor performance on random input.
highlighted in green.
The best two predictors in each category are
Predictor Name RMSE Max Norm % better
Basic 15.280 165.089 0.00%
CEuler 16.873 150.903 21.17%
Euler 17.109 .145314 23.42%
ExpLine 15.822 160.803 27A8%
Exponential 14.276 163.067 3153%
ExpRunge 20.640 129.294 11.71%
Kalman 17.037 145.314, 23.87%
Parabolic 21.324 172.069 12.61%
IRungeKutta 13.384 146.714 23.87%
Table B.5: Predictor performance on natural user application input. The best two predictors in
each category (or three, where there is a tie) are highlighted in green.
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Basic
[Basic J CEuler] Eule ExT
N/A 0.46 0.42
CEuler 2.16 N/A 0.94
Euler 2.36 1.07 N/A
ExpLine 1.11 0.49 0.47
Explunge 0.250 U . U.13 U.23 N/A U.2U U.0 U.41 U.11
Exponential 1.48 0.67 0.61 0.88 5.01 N/A 1.15 1.31 0.57
Kalman 2.06 0.44 0.39 0.83 4.08 0.87 N/A 1.08 0.39
Parabolic 1.36 0.37 0.41 0.89 2.45 0.76 0.94 N/A 0.38
RungeKutta 2.78 1.15 0.78 2.27 9.15 1.77 2.54 2.64 N/A
Table B.6: Comparison of Different Predictors. Cell Ai is the ratio of times the predictor in row i had less error than column j. E.g., a value of 2.0 means that the predictor
in row i had twice as many closer predictions than predictor j. Positive values are highlighted in green.
B.3 Considerations
In these trials, it is worth noting that comparisons were made between
oracle data, and predictions based on previous data from the oracle
set. In practice, the predictors would never be asked to estimate for
a time step as large as the elapsed time between two oracle samples.
By definition, by the time new data has been scanned, that data would
be used as a starting point for subsequent predictions. In practice, the
average time step used to request predictions is half the time used for
the trials.
To have done a more accurate test of the predictors, we would have
needed an oracle data set with samples spaced half as far apart as our
sensing technology could provide. Of course, had we had such a sensing
platform, we certainly would have used it in the first place, and would
have found ourselves in the same quandary if prediction still seemed
necessary.
The result is that the error observed in Tables B.2-B.5 would be
smaller in an actual use case than in our trials.
BA Future Work
In the current environment, computers are much faster than the sensing
technologies available. It will probably take a long time before sensing
technologies catch up to a point where numerical methods are no longer
useful for tightening the input-output loop. In fact, that may never be
the case, as there will always be a delay between recording a measure-
ment, acting on the new data, and outputting a result. It therefore
makes sense to use the spare computer cycles to help synchronize the
input to the time of the output.
A future goal - which is within reach based on this work - is to
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create a black-box library that, given measured data, would try all of
the different predictor methods, figure out which predictor works best
given the current circumstances, and return the output values of that
algorithm. In essence, this black box would perform the same work as
the predictor testbed [14], but in real-time rather than offline.
Because actual future values do get recorded at the next scan cycle,
it is easy to programmatically identify which algorithms are performing
the best. Different circumstances such as input frequency or linearity
versus nonlinearity of data can cause some algorithms to outperform
others at certain times, there is no silver bullet in choosing a predictor.
An automated selected process would ease the burden on the researcher
of having to manually implement, test, and compare each individual
predictor.
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