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V této  práci  jsou  popsány  současné  kryptografické  algoritmy,  porovnání  jejich  vlastností,  silné  a 
slabé  stránky  a  vhodné  případy  použití  jednotlivých  algoritmů. Hlavními  tématy  jsou  bezpečnost 
algoritmů,  jejich  chyby,  vylepšení  a  odolnost  proti  průnikům.  Jako  doplněk  k šifrám  je  věnována 
pozornost  i hašovacím  funkcím. Také  jsou ukázány nejběžnější metody kryptoanalýzy.  Jako použití 













weak and  strong points and  right usage of particular algorithms. The main  topics are  safeness of 
algorithms,  their bugs and  improvements and difficulty of breaching. As a complement  to ciphers 
there  are  also  hash  functions  taken  in  consideration.  There  are  also  showed  the most  common 
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Informačním  technologiím  se  podařilo  velmi  rychle  proniknout  do  všech  sfér  lidské  společnosti. 
V souvislosti  s tím  také  vyvstala  potřeba  zachování  důvěrnosti  dat.  Díky  tomu  a  novým 
technologickým možnostem  se  začaly  rozšiřovat metody  šifrování  komunikace  dříve  známé  spíše 
z diplomatických a vojenských kruhů. 
Procesu  šifrování  zpráv  se  věnuje  věda  zvaná  kryptografie  a  její  počátky  se  datují  až  do 
starověku. Samozřejmě aby byl důvod skrývat obsah zpráv, musel zde existovat někdo, komu se tyto 
informace neměly donést. Což  samozřejmě podnítilo  snahy o  rozluštění  šifer  ‐  tím byly položeny 





S využitím počítačů pro  člověka odpadá nutnost  šifrovat  zprávy  znak po  znaku,  takže běžný 
uživatel již nemusí být odborník v kryptografii a přesto je mu dána jistá záruka toho, že jeho aktivity 




Vedlejším  efektem  takto  prudkého  rozšíření  kryptografie  je množství  šifrovacích  algoritmů, 
které se najednou začaly používat. Ovšem ne každá šifra, která poskytuje velké množství klíčů, musí 
být  nutně  bezpečná.  Proto  je  cílem  této  diplomové  práce  vytvořit  přehled  aktuálně  používaných 
algoritmů, které odolávají známým způsobům prolomení, a jejichž náročnost na prolomení je závislá 




Během  této  práce  jsem  nejdříve  probral  základy  modulární  aritmetiky,  která  je  využita 
v asymetrické  kryptografii.  Tím  se  dostávám  k hlavnímu  dělení  šifrovacích  algoritmů. Nejdříve  se 
v práci  zabývám  symetrickými  šiframi  a  jejich  specifickými  vlastnostmi,  jako  jsou módy blokových 
šifer. Po  symetrických  šifrách následuje  rozbor  vybraných  asymetrických  šifer,  známých  také  jako 
šifry  s veřejným  klíčem.  Závěr  části o  algoritmech  je  věnován hašovacím  funkcím,  které nacházejí 
využití  jako  samostatný  bezpečnostní  prvek  (pro  kontrolu  integrity  dat),  jako  součást 
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kryptografických  algoritmů  nebo  také  např  jako  jeden  ze  základních  prvků  generátorů 
pseudonáhodných čísel. 
Další  část  práce  je  věnována  systémům  pro  zabezpečení  přenosu,  které  pro  svou  činnost 
kombinují několik různých druhů kryptografických algoritmů. Podrobně probírám protokol SSH, jeho 
různé verze   a algoritmy, které používá. Na základě  informací získaných při zpracovávání algoritmů 
jsem  byl  schopen  určit  algoritmy,  které  již  do  budoucna  neposkytují  požadovanou  bezpečnost. 
Podobným způsobem jsem následně zpracoval protokol SSL/TLS. 
Kromě útoků na kryptografické algoritmy  jsem do své práce také zahrnul útoky na systémy, 
které  tyto  algoritmy  využívají.  Praktická  ukázka  útoku  Man‐In‐The‐Middle  vedla  k prozrazení 
přihlašovacích informací k českému emailovému serveru centrum.cz. 






Předem  samotného  přehledu  různých  druhů  šifer  a  jich  využívajících  systémů  bych  rád  ukázal 
některé matematické  základy, které  jsou kryptografii využívány.  Informace pro  tuto kapitolu  jsem 
čerpal převážně z [46]. 
Nechť  je  okruh  definován  jako  množina  M  s binárními  opreacemi  sčítání  a  odčítání,  pak 
předpokládejme,  že  R  je  jedním  z okruhů  Ժ  (celá  čísla)  nebo  ॲ2[x]  (polynom  druhého  stupně 
s proměnnou x). Dále pak m je prvkem R. (m) resp. mR definujeme jako množinu {mx : x א R}, kterou 





തܽ ൌ ܽ ൅ ܴ݉ ൌ ሼܽ ൅݉ݔ ׷ ݔ א ܴሽ,  (2.1) 
pravidla pro sčítání a násobení jsou odvozena od těch, které platí v R: 
തܽ ൅   തܾ ൌ ሺܽ ൅ܴ݉ሻ ൅ ሺܾ ൅ ܴ݉ሻ ൌ ሺܽ ൅ ܾሻ ൅ ܴ݉ ൌ ሺܽ ൅ ܾሻ,  (2.2) 
തܽ כ   തܾ ൌ ሺܽ ൅ ܴ݉ሻ כ ሺܾ ൅ ܴ݉ሻ ൌ ሺܽ כ ܾሻ ൅ ܴ݉ ൌ ሺܽ כ ܾሻ.  (2.3) 
Fakt,  že  R/mR  je  okruh,  znamená,  že  výše  zmíněné  operace  (+)  a  (*)  jsou  na  třídách 
faktorových množin definované a splňují zákony asociativity a distributivity. 
Příklad. Uvažujme okruh R/mR = Ժ/m Ժ s modulem m = 21. Uvažujeme operaci sčítání  (+) a 
násobení  (*) pro dva páry prvků  z tohoto okruhu: 2 ൌ 23  a െ2 ൌ 19, na  kterých  si ukážeme,  že 
nezáleží který prvek z každé dvojice použijeme pro výpočet součtu a součinu. Součet bude vypadat 
následovně: 
2 ൅ െ2 ൌ 2 ൅ ሺെ2ሻ ൌ 0,  (2.4) 
nebo také můžeme počítat: 
23 ൅ 19 ൌ 23 ൅ 19 ൌ 42,  (2.5) 
což je rovno 0, protože 42  je v 21Ժ. Násobení  je stejně  jako sčítání nezávislé na prvku, který 
z vyberem z páru ekvivalentních prvků: 
2 כ െ2 ൌ 2 ൅ ሺെ2ሻ ൌ 0,  (2.6) 
což platí, protože ‐4 = 17 + (‐1) * 21, nebo 





V obou  okruzích  R  =    Ժ  a  R  =    ॲ2[x]  máme  operátor  mod  m  pro  tvorbu  nejmenší  kanonické 
reprezentace  prvku  podílu  kruhu  R/mR.  To  znamená,  že  můžeme  pracovat  s  nejmenším  nebo 
redukovaným reprezentantem ve výpočtech na R/mR. V praxi to znamená, že všechny prvky, které 
mají  po  dělení modulem m  zbytek  z  jsou  reprezentovány  pouze  tímto  z.  Operace  sčítání  (+)  a 
násobení (*) jsou definovány následovně: 
൫ሺܽ ݉݋݀ ݉ሻ ൅ ሺܾ ݉݋݀ ݉ሻ൯݉݋݀ ݉ ൌ ሺܽ ൅ ܾሻ݉݋݀ ݉  (2.8) 
൫ሺܽ ݉݋݀ ݉ሻ כ ሺܾ ݉݋݀ ݉ሻ൯݉݋݀ ݉ ൌ ሺܽ כ ܾሻ݉݋݀ ݉  (2.9) 
a dále platí, že a mod m = b mod m tehdy a právě jen tehdy, když  തܽ ൌ തܾ. Příležitostně lze také 
použít podobný binární booleovský operátor ؠ mod m. Výsledek výrazu ܽ ؠ ܾ mod m  je pravdivý 




Příklad. Použijeme operátor mod k nalezení kanonické reprezentace pro x7 v ॲ2ሾxሿ/ሺx2 ൅ x ൅
1ሻ. Nejdříve x7 vyjádříme jako (x3)2 * x a vypočteme: 
xଷ ݉݋݀ ሺxଶ ൅ x ൅ 1ሻ ൌ ൫xଷ ൅ x כ ሺxଶ ൅ x ൅ 1ሻ൯ ݉݋݀ ሺxଶ ൅ x ൅ 1ሻ  (2.10) 
ൌ ሺxଶ ൅ xሻ ݉݋݀ ሺxଶ ൅ x ൅ 1ሻ 
ൌ ൫ሺxଶ ൅ xሻ ൅ ሺxଶ ൅ x ൅ 1ሻ൯  ݉݋݀ ሺxଶ ൅ x ൅ 1ሻ ൌ 1. 
Výsledek první rovnice dosadíme do původního vyjádření x7 a následně zjistíme, že 
ݔ଻ ݉݋݀ ݔଶ ൅ ݔ ൅ 1 ൌ ሺ1ଶ כ ݔሻ ݉݋݀ ሺݔଶ ൅ ݔ ൅ 1ሻ ൌ ݔ.  (2.11) 
Postupným dělením bychom dokázali, že 
ݔ଻ ൌ ሺݔହ ൅ ݔସ ൅ ݔଶ ൅ ݔሻ כ ሺݔଶ ൅ ݔ ൅ 1ሻ ൅ ݔ,  (2.12) 
čímž potvrzujeme výsledek 
ݔ଻ ݉݋݀ ሺݔଶ ൅ ݔ ൅ 1ሻ ൌ ݔ.  (2.13) 
2.3 Prvočísla a nerozložitelné polynomy 




Teorém 1. Nechť  je (p) prvoideálem R a nechť N je rovno R/(p) – 1. Pak platí, že ܽே ൌ 1 pro 
každé  nenulové  a  א  R/(p).  Opačně  pokud  existuje  prvek  a א  R/(p)  daného  řádu  N,  pak  je  (p) 
prvočíslem. 
Dále tvrdíme, že polynom g(x)  je primitivní tehdy a právě  jen tehdy, když prvek x  je daného 
řádu N א R/(g(x)). 
2.4 Nerozložitelné polynomy 
Teď  bychom  rádi  nalezli  nerozložitelné  polynomy  nízkého  řádu  v ॲ2[x],  a  spolu  s  tím  vysvětlíme 
některé kroky pro efektivnější určení ne/rozložitelnosti polynomu. 
Stupeň 1: lineární polynomy x a x + 1 jsou nerozložitelné. 
Stupeň 2: polynom ݔଶ ൅ ݔ ൅ 1  je nerozložitelný na základě předchozího teorému a  faktu, že 
ݔ, ݔଶ ൌ ݔ ൅ 1 a ݔଷ ൌ 1. Na druhou stranu je jasně vidět, že jediní další kandidáti: ݔଶ, ݔଶ ൅ ݔ a ݔଶ ൅
1 ൌ ሺݔ ൅ 1ሻଶ jsou rozložitelní. 
Lemma 2. Pokud je f(x) polynom, pak platí, že f(x) mod (x – a) = f(a), konkrétně pak ݂ሺݔሻ  ൌ





ݔଷ ൅ ݔ ൅ 1 
ݔଷ ൅ ݔଶ ൅ 1 
a tyto polynomy jsou nerozložitelné, protože nemají žádného lineárního činitele. 
Stupeň  4:  Nejdříve  vyloučíme  ሺݔଶ ൅ ݔ ൅ 1 ሻ ൌ ݔସ ൅ ݔଶ ൅ 1,  tj.  jediný  polynom  čtvrtého 
stupně,  který  je  dělitelný  nerozložitelným  polynomem  druhého  stupně.  Každý  další  rozložitelný 
polynom  tedy  musí  mít  dělitele  prvního  stupně  a  aplikujeme  lemma  abychom  zúžili  seznam 
nerozložitelných polynomů na: 
ݔସ ൅ ݔଷ ൅ 1, ݔସ ൅ ݔ ൅ 1, ݔସ ൅ ݔଷ ൅ ݔଶ ൅ ݔ ൅ 1. 
Stupeň 5: Stejně  jako pro polynomy  čtvrtého stupně,  i zde vyloučíme polynomy s dělitelem 
druhého stupně: 
ሺݔଶ ൅ ݔ ൅ 1 ሻሺݔହ ൅ ݔ ൅ 1 ሻ ൌ ݔହ ൅ ݔସ ൅ 1  (2.14) 





ݔହ ൅ ݔଷ ൅ 1,  ݔହ ൅ ݔଶ ൅ 1,  
ݔହ ൅ ݔସ ൅ ݔଷ ൅ ݔଶ ൅ 1,  ݔହ ൅ ݔସ ൅ ݔଷ ൅ ݔ ൅ 1, 
 5 ൅  4 ൅  2 ൅  ൅ 1,   5 ൅  3 ൅  2 ൅  ൅ 1. 
2.5 Polynomy dělení kruhu (z ang. cyclotomic 
polynomials) 
V  předchozí  části  bylo  ukázáno,  že  existuje  šest  nerozložitelných  polynomů  pátého  řádu.  Pro 
porozumění  nerozložitelným  a  primitivním  polynomům  nejdříve  představíme  polynomy  dělení 
kruhu. 
Definice. Polynomy dělení kruhu ΦN(x) jsou definovány jako:  (2.16) 
  ݔே െ 1 ൌෑΦ୫ 
௠ |ே 
ሺݔ ሻ. 
Příklad. Pro ukázku,  jak nám  tato  informace slouží pro definování polynomů dělení kruhu si 
ukážeme několik příkladů: 
Φ1ሺݔ ሻ ൌ ݔ െ 1  (2.17) 
Φ2ሺݔ ሻ ൌ ݔ ൅ 1  (2.18) 
Φ3ሺ ݔሻ ൌ  ݔ2 ൅ ݔ ൅ 1  (2.19) 
Φ4ሺݔ ሻ ൌ ݔ 2 ൅ 1  (2.20) 
Φ5ሺݔ ሻ ൌ  ݔ4 ൅  ݔ3൅  ݔ3 ൅ ݔ 
2
൅  ݔ ൅ 1  (2.21) 










߮ ሺܰ ሻ ൌ ෑ ݌  ௥ି1
௣ೝ  ||ே 
ሺ݌ െ 1ሻ, 









Důsledek  5.  Polynom  dělení  kruhem  ΦN(x) א  ॲ 2[x]  pro  N  =  2௡
 െ 1  je  součin  různých 
primitivních polynomů n‐tého stupně. 
Příklad. Výše  jsme zjistili, že existuje šest nerozložitelných polynomů pátého stupně v   ॲ2[x]. 
Protože ܰ ൌ 25 െ 1 ൌ 31, což je prvočíslo, každý nerozložitelný polynom pátého stupně je prvočíslo. 
Protože  stupeň  Φ31(x)  je   ሺ31ሻ ൌ 31 െ 1 ൌ 30,  mohli  jsme  rovnou  určit,  že  existuje  přesně  šest 
primitivních a nerozložitelných polynomů pátého stupně. 
2.6 Linear Feedback Shift Registr  keystreamy 
LFSR  je posuvný registr,  jehož vstupní bity  jsou výstupem  funkce  jeho aktuálního stavu. S použitím 
primitivního  polynomu,  kdy  se  perioda  výstupní  sekvence  s délkou   ܰ ൌ 2௡  െ 1  a  zvyšujícím  se  n 
zvětšuje exponenciálně,  je možné dosáhnout  sekvencí  s  velmi dlouhou periodou. Navíc může být 
LFSR výpočetně efektivnější s použitím primitivních polynomů s některými koeficienty nulovými  (z 
ang. sparse primitive polynomial) jako např.: 
14:  ݔଵସ ൅ ݔ଻ ൅ ݔହ ൅ ݔଷ ൅ 1 
15:   ݔ15 ൅  ݔ5 ൅  ݔ4 ൅  ݔ2 ൅ 1 
16:  ݔ 16 ൅ ݔ 5 ൅ ݔ 3 ൅ ݔ 2 ൅ 1 
17:   ݔ17 ൅ ݔ 3 ൅ 1 


















Později  se v Řecku objevily  šifry  již  založené na mechanických  zařízeních, algoritmech  či kódových 
tabulkách. Mezi jednu z nejstarších mechanických šifrovacích pomůcek patří skytála – dřevěná tyč o 





Jako  další  alternativa  se  ve  starém  Římě  objevila  substituční metoda,  první  takovou  byla 
Caesarova  šifra.  Zde  bylo  každé  písmeno  zprávy  posunuto  o  3  pozice  v abecedě  dál  [1].  Počet 
možných klíčů v této šifře  je velmi malý  (konkrétně vždy o  jeden menší než počet písmen použité 
abecedy), takže v dnešní době tato šifra rozhodně nenajde  bezpečné uplatnění. Nicméně princip, na 





Od  starověku  po  středověk  kryptografie  v západním  světě  stagnovala,  používaly  se  převážně 
jednoduché  substituční  šifry.  Pokud  například  ve  středověku  chtěl  pán  před  svým  služebnictvem 
něco skrýt, nemusel používat příliš sofistikované metody, už jen proto, že úroveň gramotnosti mezi 
prostým  lidem  nebyla  příliš  vysoká.  Pokud  tedy  již  dotyční  uměli  číst,  jednoduché  šifry,  jako 
například Caesarova, často stačily na ochranu informace před nežádoucími čtenáři.  
V arabském  světě  té  doby  se  ovšem  vytvořily  velmi  vhodné  podmínky  pro  vznik  celého 
vědního oboru kryptoanalýzy. Díky úrovni matematiky, statistiky a  jazykovědy si začali místní vědci 
všímat  jazykových  chrakteristik. Ve  zdejších  teologických  školách  se hlavně do hloubky  studoval a 
rozebíral Korán, kde začly být zřetelné statistické rozdíly v četnosti nejdříve celých slov, později byly 





a mít  k dispozici  dostatečně  dlouhý  libovolný  text  ve  stejném  jazyce.  Z tohoto  libovolného  textu 
nejdříve vytvoříme pořadí četnosti jednotlivých písmen daného jazyka. Poté jim začneme přiřazovat 
symboly  s podobnou  četností  ze  šifrované  zprávy. Pokud  se nám  tak podaří určit význam alespoň 
některých symbolů ve zprávě, je velká šance, že takto odkryjeme celý šifrovaný text. 
3.3 Vigenerova šifra 
V případě  Caesarovy  šifry  šlo  o  monoalfabetickou  substituci,  protože    byla  použita  jen  jedna 
abeceda. Navzdory  její  jednoduchosti byla  ve  středověku hojně  využívána,  jen  kromě obyčejného 
posunu písmen bylo přidáno  i  jejich přeházení, než  její  slabiny poměrně drasticky demonstrovala 
poprava Marie  Stuartovny. V té  době  už  bylo  kryptografům  jasné,  že  je  potřeba  přijít  s mnohem 





použité  abecedy  střídaly.  Při  použití  dvou  abeced  (každá  z nich  vytvořená  permutací  původní 




tak dále. Užitečnou vlastností  tohoto způsobu  šifrování  je  to,  že stejné písmena otevřeného  textu 
mohou  mít  přiřazeny  různé  symboly  v šifrované  textu.  Pravděpodobnost  různé  reprezentace 
stejných  písmen  se  zvyšuje  s počtem  použitých  abeced  a  podstatně  znesnadňuje  prolomení  šifry 







Alberti  sice  objevil  šifru  obrovského  významu,  nicméně  ji  nedotáhl  do  konce.  V jeho  práci 
pokračovali Johannes Trithemius, Giovanni Porta a hlavně Blaise de Vigenere, který, po prostudování 
prací  svých  předchůdců,  dovedl  tento  způsob  šifrování  do  konečné  podoby  silné  šifry,  která  pak 








Aby  byla  zpráva  zpětně  rozluštitelná,  je  nutné  řádek,  ze  kterého  bude  vybrán  symbol  pro 
nahrazení původního písmena, vybírat podle nějakého vzoru. Tím vzorem je klíčové slovo, na kterém 
se  musí  obě  komunikující  strany  předem  dohodnout.  Pro  názornost  tuto  techniku  přiblížím  na 
jednoduchém příkladu.  





Klíčové  slovo  jsem opsal  tolikrát,  jaký  je počet  znaků otevřeného  textu. Ke  každému  znaku 
otevřeného  textu  jsem  pak  vyhledal  písmeno  klíče,  které  udává  použitý  řádek  čtverce.  V daném 
řádku jsem pak už jen vyhledal náhradu za šifrovaný znak otevřeného textu. 
Na tomto příkladu je dobře vidět, jak je řešena ochrana proti frekvenční analýze. Díky použití 
několika  různých  abeced  (v našem příkladu  sedm) může být  jeden  znak  zakódován náhodně  více 
různými způsoby. Stejně tak více výskytů jednoho znaku v šifrovaném textu může mít více významů. 
Tato mnohoznačnost  velmi  znesnadňuje  kryptoanalýzu  a  prakticky  vylučuje možnost  úspěšného 






Tato  šifra  zůstala  neprolomena po  bezmála  300  let.  Teprve  až  v druhé  polovině  19.  století 
navrhl  pruský  major  Kasinski  metodu  na  její  prolomení.  Její  princip  spočíval  v nalezení  délky 
klíčového slova pomocí opakujících se dvojic znaků. Jakmile útočník zjistí délku klíčového slova n, tak 













Aby  opravdu  nebylo  možné  takto  šifrované  zprávy  rozluštit,  kadždý  klíč  bylo  možno  použít 
maximálně  jednou,  čímž dále  stoupá množství  klíčů,  které  je potřeba bezpečně přenést. Poslední 
vlastnost klíče byla z hlediska realizce tehdy nejnáročnější a jednoduchou záležitostí to není ani dnes 
–  klíč musí  být  absolutně  náhodný.  Proto  se  při  použití  generátorů  pseudonáhodných  čísel  pro 
tvorbu klíčů  nejedná o pravou Vernamovu šifru [6]. 
Výše popsaný systém byl v minulosti pouze několikrát uveden do praxe, jako jeden příklad za 
všechny  jmenujme  spojení  tzv.  horkou  linkou mezi  hlavami USA  a  SSSR.  Přes  velvyslanectví  byly 
vyměňovány pásky s klíči, které byly ihned po použití zničeny. Ovšem s nárůstem objemu přenášené 
komunikace docházelo k porušování  zásady o maximálně  jednom použití klíče a místo náhodných 
dat,  se  začaly  používat  generátory  pseudonáhodných  čísel.  Takový  generátor  byl  zabudován  ve 






účelu  se  ukázaly  býti  velmi  vhodné  stroje,  které  poskytovaly  automatizaci  některých  časově 
náročných úkonů. Nové technologie díky tomu našly velké využití v období světových válek a během 
takzvané  studené  války.  V souvislosti  s automatizací  šifrování  na  tomto  místě  nelze  nezmínit 
německý šifrovací stroj Enigma. 
Tento  přístroj  byl  patentován  v roce  1918  německým  vědcem  jménem  Arthur  Scherbius. 
Základní myšlenka spočívala v několikanásobné  substituci  znaků, aby  se  tak zvětšil počet možných 
abeced.  Za  tímto  účelem  používala  Enigma  3  rotory,  které měly  uvnitř  pevně  spojené  vstupní  a 
výstupní kontakty a šifrované písmeno se tak s každý průchodem rotorem změnilo. Pořadí rotorů už 
ovšem pevně dané nebylo a dále tak zvětšovalo množinu klíčů. Jako další vylepšení pak byl zvětšen 
počet  rotorů  na  pět,  z nich  pak  byly  tři  vybrány  k šifrování.  Za  účelem  nasazení  pro  vojenské 
zpravodajství byla dále  zvětšována  kryptografická  síla  stroje – přidání  reflektoru  způsobilo  změnu 
znaku  příchozího  z nejlevějšího  rotoru  a  tento  nový  znak  opět  procházel  všemi  rotory,  kde  byl 
měněn.  Po  každém  zašifrovaném  písmenu  se  první  rotor  pootočil,  když  došel  na  zarážku  (jejíž 
nastavení bylo součástí klíče), tak se pootočil i druhý rotor, taktéž třetí když došel na zarážku i druhý. 
Pak zde byla deska se spoji, kde bylo propojeno deset dvojic písmen, která byla prohazována. 











Ačkoli by bylo pro útok  typu hrubou  silou vyzkoušet  i na dnešní poměry enormní množství 









její  další  aplikaci  převážně  do  softwarového  a  hardwarového  vybavení  počítačů,  případně 
specializovaných  zařízení. Proto  je dnes hlavní úlohou  lidského  faktoru  v procesu  šifrování hlavně 
ověření  kontrolních  údajů  jakými  je  např. platnost  certifikátu,  kterým  se  identifikuje  odesílatel  či 
příjemce  zprávy. Otrocké  šifrování  zprávy  znak po  znaku  již má na  starosti elektronika, která  tuto 
















zvládne  v průměru  za 7 dní,  takže použití  takto  krátkého  klíče  již není bezpečné.  Současně  tvůrci 
Copacobany tvrdí, že tento přístroj je schopen efektivně prohledávat stavový prostor až do velikosti 
264. 
Naproti  tomu  asymetrické  šifry  používají  dva  různé  klíče.  Jakmile  je  zpráva  zašifrována 
libovolným  z této dvojice  klíčů,  lze  ji dešifrovat pouze druhým  klíčem. Tyto  šifry  jsou  založeny na 
problému faktorizace velkých čísel (RSA) nebo nalezení diskrétního logaritmu (Diffie‐Hellman), takže 
délky  jejich klíčů bývají 1024 bitů a výše. Právě problém  faktorizace  je považován za NP problém, 
který neumíme řešit v polynomiálním čase. 
V třetí  části  této kapitoly  se  zabývám kryptografickými hašovacími  funkcemi. Nejsou  to  sice 
šifrovací  algoritmy,  nicméně  jsou  s nimi  těsně  spjaty  a  jejich  funkce  je  podobná.  Od  šifrovacích 
algoritmů se nejvíce liší tím, že jejich proces zpracování dat má být nevratný. 
4.1 Symetrické šifry 
Symetrické  šifry  se  dále  dělí  na  blokové  a  proudové.  Jejich  rozdíl  spočívá  v různém  zpracování 
vstupních dat. Blokové šifrovanou zprávu rozdělí do bloků, se které postupně šifrují. Proudové šifry 








na  sobě,  pouze  podle  klíče,  vylepšením  pozdějších  bylo,  že  vždy  následující  blok  byl  šifrován 
s použitím  hodnot  klíče  a  předešlého  zašifrovaného  bloku,  jen  pro  první  blok musí  být  nastaven 
inicializační  vektor,  který  plní  funkci  předchozího  bloku.  Pro  samotné  šifrování  se  pak  používají 
funkce, které provádějí substituci znaků, tzv. S‐boxy, a funkce, které provádějí jejich permutace, tzv. 
P‐boxy. Pro kvalitu  celého algoritmu  je pak  životně důležité, aby  tyto  funkce neobsahovaly  žádné 
slabiny, to by podstatně snížilo bezpečnost daného algoritmu. Blokové šifry se používají ve čtyřech 
možných režimech, které jsou popsány níže, informace o nich jsem čerpal z [43]. 









ECB  je  základní  mód  blokových  šifer  –  plaintext  je  rozdělen  do  bloků,  které  jsou  následně 




Vstup:  k‐bitový klíč         K 
 n‐bitové bloky plaintextu       M = M1 M2 … Mt 
Algoritmus:          Cj = EK (Mj) 
Výstup: n‐bitové bloky šifrovaného textu   C = C1 C2 ...Ct 
ECB Dešifrování: 
  Vstup:  k‐bitový klíč         K 
    n‐bitové bloky šifrovaného textu  C = C1 C2 ...Ct 











V tomto  módu  je  před  samotným  procesem  šifrování  každý  blok  plaintextu  XORován  
s předcházejícím  blokem  šifrovaného  textu.  Pro  zašifrování  prvního  bloku  zprávy  se  používá 
inicalizační vektor (IV), což může být číslo náhodné, pseudonáhodné nebo nějaká jiná hodnota, která 





Vstup:  k‐bitový klíč         K 
 n‐bitový inicializační vektor      C0 
 n‐bitové bloky plaintextu       M = M1 M2 … Mt 
Algoritmus:          Cj = EK (Cj‐1 ْ Mj) 
            kde ْ je logický operátor XOR 
Výstup: n‐bitové bloky šifrovaného textu   C = C0 C1 ...Ct 
CBC Dešifrování: 
Vstup:  k‐bitový klíč         K 
 n‐bitové bloky šifrovaného textu     C = C0 C1 ...Ct 















běžné  algoritmy blokových  šifer. V  vznikl  z potřeby  šifrování bloků,  které  jsou menší než  velikost 
bloku,  se  kterou  pracuje  vybraný  alogritmus.  Pracuje  podobně  jako  předchozí  CFC  –  výstup  po 
šifrování bloku je použit pro šifrování bloku následujícího. Inicializační vektor naplní posuvný registr 
a  je  za pomocí primárního  klíče  zašifrován  vybraným algoritmem. Výstup  této operace  je  subklíč, 






Vstup:  k‐bitový klíč         K 
 n‐bitový inicializační vektor      I1 




 r‐bitové bloky plaintextu       M = M1 M2 … Mt 
Algoritmus:          Cj = Mj ْ Lr (Ek (Ij)) 




Vstup:  k‐bitový klíč         K 
 n‐bitový inicializační vektor      I1 
 r‐bitové bloky šifrovaného textu     C = C0 C1 ...Ct 





1) Pro dva  identické bloky plaintextu,  jsou při použití  stejného  klíče  a  různého  IV  vytvořeny 
různé bloky šifrovaného textu. 
2) Protože  blok  šifry  Cj  je  závislý  na  předchozích  blocích  plaintextu  M1,  ...,  Mj‐1,  je  nutné 
zachování pořadí bloků. 
3) Chyba v bloku šifry Cj způsobí nekorektní dešifrování následujících n/r bloků. Tato chyba se 
v bloku Mj objeví na stejné pozici  jako  je v bloku Cj a v následujících blocích  jako důsledek 
posunu r‐bitového bloku v registru. 
Output Feedback Mode (OFB) 
V tomto  módu  je  již  bloková  šifra  použita  k vytvoření  synchronní  proudové  šifry.  Stejně  jako 
v předchozím případě  je  i  zde posuvný  registr, pro  jehož naplnění  se nepoužívají bloky plaintextu. 
Nejdříve  je  naplněn  inicalizačním  vektorem,  který  je  poté  zašifrován  vybraným  algoritmem. 
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Vstup:  k‐bitový klíč         K 
 n‐bitový inicializační vektor      I0 
 r‐bitové bloky plaintextu       M = M1 M2 … Mt 
Algoritmus:          Ij = EK (Ij‐1) 
            Cj = Mj ْ Lr (Ij) 
Výstup: r‐bitové bloky šifrovaného textu   C = C0 C1 ...Ct 
OFB Dešifrování: 
Vstup:  k‐bitový klíč         K 
 n‐bitový inicializační vektor    I0 
 r‐bitové bloky šifrovaného textu   C = C0 C1 ...Ct 















jako  Feistelova  síť),  jejíž princip  využívají  také další  algoritmy. Proto  zde podrobněji  vysvětlím  jak 
funguje. 















Z Feistelovy  šifry  použité  Feistelem  v algoritmu  Lucifer  se  vyvinul  DES  (Data  Encryption 
Standard), který byl v pozdějších  letech nahrazen standartem AES (Advanced Encryption Standard). 




















Vznikl  v roce  1996  a  jeho  autory  jsou Carlisle Adams  a  Stafford  Tavares.  Je používán  v některých 
verzích PGP a GPG a stavbou je podobný šifře Blowfish, také používá Feistelovu šifru, S‐boxy závislé 
na klíči a neinvertibilní funkci F. První verzí byl CAST‐128, který měl délku bloku 64 bitů a klíč mohl 





úspěšný  za  použití  velmi  krátkého  klíče.  Za  zmínku  stojí  také,  že  tento  algoritmus  byl  jedním 
z kandidátů na AES, ale nedostal se do užšího výběru [106]. 
4.1.1.5 CMEA 
Algoritmus  vyvinutý  v roce  1991  Asociací  pro  telekomunikační  průmysl  (Telecommunications 
























DEAL‐128,  DEAL‐192  a  DEAL‐256.  Pro  první  dvě  verze  je  doporučení  provést  s každým  blokem 
alespoň 6 kol šifrování, pro DEAL‐256 je doporučených alespoň 8 kol. 




















protějšky  spolu  s možností  volby  klíče,  poté  lze  za  pomocí  diferenciální  kryptoanalýzy  prolomit 
redukovanou verzi této šifry [12]. 
4.1.1.10 IDEA 
Pochází  ze  Švýcarska  a  poprvé  byla  popsána  v roce  1991.  Jejími  autory  jsou  Xuejia  Lai  a  James 
Massey. Původně byla navržena jako náhrada za dosluhující DES standart. 











slabých klíčů  (její velikost  je 251), která ovšem díky  celkovému počtu možných klíčů  (2128) nemůže 
celou  šifru  znatelně ohrozit  [11]. Také  je  známá  její odolnost  vůči diferenciální  kryptoanalýze. Při 
úspěšných experimentech o prolomení této šifry bylo nutno zredukovat počet kol při šifrování bloků. 




verze  LOKI byla  rychle prolomena  (bylo ukázáno,  že počet  klíčů pro prohledání při útoku hrubou 
silou  se dá  redukovat na  256). Proto byla uvedena nová  verze pod názvem  LOKI91,  která ovšem 




Jedna  z prvních  moderních  šifer,  navrhl  ji  Horst  Feistel  v 60.  letech  a  jako  první  implementuje 
Feistelův princip. Během let se objevilo několik verzí, ale dnes již žádná z nich není bezpečná. 
4.1.1.13 MacGuffin 




Na konci každého kola se provede  rotace  tak, že nejlevější  subblok  se  stane nejpravějším. Během 
šifrování  se  s každým  blokem  provede  32  takovýchto  kol.  Podle  autorů  je možné  používat  skoro 
jakoukoli  délku  klíče  a  počet  kol,  ale  jako  standartní  hodnoty  doporučují  128  bitový  klíč  a  výše 
zmíněných 32 kol [13]. 





Tento  algoritmus byl příspěvkem  firmy  IBM do  soutěže o AES.  Tato  šifra  těží  ze  stále  rostoucího 
výpočetního  výkonu  počítačů,  a  tak  používá  snad  všechny  možné  kryptografické  techniky 






Algoritmus  vyvinutý  firmou Mitsubishi  Electric  v roce  1995  a  je  navržen  tak,  aby odolal  lienární  i 












ze  společnosti  RSA  Data  Security,  Inc.  Šifra  jako  taková  není  patentována,  ale  je  obchodním 
tajemstvím společnosi RSA Data Security, Inc., nicméně její kód byl zveřejněn na jednom z diskuzních 
















provedlo  prolomit  REDOC‐II,  který  s  každým  blokem  provedl  jen  jedno  kolo  šifrování,  tak  10  kol 
šifrování  každého  bloku  je  zatím  stále  nepřekonaná  ochrana  a  tento  algoritmus  je  považován  za 
bezpečný.  

















O  kvalitě  této  šifry  hovoří  i  její  status  nového  amerického  standartu  pro  šifrování  dat. 
Zajímavostí také je, že autoři zavrhli patentování algoritmu nebo jeho implementace. 
4.1.1.21 Safer 


















6.  kola  šifrování  každého  bloku.  Proto  se  doporučuje  použití  nejméně  8  kol,  nicméně  v  [23]  již 
používání  tohoto  algoritmu  nedoporučují.  Díky  tomu,  že  tento  algoritmus  inspiroval  i  tvůrce 
Rijndaelu, je tento útok účinný i na Rijndael. 
4.1.1.24 Skipjack 
Algoritmus  vyvinutý americkou Agenturou pro národní bezpečnost  (NSA),  který byl po několik  let 
udržován  v tajnosti.  Jeho  zvláštností  je  použití  dvou  druhů  iterací  šifrování  –  tzv.  A‐iterace  a  B‐






velikosti 256 bitů. Šifra Twofish  je specifická svými S‐boxy závislými na klíči, z klíče  je  totiž použita 
polovina bitů pro kódování a druhá polovina pro úpravu S‐boxů [113]. 





Proudové  šifry,  jak už název napovídá, nerozdělují  šifrovaný  text na bloky, ale  zpracovávají  jej po 
jednotlivých znacích. Většinou tak, že jej podle dané funkce kombinují s klíčem. Již ze své podstaty se 
tak hodí nejlépe pro šifrování nějakého nepravidelného toku dat, jakými jsou např telefonní hovory. 
Tyto  šifry mohou  být  zastoupeny  také  blokovými  šiframi,  které  ovšem  pracují  v CFB módu  –  ten 














Vytvořen  v roce 1992 Rogawayem Coppersmithem  za účelem  získání  rychlé  softwarové proudové 
šifry. I po 10 letech existence byla stále nejrychlejší proudovou šifrou – při kódování provádí pouze 5 
instrukcí  na  byte.  Díky  tomu  se  hodí  například  pro  šifrování  obsahu  disku  nebo  pro  podobné 
aplikace, kde  je potřeba přistupovat k datům uprostřed proudu. Ovšem ve  [27]  je popsán  způsob 
útoku na poslední verzi 3.0. 
4.1.3 Shrnutí vybraných algoritmů symetrických šifer 
V této  části  provádím  sumarizaci  vlastností  jednotlivých  algoritmů  spolu  s hodnocením  vhodnosti 
jejich dalšího využití. Pro tento účel se mi jevilo jako nejvhodnější použití tabulky, kde budou veškerá 





Jak  jsem  již  popsal  v úvodu  kapitoly,  tyto  šifry  pracují  se  dvěma  druhy  klíčů.  Každý  účastník 
komunikace má  jeden klíč soukromý, který  je tajný a majitel ho musí chránit před kompromitací, a 
druhý veřejný, který může někde vystavit. Základem použití asymetrických  šifer  je  fakt,  že použití 





Zpráva  je nejdříve zpracována hašovací  funkcí  (ty budou probrány v další kapitole) a  její haš 
hodnota  je podepsána privátním klíčem odesílatele,  čímž  je  zajištěna autenticita  zprávy. Hašovací 




Ten  nejdřív  pomocí  svého  privátního  klíče  dešifruje  zprávu,    pak  vypočte  její  haš  a  tu  porovná 
s přijatou hodnotou dešifrovanou pomocí veřejného klíče odesílatele. 





symetrické  šifry  veřejným  klíčem  druhé  strany mám  jistotu,  že nikdo  jiný než příjemce  tato data 
















































the‐middle.  Možným  vyřešením  tohoto  problému  by  bylo  podepsání  subklíčů  gSA  a  gSB.  Pro 
bezpečnost algoritmu  je  také důležitá  správná volba základu g,  ten by měl být prvočíslo nebo mít 












Pro  vytvoření  digitálního  podpisu  pomocí  DSA  je  zapotřebí  mít  množinu  doménových 
parametrů  (hodnoty  pro  p, q, g,  volitelně  také  domain_parameter_seed  a  counter, 
jejichž význam  je vysvětlen níže), privátní klíč x, klíč  zprávy k  (náhodné  číslo unikátní pro každou 
zprávu),  hašovací  funkci  a  data,  která  mají  být  podepsána.  Tato  podepsaná  data  jsou  pak 














• k  –  tajná  hodnota  unikátní  pro  každou  zprávu,  tzv.  klíč  zprávy  (nebo  také  NONCE 
z ang. Number‐used‐ONCE), vytvořena náhodně nebo pseudonáhodně. 



















V [83]  probírají  Dr.  Klíma  a  Dr.  Rosa  možnosti  napadení  této  šifry.  Uvažovaný  útok  není 
postaven  na mezeře  v algoritmu,  ale  na možných  problémech  v jeho  implementaci.  Speciálně  se 
zaměřuje na metodu generování klíče zprávy k, který musí zůstat utajený. Jak lze vidět z rovnice ve 4. 
kroku podpisu  zprávy,  znalost  tohoto klíče útočníkovi umožnňuje  získat privátní klíč  jednoduchým 
výpočtem. 
Další  bezpečnostní  riziko  popsané  v  [83]  představuje  i  jakákoli  chyba  v generátoru 
pseudonáhodných  čísel, který generuje k. Pokud by útočník mohl generátor ovlivnit, aby hodnota 






















Hašovací  funkce  jsou  jednosměrné  funkce,  jejichž použití umožní  z  jakkoli dlouhého  řetězce dat x 
vytvořit řetězec přesně stanovené délky y = f(x). Jejich jednosměrnost spočívá ve faktu, že pro dané 
y je výpočetně příliš náročné nalezení vstupní hodnoty x. Příkladem takovéto jednocestné funkce je 







=  f(y).  Podle  [90]  je  dodržení  této  podmínky  nazýváno  bezkolizností  prvního  řádu.  Kromě  kolizí 
prvního  řádu  je  v praxi  důležitější  dodržení  podmínky  o  problému  nalezení  kolize  druhého  řádu. 
V této  situaci  neznáme  původní  zprávu  x,  pouze  výsledek  hašovací  funkce  h(x)  a  naším  cílem  je 
nalézt  y, pro  které platí opět  kolizní  vztah  f(x) =  f(y). Dodržení  těchto dvou  vlastnostní umožňuje 
schématu  elektronického  podpisu  používat  pro  podepsání  pouze  haš  zprávy,  která  je  mnohdy 







Bezpečnost  hašovacích  funkcí  je  podobně  jako  u  symetrických  šifer  ovlivněna  počtem 
možných  stavů,  jakých může haš nabývat. Mějme např.  často  využívanou  funkci  SHA‐1,  která má 
délku haše 160 bitů. V takovém případě existuje 2160 možných haší. O haš funkci, pro kterou můžeme 
nalézt  kolizi  se  stejnou  složitostí  jako  počet možných  haší,  tvrdíme,  že  je  bezpečná.  Zde  ovšem 
vstupuje  do  hry  narozeninový  paradox  popsaný  v kapitole  věnované  útokům  na  kryptografické 
algoritmy. Ten nám  říká, že s 50% pravděpodobností nalezneme kolizi už při 2D/2 pokusech, což by 








nalezen  efektivní  algoritmus  nalezení  kolizí,  to  přímo  nebrání  ve  využití  v různých  generátorech 
pseudonáhodných  čísel  (momentálně  nejsou  známy  útoky  na  generátory  pseudonáhodných  čísel 
využívající kolizí v hašovacích funkcí, ale pokud je to možné, je samozřejmě vhodné takovéto funkce 
v generátorech vyměnit za bezpečnější verze). Avšak  jejich použití např. pro elektronický podpis  je 
krajně  nevhodné,  neboť  je  tím  dokázáno,  že  lze  vytvořit  dvě  různé  zprávy  se  stejným,  platným 
podpisem. 
Základem dnešních hašovacích funkcí  je Damgard–Merklův princip  iterativní hašovací  funkce 
s využitím  kompresní  funkce.  Princip  této  funkce  (podle  [90])  je  následující.  Kompresní  funkce 
zpracuje blok zprávy mi a výsledkem této operace je tzv. kontext (Hi). Tento kontext následně tvoří 
jeden  ze  vstupů  pro  kompresi  následujícího  bloku  zprávy.  Tato  iterativní  konstrukce  je  popsána 
vztahy: 
ܪ଴ ൌ ܫܸ  (4.4) 
ܪ௜ ൌ ݂ሺܪ௜ିଵ,  ݉௜ሻ  (4.5) 
Protože délka  kontextu Hi  zůstává pořád  stejná,  ale na  vstupu má  funkce dva parametry o 




2) Bezkoliznost  kompresní  funkce  nemusí  nutně  znamenat  bezkoliznost  celé  hašovací 
funkce. 
3) Ovšem pro Damgard–Merklovu konstrukci bylo dokázáno, že bezkoliznost kompresní 





vytvářených  systémech  již  není  používán.  Je  to  jeden  z mnoha  algoritmů  vytvořených  Ronem 




Délka  jeho  haše  je,  v porovnání  s novějšími  funkcemi  pouze,  128  bitů,  prakticky má  tedy 
složitost 264  (podle narozeninového paradoxu). V  [91]  je popsáno,  jak MD5 upravuje délku zprávy 
tak, aby byla násobkem 512. Doplnění probíhá vždy  (ikdyž  zrovna platí,  že délka L  zprávy M L(M) 




Následně  je  inicializován zásobník pro 4 slova A, B, C, D  (přesné  inicializační hodnoty  jsou v 
[91])  a  celý  systém  je  připraven  pro  provední  čtyř  kol,  kdy  v každém  z nich  provede  16  výpočtů 
vybrané funkce. V každém kole je v hlavní rovnici výpočtu použita jedna funkce z níže uvedených (v 
každém kole je 16x použita jedna rovnice): 
• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ר ܥሻ ש ሺ൓ܤ ר ܦሻ  (4.6) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ר ܦሻ ש ሺܥ  ר ൓ܦሻ  (4.7) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ܤ ْ ܥ ْܦ  (4.8) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ܥ ْ ሺܤ  ר ൓ܦሻ  (4.9) 
Matematický význam symbolů je: ר ‐ AND, ש ‐ OR, ൓ ‐ NOT, ْ ‐ XOR. 
Rovnice samotného výpočtu vypadá takto: 
ܣ ൌ ܤ ൅ ሺܣ ൅ ݂ሺܤ, ܥ, ܦሻ ൅ ܺ௞ ൅ ௜ܶሻا௦  (4.10) 
kde «s znamená cyklický posun o s pozic. Takto  je provedeno nad každým blokem celkem 64 
výpočtů plus několik přídavných mezivýpočtů a výsledek haše je uložen ve slovech A, B, C, D, E. 
V průběhu  let  se  však  MD5  stal  terčem  mnoha  pokusů  prolomení.  Již  v roce  1996  Hans 
Dobbertin  v  [92] ukázal,  že  lze nalézt  kolize pro  kompresní  funkci  algoritmu MD5.  To  je  již první 
náznak potenciálně možných budoucích nálezů kolizí  celé  funkce. V březnu 2004  se  rozjel projekt 
MD5CRK,  který  usiloval  o  nalezení  kolizí  hrubou  silou  pomocí  distribuované  výpočetní  sítě,  aby 
ukázal v praxi dosažené teoretické výsledky. Byl ovšem předčasně ukončen zprávou čínského týmu 
profesorky Wangové, který oznámil nalezení kolizí v [93] v srpnu 2004 na kryptografické konferenci 
Crypto  2004.  Tady  ukázali  nalezení  kolizí  pro  funkce MD4, MD5,  HAVAL‐128  a  RIPEMD,  jejichž 
nalezení dosáhli do 1 – 2 hodin na clusteru  IBM p690. Dalším významným krokem v této oblasti  je 
výzkum V. Klímy, který v roce 2006 vyvrcholil vytvořením programu, který  je schopen nalézt kolize 















Oproti MD5  přidává  RIPEMD‐160  jedno  32  bitové  slovo  navíc  (takže  v  zásobníku  slov  se 
nachází A, B, C, D, E), aby bylo ve finále dosaženo 160 bitové délky haše. V každém kroku  jsou pak 
prováděny výpočty (podle [96]): 
ܣ ൌ ሺܣ ൅ ݂ሺܤ, ܥ, ܦሻ ൅ ܺ ൅ ܭሻا௦ ൅ ܧ  (4.11) 
ܥ ൌ ܥاଵ଴  (4.12) 
Funkce použité v jednotlivých kolech jsou následující: 
• ݂ሺܤ, ܥ, ܦሻ ൌ ܤ ْ ܥ ْܦ   (4.13) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ר ܥሻ ש ሺ൓ܤ  ר ܦሻ  (4.14) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ש ൓ܥሻْ ܦ  (4.15) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ר ܦሻ ש ሺܥ  ר ൓ܦሻ  (4.16) 




Jedná  se  o  celou  rodinu  hašovacích  funkcí,  první  SHA‐0  byla  vydána  americkým  Úřadem  pro 
standarty a technolgie  (NIST) pod označením FIPS PUB 180  [97]) v roce 1993. Krátce nato byl však 
nahrazen  verzí  SHA‐1  (označení  FIPS  PUB  180‐1),  kterou  vytvořil  americký  Úřad  pro  národní 








B,  C, D,  E,  slova  v druhém  jsou  pak H0, H1, H2, H3, H4. Dále  výpočet  pracuje  se  sekvencí  80  slov 
označených W0, W1, ... W79 a pomocnou proměnnou TEMP typu word. Posledním použitým prvkem 





௧ܹ ൌ ሺ ௧ܹିଷ ْ ௧ܹି଼ ْ ௧ܹିଵସ ْ ௧ܹିଵ଺ሻاଵ  (4.18) 
• Nechť A = H0, B = H1, C = H2, D = H3, E = H4. 
• Pro t = 0, .., 79 se počítá: 
 ܶܧܯܲ ൌ  ܣاହ ൅ ݂ሺܤ, ܥ, ܦሻ ൅ ܧ ൅ ௧ܹ ൅ ܭ௧,   (4.19) 
 ܧ ൌ ܦ;ܦ ൌ ܥ; ܥ ൌ ܤاଷ଴; ܤ ൌ ܣ; ܣ ൌ ܶܧܯܲ.  (4.20) 
• Nechť H0 = H0 + A, H1 = H1 + B, H2 = H2 + C, H3 = H3 + D, H4 = H4. 
Výsledná haš zprávy je pak tvořena konkatenací slov H0, H1, H2, H3, H4. 




• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ר ܥሻ ש ሺ൓ܤ  ר ܦሻ,  (4.21) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ܤ ْ ܥ ْܦ,  (4.22) 
• ݂ሺܤ, ܥ, ܦሻ ൌ ሺܤ ר ܥሻ ש ሺܤ  ר ܦሻ ש ሺܤ  ר ܦሻ,  (4.23) 















Verze  SHA‐0  již  byla  úspěšně  několikrát  prolomena,  naposledy  opět  týmu  profesorky 
Wangové, který kolize v SHA‐0 nalezl spolu s kolizemi pro MD5, v roce 2005 však přišel s inovovanou 
metodou, která snížila složitost nalezení kolize na 239 operací [99]).  





V této  skupině  algoritmů  najedeme  SHA‐224,  SHA‐256,  SHA‐384  a  SHA‐512,  kde  čísla  v názvu 
vyjadřují délku haše jednotlivých funkcí. Tyto funkce jsou vedeny pod standartizačním názvem FIPS 
PUB  180‐2  [102]). Od  svých  předchůdců  se  liší  hlavně  zpracováváním  více  slov  v jednom  kole  a 
větším počtem konstant, ale samotný princip funkce je skoro stejný, proto bude zajímavé sledovat, 
zda‐li zneužití slabin starších verzí SHA‐0 a SHA‐1 budou aplikovatelná  i na tyto nové funkce, zatím 
ovšem  nejsou  známy  žádné  částečné  ani  kompletní  útoky. Díky  délce  haše  zatím  poskytují  jistou 
rezervu  do  budoucna,  ale  pro  jistotu  již  NIST  vyhlásil  soutěž  na  příští  standart  SHA‐3.  Uzavírka 










Při  tomto  typu  útoku  zná  útočník  pouze  zašifrovaný  text  a  je  pro  útok  tudíž  nejobtížnější. 
Předpokladem  úspěchu  takového  útoku  je  jistá  předvídatelnost  obsahu  zprávy,  přinejmenším  by 
útočník měl  alespoň  vědět o  jaký  typ  zprávy  se  jedná,  zda‐li  text nebo např. obrázek.  Při  luštění 
dřívějších  jednoduchých algoritmů právě  zde našla uplatnění  frekvenční analýza. Úspěchem  je při 
tomto útoku získání dešifrované zprávy nebo použitého klíče. 
5.2 Known‐plaintext attack 
Zde má  útočník  výhodu  znalosti  i  nezašifrované  podoby  analyzované  zprávy. Možnost  přímého 
porovnání  originálu  a  šifry  vede  ke  snazšímu  nalezení  klíče  než  v případě  znalosti  pouze 
zašifrovaného textu. 
Tato  technika  se  uplatnila mimo  jiné  při  dešifrování  zpráv  vytvořených  strojem  Enigma  za 
druhé  světové  války  zejména  při  zasílání  zpráv  o  počasí,  kde  se  určitá  slova  nacházela  vždy  na 
stejném  místě  a  tak  zjednodušila  nalezení  jejich  zašifrovaných  protějšků.  Tento  typ  útoku  je 




Mezi  tyto  typy útoků se  řadí  také diferenciální kryptoanalýza. Použitím  této metody se může  také 
trochu usnadnit hledání slabin v daném algoritmu. 
Tento útok se dá rozdělit na dva typy: 









Tento  útok  je  již  proveditelný  podstatně  obtížněji  než  ostatní  výše  uvedené.  V tomto  případě  si 
útočník může vybrat šifrovaný text, který bude dešifrován a následně k němu bude mít přístup. Toho 
by  šlo  teoreticky  docílit  tak,  že  by  původnímu  přijemci  do  zprávy  podstrčil  jím  vytvořenou  šifru. 
Příjemce by  ji dešifroval a pokud by měl útočník přístup do  jeho počítače  (např. pomocí trojského 
koně), tak by se mohl dostat k dešifrovaným textům. 
5.5 Related‐key attack 




related‐key  ciphertext‐only  útok  na  proudovou  šifru  RC4  použitou  v systému  zabezpečení 






Tento  útok  se  týká  hlavně  hašovacích  funkcí  a  jeho  název  je  odvozen  od  matematického 
narozeninového paradoxu. Hašovací  funkce pracují  jako  jednocestné  funkce s předpokladem, že  je 
výpočetně natolik náročné provést  inverzní funkci, že to s dostupnými technickými prostředky není 
v praxi proveditelné. Proto přichází v úvahu pouze postupné zkoušení jednotlivých možných hodnot 
a porovnávání  jejich haše s vzorkem,  jehož původní hodnotu hledáme. Ačkoli se  tento postup zdá 
být  příliš  zdlouhavý,  tak  díky  narozeninovému  paradoxu  lze  odhadnout  kolik  vzorků  musíme 
vyzkoušet, abychom našli dvě hodnoty se stejnými haši. 
Tento paradox  je nejčastěji demonstrován na příkladu hledání dvou  lidí  z náhodně  vybrané 
skupiny  se  stejným  datem  narození.  Na  tomto místě  je  třeba  rozlišit,  zda  budeme  hledat  2  lidi 





 ሺ50%ሻ ؆  ට2 כ 365 כ ln  ቀ 1
1ି0,5
ቁ  ؆  √506  ؆ 22,49 ݈݅݀ í  (5.1) 
a pro výpočet kolizí druhého řádu v tomto příkladu platí následující vztah: 













opravdu náhodný klíč  stejné délky  jako  je  zpráva.  Jinak  je  touto metodou  teoreticky prolomitelný 
každý  jiný algoritmus. V takovém případě pak záleží na velikosti prohledávané množiny. Obecně  je 
považován  za  bezpečný  takový  algoritmus,  který  nelze  rychleji  prolomit  jiným  způsobem,  než 
útokem hrubou silou, pak je pro bezpečnost takového algoritmu rozhodující délka klíče. 
V dnešní době  jsou  za bezpečné považovány  klíče o délce  128  a  více bitů.  Prolomení dříve 
hojně užívaneho algoritmu DES, který používá klíč o délce 56 bitů, se stalo několikrát cílem soutěže, 
kterou  vyhlásila  firma  RSA.  Tato  soutěž  se  jmenovala  zprvu  Secret  Key  Challenge,  později  DES 
Challenge. Cílem těchto soutěží bylo nejdříve dokázat slabiny tak krátkého klíče, později ukázat, že 
jeho prolomení je otázkou několika hodin. Podle [31] se poprvé podařilo prolomit DES v roce 1997 a 
úkol  trval 140 dní. V roce 1999  již specializovanému vítěznému stroji stejný úkol  trval pouhých 22 
hodin a 15 minut [32].  










jsou  dvojice  šifrovaných  bloků  textu,  jejichž  plaintextové  vzory  vykazují  určité  rozdíly.  Tyto  bloky 
plaintextu mohou být náhodné a útočník ani nemusí znát  jejich obsah, důležité  jsou pouze  rozdíly 
mezi nimi a to jak se tyto rozdíly projeví v šifrovaném textu [40].  
Hlavní  náplní  diferenciální  analýzy  není  jen  určení  výstupního  bitu  pouze  na  základě  bitu 











Tento  typ  útoku  se  snaží  vytvořit  čtveřici  plaintextů  v polovině  šifrování  bloku.  K jeho 
provedení musí mít  útočník možnost  vybrání  čtveřice  plaintextů  P,  P’, Q, Q’  a  jím  odpovídajících 
šifrovaných textů C, C’, D, D’. Nechť E (x) značí operaci šifrování bloku x. E roložíme na E0 a E1, kde E0 










   E0 (Q) ْE0 (Q’) = E0 (P) ْ E0 (P’) ْ E0 (P) ْ E0 (Q) ْ E0 (P’) ْ E0 (Q’)      (5.3) 
      = E0 (P) ْ E0 (P’) ْ E1‐1 (C) ْ E1‐1 (D) ْ E1‐1 (C’) ْ E1‐1 (D’) 
      = U* ْ V* ْ V* = U* 
kde ْ je znak logické operace XOR. 
Tímto máme splněnou podmínku pro charakteristiku U* → U pro dešifrování první poloviny 







Aby  výše  popsané  vztahy  platily,  je  třeba  vhodně  vybrat  plaintexty  i  šifry  a  jejich  rozdíly. 





jednotlívé součásti  (např. S‐boxy), ale místo  toho bere algoritmus  jako celek a snaží  se najít vztah 
mezi  vstupními  a  výstupními bity.  Jedná  se o  approximaci  algoritmu  aby  jeho použití nalezeného 
vztahu dávalo pokud možno stejné výstupy jako původní šifrovací algoritmus. 
Pokud  je  takto analyzováno velké množství párů otevřeného a  šifrového  textu a  je nalezen 





Další  metoda,  která  se  soustředí  na  procesy  uvnitř  algoritmu  a  je  vhodná  hlavně  na  blokové 
symetrické  šifry  se  subsitutčně‐permutačními  sítěmi.  Za  tímto  účelem  používá  velké  množství 
vybraných plaintextů. 
Jako příklad (převzato z [42]) mějme 256 bloků o 128 bitech rozdělených do matic o velikosti 
4x4 bytů. Všechny bloky  jsou stejné až na  jeden byte, který  je pro každý blok  různý. Operace XOR 
všech bloků pak vyjde 0. V každém kole šifrování se provede přidání subklíče, substituce jednotlivých 









silou.   Ten  je použitelný pouze na starší algortimy využívající krátkého klíče  (do 64 bitů nebo šifry 
používající slabé klíče), jako např. DES s jeho 56 bitovým klíčem. Pro jeho prolomení hrubou silou již 
bylo vytvořeno několik zařízení, z posledních bych  jmenoval projekt Copacobana  [105].  Jedná se o 
speciální hardwarový  lamač hesel, který se skládá ze 120 FPGA čipů a klíče nachází pomocí masivní 
paralelizace  procesů.  Možnost  praktické  realizace  takovýchto  strojů  je  také  důvodem,  proč  se 
používají většinou šifry s klíči o délce 128 a více bitů.  
Naproti  tomu  např.  narozeninový  paradox  je  uvažován  již  automaticky  při  řešení  složitosti 
nalezení kolizí pro hašovací algoritmy, takže pro lagoritmy se 160 bitovou haší je uvažována složitost 
280, analogicky algoritmy s např. 320 bitovou haší se bere složitost 2160. 
Zřejmě  nejrozšířenější  metodou  analýzy  algoritmů  je  diferenciální  kryptoanalýza.  Díky  její 








V praxi  se  lze  většinou  setkat  s kombinací  výše  uvedených  algoritmů.  Systémy,  které  uvedené 
algoritmy  implementují,  se  tím  snaží  skloubit  výhody  jednotlivých  druhů  algoritmů,  tj.  rychlost 




SSH  je  protokol,  který  vytváří  bezpečné  spojení  mezi  dvěma  stanicemi.  Vznikl  v roce  1995  na 











6.1  ukazuje  základní  schéma  funkce protokolu  SSH.  Po  první  verzi  SSH‐1  přišla  hned  v roce  1996 
verze  SSH‐2,  která  přinesla  opravu  některých  slabin. Obě  verze  jsou mezi  sebou  nekompatibilní, 
takže  před  začátkem  komunikace  se  musí  obě  strany  dohodnout,  kterým  protokolem  budou 






Různé  implementace  SSH  se  krátce  po  svém  vzniku  rychle  rozšířily  a  postupně  nahradily 
programy  využívající nezabezpečené  spojení  jako např.  telnet,  rlogin,  rsh,  rcp  a  rdist,  a  současně 
poskytly  možnost  bezpečného  přenosu  souborů  s využitím  SFTP  nebo  SCP  případně  také 
zabezpečený kanál pro přesměrování TCP portů a X11 spojení. 
















• Klíč  relace  –  klíč  unikátní  pro  každou  relaci,  vzniká  během  nastavování  vlastností 
relace  a  po  jejím  ukončení  klíč  zaniká,  je  symetrický  a  používá  se  k zašifrování 
komunikace během relace. 
• Generátor klíčů – program pro vytvoření uživatelských a hostitelských klíčů. 
• Databáze  známých  hostitelů  –  databáze  klíčů,  pomocí  které  se  klient  i  server  snaží 
zjistit, zda‐li spolu již dříve komunikovali. 
• Náhodné zrní – náhodná data sloužící k inicalizaci generátoru pseudonáhodných čísel. 












2) Klient a server si oznámí podporované verze SSH – tato  informace  je reprezentována 
ASCII řetězcem, volitelně zde může být i verze implementace daného protokolu. 
3) Klient a server začnou komunikovat paketovým protokolem – každý paket má 4 bytové 
pole  s informací  o  délce  paketu,  1  –  8  bytů  nahodné  výplně,  1  byte  pro  kód  typu 
paketu a 4 bytové pole pro kontrolu integrity paketu. 




• náhodnou  sekvenci  osmi  kontrolních  bytů,  tyto  byty musí  klient  vložit  do 
následující zprávy zaslané serveru 










Pro  doručení  tohoto  klíče  serveru  klient  zašifruje  tento  klíč  relace  nejdříve 
hostitelským klíčem a tuto šifru  ještě veřejným klíčem serveru. Tímto  je zajištěno, že 
pouze  server bude  schopen  tento  klíč  relace dešifrovat.  Spolu  s takto  zašifrovaným 
klíčem klient dále posílá kontrolní byty a určí šifrovací algoritmus vybraný z nabídky, 
kterou klient obdržel v předchozí zprávě. 
6) Zapnutí  šifrování a  závěr autentizace  serveru – v tomto kroku  již obě  strany  začnou 
šifrovat  veškerou  komunikaci  vybranou  šifrou  s dohodnutým  klíčem.  Nejdříve  však 
klient čeká na potvrzení serveru, které již musí přijít v šifrované podobě. Timto server 
finálně  prokáže  svou  identitu,  protože  pouze  on  dokáže  dešifrovat  klíč  zaslaný 
v předchozím  kroku,  který  byl  zašifrován  klíčem  shodným  s klíčem  daného  serveru 
nalezeným v databázi známých hostitelů. Tím, že byl tento klíč zašifrován  i dočasným 
klíčem  serveru  je  definitvně  potvrzena  identita  serveru,  je  to  vlastnost  v literatuře 
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zmiňovaná  jako  perfect  forward  secrecy,  což  v tomto  případě  znamená,  že  ikdyby 
útočník  získal  hostitelský  klíč  serveru,  tak  by  nebyl  schopen  dešifrovat  klíč  relace. 
Proto  je  velmi  důležité,  aby  klient  před  jakoukoli  další  komunikací  vyčkal  do přijetí 
platné potvrzující zprávy. V případě, že by obsah této zprávy neodpovídal korektním 
hodnotám, klient ukončí spojení. 















požadovanému  účtu  a  na  základě  tohoto  povolí  či  zamítne  spojení.  Tento  způsob  je  vhodný  pro 
uživatele, kteří často střídají počítače, na kterých nechtějí nebo nemohou používat svůj privátní klíč. 
Negativem  tohoto  způsobu  autentizace  jsou  možná  bezpečnostní  rizika  při  zadávání  hesla  do 
neznámých  počítačů  (uživatel  si  nemůže  být  jist,  zda  na  počítači  neběží  program  pro  logování 
stisknutých kláves), stejně tak uživatel nemá jistotu co se s heslem děje na serveru v případě, že by 








1. Klient  zašle  serveru  žádost  o  autentizaci  veřejným  klíčem  a  do  této  žádosti  rovnou 
vloží svůj veřejný klíč. 
2. Server zjistí, zda má požadovaný účet ve svém autorizačním souboru záznam s klíčem 
shodným  s tím,  který  obdržel.  Pokud  takovýto  záznam  nenalezne,  autentizace 
veřejným klíčem selže. 
3. Poku  server nalezne  tento klíč pro daný účet,  zkontroluje poznámky u  tohoto klíče, 




5. Klient  výzvu po přijetí dešifruje  svým  soukromým  klíčem, dešifrovanou  výzvu  sloučí 
s identifikátorem relace a na výsledek použije hašovací funkci MD5. Tuto hodnotu pak 
zašle  zpátky  serveru.  Použití  identifikátoru  relace  slouží  jako  ochrana  proti  replay 
útokům. Hašování  je zde pro potlačení možnosti zneužití soukromého klíče klienta – 
v případě,  že by klient posílal  zpět  jen výzvu dešifrovanou  svým  soukromým klíčem, 
mohla by nastat tato situace: napadený server zašle jako výzvu určitý text a použitím 
soukromého klíče by klient tento text v podstatě podepsal elektronickým podpisem. 








poskytuje  –  jediným  kritériem,  které  musí  splnit  je  důkaz  o  vlastnictví  soukromého  klíče. 
Samozřejmě pokud útočník úspěšně napadne uživatelovu stanici a získá klíče i hesla, pak má přístup 
k jeho účtúm zajištěn, ovšem SSH ze své podstaty ani nemůže chránit proti takovýmto útokům. 
Spolu  s autentizací  tato  metoda  umožňuje  provádět  některé  kroky  autorizace  – 
v konfiguračních souborech lze definovat omezení pro jednotlivé klíče. 
Ovšem  ani  tento  způsob  není  dokonalý,  jeho  nevýhodou  jsou  vyšší  technické  nároky  na 
uživatele. Ten musí generovat a spravovat klíče a autorizační soubory a s tím spojené možné chyby 
(špatná přístupová práva souborů či adresářů apod.). Při ztrátě privátního klíče je nutné vygenerovat 





Navzdory  výše  uvedeným  nedostatkům  bych  tento  způsob  autorizace  spíše  doporučil 
vzhledem k poměru bezpečnost/náročnost instalace a správy, kterou tento způsob nabízí. 
Rhosts a RhostsRSA 
Oproti dvěma  výše  uvedeným  způsobům  je  zde  využit  trochu  jiný  princip.  Při  autentizaci  heslem 
nebo veřeným klíčem se uživatel prokazuje znalostí nebo vlastnictvím nějakého tajemství a počítač, 
ze  kterého  se přihlašuje  v tomto procesu nehraje  roli. Naproti  tomu  systémy Rhosts  a RhostsRSA 
vytváří  důvěrné  spojení mezi  stanicemi.  Proto  se  uživatel  jen  přihlásí  do  systému  stanice  v takto 
zabezpečné  síti  a  pokud  se  chce  přijpojit  na  jiný  účet  na  jiné  stanici  a má  na  to  oprávnění,  pak 
nemusí zadávat žádná hesla ani klíče a Rhosts již autentizaci sám provede. 
Při pokusu o spojení se také ověřuje, zda o spojení žádá důvěryhodný program, který potvrdí 
uživatelovu  identitu. Tato kontrola  se provádí pomocí  tzv. privilegovaných portů, což  je konvence 
pocházející  ze  starších Unixových  systémů.  Jde o  to,  že na  takovýchto  systémech  jsou porty 1  až 
1023 považovány za privilegované a ke komunikaci  je mohou používat pouze programy, které mají 
administrátorská  práva,  z čehož  vyplývá,  že  byly  instalovány  administrátorem.  Na  základě 
důvěryhodnosti takovýchto programů pak systém předpokládá, že  takovýto privilegovaný program 
nemůže  lhát  o  uživatelově  identitě  (jinýmy  slovy  –  že  běžný  uživatel  nemůže  změnit  takovýto 
program, aby se za někoho mohl vydávat). 





dále platí,  že  každý  SSH  klient má  svůj  asymetrický  klíč,  který  jej  identifikuje,  takže 









chráněn  tak,  že pouze program  s administrátorskými právy  se  s ním může prokázat. 
Tímto je v kroku 2 splněna i podmínka z kroku 4. 
5. V tomto kroku je stanice úspěšně autentizována. 
V dnešní  době  není  velký  problém  překonat  kontrolu  spočívající  v důvěryhodnosti  adresy 
stanice.  Stejně  tak  nalezneme  mnoho  operačních  systémů,  které  nepodporují  koncept 







než  to,  které  potřebuje  k přihlášení  se  ke  stanici.  Tohle  je  výborná  vlastnost  i  při  použití 




jeden  z nejlepších  způsobů  autentizace  považuji  autentizaci  s veřejným  klíčem.  Jeho  zmíněné 
nevýhody týkající se zajištění správy a distribuce klíčů jsou systémem Kerberos eliminovány. 
Základem  celého  systému  je  zabezpečený  server pro distribuci  klíčů  (KDC  server),  který má 
funkci důvěryhodné  třetí  strany  je  složen  z částí  autentizační  server  (AS)  a  server pro  generování 
lístků  (z ang. Ticket Granting  Server  ‐ TGS). Postup autentizace  je  ve  stručnosti následovný  (zdroj 
[54]): 
1. Klient zašle AS žádost se svým  ID o udělení Ticket Granting Ticketu –  lístek, na  jehož 
základě může klient obdržet lístky pro přístup ke vzdáleným službám. 
2. AS podle ID zkontroluje, zda je klient v databázi uživatelů. Pokud ano, tak vytvoří TGT 












ideálním  řešením,  nicméně  raději  ve  spojení  s protokolem  SSH‐2,  protože  SSH‐1  již  neposkytuje 
dostatečné zabezpečení.  
One Time Password 
Systému  typu  One  Time  Password  neboli  OTP  kombinují  jednoduchost  a  přenositelnost  použití 
s ochranou proti ztrátě či odcizení hesla. Pokud uživatel často střídá stanice, ze kterých se přihlašuje, 
hrozí riziko, že na některém může být nainstalován program pro logování stisklých kláves. V takovém 
případě  byl  jeho  účet  okamžitě  napadnutelný.  Použití OTP  zajistí,  že  při  každém  přihlášení  bude 
požadováno jiné heslo. Zde je pár příkladů OTP systémů: 
1) S/Key™ OTP systém nabízí možnost vytištění hesel na papír a uživatel pak při každém 
přihlášení  zadá  odpovídající  heslo,  jiná možnost  je,  že  před  každým  přihlášením  si 
uživatel vypočte heslo pomocí programu na svém PDA nebo notebooku. 
2) Firma  RSA  Security,  Inc.  nabízí  systém  SecurID.  Tento  systém  používá  hardwarový 
token,  který  je  synchronizován  se  SecurID  serverem  a  na  svém  displeji  zobrazuje 
aktuální platné heslo, které je obměňováno v pravidelných intervalech 
3) Firma Trusted  Information Systems,  Inc. nabízí pro změnu systém, ve kterém server 
zobrazí  výzvu,  kterou  uživatel  zadá  do  svého  tokenu  (může  být  hardwarový  či 
softwarový) a ten vytvoří korektní odpověď, se kterou se užviatel následně přihlásí. 
6.1.1.3 Kontrola integrity 
Zde  se  dostáváme  k jednomu  z důvodů,  proč  se  SSH‐1  dočkala  nástupce  tak  brzy.  SSH‐1  totiž 


















• SSH  Connection  Protocol  –  Tento  protokol  se  stará  o  všechno  kolem  tunelování  spojení, 
forwardování portů a přístupu ke vzdáleným službám. 
Hierarchie  uspořádání  výše  uvedených  částí  není  striktně  vertikální.  Platí,  že  základním 
protoklem  je  SSH  Trasnport  Layer  Protocol,  ale  zbylé  dva  protokoly  již  pracují  v jedné  rovině, 
dokonce  jsou  na  sobě  nezávislé  –  příkladem  takového  chování  by  byl  systém  nastavený  na 
tunelování jakéhokoli spojení přes určitý port bez nutnosti autentizace klienta.  








V  SSH‐1  si  komunikující  strany předložily podporované  typy  šifrování dat a  jeden  z typů následně 
používaly. Ovšem  tím byly vyčerpány všechny možnosti volby, kterou  strany měly. RFC 4251  [47]) 
poskytuje  informace  o  dalších možnostech,  které  SSH‐2  přináší  –  komunikující  strany  si mohou 
vybrat hostitelský klíč  (pokud  jich má server více), způsob výměny klíčů relace, způsob autentizace 
zprávy (MAC), hašovací funkci a metodu komprese dat. 
Další  inovací  je možnost  rozšíření počtu podporovaných alogritmů o vlastní, které musí mít 
přesný  formát  a  v použité  implementaci musí  být  jasně  dané  priority  jednotlivých  algoritmů.  Pro 
tento případ existují dvě možnosti pojmenování protokolů: 
• Jména přidělená IETF konsensem – nesmí obsahovat znak "@", "," a ani žádné ASCII 
znaky  s kódem 32 a nižším nebo kódem 127, délka  je maximálně 64  znaků. Mezi 
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V tuto  chvíli  je  potřeba  zavést  důvěryhodnou  třetí  stranu,  která  je  schopna  autoritativně 
potvrdit  identitu majitele  klíče.  Autoritu  této  třetí  strany  je  také  potřeba  ověřit  čímž  získáváme 














I tato  část  doznala  určitých  změn.  V první  řadě  server  nemusí  oznámit  podporované  metody 
autentizace  pouze  před  samotným  začátkem  autentizace,  ale  i  kdykoli  během  ní  a  hlavně může 
seznam  podporovaných  způsobů  měnit  podle  přednastavených  pravidel.  Např.  po  několika 
neúspěšných  pokusech  o  přihlášení  pomocí  veřejného  klíče může  server  tuto metodu  zakázat  a 
nadále povolit pouze přihlášení heslem. 
Ve [48]  je také popsána možnost částečné autentizace – server může ohlásit, že autentizace 
danou metodou  byla  úspěšná,  ale  že  je  nutné  autentizovat  se  ještě  jednou metodou. Dá  se  tak 
kombinovat např již zmíněná autentizace veřejným klíčem s autentizací heslem. 
Vylepšena  byla  i  Host–Based  autentizace.  V SSH‐1  byla  klientova  identita  svázána  s jeho 
síťovou adresou, díky čemuž byl tento způsob nepoužitelný např. pro majitele notebooků, které se 
často  nacházejí  v různých  sítích  nebo  pro  klienty  za  proxy  serverem.  V SSH‐2  může  klienta 

















Čím  více dat  zašifrovaných  jedním  klíčem má útočník  k dispozici,  tím  je  větší  šance,  že  tento  klíč 
objeví. Proto v SSH‐2 našla uplatnění  funkce, která umožňuje kterékoli straně  iniciovat genreování 





komunikovala  protokolem  SSH‐1  a  druhá  strana  protokolem  SSH‐2.  Ovšem  je  zde  řešení,  které 
umožňuje, aby si strana vybrala verzi protokolu po dohodě s druhou stranou – kontrétně tedy pokud 
budu mít klienta s protokolem SSH‐1 a budu se chtít připojit na server, který podporuje jen SSH‐2, je 
to proveditelné.  Je  to ovšem  řešeno  tak, že na dané stanici musí být přítomny moduly obou verzí 
protokolu  –  pak může  server  využít modulů  starší  verze.  V praxi  to  není  zrovna  ideální  řešení, 
protože  se  úměrně  tomu  zvedá  počet  možných  chyb  v konfiguraci  (je  potřeba  mít  bezpečně 




SSH‐1 má pro  tuto  část komunikace vyhrazen pouze algoritmus RSA. Pro připomenutí uvádím,  že 
bezpečnost  této metody  je  založena  na  problému  faktorizace  velkých  čísel  a  v současnosti  to  lze 
považovat  za  dostatečnou  záruku  bezpečnosti.  Samozřejmě  bezpečnost  algoritmu  v praxi  se  také 
odvíjí  hlavně  od  délky  klíče  a  od  parametrů  použitých  pro  generování  klíče,  tj.  spoléhá  také  na 
kvalitní výstup generátoru pseudonáhodných čísel. 
SSH‐2 přináší použití dalších dvou algoritmů. Prvním z nich  je DSA, která  je standartizovanou 
šifrou  pro  digitální  podpis.  Složitost  jejího  prolomení  spočívá  v řešení  problému  diskrétního 
logaritmu. V SSH‐2 je použita pouze pro identifikaci hostitele. 
Třetí  šifrou,  kterou  lze  v SSH‐2  standartně  nalézt,  je  již  dříve  zmíněný  algoritmus  Diffie–
Hellman,  který  je  znám  již  od  roku  1976.  Tento  algoritmus  slouží  dvěma  stranám  k předání  si 










• 3DES  –  algoritmus,  jehož  podpora  je  vyžadována  v implementaci  obou  verzí 
protokolu, bezpečnější než DES, ale za cenu malé rychlosti šifrování a dešifrování.  
• ARCFOUR  (RC4)  –  Protože  jméno  algoritmu  RC4  je  chráněno  autorskými  právy,  je 
název  ARCFOUR  vodítkem,  které má  naznačovat,  že  se  jedná  o  šifru  založenou  na 
kódu,  který  unikl  z RSA  Security,  Inc.,  čiliže  prakticky  šifru  RC4.  Opět  ji  lze  nalézt 
v obou  verzích  SSH.  V SSH‐1  používá  128  bitový  klíč  a  různý  pro  každý  směr 
komunikace, v SSH‐2 může mít klíč  různou délku.  Její použití  je v SSH‐1 doporučeno 
jako  náhrada  za  3DES,  nicméně  kvůli  slabinám  popsaným  v  [26]  bych  místo  ní 










bitů.  Twofish  je  nástupcem  Blowfish,  je  velmi  rychlý  a  jeho  použití  není  nikterak 
licečně omezeno. 
6.1.3.3 Hašovací funkce 
Hašovací  funkce  v protokolu  SSH  zajišťuji  kontrolu  integrity  zasílaných  dat.  Je  jim  taky  věnována 
samostatná kapitola, takže na tomto místě se nachází pouze stručný přehled: 
• CRC–32 –  funkce pro kontrolní součet, nejedná se ani o kryptografickou  funkci, umí 
pouze rozponat náhodné poškození dat, neochrání proti cílenému útoku [116]. 




během  několika  sekund  na  standartním  počítači  typu  Pentium4  3GHz  (podrobný 
popis celého útoku je v [70]). 
• SHA–1  –  jedná  se  v podstatě  o  vylepšení  algoritmu  MD4  a  MD5,  délka  haše  je 
zvětšena na 160 bitů. 
• RIPEMD–160 – další 160 bitový hašovací algoritmus, ale oficiálně není v SSH obsažen, 






Velmi  záhy  po  svém  prvním  uvedení  začaly  vznikat  různé  programové  implementace  tohoto 
protokolu, ať v už komerční sféře nebo na poli open source softwaru. Ačkoli je verze SSH‐2 na trhu 
již  velmi  dlouhou  dobu,  pozice  SSH‐1  je  stále  silná  kvůli  licenčním  podmínkám  jednotlivých 










Tyto  produkty  pokytují  obvyklé  služby,  krom  zabezpečeného  spojení  např.  také  bezpečný 






Tyto  aplikace  zvládají  také  všechny  potřebné  operace  bez  nějakých  omezení,  od  komerčních 







Ačkoli  je SSH velmi propacovaný  systém,  je nutné  se při  jeho použití  řídit určitými pravidly, které 











využítí  slabin,  které  se  již  SSH‐2  netýkají  (např.  problémy  s kontrolou  integrity).  Také  to  značně 
zjednoduší  správu  serveru  a  urychlí  jeho  práci.  Současně  je  vhodné  mít  zakázány  nepoužívané 
metody  autentizace  a  ani nenabízet  šifry,  které nejsou považovány  za  bezpečné,  to  vše  aby byla 
minimalizována možnost zneužití chyby v některé části, která není pro správnou funkci potřebná. 
Ve  [109]  autoři  Song, Wagner  a  Tian  poukazují  na  určité  vlastnosti  SSH,  které mohou  být 
zneužity. První vlastností  je zarovnávání paketů na 8 bytovou hranici, to umožňuje určení přibližné 
velikosti  zasílaných  dat,  díky  tomu  lze  určit  např.  zda  je  heslo  kratší  než  7  znaků  nebo  ne. Další 
potenciální slabina  se  týká  interactive módu, ve kterém  je odeslán paket s daty po každém  stisku 
klávesnice.  Při  přesné  analýze  procházejících  dat  tak  útočník může  získat  přesnou  délku  hesla  a 
existují  i metody  (také popsané ve  [109]), které ukazují analýzu  jednotlivých  časových úseků mezi 
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stisky  klávesnice  a  na  základě  těchto  informací může  útočník  zůžit  výběr možných  hesel.  Takže 
potlačení možnosti použití interactive módu je také vhodnou volbou. 
Další předpokladem zaručení bezpečnosti je udržování SSH softwaru v aktuálním stavu, neboť 



























tak  nic  nebrání  uživatelům  používat  jej  v síti,  o  které  se  domnívají,  že  je  bezpečná.  Navzdory 
popsaným nedostatkům první verze,  je možné se s jejím použitím stále často setkat. Lze však vidět 
trend, kdy je z důvodu bezpečnosti upouštěno od podpory SSH‐1 a uživatelé jsou tak nuceni přejít na 








Protokoly  Secure  Sockets  Layer  a  jeho  následovník  Transport  Layer  Security  jsou  vyvinuté  pro 





autory  jsou  Taher  Elgamal  a  Kipp  E.  B.  Hickman,  tehdejší  zaměstnanci  firmy  Netscape 
Communications [62]. Jeho vznik se však datuje do dřívějších let. První verze 1.0 nebyla zveřejněna, 






















stranami.  Kromě  samotných  zpráv  s parametry  spojení  obsahuje  Alert  protocol  a 
Change Cipher Specification Protocol. 
2) Record  Layer Protocol –  základní protokol TLS,  zapouzdřuje pakety výše uvedených 












Mimo  tyto dva  typy  zpráv může  kterákoli  strana  zaslat  zprávu  close_notify,  která  znamená 
ukončení  relace,  a  že  po  odeslání  této  zprávy  již  budou  v rámci  dané  relace  ignorována  veškerá 
příchozí data. Druhá strana musí odpovědět steným typem zprávy a uzavřít spojení. 



























- CipherSuite  –  sada  klientem podoporovaných  šifer  a  algoritmů  pro  výměnu 
klíčů 










certifikát  nebo  certifikát  neobsahuje  dostatek  informací  pro  to,  aby  klient  mohl 
pokračovat  ve  výměně  tzv.  premaster  klíč  (hodnota,  ze  které  obě  strany  vypočtou 
master klíč – mezikrok pro výpočet klíče  symetrické  šifry). Algoritmy používané pro 
výměnu klíče jsou RSA a Diffie–Hellman.  




• client_certificate  –  pokud  server  požádal  klienta  o  autentizaci  a  klient má  vlastní 
certifikát, pak  je  zaslán  v této  zprávě. V opačném případě  je  zaslána  rovnou  zpráva 
následující. 




- RSA  –  klient  vygeneruje  48  bitový  premaster  klíč,  který  následně  zašifruje 
veřejným klíčem serveru a odešle jej. 
- D–H  –  v případě,  že  klientův  certifikát  obsahuje  parametry  pro  komunikaci 










pre_master_secret ൅ ClientHello.random ൅ ServerHello.randomሻሻ;        ሺ6.1) 
Po  výpočtu  klíče  symetrické  šifry  je  doporučeno  zničit  premaster  klíč,  aby  případnému 
útočníkovi neposkytl informace použitelné k získání master klíče.  
• change_cipher_spec – zpráva oznamující změnu parametrů šifrování. 
• finished  –  první  zpráva  zašifrovaná  novými  parametry,  slouží  jako  potvrzení,  že 
autentizace proběhla úspěšně a parametry jsou správně nastaveny a musí následovat 
bezprostředně  po  change_cipher_spec.  Po  odeslání  již  jen  daná  strana  očekává 





Pokud  sever  podle  SessionID  v klientově  zprávě  client_hello nalezne  již probíhající  relaci  s daným 























• připravovaný  čtecí  stav  (z  ang. pending  read  state)  – parametry  tohoto  stavu  jsou 
měněny během handshake algoritmu podle dohody. 
• připravovaný  zápisový  stav  (z  ang.  pending  write  state)  –  zápisový  stav,  který  je 
připravován během handshake. 






velikost  až  214  bytů.  Před  tento  blok  je  připojena  hlavička  o  délce  pět  bytů,  která 
obsahuje  informace o typu zpávy (8 bitů), verzi TLS (16 bitů) a délce datové části (16 
bitů).  
2. Komprese  –  Pomocí  algortimu  dohodnutého  v handshake  fázi  z původního 
TLSPlaintext  vytvořena  struktura  TLSCompressed.  Komprese  musí  být  bezstrátová, 
pokud je při dekompresi nalezen fragment, který by po dekompresi měl větší velikost 
než 214, strana by měla ohlásit fatální chybu dekomprese a ukončit spojení. 





                    (6.2) 
MAC_write_secret – tajná hodnota pro výpočet MAC. 
seq_num –  sekvenční  číslo daného bloku, umožňuje detekci  chybějících, přidaných 
nebo duplikovaných bloků. 
4. Šifrování – TLS používá dvě možnosti šifrování – proudové a blokové (v tomto případě 










byl  vygenerován  v průběhu  handshake.  Master  klíč  je  zde  použit  jako  jeden  z parametrů  pro 
vygenerování  bloku  bytů  (tzv.  klíčový  blok),  který  je  rozdělen  na  několik  částí,  z nichž  každá 


























je  ochránit  proti  útoku  typu  man‐in‐the‐middle.  Toho  je  dosaženo  použitím  certifikátů  a 
důvěryhodných certifikačních autorit. 
6.2.5.3 Symetrické šifry 
V TLS  se  můžeme  setkat  se  dvěma  typy  symetrických  šifer  –  proudové  a  blokové.  Výhodou 
proudových šifer je, že u nich není potřeba řešit doplňování dat na délku odpovídající násobku délky 





jeho  použití  nedoporučuji,  její  jedinou  výhodou  je  rychlost,  proto  by  byla  pouze 
vhodná do prostředí, kde je rychlost šifrování kriticky důležitým parametrem. 
• DES – v dnešní době zastaralá šifra, pro použití nevhodná. 




• AES  –  jinak  znám  jako Rijndael,  tento  algoritmus  v původním návrhu  standartu  TLS 
nebyl,  ale  byl  přidán  až  po  konci  výběrového  řízení  na  AES,  jakožto  náhradu  již 
nedostatečně  bezpečného  DESu.  Přidání  AES  je  definováno  v dokumentu  [73].  Pro 
použití v TLS pracuje s délkou klíče 128 nebo 256 bitů a 128 bitovými bloky. 
TLS má  již  přímo  nastavené  kombinace  jednotlivých  šifer,  které  budou  při  spojení  použity. 







• AES_256_CBC – použitá  symetrická  šifra  je AES  s 256 bitovým klíčem v cipher block 
chaining módu. 
• SHA – kontrola integrity je prováděna algoritmem SHA‐1. 





V souvislosti  s nízkou  bezpečností  základního  algoritmu  DES  a malým  rozšířením  algoritmu 







bezpečnostní  politikou  USA,  která  zamezovala  export  kryptograficky  silných  šifer  na  cizí  území. 
Z těchto restrikcí pramení většina rizik a těží z nich také některé metody útoků. S uvolněním pravidel 
pro export šifer se mnoho problémů dočkalo řešení. Následující podkapitoly budou obsahovat vždy 










• Pro šifrování  i MAC  je použit stejný klíč, při použití exportní šifry tak musí  i MAC mít 
stejně  krátký  klíč  (typicky  40  bitový)  ačkoli  to  není  nutné.  SSL  2.0  používá  pro 
autentizaci zprávy pouze MD5. 
6.2.6.2 Porovnání SSL 2.0 a SSL 3.0 




netýká, SSL 3.0 klienti  tuto  informaci  zaznamenají a odmítnou komunikovat pomocí 
SSL 2.0. 
• SSL 3.0 nabízí tři druhy spojení: s autentizací serveru, s autentizací serveru  i klienta a 














• Při použití hašovacích  funkcích ve výpočtech klíčů  jsou použity obě metody – MD5  i 
SHA‐1 pro zvýšení jejich kryptografické síly. 
6.2.6.3 Porovnání SSL 3.0 a TLS 1.0 
Změny  již nejsou  tak  rozsáhlého charakteru  jako v předchozím případě, proto  je  také  také TLS 1.0 
vedena jako minoritní upgrade (tj. z SSL 3.0 na SSL 3.1). 
• Odlišný způsob výpočtu MAC. 




















Jednou  z mála  samostatných  aplikací  je  Stunnel  [71],  který  vytváří  zašifrovaný  tunel  a 
veškerou komunikaci pro vybraný port zasílá tímto tunelem.  
Další velmi  zajímavou možností  je vytvoření virtuální privátní  sítě  (VPN) pomocí TLS. Oproti 
VPN  postaveným  nad  IPsec  přináší  VPN  nad  TLS možnost  vytvoření  připojení  ke  vzdálené  VPN 
s minimálními prostředky – pro základní práci proveditelnou přes HTTP protokol uživateli stačí pouze 












využitím  setkat  i  častěji,  než  s předešlým  protokolem  SSH.  Naštěstí  se  dnes  již  příliš  nesetkáme 
s verzí SSL 2.0, která se zdaleka nedá považovat za natolik bezpečnou,  jako  její nástupce v podobě 




AES.  Pro  výměnu  klíče  je  vhodné  použití  Diffie‐Hellman  algoritmu  vzhledem  k útoku  na  spojení 
využívající algoritmus RSA, popsaném ve [104]. 
V dohledné době postoupí  tento protokol do vyšší  verze, TLS 1.2, na  jehož  specifikaci  je  již 
podán návrh. V této verzi přinese změny týkající se např. hašovacích funcí, hlavně použití kombinace 












přes  kterého  pak  musí  procházet  všechna  data.  Z tohoto  základního  stavu  výchází  většina 




klíčem. Eva má ovšem možnost zachytit všechny  jejich  zprávy,  takže když  si Bob a Alice navzájem 
zašlou své veřejné klíče, Eva  je oba zachytí a uschová. Namísto toho oběma zašle svůj veřejný klíč. 
Poté když Bob zašle zprávu zašifrovanou Eviným veřejným klíčem (v domění, že komunikuje s Alicí a 
že šifroval  jejím veřejným klíčem), Eva  zprávu  zachytí, dešifruje, uloží  její kopii,  zašifruje veřejným 
klíčem Alice a pošle dál. Takto by spolu Bob a Alice mohli komunikovat dál bez povšimnutí. Aby bylo 
možné této situaci zabránit, potřebují oba důvěryhodnou třetí stranu, která autoritativně potvrdí, že 
















Podmínky  pro  útok  jsem  vytvořil  na  dvou  virtuálních  strojích  vytvořených  v prostředí  programu 





3 Beta 4. Útočník  již potřebuje ke  své akci větší vybavení. První nástrojem použitým nástrojem  je 
Wireshark 1.0.0. Tento program byl dříve znám  jako Ethereal a  jedná se o  jeho přímého nástupce.  
Jeho  úkolem  je  zachycení  veškeré  komunikace  procházející  síťovým  rozhraním,  které  umožňuje 
ukládat pro pozdější zpracování.  
Dále útočník potřebuje několik nástrojů, pro přeměrování  klient ovy  komunikace přes  svoji 
stanici. Veškeré potřebné  a některé další nástroje obsahuje balík programů  snázvem dsniff  [85]), 
jehož autorem je Dug Song. Funkci jednotlivých programů přiblížím až při jejich použití. 

















patří  IP  adrese  brány,  takže  všechny  klientovy  zprávy  směřující  ven  z  jeho  podsítě 
půjdou na útočníkův počítač. Druhý krok pro náš příklad není nutný, ale uvádím ho 
pro  úplnost  –  ten  přinutí  bránu  veškerá  data  zasílat  na  útočníkův  počítač,  tím 
kontroluje tok dat v obou směrech. 
• dnsspoof – pracuje podobně jako arpspoof, ale týká se doménových názvů. DNS klient 
Bobova  počítače,  který  pracuje  nad  UDP  protokolem,  vysílá  dotazy  pro  zjištění  IP 




• webmitm  –  poslední  nástroj  pro  aktivní  ovlivnění  dat.  Při  prvním  spuštění  útočník 
zadá  informace  potřebné  k  vytvoření  falešného  certifikátu.  Tyto  informace  (včetně 
vytvořeného privátního klíče) uloží do souboru webmitm.crt, který bude mít pozdější 
využití. Pak má již webmitm na starosti komunikaci s SSL klientem počítače oběti a SSL 
serverem  cílového  serveru.  Pomocí  prvního  SSL  tunelu  přijmá  data  od  klienta, 
dešifruje  je  za použití  vlastního privátního  klíče  a následně  je  druhým  SSL  tunelem 
zasílá cílovému serveru s platným certifikátem a analogicky k tomu pracuje v opačném 
směru  tak, aby uživatel nezjistil,  že  se mezi ním a  cílovým  serverem někdo nachází. 
Jistým problémem je zde certifikát, který není podepsán žádnou certifikační autoritou, 
ale k tomuto se vrátím ještě později. 











Stiskem  tlačítka přihlásit na Obr. 7.4  zasílá klient  své přihlašovací  jméno a heslo útočníkovi. 
Jakmile útočník ví nebo tuší, že se klient již přihlásil, může přerušit logování dat a získané informace 
uložit do souboru. Tento soubor pak použije jako vstupní data pro program ssldump, jako parametry 
určí  dešifrování  SSL  komunikace  a  přidá  i  soubor  webmitm.crt  s  privátním  klíčem  SSL  tunelu 
vytvořeného mezi klientem a útočníkem. Výsledek si útočník může prohlédnout pomocí standartních 
linuxových  nástrojů  cat  a  grep,  kterými může  specifikovat,  které  řádky  se mají  pouze  zobrazit,  v 




































Opět vychází  z útoku Man  in  the middle, pro  jeho provedení musí útočník  zachytit nějaká validní 
data,  např  haš  hesla,  pomocí  kterého  uživatel  potvrzuje  svou  identitu  (takto  se  heslo  kontroluje 
např.  u  autentizačního  protokolu  CHAP  –  Challenge  Handshake  Authentication  Protocol  [117]). 








proti únosu nemá  žádné bezpečnostní mechanismy. Brání  se proti  této  situaci kontrolou  integrity 
zpráv, takže v případě, že by byly zaznamenány nějaké nesrovnalosti vzniklé změnou adresáta, došlo 





může  chtít  útočník  využít  např  slabou  kontrolu  integrity  zpráv,  v TLS  se  může  snažit  o  použití 
protokolu SSL 2.0, kde by se dále mohl snažit vnutit stranám exportní 40bitové šifrování dat (které se 
již v aktuální verzi TLS nenálézá). 
TLS  se proti  tomu brání  specifickou  výplní PKCS  zpráv,  které  rozumí  klienti  verze  SSL 3.0  a 




fakt  by  byl  ale  zjištěn  při  zprávě  finish,  kdy  by  každý  z účastníků  vypočítal  odlišné MAC  hodnoty 
všech zaslaných a přijatých zpráv a vytváření spojení s danými parametry by selhalo. 
Dalším vážný problém by nastal, kdyby se útočníkovi podařilo stranám komunikujícím pomocí 








úseků, mezi  jednotlivými  akcemi  oběti.  Jedním  ze  způsobů  použití  je  hlídání  odezvy  napadaného 













N  a  privátní  klíč  je  prozrazen.  Pro  implementaci  v  OpenSSL  jsou  známy  přesné  charakteristiky 












Před  samotným  výčtem  algoritmů  jsem  popsal  jejich  dělení  na  symetrické,  asymetrické  a  jako 
doplněk  jsem probral několik vybraných hašovacích funkcí. Symetrické algoritmy se dále dají podle 
způsobu práce s daty dělit na blokové (kterých je aktuálně většina) a proudové. S tímto rozdělením 






pouze  algoritmy,  o  kterých  jsem  přesvědčen,  že  poskytují  dostatečné  zabezpečení.  Podle mého 
názoru jsou pro další bezpečné použití vhodné tyto algoritmy: 
• DEAL – výhodou tohoto algoritmu je pouze možnost jej implementovat na stávajících 
HW nebo  SW  řešeních  určených pro DES,  čímž může přinést úsporu nákladů,  jinak 
díky své rychlosti neobstojí v konkurenci ostatních šifer. 
• GOST  –  ruská  odpověď  na DES  poskytuje  velmi  dobrou  odolnost  proti  pokusům  o 
kryptoanalýzu. 
• IDEA‐NXT  –  licenční  podmínky  bránící  většímu  rozšíření  zřejmě  z této  kvalitní  šifry 
dělají  v očích  kryptoanalytiků  nezajímavý  cíl.  V kombinaci  s dobrou  odolností  proti 
útokům dělá z šifry IDEA‐NXT jeden ze mnou favorizovaných algoritmů. 
• MARS  –  také  opomíjený  algoritmus,  zatím  byly  úspěšné  pouze  útoky  na  značně 






• Rijndael  –  zde  se  opakuje  situace  z předchozího  případu,  ovšem  tento  stav  je 
umocněn tím, že se  jedná o standart AES, takže snahy o  jeho prolomení budou  jistě 
větší než např. snahy o prolomení šifry IDEA. Pro 128 bitový klíč bylo překonáno 7 z 10 
kol. 




• Skipjack  –  opět  velmi  odolný  proti  kryptoanalýze,  napadnutelný  by  byl  při  použití 
pouhých 16 kol, ovšem s 32 koly šifrování jej lze považovat za bezpečnou šifru. 







U  hašovacích  algoritmů  již  situace  zdaleka  není  tak  jednoznačná.  Bezkoliznost  není  natolik 







• SHA‐2 –  rozšířená  verze  algoritmu  SHA‐1,  která přináší  vyšší  složitost útoku, ovšem 
vnitřní  struktura algoritmu  je velmi podobná,  což by mohlo  znamenat  zneužitelnost 

























• Pro  kontrolu  integrity  je  vhodné  použít minimálně  SHA‐1,  pokud  to  implementace 
dovoluje tak RIPEMD‐160. 




Podobně  jako  v případě  SSH  jsem  se  věnoval  i  dalšímu  velmi  rozšířenému  protokolu,  kterým  je 
















V kapitole  7  se  věnuji    praktickým  útokům  na bezpečnostní  aplikace  a  protokoly.  Pro  co  největší 





na  útočníka místo  brány  sítě. Útočník pak  předstírá,  že  je  server,  se  kterým  chtěla oběť  navázat 
spojení.  K tomu  používá  podvržené  certifikáty,  což  je  jediná  možnost  oběti,  jak  tento  útok 
identifikovat.  Zde  řeším  obecný  problém,  kdy  běžní  uživatelé  bezhlavě  příjmají  bez  bližšího 
prozkoumání  jakékoli  certifikáty,  se  kterými  přijdou  do  styku.  Následně  se  vytvoří  dvě  šifrovaná 
spojení – první směřuje od oběti k útočníkovi a druhé od útočníka k požadovanému server. V tuto 
chvíli má  útočník  k dispozici  v nešifrované  podobě  veškerá  data,  která  oběť  odesílá  a  za  pomoci 
určitých nástrojů může tato zpracovat a prohledávat, dokud nenalezne užitečné informace. 
Ostatní  popsané  útoky  rovněž  vycházejí  z pozice  útočníka,  který  může  na  dané  síti 





hašovacího  algoritmu  SHA‐3,  na  nějž  začne  výběrové  řízení  v říjnu  2008.  Vzhledem  k potenciální 
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budoucí zranitelnosti  i  rodiny algoritmů SHA‐2  (ta  se bude odvíjet od výpočetní  síly počítačů),  tak 
bude zajímavé sledovat s jakými změnami přijdou kandidáti na šifru SHA‐3. 
Ve druhé polovině roku 2008 lze také očekávat novou verzi TSL 1.2, ovšem nepředpokládám, 
že  by  narozdíl  od  SHA‐3  přinesla  dramatické  změny,  spíše  půjde  o  obměnu  nepoužívaných  či 
































































































































































































































































































Název šifry  Prolomena  Doporučení  Poznámka 
3‐Way  Ano  Ne  Prolomena  pomocí  related‐key  útoku,  použito  222 
vybraných plaintextů [106]). 
Blowfish  Ne  Ne  Prolomena  pouze  oslabená  4  kolová  varianta,  nikoli 
plná  16  kolová,  ale  doporučuji  spíše  nástupce,  šifru 
Twofish. 
CAST‐256  Ne  Ne  Existují skupiny slabých klíčů, které mohou být využity 
při diferenciální kryptoanalýze.  
CMEA  Ano  Ne  Velmi  krátký  klíč  (64  bitů)  a  neobstojí  při  chosen‐
plaintext útoku. 
DES  Ano  Ne  Prolomitelný i hrubou silou. 
DEAL  Ne  S výhradami  Poskytuje  větší  bezpečnost  než  DES,  ze  kterého 
vychází, lze implementovat na stávajícím DES hw či sw 
(díky  tomu  se může vyplatit  jeho použití), nevýhodou 
je malá rychlost šifrování. 
FEAL  Ano  Ne  Vychází  z DESu,  verze  s malým  početem  kol  (4,  6,  8) 
velmi slabé. 
GOST  Ne  Ano  Ruská  obdoba  DESu  je  překvapivě  odolná  vůči 
pokusům o kryptoanalýzu. 
IDEA‐NXT  Ne  Ano  Nástupce  algoritmu  IDEA,  dosavadní  útoky  na 
integrální  kryptoanalýzou  na  alg.  s redukovaným 
počtem  kol  z 16  na  7  mají  časovou  složitost  2237.4 




LOKI  Ano  Ne Neobstojí při útoku diferenciální kryptoanalýzou.
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MacGuffin  Ano  Ne  Napadnutelný diferenciální kryptoanalýzou, podle [14] 
je méně odolný než standartní 16 kolový DES. 
MARS  Ne  S výhradami  Objevilo  se  několik  pokusů  o  prolomení,  ale  stále  je 
zde relativně bezpečná rezerva (bylo prolomeno 21 kol 
z 32) 
MISTY  Ne  Ne  Na  4  kolovou  verzi  algoritmu  byl  úspěšně  proveden 
tzv. slicing útok [108]), proto je doporučována aplikace 
minimálně  8  kol.  Nicméně  při  existenci  lepších 
algoritmů nevidím důvod pro další používání MISTY. 
MMB  Ano  Ne  Obsahuje slabiny ve výpočtu sub klíčů a při návrhu ani 
nebyla brána v potaz lineární kryptoanalýza. 
NewDES  Ano  Ne  Pokus  o  nástupce  DES,  ale má  ještě menší  odolnost 
vůči known‐plaintext útokům. 
RC6  Ne  S výhradami  Již  15  z 20  kol  prolomeno,  ale  plný  počet  kol  nebyl 
nikdy překonán. 
Redoc‐II  Ne  Ne  Sice nikdy nebylo překonáno 10 kol šifrování, ale tento 
algoritmus  je  velmi  pomalý.  Jeho  rychlejší  varianta 
REDOC‐III  byla  prolomena  known‐plaintext  útokem, 
takže nemohu doporučit ani ji. 
Rijndael  Ne  S výhradami  Z 10 kol jich zatím bylo prolomeno 7, což se může zdát 
jako příliš malá bezpepčností rezerva. 
Safer SK128  Ne  Ano  Verzi  s opraveným  výpočtem  subklíčů  se  ještě 
nepodařilo prolomit. 
Serpent  Ne  Ano  Má  konzervativnější  přístup  k bezpečnosti  než 
Rijndael,  zatím  se  podařilo  prolomit  10  kol  z 32 
použitých. 
SQUARE  Ne  Ne  Algoritmus  je  odolný  vůči  diferenciální  a  integrální 
kryptoanalýze, ovšem byl vytvořen nový útok přímo na 





Skipjack  Ne  Ano  Oslabený  16  kolový  Skipjack  je  prolomen  pomocí 
known‐plaintext útoku, ale původní 32 verze úspěšně 
odolává útokům. 




Šifrovací sada                                 Výměna klíčů    Šifra        Haš funkce 
 
TLS_NULL_WITH_NULL_NULL                   NULL            NULL          NULL 
TLS_RSA_WITH_NULL_MD5                     RSA              NULL           MD5 
TLS_RSA_WITH_NULL_SHA                     RSA              NULL           SHA 
TLS_RSA_WITH_RC4_128_MD5                 RSA              RC4_128        MD5 
TLS_RSA_WITH_RC4_128_SHA                  RSA              RC4_128        SHA 
TLS_RSA_WITH_IDEA_CBC_SHA                RSA              IDEA_CBC       SHA 
TLS_RSA_WITH_DES_CBC_SHA                  RSA              DES_CBC        SHA 
TLS_RSA_WITH_3DES_EDE_CBC_SHA           RSA              3DES_EDE_CBC SHA 
TLS_DH_DSS_WITH_DES_CBC_SHA             DH_DSS           DES_CBC        SHA 
TLS_DH_DSS_WITH_3DES_EDE_CBC_SHA        DH_DSS           3DES_EDE_CBC SHA 
TLS_DH_RSA_WITH_DES_CBC_SHA             DH_RSA           DES_CBC        SHA 
TLS_DH_RSA_WITH_3DES_EDE_CBC_SHA        DH_RSA           3DES_EDE_CBC SHA 
TLS_DHE_DSS_WITH_DES_CBC_SHA            DHE_DSS          DES_CBC        SHA 
TLS_DHE_DSS_WITH_3DES_EDE_CBC_SHA       DHE_DSS          3DES_EDE_CBC SHA 
TLS_DHE_RSA_WITH_DES_CBC_SHA            DHE_RSA          DES_CBC        SHA 
TLS_DHE_RSA_WITH_3DES_EDE_CBC_SHA       DHE_RSA          3DES_EDE_CBC SHA 
TLS_DH_anon_WITH_RC4_128_MD5            DH_anon          RC4_128        MD5 
TLS_DH_anon_WITH_DES_CBC_SHA            DH_anon          DES_CBC        SHA 
TLS_DH_anon_WITH_3DES_EDE_CBC_SHA       DH_anon          3DES_EDE_CBC SHA 
(sady přidané v [73]) 
TLS_RSA_WITH_AES_128_CBC_SHA         RSA    AES_128_CBC  SHA 
TLS_DH_DSS_WITH_AES_128_CBC_SHA      DH_DSS  AES_128_CBC  SHA 
TLS_DH_RSA_WITH_AES_128_CBC_SHA      DH_RSA  AES_128_CBC  SHA 
TLS_DHE_DSS_WITH_AES_128_CBC_SHA     DHE_DSS  AES_128_CBC  SHA 
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TLS_DHE_RSA_WITH_AES_128_CBC_SHA     DHE_RSA  AES_128_CBC  SHA 
TLS_DH_anon_WITH_AES_128_CBC_SHA     DH_anon  AES_128_CBC  SHA 
 TLS_RSA_WITH_AES_256_CBC_SHA         RSA    AES_256_CBC  SHA 
TLS_DH_DSS_WITH_AES_256_CBC_SHA      DH_DSS  AES_256_CBC  SHA 
TLS_DH_RSA_WITH_AES_256_CBC_SHA      DH_RSA  AES_256_CBC  SHA 
TLS_DHE_DSS_WITH_AES_256_CBC_SHA     DHE_DSS  AES_256_CBC  SHA 
TLS_DHE_RSA_WITH_AES_256_CBC_SHA     DHE_RSA  AES_256_CBC  SHA 
TLS_DH_anon_WITH_AES_256_CBC_SHA     DH_anon  AES_256_CBC  SHA 
