















Abstract—In software development, code clones are known to
cause difficulty in maintaining software. One of the reasons
is that it is difficult to systematically fix bugs that straddle
code clones caused by copying code fragments containing
bugs. Existing works supporting edits of code clones include
synchronization based on difference between tokens after
identifying code clones by tracing actions such as cutting,
copying, and pasting that are performed while editing a pro-
gram, and synchronization based on rules by comparing ab-
stract syntax trees between code clones. However, no research
clarifying the nature of code clone editing has been found.
In this thesis, we propose a mechanism that flexibly and
systematically edits code clones that maintain consistency by
describing the consistency to be retained between abstract
syntax trees of code clones by a bidirectional transformation
language after identifying code clones by tracing actions such
as cutting, copying, and pasting. Propagation of editing can
be done selectively. In this thesis, after clarifying desirable
formal properties in selective propagation, we show that
the proposed mechanism actually satisfies its properties and
demonstrate prototype implementation. Thus, our method
enables an implementation of update propagation while
















































タイプ 3 タイプ 2に加え，構造が異なるコード片
本研究では，タイプ 1，タイプ 2 に加え，タイプ 3 の
コードクローンを扱い，以下のように生成されたコー
ドクローンを扱う．コード片 tiがカット，コピー，ペー
ストなどで複製された tj が存在したとすると，ti と tj
はコードクローンであり，加えて，ti を編集した t′i と






































s = P[[l]](s,G[[l]](s)) (GETPUT)




















デ ー タ モ デ ル と し て ，属 性 と 状 態 が
ノ ー ド に 存 在 す る 木 構 造 を 扱 う．木 構 造 は
Tree = (V, attributes, children, q0) の 4 つの組で




属性には, typeLabel, label が存在し，ノード v ∈
t.V に対して，t.attributes(v) = {typeLabel 7→
x, label 7→ y} のとき，ノード v の typeLabel,
label 属性はそれぞれ x, y である．ノード v ∈
t.V の属性 a ∈ {typeLabel, label} を w に
変更した後の t.attributes を t.attributes[v 7→
(t.attributes(v))[a 7→ w]] と記す．
ノードから子どものリストへの写像 t.children







Insert(sub, ith, p) , Update(v, attrs) , Move(v, nth, p)の
5つがある．双方向変換全体の集合 Lを次のように帰
納的に定義する．5つの基本要素は集合 Lに含まれる．




集合 Lの要素には，get , make put , put が存在し，
l ∈ Lとしたとき，G[[l]](s),M[[l]](s), P[[l]](s, t)とするこ
とで lの get , make put , put を表す．sは，双方向変換
のソースであり，tはターゲットである．get, make put,
putにおける変数 s, t は木の実体を表す．l ∈ Lとした

























v はリストの要素を表し，l はリストを表す．l か
ら，vを削除したリストを返す．lに vが存在しな
い場合には，lを返す．
リストへの挿入 lins(v, i, l)
vはリストの要素，iは自然数，lはリストを表す．
lの i番目に v を挿入したリストを返す．lの長さ
が i未満の場合には，lの一番最後に挿入する．








s v /∈ s.V
(V \ V ′, a \ a′, c′′, r) otherwise
where (V, a, c, r) = s
(V ′, a′, c′, r′) = subtree(v, s)
c′′ = c[parent(v, s) 7→ bnew] \ c′
b = brothers(v, s)
bnew = ldiff (v, b)
G[[Insert(t, i, p)]](s) =
{
s p /∈ s.V
(V, a, c, r) otherwise
where V = s.V ∪ t.V
c = s.children[p 7→ lins(t.q0, i, s.children(p))] ∪ t.children




s v /∈ s.V
(V, a, c, r) otherwise
where V = s.V
a = s.attributes[v 7→ attrs]
c = s.children
r = s.q0
G[[Move(v, i, p)]](s) = G[[Insert(subtree(v, s), i, p)]](G[[Delete(v)]](s))
G[[l1; l2]](s) = G[[l2]](G[[l1]](s)) l1, l2 ∈ L





M[[Id]]s = IdM[[Delete(v)]]s =
if nothasVertex (v, s) then
Id
let sub = subtree(v, s) in
let i = nth(v, s) in
let p = parent(v, s) in
Insert(sub, i, p)
M[[Insert(sub, ith, p)]]s =
Delete(sub.q0)
M[[Move(v, ith, p)]]s =
if not hasVertex (v, s) or not hasV ertex(p, s) then
Id
else
let i = nth(v, s) in




l1, l2 ∈ L,M[[(l1; l2)]]s =M[[l2]]G[[l1]](s);M[[l1]]s
図 2. 双方向変換の基本要素における make put l ∈ L,P[[l]](s, t) = G[[M[[l]]s]](t)
図 3. 双方向変換の基本要素における put
して説明する．G[[Id]](s)は sに対する恒等関数を表す．
G[[Delete(v)]](s)は s.Vの中に v が存在しなければ，恒
等関数を表し，存在する場合には vをルートノードとす
る部分木を削除した木を返す．Insert(sub, ith, p)は s.V
の中に pが存在しなければ，恒等関数を表し，存在す










図 2，図 3 は，s, t ∈ Tree としたときの全ての集
合 Lに対する putの意味を記述したものである．それ
ぞれの Lの要素に対する putの意味について説明する．
Id は tに対する恒等関数を表す．Delete は s.Vの中に
























i ̸= j であり，コード片 i，コード片 j を表す. init(i, j)
で選択的伝播を行う為の準備を行い，選択画面ではコー
ド片 i又はコード片 jを選択可能である．コード片 iに
対する操作では，選択 iはコード片 iを選択する操作を




面から編集画面 iへは，コード片 jからコード片 iへの
































ン iの編集のコードクローン j に対する伝播を cancel
することで，元のコードクローンを介して，コードク
ローン jからコードクローン iに対する双方向変換が生








































証を行う．図 7，図 8，図 9はそれぞれ左と右でコード
クローンになっている．左のコードをコード iと呼び，
右のコードをコード jと呼ぶ．コード iとコード jの共
通部分の抽象構文木を抽象構文木 cと呼ぶ．図 7の上段
のコード i，コード j が一致したコードクローンとなっ






行い，コード j の (- x y)を (- y x)に (* x y)
を (* y x)に編集し，cancel(i, j), ppg(i, j)を行った
例である．その結果，コード jの 3行目と 4行目の入れ
換えはされず，ppg(i, j)をするとコード iの (- x y)
は (- y x) に，(* x y) は (* y x) に変化した．
cancel(i, j) を行うことで，抽象構文木 c からコード j
の抽象構文木に対し，3 行目と 4 行目部分に対応する
Moveを生成し，ppg(i, j)を行うことで，Moveの put方
向の変換により，(- x y)から (- y x)への変化と
(* x y)から (* y x)の変化が伝播し，コード移動
に追随して伝播している．Moveが設計通りに動作して
いることがわかる．
図 8は，Insertの例を示したものである．コード iの 7
行目に(* x x x)を挿入する編集を行った後，save(i)
を行い，(* x x x)から (* x x)へ編集し，save(i)
を行い，cancel(j, i), ppg(j, i)を行った例である．コー





















iに対し，(* x x x)の Insertを生成し，ppg(j, i)を
行うことで，Insert の値域の範囲の伝播を試みる．(*









の (* y x)を削除する編集をした後，save(i)を行い，
cancel(j, i), end(j, i)を行い，コード j に (- x y)を
挿入する編集をした後，save(j), ppg(i, j)をした例であ
る．コード iは，コード jに (- x y)を挿入した後に
ppg(i, j)をしても変化がなかった．
cancel(j, i)を行うことで，抽象構文木 cからコード
iに対し，(* y x)の Deleteを生成し，ppg(i, j)をす
ることで，コード j の (* y x)に対し，(* y x (-
x y))として (- x y)の挿入をコード j から抽象構
文木 cへと put方向の変換をし，抽象構文木 cからコー
ド iへと get方向の変換をする．抽象構文木 cからコー
ド iへの Deleteの get で (- x y)は削除されるため，




以上の例で，Move, Insert, Delete は成功しており，
簡単な例であれば実装の中で，Move, Insert, Deleteは
正しく動作すると予測される．
3.5.2. 基本要素に対する定量的評価. OSはmacOS Mo-
java Version 10.14, Processorを第 8世代 Intel Core i7の
図 7. Move の例
図 8. Insert の例
クアッドコア 2.7GHz(Turbo Boost使用時最大 4.5GHz)，
メインメモリを 16GB 2133MHz，OCamlのバージョン
4.06.1でネイティブコンパイルで実験を行った．表 1,
表 2は 100個のノードに対して，基本要素の getをそれ
ぞれ 1000回ずつを 1セットとして，11回計測したもの
から，最初の 1回を取り除いて，10セット計測したも
のの平均を µ，標準偏差を σとしたとき，µ± 2σで表
したものである．単位は msである．OSの時間を使用
して時間の計測を行っている．























表 1. Insert, Delete, Update における GET にかかる時間 (ms)
基本要素 深い木 浅い木の左 浅い木の右
insert 1.14 ± 0.13 0.02 ± 0.01 0.36 ± 0.05
delete 1.31 ± 0.35 11.80 ± 1.05 11.88 ± 1.05
update 1.58 ± 0.71 11.89 ± 0.80 12.15 ± 1.57
表 2. Move における GET にかかる時間 (ms)
(a) (b) (c)
12.46 ± 1.11 12.30 ± 0.87 2.98 ± 0.43
(d) (e) (f)
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