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Toute référence à la bibliographie, que l'on pourra retrouver dans les 
pages qui suivent, sera notée de la manière suivante : 
2 lettres suivies de 2 chiffres, le tout entre paranthèses. 
PARTIEl I N T R O D U C T I O N 
(Lefebvre J.) 
L'application de l'informatique au traitement graphique est de plus 
en plus courante et tend à s'introduire dans un nombre sans cesse 
croissant de domaines aussi variés que, par exemple, la gestion, 
l'éducation, l'art graphique. 
Elle permet d'obtenir, automatiquement ou d'une manière interactive, 
une .représentation claire et concise d'un ensemble complexe 
d' informa tians. 
Le traitement graphique n'apparaissant pas encore dans le programme 
de cours de l' Institut d' Inf arma tique, nous avons 
de consacrer notre trava .i.l de fin d'étude à un 
expansion et entièrement nouveau pour nous. 
jugé intéressant 
sujet en pleine 
Ce mémoire aborde le problème de l'édition graphique sur 
microordinateur. 
Dans un premier temps,nous étudierons ce domaine d'un point de vue 
général nous tenterons d'établir une synthèse élémentaire et 
partielle, relative à l'utilisation actuelle des outils graphiques. 
Cette étude nous paraissait utile, vu que le problème n'avait pas 
été abordé lors de nos études. Cela constituera la deuxième partie. 
La troisième partie sera consacrée à une description précise de 
l'éditeur que nous choisissons de constru.i.re et des concepts qu'il 
manipule. 
L'objectif de l'utilisateur, lorsqu'il travaille avec un tel outil 
étant d'éditer des dessins, nous avons tenté d'aborder cette notion 
d'une manière particulière : un dessin sera ccmposé d'un ensemble de 
dessins (notion de comb:i.naison de dess:i.ns). 
Nous en distinguerons deux types: 
* les dessins d:i.ts de base et fournis par le système, 
* les dessins dits composés et créés par l'utilisateur a l'aide 
de l'éditeur, grâce à cette notion de combinaison. 
Suite à une telle définition d'un dessin, nous pourrons dire qu'ils 
possèderont une structure arborescente, chaque noeud de cette 
structure étant un dessin. 
Nous avons ensuite choisi de regrouper les dessins se ressemblant 
( c'est-à-dire possédant la même structure d'arbre) en famille qui 
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seront décrites par ce que l'on a appelé un "opérateur". 
Les caractéristiques communes aux dessins se ressemblant, 
définissent la famille de dessins, les caractéristiques différentes 
définissant un élément de cette famille (c'est-à-dire un dessin 
particulier). 
Le type _de la famille dépendant des dess:lns qu'elle regroupe, nous 
aurons donc des opérateurs di.ts de base et des opérateurs dits 
composés. De là, au n:lveau de notre éditeur, on peut dire que créer 
une nouvelle famille revient à créer un nouvel opérateur en 
ut :Ui sant les opérateurs existants (notion de comb i naison 
d'opérateurs). Les opérateurs ainsi utilisés constituent les noeuds 
du deuxième niveau de la structure du nouvel opérateur. 
Il nous fallait alors concevoir un langage, langage dans lequel on 
écrira un opérateur composé. Nous avons défin:l ce que l'on a appelé 
le langage LG (langage graph:lque). En fait, un opérateur composé 
sera donc const:ltué d'un texte écr:lt dans ce langage. Un opérateur 
possédera une liste de paramètres permettant lors de l'exécut:lon de 
celui-ci (avec des valeurs particulières pour chacun des 
paramètres), d'obtenir la représentation graphique d'un dessin 
particulier de la famille décrite par cet opérateur. 
Au niveau construct.:lon, la création d'un nouvel opérateur était 
quelque chose d'assez aisé : il suffisait de combiner des opérateurs 
existants afin d'en obtenir de nouveaux. 
Le système, tel qu':ll était proposé, nous permettait d'ut:lliser les 
opérateurs existants dont on ne devait conna:ttre que la l:lste des 
paramètres. Il aura:lt été :lntéressant de pouvo:lr appliquer à un 
opérateur que l'on utilisait dans la définition d'un autre, des 
opérations du style : rotation, translation, mettre en couleur 
Nous avons choisi de fournir un outil permettant cela 
modificateurs". 
"les 
De plus, ces modificateurs pourront se rapporter à un noeud 
quelconque de la structure de l'opérateur util:lsé. 
Des règles de priorité entre modificateurs ont donc été établies. 
Nous avons ensuite présenté l'éditeur graphique, 
manipulera tous ces concepts. 
éditeur qui 
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La description que nous avons faite de celui-ci, propose un ensemble 
de commandes et un ensemble de modes regroupant ceux-ci. 
Grâce à cet éditeur, l'util.i.sateur pourra éditer le texte d'un 
opérateur canposé et obtenir la rèprésentation graphique d'un 
dessin. B:i.en d'autres choses sont possibles mais ces deux éléments 
const:i.tuent le fondement de l'éditeur. 
Nous avons cho:i.s:i. d' approfondi. r part:i.cul:i.èrement 1' aspect éd:i. t:i.on 
d'un tel opérateur. 
Editer un opérateur composé revient à éd:i.ter son texte en langage 
LG. 
On aura:i.t pu se contenter de fournir à l'utilisateur un éditeur de 
texte lui permettant de créer et/ou modifier de tels textes. 
Cependant, de cette manière, 1' utilisateur ne possède aucun appui 
graphique. 
Afin de pouvoir disposer d'un tel appui, nous avons défini deux 
manières d'éditer un opérateur composé : 
* soit créer ou modifier le texte d'un opérateur composé via un 
éditeur de texte. L'utilisateur éditera donc lui-même le texte 
en langage LG. Il ne dispose alors d'aucun ap~ui graphique. 
* soit créer ou modifier le texte d'un opérateur composé à l'aide 
d'un support graphique: L'utilisateur pourra créer un nouvel 
opérateur (famille de dessins) en créant un élément (dessin) de 
cette famille. 
Grâce à un support graphique, :ll créera un dessin à partir 
duquel le système générera le texte en langage LG correspondant 
à l'opérateur décrivant la famille d'où est issu ce dessin. En 
ce qui concerne la modification, l'utilisateur choisira un 
dessin de la famille qu'il veut modifier et il réalisera ces 
modifications sur la représentation graphique de celui-
ci(support). Le système traduira ces modi fica ti ons en 
changements dans le texte décrivant la famille d'où est issu ce 
dessin. 
De plus, lors d'une même édition, l'utilisateur pourra passer d'une 
manière d'éditer à l'autre. 
Ce double aspect de l'édition d'un opérateur composé constituera la 
particul:i.ar:i.té de notre éd:i.teur. 
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- Nous consacrerons ensuite la quatrième partie, à analyser plus 
particulièrement les problèmes l:lés à la réalisation de deux aspects 
de notre éditeur 
1. l'exécution d'un opérateur af:ln d'obtenir la représentation 
graphique d'un dessin. 
2. l'édition d'un opérateur. 
Le premier point nous amènera à aborder, entre autre, la not:lon de 
texte, et le problème des priori tés entre modificateurs pour lequel 
nous avons proposé un algorithme en pseudo-langage. 
A propos du deuxième point,nous tra i terons d'abord les deux manières 
d' éd:l ter, séparé.ment, en nous attardant plus longuement sur celle 
possédant un support graphique, avant d'analyser le passage de l'un 
à l'autre. 
Enfin, nous terminerons par une c:lnquième partie, constituée d 1 une 








Nous commencerons par présenter le graphique interactif de manière généra-
le (2.2.). 
Nous étudirons par la suite, l'environnement de notre sujet (2.3.). 
2.2. LE GRAPHIQUE INTERACTIF (FO82) 
A ce n1veau, nous citerons quelques exemples relatifs au graphique interac-
tif, ensuite nous donnerons quelques avantages d'un outil interactif et en-
fin, nous présenterons les différents composants d'une telle application. 
1. Nous allons introduire une définition du traitement graphique en informa-
tique par l'intermédiaire de quelques exemples familiers pour la plupart 
des lecteurs : 
- l'utilisation d'imprimantes à impacts permettant d'obtenir des repro-
ductions de personnages de dessins animés ; 
- l'utilisation de tables traçantes (graphes bi ou tridimentionnels, 
histogrammes, cartes, dessins architecturaux, représentation de 
circuit) ; 
- l'utilisation d'un terminal graphique avec un clavier et un curseur, 
afin de manipuler des images d'objets réels ou imaginaires. 
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- l'utilisation d'un ordinateur individuel .destiné non seulement à des 
usages récréatifs par l'intermédiaire d'une vaste gamme de jeux vidéo 
mais également à des applications classiques de traitement de l'infor-
mation ; 
l'utilisation de microprocesseurs orientés exclusivement vers les jeux 
vidéos et reliés à une télévision. 
- En C.A.O. (Conception Assistée par Ordinateur), l'utilis~tion du gra-
phique interactif afin de concevoir des composants ou des systèmes, 
mécaniques, électriques, électro-mécaniques ou électroniques . 
ex. coque d'un avion, un building, une usine chimique, des systèmes 
optiques, des réseaux téléphoniques ou informatiques. 
Sur base d'un modèle du composant ou du système, l'ordinateur permet 
au concepteur de réaliser des tests concernant ses propriétés mécani-
ques, électriques ou thermiques. 
A partir de ces quelques exemples,nous pouvons remarquer que le graphique 
en informatique concerne la création, la mémorisation et la manipulation 
de modèles d'objets (pour nous dessins) et de leurs représentations gra-
phiques par un ordinateur. En fait, on pourrait considérer le concept 
de dessin comme possédant un ensemble d'attributs. 
Supposons par exemple : le dessin MAISON. Celui-ci possède différents 
attributs tels que son image, son prix, son propriétaire. Dans notre ap-
proche, nous nous intéresserons uniquement à l'attribut image. 
La notion d'interactivité adjointe au graphique reprend le cas important 
où l'utilisateur contrôle dynamiquement l'image (représentation graphique 
du dessin), le format, la taille, les couleurs sur l'écran par l'intermé-
diaire d'outils interactifs tels qu'un clavier, un "JOYSTICK", 
7 
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2. L'outil interactif présente certains avant~ges 
- une communication homme/ordinateur plus facile (traitement plus rapide 
et efficace de données si elles sont présentées graphiquement ) . 
- La réalisation d'images d'objets abstraits ou réels et d 'en reproduir e 
autant de copie que l'on désire. 
Le graphique interactif est une forme d 'int eraction homme-machine quL 
combine une communication textuelle ou alphanumérique ave c une commu-
nication graphique. 
- L'utilisateur est libéré de la fatigue liée au parcours de nombreuses 
pages de texte sur listing ou sur terminal. 
La possibilité de faire varier l'image dynamiquement constitue donc un 
avantage appréciable. 
- Pour exprimer des changements dans le temps une séquence animée est 
souvent plus expressive qu'une succession d'images. La vision est plus 
agréable. 
Les interactions possibles sont de différents types 
- Impression interactive où l'utilisateur fournit des paramètres, fait 
exprimer, modifie les paramètres, refait imprimer. 
- Prédéfinir un objet et voler autour de lui en temps réel sous contrôle 
de l'utilisateur (simulateur de vol). 
Conception interactive : l'utilisateur part d'un écran vLerge, crée un 
dessin à partir de composants prédéfinis, le modifie selon sa volonté, 
effectue des déplacements et des agrandissements. 
Ce dernier point sera la préoccupation principale de notre travail. 
En résumé, nous pouvons dire que le graphique interactif nous permet 
d'obtenir une meilleure communication hoonne/machine si l'on a recours 













3. En f in, pour terminer ce point, présentons les différents composants d 'une 
application graphique interactive. 
On peut retrouver dans le schéma ci-dessous emprunté à J. Foley ( F082) 





Structure Programme y A 
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de d'application s p 
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Il 1 TERMINAL 
1 ~ 1 TABLETTE UTILISATEUR 
l-' -
On dispose d'un ordinateur central auquel est relié une unité d'affichage 




clavier, touches prédéfinies, crayon lumineux, "Joystick" 
qui indique la position selon les axes X, Y. 
• 
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Au point de vue logiciel, les composants s0.nt au nombre de trois : le 
programme d•application qui enregistre et utilise le second composant 
la structure de donnée de l'application et, envoie des commandes graphi-
ques vers le 3ème composant, le système graphique. 
La structure de donnée enr~gistre la description d'objets réels ou 
abstraits dont ·1es images doivent apparaître à l'écran. (Ces informa-
tions sont : type de ligne, couleur, coordonnées). Le programme d'appli-
cation décrit la géométrie de l'objet dont l'image doit être visualisée 
sur une surface de vue par l'intermédiaire d'un système graphique. 
Le système graphique contient un ensemble de sous-routines de sorties 
compatibles avec un · langage de haut-niveau. Ces sous-routines contrôlent 
une ou plusieurs unités de . sortie et engindrent l' .affichage de l'image 
sur ces unités. Il contient également un ensemble de sous-routines d'en-
trées d'info graphiques permettant la communication avec l'utilisateur. 
2.3. DEFINITION DE L'ENVIRONNEMENT 
Après avoir étudié le graphique interactif de manière générale, nous défi-
nirons de manière plus précise les composants d'une application graphique 
interactive (son environnement). 
Nous parlerons tout d'abord du matériel (2.3.1.), des tentatives de norma-
lisation au sein des logiciels graphiques : les standards ainsi que le rap-
port de ceux-ci avec les microordinateurs (2.3.2.), ensuite nous citerons 
quelques applications graphiques (2.3.3.), enfin nous définirons la notion 
d'éditeur graphique (2.3.4.) et parlerons du langage LOGO en particulier 
(2.3.S.). 
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2.3.1. LE MATERIEL 
Le matériel d'un système graphique est constitué de quatre composants 
principaux : 
- l'ordinateur 
- l'unité de traitement graphique (U.T.G.) 
- l'unité d'affichage 







L'U.T.G. est comparable à une unité centrale spéciale avec son propre en-
semble de commandes, ses propres formats de données et son propre compteur 
d'instructions. Il exécute une séquence d'instructions d'affichage afin 
de créer un dessin sur un écran. Les instructions typiques sont : 
- le marquage d'un point 
le tracé d'une ligne ou d'une chaîne de caractères. 
Les dispositifs interactifs sont également rattachés au U.T.G. 
Nous allons citer dans ce paragraphe les différents types de terminaux 
graphiques, les différentes techniques d'introduction graphique de don-
nées, les différentes méthodes d'impression d'images graphiques. 
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2.3.1.1. TERMINAUX ( F082, MI78) 
Nous ne ferons que citer les technologies principales rencontrées ac-
tuellement : 
- Terminaux à tube cathodique avec rafraîchissement d'images 
2 types Terminaux à balayage cavalier 
Terminaux à balayage de trame 
- Terminaux à tube cathodique avec mémoire. 
- _Autres types de terminaux : 
les terminaux "plasmapanel display" 
écran à cristaux liquides (L.C.D.) 
écran à diodes luminescentes (L.E.D.) 
écran à lasers. 
2.3.1.2. INTRODUCTION GRAPHIQUE DE DONNEES (F082, MI78) 
Il existe aujourd'hui une grande variété de techniques ; afin de les 
ranger, nous utiliserons la classification basée sur les dispositifs 
logiques définis par le Siggraph Planning Committee (S.G.P.). 
Nous distinguons : "locator" : indiquer une position et une orientation 
(tablette+ Stylo). 
"pick" sélection d'une entité à l'écran (crayon 
lumineux, simulé par la tablette ou la 
souris). 
"valuator" : permet d'introduire une valeur réelle 
(potentiomètres rotatifs, glissants). 
"keyboard" introduire une chaîne de caractères_ 
(clavier alphanumérique). 
"button" sélection parmi un ensemble d'actions ou 
de choix alternatifs possibles (clavier, 
touche). 
Choix effectué au sein d'un menu. 
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2.3.1.3. TECHNIQUES D'IMPRESSION DE GRAPHES 
L'outil employé pour tracer des tmages peut êt~e une imprimante graphi-
que (table traçante, imprimante à rouleau, tambour, électrostatique). 
2.3.1.4. NOTRE MATERIEL 
Nous ne ferons que citer les différents éléments composant le matériel 
car nous ne réaliserons pas une implémentation complète du système. 
Nous supposerons donc qu'il sera mis à notre disposition : 
- un micro-ordinateur (64K) 
- un écran à tube cathodique (balayage de trame) 
- Comme entrée de données : un clavier 
- Comme sortie une table traçante 
une imprimante. 
De plus amples précisions devraient être apportées lors du choix défini-
tif. 
2.3.2. LES LOGICIELS GRAPHIQUES (FO82) 
Ce paragraphe est consacré à l'étude des problèmes de standardisation des 
logiciels graphiques. Nous parlerons dans un premier temps du motif de la 
standardisation (2.3.2.1.) ensuite des exigences pour la conception d'un 
standard (2.3.2.2.), d'un historique (2.3.2.3.), des normes existantes à 
ce jour : G.S.P.C. (2.3.2.4.), G.K.S. (2.3.2.5.), N.A.P.L.P.S. (2.3.2.7.) 
et de la standardisation en microinformatique (2.3.2.6.). 
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2. 3. 2. 1. MOTIFS 
Le principal motif de la standardisation est la portabilité du programme 
d'application (transfert d'une i nstallation vers une autre avec un mini-
mum de changements dans la programmation). 
Cette probabilité serait parfaite si le matériel était standard (pas en-
visageable). Ceci n'est réalisable que par un interface de haut niveau, 
c'est le logiciel graphique. 
Ce logiciel sera un point de ré f érence pour les constructeurs d'équipe-
ment graphique en fournissant une combinaison utile de capacités graphi-
ques pour un terminal. Le prob l ème de la dépendance vis-à-vis du maté-















































Le premier dessin (figure a) montre deux logiciels graphiques développés 
. 
pour deux terminaux différents ; chacun d'eux présentant un interface de 
programmation différent au programme d'application. Nous dirons que ces 
logiciels dépendent entièrement du terminal utilisé en ce sens qu'ils 
forcent le programmeur à tailler ses programmes en fonction du terminal. 
Dans le deuxième dessin (figure b), nous voyons le résultat d'un effort 
visant à offrir un interface identique au programmeur. Le même program-
me d'application peut tourner sur deux sites. Nous avons donc atteint 
une indépendance vis-à-vis du terminal pour le programmeur ; cependant 
les deux logiciels graphiques di f fèrent intérieurement. 
Dans le troisième dessin (figure c), le logiciel graphique est indépen-
dant du terminal. La seule part i e liée au terminal est le "device 
driver" . Sa fonction est de trans f ormer, en fonction du terminal, le 
"display file", fichier contenant un ensemble d'appels à des primitives 
graphiques, le restant du logiciel étant tout à fait portable. 
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2.3.2.2. EXIGENCES POUR LA CONCEPTION D'UN -STANDARD GRAPHIQUE (GK82) 
La conception d'un standard graphique doit être basée sur les exigences 
suivantes : 
- Contenir toutes les fonctions essentielles pour l'ensemble des 
domaines d'applications graphiques (sortie de dessins, applica-
tion interactive). 
Contrôler d'une manière uniforme l'ensemble des types de termi-
naux graphiques. 
- Fournir toutes les fonctions exigées par la majorité des appli-
cations sans devenir trop important (taille). 
A partir de ces exigences, on peut établir des principes de conception, 
de capacité fonctionnelle, de conception d'interface, par rapport aux 
périphériques graphiques et l'implémentation pour concevoir les stan-
dards. 
2.3.2.3. HISTORIQUE (H082) 
Par rapport aux langages de programmation, les standards graphiques ont 
mis tongtemps pour apparaître. Le changement continuel dans la percep-
tion et la conception du graphique interactif est la raison la plus im-
portante de ce retard. 
La majorité des activités actuelles dans le domaine de la standardisa-
tion a trouvé son origine lors de la réunion organisée par l'I.F.I.P. à 
Seillac en mai 1976 (Seillac 1). La principale résolution de Seillac 
fut d'établir une distinction claire entre la modélisation d'une image 
et la vue que le système en donne. Suite à cette réunion le G.S.P . C. 
(Graphies Standard Planning Committee) conçu le "CORE graphie system". 
Deux propositions de standard sont apparues en 1977 et 1979. La der-
nière version reprend une description complète d'un système à 3 dimen-
sions. 
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Pendant ce temps, un groupe allemand (D.I.N.) travaillait sur le G.K.S. 
(Graphical Kernel System) cherchant aussi à définir un système graphique 
mais limité à l'espace à 2 dimensions. La dernière version fut acceptée 
par l'I.S.O. (International Standard Organisation) comme proposition de 
base . 
2.3.2.4. G.S.P.C. (MI78) 
Les fonctions offertes par le CORE system sont classifiées en 4 catégo-
ries : - Les primitives de sorties et leurs attributs (paramètres). 
- Transformation de vue : Le programme d'application décrit la 
vue d'un objet par la spécification d'une transformation de 
vue. 
Une transformation de vue sélectionne une région du monde gra-
phique à afficher et ~pécifie la façon dont les objets se trou-
vant dans la zone sélectionnée doivent être projetés sur la 
surface de vue. 
La surface de vue est un rectangle (ou un carré se trouvant sur 
la surface des périphériques utilisés. 
Le système de coordonnées spécifiant les positions sur la sur-
face de vue est appelé système de coordonnées normalisé des 
périphériques. 
Conceptuellement, une transformation de vue décrit la position 
d'une caméra qui doit prendre un instantané d'un objet. 
Dans l'espace à deux dimensions, une transformation de vue est 
entièrement spécifiée par une fenêtre dans le système de coor-
données utilisateur et par une zone de projection sur la surfa-
ce de vue. 
La fenêtre peut être tout rectangle dans le plan déterminé par 
les axes X et Y du système de coordonnées utilisateur. 
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La zone de projection est un rectangle spécifié dans le système 
de coordonnées normalisé (0 ~ 1 pour X et O ~ 1 pour Y) 
dont les côtés sont parallèles aux côtés horizontaux et verti-
caux de la surface de vue. 
Une fenêtre est utilisée pour "couper" un objet, c'est-à-dire 
pour déterminer la portion de l'objet devant être visualisée. 
Après la coupure, cette portion est projetée sur une partie 
de la surface de vue déterminée par la zone de projection. 
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- Segmentation et modification d'image : un dessin apparaissant 
sur la surface de vue est défini par un ou pl us i eurs segments. 
Un programme d'application utilise des segments différents afin 
de pouvoir changer une ou plusieurs parties d'un dessin. 
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Des changements dans un dessin apparaissent lorsque les attri-
buts dynamiques des segments sont changés. (Visibilité, lumi-
nosité, déteètabilité, transformation). Un segment correspond 
à une image. Il existe deux types de segments : 
retenu 
non-retenu 
pour afficher plusieurs fois une 1mage 
aff{che une seule fois une imag~. 
- Dispositif logique d'entrée : Ceci permet de faire abstraction 
des propriétés des périphériques physiques. 
Quatre classes de dispositifs : 
2.3.2.S. G..K.S. ( GK82, H082) 
Sélection (crayon lumineux) 
Positionnement (tablette) 
Valuator (bouton rotatif) 
Button (touche sélectionnée). 
Les notions développées par G.K.S. sont au nombre de s1x 
- Station de travail 
- Plume 
Primitives de sorties 
- Segments 
- Vues 
- Entrées de données graph iques. 
A. Station de travail 
C'est le concept central qu1 regroupe une unité d'affichage et un 
certain nombre de périphériques d'entrée. Un opérateur peut avo1r en 
même temps plusieurs stations de travail sous son contrôle. Diffé-
rentes stations peuvent être utilisées pour montrer simultanément 
plusieurs parties d'un même dessin. La station de travail est défi-
nie comme appartenant à l'un des types standards (table traçante, 
écran à mémoire, écran à rafraîchissement) ce qui permet au programme 
d'adapter son comportement en fonction du domaine d'application. 
CT .20-
B .. Plume 
Des attributs peuvent être associés à des primitives graphiques tel-
les que couleur, type de ligne, luminosité. En G.S.P.C., les attri-
buts ·gardent leur valeur courante jusqu'au changement explicite sui-
vant. Ceci a pour désavantage de devoir adapter ces spécifications 
d'attributs à des périphériques ne pouvant implémenter certains 
attributs et un accroissement de la complexité des algorithmes pour 
la modification de nombreuses valeurs. En G.K.S., on possède un at-
tribut majeur par primitive, un numéro de plume. La définition de 
cet attribut dépendra de la station de travail et sera établie par le 
programmeur d'application. 
C. Primitives de sorties 
G.K.S. définit six primitives de sorties 
Polyline : permet de tracer un ensemble de lignes connectées. 
Polymarker permet de marquer une suite de points par un 
symbole. 
Text permet d'écrire une chaîne de caractères. 
Fill area : définit les limites d'une surface dont l'intérieur 
doit être hachuré ou colorié. 
Pixel area : moyen utilisé pour spécifier une suite de points 
- Generalized drawing primitives : fonctions permettant de tra-
cer des cercles, courbes, 
D. ~e~m~n.E_s 
Les segments sont ·mémorisés dans les stations de travail actives au 
moment de leur définition. L'utilisateur peut très bien définir un 
dessin formé de segments sur un terminal et désirer en avoir une co-
pie sur une table traçante. A cette fin, G.K.S. enregistre une copie 
des segments. Les copies peuvent être retirées et envoyées vers 
n'importe quelle station. Ajoutons encore la possibilité d'insérer 
un segment dans un autre. 
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E. Vues 
G.K.S. a 3 systèmes de coordonnées : 
Système de coordonnées utilisateur 1 projection 
Système de coordonnées normalisé du périphérique l projection 
Système de coordonnées physiques du périphérique 
La notion de fenêtre interviendra lors de la première projection. 
F. Entrées de données graphiques 
G.K.S. utilise le même système de classification que G.S.P.C. 
2.3.2.6. STANDARDS ET MICROORDINATEURS (CD82) 
Avec l'introduction de plusieurs centaines de systèmes graphiques diffé-
rents et du grand nombr~ de variantes au niveau des écrans et des impri-
mantes, la création de langages graphiques communs et d'interfaces 
d'unité pour la portabilité fut nécessaire et bénéfique mais pas simple. 
La création d'applications imposantes, le développement d'unités d'en-
trées graphiques ont rendu nécessaire la création de standards. 
Signalons que la plupart des travaux sur les standards pour mainframe et 
miniordinateur sont directement utilisables pour les applications sur 
microordinateurs. Cependant les objectifs et contraintes des micros par 
rapport au mainframe et mini sont différents ; l'objectif principal des 
micros étant la portabilité des applications sur différents systèmes, 
celui des minis et mainframes étant de rendre les unités de sortie 
indépendantes. 
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Dans le monde des mainframes, la distribution du soft en code source est 
fréquente car peu de machines sont identiques. Tandis que pour la micro-
informatique beaucoup de systèmes ont le même C.P.U. et operating sys-
tem. De ce fait, les applications sont sous forme code objet. Le déve-
loppement des interfaces va évoluer vers 2 possibilités ; la portabilité 
se portera à deux niveaux 
- portabilité du code source : un compilateur spécifique et/ou une 
librairie d'exécution pour les microordinateurs individuels donne 
au créateur d'application les outils pour cr.éer des programmes 
machines graphiques spécifiques. Les modules objets de ces pro-
grammes doivent contenir un ou plusieurs "device driver" qui peu-
vent être choisis par des routines de sortie. Les standards peu-
vent définir le langage d'interfaçage pour les primitives de sor-
tie, attribut, opération de vision, de contrôle général. 
portabilité du code objet l'utilisation de standards rend possi-
ble l'implémentation avec un code objet indépendant. Cette appro-
che est identique à la 1ère, à la différence que chaque créateur 
de compilateur n'a pas besoin d'adapter celui-ci à chaque machine. 
2.3.2.7. N.A.P.L.P.S. ( BE83) 
Le standard graphique N.A.P.L.P.S. est orienté microprocesseur. En 
fait, le North American Level Protocol Syntax est une méthode d'encodage 
d'informations de manière standardisée et compacte. En outre 
N.A.P.L.P.S. est prévu pour un environnement multi-utilisateurs. 
N.A.P.L.P.S. spécifie entre autre, comment formuler l es dessins et les 
textes. 
Il prévoit 2 ou 3 dimensions. 
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L'utilisateur de N.A.P.L.P.S. dessinera sur un écran normalisé : (O,l) * 
(0,1). Cependant, certains hardwares n'ont pas d'espace adressable de 
forme carrée : il y aura troncature du dessin. Ceci permet une indépen-
dance du point de vue du matériel, et de plus, une simple multiplication 
suffit pour passer de l'écran normalisé à l'écran physique. (idem 
G.K.S.). 
N.A.P.L.P.S. prévoit 3 modes de couleurs en fonction des applications 
envisagées : Mode O : mode élémentaire, son but est de s'adapter à tous 
les écrans même monochromes. 
Mode 1, 2 : permet des effets chromatiques mais nécessitent 
un certain hardware. 
N.A.P.L.P.S. spécifie les couleurs en terme de rouge, vert et bleu. 
Le positionnement des caractères n'importe où sur l'écran est prévu par 
N.A.P.L.P.S. et la définition de nouveaux caractères est possible. Les 
possibilités graphiques sont celles utilisées par G.K.S. D'autres fonc-
tions graphiques non reprises dans G.K.S. sont disponibles : ARC, 
ENCRLINE, ... 
Notons qu'un dessin en N.A.P.L.P.S. se fait en plusieurs ensembles de 
deux étapes. La première étape consiste en un positionnement à l'aide 
d'une commande en mode absolu, la seconde consiste alors en la généra-
tion de déplacements re1atifs successifs. On répète alors cette paire 
d'étapes pour les différentes parties du dessin. Des fonctions de con-
trôle sont disponibles, liées à la technique du codage. 
De plus, il contient des ordres de contrôle tels que le positionnement 
du curseur, le clear de l'écran, .... 11 est nécessaire de prévoir une 
zone réservée aux requêtes de l'utilisateur. N.A.P.L.P.S. spécifie que 
certaines surfaces de l'écran puissent être désignées comme étant réser-
vées à l'utilisateur. Il peut rentrer des données via tous les moyens 
qui lui semblent adéquats tels que light pens, joysticks, tablet, ... 
N.A.P.L.P.S. prévoit la définition et l'utilisation d'ensembles d'ins-
tructions : les macros. Une macro peut être envoyée de l'ordinateur 
vers le terminal ou inversément. 
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2.3.3. LES APPLICATIONS GRAPHIQUES (FO82) 
Dans cette section, nous citerons simplement différentes utilisations du 
graphisme. 
Tracé graphique (interactif) en gestion, science et technologie. 
(histogrammes, tartes, courbes de fonctions économiques, mathémati-
ques, physiques). 
- Cartographie. (cartes géographiques, météorologiques, densité de 
population). 
- Conception assistée par ordinateur. (conception de composants 
électroniques, de systèmes optiques, téléphoniques, informatiques). 
- Simulation et animation. (Etude du comportement d'un objet dans le 
temps : simulateur de vol). 
- Contrôle de traitement. (Ecran de contrôle dans les raffineries, 
contrôle nucléaire, réseaux informatiques, visualisation du trafic 
aérien). 
- Art graphique (création de dessins par l'intermédiaire de l'outil 
informatique) . 
C'est plutôt dans cette dernière catégorie que nous nous situons. 
2.3.4. NOTION D'EDITEUR GRAPHIQUE 
Dans ce paragraphe nous donnerons tout d'abord une définition d'un éditeur 
graphique en précisant ensuite les différents composants de cette défini-
tion. Enfin nous ferons le lien entre la définition et la démarche. 
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2.3.4.1. DEFINITION D'UN EDITEUR GRAPHIQUE -
Nous le définirons de la manière suivante 
Un éditeur graphique est un programme qui aide un utilisateur à créer 
et/ou transformer un dessin de manière interactive . 
Notons quatre concepts clés à cette définition : 
- le dessin 
- l'éditeur graphique 
- le dialogue 
- l'utilisateur. 
a) le dessin 
Le dessin peut être considéré comme une suite de traits ou de points. 
Mais cette définition peut être étendue si. les propriétés du dessin 
telles que sa structure, sont considérées. Nous reprendrons cette 
notion de manière plus approfondie au point 3.2.1.2.1. et 3.2.1.2.2. 
b) l'éditeur graphique 
L'outil informatique qui aide un utilisateur à construire un dessin 
est communément appelé "éditeur graphique". 
c) _le_dia_logue 
Un temps de réponse très court est une des conditions pour assurer 
un dialogue .fructueux entre l'utilisateur et 1 'éditeur graphique. 
L'interactif paraît donc adéquat pour le processus de questions-ré-
ponses. Celui-ci est possible grâce à un "interface" entre l'homme 
et la machine. 
d) l'utilisateur 
C'est un homme (ou un groupe d'hommes) qui construit un dessin. Il 
est clair que la notion d'être humain est générale. On peut classi-
fier les utilisateurs en fonction de leurs objectifs. A une typolo-
gie d'utilisateurs correspond une classificat i on des éditeurs puisque 
ces derniers s'adaptent aux besoins des premiers. 
Dans notre cas, il s'agira d'un utilisateur tourné vers l'enseigne-
ment. 
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2.3.4.2. DEMARCHE SUIVIE DANS L'ANALYSE FONCTIONNELLE 
Cette analyse pourrait être abordée à quatre points de vue 
- l'éditeur graphique 
- l'utilisateur 
- le dialogue 
- le dessin. 
Choisir le concept "utilisateur" comme point de départ, revient à se po-
ser deux questions 
Quelles sont les définitions possibles d'un dessin pour l'utilisateur? 
Quelles sont, sur le dessin, les actions possibles qui intéressent 
l'utilisateur? 
Notre analyse sera donc influencée par ces 2 questions car l'utilisateur 
est le principal intéressé dans l'édition de dessin. D'ailleurs, si 
nous prenions le dessin ou l'éditeur graphique comme point de départ, 
nous ne nous poserions qu'une des deux questions citées, la première 
pour le dessin, la seconde pour l'éditeur graphique. Enfin la qualité 
du dialogue est plus une contrainte à respecter qu'un but à atteindre. 
Notre démarche va donc consister à se demander ce que sont pour l'utili-
sateur les aspects statiques (qu'est ce qu'un dessin?) et dynamique 
(quelles sont les actions sur le dessin?) de l'éditeur graphique. 
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2.3.5. ETUDE PARTICULIERE D'UN LANGAGE LOGO (AL82) 
Nous consacrons un paragraphe particulier au langage LOGO, car celui-ci 
inspira notre démarche. 
Deux aspects de LOGO nous ont intéressés : non seulement les personnes 
utilisant LOGO, sont orientées le plus souvent vers l'enseignement (ce qui 
est notre cas) mais également ce _langage possède des possibilités graphi-
ques intéressantes. 
Nous nous limiterons cependant 1c1, à parler de ces possibilités graphi-
ques. 
LOGO se présente sous la forme d'un dictionnaire de primitives que l'uti-
lisateur peut enrichir en définissant ses propres procédures. C'est ce 
que l'on appelle un langage extensible car les procédures utilisateurs 
sont employées de la même façon que les primitives. 
Dans LOGO, Qn trouve 2 types de procédures : les commandes, les opéra-
tions. 
Ces procédures possèdent des paramètres. Le résultat d'une opération 
doit toujours apparaître comme argument d'une autre procédure. 
Ce langage permet de regrouper les informations sous la forme de structu-
res de données. De plus, il est non typé (une variable peut correspondre 
à un nom, un nombre, une liste sans nécessiter de déclaration préalable 
ou d'adjonction d'un caractère spécial au nom de la variable). 
Dans les procédures utilisateurs, le nombre de paramètres est toujours 
fixé. Cependant il peut être variable pour certaines primitives. 
(Ex. : (SUM 2 3 4 5 ••• )). 
LOGO, à l'aide de la représentation d'une tortue se déplaçant à l'écran, 
permet à l'utilisateur de dessiner ce qu'il désire. 
Il peut construire un dessin à l'aide de primitives de base c'est-à-dire 
que celles-ci lui permettent de déplacer la tortue. En fait, l'utilisa-
teur donne successivement une suite de commandes précisant entre autre 
la direction, le déplacement. 
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Si l'utilisateur désire réutiliser ce qu'il .dessine, une autre possibilité 
de création lui est offerte : la construction d'une commande. (Commande 
utilisateur). 
Une commande est en fait la définit i on d'une famille de dessins, représen-
tée sous la forme d'un ensemble d'actions regroupées dans un texte dans un 
ordre précis. Le texte est donc une suite d'instructions. 
La commande peut posséder des paramètres permettant d'obtenir un dessin 
de la famille lorsqu'on les fixe. 
De plus, elle est exécutable immédiatement après avoir été décrite. 
Toute commande peut entrer dans la dé finition d'une autre ainsi que dans 
sa propre définition (récursivité). 
Lorsque nous aurons défini les concepts liés à notre éditeur, nous présen-
terons un parallèle ~ntre les possibilités offertes par LOGO et notre sys-
tème (3.4.4.). Ainsi, nous préciserons les différents points exposés dans 
ce paragraphe. 
P A R T I E 3 
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[ 3.L IllTRODOCTION l 
Après avoir étudié le problème du graphisme et des éditeurs graphiques d'un 
point de vue général, nous consacrerons cette troisième partie à la des-
cription précise de l'éditeur que nous choisissons de construire et des 
concepts qu'il manipule. 
Donc, dans un premier temps, nous allons dégager les concepts de base qui 
seront mis en oeuvre lors de la réalisation de notre éditeur graphique 
( 3. 2.). 
Ensuite nous définirons un langage, le langage LG qui nous permettra de 
décrire ces concepts de base (3.3.). 
Enfin nous présenterons l'éditeur graphique, éditeur qui manipulera ces 
concepts de base (3.4.). 
3.2. CONCEPTS DE BASE 
Suite à la définition d'un éditeur graphique, donnée précédemment, (un édi-
teur graphique est un progrannne qui aide l'utilisateur à créer et/ou trans-
former un dessin de manière interactive), il nous paraît important de 
d'abord voir ce que l'on entend par dessin (3.2.1.), car l'approche que 
nous choisirons aura une forte répercution sur notre éditeur, puis nous 
analyserons l'autre partie de la définition qui est la création et la 
transformation de dessins (3.2.2.) ensuite, nous introduirons la notion de 
famille de dessins (3 . 2.3.) et enfin, nous parlerons succintement de la 
création et transformation d'une famille de dessins (3.2.4. ) . 
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3.2.1. ANALYSE DESCRIPTIVE DE LA NOTION DE DESSIN 
Nous allons d'abord, sur base de 2 manières différentes d'approcher la 
conception d'un dessin (3.2.1.1.), dégager les concepts de base liés à 
l'approche qui sera la nôtre (3.2. 1 .2.). 
3.2.1.1. CONCEPTION D'UN DESSIN 
Il existe différentes manières d ' approcher la conception d'un dessin. 
Parmi elles, nous allons en déve l opper d~ux plus particulièrement, la 
2ème approche étant celle que nous avons choisie. 
1) on peut concevoir un dessin à l'aide d'une gomme et d'un crayon et 
considérer ce dessin comme étant une suite de traits ou de points. 
2) une idée plus complexe mais plus puissante est d'essayer de donner 
une structure au dessin. 
Pour cela, on peut voir un dessin comme étant un assemblage d'élé-
ments ou de briques, chaque nouveau dessin devenant lui-même une 
nouvelle brique. 
Le dessinateur. concevrait donc un nouveau dessin (nouvelle brique) 
à l'aide d'un certain nombre de briques existantes, parmi lesquelles 
on pourrait retrouver des briques dites de base (notion de combinai-
son de briques). 
Les briques de base seraient par exemple une droite 
un cercle 
un rectangle etc ... 
Nous avons choisi de baser notre approche sur la 2ème approche énoncée 
car elle possède les avantages suivantsrnotion de structuration 
lnotion de réutilisation. 
Ces avantages apparaîtront clairement par la suite. 
De cette approche, vont découler un certain nombre de concepts. 
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3.2.1.2. CONCEPTS 
Nous allons ici développer un certain nombre de concepts qui seront les 
concepts de base de notre approche. 
Ces concepts sont les suivants : 
dessin (3.2.l.2.l.) 
dessin constituant (3.2. l.2.2.) 
3.2.1.2.1. Notion de dessin 
Lorsqu'on observe un dessin, on peut ne pas le considérer comme étant 
une suite de traits ou de points. 
On peut le découper en un ensemble d'entités, chaque entité pouvant 
être vue comme étant un dessin propre. Comme chaque entité est con-
sidérée comme un dessin, elle peut elle-même être découpée et ainsi 
de suite jusqu'au moment où on va rencontrer des entités que l'on va 
juger comme étant élémentaires, non décomposables. Ce serait le cas 
d'une droite, d'un cercle par exemple. On peut en déduire qu'un des-
sin est donc constitué d'un ensemble de sous-dessins (combinaison de 
• dessins). 
En se basant sur une telle approche , on peut considérer un dessin 
comme pouvant être de 2 types. 
soit un dessin de base qui par définition est indécomposable. 
Ces dessins de base (par ex. droite, cercle) constituent des en-
tités élémentaires. 
soit un dessin composé c'est-à-dire un dessin qui peut être dé-
composé en un certain nombre de dessins. 
Sous une autre formulation, on obtient 
dessin : := dessin~ /dessin base 
dessin base : := droite, cercle ... 
De cette définition vont découler les notions de structure et de des-
sin constituant. 
AF.33-
3.2.1.2.2. Notions de structure et de dessin constituant 
Suite à la définition donnée au point 3.2.1.2.1., on dispose pour un 
dessin composé d'une structure arborescente, chaque noeud de cette 
structure étant un dessin. Le dessin associé à chaque noeud (excepté 
la racine) de cette structure sera appelé dessin constituant, la ra-
cine étant elle, appelée dessin composéo 
Une telle structure sera inexistante pour une dessin de base par dé-
finition (on peut dire que sa structure est un singleton ; uniquement 
la racine). 




Le dessin composé sera la racine de la structure. 






- des feuilles de cette structure, s'ils sont des dessins de 
base (noeuds : 2, 4, 6, 7, 8, 10, 11, 12) 
- des noeuds (f feuilles de cette structure, s'ils sont des 
dessins composés (noeuds : 3, 5, 9). 
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L'intérêt d'une telle approche réside dans le fait que l'on va pou-
vo1.r - ·combiner des dessins 
manipuler ou agir sur des parties de dessins (les noeuds 
de la structure) constituant des entités plus riches que les 
entités simples, droite, cercle ... (ex. 3, 5, 9) 
Dans une approche où la structure ne possède que 2 niveaux c'est-à-
dire qu'on considère le dessin comme n'étant composé que par un en-
semble d'entités de base, on perd cette possibilité 
2 12 7 10 11 
8 
de combinaison de dessins et notre ni.veau d'action est considérable-
ment réduit. 
3.2.2. CREATION ET TRANSFORMATION D'UN DESSIN 
Après avoir décrit l'approche de la notion de dessin qui sera la nôtre 
(notion centrale de la définition d'un éditeur graphique), nous allons 
analyser en quoi. une telle approche peut être intéressante en ce qui con-
cerne la 2ème partie de la définition : créer (3.2.2.1.) et transformer 
un dessin (3.2.2.2.). 
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3.2.2.1. CREATION D'UN DESSIN 
La définition d'un dessin choisie au point 3.2.1.2.1. va influencer la 
création proprement dite. 
L'utilisateur dispose donc d'un ensemble de briques de base (les des-
sins de base). 
Une approche aurait été de créer un nouveau dessin (dessin composé) en 
combinant des dessins de base uniquement. 
Une telle approche est assez limitative, car ne pouvant réutiliser les 
dessins composés a1.ns1. créés, on ne peut enrichir le lot de br-iques. On 
est alors obligé de systématiquement tout construire à l'aide du plus 
bas ni.veau : les briques de base. 
L'approche que nous avons choisie, nous permet par contre, de combiner 
en plus des dessins de base, des dessins composés afin d'en créer de 
nouveaux. Les dessins a1.ns1. utilisés seront appelés des dessins compo-
sants. Ainsi, nous considérons les dessins composés counne étant des 
nouvelles briques disponibles. Il est important de remarquer qu'on ne 
doit pas nécessairement connaître la structure de ces dessins compo-
sants. On peut les combiner tels des briques opaques. 
Dans ce cas là, pour un dessin ainsi créé, on peut donc limiter. au mo-
ment de la création, notre connaissance de sa structure au 2ème ni.veau. 
Les autres niveaux pourront être déduits de la structure propre des des-
sins composants, bien que conceptuellement, ce soit toute la structure 
qui définisse le dessin. 
Nous appellerons par la suite les 2 premiers niveaux de la structure 
dessin : sa sous-structure. Les noeuds du 2ème niveau seront appelés 
des dessins composants. 
En reprenant l'exemple du point 3.2.l.2.2. 1 la sous-structure est 
1 dessi!l composé 
2 5 
' 
- -dessins 'composants 
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Cela nous permet d'utiliser un système pour lequel il est seulement né-
cessaire de connaître l'ensemble des dessins existants (et pas comment ils 
sont constitués : leur structure). 
En conclusion, on peut dire que notre approche d'un dessin, basée sur la 
structuration, nous permet d'élever notre niveau de création en terme de 
combinaison. 
3.2.2.2. TRANSFORMATION D'UN DESSIN 
Après avoir créé un dessin, il paraît indispensable de pouvoir agir 
dessus (action), le modifier (ajouter, retirer un composant). 
Les actions vont être exprimées par ce que l'on va appeler des opéra-
tions. 
Exemple choisir une certaine couleur. 
faire subir une rotation, une translatibn ... 
Une idée qui nous a paru assez puissante et dont les avantages apparaî-
tront clairement par la suite, était de ne pas limiter l'application des 
opérations à la seule sous-structure du dessin mais bien à tout dessin 
constituant de sa struct,ure. 
Cette idée implique bien sûr la nécessité de connaître celle-ci. 
Au niveau de l'effet de 1 'opération, on peut d'ire qu'il portera sur le 
noeud de l'arbre de structure (associé au dessin constituant sur lequel 
porte l'opération) et sur le sous-arbre défini par ce noeud. 
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3. 2. 3. NOTION DE FAMILLE DE DESSINS 
Lorsqu'on observe plusieurs dessins, il se peut que certains dessins se 
ressemblent, ils ont des caractéristiques communes . Cela ne veut pas dire 
pour autant qu'ils sont identiques. 
Par définition, nous dirons que 2 dessins se ressemblent lorsqu'ils ont 
même s.tructure d'arbre (définissant ainsi les caractéristiques commu-
nes). 
De là, va découler l'idée de regrouper les dessins se ressemblant en une 
famille. 
Les caractéristiques communes aux dessins se ressemblant définissent la 
famille de dessins, les caractéristiques différentes définissant un élé-
ment de cette famille (c'est-à-dire un dessin particulier). 








Le dessin "maison l" est constitué des dessins : mur, toit, porte et fe-
nêtre. Il en va de même pour maison 2 (même structure d'arbre). Les seu-
les différences se situant, par exemple, au niveau de la taille de la mai-
son, de la couleur de la porte. 
Ces 2 dessins sont de la même famille (famille des maisons). 
On peut tenir le même raisonnement concernant les voitures. 
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Comme il existe 2 types de dessins et que les dessins sont regroupés en 
familles, il existera 2 types de familles dépendant du type de dessins 
qu'elles regroupent 
- des familles de base qui ne contiennent que des dessins de base 
des familles non de base qui ne contiennent que des dessins compo-
sés. 
Cette notion de famille de dessins sera un des concepts fondamentaux de 
notre approche. 
On peut, par exemple, représenter une famille de dessin par une fonction . 
Comme on sait que les caractéristiques différentes définissent les dessins 
de la famille, celles-ci sont exprimées par les paramètres de la fonction. 
Une valeur particulière de chaque paramètre de la fonction définit alors 
une valeur de cette fonction, donc un dessin de la famille. 
Comme chaque dessin possède une structure et que les dessins d'une même 
famille ont même structure, alors on peut déduire qu'il y aura une corres-
pondance entre la structure de la famille et la structure de ses dessins. 
Explicitons maintenant cette notion de structure d'une famille. 
Il est utile de rappeler que la structure arborescente d'un dessin est 
composée d'un ensemble de noeuds, chaque noeud représentant un dessin 
c'est-à-dire un élément d'une famille de dessins. 
Quant à la structure arborescente d'une famille de dessins, elle sera 
correspondante à celle de ses dessins ; les noeuds correspondant un à un. 
Le schéma de la structure d'une famille sera donc le suivant 
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une occurence de la famille 
dessin 












Si on considère un noeud de la structure du dessin, le noeud lui corres-
pondant dans la structure de la famille sera lié à la famille de laquelle 
est issu ce dessin ; 
Un noeud (sauf la racine) représentera en fait 
- soit tous les éléments d'une famil l e 
- soit un sous-ensemble (non vide) de ces éléments 
et sera appelé un constituant . 
La racine sera appelée "composé" (explications cfr. 3.2.4.1 .) . 
Il est aisé de déduire que la structure d'une famil l e de base est un sin-
gleton. 
3.2.4. CREATION ET TRANSFORMATION D'UNE FAMILLE DE DESSINS 
Après avoir décrit la notion de famille de dessins, nous a l l ons analyser 
ensuite la création (3.2.4.1. ) et la transformation de ces familles de 
dessins (3.2 .4.2.). 
/ 
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3.2.4.1. CREATION D'UNE FAMILLE DE DESSINS . 
Pour créer une nouvelle famille de dessins, nous allons nous servir de 
familles existantes. 
Donc, en parallèle à la notion de combinaison de dessins, nous aurons 
également ici, la même notion (combinaison de familles). 
Pour chaque. famille utilisée, nous pourrons : 
- soit laisser variables toutes les caractéristiques différentes 
et ainsi désigner tous les éléments de la famille (1) 
- soit laisser variables seulement un certain nombre de caracté-
ristiques différentes et ainsi désigner un sous-ensemble de plus 
d'un élément de la famille (2) 
- soit ne laisser variable aucune des caractéristiques différentes 
et ainsi désigner un élément de la famille (un dessin) (3). 
L'ensemble des familles utilisées ainsi que la manière dont on s'est 
s-ervi ·dechacune d'elle (soit (1}, (2) et (3)), constitueront la défini-
tion de la nouvelle famille. 
Pour obtenir un élément de cette nouvelle famille ainsi créée, nous 
donnerons une valeur à chaque caractéristique laissée variable. 
Dans la structure de la nouvelle famille, chaque constituant du 2ème 
niveau représentera soit tous les éléments d'une famille choisie 
soit un sous-ensemble de plus d'un élément d'une 
famille choisie 
soit un élément d'une famille choisie. 
Nous appellerons donc par la suite les 2 premiers niveaux de la struc-
ture d'une famille sa sous-structure. Chaque noeud de cette sous-
structure sera appelé un composant, sauf la racine qui est appelée com-
posé. 
Au niveau de la définition d'une f amille, nous pouvons nous limiter à 
une telle définition car les fami l les associées à chaque composant pos-
sèdent également une telle définition etc . , . 
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3.2.4.2. TRANSFORMATION D'UNE FAMILLE DE DESSINS 
Après avoir créé une famille de dessins, il paraît intéressant de pou-
voir la modifier. 
Modifier une famille reviendra à aller modifier ta définition de celle-
ci. 
On pourra - retirer un noeud de sa sous-structure (ce qui implique la 
disparition dans sa structure du sous-arbre défini par ce 
noeud) 
- ajouter un noeud à sa sous-structure (ce qui revient à 
ajouter à sa structure, la structure de la famille asso-
ciée à ce nouveau noeud) 
modifier la manière dont on s'était servi d'une famille 
(cfr. (1), (2) et (3) ) 
- appliquer une opération à un constituant (idem (3.2.2.2.)). 
Cependant, il est important de se rendre compte qu'une modification 
apportée à la définition d'une famille peut avoir de multiples réper-
cutions sur d'autres familles. Ce serait le cas, si on s'était déjà 
servi de la famille que l'on vient de modifier dans la définition 
d'autres familles. Un certain nombre de choix seront fait ultérieure-
ment en ce qui concerne ce problème (cfr. 3.4.6.2.1 .). 
1 . 1. 
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3.3. REPRESENTATION DE CES CONCEPTS DE BASE 
Après avoir décrit les concepts de base que nous allons mettre en oeuvre 
dans notre éditeur graphique : 
- notion de dessin (3.2.1.) et (3.2.2.) 
- notion de famille de dessins (3.2.3.) et (3.2.4.), 
nous allons introduire la notion d'opérateur (3.3.1.) qui va nous permettre 
de décrire une famille de dessins, ainsi que le langage LG (3.3.2.) qui 
sera le langage dans lequel on écrira un opérateur. 
3 . 3.1. NOTION D'OPERATEUR 
Nous allons dans un premier te~ps, donner un certain nombre di définitions 
liées à la notion d'opérateur (3.3.1.1.) et ensuite introduire un concept 
tout à fait particulier à l'approche que nous avons choisie : les modifi-
cateurs (3.3.1.2.). 
3.3.1.1. DEFINITIONS ET CONCEPTS LIES A LA NOTION D'OPERATEUR 
Il nous fallait un moyen pour décrire une famille de dessins. Nous 
avons utilisé la notion d'OPERATEUR. 
Dé_ii~iE_ion_: un opérateur décrit une famille de dessins . 
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Comme il existe 2 types de familles et que les familles sont définies 
par des opérateurs, il existera 2 types d'opérateurs: 
les opérateurs de base décrivant les familles de base 
les opérateurs composés décrivant les familles non de base. 
Les opérateurs de base sont des opérateurs prédéfinis. Ils constituent 
les matériaux de base de l'utilisateur. 
ex. : opérateur de b~se droite, rectangle, cercle, ... 
On trouvera une liste de ces opérateurs de base en annexe D. 
Les opérateurs composés sont des opérateurs définis par l'utilisateur 
à l'aide d'opérateurs de base et/ou d'opérateurs composés créés 
par lui précédellllilent. 
Ils sont écrits en langage LG (cfr. 3.3.2.). 
De la définition d'un opérateur vont découler, pour un opérateur, les 
notions suivantes : structure, sous-structure, composé, composant et 
constituant. 
La structure de l'opérateur correspondra à la structure de la famille 
décrite par cet opérateur. Il en sera de même pour les 4 autres no-
tions. 
Abordons maintenant la description d'un opérateur. 
Comme indiqué précédemment, un opérateur composé sera écrit en langage 
LG (cfr. 3.3.2.). Il possédera une structure. Cette ~tructure sera 
limitée à un singleton pour un opérateur de base. 
Un opérateur composé sera constitué de 3 parties : 
1) son nom 
2) une liste de paramètres 
3) un corps (qui en langage LG sera appelé 11 bloc"). 
Par contre, un opérateur de base, par définition, ne possédera pas de 
corps mais uniquement les parties 1 et 2. 
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En ce qui concerne la liste de paramètres 
- celle-ci peut être vide, ce qui indiquerait que la famille de 
dessins décrite par cet opérateur ne contiendrait qu'un seul 
dessin. On pourra bien sûr se servir plusieurs fois de ce 
seul dessin. 
- si cette liste est non vide, alors cette liste représente l'ensemble 
des caractéristiques différentes des éléments de la famille. 
Elle constituera un moyen qui va nous permettre d'atteindre un 
élément particulier de la famille. Selon l'exemple du point 
3.2.3., les paramètres seront en fait les variables de la 
fonction. 
En donnant une valeur à chacun des paramètres, on définit un 
élément particulier de la famille. 
En ce qui concerne le corps : 
Le corps de l'opérateur va décrire les caractéristiques communes 
aux dessins de la famille définissant celle-ci. 
Le corps contiendra, entre autre, la manière dont on s'est servi 
des opérateurs. 
Afin de créer un nouvel opérateur, nous allons utiliser des opérateurs 
existants. 
Cotllllle au niveau de la définition d'une famille, on limite la définition 
à la manière dont on s'est servi des familles, la définition de l'opé-
rateur se limitera donc à décrire la manière dont on s'est servi des 
opérateurs (combinaison -d'opérateurs). 
Remarque : 
Dans le cadre du travail que nous avons développé, nous nous sommes 
volontairement limités. 
L'utilisation de l'opérateur dans sa propre définition est interdite 
car un opérateur étant écrit en langage LG et ce langage simplifié 
ne possédant pas de structure de contrôle, il aurait été impossible 
de gérer la réussivité et de savoir quand s'arrêter. 
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Il nous est ensuite nécessaire d'introduire une manière de désigner les 
noeuds d'une structure. 
- structure d'un dessin 
Conceptuellement, nous avons vu qu'à un noeud de la structure est 
associé un dessin. 
Le noeud possédera un nom, tandis que le dessin associé au noeud 
aura comme nom la suite des noms des noeuds constituant le chemin 
allant, de la racine de la structure au noeud associé à ce dessin. 
Il est évident que cette suite de noms désignera un dessin unique-
ment lorsqu'il se trouve dans la structure d'un autre. 
- structure d'une famille de dessins 
Suite au par~llélisme entre la structure d'une famille et la 
structure de ses dessins, expliquée précédemment (cfr. 3.2.3.), 
on dira que les noeuds correspondant des 2 structures auront 
même nom, excepté pour les racines. 
La racine de la structure· de la famille aura pour nom, le nom de 
la famille et celle de la structure d'un dessin, le nom de ce des-
sin issu de la famille. 
Tous les dessins d'une famille auront des noms différents. De 
plus, dans l'ensemble du système (notre éditeur graphique), tous 
les dessins posséde~ont des noms différents. 
structure d'un opérateur : 
Il y aura identité complète entre les noms des noeuds correspon-
dant des 2 structures (celle de la famille et celle de 1 'opéra-
teur représentant cette fami l le). 
Après cette explication concernant les noms associés aux noeuds des dif-
férentes structures, reprenons maintenant la suite de l'analyse de la 
définition d'un opérateur. 
A chaque composant de la structure de l'opérateur, correspondra dans le 
corps de l'opérateur une instruction opérateur. 
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Cette instruction contiendra : 
- le nom du noeud associé au composant qualificateur 
- le nom de l'opérateur utilisé ainsi que la manière dont on l'uti-
lise : nom opérateur, liste de paramètres effectifs 
- les modificateurs éventuels associés à cette utilisation (cfr. 
3.3.l.2.). 
Le paramétrage des opérateurs est quelque chose d'assez simple mais qui 
peut être compliqué pour notre type d'utilisateur. 
Par exemple, il n'est pas toujours facile de déterminer les coordonnées 
exactes d'un point. 
C'est donc pour cela que nous avons introduit la possibilité de calculer 
des valeurs de paramètr-es via ce qui sera appelé en langage LG, des ins-
tructions d'affectation. 
D'autre part, pour faciliter le travafl de l'utilisateur, nous avons dé-
fini dans le langage LG des instructions d'état permettant de choisir 
pour la couleur de fond de l'écran, le type du trait utilisé pour tracer 
les dessins de la famille, la couleur du trait; une autre valeur que la 
valeur attribuée par défaut à tous les opérateurso 
On peut trouver la liste des états disponibles en annexe F, a1ns1 qu'une 
présentation de ceux-ci a~ point 3.4.5.3. 
En conclusion, on peut dire que le bloc d'un opérateur contiendra 
des instructions opérateur 
des instructions état 
des instructions d'affectation. 
Pour terminer ces définitions et concepts liés à la notion d'opérateur, 
donnons un exemple de la définition et de la structure d'un opérateur 
(exemple (1) ) : 
opérateurs de base : 
droite (a, b) 
rectangle (c, d) 
cercle (h, g) 
opérateurs composés : 
. fenêtre (a, c) ; 
rect rectangle '(a 1) 
qualificateur 
1 dr droite (c 2) 1 
. mur (a, c, d) 
façade rectangle (3, d) 
vitre 1 fenêtre (2, 3) 







Comme aucune instruction d'état n 1a été mentionnée dans le texte 
des op.érateurs composés 11 fen~tre 11 et "mur" la couleur de fond de 
l'écran, le type et la couleur du trait utilisés pour tracer les 
dessins de ces 2 familles auront pour valeur: les valeurs par dé-
faut attribuées par le système. 
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la structure de l'opérateur "mur" sera la suivante 
1------------------------------sous-structu-
structure r ~ mur ~---------+-r_e_d_e __ "_m_u_r_" .. 
de j 
"mur" 


















car les opérateurs composants de "fenêtre" 
sont des opérateurs de base 
En fait, "fenêtre" est le nom de l'opérateur dont on s'est servi 
dans la définition de "mur". 
Cela définit dans la structure de "mur", 2 composants (car on 
s'est servi 2 fois de l'opérateur "fenêtre") dont les noms sont 
"mur - vitre l" et "mur - vitre 2". 
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3.3.1.2. LES MODIFICATEURS 
Nous allons maintenant développer une idée qui sera fondamentale au ni-
veau de notre approche : les modificateurs. 
Nous allons d'abord présenter une introduction à la notion de modifica-
teur (3.3.1.2.1.), puis parler de la notion de famille implicite qui 
découle de cette notion de modificateur (3.3.1.2.2.) ensuite critiquer 
cette notion de modificateurs selon différents points de vue 
(3.3.1.2.3.) et enfin traiter le problème de l'héritage de ces modifi-
cateurs (3.3.1.2.4.). 
3.3.1.2.1. Introduction 
Afin d'introduire cette notion de modificateur, considérons l'arbre 
de structure d'un opérateur. 
Comme expliqué précédemment (3.3.1.1.), seuls les 2 premiers ni-
veaux de la structure nous intéressent dans la définition .d'un opé-
rateur (bien que conceptuellement toute la structure soit nécessai-
re). 
Supposons alors que l'utilisateur désire effectuer une opération 
sur un constituant quelconque de cette structure (donc de niveau ~ 
2). 
Que peut-il faire? 
Nous avons pour cela introduit la notion de modificateur, qui va 
nous permettre d'exprimer de telles opérations. 
Nous savons qu'à un composant (niveau 2) de cette structure, cor-
respond une instruction opérateur. 
De plus, un seul des composants définit un sous-arbre contenant 
le constituant choisi. 
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L'utilisateur indiquera alors dans l'instruction opérateur corres-
pondant à ce composant, un modificateur contenant 
- l'opération choisie 
- une désignation du constituant sur lequel elle porte . 
La désignation du constituant sera faite de la manière suivante 
on retiendra les noms des noeuds du chemin allant du compo-
sant définissant le sous-arbre au constituant choisi. 
Pour cela, il est nécessaire de ne pas avoir une vue tronqué e 
(les 2 premiers niveaux) mais -bien une vue globale de toute la 
structure. 
La liste (suite de noms) sera donc une suite de qualificateurs. 
3.3.1.2.2. Notion de famille "implicite" 
Le système tel que nous l'avons proposé, nous permet actuellement 
d'utiliser les opérateurs existants dont on ne doit pas connaître 
la structure mais seulement la liste de paramètres. 
Le seul choix possible se situant au niveau des valeurs attribuées 
à ces paramètres. 
Cependant, si on dés'ire ajouter à l'opérateur une caractéristique 
non présente dans sa définition, on va devoir modifier celle-ci ou 
alors, ce que nous choisissons de faire, définir un autre opérateur 
calqué sur celui que l'on avait. 
Afin de permettre cela, nous avons introduit le concept de modifi-
cateur. 
Reprenons l'exemple (1) (cfr. point 3.3.1.1.). 
Si pour le composant "vitre 111 du composé "mur", aucun paramè-
tre n'exprime la couleur, alors il est possible d'ajouter 
l'opération couleur (cfr. point 3.2.4.2.) sous forme d'un modi-
ficateur : 
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mur (a, c, d) 
façade : rectangle (3, d) 
vitre l : fenêtre (2, 3) [1 couleur : rouge r] 
modificateur 
vitre 2 : fenêtre (a, c). 
(ceci constitue l'exemple (2) ) 
Les modificateurs vont nous permettre de décrire ces opérations. 
La liste des opérations se trouve en annexe E. 
Leur présentation sera faite au point (3.4.5.2.). 
Revenons maintenant à l'exemple (2). 
L'opération couleur, telle qu'elle a été utilisée dans cet exemple, 
porte sur "fenêtre (2, J)". En fait, 1 fenêtre (2 1 3) et couleur 1 





(2, 3) + couleur 
• 
fenêtre ( 2, 3) 
couleur : rouge 
Cette nouvelle famille est "implicite", on ne lui donne pas un nom 
particulier. 
Donc, on peut dire que le modificateur est un moyen pour, ayant une 
famille, en construire une autre. 
Cependant, on ne peut pas la manipuler par la suite ; c'est-à-dire 
l'utiliser lors de la création d'une nouvelle famille. 
C'est en ce sens que l'on dit que la famille est "implicite". 
opé X (x) 
Généralisons maintenant cette notion 




avec les significations suivantes 
X représente le nom de la famille 
• X (x) 
1 
liste paramètres formels de X 
de famille implicite 




famille Yx 2 




~::::--.l....:::----Y 8 X 3 
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. xi représente un élément de cette famille, pour l,< i,< n avec n 
non fixé 
. Y un modificateur 
x' = une liste de paramètres actuels de X 
y' = une valeur de Y 
représente un élément de la famille yx. 1 pour l ~ j ~ n 1. 
avec n non fixé. 
On peut alors synthétiser ce l a, en disant que 
opér X (x) 
opér X (x, ) 
opér X (x ' ) y 
opér X (x 1 ) y 1 
détinit la famille X 
définit un élément de la famille X 
c'est-à-dire le dessin x 1 
définit la famille Yx 1 
définit un élément de la famille Yx 1 
c'est-à-dire le dessin y 1 x 1 
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Reprenons maintenant notre analyse de l'exemple (2). 
L'opération couleur porte sur une utilisation de l'opérateur 
"fenêtre" : (fenêtre (2, 3) ) . 
Le composant de "mur" défini par cette utilisation et cette opéra-
tion, porte le nom : "mur-vitre l" et est lié à un opérateur impli-
cite : fenêtre (2, 3) couleur. 
Outre l'utilisation de "fenêtre", cette opération influencera le 
sous-arbre ayant pour racine le composant "mur-vitre l". 
(cfr. règles d'héritage point 3.3.1.2.4.). 
Comme cette opération couleur porte sur l'utilisation de "fenêtre" 
et que cette utilisation se trouve dans l'instruction opérateur 
correspondant à un composant (2ème ntveau : "mur-vitre l"), le mo-
dificateur contenant cette opération sera dit global. 
Si dans la définition de "mur", une opération porte su-r; un consti-
tuant de la structure de "mur" (niv) 2), elle sera contenue dans 
un modificateur dit local. Il sera indiqué dans l'instruction opé-
rateur correspondant au composant (noeud), définissant le sous-
arbre contenant le constituant. 
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Dans l'instruction opérateur, il pourra y avoir un modificateur lo-
cal par constituant, appartenant au sous-arbre défini par le com-
posant correspondant à cette instruction opérateur (liste modifica-
teurs locaux). Le modificateur local d'un constituant sera présent 
à la condition qu'il y ait au moins une opération le concernant et 
on y regroupera toutes les opérations le concernant. 
L'ensemble des modificateurs globaux et locaux d'un composant sera 
appelé modificateur et apparaîtra dans cet ordre. 
Pour terminer, formalisons cette notion à l'aide de la notation 
B.N.F. (Backus-Naur Form) qui sera utilisée dans le langage LG. 
Une éventuelle répétition d'une forme (0 à n fois) est indiquée 
en la mettant entre accolades {et}. 
~ modificateur> . •-.. - < liste de modificateurs globaux> 
< liste de modificateurs locaux> 
<. listè de modificateurs globaux> . ·- [<.modificateur global"::> . 
[; L.modific_ateur global 7 }] /.ivide 7 
L. liste de modificateurs locaux> .. - [L modificateur local;:, 
[ J L. modificateur local> J] / L vide 7 
L. modificateur global> .. - ..:::,opération / 
<. modificateur local > . ·-. ~ liste de qualificateurs d'opérateur '7 
: L.opération7 { 1 <(.opération7 J 
Exemple ( 3) 
mur (a, c, d) ; 
façade : rectangle (3, d) 
vitre 1 : fenêtre ( 2, 3) 
vitre 2 fenêtre ( a, c) . 
modificateur 
global 




3.3.1.2.3. Critique de cette notion de modificateurs 
Nous allons critiquer cette notion selon trois points de vue diffé-
rents : a) au point de vue utilisateur 
b) au point de vue méthodologique 
c) au point de vue conceptuel 
a) ~u point_d!:_.::_U!:_~ti:_lis~t!:_u.E_ 
Un modificateur est un out i l permettant une grande liberté d'ac-
tion sur un constituant, sans modifier la définition de l'opé-
rateur utilisé. Cela a comme conséquence de ne pas influencer 
les utilisations ultérieures de celui-ci. 
Cela permet également, en cas d'oubli lors de la définition, de 
ne pas devoir recommencer tout le travail. 
b) Au point de vue méthodologique 
A ce point de vue, cet outil est plus critiquable car une bonne 
méthode de travail nous précise : qu'il faut penser de préféren-
ce à tout, avant de définir un opérateur. 
c) Au point de vue conceptuel 
A ce point de vue, cet outil nous pennet de nous élever- à un ni-
veau supérieur. 
Je dispose d'opérateurs (~fonctions) qui définissent en fait 
des familles de dessins. 
Une première étape était le passage de la notion de dessin (1er 
niveau) à la notion de famille de dessins (2ème niveau). 
Cet outil nous permet de passer du 2ème niveau à un 3ème niveau 
qui est la notion de famille implicite, permettant de ne pas mo-
difier la définition de la famille, tout en l'adaptant à l'uti-
lisation désirée. 
Cela nous apporte au niveau méthodolotique, un outil qui peut 
être dangereux mais qui est intéressant et assez puissant. 
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3.3.L2.4. L'héritage des modificateurs 
A) Introduction 
Comme indiqué en fin du point 3.3.1.2.2., en plus d'agir sur l'uti-
lisation d'un opérateur, contenue dans une instruction opérateur 
(qui est associé au constituant sur lequel il porte), un modifica-
teur, qu'il soit global ou local, aura une répercution sur le sous-
arbre défini par ce constituant. 
De ce fait, l'héritage des modificateurs consiste à déterminer · 
quelle(s) opération(s) associer à l~utilisation d'un opérateur. 
Les opérations relatives à l'utilisation d'un opérateur se trouvent 
donc dans ce que l'on a appelé les modificateurs. 
Cependant, dans certaines commandes de l'éditeur, des opérations 
seront également présentes sous forme de modificateurs locaux et 
globaux. 
Bien que la partie éditeur graphique (3.4.) ne soit pas encore 
abordée, nous ferons référence à certaines des commandes de l'édi-
teur, nous intéressant au niveau de l'analyse de ce point. 
(car elles peuvent contenir des modificateurs). 
B) Opérations Transférables/non transférables 
Nous allons analyser le problème des différents types d'opérations. 
Chaque opération est en fait 
soit transférable (Modifiant : M) 
soit non transférable (Remplaçant R). 
Donc, on obtient la synthèse suivante : 
· ~Remplaçant : MGR 
Global < - Modifiant : MGM Modificateur -
- ~Remplaçant : MLR 
Local 
- Modifiant : MLM 





Les opérations non transférables sont : couleur et trait. 
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On traitera l'instruction état ECRAN de manière particulière. On 
aurait pu considérer cet état connue étant une opératio_n non trans-
férable. Mais comme on désirait particulariser son traitement, 
nous l'avons analysée séparément (point G). 
C) Occurences d'opération 
Pour une opération donnée, une occurence de cette opération sera 
constituée - du nom de l'opération 
des valeurs des paramètres de cette opération. 
On peut trouver une occurence des opérations rotation; translation, 
symétrie, réduction et dilatation dans les éléments suivants : 
. dans les commandes de type "opération" et la commande 
"créerdessin" de l'éditeur (El) 
. dans un modificateur global (E2) 
dans un modificateur local (E3). 
On peut trouver une occurence des opérations couleur et trait dans 
les éléments suivants : 
• dans les commandes de type "opération" et la commande 
"créerdessin" de l'éditeur (El) 
dans un modificateur global (E2) 
. dans un modificateur local (E3) 
• dans une instruction état (état COULEUR ou TRAIT) (E4). 
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Précisons que pour la commande "créerdessin" de l'éditeur, les opé-
rations se retrouveront dans un modificateur global et/ou l9cal. 
D) Convention de vocabulaire 
On sait qu'un modificateur est contenu 
dans une commande 
dans une instruction opérateur. 
Si l'instruction opérateur qui le contient, correspond à un consti-
tuant de niveau i, alors on dira que le modificateur est de nLveau 
i. Si le modificateur est contenu dans une commande, on dira qu'il 
est de niveau 1. 
E) Occurences d'opérations relatives à l'utilisation d'un opérateur 
On peut utiliser un opérateur par l'intermédiaire 
d'une commande de l'éditeur (2 seulement nous intéressent 
les commandes de type "opération" et la commande 
"créerdessin") 
d'une instruction opérateur. 
Or une instruction opérateur correspond à un constituant de la 
structure d'un opérateur. 
Par facilité de langage, on dira que les occurences d'opérations 
relatives à l'utilisation d'un opérateur (contenues dans une ins-
truction opérateur) sont relatives au constituant correspondant à 
cette instruction opérateur. 
Similairement, dans le cas d'opérations contenues dans les 2 com-
mandes, on dira qu'elles sont relatives au composé (racin~ de la 
structure de l'opérateur concerné par ces commandes). 
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Soit la structure d'un opérateur (n niveaux) 
a) pour_u~ ~ompos! les seules occurences possibl"es sont celles con-
(niv 1) tenues dans une des 2 commandes. 
Les modificateurs apparaissant dans ces comman-
des seront associés à la racine de la structure 
(si -3 ). 
b) pour un constituant de niv_l <_i...:>.< n 
les occurences sont celles : 
1. - relatives au constituant de niv i - l (composé si i = 2) 
lié au constituant de niv i par un chemin. 
2. - contenues dans les modificateurs locaux de niv J (si 3) 
( 1~ j < i) concernant ce constituant. 
3. contenues dans le modificateur global de niv i (si .3) 
4. - contenues dans les dernières instructions d'état TRAIT 
niveau 
niveau i 
et COULEUR se trouvant, dans le corps de l'opérateur uti-
lisé dans l'instruction opérateur correspondant au cons-
tituant du niveau i - l (lié au constituant de niv i par 






niv i · 
instr opérateur correspondant à Y 
Y : X (a, b) modif. 
définition de X 
X (a, b) 
TRAIT ( ) 
COULEUR ( ) 
Z : W (c1 d) modif 
COULEUR ( ) annule la 
COULEUR pré-
cédente 
T V (e, f) modif 
L M (g' h) modif 
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pour T constituant de n1v i, il faut tenir compte du 
TRAIT et de COULEUR entourés se trouvant dans le corps de 
l'opérateur X, utilisé dans l'instruction opérateur cor-
respondant au constituant Y de niv i - 1 . 
F) Effet des occurences d'opérations relatives à l'utilisation d'un 
opérateur (composé ou constituant : convention de langage) 
Toutes les occurences relatives à l'utilisation d'un opérateur 
(composé ou constituànt , par convention de langage)vont avoir un 
effet sur celui-ci. 
=Pour les opérations transférables : 
ce~ effet se traduira par un produit de composition des effets de 
chacune des occurences des différentes opérations. 
Dans le produit de composition, on peut retrouver 
- des occurences d'opérations différentes 
- plusieurs occurences de la même. opération. 
=Pour les opérations non transférables : 
il faut prendre séparément chaque opération et pour chacune 
d'elle, il faut déterminer l'occurence la plus prioritaire. 
(ce qui n'était pas le cas pour les transférables. Dans le produit 
de composition, on peut retrouver différentes opérations ; il ne 
faut pas les traiter toutes séparément). 
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LES OPERATIONS TRANSFERABLES 
Lors de la constitution du produit de composition1 il faut tenir 
compte d'une règle suivante : 
exemple : Village (--) 
M : maison (--) [translation A] [toit 
Maison (--) 
toit : toit (--) ~ranslation F] 
Pour le "toit", le produit de composition doit valoir 
translation A (rotation B (translation F) ) 
rotation s] 
Il faut donc pour cela, lors de la construction, tenir compte du 
local (rotation B) avant le global (translation F). Le sens de 
construction est > 
Par contre, le sens d'exécution est~<.----
Si plusieurs locaux concernent le "toit", il faut d'abord indiquer 
le local provenant du niveau le plus élevé et ainsi de suite. 
Dans un modificateur local, l'ordre de construction sera l'ordre 
d'apparition dans le• modificateur local, 
ex. : si on ajoute une symétrie dans le modificateur local "toit" 
[toit : rotation B, symétrie C J 
le produit de composition vaudra alors 
translation A (rotation B (symétrie C (translation F))) 
Exemple (en notation simplifiée) 
VILLAGE ~--) 
Mlefebvre : MAISON(--) 
Mladam MAISON (--) 
MAISON ( ) 
toiture TOIT (-) 
façade : MUR(--) 
TOIT ( ) 
ligne LIGNE (--1 
rect : RECTANGLE (-) 
MUR Ç--;} 
dr : LIGNE (-) 
rect : RECTANGLE (-) 
LIGNE ( ) 
x' DROITE (-) 
















toiture : rot B 
ligne-toiture sym C 
rect-toiture : réd D 
façade dil E 
rect : sym G 
ligne : dil H 
transl A=1 
2(symC(redI)) 2(redD(rotJ)) 
= 3 = 4 
3 3 5 
Structure de village 
5 
1( symG(di lL)) 
= 6 
9 9 












LES OPERATIONS NON TRANSFERABLES 
1. Comment déterminer parmi les occurences d'une opération non trans-
férable, celle qui est la plus prioritaire? 
Il existe 2 opérations non transférables 
- couleur 
- trait 
Chacune de ces opérations non transférables se retrouve dans 
éléments (cfr. point 3.3.1.2.4. c ) 
- couleur E 1 E 2 E 3 E 4 
- trait E E z E J E 4 
Pour une opération non transférable particulière, l'occurence la 
plus prioritaire sera celle contenue dans l'élément le plus prio-
ritaire suivant la règle de priorité. 
Comme pour les opérations non transférables, il faut traiter sépa-
rément chaque opération ; dans la règle de priorité, tous les élé-
ments contiendront la même opération. 
Ce qui ne veut pas d,ire qu'au niveau réalisation (algorithme), on 
ne pourra pas tout traiter (les i opérations non transférables et 
les transférables) en même temps. Ici nous avons analysé cas par 
cas. 
Introduisons la règle de priorité. 
De manière simplifiée, le principe est le suivant 
pour un noeud ide la structure 
les modificateurs locaux le concernant (si.:;1) ont priorité 
sur tout ce qui concerne le niv i-1 (niv /3 si 1 = 1) qui lui-
même a priorité sur les modificateurs globaux le concernant 
(si:3). 
On tiendra seulement compte en dernier lieu des instructions 
d'état s'il en existe. 
Sinon, on prendra la valeur par défaut (V.P.D.) qu1 est 
attribuée au démarrage du système. 
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2. Règle de priorité entre éléments (pour une m~me opération NT). 
Soit La structure globale d'un opérateur à n niveaux 
V.P.D. valeur par défaut attribuée automatiquement si on 






L . = 
J 
Sinon n' tl . 
noeud de niveau i ( 1 ~ i~ n) 
noeud du chemin l iant la racine ( R) et X. 
avec 1~ j ~ i - 1 (X. 
J 
i3 Sl 1 
i 
= 1) 
sigle "priorité sur" 
L .. 7' L .. 1 _;!) Jl. Jl.- :JJ Lj j +1 
L. = ensemble de 
J 
modificateurs locaux définis dans 
X . et portant sur les noeuds du chemin liant 
J (j+1->i) (L. ~ si i=1) R à X. J 
l. 
Ljk avec j+1._$ k ~ l. 
= le modificateur local défini dans X. et portant 
J 
sur Xk (le noeud de niveau k) appartenant au 
chemin liant R et X. 
l. 
(L jk peut ne pas exister) 
Si dans Ljk, on trouve plusieurs occurences de 
cette opération non transférable, on donne priorité 
à la dernière. 
G. 
J 




E . = 
J 
( G . peut ne pas exister et ;a' 
J 
Sl 1 = 1) 
Si plusieurs G. apparaissent dans la liste des modifica-
J 
teurs globaux définie dans X., alors on donne priorité 
J 
a.u dernier. 
E j m :f' E j m- 1 Ej1 avec m non limité 
0 ~ m ~ ? 
E. = ensemble des états définis (dans le corps de 
J 
X. 1 ), avant l'appel à l'opérateur, constituant J-
le noeud suivant du chemin liant R à X• 
l. 
(E · i J si i = 1 ou j = 1 ) 
E. = un état de cet ensemble se trouvant à la pème 
JP 
place dans le corps de X j-l avec 1 ~ p ~ m 
G. = modificateur global défini dans X . et portant sur x. 
l. l. l. 
Alors pour le noeud X . , on a 
l. 
:P ... .;P (L. :P G . .P E . ) p .. ,_;P G. )° VDP 
J J J l. 
Exemple (en notation simplifiée) 
VILLAGE (--) 
couleur : rouge 
Mlefebvre : MAISON(--) 
Mladam MAISON (--j 
MAISON E--) 
toiture : TOIT(--) 
façade : MUR(--' ) 
TOIT (--) 
ligne : LIGNE (-) 
rect : RECTANGLE (--) 
MUR (--) 
dr : LIGNE (-) 
rect : RECTANGLE (-) 
LIGNE (-) 
x' DROITE (~ 

















toiture : . couleur bleu 
ligne-toiture : couleur 
mauve 




rect : couleur A 
ligne : couleur vert 
rouge 
mauve mauve vert vert rouge rouge 











Développons la règle pour le noeud "X'." pour lequel, la bonne cou-
leur est mauve. 
l = 5 
J=l,2,3,4 
11, 13, 14,.i 
1 2 = 1 25 :::P 1 24 -::P 1 23 .p 1 22 
avec 1 25 , 1 22 tf 
124 = mauve 
1 23 
G1 j G2 = vert, 
bleu 
E2 = rouge, E3 tÎ , 
• GS j 
. D'après la règle, on a 
c4 = rouge 
1 1 ::f' G1 ::f12§' G2P E2 .:P 1 3:f' G3-:P E3 :P 1 4.p G4 ;:PE4-:P G5 ;' VDP 
Ce qui donne, avec les renseignements précédents 
12P G2f E2-:P G3.:P G4..0 VDP 
On obtient bien la valeur désirée, mauve. 
Un autre exemple pour le noeud ·"Toiture", pour lequel, la bonne 
valeur est bleu. 
l = 3 
j = 1 , 2 
11 ~ 12 
G1 il G2 
• E2 = rouge 
. c3 = blanc 
= 123 = bleu 
= vert 
D'après la régle, on a 
1 1 j G1 :P 12 ~ G2r E2 )) G3 
Ce qui donne, avec les renseignements précédents 
12 f' G2.P E3..P G3 
On obtient bien la valeur désirée, bleu. 
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G) L'instruction état ECRAN (cas particulier) 
Pour une structure globale déterminée, la valeur de ECRAN retenue 
dépendra uniquement des renseignements ECRAN contenus dans le corps 
de l'opérateur composé, lié à cette structure. 
Donc implicitement, cela veut dire que l'on ne tiendra pas compte 
des instructions état (ECRAN) définies dans le corps des opérateurs 
composants. C'est donc pour cette raison que nous l'avons tr~ i tée 
de façon particulière. 
Comment déterminer la bonne valeur de ECRAN pour cette structure? 
si le corps de l'opérateur composé ne contient pas 
d'instruction état ECRAN, alors une valeur par défaut 
sera attribuée à ECRAN. 
Règle 
Sinon, c'est la dernière instruction état ECRAN déf i nie 
avant la 1ère instruction opérateur, qui donnera la va-
leur à ECRAN. 
Nous avons fait ce choix, afin de toujours connaître 
valeur définitive de ECRAN avant d'exécuter le 1er opé-
rateur. 
Si VPD = valeur par défaut 
Alors 
E. = ième instruction état écran du corps de l'opérateur 
l 
composé, définie avant la 1ère instruction opérateur. 
(1 ~ i < n) avec E. pouvant ne pas exister 
l 
::J> · sigle "priorité sur" 
E -2 !<.: 1..:P . .. .:P n n- E 1 .f VPD 
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~.3.2. LE LANGAGE L.G.1 
Après. avoir introduit la notion d'opérateur (3.3.1.), nous allons mainte-
nant décrire le langage L.G. (Langage Graphique), qui sera celui dans le-
quel on décrira un opérate11r. 
Rappelons que le point de départ de notre approche est l'observation des 
dessins, le regroupement de ceux-ci en famille et le fait que l'on ne dé-
sire pas que l'utilisateur voit un dessin comme un ensemble de traits suc-
cessifs. 
Nous avons de ce fait considéré que la· description des dessins en terme 
d'autres dessins (combinaison de dessins.) était la meilleure méthode de 
conception. 
Pour ce faire, nous fournirons à l'utilisateur un ensemble de dessin de 
base qu'il pourra enrichir grâce aux nouveaux dessins qu'il créera. 
Grâce au point 3.3.1., nous savons qu'une famille de dessins est représen-
tée par un opérateur et que nous avons choisi de décrire cet opérateur à 
l'aide d'un langage particulier. Suite l l'approche qut est la nôtre, le 
langage permettant de décrire ces concepts sera donc fondamentalement dé-
claratif (descriptif). 
Cependant, nous avons décidé en fonction du type d'utilisateur auquel on 
s'adresse, de lui fournir quelques facilités telles que : les instructions 
d'état qui lui permettront de modifier les valeurs retenues d'office pour 
les états (trait, couleur, écran) au début de · l'exécution d'un opérateur 
et, des instructions d'affectation lui permettant de calculer de manière 
plus aisée certaines valeurs telles que par ex : des coordonnées d'un 
point, un angle. 
AF.71-
Par conséquent, le langage ne sera plus tout .à fait descriptif, car l'or-
dre d'apparition des instructions d'état et d'affectation est important. 
C'est la raison pour laquelle, les mots "instruction" et "action" apparaî-
tront dans le langage. 
Nous allons maintenant décrire le langage L.G. plus en profondeur. 














Un programme en langage L.G. est en fait un opérateur. 
Il est constitué d'actions ·qui sont décrites par ce que nous appellerons 
des "instructions". 
Un opérateur se compose d'un "en-tête" et d'un corps appelé aussi "bloc". 
L'en-tête permet de donner un nom à l'opérateur et d'indiquer la liste 
de ses paramètres. Les paramètres sont des variables qui contiennent les 
arguments. 
Le bloc est formé d'un ensemble d'instructions. 
Le bloc ne peut être vide et, c'est dans ce bloc, que l'on spécifie les 
actions à exécuter. 
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NOTATION 
L'aspect général d'un programme (opérateur) peut être plus précisément 
exprimé par des diagrammes syntaxiques. 
En partant du diagramme étiquetté "opérateur", un chemin quelconque à 
travers les diagrammes, définit un opérateur syntaxiquement correct. Les 
rectangles font référence à un autre diagramme défini par ailleurs ; les 
symboles terminaux (ceux que l'on trouve tels quels dans un programme L.G. 
se trouvent dans des cercles ou dans des cases à bouts arrondis. 
(Cfr. annexe C : les diagrammes syntaxiques complets du langage L.G. ) . 
On peut aussi décrire la grammaire d'un langage avec la notation B.N.F. 
(Bachus-Naur-Form) traditionnelle, dans laquelle les formes syntaxiques 
sont exprimées par des identificateurs entre< et) . Ces identificateurs 
rappellent la nature ou la signification de la forme syntaxique. 
On trouvera, en annexe B, la description complète de la grammaire du 
langage en B.N.F. 
Dans la B.N.F., une éventuelle répétition d'une forme (0 à n fois) est 1n-
d iquée en la mettant entre accolades { et} • 
[,} sont comme I et : := des méta symboles. 
Ils n'apparaîtront donc pas dans le texte d'un opérateur écrit en L.G., 
lorsqu'ils ont cette signification dans la B.N.F. 
Les mots réservés ou mots clés sont le pl us souvent soulignés dans les 
programmes écrits à la main afin de mettre en relief leur rôle de symbole 
à signification prédéfinie. 
Le programmeur ne peut en aucun cas les utiliser pour désigner autre chose 
que ce pour quoi ils ont été définis, et en particulier ils ne peuvent pas 
être utilisés comme identificateurs. 
Ils sont formés d'une suite de caractères, sans qu'aucun symbole particu-
lier ne les distingue. 
On peut trouver la table des mots réservés en annexe A. 
AF. 73-
Une construction de la forme 
(<n'importe quelle suite de caractères autres que '1">} 
est un commentaire : un connnentaire peut être inséré en tout point du tex-
te de l'opérateur, entre 2 identificateurs, nombres ou symboles spéciaux. 
Il peut être retiré du texte de l'opérateur sans en altérer le sens. 
Les accolades [et} ne sont utilisées nulle part ailleurs dans le langage 
sauf dans des descriptions de syntaxe où elles ont un rôle de méta-symbo-
les, au même titre que I ou ::=. Sur les ordinateurs où les accolades 
n'existent pas, on peut les remplacer par les symboles (*et*). 
Les blancs, les fins de lignes et les commentaires sont considérés comme 
des séparateurs. Il peut y avoir un nombre quelconque de tels séparateurs 
entre 2 symboles L.G. consécutifs7 mais aucun séparateur ne peut se trouver 
au milieu d'un identificateur, d'un nombre ou d'un symbole spécial. En-
fin, il doit y avoir au moins un séparateur entre 2 nombres, identifica-
teurs ou mots réservés. 
VOCABULAIRE 
Le vocabulaire de base du langage est constitué d'un certain nombre de 
symboles : lettres, chiffres et symboles spéciaux. 
< lettre > · ·= A/B/C/D/E/F/G/H/I/J/K/L/M/N/0/P/Q/R/S/T/U/V/W/X/Y/Z/a/ 
b/c/d/e/f/g/h/i/j/k/1/m/n/o/p/q/r/s/t/u/v/w/x/y/z 
<chiffre>··= O/l/2/3/4/5/6/7/8/9 
< Symboles spéciaux> : := [ I] / ; / . / , / - / [ / J / 
/opérateur/+/ - / * j/J := 
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IDENTIFICATEUR 




des qualificateurs d'opérateurs 
<identificateur> ::= < lettre> {<lettre ou chiffre>} 
< lettre ou chiffre> : := < lettre> / < chiffre > 
Leur association à un qualificateur est unique dans son domaine 
de validité, c'est-à-dire dans un même opérateur. 
Bien qu'ils puissent être de longueur quelconque, il y a pour chaque com-
pilateur une limite, un nombre de caractères significatifs (nous choisis-
sons les 8 premiers caractères). 
En d'autres termes, 2 identificateurs ne seront distincts que s'ils diffè-
rent dans l'un de leurs 8 premiers caractères. 
~xe~les d'identificateurs valides 





opérateur table.2 car-4 
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NOMBRE 
Les nombres sont des réels et pour ceux-ci, on utilise la notation déci-
male habituelle. Une valeur de type réel est un élément du sous-ensemble 
des nombres réels que l'on peut représenter sur une machine donnée. 
~nombre'). . ·-. < nombre non signé ) / (signe/ (. nombre non signé/ 
L nombre non signé > 
~réel non signé > 






(. réel non signé> 
< chiffre ) [ ( chiffre >} • < chiffre )>-
(~chiffre")} / < chiffre > [ ~ chiffre '7} 
Les expressions dénotent la manière de calculer de nouvelles valeurs des 
variables par le moyen d'opérateurs d'expression. Elles consistent en 
opérateurs d'expression et opérandes. 
La syntaxe des expressions spécifie les règles de précédence dans la com-
position de deux grandes classes d'opérateurs d'expression. Les opéra-
teurs d'expression multiplicatifs sont les plus prioritaires. 
Des séquences composées d'opérateurs d'expression de même priorité sont 
exécutées de gauche à droite. 
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<expression>::=< terme> /<expression> <opérateur additif d'expression> 
< terme> / <signe> < terme> 
< terme > : := <facteur> / <terme> 
<opérateur multiplicatif d'expression> <facteur> 
<facteur> ::= <variable > / <nombre non signé> / <expression> 
Opérateurs d'expression 
Comme les 2 opérandes des opérateurs d'expression additifs et multi-
plicatifs sont de type réel, alors le résultat est d e t ype réel. 
Opérateurs d'expression multiplicatifs 
<opérateurs multiplicatifs d'expression>· · = * /1 





r éel r éel 
/ division réel réel 
Opérateurs d'expression additifs 








> . ·= 
- type opérandes type résultat 
réel réel 
réel réel 
Utilisés avec un seul opérande, - dénote l'opposé et+ l'identité. 
INSTRUCTION D'AFFECTATION 
Cette instruction spécifie .qu'une valeur calculée doit être affectée à une 
variable. 
<instruction d'affectation> '::=<variable> := <expression> 
<variable> . ·= <identificateur> 
où le signe := est l'opérateur d'affectation. 
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INSTRUCTION OPERATEUR 
Une instruction opérateur à laquelle est associé un nom< qualificateur 
d'opérateur> décrit la manière dont on s'est servi d'un opérateur 
(<identificateur d'opérateur> <liste de paramètres effectifs>) a1ns1 
que les opérations que l'on appliquera au résultat de cette utilisation 
et également les opérations que l'on veut appliquer à un constituant du 
sous-arbre ayant pour racine le noeud associé à cette instruction opéra-
teur. 
<instruction opérateur> ::= <qualificateur d'opérateur> 
<identificateur d'opérateur> 
<liste de paramètres effectifs> 
<modificateur> 
< liste de paramètres effectifs> : : = (<paramètres effectifs> 
(;<paramètres effectifs>} )/<vide> 
a) Les paramètres 
Suivant sa propre définition, l'bpérateur désigné possède une liste de 
paramètres formels qui sera vide ou non. 
Dans le cas où cette liste est non vide, l'instruction opérateur possé-
dera une liste de paramètres effectifs non vide. Chaque paramètre ef-
fectif sera substitué au paramètre formel correspondant. La correspon-
dance sera établie par les positions respectives des paramètres dans la 
liste des paramètres formels et effectifs. 
Dans le cas où cette liste est vide, l'instruction opérateur possédera 
une liste de paramètres effectifs vide. 
Lors de l'exécution, le passage se fera toujours par valeur. 




<paramètre effecti f > ::= <paramètre e ffecti f va leur > / 
<paramètre effectif var i able > / 
<paramètre effectif express i on > 
<paramètre effectif valeur> : := <nombre> 
<paramètre effectif variable > : := <variable > 
<paramètre effectif express1on > : :=<expression > 
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Dans le cas d'un paramètre effectif valeur, le paramètre effectif doit 
être un nombre. Le paramètre formel correspondant de l'opérateur dé-
signé, est une variable locale de celui-ci et l a valeur courant du nom-
bre est affectée à cette• variable au moment de son appel . 
Dans le cas d'un paramètre effectif variable, le paramètre effectif 
doit être une variable, et le paramètre formel correspondant de l'opé-
rateur désigné, prend la valeur de cette variable au moment de son 
appel. 
Dans le cas d'un paramètre effect if expression, l e paramètre e ffect if 
doit être une expression . Le paramètre f ormel correspondant de l'opé-
rateur désigné prend la valeur de cette express i on au moment de son 
appel. 
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b) Les modificateurs 
Un modificateur est constitué d'une liste de modificateurs globaux et 
d'une liste de modificateurs locaux, chacune de ces listes pouvant être 
vide. 
< modificateur >::=<liste de modificateurs globaux> 
<liste de modificateurs locaux > 
< lis te de modificateurs globaux> : : = [<modificateur global> 
{ 1 <modificateur global 8,] / <vide> 
< liste de modificateurs locaux> ::= [<modificateur local> 
[; <modificateur local>} J / < vide> 
Un modificateur est en fait un ensemble d'opérations (dont la liste se 
trouve en annexe E). 
Modificateur global 
Le modificateur global est ,une opération qui porte sur l'utilisation de 
l'opérateur appelé par l'instruction opérateur dans laquelle le modifica-
teur se trouve. 
<modificateur global> · ·= <opération> 
< opération> : := <identificateur d'opérateur > 
< liste de paramètres effectifs> 
AF.81-
Modificateur local 
Le modificateur local représente un ensemble d'opérations qui vont toutes 
porter sur l'utilisation de l'opérateur contenu dans l'instruction opéra-
teur désignée par la liste des quali f icateurs. 
< modificateur local> <liste de qualificateurs d'opérateur> 
<opération> •C <opération >} 
< liste de qual ificateurs d'opérateur > : : = <quali ficateur d'opérateur> 
{- < qual ificateur d'opérateur>} 
On trouvera au point 3.3.1.2.4., les priorités entre modificateurs. 
Cependant, on ne peut trouver, dans une même instruction opérateur, 
2 modificateurs locaux possédant la même liste de qualificateurs d'opéra-
teur. 
c) Liste de qualificateurs 
<liste de qualificateurs >: :=<qualificateur d'opérateur > 
{- < qual i ficateur d'opérateur>} 
Cette liste désigne une instruction opérateur~ au bloc contenant 
l'instruction opérateur dans laquelle la liste se trouve. 
Condition : 
A l'instruction contenant la liste de qualificateurs, est associé 
dans la structure de l'opérateur dont le bloc la contient, un noeud 
(1). Connue cette liste désigne une instruction opérateur, il faut 
comme condition de validité de la liste, que le noeud associé à 
l'instruction opérateur désignée appartienne au sous-arbre dont la 
racine est le noeud (1). 
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INSTRUCTION D'ETAT 
Une instruction d'état décrit une utilisation particulière de l'état au-
quel est associé un identificateur. 
Les 3 états possibles sont COULEUR définissant une couleur et une inten-
sité de la plume 
TRAIT 
ECRAN 
définissant une épaisseur et un type 
(continu-pointillé) pour la plume 
définissant une couleur de fond et une 
intensité pour l'écran. 
Pour la définition complète de ces états (cfr. annexe F). 
<instruction d'état> ::= <identificateur d'état> 
<liste dè paramètres effectifs> 
<identificateur - d'état> ··= <identificateur> 
L'instruction d'état contient une liste de paramètres effectifs qui seront 
substitués aux paramètres formels correspondants, définis dans l'en-tête 
de l'état. 
La correspondance se fait par la position du paramètre dans la liste de 
paramètres formels et effectifs. 
Lors de l'exécution le passage se fera toujours par valeur. 
Il y a 3 types de paramètres effectifs : paramètres effectifs - valeur 
- variable 
- expression. 
Dans le cas d'un paramètre effectif valeur, le paramètre effectif doit 
être un nombre·. Le paramètre formel correspondant de l'état appelé est 
une variable locale de celui-ci et la valeur courante du nombre est affec-
tée à cette variable au moment de son appel. 
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Dans le cas d'un paramètre effectif variable, le paramètre effectif doit 
être une variable et le paramètre formel correspondant de l'état appelé, 
prend la valeur de cette variable au moment de son appel. 
Dans le cas d'un paramètre effectif expression, le paramètre effectif doit 
être une expression. Le paramètre formel correspondant de l'état appelé 
prend la valeur de cette expression au moment de son appel. 
BLOC 
Le bloc spécifie les actions à exécuter lors de l'activation d'un opéra-
teur par une instruction opérateur. 
<bloc > · ·= <instruction> [; <instruction>} 
< instruction>: :=<instruction opérateur> /<instruction d I affection> 
/ <instruction d'état> 
Un qualificateur d'opérateur associé à une instruction opérateur est uni-
que dans le bloc de l'opérateur contenant l'instruction. Ce bloc doit, 
de plus, contenir au minimum une instruction opérateur. 
D'autre part, il est interdit qu'une instruction opérateur décrive une 
utilisation de l'opérateur dont le bloc contient cette instruction. 
Nous nous sommes ainsi, volontairement limité car le langage L.G. ne 
possédant que la structure séquentielle, il aurait été impossible de gérer 
la réussivité et savoir quand s'arrêter. 
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OPERATEUR 
Un opérateur L.G. est constitué de 2 partie 
bloc. 
un en-tête opérateur et un 
L'en-tête d'opérateur spécifie l'identification de l'opérateur et les 
identificateurs des paramètres formels éventuels. Ces identificateurs 
doivent être tous différents. 
< opérateur > : := <en-tête d'opérateur> < b lac> 
<en-tête d'opérateur> ::= opérateur <identificateur d'opérateur> 
<liste de paramètres formels> 
< liste de paramètres formels> : :=(< identificateur de paramètres formels> 
[ 1 <identificateur de paramètres formels j) 
/ <vide> 
Relation paramètres formels de l'opérateur -
paramètres effectifs et variables de son bloc 
Chaque - variable d'une instruction d'affection 
- paramètre d'affection variable d'une 
instruction opérateur 
instruction état 
- variable d'un paramètre effectif expression d'une 
instruction opérateur 
instruction état 
peut correspondre à un paramètre formel et réciproque-
ment. 
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1 3.4. L'EDITEUR GRAPHIQUE 1 
3.4.1. INTRODUCTION 
Suite à l'exposé des concepts de base et de leur représentation, nous étu-
dirons dans cette partie l'éditeur graphique proprement dit. Nous parle-
rons d'abord de la notion de texte vu par l'utilisateur (le texte étant 
celui d'un opérateur) (3.4.2.), ensuite nous présenterons les particulari-
tés de notre éditeur graphique (3.4o3o), nous ferons une comparaison entre 
LOGO et notre éditeur (3.4.40), nous présenterons alors les opérateurs de 
base, les opérations et les états (3.4.5.) fournis par les systèmes avant 
de développer les modes de notre éditeur graphique (3.4.6.). 
Avant d'analyser les différents points que nous venons de citer, il nous 
paraît utile de rappeler que c'est en fonction de l'utilisateur que nous 
nous sommes préoccupés jusqu'à présent dans l'analyse fonctionnelle. Dans 
le même ordre d'idées, nous partirons des besoins de l'utilisateur pour le 
choix de notre éditeur. 
Malgré la restriction exposée au point 3.3.2. définissant notre langage 
comme n'étant pas tout à fait descriptif, nous pouvons dire que notre lan-
gage L.G. est lié à notre idée de description d'une famille de dessins 
(opérateur). · 
Le langage n'a pas pour but de dire la manière d'obtenir la représenta-
tion graphique d'un dessin issu de la famille (DYNAMIQUE), mais plutôt 
de se situer au niveau descriptif (STATIQUE). 
C'est pour cette raison que nous avons fait une distinction entre le lan-
gage et les commandes de style traçage, impression, affichage, ... 
Notre système possédera donc un langage et un outil d'édition séparé. 
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L'existence d'une contrainte de temps pour nqtre travail, nous limite 
forcément dans le choix de l'outil que nous nous proposons de construire. 
Nous présenterons les commandes de base de l'éditeur graphique , que nous 
regrouperons sous forme de modes (cfr. 3.4.6.1 .2a). 
Bien évidemment, le choix de ces commandes peut être su j et à discussion, 
mais ce qui paraissait important pour nous, était de déve l opper les as-
pects fondamentaux de notre éditeur graphique. 
3.4.2. ETUDE DE LA NOTION DE TEXTE 
Nous allons tout d'abord parler de la structure de fond et de forme d'un 
texte, et ensuite donner une définition d'un texte pour 1 1util i sateur 0 
Il était important de commencer à spécifier cette notion de texte car un 
opérateur est représenté par un texte, en langage L. G. (syntaxe et 
sémantique pour l'utilisateur). 
3.4.2.1. STRUCTURE DE FORME - STRUCTURE DE FOND 
Précisons tout d'abord, de manière générale, la notion de texte : 
le texte est au moins envisagé comme une suite de caractères. Cet-
te définition minimale est toujours vraie puisque le caractère est 
un élément atomique d'un (ou de plusieurs) alphabet(s). 
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En considérant ses propriétés, nous pouvons définir davantage. 
En effet, que l'utilisateur en ait conscien~e ou non, tout texte 
vérifie une structure de forme et une structure de fond. 
La structure de forme (ou plus simplement la "forme") est l'agence-
ment physique des caractères du texte. Les problèmes de mise en 
page (soulignement, justification, etc ... ) relèvent de cette struc-
ture. Elle concèrne donc surtout la morphologie du texte. 
La structure de fond (ou encore le "fond") est l'agencement logique 
des caractères du texte. Elle porte donc plus sur leg aspects syn-
taxiques et sémantiques. 
Pour l'utilisateur, l'intérêt qu'un texte ait une bonne structure 
de forme (c'est-à-dire ait la morphologie conforme à l'idée qu'il 
s'en fait) est non seulement la beauté de mise en page, mais aussi 
l'accentuation de la structure de fond : le renforcement peut ga-
rantir à l'utilisateur une meilleure perception de la sémantique et 
par là une facilité dans les éventuelles modifications. 
En ce qui concerne la structure de fond d'un texte, l'intérêt pour 
l'utilisateur qu'elle soit bonne est évident : ce n'est que si cet-
te structure est correcte que le texte est susceptible de signifier 
quelque chose. 
Notons enfin, la possibilité d'indépendance des deux types de 
structures du point de vue de leur validité : l'une peut être cor-
recte ou non, indépendamment de l'autre. 
A certains égards, les propriétés 11 structure de fond" et "structu-
re de forme" du concept "texte" sont liées. 
D'une part, il existe des notions qui peuvent être difficilement 
rattachées à une seule des deux propriétés. Sans doute est-ce par-
ce que de telles notions relèvent simultanément des deux structu-
res? Par exemple, outre sa fonction physique de découpe du texte, 
le "paragraphe" n'a t-il pas auss1 une connotation sémantique lors-
qu'il est considéré comme véhicule d'une idée homogène? 
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D'autre part, quand un utilisateur communique à un éditeur de texte 
la définition d'une structure de fond syntaxique, ne le fait-il 
pas au moyen d'une définition morphologique ? 
En d'autres termes, puisque la détermination de la syntaxe d'un 
texte est l'indication de toutes les séquences de caractères admi-
ses, une partie de la structure de fond (la syntaxe) est définie 
comme structure de forme. 
D'ailleurs, un éditeur de texte ne peut vérifier s1 un texte est 
correct syntaxiquement qu'en analysant la suite des caractères 
du texte, c'est-à-dire en s'interrogeant sur l'aspect physique du 
texte. 
Après avoir parlé de manière générale de la structure de fond et 
de forme d'un texte, précisons maintenant ce qu'il en est dans le 
cadre de notre travail. 
La structure de fond du texte de l'opérateur respectera la syntaxe 
et la sémantique du langage L.G. 
D'autre part, nous laisserons l'utilisateur libre de définir sa 
propre structure de forme en tenant compte du fait que ces deux 
structures peuvent être liées comme indiqué précédemment. 
3.4.2.2. DEFINlTION D'UN TEXXE POUR L'UTILISATEUR 
Comme nous savons qu'un texte est une suite de caractères, il se-
rait très lourd de se baser sur cette seule définition pour offrir 
à l'utilisateur des méthodes lui permettant d'accéder à des parties 
quelconques du texte. Plus précisément, il est des cas où il lui 
serait fastidieux de définir en termes de caractères les portions 
de texte sur lesquelles il veut agir. 
Cela ne signifie naturellement pas que l'accès au caractère lui 
est inutile, mais simplement qu'il doit aussi pouvoir spécifier 
des parties de texte moins atomiques, c'est-à-dire des agrégations 
de caractères tels que le mot, le paragraphe, l a phrase, la ligne. 
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C'est ce dernier regroupement que nous allons prendre en considéra-
tion dans notre approche. 
Il nous reste à présent à définir ce que nous entendons par ligne 
et, par extension, suite de lignes. 
Désignons par ,(_retour> le caractère de fin de ligne. 
Nous proposons alors la définition suivante d'une ligne 
L ligne> : : = .::. string > ~ retour;;,,, avec comme longueur maximale 
d'une ligne : 256 caractères (longueur d'un bloc 
physique sur micro) 
L.. string -;:, : : == .::. vide ;;, / .::. caractère >/t:.:. string -::::, .::.,_caractère;;, 
~ vide/représente l'ensemble vide 
L caractère':> . ·-. Désigne tout caractère admis dans le texte, à 
l'exception du caractère de fin de ligne. 
i un caractère admis 
dans le texte-;, . ·-. ~lettre~ / <'--chiffre--:>/< symbole spécial-;, 
.( blanc-;,/ .:::_autre::> 
L. lettre"> : := A/B/C/D/E/F/G/H/I/J/K/L/M/N/0/P/Q/R/S/T/U/V/W/X/Y/Z/ 
a/b/c/d/e/f/g/h/i/j/k/1/m/n/o/p/q/r/s/t/u/v/w/x/y/z 
L chiffre> . ·-. 0/1/2/3/4/5/6/7/8/9 
L. symbole Spécial;, : := [ / ] / ; / o / , / - / [ / ] / 
/ * 1--
L blanc > : : = le caractère blanc (espace) 
/ = / + / - / 
L autre'? désigne tout autre caractère que l'on peut trouver sur un 
clavier 
la suite de lignes se définit de la manière suivante : 
L suite de lignes:, . ·-. ~vide>/ ~ligne 7/ L sui te de ligne::> <ligne-;, 
1 
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3o4.3. PARTICULARITF.S DE L'EDITEUR GRAPHIQUE CHOISI 
Après avoir présenté et expliqué les différents concepts de base ainsi que 
leur représentation, nous allons définir les différentes particularités de 
notre éditeur graphique. 
Rappelons la définition d'un éditeur graphique donnée au point 2.3.4.1. : 
"Un éditeur graphique est un programme qui aide un utilisateur à créer 
et/ou transformer un dessin de manière interactive". 
Selon les concepts développés au point 3.2., les dessins sont regroupés 
en famille. 
Les familles étant représentées par un opérateur écrit en langage L.G. 
(si opérateur composé) (cfr. 3.3.), la notion d'opérateur sera la notion 
centrale de notre éditeur graphique. 
On obtiendra alors un dessin1 en exécutant un opérateur pour lequel on a 
donné une valeur à chacun de ses paramètres formels (s'il en 3 ) . Comme 
indiqué précédemment, il y aura correspondance entre la structure du des-
sin et la structure de l'opérateur duquel il est issu (et représentant la 
famille). Les noms des noeuds des 2 structures sont correspondants (= le 
qualificateur) excepté pour la racine où on retrouvera le nom du dessin 
et le nom de l'opérateur. 
L'éditeur nous permettra donc de créer et de modifier des opérateurs 
(édition d'opérateur). 
Les opérateurs ainsi édités par l'utilisateur correspondront aux opéra-
teurs composés. 
De tels opérateurs composés sont construits à l'aide d'opérateurs selon 
la règle énoncée au point 3.3.l.l. 
Ces opérateurs composés seront représentés par un texte, en langage L.G. 
AF.91-
Dans le but d'aider l'utilisateur dans son processus d'édition, notre 
éditeur graphique fournira 2 manières d'éditer ce texte. 
a) l'utilisateur éditera le texte d'un opérateur composé à l'aide d'un 
certain nombre de commandes spécifiques (mini éditeur de texte). 
Il écrira ou modifiera donc lui-même le texte en langage L.G. 
b) notre éditeur . graphique permettra de créer un nouvel opérateur composé 
(famille de dessins) à partir d'un élément (dessin) de cette famille. 
Grâce à un support graphique, l'utilisateur créera un dessin à partir 
duquel le système génèrera le texte en langage L.G. correspondant à la 
famille d'où est issu ce dessin. 
En ce qui concerne la modification, l'utilisateur choisira un dessin 
de la famille qu'il veut modifier et il réalisera ces modifications 
à l'aide d'un support graphique. 
Le système traduira ces modifications faites sur le dessin en change-
ment dans le texte de la famille correspondante. 
De plus, il sera possible lors de l'édition d'un opérateur composé de 
passer d'une manière à l'autre. 
C'est le fait de pouvoir éqiter le texte d'un opérateur, en ayant soit le 
texte soit un appui graphique tout en pouvant passer de l'un à l'autre, 
qui constitue la particularité de l'éditeur que nous avons choisi de cons-
truire. 
Quid des dessins? 
Outre l'utilisation d'un dessin dans la 2ème manière d'éditer comme support 
de l'édition, l'objectif de l'éditeur sera de fournir la représentation 
graphique d'un dessin. Elle sera obtenue gr~ce à l'exécution de l'opéra-
teur correspondant. Cependant, dans ce cas, il ne sera pas possible de 
transformer un dessin, toute modification devant ~tre réalisée au niveau de 
l'opérateur correspondant. 
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L'utilisateur pourra donc stocker des dessins qui seront "définitifs". 
Enfin, on constate donc que la 2ème particularité de notre éditeur graphi-
que est le fait que nous avons distingué les commandes de l'éditeur et le 
langage dans lequel est écrit un opérateuro 
3.4.4. COMPARAISON AVEC LE SYSTEME LOGO 
Nous consacrons un paragraphe particulier aux similitudes et différences 
entre notre système et LOGO car celui-ci se rapproche de notre démarche. 
La principale différence se situe au niveau des commandes et du langage. 
Dans notre système, aucune commande ne se retrouve dans le texte de l'opé-
rateur (~procédure LOGO). Il possède des commandes et un langage. 
Dans LOGO, à part les commandes d'édition du texte, toutes commandes peu-
vent se retrouver dans le texte d'une procédure. En fait, ces commandes 
font partie du langage. Nous n'avons pas choisi une telle solution, car nous 
ne désirions avoir qu'un l ,angage de description d I une famille de dessins. 
Les primitives de base sont différentes 
Dans notre système : - les primitives représentant des outils géométri-
ques de base (droite, cercle, rectangle, ••• ) 
- les primitives représentant des opérations 
(translation, symétrie, ••• ) 
les primitives représentant des états 
(écran, éouleur, trait) 
On ne déplace pas une "tortue", on trace des él é-
ments géométriques de base successivement en 
spécifia~t l'endroit, leurs états et quelles opé-
rations leur attachero 
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c'est un ensemble de primitives permettant de tra.cer des 
traits successifs. En fait on spécifie le déplacement d'une 
"tortue" à l'écran. (orientation, déplacement, etc ... ). 
LOGO est plus puissant du fait que son langage possède des structures de 
contr8le plus élaborées et qu'il permet également d'en créer. 
Notre système ne possède que la structure séquentielle. 
Nous nous sommes ainsi limités par manque de · temps. 
Les 2 systèmes constituent un dictionnaire de primitives que l'utilisateur 
enrichit en définissant ses propres procédures. C'est ce que l'on appelle 
créés par l'utilisateur sont des langages extensibles car[l~s procédures 
les opérateurs 
employé(e)s de la même façon que les primitives. 
Dans LOGO une procédure est créée à partir d'un éditeur texte, tandis que 
dans notre système, non seulement on peut le créer à partir d'un éditeur 
texte mais également avec un appui graphique. 
I 
Notre langage permet, de définir, d'effectuer une opération sur n'importe 
quelle partie du dessin, po,ur autant que cette partie- corresponde à un 
noeud de la structure du dessin (Notion de modificateur). 
Logo le permet par l'intermédiaire de paramètres, comme dans notre systè-
me. 
Le problème est1 qu'il faut alors changer la définition de la procédure 
dans ce cas. 
Dans notre système, le mécanisme des modificateurs nous permet d'éviter 
ce problème. 
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3.4.5. PRESENTATION DES OPERATEURS DE BASE, DES OPERATIONS ET DES ETATS 
Après avoir présenté les possibilités de notre éditeur graphique (3.4.3.), 
nous allons présenter premièrement les opérateurs de base, ensuite les 
opérations fournies à l'utilisateur et enfin les états. 
3.4.5.1. LES OPERATEURS DE BASE 
Suite à la définition d'un opérateur (3.3.1.1.) nous savons qu'il en 
existe de 2 types : les opérateurs de base 
- les opérateurs composés. 
Le système va donc fournir à l'utilisateur un ensemble d 'opérate.urs · pré-
définis qui constitueront une partie des matériaux de base de son pro-
cessus d'édition. L'autre partie étant constituée par les opérations 
et les états. 
Contrairement aux opérateurs composés, ils ne sont pas écrits en langa-
ge L.G. 
L'utilisateur ne pourra que les uti 1 iser. via leurs paramètres formels 
( si 3 ) . Il ne pourra ni ·1es supprimer, ni les modifier dans· leur défi-
nit ion. 
Une définition précise de chaque opérateur de base disponible se trouve 
en annexe D. 
3.4.5.2. LES OPERATIONS 
Le système fournit à l'utilisateur un ensemble d'opérations prédéfinies 
qui constitueront une partie des matériaux de base de son processus 
d'édition. 
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L'utilisateur ne pourra que les utiliser sans pouvoir les supprimer, ni 
les modifier dans leur définitiono 
Une définition précise de chaque opération se trouve en annexe E. 
3 • 4 • 5 • 3 o LES ETATS 
Le système Iournit également à l'utilisateur un ensemble d'états prédé-
finis qui constituera une partie des matériaux de base de son proces-
sus d'édition. 
Pourquoi avoir défini des états? 
Si on désire qu'une opération n'agissant pas sur la géométrie du dessin 
(valeur des coordonnées du dessin), ce qui est le cas des deux opéra-
tions "couleur" et "trait", soit appliquée à plusieurs composants, on 
devra définir pour ceux-ci, un modificateur global contenant cette opé-
ration. 
Afin d'éviter cela, on a défini ce que l'on a appelé des "états". Ils 
permettront donc de spécifier une opération pour plusieurs composants. 
En plus de ces 2 états "couleur" et "trait", nous avons défini un Jème 
état: l'état "écran", celui-ci permettant de spécifier la couleur et 
l'intensité de l'écrano 
L'utilisateur ne pourra que les utilisero Il ne pourra ni les suppri-
mer, ni les modifier dans leur définition. 
Lors de l'exécution d'un opérateur, une valeur sera retenue d'office 
pour ces 3 états (valeur définie lors du lancement du système), valeur 
qui sera valable tant que l'utilisateur ne la modifie pas via une ins-
truction d'état. 
Une définition précise de chaque état se trouve en annexe F. 
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13,4,6. LES MODES DE L'EDITEUR GRAPHIQUE 
Après avoir présenté les particularités de notre éditeur graphique, les 
opérateurs de base, les opérations et les états fournis par li système, 
nous allons parler des commandes de l'éditeur graphique qui, entre autre, 
manipulent ces éléments. 
Dans un premier temps, nous allons parler de la notion de commande 
(3.4.6.1 o) et ensuite, nous développerons les différents modes de l'édi-
teur graphique (3.4.6.20)0 
3.4.6.1. NOTION DE COMMANDE (DL81 ) 
Intéressons nous d'abord aux actions que l'utilisateur effectue lors 
d'un processus d'édition graphique. 
3.4.6.1 .1. DEFINITION 
Pour exprimer des actions, l'utilisateur dispose d'un ensemble de 
commandes. Nous définirons une commande comme un ordre donné par 
un utilisateur à un éditeur pendant un processus d'édition, qui 
est une suite alternée de transferts d'informations. 
3o4.6o 1 .2. REGROUPEMENTS DE COMMANDES EN MODES 
Un mode est un état du processus d'édition dans lequel un utilisa-
teur peut employer un ensemble donné de commandes. 
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3.40601 o3. INTERET DES MODES 
Quel est l'intérêt pour l'utilisateur, de spécifier des modes d'édi-
tion? 
Le premier avantage est la non-redondance des informations qu'il don-
ne chaque fois qu'il utilise une commande d'un mode donné. En effet, 
lorsqu'il travaille dans un certain mode, il ne doit pas accompagner 
chacune de ses commandes, d'informations toujours identiques, à savoir 
celles inhérentes au mode couranto L'existence des modes peut rendre 
le processus d'édition plus clair aux yeux de l'utilisateur. Celui-
ci peut être aidé par des regroupements judicieux des commandes sui-
vant des critères qui l'intéressent. 
3.4.6.2. DEVELOPPEMENT DES MODES DE L'EDITEUR GRAPHIQUE 
Suite l la notion da mode, développée dans le paragraphe 3.4.6.1 .2., 
nous répartirons l'ensemble de nos commandes en cinq modes différents 
Mode Edition-opérateur (3.4.6.2.1 .) 
Mode fichier-opérateur (3.4.6.2.2.) 
Mode ficpier-dessin (3.4.6.2.3.) 
Mode Aide (3.4.6.2.4.) 
- Mode Initialisation (3.4.6.2.5.). 
Il n'y aura aucune interaction possible entre les différents modes. 
Les différentes commandes de chaque mode seront définies dans l'annexe G. 
Ainsi, il sera nécessaire de se référer à cette annexe pour trouver l'ex-
plication complète de toutes les commandes qui seront citées ci-après. 
Remarque 
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Dans l'éditeur graphique, tous les . opérateurs auront des noms 
différents . 
Avant de présenter les différents mode de notre éditeur, il importe de 
parler de la commande 1 o 
Cette commande permet à l'utilisateur d'obtenir à tout moment des infor-
mations qui lui sont nécessaires durant la suite de ses travaux. 
Le sujet concerné par cette interrogation est déterminé en fonction de 
l'endroit où celle-ci a été poséeo 
ex. si l'utilisateur tape la ligne suivante 
TRACER? 
Il sera affiché la liste des paramètres effectifs de la 
commande TRACER ainsi que pour chaque paramètre les valeurs 
possibles (si 3) 
si l'utilisateur, après être entré dans un mod~ désire con-
na1tre les commandes disponibles dans celui-ci, il peut 
les obtenir gr~ce à la commande? 
Cette commande est donc disponible à tout moment dans toute commande des 
différents modes. 
3.4.6.2.1. LE MODE EDITION-OPERATEUR 
Le mode édition permet de créer ou de modifier le texte d'un opérateur 
composéG Par définition des opérateurs de base, ce mode ne les concerne 
pas. 
Dans ce mode, nous avons choisi de ne pas distinguer explicitement la 
création de la modification. 
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Cette distinction se fera de la manière suivante 
lorsque l'utilisateur désire éditer un opérateur (il a donné le nom de 
l'opérateur choisi), deux situations peuvent se présenter : 
- soit l'opérateur choisi n'existe pas dans le système, c'est-à-dire 
qu'il est édité pou~ la première fois. 
L'utilisateur se trouve alors implicitement dans le cas d'une 
création. 
soit l'opérateur choisi existe dans le système, c'est-à-dire qu'il 
a fait l'objet d'une édition précédente. 
L'utilisateur se trouve alors implicitement dans le cas d'une 
modification. 
Dans les 2 cas, l'utilisateur réalisera une édition mais sans en spéci-
fier le type. Il choisira au départ son mode d'édition: sous-mode texte 
sous-mode graphique. 
Il pourra de plus, en cours d'édition, passer du sous-mode texte au sous-
mode graphique et inversément. 
Cependant, nous pouvons remarquer qu'un problème se pose lorsque l'on 
effectue une suite d'éditions sur un même opérateur. 
Si celui-ci intervient dans la définition d'autres opérateurs, les chan-
gements se répercuteront alors sur toutes ces utilisations antérieures. 
Deux positions peuvent être adoptées vis-à-vis de ce problème : 
1) soit accepter ces répercutions 
2) soit les refuser. 
Alors comment gérer chacun de ces cas? 
a)~ versions multiples 
b) ~ ~~J par 1 1utilisateuro 
a) veE_s..::.,o~s multiples_ 
on peut associer un numéro de vers1on à chaque texte modifié. Le 
ntnnéro l étant associé à la version créée au départ, le dernier numé-
ro étant le seul disponible pour les utilisations ultérieures. 
Donc dans le corps de l'opérateur, à chaque nom d'opérateur contenu 
dans une instruction opérateur sera associé un n° de version. 
Avantages 
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Cette méthode nous permet de modifier le texte d'un opéra-
teur sans conséquences sur les utilisations antérieures. 
Inconvénients : Cette méthode va, après quelques modifications et si 
le nombre d'utilisations entre les modifications est 
important, voir le nombre de versions proliférer de 
manière exhorbitante. 
Pour chaque opérateur, on ne pourra utiliser que la 
dernière version mais on devra mémoriser toutes les 
versions intermédiaires. 
b) MAJ par l'utilisateur 
Comme dans l'hypothèse choisie, il n'y a pas de versions multiples 
tout appel sera relié à la version modifiée. 
Il peut y avoir incohérence au niveau syntaxe (langage L.G.). 
C'est seulement lorsque l'utilisateur fera appel à un opérateur con-
tenant une ancienne version que lui sera signalée cette incohérence. 
Il devra alors rectifier lui-même le problème. 
Avantages : Gain de place car pas de versions multiples. 
Pas de travail de recherche. 
Inconvénients : Perte de cohérence rectifiée après coups . 
c) Re~a.E_que 
Le - système offre une possibilité de contourner les problèmes décou-
lant de certaines modifications. 
L'utilisateur au lieu de modifier le texte de l'opérateur en L.G., 
peut créer un nouvel opérateur contenant en plus de l'appel à l'opé-
rateur qu'il désirait modifier, les modifica•tions elles-mêmes. 
Ce principe ne pourra fonctionner que dans le cas d'ajout d'instruc-
tions opérateur. 
Ainsi on évite totalement les problèmes liés aux versions qui serai-
ent devenues antérieures. 
Exemple soit Maison (a, b) 
X X 1 ( a) 
y y' (b) • 
On désire ajouter l'instruction opérateur suivante 
z : z' (2) 
A la place d'avoir 
Maison (a, b) 
X X 1 ( a) 
y y' (b) 
z z 1 ( 2) • 
On peut selon cette idée avoir 
M (a, o) 
mlef 
z 
maison (.a, b) 
z' (2) • 
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L'utilisateur peut également contourner ce problème en -réalisant une 
copie de l'opérateur qu'il désire modifier . Il travaillera alors sur 
la copie qui portera un nom différent. 
d) Conclusion 
------
La 2ème possibilité (b) sera choisie car : - elle force l 'utilisateur 
à vérifier la cohérence de son système ; cela 
lui demande donc d'être précis et complet dans 
ses travaux. 
- elle ne fait pas proliférer 
de manière exhorbitante les versions. 
(rappelons que cet éditeur a pour but de fonc-
tionner sur Microordinateur). 
---- ---- ---- ----------------~ --
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Nous allons maintenant développer les 2 sous-modes cités précédemment 
[ le sous-mode texte 
le sous-mode graphique o 
Rappelons que l'ut1lisateur, lorsqu'il désirera réaliser une édition, 
choisira en même temps le sous-mode soit texte 
soit graphique. 
Ceci sera réalisé VLa les commandes EDITEXT (EDT) 
EDITGRAPH (EDG) 
qui seront expliquées dans l'annexe G. 
304.6.2.1 .1 o Le sous-mode texte 
On peut définir un opérateur par l'intermédiaire des commandes du sous-
mode texte. Celles-ci permettent à l'utilisateur d'éditer c'est-
à-dire de créer un nouvel opérateur (son texte) ou de modifier le 
contenu du texte d'un opérateur défini. Dans ce sous-mode, 
la notion de texte sera donc centrale. L'utilisateur disposera 
d'un miniéditeur de texte de type écran lui permettant de mettre à 
jour constamment la vision à l'écran du texte édité et lui indi-
quant, par positionnement du curseur, l'endroit où doivent agir les 
commandes. La notion de texte est prise dans le sens précisé au 
point 3.4.2. 
Les commandes de ce mode sont réparties dans 8classes d'actions 
- Mouvement du curseur 
- Insertion et suppression 
- Sortie du sous-mode texte 
- Sortie de l'édition 
- Vérification de syntaxe 
- Défilement de l'écran 
- Sauvetage du texte 
- structure. 
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Afin d'entrer dans ce sous-mode, l'utilisateur disposera de la commande 
EDITEXT. Si l'édition concerne un opérateur existant, l'utilisateur 
disposera alors du texte de celui-ci (en langage L.G.) et pourra 
commencer à la modifier. Sinon, il créera à l'aide des commandes 
disponibles dans ce sous-mode, le texte (L.G.) décrivant le nouvel opé-
rateur. Il disposera de 3 classes d'actions afin de traiter (créer 
et/ou modifier) le texte proprement dit : Mouvement du curseur, In-
sertion et suppression, Défilement de l'écran. Les 3 classes seront 
également utilisées afin de formuler les commandes lors de l'édition 
et gérer l'écran. 
A tout moment l'utilisateur pourra faire vérifier la cohérence du 
texte en cours d'édition par rapport à la syntaxe du langage L.G. et 
oe, via la commande VS, ainsi que demander des renseignements concer-
nant la structure d'un opérateur. 
Il pourra également, à tout moment sauver le texte en cours d'édi-
tion via la commande de sauvetage du texte. Il sera possible de 
passer du sous-mode texte au sous-mode graphique tout en restant en 
édition du m~me opérateur et ce, via la commande GOGRAPH. 
La sortie de l''édition proprement dite se fera via 2 commandes (voir 
classe d'action : sortie de l'édition). 
3.4.6.2.1.2. Le sous-mode graphique 
Nous avons vu que nous pouvons également définir un opérateur par 
l'intermédiaire de commandes du sous-mode graphique. Celles-ci permet-
tent à l'utilisateur de créer ou de modifier le texte de l'opérateur 
choisi, avec appui graphique. Elles sont réparties dans 9 classes 
d'actions - Sortie de l'édition 








L'utilisateur peut entrer dans le sous-mode, de 2 manières 
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soit en commençant une nouvelle édition et en entrant directement 
en sous-mode graphique gr~ce à la commande EDITGRAPH • 
• soit en passant du sous-mode texte en sous-mode graphique, grice 
à la commande GOGRAPH. 
L'édition se fera à 1 9 aide d'un support graphique. 
Dans le cas d'une création, l'utilisateur disposera d'un ensemble de 
commandes lui permettant de créer une représentation graphique d'un 
dessin à partir de laquelle le système génèrera le texte de l'opéra-
teur correspondant. 





définition de paramètres 
structure. 
Dans le cas d'une modification, il faudra exécuter l'opérateur afin 
d'obtenir une représentation graphique d'un dessin de cette famille. 
Pour cela, il faudra que le texte de l'opérateur soit syntaxiquement 
correct vis-à-vis du langage L.G. De plus, à la fin de l'exécution, 
le système fournir.a une liste contenant pour chaque variable du texte 
de l'opérateur en cours d'édition, sa valeur finale, ainsi qu'un ren-
seignement indiquant si cette variable apparaît parmi les paramètres 
formels ou non. Cette liste permettra, dans ce sous-mode, de connaî-
tre les variables du texte et leur valeur afin de pouvoir les utiliser. 
(les règles d'utilisation sont dé f inies en annexe G, point I.2.5. ; 
définition des paramètres). Il disposera alors en modif ication1 des 
m~mes commandes que dans le cas de la création. 
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La classe DEFINITION DE PARAMETRES, permettra à l'utilisateur de 
définir un ou plusieurs paramètres formels pour l'opérateur en cours 
d'édition ainsi que l'attribution d'une valeur à chacun de ces para-
mètreso Il pourra alors utiliser des paramètres effectifs variables 
(dont la valeur est fixée) dans les commandes de la classe d'actions 
"dessin11 • . 
De plus, cette classe permettra de supprimer des paramètres formels 
de l'en-t~te de l'opérateur en cours d'édition, avec les changements 
correspondants dans son texte. Cependant, des restrictions sont à 
apporter quand à l'utilisation de cette commande (cfr. Annexe G 
point I.2.5.). L'utilisateur pourra également obtenir la valeur de 
tout paramètre contenu dans la liste des variables. 
On trouvera en annexe G les répercutions des connnandes de cette 
classe sur le texte de l'opérateur en cours d'édition, ainsi que 
leur définit ion. 
La classe STRUCTURE permettra à l'utilisateur d'obtenir l'arbre de 
structure de l'opérateur en cours d'édition. 
La classe DESSIN recouvre toutes les cormnandes liées à la création 
et la modification proprement dite du texte d'un opérateur à l'aide 
de la représentation graphique du dessin support de 1 9 édition. 
On retrouve 3 types de commandes dessin 
- la commande de traçage 
les commandes opérations 
- les commandes états 
Les types de commande vont engendrer des modifications sur le texte 
de l'opérateur en cours d'édition. C'est à ce niveau que sera fait 
le lien entre le sous-mode graphique et le texte en langage LoGo 
On développera les répercutions de chaque commande de ces 3 types 
sur le texte en langage L.G. au moment de la définition de celles-
ci dans l'annexe G . 
•. 4a commande de traçage "tracer11 va permettre d'ob-
tenir la représentation graphique d'une réalisation 
particulière d 'un opérateur c'est-à-dire un dessin. 
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Les commandes opérations vont permettre d'appliquer 
une opération à un constituant quelconque de la 
structure du dessin support de l'édition. 
Les commandes états permettront de définir et de 
changer la valeur des états. 
Chaque commande de ces 3 types sera exécutée directement après être 
tapée, avec répercution sur la représentation graphique de l'écran. 
On pourrait fournir à l'utilisateur une commande lui permettant de 
définir un ensemble de commandes qui ne seront exécutées qu'après 
avoir été toutes tapées. 
Ainsi il pourrait définir, par exemple, 3 commandes opérations succes-
sives portant sur un même constituant, pour lesquelles l'effet glo-
bal seul, sera affiché et non les effets particuliers de chaque opé-
ration. 
Nous n'avons cependant pas approfondi ce point, qui pourrai~ faire 
l'objet d'une étude ultérieure. 
Nous allons maintenant développer les différentes manières de dési-
gner un constit~ani d•une structure e~ sous-mode graphique. Ceci nous 
intéresse dans le cadre des commandes opérations. 
Désigner un dessin constituant d'un dessin composé, revient à dési-
gner un noeud particulier de la structure du dessin composé à 
l'exception du noeud racine. 
On peut désigner un dessin constituant d'un dessin composé de la ma-
nière suivante : 
a) En donnant le nom du dessin constituant dans le dessin 
composé 
b) En donnant le numéro du dessin constituant dans la struc-
ture du dessin composé 
c) En positionnant une croix sur le dessin constituant 
d) En encadrant le dessin constituant. 
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a) En donnant_le nom du dessin constituant dans_le dessin composé 
L'utilisateur désignera un dessin constituant par une liste de 
qualificateurs. Pour obtenir cette liste, il aura la possibili-
té de visual~ser la structure du dessin composé. Il construira 
cette liste en tetenant le nom de chacun des noeuds successifs 
du chemin allant de la rac i ne de cette structure au noeud cor-
respondant au dessin const i tuant. 
On choisitque l'utilisateur ne soit pas obligé d'indiquer sys-
tématiquement le nom de la racine de la structure, par facilité. 
b) En donnant le numéro du dessin constituant dans la structure du 
- - - - - - - - - - - - - -- - -·- - - - - - - -- -- -- - -- - - - - - - - - - -- ---
dessin composé 
Dans la structure du dessin composé, en plus du qualificateur 
associé à chaque noeud, on peut envisager d'indiquer un numéro 
qui serait composé du numéro de niveau du ·noeud dans la struc-
ture et sa place dans le niveau. 
Ex. 
ce noeud aurait le numéro 2.2 
--
Comme à chaque dessin constituant correspond un noeud dans la 
structure, il suffit d'afficher celle-ci afin d'obtenir le numé-
ro recherché. 
c) !n_positionnant ~n~~r~1~ ~u.::_ .!:_e_d~s~i_E: ~o_E:s!:.i_;_uan!:. 
L'utilisateur désignera sur l'écran à l'aide d'une croix le des-
sin constituant désiré. 
d) En encadrant le dessin 
L'utilisateur encadrera d'un rectangle une partie d'écran dans 
laquelle se trouve le dessin constituant. 
Problèmes : que faire s1 une partie ou un ou plusieurs autres 
dessins composants se trouvent dans le rectangle? 
Une solution serait de demander à l'utilisateur de 
piéciser l'encadrement, de modifier celui-ci. 
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Afin de faciliter la détennination de certains paramètres des com-
mandes de la classe "dessin", nous avons introduit la notion de 
marque a1ns1 qu'une série de commandes liées aux MARQUES. 
Nous allons d'abord définir la notion de marque. 
La notion de marque est fourn i e à l'utilisateur pour faciliter la 
désignation (et la mémorisation) d'un endroit précis de l'écran. 
A la place de donner des coordonnées traditionnelles, il pourra 
travailler avec les marques. 
Il existera 2 types de marques 
- déterminées 
- non déterminées. 
- une marque sera déterminée lorsqu'elle possède un nom 
dans le cas contraire, elle est dite non déterminée. 
Les commandes liées aux marques permettront de définir, de visuali-
ser, d'effacer et de supprimer une marque. 
De plus, un certain nombre de cormnandes seront liées à l'ECRAN. 
Physiquement la surface d'un écran est limitée. Il paraît peu con-
cevable de limiter un dessin à cet écran. Un dessin possédera donc 
un espace propre (espace dessin). 




Cet espace n'aura pas de limite au niveau des coordonnées. 
Cet espace sera le même pour t ous les dessins, de ce fait, toutes les 
coordonnées utilisées dans la définition d'un opérateur seront défi-
nies en fonction de cet espace. 
Ce raisonnement est conceptuel, mais au niveau réalisation} il sera 
nécessaire de limiter l'espace dessin. 
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L'écran dont la surface ne peut être changée, constitue une fenêtre 
sur cet espaceo Cette fenêtre pourra se déplacer dans cet espace. 
Conceptuellement, cette fenêtre pourra changer de dimension, permet-
tant de visualiser - une plus grande partie de l'espace (ce qui re-
vient à une diminution du dessin) 
- une ·plus petite partie de l'espace (ce qui re-
vient à un agrandissement du dessin). 
Au départ, le coin inférieur gauche de l'écran correspondra à la 
coordonnée (o, o) de l'espace dessin. 
A tout moment, l'utilisateur disposera d'une information lui permet-
tant de situer l'écran dans l'espace dessin. 
De ce fait, nous pouvons dire que les coordonnées utilisées dans le 
texte 41un opérateur seront exprimées dans l'espace dessin. 
Nous aurons également des commandes de déplacement du CURSEUR à 
l'écran. 
L'utilisateur pourra aussi, à tout moment, sauver le texte de l'opé-
rateur en cours d'édition, texte généré par le système, et ceci via 
la commande de SAUVETAGE. 
Il sera possible de passer du sous-mode graphique au sous-mode texte 
tout en restant en édition du même opérateur et ce via la commande 
11 gotext 11 (SORTIE DU SOUS-MODE GRAPHIQUE). 
Enfin, la SORTIE DE L'EDITION proprement dite se fera via 2 comman-
des (voir classe d'action: sortie de l'édition). 
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3.4.6.2.2. LE MODE FICHIER-OPERATEUR 
Le mode fichier-opérateur permet d'afficher à l'écran le texte d'un opé-
rateur. 
De plus, il sera possible de vérifier la cohérence de ce texte par rapport 
au langage L.G. et ce via la commande V.S. 
Il sera possible d'imprimer ce texte, en faire une copie qui aura un nom 
différent, changer son nom et supprimer cet opérateur du système. 
3.4.6.2.3. LE MODE FICHIER-DESSIN 
Le mode fichier-dessin permet d'obtenir une représentation graphique d'un 
dessin sur écran ou imprimante. 
Ces représentations seront obtenues en exécutant l'opérateur définissant 
la famille à laquelle appartient l e dessin dont on veut obtenir lare-
présentation graphique. 
Il sera possible de mémoriser ces représentations graphiques en leur 
donnant un nom (tous les noms devront @tre différents), de changer ce nom, 
de les afficher par la suite, de les imprimer, de les supprimer du sys-
tème. 
3.4.6.2.4. LE MODE AIDE 
A tout moment, l'utilisateur aura la possibilité d'obtenir des informa-
tions sur l'état du système, gr~ce aux commandes du mode aide. Il sera 
informé sur les opérateurs, les états, les commandes et les opérations. 
3.40602.50 LE MODE INITIALISATION 
Ce mode permet de définir ou de modifier le rapport en l'axe des X et 
des Y, rapport qui sera utilisé lors de l'affichage à l'écran ou l'im-
pression de la représentation graphique d'un dessin. Dans ces cas, ce 
sera toujours la valeur courante de ce rapport qui sera utilisée. 




PRINCIPES DE REALISATION 
(Lefebvre J. sauf 






Nous avons expliqué dans l'analyse fonctionnelle, que l'objectif de 
l 'utiLlsateur était de créer des dessins. Nous les avons regroupés en 
familles, qui sont décrites par des opérateurs. 
Au niveau de l'éditeur graphique, l'opérateur sera donc le noeud central. 
Il sera le moyen dont disposera l'utilisateur pour obtenir ses dessins. 
La création d'une famille de dessins se résumera à la création d'un 
texte, respectant la syntaxe du langage LG. Il en va de même pour la 
modi fi.cation. 
Bien que notre éditeur dispose de 5 modes (cfr 3.4.6.), le mode le plus 
important et le plus complexe est le mode édition-opérateur. 
L'utilisateur peut éditer un opérateur composé, de deux manières 
différentes, via ce que l'on a appelé le sous-mode texte et le sous-mode 
graphique. Chacun de ces deux sous-modes a ses caractéristiques propres 
et le passage d'un sous-mode à l'autre est soumis à certaines conditions 
(cfr : analyse fonctionnelle). 
Analyser le fonctionnement du sous-mode graphique, va nous amener à 
aborder entre autre, le problème de l'exécution d'un opérateur, de 
l~affichage à l'écran de la représentation graphique du dessin support de 
l'édition. Nous aborderons à ce niveau, des problèmes dont certains sont 
similaires à ceux rencontrés dans le mode fichier-dessin. 
Vu la contrainte de temps qui nous est imposée, nous nous limiterons donc 
à exposer, dans cette qua tri ème partie, les principaux problèmes 
inhérents à ce mode central, qu' est le mode édition opérateur. 
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4.1. INTRODUCTION 
Le fondement pr:tncipal de notre éd:t teur graphique est de permettre à 
l'utilisateur, à partir d'un opérateur décrivant une fam:tlle de dess:tns 
et représenté par un texte écr:tt en langage LG, d'obtenir la 
représentation graphique d'un dessin de cette famille et ceci via 
l'exécution de l'opérateur décrivant la famille. 
Nous avons précisé que nous ne développerions dans cette quatrième 
partie, que le mode édition opérateur. Ce mode permet à l'utilisateur de 
créer et modifier ses propres opérateurs ( opérateurs composés). Il 
éditera de tels opérateurs grâce à deux sous-modes dont les principes 
s9nt totalement différents. 
Le sous-mode texte permet via un éditeur de texte, d'éditer le 
texte d'un opérateur. L'utilisateur ne dispose alors d'aucun 
appu.i. graphique. 
L'autre sous-mode, le sous-mode graphique, permet par contre de 
créer ou modifier le texte d'un opérateur à l'aide d'un support 
graphique, certaines commandes de l'utilisateur ayant des 
répercussions sur le texte. 
De plus, il sera possible de passer d'un sous-mode à l'autre 
sous certaines conditions. 
On voit donc à ce niveau, l'importance qu'a le texte d'un opérateur dans 
ce mode. 














Ce schéma constituera le fil conducteur de toute cette partie concernant 
les principes de réalisation~ 
Nous ailons donc, tout d'abord parler du texte d'un opérateur composé 
( 4. 2). Puis, nous aborderons le problème de la représentation graphique 
d'un dessin (4.3). 
Ensuite, nous parlerons de l'exécution d'un opérateur, qui va permettre 
de passer de l'un à l'autre (4.4), puis nous traiterons l'édition d'un 
opérateur (4.5). 
Enfin, nous terminerons par une remarque concernant le mode fichier-
dessin (4.6) et par la conclusion (4. 7). 
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4.2. LE TEXTE D'UN OPERATEUR COMPOSE I· 
Comme nous avons vu qu'un opérateur composé était représenté par un texte 
en langage LG, nous avons dans l'analyse fonctionnelle, défini le concept 
de texte du point de vue de l'utilisateur. Nous allons maintenant 
développer cette notion du point de vue de l'éditeur graphique. 
Le mode le plus important étant le mode édition opérateur, ce sera donc 
celui-c:i qui conditionnera le choix de la représentation du texte d'un 
opérateur composé. 
4.2.1. LE TEXTE VU PAR LE SOUS-MODE TEXTE ET LE SOUS-MODE Œ.APHIQUE 
2 STRUCTURES • 
Dans chacun de ces deux sous-modes, l e texte est vu de manière différente 
- pour le sous-mode texte 
l'utilisateur voyant le texte canme un 
ensemble de lignes et comme il doit 
pouvoir facilement accéder, ajouter, 
supprimer et travailler dans une ligne, 
on doit disposer, liée au texte, d'une 
structure basée sur la notion de LIGNE. 
- pour le sous-mode graphique 
canme certa:lnes commandes de 
l'utilisateur vont, soit agir sur les 
:lnstructions du texte, soit être 
transformées en instructions du type 
du langage LG (l'en-tête de 
l'opérateur étant assimilée à une 
instruction), on doit disposer, 
liée au texte, d'une structure 
basée sur la notion d'INSTRUCTION. 
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Donc, au début d'une édition, compte tenu du fait que l'on peut passer 
d'un sous-mode à l'autre, on désire disposer de deux structures liées au 
texte. 
On obtient donc le schéma suivant 
début d'une édition 
création 
.le texte ; · au départ 
.les 2 structures 
se créent au fur 
et à mesure 
\ 
modification 
.le texte 3 
au départ 
.on désire disposer 
des 2 structures 
Cependant, disposer de ces deux structures en même temps, au début d'une 
édition de type modification, n'est pas toujours possible. 
En effet, pouvoir disposer d'une structure basée sur la notion 
d'instruction, implique que la syntaxe du texte soit correcte. Or, à la 
sortie d'une édi tien en sous-mode texte, nous n' :imposons aucun contrôle 
de syntaxe. De plus, aucune vérification automatique n'est effectuée au 
fur et à mesure que l'utilisateur tape le texte de l'opérateur. Il se 
peut donc, qu'à la sortie le texte ne soit pas correct syntaxiquement. 
On peut donc dire qu'en entrant en édition du type modification, on peut 
toujours disposer de la structure basée sur la notion de ligne. 
n'est pas toujours le cas pour l'autre structure. 
Ce qu:i. 
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On pourrait adopter une solution consistant à vérif:i.er la syntaxe du 
texte, pour voir si on peut créer ou non une telle structure. Cette 
solution est cependant trop coûteuse en temps. 
D'autre part, comme la condition pour entrer en sous-mode graphique est 
que la syntaxe du texte de l'opérateur soit correcte (afin de pouvoir 
obtenir le support graphique), on pourrait ne créer cette structure que 
lors de l'entrée dans ce sous-mode. Ceci se ferait au fur et à mesure de 
l'exécution de l'opérateur ( chose nécessaire af i n d'obtenir le support 
graphique). 
Nous adopterons cette solution car, elle nous permet de f aire d'une 
pierre deux coups et ainsi de gagner du temps. 
On construi ra la structure basée sur la notion d'instruction, lors de 
l'exécution de l'opérateur en cours d'édition (afin d'obtenir le support 
graphique) et ceci à chaque entrée dans ce sous-mode. Cependant, on 
obt i endra cette structure uniquement si l'exécution r.e rencontre pas de 
problèmes (erreurs de syntaxe). 
Pourquoi créer une nouvelle structure à chaque entrée dans ce sous-mode? 
Car le fait de pouvoir passer du sous-mode graphique au sous-mode texte, 
peut rendre la syntaxe incorrecte. Le même problème existe lorsqu'on 
entre directement dans le sous-mode graphique, la syntaxe pouvant être 
incorrecte. 
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En conclusion, on obtient le schéma suivant 
entrée en édition création 
opérateur x 
1ère 
.texte de X I 
.pas de structure en lignes 
.la structure en lignes se 
construit ~test mise à 
jour au fur et à mesure 
de la création 
autres fois 
.texte de X 3 
.structure en lignes 3 
.la structure en lignes 
se canplète et est mise 
a jour au fur et à mesure 





.texte de X 
~
J 
.pas de support graphique 
.pas de structure en 
instructions 
.la structure en 
en instruction se 
construit et est m.tse 
à jour au fur 
et à mesure de 
la création 
autres fois 
.texte de X 3 
.faut support graphique 
.crée une nouvelle 
structure en i nstructions 
si la syntaxe est correcte. 
.la structure en instructions 
se canplète et est m.1 se a 





• texte de X "3 
.structure en 1:lgnes 3 
.la structure en lignes 
se complète et est m.i se 
à jour au fur et à mesure 





.texte X 3 
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.faut support graphique 
.crée une nouvelle structure 
en instructions si syntaxe 
est correcte 
.la structure en instructions 
se complète et est mise à 
jour au fur et à mesure de 
la modification 
4.2.2. REPRESENTATION DU TEXTE D'UN OPERATEUR COMPOSE EN MEMOIRE 
Nous avons vu qu'il existe deux structures liées au texte, liées à chacun 
des sous-modes du mode édition-opérateur. 
Cependant, quel choix effectuer au niveau physique pour le texte? 
Nous considérerons tout au long de cette quatrième partie que nous 
disposons en mémoire centrale, des textes des opérateurs nécessaires au 
trava i l en cours. 
Deux solutions sont possibles au niveau représentation: 
-dédoublement physique du texte 
( deux versions) 
-version unique du texte. 
Dédoublement physique du texte (deux versions) 
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pour chaque structure, nous avons la même informa tian, mais 
organisée de manière différente, L'une est organisée en tenant 
compte de la notion de ligne et l'autre de la notion 
d'instruction. 
point de vue 
Une telle solution nous para:tt coûteuse du 
* de la place mémo.i.re (redondance d'information) alors que 
nous travaillons sur m..icroordinateur dont la taille 
mémoire est limitée 
* du temps (mise à jour double lors d'un changement 
d'information). 
Version unique du texte 
on a une seule version du texte ainsi qu'un mécanisme 
permettant d'obtenir la structure sous forme de lignes et sous 
forme d'instructions. Cette solution est celle que nous 
préconisons. Pourquoi? 
* gain de place mémoire 
* fac:i.l..i. té de m..i. se à jour du texte ( une seule ver si on à 
mettre à jour)= gain de temps 
Par manque de temps, et vu le fait qu'une analyse détaillée de la 
représentation d'un texte est un problème classique, nous nous limiterons 
ic:i., à proposer une manière d'organiser la représentation du texte. 
En fonction de quoi l'organiser? 
- notion de ligne 
- notion d'instruction 
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- indépendamment de ces deux notions. 
Comme expliqué précédemment, nous avons préconi sé de n e disposer que 
d'une version unique du texte .en mémoire centrale. Organiser cette 
version un i que en f onction de la notion d'instruct i on est i mposs i ble. 
Pourguo :i. ? Car nous savons que la s yntaxe du texte n'est pas toujours 
correcte, et qu'on ne peut vérifier l'exacti tude de celle-ci et donc 
créer la structure en :l nstruction, que lors de l'exécution faite lors de 
l'entrée en sou s -mode graphique, 
Une organi sat i on indépendante des not i ons de li gne et d'instruct i on, est 
poss i ble. Mais i l sera i t plus judici eux d'organi ser la représentat .i.on e n 
fonction de la ligne pour les raisons suivantes: 
Facilite le trava i l pour le mode tex te à cause du mi n i -éditeur 
de texte permettant d'insérer, d'ajouter, suppr i mer et modif i er 
des lignes (besoin d'accès rapide). 
Certaines commandes du sous-mode graphique ont des 
répercuss :l ons sur le texte de l'opérateur en cours d'édit i on 
( cf r 3 • 4. 6 • 1. 2 ) • 
En ce qu:l concerne l'ajout d'une instruction dans le texte, 
nous sommes bien conscients que, comme l'ordre des instructions 
a de l' i mportance, il serait nécessa i re de pouvoir en insérer 
n'importe où dans le texte. 
Cependant, nous considérerons l'hypothèse s i mpli fi cative 
suivante: l'ajout d'une instruct i on dans le tex te éq ui vaut à 
l'ajout d'une ou plusieurs l i gnes en fin de texte. · une telle 
organisat i on est donc également avantageuse pour le sous-mode 
g ra phi que. 
Remarquons, que tout ajout dans le texte peut provoquer des 
dépassements de capacité au niveau des lignes (une l igne= 256 
caractères). On résoudra ce problème, en créant un e nouvelle 
ligne af i n de permettre d'effectuer un ajout correct et complet 
lié à la modification. 
Nous proposerons donc une organisation basée sur la notion de ligne, la 
structure en instruct i ons n'étant créée lors de l 'exécut i on du texte 
réali sée lors de l ' e ntrée en sous-mode graphique 
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4.3. REPRESENTATION GRAPHIQUE D'UN DESSIN 
La représentation graphique d'un dessin est le résultat de l'exécution 
d'un opérateur. Une telle représentation peut être mémori.sée de 
d :i.fférentes manières. Cependant à ce niveau, nous nous contenterons de 
parler de la représentation à l'écran et pas de son stockage. Le 
stockage est un problème inexistant en mode édition-opérateur (on ne 
garde aucun dessin). Ce problème sera cependant présent dans le mode 
fichier-dessin. Nous en ferons une étude générale au point 4.6. A 
l'écran, le dessin sera vu comme un ensemble de points, 
4. 4. EXECUTION D'UN OPERATEUR 
Après avoir parlé du texte d'un opérateur, de sa représentation en 
mémoire et de la représentation graphique d'un dessin, nous allons parler 
de l'exécution d'un opérateur qui nous permet de passer d'une 






un dessin de cette 
famille 
4.4.1. DIFFERENCE ENTRE UN EDITEUR DE TEXTE DE NOTRE MODE 
EDITION-OPERATEUR. 
Lorsque nous réalisons l'édition d'un opérateur, nous réalisons l'édition 
de son texte. Nous allons voir, qu'il existe une différence entre un 
éditeur de texte, qui de manière classique réalise l'édition d'un texte 
et notre mode édition-opérateur. 
Un éditeur de texte manipule un texte. Ce texte constitue la donnée. En 
dehors du texte en cours de traitement, aucun autre texte n'est 
nécessaire. Dans notre cas, le principe est différent. Bien sûr, dans 
le mode édition opérateur, il existe un sous-mode texte dont le 
fonctionnement peut être assimilé à celui d'un éditeur de texte. Mais 
l'autre sous-mode, le sous-mode graphique nécessite un support graphique. 
Et qui dit support graphique dit exécution d'un opérateur. D'après la 
définition que l'on a donnée du texte d'un opérateur, l'exécution de 
celui-ci nécessite l'appel aux textes des opérateurs utilisés dans sa 
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définition, et ainsi de suite. 
Donc lors d'une édition dans ce sous-mode, en plus du texte de 
l'opérateur en cours d'édition, on aura besoin: 
du texte des opérateurs nécessaires lors de l'exécution de 
l'opérateur en cours d'édition, afin d'obtenir le support 
graphique, lors de l'entrée dans ce mode 
- du texte des opérateurs que l'util .i.sateur désirera utiliser, 
lors de l'édition dans ce sous-mode 
Nous voyons donc où se situe la différence. 
Nous poserons comme hypothèse que, lors de l'édition d'un opérateur, tous 
les textes des opérateurs sont disponibles en mémoire centrale. 
4. 4. 2. PROBLEME LA SYNTAXE 
Un problème important lors de l'exécution d'un opérateur est la syntaxe. 
Nous n'avons voulu, lors de la conception de notre éditeur graphique, a 
aucun moment, contraindre l'utilisateur a vérifier la syntaxe des 
opérateurs (textes) qu'il édite. 
Il pourra donc sortir d'une édition en mode texte, avec un texte dont la 
syntaxe est incorrecte. Cependant, nous lu."l fournissons la canma.nde "VS" 
permettant de déterminer si la syntaxte du texte en cours d'édition est 
correcte. 
Vu qu'aucun contrôle n'est obligatoire, même si le texte de l'opérateur 
édité est syntaxiquement correct, il se peut que le texte d'un opérateur 
utlisé dans sa définition, ne le soit pas et a:lns:l de suite. 
Le problème n'est donc pas simple. 
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Ce problème ne se pose cependant pas à la sortie d'une édition en sous-
mode graphique, car pour obtenir le support graphique, il fallait que la 
syntaxe des opérateurs utlisés (et de l'opérateur en cours d'édition si 
modification) soit correcte. De plus, c'est le système qui 
a utoma t:lquement fa:l t les modi f:lca t:l ons correspondant à certaines 
canmandes, dans le texte en édition. 
Dans ce cas, à la sortie, le texte sera alors toujours syntaxiquement 
correct. 
En conclusion, on peut donc d:lre que ce problème va conditionner 
l'achèvement d'une exécution. 
4.4.3. COMMENT REALISER UNE EXECUTION ?I 
L'exécution d'un opérateur sera constituée de différentes étapes. 
Plusieurs éléments sont à prendre en canpte: 
1. Il faut disposer 
- du texte de l'opérateur que l'on veut exécuter 
des textes des opérateurs nécessaires à cette exécution 
(cfr. notion de combinaison) 
2. Il faut traiter le problème de la syntaxe 
3. Il faut effectuer le passage des paramètres 
4. Il faut effectuer le ruissellement des modificateurs af:ln de 
déterminer, pour chaque opérateur de base: 
quelles sont les bonnes valeurs des opérations non 
transférables à lui associer. 
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- quel produ:l t de canpos:l t:lon des opérations transférables 
lu:t assoc:ter. 
De plus, :tl faut déterrai ner quelle est la bonne valeur de 
l'état ECRAN, valeur définie pour tous les opérateurs de base. 
S. Il faut effectuer l'aff:i.chage à l'écran de la représentat:lon 
graph:lque. 
Bi en sûr, le fait ' de rencontrer des problèmes dans le tra:t tement de l'un 
ou l'autre élément, aura des répercuss:lons sur le tra i tement des autres. 
Nous allons maintenant développer ces d:tfférents points. 
4.4.3.1. DISPOSER DES TEXTES 
Ce problème a été résolu lorsque nous avons posé comme hypothèse, que 
l'on disposait de tous les textes nécessaires en mémo:i. re centrale ( cfr 
4.2.2.). Cette hypothèse peut être vue comme fort s:lmplificatr:lce. 
Nous sommes cependant bien conscients que l'on aura besoin de différents 
supports afin de stocker les textes des opérateurs: 
Certains seront stockés sur bande (= accès séquent:lel). On 
pourrait stocker sur de tels supports, les opérateurs que 
l'utilisateur ne désire plus utiliser régulièrement 
(momentanément), et à sa convenance. 
De plus, on pourrait envisager de stocker sur de tels supports, 
les dessins créés par l'utilisateur. 
Certains seront di spon:ibles en mémo:lre centrale (par exemple, 
les opérateurs de base). 
- Certains seront stockés sur disquette(= accès direct). 
4.4.3.2. PROBLEME DE LA SYNTAXE 
Lors de l'exécution, il va falloir repérer les différentes instructions 
contenues dans le texte de l'opérateur. Vu le fait qu'un opérateur fa :l t 
appel à d'autres opérateurs dans sa déf:tnition, :t l va donc fallo:lr 
repérer les instruct:lons de tous les textes nécessa :l res à l 'exécut i on. 
-- ------, 
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L'exécution va donc nous faire voyager verticalement dans l'arbre de 
structure. 
Afin de déterminer les instructions, le système va scanner le texte de 
l'opérateur. 
Lorsqu'une instruction est détectée et que sa syntaxe est correcte par 
rapport au langage LG, elle peut être exécutée et ainsi de suite. 
Si on détecte une erreur de syntaxe, l'exécution est stoppée 
définitivement. Cependant, on peut définir des règles permettant de 
determ:l ner si cette erreur empêch e toute poursuite du travail ou non. 
Un "warning" pourrait être simpl ement affiché et le système continue son 
travail de scannage dans le cas où l'erreur ne serai t pas définie comme 
fatale. 
4.4.3.3. PASSAGE DES PARAMETRES 
Lorsqu'on a déterminé une ins truc t i on, qui de plus est syntaxiquement 
correcte, nous avons mentionné qu'on l'exécutait. Ceci sous-entend, bien 
entendu, que l'on effectue le passage des paramètres (conformément aux 
règles définies dans le langage LG (cfr.J.3.2.)). 
Cependant, ce passage n'est pas le seul travail e ff ectué lors de 
l'exécution; il faut effectuer le ruissellement des mod i ficateurs. 
4.4.3.4. RUISSELLEMENT DES MODIFIC ATEURS 
Comme nous l'avons déjà cité au point J.J.1.2.1., le modif icateur est un 
moyen aisé, fourni à l'utilisateur, pour défini r une ou plusieurs 
opérations part i culières agissant à un endroit préci s de la structure 
d'un opérateur, c'est-à-dire sur un constituant déterminé (cfr 
3.3.1.2.4.E). De plus, ces opérations influencent le sous-arbre défini à 
partir de ce constituant dans la structure de l'opérateur, sauf si celui-
ci est une feuille. 
De ce fait, pour un constituant d'une structure donnée, celui-ci peut 
être influencé, par des opérations dé f ini es à son niveau (les globales), 
par des opérations définies à un ou plusieurs niveaux supérieurs et le 
concernant directement ( les locales), par des opérations défini es 
également à un ou plusieurs niveaux supérieurs ma is , portant sur un 
const i tuant raci ne d'un sous-arbre, au quel notre premie r constituant 
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appartient (influence indirect e ). 
Par conséquent, on cons tat e qu'à chaque constituant de la structure peut 
être Hé un ensemble d'opérat i ons. Ceci est :Ulustré dans la f:lgure 
suivante: 
Soit la structure d'un opérateur: 
G) G / 4L / 3L 
1 1 1 
CD C) · G / 7L 
/ 
3 3 
© CD CD CD G 
7 
où 
-Gi e s t l'ensemble des globaux liés au constituant i. 
- AL est l e modi ficateur local défini au niveau 
k du constituant k, portant sur le constituant A. 
De cette f:lgure, nous pouvons dire que le constituant no7 est :lnfluencé 
par: 
- ses globaux(G7) 
- les locaux 7L3 de façon directe 
- les globaux Gl, G3 et les locaux 3Ll de 
façon indirecte. 
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Une question se pose comment toutes ces opérations vont-elles 
influencer ce constituant? 
Pour y répondre, il suffit de consulter le point 3.3.1.2.4. qui 
explique les priorités entre opérations. 
Rappelons qu'il y a deux types d'opérations 
- les transférables 
- les non-transférables 
et que pour chaque type, des priori tés particulières sont défi.nies, les 
règles de priorité étant définies plus précisément, en F du point 
préci·té. 
L'analyse faite précédemment est générale, elle concerne tous les 
constituants d'une structure. En fait, dans le cadre d'une exécution, 
l'objectif est de déterminer les opérations associées à chaque opérateur 
de base, lié aux feuilles de la structure. 
Le ruissellement des modificateurs en respectant ces règles permettra de 
déterminer pour chaque feuille comme nous l'avons déjà cité en début du 
point 4.4.3., la valeur de , chaque opération non-transférable lui étant 
associée ainsi que le produit de composition des opérations transférables 
associées. 
De plus, :ll permettra de déf .i.nir la bonne valeur du fond de l'écran. 
Cette dernière sera déterminée en fonction des règles de priorité 
définies au point 3.3.l.2.4.G 3 • 
Il est important de signaler que le ruissellement des modificateurs 
s'effectue au fur et à mesure, après la - lecture de chaque instructi.on, 
principalement les instructions état et opérateur. De plus, :ll faut que 
la syntaxe de chaque instruction soit correcte, sinon le ru:l ssellernent 
sera interrompu et les informations jusqu'alors retenues ne serviront 
plus à ri.en. 
Nous avons réalisé un algorithme en pseudo-langage, permettant de 
déterm:lner pour chaque feu:llle d'une structure, quelles opérations 
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transférables et non transférables lui sont associées, ainsi que la 
valeur du fond de l'écran. 
Une description, ainsi qu'une explication de cet algorithme et de son 
fonctionnement, sont fournies en Annexe H. 
4.4.3.5. REPRESENTATION GRAPHIQUE 
Considérons la structure d'un opérateur quelconque 
composé niveau 
/CD~ 1 
CD /\ 2 /\ 
CD CDCD CD 3 
/\ 
00 4 
Cet opérateur a dans sa structure 5 appels à des opérateurs 
de base. 
Nous avons donc 5 chemins 
1 2 4 
1 2 5 
1 3 6 8 
1 3 6 9 • 
l 3 7 
Lorsque, lors de l'exécution, on rencontre une instruction opérateur, 
contenant l'appel à un opérateur de base, on sait, d'après la définition 
d'un opérateur de base, que la cascade d'appels s'arrête, pour ce chemin 
dans la structure. Une fois l'exécution de l'opérateur de base terminée, 
il faudra traiter d'autres chemins de l'arbre de structure (s'il en 
existe). 
PR. 132-
L'exécution de l'opérateur de base est ce qui va nous permettre d'obtenir 
la représentation graphique du dessin à l'écran. 
Nous n'avons pas encore parlé, jusqu'à présent, de la manière dont est 
écrit un opérateur de base. 
Par manque de temps, et vu le fai.t que nous avons considéré que ce 
problème était un problème classique de la l:l ttérature graphique, nous 
n'avons pas appr ofondi ce problème. 
On peut trouver dans la li. ttérature, de mul ti pl es algor:l thmes 
performants, permettant de tracer une dro i. te ou un cercle par exemple. 
Revenons maintenant à notre schéma. 
Nous avons déterminé pour cet opérateur, 5 chemins; donc 5 opérateurs de 
base. 
Pour chaque opérateur de base, il faudra appli.quer toutes les opérations 
retenues pour celui-ci lors du ruissellement des rnodifi.cateurs. 
Afin de ne pas faire patienter trop longtemps l'utilisateur à l'écran, 
nous 
après 
choisissons de tra:i. ter un 
faire appara't tre à 
opérateur de base, et puis directement 
l'écran la représentation graphique 
correspondante, avant de passer au suivant . La representation graphique 
va donc se construire au fur et à mesure à l'écran. 
Une chose est à effectuer avant de traiter le premier opérateur de base: 
mettre l'écran dans la couleur définie par le ruissellement des 
modificateurs. 
4.4.3.6. PROPOSITION D'UNE DEMARCHE POUR LA REALISATION DE L'EXECUTION 
Nous avons proposé au point 4. 4.3. 4. et en annexe H, un algorithme 
permettant la réalisation du ruissellement des mod i ficateurs. 
Comme cet algorithme est basé sur la notion d'instruction et que 
l'exécution d'un opérateur l'est également (repérer une instruction et 
l'exécuter), nous pourrions prendre comme base pour réal:i. ser celle-ci, 
cet algorithme. 
Il nous restera donc à tenir compte, dans l'algorithme, du problème de la 
syntaxe (4.4.3.2), du passage des paramètres (4.4.3.3) et de l'aff i chage 
( 4. 4.3. 5), le point 4 . 4.3. 1. étant résolu par les hypothèses que nous 
avons posées. 
Le problème de la syntaxe sera abordé lors de la lecture de l'instruction 
dans l'algorithme. 
Lors de l'analyse de ce problème, le système scannera le texte afin de 
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vérifier la syntaxe de celui-ci et donc par la même occasion, de 
déterminer les instructions qui pourront alors être exécutées au fur et à 
mesure. 
En ce qui concerne le passage des paramètres, il pourra également être 
inséré lors de la lecture d'une instruction, et ce, conformément aux 
règles définies dans le langage LG (cfr3.3.2). 
A la fin de la phase de lecture d'une instruct i on, celle-c i sera 
syntaxiquement correcte (sinon on aura i t stoppé en cours de traitement) 
et chaque paramètre aura été tra i té. 
il restera à effectuer l'affichage. 
Celui-ci se· fera uniquement après la lecture d'une i nstruction opérateur 
correspondant à un opérateur de base. 
Ayant toutes les informations nécessaires concernant les paramètres, la 
valeur des opérations non-transférables et le produit de composition des 
opérations transférables (obtenus par le ruissellement des 
modificateurs), nous pourrons alors exécuter l'opérateur de base. 
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4.5. EDITION D'UN OPERATEUR 
Comme nous l'avons expl:i.qué précédemment, le mode éd:l t .i. on-opérateur est 
ccxnposé de deux sous-modes différents 
- le sous-mode texte 
- le sous-mode _graphique 
De plus, l'u'tilisateur peut passer d'un sous-mode à l'autre. Ce passage 
nécess:lte un "changement d'appui", c 'est-à-dire que l'ut:llisateur d:lspose 
en sous-mode texte, d'un appui texte et en sous-mode graph:lque, d'un 
appui graphique. 




Nous allons donc dans ce point, développer, dans un premier temps, chaque 
sous-mode séparément et puis, traiter le passage de l'un à l'autre. 
4.5.1. LE SOUS-MODE TEXTE 
Rappel grâce à ce mode, l'utilisateur va pouvoir éditer le 
texte d'un opérateur via un mini-éditeur de texte. 




Lors de l'entrée dans ce sous-mode, l'utilisateur doit disposer du texte 
de l'opérateur qu'il désire éditer. 
Comme indiqué au point 3.4.6.1., nous n'avons pas distingué explicitement 
le cas de la création d'un opérateur, du cas de la modi fication d'un 
opérateur. 
Bien évidemment, dans le cas d'une création au n i veau du schéma, le texte 
n'existe pas. Il se crée au fur et à mesure. 
L'entrée dans ce sous-mode peut être réalisée de deux manières: 
via la ccmmande EDITEXT 
via le passage entre le sous-mode graphi que et 
le sous-mode texte. 
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Le passage entre les deux sous-modes fera l'objet d'une analyse 
particulière (cfr. 4.5.3.). 
Vu que l'on peut trouver une analyse complète de la canmande EDITEXT en 
annexe Gau po:i.nt I.1.1., :i.l suffit de se référer à cette annexe, afin de 
trouver une explication de l'entrée dans ce sous-mode via cette commande, 
Le principe de fonctionnement du sous-mode texte est un principe 
classique. On peut dire qu'il se résume au fonctionnement d'un éditeur de 
texte. De plus, :i.l est nécessaire de disposer pour le texte, d'une 
structure basée sur la not:i.on de l:i.gne. Nous en avons parlé au point 
4.2.1. 
En considérant que le noeud ceritral de ce sous-mode peut être ass:i.milé à 
un éd:i.teur de texte et, en fonction du fait qu'un éd:t"teur de texte a déjà 
fa:lt l'objet de plusieurs mémoires dans cet inst:i.tut, nous n'avons pas 
approfondi sa réal:lsat:i.on. Ce sous-mode ne const:i.tue pas la 
particularité de 
étant plus, des 
notre système, le sous-mode graphique 
éléments propres a notre approche. 
pouvons parler de deux choses extérieures à cet éditeur 
arbres de structure et de la vér:i.ficat:i.on syntaxique. 
Les arbres de structure des opérateurs 
Lors de l'édition du texte d'un opérateur dans 
et le passage 
Cependant nous 
le problème des 
ce sous-mode, 
l'utilisateur va, par déf~n:i.t:i.on d'un opérateur, se servir d'autres 
opérateurs. De plus, il pourra utiliser ce que l'on a appelé les 
modi f:i ca teur s. 
A moins que de conna!tre de mémoire, la structure des opérateurs dent il 
se sert (ce qui n'est possible que pour un nombre très limité d'entre-
eux), :i.l a besoin de pouvoir disposer, a tout moment dans son travail, de 
structures afin de pouvoir utiliser les modificateurs . 
Il faudrait donc pour les opérateurs, disposer de leur arbre de structure 
en accès rapide. 
Cependant, un problème se pose. Disposer de l'arbre de st1Ucture. 
tmpllque que la syntaxe de l'opérateur soit correcte. 
Comme une édition en sous-mode texte est réalisée sans candi. ti on de 
vérification de syntaxe, cette structure ne pourra être créée que lors de 
l'exécution de l'opérateur, et si cette exécution se déroule sans erreur 
(on ne disposera donc pas de la structure de l'opérateur en cours 
d' éd:l tian en mode texte), on ne pourra donc fournir la structure d'un 
opérateur que s'il a déjà été exécuté, ce qui i mplique aussi, qu'elle 
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sera disponible si la dernière édition de cet opérateur a été réalisée en 
sous-mode graphique (car la condition d'entrée dans ce sous-mode est, que 
la syntaxe de l'opérateur qu'on veut modifier soit correcte, afin 
d'obtenir le support graphique). 
De plus, si on dispose de la structure d'un opérateur, toute nouvelle 
édition en sous-mode texte va rendre invalid e cette structure. Il faudra 
donc rendre cette information non disponible. 
Cependant si la sortie de l'édition est une sortie du sous-graphique, on 
pourra disposer de la nouvelle structure. 
Donc en conclusion on peut dire que, comme on n'impose pas qu'à la sortie 
du sous-mode texte là syntaxe du texte édité soit correcte, on peut · lors 
d'une édition en sous-mode texte 
- utiliser un opérateur dont la syntaxe est incorrecte 
ne pas disposer des arbres de structure de tous les opérateurs 
pour lesquels on désire ce renseignement. 
La vérification syntaxique (VS) 
----------------------
·La vérification syntaxique est un outil que nous fournissons à 
l'utilisateur, afin de pouvoir vérifier la syntaxe de l'opérateur en 
cours d'édition. 
Cette vérification se limitera au texte de l'opérateur en cours 
d'édition, sans vérifier le texte des opérateurs appelés dans le texte de 
celui-ci. 
Comme nous l'avons vu précédemment au point 4.4. (exécution d'un 
opérateur) et au niveau des arbres de structure, la syntaxe est un 
problème important. Afin de réduire la probabilité de traiter un 
opérateur dont la syntaxe est erronnée, on aurait pu envisager de fournir 
à l'utilisateur une commande plus complète que VS, en ne la limitant pas 
au seul texte de l'opérateur en cours d'édition. 
Elle aurait permis de vérifier également les textes de la cascade 
d'opérateurs utilisés dans les définitions d'opérateurs. Une autre idée, 
allant dans le même sens, mais qui cependant pourrait être nettement plus 
efficace, serait de profiter des temps morts entre les caractères tapés 
par l'utilisateur afin de vérifier directement et automatiquement la 
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syntaxe, et de fournir des messages d'erreurs au fur et à mesure du 
travail. 
Une telle méthode permettrait de réduire la quantité de travail inutile 
fournie (affichages), si l'on rencontre ultérieurement une erreur de 
syntaxe, chose importante vu que nous sommes sensés travailler sur 
microordinateur. 
4.5.2 LE SOUS-MODE ŒAPHIQUE 
Rappel le sous-mode graphique permet à l'utilisateur d'éditer le 
texte d'un opérateur à l 'aide d'un support graphique. 
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Via des commandes, l'utilisateur va agir sur la représentation 
graphique d'un dessin issu de la famille décrite par 
l'opérateur en cours d'édition. De plus, certaines 
canmandes vont avoir des répercussions sur le texte de 
l'opérateur en cours d'édition. 








Bien qu'au niveau conceptuel, ce sous-mode est caractérisé par un appui 
graphique, au niveau des principes de réalisation, la présence simultanée 
du texte de l'opérateur en cours d'édition et de la représentation 
graphique du dessin support de l'édition est néecessaire. 
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Nous développons ici les points suivants 
- l'entrée dans le sous-mode graphique 
- la manière dont le sous-mode graphique agit 
* sur le texte de l'opérateur en cours d'édition 
* sur la représentation graphique du dessin support de 
l' édi tian 
4.5.2.1. L'ENTREE DANS CE SOUS-MODE 
L'entrée dans ce sous-mode peut être réalisée de deux manières 
- via la comrrande EDITGRAPH 
- via le passage entre le sous-mode texte et le sous-mode 
graphique 
Nous ne parlerons ici que de l ' entrée via la commande "EDITGRAPH", car 
l'autre entrée fera l'objet d'une analyse particulière (cfr 4.5,3). 
Lors d'une entrée dans ce sous-mode via la commande "EDITGRAPH", on peut 
se trouver dans deux situations différentes 
soit on édite un opérateur non existant, ce qui équivaut 
créa t:i.on 
- soit on édite un opérateur existant, ce qui équivaut 
modification 
' a une 
' a une 
Dans la première situation , l'édition démarrera avec un écran vierge et 
le texte de l'opérateur contiendra uniquement la ligne suivante 
OPERATEUR (nom opérateur), avec (nom opérateur) étant 
le nom de l'opérateur que l'utilisateur désire créer. 
Donc dans cette situation, la structure en instruction nécessaire dans le 
sous-mode graphique, sera limitée à l'en-tête de l'opérateur. De plus, 
l'arbre de structure de l'opérateur en cours d'édition sera inexistant, 
tout comme la liste des variables de cet opérateur. 
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Dans la deuxième situation, différentes choses sont à effectuer; 
a) exécuter l'opérateur que l'on veut éditer afin d'obtenir le 
dessin support graphique de l'édition 
b) construire la structure en instructions liée au texte et 
nécessaire dans ce sous-mode 
c) construire l'arbre de structure de l'opérateur en cours 
d'édition et du dessin support de l'édition 
d) fournir la liste des variables de l'opérateur en cour s 
d' édi tian 
Nous allons analyser maintenant, les 4 points de cette deux ième situation 
a) exécution 
Nous avons développé ce problème au point 4.4.3. Cependant, il faut être 
conscient que si un problème apparait lors de cette exécution (syntaxe), 
il n'est donc pas possible de rester dans ce sous-mode. Par ce fait, il 
est impossible de satisfaire les points b), c) et d). Cependant, lors de 
l'exécution , on peut être amené à effectuer des affichages inutiles à 
l'écran, si l'exécution est stoppée à cause d'un problème. 
On pourrait envisager, qu'afin de ne pas effectuer un travail inutile en 
cas d'erreur de syntaxe, de ne pas afficher à l'écran la représentation 
graph i que issue de chaque opérateur de base au fur et à mesure. Si on se 
contentait de mémoriser tous les renseignements associés à chaque 
opérateur de base, et de n'afficher les représentations graphiques qu'à 
la fin, uniquement si aucune erreur n'a été rencontrée, on pourrait ne 
pas perdre inutilement du temps en affichage qui ne servi rait à rien. 
Cependant, une telle solution pourrait procurer à l'utilisateur, un temps 
d'attente indésirable, car il ne verrait rien se dessiner à l'écran, 
l'exécution des opérateurs de base (affichage) ne s'ef f ectuant qu'à la 
f i n, s i le travail de préparati on n'a rencontré aucun prob l ème. 
b) structure en i nstruction 
Au f ur et à mesure de 1 1 exécuti on, on va construi re la structure en 
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instruction. Le mécanisme serait le suivant. Nous avons expU qué que 
lors de l'exécution, il fallait repérer les différentes instructions afin 
de pouvoir les exécuter. Pour cela, le système scanne le texte, 
détermine les instructions et les exécute si leur syntaxe est correcte. 
Il est donc très simple à ce moment de retenir la localisa t:l on des 
instructions dans le texte (rappelons que nous avons proposé au point 
4.2.2. de baser l'organisation du texte en mémoire centrale sur la 
structure en ligne). Cette structure ne sera donc d:l sponible que si 
l'exécution est réalisée jusqu'au· bout, sans problème de syntaxe. 
c) arbre de structure de l'opérateur en cours d'édition et du 
dessin support de l'édit:lon 
En considérant le même principe que pour la structure en instructions, il 
est aisé lors de l'exécution, chaque fois que l'on a repéré une 
instruction opérateur, de retenir son qualificateur afin de construire 
l'arbre. Un problème dans l'exécution (syntaxe) aura le même effet que 
dans le cas précédent. Comme nous l'avons expliqué au niveau de 
l'analyse fonctionnelle, il y aura correspondance entre les deux arbres, 
les noms des noeuds étant identiques, excepté pour la racine. Donc, en 
construisant une des deux structures, on obtient automatiquement l'autre. · 
d) fournir la liste des variables de l'opérateur en cours d'édition 
Lors de la détermination des instructions, c'est-à-dire lors du scanning 
du texte, on peut chaque fois que l'on rencontre un paramètre, une 
variable d'une instruction d'affectation, qui ne correspond pas à un 
paramètre, construire une liste avec pour chacune d'elle, son nom et sa 
valeur. Cette liste sera m."l se à jour au fur et a mesure du scanning du 
texte afin de délivrer à la fin de l'exécution, une liste contenant la 
valeur finale de chacun de ces éléments. De plus, cette liste contiendra 
pour chaque variable un renseignement permettant de savoir si la variable 
dont l'.utilisateur désire se servir, apparaît ou non dans les paramètres 
formels de l'opérateur en cours d'édi tion. Cette liste ne contiendra que 
les variables du texte de l'opérateur en cours d'édition car, ce sont ces 
seules variables qui intéressent l'utilisateur lors d'une édition en 
sous-mode graphique, 
4.5.2.2. COMMENT LE SOUS-MODE Œ.APHIQUE AGIT-IL SUR LE TEXTE DE 
L'OPERATEUR EN COURS D'EDITION? 
PR. 143-
Toutes les ccmmandes de l'utilisateur définies dans ce sous-mode ne vont 
pas avoir 
d' éd:l tion. 
des répercussions sur le texte de l'opérateur en cours 
Seules, les commandes des classes_ "dessin" et "déf:i.ni t:i. on de 
paramètres" vont avoir des répercuss :i. ons, qu:i. ont été définies en annexe 
G. Le fait de disposer de la structure en instruct:i.on va avoir ici toute 
son importance. Si on ass:i.mile l'entête de l'opérateur à une instruct:i.on, 
les changements à apporter dans le texte se résumeront à : 
dans le cas d'une commande de la classe "défin:i.t:i.on de 
paramètres", on va, en respectant les règles de répercuss:i.ons, 
changer l':i.nstruction en "en-tête". De plus, .i.l faudra 
modif:i.er la liste des variables. 
dans le cas d'une commande de la classe "dessin" 
* si on a affaire à une commande de traçage 
Si on considère que l'ajout d'une :i.nstruction opérateur 
correspond à l'ajout d'une ligne en fin du texte, alors ce 
changement sera aisé (cfr point 4.2.2). 
:ll faudra mettre à jour la structure en ligne et en 
instruction. Donc de plus, il faudra ajouter des noeuds à 
l'arbre de structure de l'opérateur en cours d'édition 
ainsi que dans celu:l du dessin support de l'édit:i.on. 
* si on a affaire à une commande état 
Il faudra connartre l'emplacement de la première 
instruction opérateur dans le texte ainsi que l'absence ou 
non d'instructions état avant cette première instruction 
opérateur. Ceci pourra être fait via la structure en 
i ns truc t:l on. Donc, grâce cette ' a structure en 
instruction, il ne faudra pas scanner tout le texte, afin 
de déterminer l'emplacement exact de la modi f i ca t:l on a 
apporter. Il faudra également mettre àjou r" la structure 
en ligne et celle en instruction. 
* si on a affaire à une commande opération 
Grâce aux listes de noms de dessins, on va pouvo:l r 
, I 
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déterminer quelle instruction opérateur doit être modif i ée 
ou supprimée. Il faudra aussi mettre à jour la structure 
en lignes et celle en instructions et, si nécessaire (cas 
supprimer), changer l'arbre de structure de l'opérateu r en 
cours d'édition ainsi que celui. du dessin support de 
l'édition. 
En conclusion, on peut dire que cet aspect de la figure 5, ne posera pas 
de gros problèmes au niveau réalisation. 
4.5.2.3. COMMENT LE SOUS-MODE GRAPHIQUE AGIT-IL SUR LA REPRESE NTATION 
GRAPHIQUE DU DESSIN SUPPORT DE L 'EDITION ? 
On d:l.spose donc dans ce sous-mode d'un _ appui graphi.que support de 
l'édition. 
En plus d'agir sur le texte de l'opérateur en cours d'édition, ce sous-
mode agit sur la représentation graphique du dessin support de l'édition 
et ce, via certaines commandes (cfr annexe G, I.2). 
Cet aspect de la figure 5 est plus délicat que l'autre. 
Deux attitudes sont possibles vis-à-vis de ce problème 
effacement canplet de l'écran et réexécution complète de 
l'opérateur en cours d'édition après modification du texte. 
effacement localisé et réexécut i on partielle après modification 
du texte. 
4.5.2.3.1. EFFACEMENT ET REEXECUTION COMPLETE 
Cette solution consisterait a, après avo i r apporté les modi fica tiens 
nécessaires dans le texte, réexécuter celui-ci afin d'obtenir à l'écran, 
le support graphique avec la modification apportée. Cela nécessite bien 
évidemment que ce qu'il y avait à l'écran, ait auparavant été effacé. 
Cette solution est une solution simpl e, qui permet d'éviter les problèmes 
de la deuxième solution (effacement local). Cependant, il faut être 
conscient du fait que, cette solution peut être coûteuse en t emps. Il 
faut effectuer à nouveau tout le ruissellement des modificateurs : chose 
parfois inutile si on s'est contenté, par exemple, de simplement ajouter 
une i nstruction opérateur. Il aurait été plus _ simple, -de seulement 
exécuter l 'opérateur utlilisé auquel correspond cette instruct i on . 
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4.5.2.3.2 EFFACEMENT ET REEXECUTION LOCALE. 
Cette solution est basée sur la remarque exposée dans le point précédent. 
L'idée est, de ne pas ré exécuter tout l'opérateur, mais de simplement 
apporter à la représentation graphique de l'écran, un changement 
1 ocal:l sé. Le cas de la commande de traçage est particulier car, .:ll 
suffit d'exécuter l'opérateur et d'ajouter, à ce qu'il y ava:i.t déjà à 
l'écran, la représentation graphique y correspondant. Les commandes 
opérations nécessitent des modificateurs de ce qu:i. existait à l'écran. 
Trois étapes sont alors nécessaires : 
- un effacement localisé 
- une modification dans le texte 
une exécution de l'opérateur concerné 
par les modificateurs. 
- à) effacement localisé: 
Ce problème n'est pas simple. Toute modification à apporter est en fait 
une modification effectuée sur un constituant de la structure de 
l'opérateur en cours d'édition. (On peut bien sûr, apporter un 
changement à la racine (composé) de cette structure). On peut donc 
déterminer quel noeud de la structure est touché par la modification, 
afficher le constituant tel qu'il était avant modification dans la 
couleur de fond de l'écran (afin de le faire dispara!tre). 
Cependant une telle solution va engendrer les problèmes suivants 
la méthode utilisée afin de réaliser l'effacement va poser un 
problème d'exactitude. Si on considère les points de l'écran 
allumés ou éteints, on ne saura pas nécessairement éteind re 
chaque point (pixel) allumé, ce qui va rendre l'effacement 
imprécis et laisser des points non désirés à l'écran; d'où on 
obtiendra une représentation graphique ' a l'écran incorrecte. 
Par une telle méthode, et en multipliant les modificateurs, la 
représentation graphique à l'écran s'éloignera plus ou moins 
rapidement de la représentation réelle. 
Cependant, on peut considérer l'écran en sous-mode graphique, 
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ccmme étant un brouillon, pour lequel une grande précision 
n'est pas une condition indispensable. Il serait alors 
nécessaire de rafraîchir l'écran régulièrement afin d'obtenir 
une précision moyenne acceptable, et ainsi se rapprocher de la 
représentation graphique exacte. 
En faisant "dispara:ttre" (rendre de la même couleur que le 
fond de l'écran) les points appartenant à un constituant, en 
plus du problème de précision, nous risquons de faire 
"di spara:ttre" des points qui appartiennent à un autre 
constituant et qui étaient communs aux deux. 
Exemple 
Si on désire supprimer la droite, on va obtenir pour 
le triangle, la situation suivante: 
On va donc être amené à gérer des intersections afin de ne pas 
perdre trop de points. 
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Bien que cette solution possède l'avantage de gain de temps par 
rapport à la précédente, elle peut rendre les représenta t:1. ans 
graphiques à l'écran incorrectes ( ce qui n'est pas touj ours 
trop ennuyeux). Il faut donc faire un compromis entre ces deux 
aspects. 
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b) modification du texte 
Pour cela, voir en annexe G au po:lnt I. 2, où on peut trouver les 
répercussions de chaque commande sur le ·texte d'un opérateur, 
c) exécut:lon 
Afin de ne pas tout réexécuter, on exécute seulement l'appel à 
l'opérateur contenu dans l'instruct:lon opérateur correspondant au 
constitutant concerné . Il faut bien év:ldemment ten:lr compte de toutes les 
opérations le concernant (dé term..-t nées par le ru:l ssellernen t des 
mod:lficateurs). 
4.5.2.3.3.APPROFONDISSEMENT DE LA SOLUTION QUI CONSISTE EN UN 
EFFACEMENT ET UNE REEXECUTION LOCALE. 
a)Comment réaliser cette solution? 
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Rappelons qu'à ce niveau, nous disposons de deux représentations, l'une 
représentant la famille ( le texte de l'opérateur), l'autre un dessin de 
cette famille (représentation graphique à l'écran). 
Comment pourrions-nous à partir de celles-ci, effectuer les troi s étapes 
nécessaires pour réaliser l'effet attendu des commandes opérations à 
savoir : 
- l'effacement localisé 
- la modification dans le texte 
- une exécution de l'opérateur concerné par la modification. 
Tout d'abord, l'effacement localisé consistera en un parcours du texte de 
telle manière que l'on puisse effectuer un ruisselleinent partiel. En 
fait, comme l'on désire n'effacer qu'une seule partie de la 
représentation graphique d'un dessin a l'écran, toutes les informa t :l ons 
concernant le ruissellement du dessin entier ne nous interessent pas. 
Pour ce faire, :ll faudra effectuer un parcours sélectif dans les textes 
des opérateurs nécessaires à la réalisation de ce ruissellement partiel. 
Ce parcours s'effectuera en deux parties un parcours jusqu'à 
l'instruction opérateur correspondant au constituant concerné par la 
modification, ensui te le parcours du sous-arbre dont la racine est ce 
constituant c'est-à-dire des textes des opérateurs liés à chaque 
constituant de ce sous-arbre. 
Nous . obtenons ainsi, pour chaque feuille du sous-arbre, c'est-à-dire pour 
chaque opérateur de base, le produit de compos ition des opérateurs 
transférables et les opérations non transférables associées a chacun 
d'entre eux. 
Il suffit maintenant de calculer les transformations que le produit de 
composition effectue sur chaque opérateur de base et modifier la valeur 
de la couleur de chacun comme étant celle du fond de l'écran. Ensuite 
effectuer l'affichage; celui-ci aura pour effet d'effacer la parti e de 
7 
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dessin représentant le constituant sur lequel porte la modifi cation 
(l'opération). 
L'étape suivante sera la modif i cat i on du texte de l'opérateur. 
cette étape, nous nous référons à ce qui a été décrit en annexe G. 
Pour 
Enfin, on refait la même chose que pour l'effacement avec le texte ainsi 
modifié, sauf en ce qui concerne la couleur de chaque opérateur de base, 
auquel il ne faudrait pas appliquer la couleur du fond de l'écran, ce qui 
représentera la troisième étape. 
Cette démarche parait longue, du fait que trois parcours des textes sont 
nécessaires pour effacer, modifier le texte, le réexécuter pour afficher 
le résultat de la modification (de l'opération). 
b) Passage par une représentation intermédiaire 
Une autre démarche serait, d'utiliser une représentation intermédiaire 
afin d'éviter trop de parcours du texte, · lors de la réalisation du 
ruissellement des modificateurs pour l'effaçage, la réexécution. Celle-ci 
se crée lors de l'exécution de l ' opéràteur, dès que l'on entre dans le 
sous-mode graphique. 
En fait, pour chaque feuille de la structure de l'opérateur que l'on 
exécute, c'est-à-dire pour chaque opérateur de base, on retiendra son 
nom, les paramètres actuels, le produit de la composition des opérations 
transférables et la valeur des opérations non transférables lui 
correspondant. De plus, à chaque opérateur de base, on fait correspondre 
une liste de qualificateurs, dont chaque élément de la liste 
correspondant au nom des noeuds successifs hormis la rad.ne du chemin 
allant, dans la structure de l'opérateur de la racine à _a feuille liée à 
l'opérateur de base. Ceci constituant la représentation intermédiaire. 
Disposant de cette représenta tian, comment allons-nous réaliser l'effet 
des canmandes opérations ? 
Nous disposerons d'une liste de qualificateurs, au départ d'une commande 
de ce type. Celle-ci nous permettra de trouver les opérateurs de base 
concernés, c'est-à-dire celui ou ceux dont la 1.i.ste de qual:i.ficateurs 
commence par la liste de qualificateurs de la commande. 
PR. 151-
Une telle solution possède les désavantages suivants 
- elle occupe beaucoup de place en mémoire due à la redondance 
des infonnations stockées (liste de quaUficateurs pour chaque 
opérateur de base). 
elle demande beaucoup de temps, pour la recherche des 
opérateurs de base, concernés par la modification, due a un 
parcours de tous les opérateurs de base, liés aux feuilles de 
la structure de l'opérateur que l'on désire modifier. 
Une autre solution pourrait permettre de réaU.ser cette recherche de 
façon plus rapide tout en prenant moins de place . Celle-ci ne 
consisterait plus à retenir pour chaque opérateur de base, la l:i.ste des 
qualificateurs lui étant associée mais plutôt de se servir de la 
structure de l'opérateur. 
En ajoutant à chaque feuille de cette structure, l'adresse des 
informations liées à l'opérateur de base associé à chacune d'elles (ces 
informations étant constituées du nom de l'opérateur de base, des 
paramètres actuels, du produ:l t de composition et des valeurs couleur, 
trait), nous ferons une économie de place et de temps de recherche. Afin 
de retrouver les opérateurs de ba.se concernés par la modification décrite 
dans la commande opération, il suffit de parcourir l'arbre jusqu'au noeud 
touché par cette modification et par la suite, de parcourir le sous-arbre 
dont la racine correspond à ce noeud 
l'adresse des informations liées 
intéressants. 
jusqu'aux feuilles qui fourniront 
aux opérateurs de base nous 
Dès que l'on a trouvé ces opérateurs, deux situations sont possibles 
1) On effectue l' effaçage, la modification du produit de composition des 
opérations transférables ou de la valeur des opérations 
non- transférables et la réexécut.i.on pour chaque opérateur de base. 
C'est-à-dire que l'effacement et l'affichage suite à la réexécution, de 
la partie du chemin que l'on désire modifi er s'effectue au fur et à 
mesure, morceau par morceau. 
En fait, on se concentre sur un opérateur de base, on l'exécute tel quel 
pour effacer sa représentation graphique a l'écran (avec couleur 
couleur de fond de l'écran), ensuite on modifie le produit de composition 
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des opérateurs transférables 
transférables pour directement 
nouvelles transformations. 
ou la valeur liée aux opérations 
exécuter l'opérateur de base avec 
non-
ses 
Rappelons que, la modification du produit de composition ou de la valeur, 
s'effectuera en respectant les règles de pri or:l té qui ont été énoncées 
dans l'analyse fonctionnelle au point 3.3.1.2.4. 
Cependant une telle solution présente un inconvénient. 
Pour présenter celui-ci, regardons la figure suivante où l'on retrouve la 
représentation graphique d'une maison. 
écran 
Supposons que l'on y applique une transformation du genre 
rotation à partir du point A, et d'un angle de 45 degrés. 
Supposons que cette maison ne soit faite que de segments de 
droites que nous numérotons de 1 à 6. 
Appliquons notre méthode : - la droite 1 descend de 45 
degrés, c'est-à-dire qu'elle est d'abord effacée, 
ensuite réaffichée en respectant la rotation de 45 degrés 
demandée (l'). Il en est de même pour les droites 2, 3, 4, 
( 2', 3', 4'). 
Arrêtons-nous quelques instants sur la quatrième droite, on 
remarquera que lorsque l'on efface celle-ci, on effacera 
également quelques points de · la nouvelle droite 3' et de 
façon irrémédiable. 
Ceci aura pour inconvénient que, la précision du dessin ne 
sera pas excellente et qu'en fonction du nombre de fois que 
cette situation se présentera, elle risque encore de diminuer. 
C'est pour cette raison que la deuxième solution que nous 
allons exposer nous paralt plus intéressante, 
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2) D'abord, on effectue l'effacement, c'est-à-dire l'exécution des 
opérateurs de base avec la couleur équivalente à celle du fond de l'écran 
pour chaque opérateur de base. 
Ensuite, après modification du produit de composition, les opérations 
non-transférables ou de la valeur des opérations non transférables pour 
chaque opérateur de base , on réexécute ceux-ci . 
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C'est-à-dire que, l'effacement de la partie du dessin que l'on désire 
modifier s'effectue d'abord entièrement, et qu'ensuite on réaffiche la 
même part i e mais ayant subi les modifications. 
Cependant, une telle solution risque de provoquer un temps d'attente 
assez prolongé entre l'effacement et l'affichage de la partie modifiée, 
ceci dû au fait qu'il faut : 
- modifier les produits de canposition des opérations 
transférables et les valeurs, des opérations non-transférables 
liées aux opérateurs de base concernés par la modification; 
appl i quer les produits de compos i tion aux opérateurs de base, 
c). Le produit de composition 
Nous allons maintenant analyser comment réaliser les deux actions 
suivantes : 
modifier le produit de composition des opérations transférables 
lié à un opérateur de base; 
appliquer le produit de composition à un opérateur de base, 
c,l. modification du produit de composition 
----------------------------------
En fait, modifier le produit de composition des opérateurs transférables, 
s'effectue de la manière suivante : 
A partir de la liste des qualificateurs donnée dans la commande 
opération, on peut déterminer le no de niveau sur lequel porte cette 
opération ainsi que évidemment le no du n i veau de provenance qui est ici 
en l'occurrence le niveau 2 puisque toute commande opération définit un 
modificateur de ni veau 2. 
Comme les informations concernant le produit de composition sont rangées, 
dans l'algorithme de ruissellement des modificateurs défini en annex e H, 
en un ensemble d'enregistrements aya n t pour chacun d'entre-eux la forme 
suivante : 
NN Valeur type NN 
de l'opération d'opéra tion provenance 
PR .155-
Le no de niveau ··NN" du noeud sur lequel porte l'opération, suivi de la 
valeur- de l'opération du type de celle-ci et enfin du no de niveau · dont 
elle provient. 
De plus, comme ces enregistrements sont rangés par ordre croissant sur le 
no de niveau "NN", et pour même NN, par ordre croissant sur NN 
provenance. 
Nous pouvons dès lors procéder à l'insertion de l'opération transférable 
au bon endroit dans cette suite d'enregistrement, qui sont la base du 
produit de composition. 
L'insertion s'effectue de la manière suivante 
On insérera dans la suite d'enregistrement, l'opération à la fin de ceux 
ayant comme "NN" le no de niveau sur lequel porte cette opération et 
comme "NN provenance" le no de niveau 2. 
A partir de ces enregistrements, le produit de composition sera construit 
au fur et à mesure selon l'ordre dans lequel apparaissent ceux-ci. 
c.2. application du produit de compos i tion sur un opérateur de base 
Expliquons maintenant comment cette application du produit de composition 
se fera, sur un opérateur de base, en considérant une opération comme une 
transformation. 
c.2.1. Les transformations 
Tout d'abord, précisons que nos principes de transformations ne 
travailleront qu'en deux dirnensi ons e·t que nous limiterons le 
développement de ceux-ci aux opérations de base translation 4 rotation, le 
changement d'échelle. 
Ajoutons, que toute transformation se fera à partir de coordonnées de 
points, c'est-à-dire que dans l'exemple du segment de droite, nous 
considérons les deux points extrêmes de celui-ci et non tous les po i nts 
du segment. 
Il suffira alors de retracer un segment de droite joignant ces deux 
points, afin d'obtenir la représentation graphique divisée à l'écran 
canme i nformation de base à la transformation que l'on désire appliquer. 
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Présentons maintenant les différentes transformations et leur forme. 
- la translation 
La forme de la transformation de type translation est la suivante 
x' = x + Tx 
y' = y + Ty 
où (x,y) représente les coordonnées d'un point 
et (x' ,y') les nouvelles coordonnées. 
Par exemple, considérons un triangle défini par les trois po i nts suivants 
: (60, 0), (40,100), (20,0). 
Appliquons à celui-ci une translation de 100 unités à droite et 10 unités 
vers le haut . (Tx = 100, Ty = 10). 
Les nouvelles coordonnées sont (160,10), (140,110), (120,10). 
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Pour effectuer une rotation du point (x, y) d'un angle de e"degré dans le 
sens des aiguilles d'une montre par rapport à l'origine du système de 
coordonnée, nous pouvons écrire: 
x' = x cos 8' + y sin e-
y 1 = -x Sin e-' + y COS e-' 
Par exemple, le triangle (20,0), (60,0), (40,100) subissant une rotation 
de 45 degrés dans le sens des aiguilles d'une montre par rapport à 
l'origine deviendra 
(14.14, -14.14),(42.43, -42.43), (98.99, 42.43) comme montré a la 
figure suivante: 
-Le changement d'échelles 
La forme du changement d'échelle sera la suivante 
x' = xSx 
y' = ySy 
PR.158-
Par exemple, si on désire agrandir un objet deux fois par rapport à sa 
dimension originale, on doit choisir Sx et Sy = 2. 
Notons que le changement d'échelle s'ef f ectue par rapport à l'origine et 
qu'il peut être fait de façon distincte, c'est-à-dire pour Sx = Sy . La 
manière uniforme étant Sx = Sy. 
De ce fait, on pourra obtenir dans le cas uniforme où Sx = Sy et que 
ceux-ci seront 1, une dilatation par rapport à l'origine. 
En ce qui concerne la réduction, les valeurs seront comprises entre O et 
1 et pour ce qui est de la symétrie, c'est-à-dire pour fournir un effet 
de m.:lroir, on donnera des valeurs négatives. 
Ajou.tons que l'on obtiendra des distorsions d'images 
d i fférent de Sy , c'est-à-di re un allongement ou un 
celle-ci. 
lorsque Sx sera 
ré tréc:l ssemen t de 
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La figure suivante donne un exemple de réduction de 2( Sx = Sy = 2). 
c,o 
Le triangle (20,0), (60,0),(40,100) devient(l0,0), (30,0), (20,50). 
c,2.2. La concaténation 
................. 
Une séquence de transformation peut être combinée en une seule 
transformation par un proces·sus de concaténation. 
Celui-ci pourra nous servir tout pa r ticulièrement lorsque l'on désirera 
effectuer une rotation ou un changement d'échelle non pas, par rapport à 
l'origine, mais plutôt en fonction d'un point arbitraire. 
Une rotation par rapport à ce type de point, peut être réal.i. sée en 
effectuant une séquence de trois transformations simples 
translation, une rotation et une translation. 
une 
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Prenons un exemple Supposons que l'on désire effectuer une rotation 
à partir du point Pl de la maison représentée par la figure 
suivante 
maison originale 
après rota t:l on 
après translation 
de Pl vers l'origine 
après translation 
vers le point original 
.P 1 
c.2.3. La représentation matricielle 
.............................. 
Les transformations en deux d:lmensions peuvent être représentées de 
manière uniforme par une ma tri ce 3 x 3. La transforma tian d'un point 
(x,y) en un nouveau point (x', y') au moyen de toutes séquences de 
translations, rotations et changements d'échelle est alors représentée 
comme suit : 
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[ X 1 y' 1 ] = [ X y 1 ] [: : ~] 
où la matrice 3 x 3 spécifie complètement la transformation. 
L'intérêt d'une telle représentation est que les règles de concaténation 
de transformations sont plus simples par rapport à celles utilisées par 
1 es équations. 
Il est <lonc plus simple d'utiliser des matrices pour exprimer les 
transforma tons. 
-Formulation matricielle des transformat i ons. 
Les paramètres d'une ma tri ce de transformation ( 3 x 3) peuvent être 
arrangés de telle manière que la ma tri ce représente les transforma t:i. ons 
simples telles que 
d'échelle. 
la translation, la rotation et le changement 
Pour la translation, nous aurons 
[ x' y' 1 ] = 
Pour la rotation 
[ x' y' 1 ] = 
[ X y 1 ] 




Pour le changement d'échelle 
[ x' y' 1 ] = [ x y 1 ] lx O OJ 0 Sy 0 
0 0 1 
On J:)eut fad.lement vérifier que les formulations sont équivalentes aux 
équations qui ont été données précédemment. 
-Concaténation de matrices de transformation. 
Supposons que l'on désire faire un changement d'échelle, suivi. d'une 
rotation avec Pl comme centre de rotation et de changement d'échelle 
d'une maison. La séquence de transformations sera la suivante : 
Translation de Pl vers l'origine. 
Changement d'échelle . 
Rotation. 
Translation de l'origine vers Pl. 
r~ 
01 0 





maison translation de Pl, vers 
l'origine. 
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/ 
changement d'échelle= 1/2 rotation= -90 degrés 
V p~ 
"" 
translation de l'origine vers Pl 
La formula tien ma tr :l c:lelle de ces t r ans f orma tiens sera l a s uivante pour 
chaque point extrême de la maison 
Pour la translation de Pl vers l'origine 






-Tx -Ty 1 
Pour le changement d'échelle de 1/2 
[ X y" 1 J = [ x' y' 1 J 
Pour la rotation de -90 degrés 
xllf y"'' 1 ] = x" y" 1 ] cos(-90) - sin(-90) 0 
Pour la translation de l'origine 
[ x',. yd 1 J = 












On peut les concaténer de la façon suivante 
,, " ~ y' 1 ] = [ x y 1 ] 
1 0 0 1/2 0 0 
0 1 0 0 1/2 0 





-cos(-90) . 0 
0 1 
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1 0 0 
0 1 0 
Tx Ty 0 
Si Tx et Ty sont connus, on peut mult.:lplier les matrices pour obtenir 
ainsi une seule matrice de transformation et appliquer celle-ci à chaque 
po.:lnt extrême de la maison. 
Rappelons que ce produit n'est pas commutatif et que seulement dans 
quelques cas, cette condition n'a aucune importance. 
Ces cas sont les suivants : 
soit Ml* M2 







Ml et M2 étant des matrices de transformation. 







où le produit est commutatif. 
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d) conclusion 
L'intérêt de la représentation intermédiaire est surtout : qu'elle permet 
d'effectuer des changements de manière localisée, c'est-à-dire 
l'insertion d'une opération transférable dans un produit de canposition 
qui représente 
demanderait une 
un gain de temps, par rapport a 
reconstruction complète de· ce 
une solution qui 
produit (solution 
d'effacement et de réexécution complète de la partie de dessin que l'on 
désire modifier à partir du texte). 
Une telle si tua t:lon se présentera lors de l'exécution d'une commande de 
t ype opération, en sous-mode graphique. 
Mais, cette représentation intermédiaire prendra une place supplémentaire 
en mémoire car, pour chaque opérateur de base, on retiendra ses 
paramètres et les modificateurs à y appliquer sous la forme de valeurs 
pour les non-transférables et transférables, afin de pouvoir construire à . 
partir de ces données le produit de composition. 
Rappelons 
mémoire, 
que comme tous les 
la représentation 
textes concernant les opérations sont en 
intermédiaire prendra donc une place 
supplémentaire lors de l'exécution de l'un d'eux. 
Enfin, on pourrait envisager au niveau des enregistrements concernant les 
opérations transférables de la représentaton intermédiaire, de stocker 
chaque opération sous forme matricielle. 
4. 5.3. LE PASSAGE D'UN SOUS-MODE A L'AUTRE A L'INTERIEUR DU MODE 
EDITION-OPERATEUR 
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Après avo:i.r développé chaque mode séparément, nous allons parler du 
passage du mode texte au mode graphique et :i.nversément et cec .i. via 
respectivement les commandes GOGRAPH et GOTEXT. 




Le passage peut donc s'effectuer dans les deux sens et correspond à un 
changement d'appui car nous avions vu à la figure 1 du point 4.1. que le 
sous-mode texte agissait uniquement sur le texte, mais que le sous-mode 
graphique, en plus du texte nécessite un appu:i. graphique. 
Nous allons donc maintenant développer ces deux aspects du passage d'un 
sous-mode à l'autre. 
B:i.en évidemment, lors du passage d'un sous-mode a l'autre, on reste en 
édition du même opérateur. 
4.5.3. 1. LE PASSAGE DU SOUS-MODE TEXTE AIJ SOUS-MODE Œ..APHIQUE. 
Le passage du sous-mode texte vers le sous-mode graphique const:i. tue une 
autre manière d'entrer dans le sous-mode graphique. 
Nous avons expliqué une première manière, qui était la commande EDITGRAPH 
dont l'analyse a été faite du point 4. S.2.1. 
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L'autre manière est réal:lsée à l'aide de la canœande GOGRAPH. 
Conceptuellement, cette commande va permettre à l'utilisateur de changer 
d'appui, de passer d'un appui texte à un appui graphique. Au niveau des 
principes de réalisation, le texte sera nécessaire, ce dont l'utilisateur 
n'est pas directement conscient, car il ne dispose à l'écran que de la 
représentation graphique du dessin support de l'édition. 
L'analyse de cette entrée sera similaire a celle faite pour l'entrée via 
EDITGRAPH. 
Cependant quelques nuances sont à apporter. 
Que l'on se trouve implicitement dans le cas d'une création ou d'une 
modification, le texte de l'opérateur en cours d'édition existe, ce qui 
n'était pas toujours vrai dans l'autre cas. Nous nous retrouverons donc, 
dans la deuxième situation de point 4.5.2.1. 
L'analyse approfondie · du passage entre ces deux sous-modes sera donc 
similaire a celle faite dans la deuxième situation du point 4.5.2.1. et 
comprendra les quatre mêmes points. 
De plus, au niveau de l'exécution, en se basant sur la remarque énoncée 
en annexe G au point I. 1. 4, on peut être moins contraignant au niveau 
erreur de syntaxe. 






l'agissement des commandes du 
également à ce moment. 
(cfr 
sous-mode graphique, on 
de 
devra 
4. 5.3. 2. LE PASSAGE DU SOUS-MODE GRAPHIQUE AU SOUS-MODE TEXTE. 
faciliter 
la créer 
Le passage du sous-mode graphique vers le sous-mode texte constitue une 
autre manière d'entrer dans le sous-mode texte. 
Nous avons expliqué une première manière, qui était la commande EDITEXT 
dont on a parlé au point 4.5.1. 
L'autre manière est réalisée à l'aide de la commande GOTEXT. 
Le passage sera immédiat et nettement plus simple que le passage du sous-
mode texte au sous-mode graphique. Il suffira d'afficher à l'écran le 
texte de l'opérateur en cours d'édition. 
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4.6. LE STOCKAGE D'UN DESSIN EN MODE FICHIER-DESSIN. 
Après avoir abordé le mode-édition opérateur, nous avons pensé qu':ll 
était utile d'aborder un point concernant le mode fichier-dessin. 
Les deux éléments principaux de ce mode sont 
1. l'exécution d'un opérateur afin d'obtenir le dessin désiré 
2. le stockage du dessin 
Le premier élément a été longuement abordé au point 4.4. 
Le deuxième étant inexistant en mode édi tien-opérateur, 
cependant faire l'objet ici, d'une étude générale. 
pourrait 
Il est important de d'abord se rendre compte que, dans ce mode, 
contrairement à ce qui se passe dans le mode édition-opérateur, le dessin 
une fois obtenu ne peut subir aucune modification. Il n'est donc pas 
nécessaire de passer par une représentation :lntermédiaire permettant de 
faciliter les modificateurs. 
Le stockage du dessin peut être envisagé, entre autre, des deux manières 
sui vantes. 
On peut envisager de stocker le dessin sous forme d'une matrice de 
points, qu'il suffira d'afficher lorsqu'on désirera, par la suite, 
obtenir ce dessin. 
Une mémorisation du dessin sous cette forme, nécessite l'existence d'une 
limitation de l'espace dessin; afin de connaltre la taille de la matrice 
nécessaire. 
Un élément de la matrice est défini comme étant un point de l'écran 
(pixel). La défini tien de l'écran étant très pré ci se, une telle ma tri ce 
sera cependant volumineuse. 
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Une autre serait de mémoriser le dessin sous forme d'un texte. 
Prenons un exemple 
L'opérateur de base "rectangle" possède trois paramètres, qui sont 2 
points et une hauteur. 
A cet opérateur est appliqué une série d'opérations déterminées par le 
ruissellement des modificateurs. 
Il est donc nécessaire de traduire ces trois paramètres en, par exemple, 
4 points repères définissant les 4 coins du rectangle. 
Ensuite, on applique à chacun de ces poin ts, les opérations par les 
méthodes expliquées au point 4.S.2.3.3., 3ème point; afin de déterminer 
les 4 points repères résultats. 
Lês 4 points ainsi trouvés constituent les coordonnées finales, 
c cordonnées des 4 points du rectangle. 
segment de droite entre ces · 4 points 
graphique désirée. 
Il suffit alors de tracer un 
pour obtenir la représentation 
Il suffirait donc alors de mémoriser le dessin sous forme d'un texte 
contenant 
- la valeur de l'état écran pour ce dessin 
pour chaque opérateur de base, l'appel à des routines 
permettant de tracer la représentation graphique désirée à 
partir des points repères résultats 
Nous n'avons pas fait une analyse de ces routines, car i l existe de 
nombreux algorithmes classiques dans la littérature graphique . 
Le choix entre ces deux solutions va dépendre d'une caractéristique de la 
représentation graphique. 
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Prenons l'exemple suivant 
s o:lt deux de ssins dont les représentat:lons graphiques sont 
écran écran 
Dans le cas A, un stockage sous forme de ma tr:lce va nous fa:l re perdre 
énormément de temps d' aff :lchag_e, vu que celui- c:l se fera l:lgne-1:lgne . 
De plus, la place oc cupée est :lmportante, pour une quant:l té limitée 
d':lnformations, car dans cette solution, quelque so:lt la quantité 
d':lnformat:lons utiles, le nombre de po:lnts stockés est toujours le même. 
Dans ce cas, la deuxième solution aura :l t été plus appropriée , la place 
nécessa:lre étant moindre et l'affichage quasi imiœd:l at. 
Par contre , 
appropr i é, 
dans le cas B, le stockage sous forme de matrice serait plus 
car le nombre de po:lnts par l:lgne d ' affichage é tant assez 
élévé, on gagnerait du temps par rapport à l'autre solution plus coûteuse 
au niveau du temps d'exécution des routines, vu leur nombre . 
En conclusion, comme nous travaillons s ur m..-lcro-ordinateur et que nous 
sommes confrontés à des problèmes de r ap:l di té d'a f f i chag e e t d e pl ace 
mémoire, on peut d:lre qu'il faut f a i re un compromis e ntre ces deux 
aspects af:ln de réaliser un cho:lx au niveau du stockage . 
4. 7. CONCLUSION. 
Nous avons donc, 
développé plus 
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dans ce chapitre consacré aux principes de réalisation, 
particulièrement le fonctionnement du mode édition-
opérateur, mode central de notre éditeur. 
Par manque de temps, nous nous sommes limités au développement de ce 
point, et des problèmes qui lui. sont liés, car seul ce mode const:l.tua :l.t 
la particularité de notre approche. 
Les modes fich:l.er-opérateur, aide et :l.n:l.tialisat:l.on rencontreront les 
problèmes classiques. Voilà la raison pour laquelle nous ne les avons pas 
approfond:l.s dans cette quatr:l.ème partie. 
Reste le mode fichier-dessin. 
Les problèmes rencontrés dans ce mode ont été évoqués au ni.veau du mode 
édition opérateur l'exécution d'un opérateur, à laquelle est liée le 
problème de la syntaxe, la mémor:l.sat:l.on du dess-in obtenu (ce po:l.nt a fait 
l'objet d'une analyse parti.culière). 
Tout au long de cette quatr:l.ème partie, nous avons analysé des problèmes, 
fait des choix et proposé des solut:l.ons. 
Vu que nous n'avons pas effectué d'implémentat:l.on, ce chapitre ne 
constitue qu'une analyse préliminaire, fournissant des :l.ndicati ons pour 
une réalisation ultérieure, les décisions déf:l.nitives étant laissées au 
choix des personnes s'occupant du développement f:l.nal, 
-, 
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PARTIES C O N C L U S I O N 
(Ladam J-P.) 
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Le but de ce mémoire étant de proposer une étude d'un éditeur graph:lque, 
nous nous sommes donc efforcés de développer une approche personnelle de 
ce type d'édition. 
Rappelons que cette approche repose sur les idées su:lvantes 
on ne peut créer un dessin, qu'en passant par la création de la 
famille à laquelle appartient celu:l-ci. Ceci s'effectue a 
l'aide de deux supports, l'un étant le texte de l'opérateur 
décrivant cette fam:llle, l'autre la représentation graphique 
d'un élément de cette famille, c'est-à-dire un dessin. 
ajoutons, que le texte de l'opérateur ainsi créé, sera écrit en 
langage LG, langage que nous avons créé . 
on pourra modifier des caratér:lstiques particul:lères Li.ées à 
une famille, sans ch_anger la définition de 
lorsqu'elle entre dans la déf:lnition d'une autre. 
celle-ci, 
Ceci sera 
possible grâce au concept tout à fait particuU.er que nous 
avons introduit : les modificateurs. 
A partir de ces éléments, nous avons proposé des principes de réalisation 
décrivant la manière dont nous envisagions l'exécution d'un opérateur et 
l'édition de celui-ci. 
Nous sommes cependant conscients que ce mémoire présente certaines 
lacunes dues au fait que nous avons perdu trop de temps au niveau de 
l'analyse fonctionnelle. 
Par conséquent, au n:lveau des principes de réalisation, certains 
problèmes réels n'ont pas été abordés, ne l'ont été qu'en partie ou n'ont 
été que mentionnés, car par manque de temps, nous avons fait appel à des 
hypothèses simplificatrices. 
De plus, le choix que nous avons fait au niveau des commandes de 
l'éditeur peut être sujet à discussion et l'ensemble des commandes 
m:i.n:i.males fournies, seront de ce fait sujet à améLlorat:i.ons car, il nous 
est apparu important de consacrer plus de temps au développement des 
concepts dont nous désirions que l'approche soit personnelle et créative, 
ainsi qu'au développement de l'édition d'un opérateur dont l'approche que 
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l'on proposait était particulière. 
Au niveau de l'analyse, différentes améli orat:{ons peuvent être apportées 
à nos concepts et à notre langage. 
Nous allons ici les mentionner et relever les implications qu'elles 
pourraient avoir sur ce que nous avons développé. 
D'abord, on remarquera que notre langage ne possède ni structure 
itérative ou conditionnelle, ni la récursivité. 
Qu'adviendra-t-il de nos concepts s i on int rodu isait de telles notions? 
En présence de structures de ce type, la définition du concept de famille 
tel que nous l'avons défini jusqu'à présent, doit subir certains 
changements: la structure de la famille et la structure de ses dessins 
n'étant plus identiques. Des problèmes appara:ttront alors également au 
niveau de la dénomination des noeuds. 
Nous aurions pu proposer dans l'analyse fonct .i.onnelle, la possib .i.li té de 
supprimer un dessin correspondant à un noeud de niveau supérieur à 2, 
dans la structure d'un opérateur, ce qui aurait pu être effectué à l'aide 
d'un modificateur local. 
Une telle possibilité n'aurait .i.mpl:lqué aucun problème au niveau des 
structures. Il aurait alors été nécessaire de définir une opération 
supprimer" qui dans l'algorithme des rnodi fi ca teur s aurait été 
considéré e, comme une opération non transférable. 
Il aurait également été intéressant de permettre à l'utilisateur, de 
colorier l'intérieur d'un dessin ou d'introduire du texte dans celui-ci. 
En ce qui concerne les modificateurs, on peut dire qu'au point de vue 
méthodologique, cet outil ne force pas l'utilisateur à penser à tout, 
avant de définir un opérateur. Il est un fait, que l'on pourra .i.t avec 
plus de réflexion dans certains cas, exprimer ces modificateurs pa r 
l'intermédiaire de paramètres. Cependant, on remarquera qu'un tel outil 
est inté ressant par le fait qu ' il permet une grande liberté d'action sur 
un constituant, sans modi fi er la définition de l'opérat eur correspondant 
à celui - c .i.. 
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Enfin, ce mémoire nous a fait décCXJvr :l r les problèmes engendrés par un 
travail de longue haleine, effectué en équipe par des personnes ne se 
conna:lssant pas au départ, tant du po:lnt de vue de la façon de travailler 













est équivalent a celui d'une famille. 
: est é~uivalent à celui d'une famille. 
un noeud (sauf la racine de la structure) 
d'une famille représentant : 
- soit tous les éléments 
d'une famille 
- soit un sous-ensemble (non-
vide) deces éléments. 
chaque noeud de la sous-structure d'une 
famille, exceptée la racine, 
la racine de la structure d'une famille. 
est équivalent à celui d'une famille. 
un dessin est constitué d'un ensemble de 
dessins qui sont soit de base, soit 
composés. 
dessin .. = dessin*/dessin de base 
dessin de base::= droite, cercle •.. 
c'est un dessin qui peut être décomposé 
en un certain nombre de dessins, 
c'est également le dessin associé 
à la racine de la structure d'un 
dessin. 
un dessin associé à un noeud de la sous-
structure d'un dessin,excepté la racine. 
un dessin associé à un noeud de la 
structure d'un dessin,excepté la racine. 
Dessin de base 
Famille de base 
Famille de dessins 
Famille non de base 
Instruction d'état 
un dessi n de base est un dessin 
indécomposable. 
contient des dessins de base ayant même 
structure. 
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une famille de dessins regroupe des dessins 
ayant même structure (définissant ainsi 
les caractéristiques communes aux dessins 
de la famille). 
contient des dessins composés ayant même 
structure. 
dans le langage LG, elle décrit une manière 
particulière de l'état auquel est asso-
cié un i dentificateur. 




Instruction d'affectation: cette instruction spécifie qu'une valeur 
calculée doit être affectée à une 
variable. 
Instruction opérateur 
liste de qualificateurs 
une instr uction opérateur permet de 
décrire la manière dont on s'est 
servi d'un opérateur ainsi que les 
opérations que l'on appliquera 
aux noeuds de la structure appar-
tenant au sous-arbre dont la 
racine c orrespond à cette 
instruction. 
dans le langage LG, cette liste désigne 
une instruction opérateur f au bloc 
contenant l'instruction opérateur dans 
laquelle l a liste se trouve. 
Modificateur 









Au niveau de la structure d'un opérateur, 
elle désigne un constituant de la 
structure. 
permet d'exprimer des opérations sur un 
constituant quelconque de la structure 
d'un opérateur; permet d'ajouter à un 
opérateur une caractéristique non 
présente dans la définition de celui - ci 
sans devo i r la modifier. 
permet d'exprimer des opérations portant 
sur un constituant de niveau 2. 
permet d'exprimer des opérations portant 
sur un composant. 
pour une opération donnée, une occurence 
de cette opération sera constituée 
du nom de l'opération 
- des valeurs de paramètres de 
cette opération. 
un opérateur décrit une famille de dessins. 
décrit une famille non de 
base. Ce sont des opérateurs 
définis par l'utilisateur 
à l'aide d'opérateurs 
de base et (ou d'opérateurs 
composés créés par lui précédemment. 
Ils sont écrtts en langage LG,). 
décrit une famille de base. Ce sont des 
opérateurs prédéfinis . Ils 
constituent les matériaux de base 
pour l'utilisateur. 








structure d'une famille 
Structure d'un opérateur 
Structure d'un dessin 
composé 
rotation, translation, symétrie, 
réduction, dilatation. 
les deux premiers niveaux de la 
structure d'une' famille. 
est équi valente à celle d'une famille 
LX.181-
la sous-structure d'un dessin est composée 
des deux premiers niveaux de la 
structure du dessin. 
elle sera correspondante à celle des 
des dessins de la famille, les noeuds 
correspondant un à un. 
est équivalente à celle d'une f am.tlle. 
un dessin composé possède une 
structure arborescente, chaque 
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symétrie - pt 








ANNEXE B: SYNTAXE BNF DU LANGAGE LG 
• 
B.l. 
Backus - Naur Form BNF 
Nota: Les symboles suivants sont les méta-symboles du formalisme 
BNF et non pas des symboles du langage graphique. 
BNF 
:: = 1 { } 
Les accolades indiquent une éventuelle répétition des 
symboles qu'elles englobent, zéro, une ou plusieurs fois 
En général A::= {B} est une forme abrégée de 
A :: = <vid91 ~B 
~pérateu9 : : = ~n-tête d' opérateu,s:> <bloc>. 
~n-tête d'opérateur>::= 
ooérateur <:1-dentif~cateur qiste 
. d'operateur> 
<:îdentificateur :: = <:1dentificateu9 
de oaramètres 
formels> 
" d • opérateur> 
<:1dentificateu~ : : = <rettrV { <:fettre ou chiffr9} 
: :. = <::::'.Jettr~ j <:§hiffr~ <::l:ettre ou chiffr9 
; 
<:1iste de paramètres 
formels> 
: : =( ~dentificateur de { <identificateu)}) 
\ paramètres formel~) de paramètres 
formels> . 
j <:3>'ide> 
<identificateur de :: = <:J,dentificateu9 
paramètres formel~ 
-<1,109 : : = <Jnst.ructio'V { j <Jnstructiog>} 
«<rnstructiog:> : : = <1.nstruction f <:1;nstruction l<rnstruction 
opérateus> d'affectatio~ d'étas> . 
<:}nst.ruction 
d'opérateu,s> 








qualificateur : : = <1aentif icateu9 
q'opérateu9 
<liste de paramètres 
effectif s> 
<:::paramètre effecti.(:>-
: : =/<:::.paramètre f < paramètre}) ,~id9 
\ effectif> li ef f ectif> 
::~ramètre effectif qaramètre effectif 
valeur> variable> 
l<:Éaramètre effectif expression> 
qararnètre effectif :: = ~ariable> 
- variable> 
. <:::paramètre effectif valeu-s_> :: = <:::flombr~ 
<féel non sign€> :: ~ <3'hiffre> [ <§hiftrY} • <§hiffr9" 
. {<ê>Htr?} 1 <'Qliftr? { <§hiffr9-} 
~ombre> : : = <fiombre non ~igne> <:2ombre non signé> 
signé> 
~ombre non signé> : : = < réel non s ign~ 
<€aramètre effectif 
expression> 
: : = <expressioz!> 
~nst.ruction d' étas:> : : = <:fdentif icateur d 'éta:E> <liste de 
paramètres 
effectifs> 
<identificateur d'état> :: =~entificateur dans table étaf> 
B.3. 
~odificateu9- : : = <liste de modificateurs <liste de modif ica-
globaux>· teurs locaux> 
qiste de modificateurs 
globaux> 
<:[iste de modificateurs 
locaux> 
: : = [ <modificateur {) <!nodificateur} I 
global> global> 
1 ~id~ 
: =-=[<l[odificateur{ )' 
locaJ.:>. 
1 <vid9-. 
<modificateur } ] 
loca~. 
<::fnodificateur globa~ : : = ~pération> 
<:::9pération> : :. = <identificateur 
d'opération> 
<:îiste paramètres effectiiy-
<!aentificateur :: = 4:aentificateur dans la 
d'opération> table d'opération> 
<l[odificateur 
local> 
:: - qiste _de qualificateur 
d•opérateur> 
: <:Qpératiot!> f <9pératio,f>} 
<liste de qualificateur 
d 'opérateur> 
: : = qualif icateur l <gualif~catëur . ) 
d'opérateur> - d 'operateur>} 
<rnstruction :: = ~ariabl~: = <::@xpressiob,-
d'affectatio~ 
<(ar.iabl~ : : =~entificateu!>, 
~xpressio~:: = <:ierm9 1 ~pressio~ <9pérâteur <1:erm~ 
additif 







<tacteuL)- : : = <variably / <?ombre non sign~, ( (expression") ) 
<vide> : : = 








=-=· = + l -
:: = * 11 
c.o. 
ANNEXE C :. DIAGRAML'1ES SYNTAXIQUES DU LANGAGE LG 
C.l. 
Diagrammes syntaxiques définissant la structure générale d •un opérateur 
(~ ____ ,}représente un mot réservé en LG ou des entités syntaxiques 
O. qui ne sont pas définies ultérieurement. (lettre, chiffre) . . représente un séparateur du LG I freprésente une entité syntaxique qui est définie par un 
-----centre diagramme syntaxique. 
Opérateur 





Liste de paramètres formels 
¾identificateur j f •0t---t_ .. 






















liste de modificateurs 
globaux 
dib __ . 1 1 --+-C:e:J...,..  ~---~t----t(chiffr~.,.__._ ____ _.. 
Liste de ràodif.icateurs globaux 
modificateur 
global 
Liste de modificateurs· locaux 
Modificateur global. 


















~ facteur! L' . . ! ~ 
. faëteur ( ~ Y 
•· 
Facteur 















ANNEXE D, : Les- opérateurs de base. 
D.l. 
Précisons que par convention pt 1, pt 2, pt 3, pt utilisés dans 
les listes de paramètres,des opérateurs de base seront des coor-
données constituées chacune de 2 nombres. 
La définition de nombre se trouve dans la BNF du langage à l'an-
nexe- B . 
DROITE (pt 1 , pt2 , type de prolongement). 
L'ôpérateur- ·de base- DROITE ·trace la droite définie par le segment 
joignant le point " pt1 " et le point " pt2 
11
· en tenant compte 
de la valeur du type de prolongement. 
Notion de prolongement 
:Il y a 3 prolongements possibles : 




B ... du point 11 · pt2 ~ " jusqu'au bord de· l'écran ·. le- plus 
proche -
-c - A et B . 
"type de orolongement 11 : 
Il y a 4 valeurs possibles . . 
0 si pas de prolongement 
1 si A 
2 si B 





RECTANGLE (pt1 ,. pt2 , hauteur) 
D. 2.. 
L'opérateur RECTANGLE pe.rmet de tracer un rectangle dont la droite 
définie par "pt 1
11 et pt 2 " est une médiane- et dont "hauteur" 




avec "-hauteur" = 1. nombre _ 
L'opérateur de base PARALLELOGRAMME pe.rmet de tracer un parallélo-







11 ne peuvent se trouver sur la même ligne. 
D.3 .. 
Contrainte: les 3 points définissent obligatoirement une droite 
passant par "pt1
11 et "pt" et une droite passant par 2. 
L'opérateur de· base TRIANGLE permet de tracer un triangle passant 
par les points- "pt1
11 ~ "pt2_", "pt3". 
CERCLE (centre, pt) 
L'opération de. base. CERCLE. permet de tracer un cercle de centre 
"centre" et passant par le Point "pt". 
pt 
aveè. "centreir = coordonnées (2 nombres). 
ELLIPSE ( pt1 ,- pt2, hauteur) 
L'opérateur de base ELLIPSE' permet de tracer une. élipse dont la 




, est une médiane, dont "hauteur" 
est la longueur de l'autre médiane. 
avec: 11hauteur11 · =· 1 nombre _ 
LIGNE' POLYGONALE. (ptl, . ... ..... ~., pt20' close 
L.' opérateur de base LIGNE. POLYGONALE permet de tracer une ligne, 
polygonale· passant par les points "pt1
11
, ••••••••• pt20 .. en 
respectant la règle suivante~ 
Les segments successifs de la ligne polygonale sont déter-
minés par· l'ordre des points dans la liste des paramètres. 
La fermeture ou la non-fermeture de la ligne polygonale 
étant déterminée par le paramètre "close". 
"Glose" prendra la valeur O pour oui (fermeture) 
1 pour non 
D. 5 •. 
ARC (pt1, pt2 , angle, orient) 
L.' opérateur de base ARC permet de tracer un arc ayant pour origine 
le point "pt1
11 et arrivée le point "pt2
11 avec une orientation 
"orient 11 et un angle "angle". 
avec: o ~"angle' .. ~180 
"orientation" - + ou -
!?OLYGONE. REGULIER {pt, rayon, nombre· côtés) 
L'opérateur de base POLYGONE REGULIER permet de tracer un polygone 
régulier de centre "pt", de rayon "rayon11 dont le nombre de côtés 
est déterminé par "nombre de- côtés 11 
nombre de côtés= 6 
rayon 
avec "rayon 11 = . l nombre-
" centre"= coordonnées (2 nombres) 
E .• O .. 
ANNEXE E- : Les opérations 
E .l .. 
Précisons que par convention, pt1 , pt2, pt utilisés dans les listes. 
de paramètres des opérations· seront des coordonnées constituées 
chacune de: deux: nombres~ 
La définition de· nombre se trouve dans. la BNF du langage à 
l'annexe B. 
ROTATION (centre,angle) 
L'opération ;{arATION perrnet d'effectuer une rotation de centre 
"centre''" et d'angle "angle" •. 
"angle" pourra prendre une va·leur comprise entre O et 360. 
11
·centre" est défini comme: étant. un point (pt) _ 
---------------------· 
TRANSLATION (longueur, orientation) 
L 'op~ration TRANSLATION perrnet d'effectuer une translation de 
longueur "longueur" et d'orientation "orientation" • 
"or.i.entation" pourra prendre une valeur comprise entre· O et 360~ 
11
·1.ongueur" sera un nombre. 
SYMETRIE. - Pr (pt) 
1, 
L'opération SYMETRIE - Pr permet. d'effectuer une symétrie par 
rapport à un point "pt". 
Définitions: - 2 points sont symétriques par rapport à un 3ème 
lorsque celui-ci est au milieu de la. droite qui 
joint les 2 points. 
2 objets sont symétriques par rapport:-à un point 
lorsque le.s points des objets sont 2 à 2 symétriques 
par rapport à un point. 
E-2.. 
L'opération SYMETrt.IE - DR pe.rmet d'effectuer une symétrie par 
rapport à. une droite passant par 2 points définis par les para-
mètres "pt1
11 et "pt2 
11
• • . 
Définition de la symétrïe oar rapoort à une droite~ 
2 points. sont symétriques par rapport à une droite, lorsque 
cette droite est perpendiculaire sur le milieu de. la droite 
qui joint les deux points. 
2 objets sont . symétriques par rapport à une droite~lorsque 
leurs points sont 2 à 2 symétriques par rapport à la droite. 
iREDUCTION (Centre, coef-x, coef-y) 
L'opération REDUCTION pe.rmet d'effectuer une réduction dont le 
centre est l .' origine d'un système· d'axes X et ·Y •. 
A. partir de ce système, il est possiblé de déterminer une valeur 
différente de REDUCTION pour l'axe X. aussi bien que pour l'axe Y. 
Ces valeurs- sont définies par les paramètres "coef-x" pour X: et 
"coef-y" pour Y 
centre - un point (pt) 
coef-x = nombre entier::::::- o 
coef-y - nombre entier:>,-O 
DILATATION (centre, coef· :x, :.coë'f y) 
L'opération DILATATION pe.rmet d'effectuer une dilatation dont le 
centre est déte.rminé par "centre". 
Le centre.. est 1-' origine d •un système d'axe (X Y) . 
E.3. 
Il est possible de déterminer une valeur différente de dilatation 
pour l'axe X (coef x) que pour l 1 axe Y (coef y). 
centre= un point (pt) 
coef x = un nombre entier> o 
coef. y = un nombre entier> o 
COULEUR (type, intensité) 
L'opération COULEUR permet de définir ia couleur utilisée pour la 
plume ainsi que l 1 intensité. 
Les couleurs et intensités poss ~bles sont définies par les para-
mètres "type" et "'intensité.". 
Les différentes valeurs possibles de "type" et "intensité" sont 
fonctions du système utilisé. 
type =un. nombre 
intensité - un nombre 
TRAIT (épaisseur, type) 
L'opération TRAIT permet de définir le trait utilisé pour la 
plume~ Le trait est caractérisé par une épaisseur, et un type 
défini par les paramètres 11 épaisseur11 et "type"~ 
Les valeurs possibles de "ty::i;::e" sont:- -continu 






ANNEXE F· :: Les états 
F .. l ~ 
Précisons que par convention, Couleur; Intensité, Epaisseur et 
type utilisés dans les listes de paramètres des états sont des 
nombres •. 
COULEUR (type, intensité). 
L •état COULEUR permet de. définir la couleur utilisée pour la 
plume ainsi que 1 'intensité·. 
Les couleurs· et intensités possibles sont définies par les 
paramètres "type." et "intensité.". 
Les différentes· valeurs possibles de. 11 type 11 et "intensité"' sont 
fonctions· du système: utilisé.. 
TRAIT 
type = l nombre. 
intensité= 1 nombre 
(épaisseur, type) 
L'état TRAIT permet. de définir le trait utilisé pour la plume. 
Le trait est caractérisé. par une épaisseur et un type définis 
par les paramètres "épaisseur" et "typeu·. 







ECRAN (Couleur, Intensité) 
L'état ECRAN peDtlet de définir la couleur de fond utilisée pour 
l'écran ainsi que L'intensité. 
Les couleurs et intensités possibles sont définies par les para-
mètres "couleur" et "intensité". 
Les différentes valeurs possibles de "couleur" et "intensité" 
sont fonction du système utilisé. 
couleur= 1 nombre 
Intensité= l nombre 
G:~ O. 
ANNEXE G :. Les commandes de l'éditeur. 
PLAN 
I. Les commandes du mode. édition - opérateur 
r .1. Les commandes du sous-mode-_ texte. 
I. 1 .. 1. EDITEXT 
I.1.2. Commandes liées aux mouvements du curseur 
I.1.3. Commandes d'insertion et de suppression. 
I.1.4. Commande de sortie du sous-mode texte. 
r.1.5. Commande de vérification de syntaxe. 
I.1.6~ Commandes de sortie de l'édition. 
I.1.7. Commandes de défilement de l'écran. 
I.1.8. Commande de sauvetage du texte-
G. l •. 
I.l. 9. Commande. de. renseignements sur la structure d'un opérateur. 
· r.2. Les corrmandes du sous-mode graphique 
I .,2. 1.. EDITGRAF 
I.2.2- Sortie de l'édition. 
r .. 2 •. 3- Sortie du sous-mode. graphique. 
I.Z.4~ Dessin. 
I ~2. 4 .. l-
I-2. 4-2. 
I.2 .4.3. 
La commande de traçage. 
Les commandes opérations. 




I. 2. 8. 





I. 2. 10 •. Commande de renseignements sur la structure. 
II. Les commandes du mode fichier - opérateur. 
III.Les commandes du mode fichier 
r:l. Les commandes du mode Aide. 
dessin .. 
V. La commande du mode Initialisation. 
G.2~ 
Il est nécessaire de se référer à la. BNF (annexe B) pour la défini-• 
tion de tout paramètre d'une commande mis entre crochet (< >). 
I. Les commandes du. mode édition-opérateur. 
r~ l. Les commandes du sous-mode texte. 
Avec<nom opérateur>pouvant être- omis. 
Cette commande permet d'entrer dans le mode texte 
Si "nom opérateur" est présent -alors 
Si "nom opérateur•t correspond au nom d'un opérateur exis-
tant. dans le système, alors l'édition en sous-mode texte 
démarrera avec le texte de· l I opérateur choisi. Si celui-
ci n'est pas présent. en mémoire, il sera préalablement 
chargé. 
Si. "nom opérateur"' ne correspond pas- au nom d'un opé-
rateur existant dans le système,. alors l'édition en mode 
texte démarrera avec uniquement la ligne suivante :. 
"OPEAATEU-~ nom opérateur" qui correspond à une· partie 
de l'en-tête de l'opérateur (voir langage- LG) _ 
Si "nom opérateur" est omis, alors l ''édition en sous-mode 
texte concernera le même opérateur que lors de la dernière 
édition (aussi bien texte, que graphique) et elle démarrera 
avec: le texte de l I opérateur en question. Si il n'y avait 
pas d'édition précédente, alors un message d'erreur est 
communiqué. 
I. L 2.. Commandes liées aux mouvements du curseur. 
ces commandes permettent de déplacer le curseur dans un 
texte. 
- "F bouge le curseur vers la droite d'une position-
caractère (l caractère). 
- •B bouge le curseur vers la· gauche d •une position -
caractère (1 caractère). 
- "'N bouge le curseur vers le bas d •une position--ligne 
(1. ligne)., le curseur va vers le caractère· juste en 
dessous du caractère de la ligne, courante.. Si_ la 
ligne· suivante est plus petite, le- curseur se posi-
tionne à la fin. Si le curseur est à la fin du texte~ 
il ne bouge plus-
- "·p bouge le curseur vers le haut d'une postition - li.gne. 
Le curseur va vers le caractère juste au-dessus du 
caractère de la ligne couEante. Si la ligne précé-
dente est plus petite, le curseur se positionne à la 
fin. Si le curseur est au début du texte, il ne 
bouge plus 
- -A bouge le curseur vers le début de la. ligne courante-
.... E: bouge• le curseur vers la vin de la ligne courante,~ 
ESC > •bouge le curseur à la fin du texte. 
ESC<bouge- le curseur vers le début du. texte-
RE'TURN pennet de créer une nouvelle ligne. 
Indique· que l'utilisateur a te.r:miné une li.gne_ 
Le curseur va se, placer au début de la ligne 
écran suivante. 
DEL.ETE. écrase le .caractère à la gauche du curseur.. Le 
curseur revient d'un caractère . 
... u écrase le caractère· à la position du curseur. 
"'K Supprime le texte de la position du curseur 
jusqu: •·à la fin de· la ligne du texte. 
- ""y· 
La ligne est retenue dans une zone de sauvetage. 
insère une copie de la ligne contenue dans la 
zone de sauvetage à la position courante du cur-
seur. (Hors de l'éditeur remet la dernière ligne 
tapée) . 
G.4 ., 
I.1.4. Commande de sortie du sous-mode texte. 
- - - - - · - - - --- - - " - - - -· - - -
(GG) GOGRA.?H <1}.ste de. paramètres effectif]>. 
pennet de passer du sous-mode texte au sous-mode graphique 
tout err restant en édition du même opérateur. on obtient 
donc un dessin support de l 1édition_ 
Ce dernier sera obtenu si l 1éxécution du texte de l 1opéra--
teur que l'on édite s'effectue sans rencontrer des problèmes-
de- syntaxe. Ceci signifi e que les opérateurs successivement 
appelés (chargés si nécessaire) pour réaliser cette exécu--
tion soient syntaxiquement corrects • De pl us, le nombre 
d'éléments de la liste des paramètres effectifs doit être 
égal au nombre de paramètres fonnels liés à cet opérateur_ 
Si ce. n·•est pas le cas. : un message· d'erreur est 
communiqué. 
De plus:, à la fin de l I exécution, le système fournira la. 
liste des variables (si· cette exécution s'est déroulée 
sans problèmes)_ 
Remarque: on peut. envisager au niveau de l'exécution~ 
d'être moins contraignant concernant les erreurs 
de· syntaxe- on. pourrait envisager que l'absenc·e 
d''instruction opérateur dans· le texte de· l'opé-
rateur en _cours d •édition (et seulement lui) 
n• empêche pas · l ''entrée en mode graphique (afin 
de~ rendre ce passage plu~ souple car un opé~ateur 
en édition est un opérateur en cours de création 
ou de modification). 
I - 1 - 5 - f.o~~_ste_d~ y_éf:ifi,S_atig_n_de ~t~~-
- VS pennet d'effectuer une vérification de la syntaxe du 
texte de 1 'opé·rateur que 1 'on édite -
Elle communique une liste des erreurs ainsi que 
l'origine de· celles-ci-
G.5. 
r. l. 6 ~ comm.aades de sortie de 1 'édition. 
-----------------
- ·c moyen pour sortir du sous-mode texte et de l'édi-
tion. On sauve le texte de l .1opérateur et ajoute un 
carriage return à la dernière ligne tapée_ 
.... G avorte une édition. Tous les . changements sont ignorés. 
La définition de L'opérateur ne: change pas.. La com-
mande EDT permet de retrouver l'état antérieur au 4 G 
si celle-ci a été tapée par inadvertance. 
Av passe à la page suivante. Le curseur se- positionne 
au début de la dernière ligne écran qui devient 
la première. Un écran faisant 22 lignes"!"écran. 
ESC V passe à la page précédente. 
•L réaffichage de la même page. 
- •5, permet de- sauver le texte de l'opérateur. 
-
4 H ~om , t ~ permet d'obtenir 1.' arbre de structure. 
""-4.: opera eu~ · 
de L'opérateur de nom "nom opérateur". 
Si la structure n'est pas disponible, 
un message est affiché. 
G .. 6~ 
r.2. Les corrrrnandes du mode graphique. 
r .. 2 .-1. (EDG) _EDITGRAPH _< nom _:>P~rateur > _<li=te_ de p_ar~ètres 
effe<:_tif5> 
Avec:<nom opérateu9et(ou <liste de paramètres effectif~ 
pouvant être omis. 
Cette commande permet d'entrer dans le sous-mod~ graphique 
de l'éditeur afin de créer ou de modifier un opérateur. 
Lorsque l'on se trouve en création d'un opérateur, l'écran 
--.. 
reste vierge c'est-à-dire qu'il n'existe au dé part aucun 
dessin comme support de l'édition. De plus, le texte de 
l'opérateur contiendra uniquement la. ligne suivante : 
OPERATEUR <:![om opérateup, ligne qui corres~ond à l'en-tête 
de l''opérateur (voir langage LG). 
En modification, l'édition démarrera avec à l 1écran la. 
représentation graphique du dessin comme support et ceci 
sous certaines conditions (voir analyse). 
Analyse. 
Si<nom opérateur> est omis. 
alors Si<liste de paramètres effectifs>est omis 
alors, l'édition en mode graphique concernera le 
même opérateur que lors de la dernière édition 
(aussi bien texte que graphique). On démar-
rera l'édîtion avec à l'écran la représenta~ 
tion graphique support. de l'édition précédente. 
sinon erreur, on ne peut rentrer en mode graphique. 
sinon Si ~om opérateupest le nom d •un opérateur existant 
dans_ le système et que le nombre d'éléments de la 
Qiste de paramètres effectifs>correspond au 
nombre de paramètres formels de cet opérateur 
alors exécuter l'opérateur (les textes des opéra-
teurs appelés· successivement seront chargé en 
mémoire s'il ne s 'Y trouve pas). 
Rema:rgue :-
Si l'exécution se déroule sans problème (A 
syntaxique) 
alors - On obtient à l'écran la représentation 
graphique voulue. De plus, on fournit 
la liste des variables. 
sinon On ne peut entrer dans le mode· graphi-
que. On peut fournir des renseigne-
ments. concernant les erreurs_ 
sinon Si le problème vient d'une erreur au niveau 
des paramètres 
alors affichage d'un message d'erreur 
on ne peut entrer en mode. 
graphique,. 
sinon l'édition en mode graphique 
démarrera avec un écran. vierge~ 
le texte de l'opérateur contiendra 
uniquement la_ ligne suivante:-
OPERATEUR nom opérateur 
ligne qu.i correspond· à l I en-tête 
de l .1 opérateur (voir langage LG) • 
On. peut envisager au niveau_ de l'exécution d'être moins con-
traignant concernant les erreurs de syntaxe. 
On pourrait envisager que l'absence d'instruction opérateur 
dans le texte de I•opérateur en cours d'édition (et seule-
ment lui) n'empêche pas l'entrée en mode graphique (afin da 
rendre le passage- plus- souple, car un opérateur en édition est 
un opérateur en cours de- création ou de modification). 
r.2.2. Sortie de l'édition. 
MC moyen pour sortir du sous-mode- graphique et de l'édition. 
On sauve le texte de l'opérateur. 
A.G avorte une. édition. Tous les. changements sont ignorés_ 
La définition de 1 1 0:=,érateur ne change pas. La com-
mande EDG permet de retrouver l'état antérieur au ~G 
si celle-ci a été tapée par inadvertance. 
(GT) GOTD...'T permet de passer du sous-mode graphique au sous-
mode texte tout en restant en édition du même 
opérateur. 
I. 2.-4-. Dessin 
I. 2.. 4-. l. La commande de traçage 
~ri 11111+11111++++-f+,=+-+ 
(TR) TRACER<nom opérateur>- <:liste de paramètres 
effectifs> 
:.. Q,Om dessin> 
Pei:met d'exécuter 1 1 opérateur dés·igné par "nom opérateur". 
On désigne- le résultat de l'exécution de l. 1 09érateur par 
""nom dessin 11• • 
Si ""<nom dessin>" est omis, le nom de la réalisation 
de l'opérateur sera généré d'office (nom d'opérateur 
+ n° chiffre). 
Une validation sera effectuée sur le "nom opérateur" 
et. sur la" liste des paramètres effectifs 11 • Si le nom 
opérateur n' j.{ dans le système et/ou que le nombre d I élé-
ments de la.. "liste des paramètres effectifs" ne car-
res.pond pas au nombre d • éléments de la liste des para-
mètres formels de l'opérateur désigne, un message d'erreur 
sera communiqué. 
Tous les textes nécessaires et ne se trouvant pas en 
mémoire centrale, seront chargés successivement lors 
du déroulement de l'exécution de l'opérateur désigné par 
cette commande. 
G·. 9 •. . 
· Précisons que le "nom opérateur" désignera 2 types 
d'opérateurs : 










les opérateurs composés créés par l'utilisateur. · 
En ce qui concerne les paramètres des opérateurs, si· 
ceux-ci · représentent des coordonnées, l'utilisateur 
pourr~ les désigner de la manière suivante: 
A. pour l I avant dernière marque non identifiée: 
D pour la de·rnière marque non identifiée. 
_ po:ur l'endroit où on est (curseur) 
~ num pour· la marque identifiée par nurn 
x,. y par le point dont x: et y sont les coordonnées -
Lai. notion de marque est expliquée au point 3.4.6.2..l-2~ 
Il sera donc nécessaire dans ce cas d'effectuer le 
passage de la liste de paramètres de la commande à 
celle de: l I opérateur •correspondant. (!!-!,) 
G.lo~ 
Développons maintenant les répercussions de cette commande 
sur le texte de l'opérateur en cours d'édition. 
A partir de cette commande, le système génèrera dans le texte 
en. langage; LG, une instruction opérateur ( en fin du texte) 
dont 
- le<qi.1alificateur d'opérateu-9 p rendra la valeur 
de<nom dessi]:> contenu dans la commande TRACER si 3 
Si ,l on prendra le· nom généré d'office (nom opérateur + 
numéro sans dé passer 8 caractères) 
l."<identificateur oi)érateu-9 prendra la valeur de_ 
<:::fiom opérateu9 de la commande TRACER. 
la-<:_Iiste de paramètres effectifs> vaudra 
soit la<liste de paramètres effectifs> de, la:: 
commande TRACER si<nom opérateu9- correspond 
au nom d'un opérateur composé. 
(nous ne sommes pas dans le cas (M·) le passage. 
de paramètres entre la commande et l'opérateur 
composé est direct)_ 
soit les valeurs délivrées après analyse 
= · 




I. 2 . 4. 2 •. Les commandes owrations. H+++++++++++++T++++++++ 
- <Pom-opératiog>-<:Jiste de paramètres · effectif]>,; 
<::J.iste de nom de dess.i_]!> avec <:::1,iste de. nom de dess~ 
: :- = <:§om dessi]> { - <nom dessi9 . _ 
Effectue l.' opération de nom "nom - opération" de la 
manière définie par la "liste de paramètres effectifs" 
sur la réalisation d •un opérateur désigné par " liste-
de "nom de- dessin". 
Condition:: Nom - opération 3 dans le système-
- la liste de paramètres effectifs doit 
correspondre à la liste des paramètres 
fonnels, de l'opération désignée par 
nom-opération. 
que la "liste de nom de dessin" représente 
un chemin partant de la racine juqu•au 
noeud de la structure du dessin support de 
1 'édit.i:an- Ce noeud correspond au. ~essin 
sur lequel orr désire que l'opération porte 
Remarque :. l 1utilisateur aura la. possibilité, de. àésigner l'é-
lément sur lequel il désire éffectuer .une opération 
suivant les manières expliquées précédement 
(pt 3'.4.6~Z.l.2..) 
La liste des o:::,érations disponibles est la suivante:-
- ROTATION 
- TRANSLATION 
SYMETRIE - POINT 






Analysons enfin. les répercussions de cette corrnnande 
sur le, texte de· l.' opérateur en cours d'édition. 
A partir de cette corrnnande, le système génèrera. 
dans le- texte, en langage LG; un modificateur. 
Si. <::::!iste de: nom de dessi~ désigne la racine de 
la structure· du dessin support de l'édition en 
mode graphique 
alors à partir de cette commande, le système 
génère dans le texte· en langage LG,. un mo-
dificateur global pour chaque instruction 
opêrateur de ce- texte. 
Le modificateur global aura un 
: <:!_dent opératio,t;> égal à<nom - opératio9 
;· de la cde et une <liste de· paramètZ-:è · (it} 1 
effectif>égale à la<liste de paramètres 
._ effectifs> de la cde •. 
sinon_ S:i<liste d·e nom- de, dessin >désigne un 
composant (niveau 2) de la stru~ture du. 
dessin support de l'édition en ~ode 
graphique 
alors à partir ade· cette· commande~ le sys-: 
tème génère dans le texte en lan-
gage LG, un modificateur global pour 
l 1· instrument opérateur dont le 
~alificateur d 'opérateu~ 
correspond à la<:J_iste de nom de 
dessin>. Le- modificateur global 
sera construit de manière similaire 
à (*). 
sinon_ le système détermine si dans le 
r texte en langage LG, dans l'instruc-
1 
1 tion opérateur définissant le sous-








en cours d'édition contenant le 
noeud associé au dessin constituant 
(niveau>2) de la structure du 
dessin support sur lequel on veut 
agir, il existe un modificateur 
local -le concernant. 
(cette correspondance est expliquée. 
- au point 3.2.3. correspondant 
structure famille et structure drun. 
dessin de la famille. 
- au point 3. 3. l. l. correspondant 
~tructure famille et structure de 
l' opé-rateur la décrivant) • 
si oui 
le système ajoute en fin de ce mo-
dif i.cateur une opération dont 
4dentificateur dropération> sera 
égal à<:ê_om d'opératio!!>'de la 
commande et-<:}.iste de paramètres 
effectifs>identique à celle de la 
commande-
si non 
le système génère pour cette ins-
truction opérateur,, un modificateur 
local-
Le modificateur local aura un 
<identification opératio~ égal à 
<fiom d' opératior?>de la commande, 
une<liste de paramètres effectif~ 
égale à la <liste de paramètres 
effectiO::,de la commande, et. une 
<:liste de qualificateu.yégal à 
la <:1iste de nom de dessiiy de 
la commande moins le premier 
nom de dessin de cette liste. 
-I · 
-
G .. 14. 
: (Nous avons fait cette' distinction 
1 afin de respecter la règle qui dit 
: que. 1 'on rie peut trouver dans une 
1 même instruction opérateur, 2 modifi-
1 cateurs- . locaux. possédant la:. même liste 
· 
1 de qualificateurs d'opérateur) 
L.. 
SUPP~IMER <Qom dessi3>-
<::::êom dessin> : : - - /41alificate19 
Ef f ectue la suppression du dessin correspondant à un 
noeud de nom "nom dessin " d e la sous-structure du dessin 
support de L'édition. 
Condition: : Nom· - dessin représente le nom d'un noeud. 
de la sous-structure du des sin support d e 
i 1-édition. 
analysons les répercussions de cette commande sur le 
texte de L'opérateur en cours d'édition . 
s±<nom da dessin> désigne la racine de la structure 
du. dessin. support de l'édition en sous-mode graphique 
aiorS' le système. supprime tout le corps du texte ainsi 
qµe, la<liste de paramètres fonnels>se trou-
sinon 
vant dans 1ren-tête.et par conséquent, le 
des sin: correspondant à l I écran. 
Si~om de dessin>désigne un composant (niveau 2) 
de la structure du dessin support. de L'édition en 
:sous-mode graphique_ 
alors le système· supprime dans le texte l'instruc-
tion opérateur dont le <qualificateur 
d'opérateur>corres~nd au<nom de dess;jl> 
et par conséquent le d essin correspondant à 
l'écran -
sinon message d'erreur. 
Remarque (concernant les opérations non transférables couleur 
et trait, cfr 33124 b) . 
Chaque fois que nous avons indiqué que le système générait un 
modificateur global ou un modificateur local (ooération), il 
G. lS- . 
est possible- de· vérifier si dans l 'instruction 
opérateur, c6ncerné.e, il n'existe: pas :déjà un ou. 
plusieurs modificateurs globaux contenant la même opéra-
tion, ou. plusieurs occurences de. la même- opération dans: 
ce· modificateur local. 
Dans l'affinnative, au lieu de générer pour un modifica-
teur globa·l ou pour un modificateur local une opération,. 
on peut s,implement changer la valeur de la dernière 
occurence d'opération, et c·eci afin de ne. pas surcharger · 
inutilement le texte avec un grand nombre- de modifica-
teurs contenant la même opération 
<NOM- ETAT> <liste _ de paramètres effectifs> 
Définit 1 'état de nom "NOM - ETAT" de · 1a manière donnée-
. par la<liste de paramètres; effectif]::> 
Condition:: Etat doit 3: dans le système. 
la liste. des paramètres effectifs doit 
correspondre- à lat liste des paramètres 
fonnels de l •Etat désigné par "NOM-EI'AT"· 




Analysons . les répercussions de cette commande sur le 
texte de- l'opérateur en cours d'édition. 
- A partir de· cette- commande,. le système générera dans 
le texte en langage LG une instruction d'état où 
chaque. élément de l'instruction correspond à ceux de 
la commande- Cette instruction est placée à la fin du 
texte 
Cependant,. le cas de ECRAN est particulier. 
Si aucune instruction d'état ECRAN n'a été définie 
avant la première instruction opérateur 
alors le système génère dans le texte en langage 
LG,une instruction d'état ECRAN (dont chaque 
élément de 1 'instruction correspond à ceux 
de la commande), et qui sera placée dans le 
texte· avant la première inst.ruction opérateur. 
sinon le système modifiera, dans le. texte en lan-
gage LG la valeur de la dernière instruction 
d'état ECRAN définie avant la première ins-
truction. opérateur. La nouvelle valeu r sera 
celle définie par la commande. 
Définition des nararnètres. 
----------------
DEFPAR <identif ica.teur>: = ~ombr€::> . } 
{ j -Q.dentificateu9' : = <nombre-> 
Cette commande permet à l'utilisateur de définir un ou 
plusieurs paramètres formels: pour l I opérateur en cours 
d'édition ·ainsi que l'attribution d'une valeur à cha.cun de: 
ces; para.mètres'. ( utilisée· dans le· sous-mode graphique). 
IL faudra également respecter lors des uti.lisations suc-
cessiv:es de DEFPAR au: cours d'une même· édition,. la con-
trainte que- tous les paramètres formels de 1.' en-tête- de. 
L'opérateur doivent avoir des identificateurs. différ ents. 
De plusr il faudra pour chaque· paramètre ainsi défini~ 
aller compléter la table des variables créée lors de l'en-
trée en sous-mode graphique. 
Analysons maintenant les répercussions de cette commande 
sur le texte de l I opérateur en cours d'édition :: 
A. chaque -<}dent if icateur> correspondra dans l'en-
tête, de l 1opérateur en cours d'édition un paramètre 
formel dont<identificateur de paramètres formelt>-
prendra comme valeur <identificateus:>. 
·Au point de, vue du texte, la valeur <:::!1ornbr9 
n 'a pas d ' importance. 
SUPPAR :4,dentificateu.r)> 
Cette commande- permet à. l 'utili~ateur de, supprimer un para-
mètre· formel pour l 'opé-rateur en cours- d'édition, la table, 
des variables. étant mise à: jour __ 
Condition ., le- paramètre formel à supprimer doit avoir été: 
créé: à l I aide de la commande DEF PAH. lors de 
1 'édition courante: en sous--mode graphique· afin. 
d"éviter les· problèmes qu.'engendrerait. l a su.p--
pression. d'un paramètre formel définien. sous.-moàe: 
texte et dont la valeur aurait été modifiée 
par une ou plusieurs instructions d'affectation_ 
Ex:~ Maison (a------)~ si a prend la valeur· l, 
on obtient ~ 
x:• :: x.(a------): a=l 
a .. ::=J • . -<!: + 2.;a a=J. 
-
y':- Y (a------) ; a=3 
a: .. 
-
a. + l; a=4 w 






w- (b----) . 
D"après. l"exemple. précédent, la suppression en sous:-mode gra-
phique du. paramètre· "a"' engendrerait son remplacement comme 
paramètre effect±f variabler par sa valeur (qui. -est dif--
férente pour chacune> des 1 instructions opérateurs- dans 
lesquelles il apparait. comme paramètre- effectif variable) -Or, 
en sous-mode graphique-,on ne dispose que de. la dernière va-
le.u.r de 11 ~• à.. lai fin de l 'exé.cution de l I opérateur, c'est-
à-d±re "4" (cfr- table des variabl.es expliquées- au. point 
3:.4.6-.2- l .,2-) 
De plus,, il faudrait supprimer les instructions d •·a f fecta-
tion pour lesquelles 11 all est membre de gauche. Il f audrait 
également remplacer a par sa valeur courante dans le cas 
où. il intervient dans le membre de droite d'une- inst ruction 
d'affectation -~ ex :· b . :. = a + 5). 
G.,1.a:_ 
En restreignant la suppression aux paramètres formels dé-
finis par DEFPAR en. sous-mode. graphique, on est sû.r: d'éviter 
ce- problème car un tel. paramètre-· ne peut alors apparaître 
dans. une- instruction d'affectation. à_ ce moment ( dans, l'édition. · 
en: sous--mode graphique) ,, aucun mécanisme ne· permettant Ia 
création de telles instructions: dans- ce sous-mode w 
Ana:l.yson$ maintenant les répercussions de• cette commande 
sur le texte· de l I opérateur en. cours· d'édition :,-
- Supprime de l .' en-tête de l I opérateur en cours d 'édition-,. 
le paramètre formel dont 1' <identificateur de para-· 
mètre~ formels> à la valeur· <~dentificateu.Y,-. 
De plus:,, dans. le corps de l. •opérateur,les paramètres 
effectifs variables correspondant au par.amètr~ forme-X 
supprimé prendront la valeur qui avait été attribuée 
à . ce. paramètre, formel (ils. deviendront ainsi paramètres. 
effectifs valeur.) .. 
VALPAA <identificateu.ç>, 
Cette commande permet d'obtenir la valeur de toute-
variable reprise dans la liste des. variables, créée lors 
de l'entrée en sous-mode graphique .. et mise à jour par les 
corranandes DEFPA:( e t SUPPA-~· .. 
Si. 4'dentificateu9 est omis-, le, système· fournira la 
liste- des variables de la liste des. variables ains i. que 
pour chacune dt·el.le ,, sa valeur. 
DM pt .l, nom 
L~ commande- DM permet. de définir une marque e.t , éventuelle._ 
ment de l'identifier~ 
La:. nouvelle marque· ainsi définie s·era visualisée à I •écran. 
pt L peut valoir~ (cfr_I.2.~4--1 - ), 
nom· peut valoir rien: · si on n'identifie pas la marqu.e. 
* = si on. désire identifier la· marque. 
On décide qu'on ne mémorise pas 
plus de 10 marques identif iée·s de 
numéro 0 à g _ 
Le· système déterminera: d ''office le nom en fonction des 
. numéros libres. 
S' il3 10 marque.s lors de la définition de la llème, un 
message préviendra l 1utilisateur du fait qu'il faut faire 
dispara.itre une des 10 marques. 
Il. pourra choisir la marque qu'il désire· faire· disparaitre. 
sinon: d'office la plus ancienne sera supprimée ~ 
VM nom, 
La commande· VM. permet de visualiser une ou toutes: les 
ma-rquesi(identifiées- ou norr identifiées) à l'écran. 
nom peut valoir*~ pour toutes les marques (identifiées et 
non identifiées). 
+ ~ pour toutes les. marques identifiées. 
pour toutes les marques non identifiées. 
num · : pour une marque identifiée de: numéro 
num ( o à 9). 
A :. pour l'avant dernière· marque· non 
identifiée. 
B: pour la dernière marque non identifiée. 
Remarque ~ on ne mémorise. que 2 marques non identifiées. 
EM nom 
La. comnande EM permet d _' effacer une ou plusieurs. marques 
(identifiées ou. non identifiées) de l'écran~ 
nom peut prendre les même valeurs que dans la commande VM 
SM. nom 
La commande SM permet de supprimer une. ou plusieurs marques 
(identifiées ou non identifiées) ~ 
nom peu.t prendre- les· mêmes valeurs que dans la commande VM -
r.2.; _ curseur 
----
Déolacement du curseur 
Il. suffit de taper sur la touche 
A, • pour aller vers le- bas. 
a .. pour aller vers le haut 
o pour aller vers la ·gauche 
P- .. pour aller vers: la. droite 
Le déplacement du curseur sera fonction également du pas 
~i a été défini-
PD num 
Cette comnande permet de définir un nouveau pas de dépla-
cement du. curseur. 
nurrr- :; nombre. 
FOS pt 
cette commande permet de se positionner en un point parti-
culier de- l'écran. 
pt peut prendre les valeurs-~ (cfr. I.2.4 .. 1.) 
·G. 2.l. 
r.2,.8. ~~--
Déolacement de l'écran dans l'espace dessin . . 
H' . déplacement d .'un demi-écran vers le haut •· 
G 
.-
déplacement d'un demi-écran vers la gauche· 
D ., déplacement dtun demi-écran vers la droite 
-
B :- déplacement d •un demi-écran vers. le bas. 
Visualisatiorr d •·une plus grande partie du dessin à l'écran. 
AG~EN cette commande permet d'obtenir une vision plus: 
éloignée du dessin. 
Visualisation d'une plus petite partie du dessin à l'écran. 
DIMFEN cette. commande permet d'obtenir une vision plus 
approchée ·au dessin .. 
SAVE. permet de- sauver le texte de 1 'opérateur, texte généré 
par le système • 
STR permet d'obtenir l'arbre de structure de l'opérateur 
en cours d'édition. Cette structure sera toujours 
disponible. 
II- Les commandes du mode. fichier - opérateur. 
AFT < nom opérateur>; 
La. commande AFT affiche à l. 1 écran le texte de l'opérateur de nom 
NOM_ OPERATEUR-
Le texte de l.•opérateur est constitué par- le c on ter:i.!.. è.'::: 
<@-tête d' opérateu1:> -Qlo:§:::> 
Condition : NOM OPERATEUR j 
SUPPo~<nom opérateui:>, 
La commande SUPPOP rend l.'opérateur de NOM OPE.RATEU~ inaccessible. 
pour une. utilisation ultérieure dans le- cadre de- la. création: d'un 
nouvel._ opérateur e.t la:. modification d •un opérateur existantr tout 
en le laissant disponible- aux. util isations antérieures .. 
Condition • NOM. OPERATEUR J 
IM.Pr" <::?cm· opérateu-s:> , n 
La commande IMPr imprime- le texte de l 'opérateur de nom "NOM 
OPERATEUR.'" en un nombre d'exemplai res déterminé par "n". 
Le- texte, de l'opérateur est consti tué par le contenu. de 
~n-tête d 'opé rate~ <Qlos:>-
~>=== - <êiif~r9° [ ~hiffrY,} 
Condition. :- nom operateur 
n entier>o 
vs<nom-opérateu-s?:: 
La commande. VS pennet d'effectuer une vérification de la. syntaxe 
du: texte, de 1.' opérateur.-
de nom 11
· <nom opérateur> 11 
Elle: communique une liste des erreurs- ainsi que l.'ori.gine· de 
ce,1.Ies-c-i s:' il en] .. 
Condition = nom opérateur 3 dans le système_ 
RENAflE OPER Anc-ien nom-opérateur TO Nouveau-nom-opérateur 
r.a commande RENAME OPER. pennet de- changer le nom 'ANCIEN NOM 
OPERATEUR" de 1. 'opérateur par le· nom "NOUVEAU NOM OPERA.TEUR11 • 
Condition ~ .. L~ valeur de "ANCIEN NOM OPERATEUR11 :l dans le 
système. i 
.. L~ valeur de: 11 NOUVEAU NOM OPERATEUR'~ r ~ans 
système 
<ANCIEN NOM OPERATEU~ :- : = <ldentif·icateuç:-
<NOUVEAU NOM OPERATEU,9:;:: - <identificateu9-
COPIEOPER Nom-opérateur-1. TO Nom-opérateur-2 
le 
La commande COPIEOPER pe.onet de créer une nouvelle version de 
-i 'opérateur de nom "NOM OPERATEUR - l II version qui portera le 
nom "NOM OPERATEUR - 2.11 -
Condition :- La valeur de "NOM OPERATEUR 111 
La. valeur de "NOM OPERATEUR 2 Il 
<Nom-opérateur - 1> : :. = <::::}dentif icateui> 
<Nom-opérateur - 2. >: :. = <identificateu-9 
3 dans le système. 
J dans le système. 
G.24 .. 
CHARGER<liste, de nom opérateu?:>, 
La commande "CHARGER" permet à 1iutilisateur de charger 
Ies· textes des opérateurs de nom 4:iste de nom opérateu,t> 
en mém0ire centraié. 
<:J,iste- de nom opérateu-9' :, :. = <:::Eiom opéra te~ 
t<![om opé rateu.i;>} 
Condition :: ~om opérateu-s:;> désigne un opérateur- existant 
dans le système·, et dont le texte- e.st non 
encore chargé. en mémoire. 
G"~25-
III., .Les. commandes· du. mode- fichier - dessin 
CREE.RDESSIN<nom· opér~te~ <liste. p~ramètres- e~fectif~ . 
<:§odifîcateur> :: <nom des·sin> 
La: commande CREE~-DESSIN permet de créer un. dessin. de nom "nom 
dessin" à partir d'un opérateur "nom-opérateur" dont les carac-
téristique·s sont définies par les paramètres "paramètres.'' .liés 
à cet opérateur et les: Modificateurs ''modificateur 11 
<:::Éom Dessin> :: :: = <identifïcateur> 
U'n. a.ffichage, àe I.a représentation graphique:. du. dessin- est égale-
ment effe.ctué-_ 
Condition :. - nom opérateur ;l dans le système •. 
le nombre d'élément dans "liste paramètres effe~tifs"· 
doit correspondre au nombre: de paramètres. forrne-I s 
liés à 1 "opérateu:r: de nom "nom-opérateur'". 
- nom-Dessin ~ dans le système -
AFFDESSIN<Qiom Dessin> 
La commande AFFDESSIN pe.rmet d'afficher un dessin de nom 
"nom dessin'"· <nom dessin> :" .., =<:ldentifica.teu,s>, _ 
Il se _peut qu.•une partie· du dessin soit affi.chée , de, ce fait,, 
1 •utilisateur dis_pose d •un. ensemble: de: commande de type ECR.h"î 
lui permettant de0 se. déplacer dans, son dessin. Une description 
des- commandes de: type "ECRAN" sera effectuée- par la suite .. 
Condition :: nom dessin 3" dans le· système -
SUPP DESSIN ~om Dessin> 
La-. commande SUPP. DESSIN pe-rmet de· supprimer un dessin de nom 
11 nom dessin" ., 
<:[om dessin>: : = <identif icateu.;::> 
Condition :. nom de·ssin 3. dans I.e système ... 
RENAMEDESS:IN ~ncien NOM-DESSI~ ro<nouveau NOM-DESSIE:> 
La commande RENAMEDESSIN permet de changer le nom d'un dessin de 
nom II ancien nom-dessin" par le nom "nouveau nom-dessin 11• • 
Condition: :: ancien-nom-dessin 3: dans le système •. 
nouveau-nom-dessin ,3-'' dans le système-
IMPDESSIN -<::::Ëom· Dessin> 
La: commande IMPDESSIN permet d'imprimer un Dessin . de nom 11 nom dessin" 
Si "nom dessin" est vide, alors il désigne le dessin courant. 
<nom dessig:::> :-:: =<identificateu~ 1 <:yide> 
Dans le cas· où. "nom dessin" est donné, lé dessin sera entièrement 
. imprimé ce qui. si.gnifie que la surface dé l I écran n'est pas laréférence 
pour i•·es.pace imprimante c "est-à-dire· que si seulement une partie.. 
d.'un dessin. est visible à l _técran, sur imprimante ce sera le dessin 
qui sera imprimé, d'où n~cessité de p~rfois réduire le dessin afin. 
de, l. t ajuster à.. 1. "espace imprimante, 
Dans le cas. où "nom dessin" est vide, seule la partie du. dessin 
affichée à l I écran sera imprimée.. Ici, il y aura donc correspon-
dance entre .l'affichage- et. l'impression ~ 
Condition =- "nom dessin1i 3 dans le système. 
Si 11 nom dessin'" =<::::yid9- il. faut qu'il .=J' urr dessin 
co.urant .• 
Les comnandes de type ECAA11 
Les commandes· sont identi.ques à celles définies dans le sous-mode 
g~raphique (cfr_ annexe G - ooint I.2. 8.) . 
VI.. Les commandes du, mode· Aide. 
(AI) AF·INF <sujet> 
Affi.che des, informations: concernant le sujet déterminé. par "sujet 11· _ 
<:(uJe.t> ::.- : = OPERATEU~j OPERATION I ETAT I COM!-".iANDE. I DESSIN 
OPERATEU~ signifie· que l'on désire obtenir des informations sur le~ 
opérateurs existans dans le: système. 
Les informations auront la forme: . 





même forme et signification que les opérateurs. 
<::§om ·o.pérateur> 1- <::gom opération> 1 <nom étaf> ,. < nom 
• command~ 
Dans les· 4: cas,,. on. dé.signe un: élément de· L'ensemble des opérateurs~. 
o:pérations,, état,. commandes·. 




Conditiott ~ Suj e.t ] : 
( II)· IMPINr<suj et> 
Imprimes des informations concernant le sujet déterminé. · par "sujet" . 
~uJes:::> ::: = OPERATEUR I OPERATION ..•. idem que dans AFINF 
Condi tian :-- Sujet 3 
G ... 2.9 
v·_ La. commande du.. mode Initialisation 
(EC) ECHELLE Rapport 
Cette: comman'de. permet d'exprimer le rapport entre. 1.' axe· des, Y et 
l.•axe des X, c•est~à-dire- le: rapport du pas en Y en fonction du.. 
pas: en X - Ce- rapport est exprimé. par une valeur positive. entre 
O et l donné· par "Rapport"_ Au départ,. le rapport est fixé (valeur 
par défaut) -
Cette commande: est utile lorsque. l Ion désire trouver le même dessin 
sur dif"férents terminaux_ 
Ex' .. Lorsque vous tracez: un cercle,. celui-ci_ • peut être: plus 
au moins applati ou:_ œtréc± suivant le terminal. Gr~c·e 
àl cette commande,. on Pourra: adapter le dessin afin d.tob-. 
tenir la même représentation du cercle au terminal_ 
ff .. o· 
ANN,EXK If: :: Le- ruisseilement. des modificateurs 
- Al.go.rithme 
- Exemple-
K .. l .. 
r. ALGORITHME. 
r-L- Exolication du fonctionnement de• l'algorithme du ruissellement 
des modificateurs .. 
RaPoelons que:-
Cet algorith.rne de ruissellement est exécuté. lors de la 
phase II exécution" d'un opérateur, c' est-à-dire sui te à la 
commande TRACER dans le mode graphique·, suite au passage 
du mode tex.te au mode· graphique grâce à la commande 
GOGRAE et lors- de i •·entrée en mode graphique par 1 ••ïnstruc-
tion EDG {Editgraph) .. 
Ajoutons: que le ruissellement se fera également à la. suite 
de la commande du. mode fichier-dessin : "CREERDESSIN". 
~ais, comme ce mode ne fait pas l'objet d'une étude appro-
fondie•, nous- ne; ferons ici qu.e la ci ter -
èet algorithme voit le texte comme· une suite· d'instructions. .. 
En fait,. celui-c-i travaille ins.tructi.on par instruction. 
- Le but de l 'algorithrne est de fournir pour chaque opérateur-
de base, le produit de composition des opérations trans-
férables, la bonne valeur des opérations . non-transférables 
Ii.ées à ceux-ci,· · ainsi que la valeur de l.•état écran, . 
globale à tous ces opérateurs. 
Le produit de. composition et les bonnes- valeurs étant dé-
terminés· grâce aux. règles de priorités définies dans l'héri-
tage des modificateurs au point 3~3.l.2 .. 4. de l'analyse 
fonctionnelle-
H.2 • . 
Spécification de l'algorithme. 
En entrée 
- On dispose d'une. commanda d'un des 4 types suivants : 
- TRACER 
- GOGRAPH 
- - EDG 
- CREERDESSIN 
permettant d'identifier l'opérateur pour lequel on va effectuer 
le ruissellement des modificateurs. 
A ce sujet, nous ferons les hypothèses simplificatrices 
suivantes :-
Cette commande-- aura une syntaxe correcte et sa forme- sera · 
celle spécifiée dans l'annexe G-
an dispos·e- en M-C. des textes des opérateurs. nécessaires, 
chaque texte ayant µne syntaxe correcte, donc, conforme à 
la syntaxe BNF du langage LG définie en annexe B-
Objectif 
Fournir pour chaque opérateur de bas~ associé à chaque feuille 
de la structure de 1 'opérateur dési.gné par la commande, le 
produit de composition des opérations transférables ainsi 
que la bonne valeur pour la couleur et le trait- De plus,. 
il fournit la bonne valeur pour le fond de l'écran, celle-ci 
étant globale à toutes opérations de base_ 
Sortie 
La:. bonne valeur pour le fond de L'écran. 
Pour chaque opérateur de base : 
a) Une- liste d'enregistrements dans laquelle chacun d'eux 
aura la forme suivante: 
NN valeur de l'opération type NN provenance 
H. 3. 
NN étant le n° de niveau du noeud à partir duquel porte 
la "valeur de l'opération II de · type 11 type 11 , la valeur 
de l'opération ayant été définie dans une instruction 
opérateur dont le noeud lui étant lié dans la structure 
de· l'opérateur .est de niveau "NN provenance". 
Chaque enregistrement contiendra une opération transfé-
rable et l'ordre de rangement sera déterminé grâce aux 
règles de priorité définies dans l'héritage des modifi-
cateurs au point 3.3.1.2.4. de l'analyse fonctionnelle. 
b) La bonne valeur pour le trait et la couleur. 
rtemarque: 
Par manque de temps, nous n'avons rien analysé au niveau 
du stockage des informations manipulées par l'éditeur 
graphique. Suite à cela, nous ne pourrons donner aucun 
renseignement valable concernant l'organisation physique en 
mémoire de la cormnande et des textes des opérateurs manipulés 
par cet algorithme. 
Définition des tables utilisées par l'algorithme. 
Pour réaliser son objectif, l'algorithme fonctionnera de 
la façon suivante: 
Il puisera l'ensemble des informations nécessaires à 
son fonctionnement: 
dans les modificateurs locaux et globaux qu'il 
trouvera dans chaque instruction opérateur; 
dans les instructions d~état de type couleur, 
trait et écran. 
H. 4. 
- Il retiendra toutes ces: informations dans des tables 
qui au fur et à mesure du traitement des instructions 
s'échangeront celles-ci de telle manière que l'objectif 
concernant les: opérateurs de base soit rempli. 
Ces tables sont au nombre de 6 et sont libellées de la 
manière suivante:-
la table des· couleurs 
la table des traits 
la table des transférables 
la table des locaux couleurs 
la table des locaux traits 
la· table des locaux transférables. 
Remarque:. 
Nous considérons à partir de ce moment qu'une tab.le est 
constituée d'un ensemble d'enregistrements. 
a) La table des couleurs. (table couleur) 
Cette table contiendra après chaque instruction opérateur 
traitée, la bonne valeur 11 couleur11· pour le noeud lié à 
cette instruction. Cette valeur se trouvera dans le 
dernier enregistrement de la table. 
Si tel est le cas pour chaque noeud de la structure, alors 
il le sera pour les feuilles qui sont liées aux. opéra-
teurs· de base. Donc pour chaque opérateur de base, on 
déterminera correctement la valeur de la "couleur associée". 
Les enregisternents de cette table auront la forme suivante: 
NN Valeur de la couleur I type 
ILS .. 
~ NN étant le n° de niveau du noeud sur lequel 
porte la "valeur de la couleur". 
'lType" détermine si · cette· valeur provient 
d'une instruction état ou d'un modificateur. 
b) La table des traits.(table trait) 
Cette table contiendra après chaque instruction opérateur 
traitée, la bonne valeur "trait" pour le noeud lié à cett·e 
instruction- Cette valeur se trouvera dans le dernier 
enregistrement de la table. Si tel est le- cas pour chaque 
noeud de la structure, · alors il le- sera pour les, feuilles 
qui sont liées: aux opérateurs de base . Donc pour chaque 
opérateurs de base, on déterminera correctement la valeur 
de: 11 trait11· associée ~ 
Les enregistrements de cette table auront la forme: suivante: 
NN étant le n°' de niveau du noeud sur lequel 
porte la "valeur du trait". 
- "Type" détermine si cette valeur provient 
d'une: instruction état ou d'un modificateur. 
c) La table des transférables. (table transférables) 
Cette.- table contiendra après. chaque instruction opérateur 
traitée, la liste des opérations transférables pour le 
noeud lié à cette instruction. Cette liste permettra de 
construire le produit de composition des opérations 
tr-ansférables_ De plus, cette construction sera facilitée 
par le rangement dans le bon ordre des opérations dans la 
table (chaque enregistrement correspondant à une opération: 
-~-- ---------------------------------------, 
H.6. 
la lecture s'effectuant du début de la table jusqu'à la fin 
de celle-ci). 
Si tel est le· cas· pour chaque noéud de la structure,alors il 
le sera pour les feuilles qui sont liées aux opérateurs de 
base. Donc, pour chaque- opérateur de base·, on détenninera 
correctement le produit de composition associé. 
Les enregistrement~. de ce.tte table auront. la fonne~ sui.vante- : 
NN Valeur de Type NN 
1.-f opération provenance 
NN étant le n° de niveau du noeud à partir duquel porte 
la..-valeur de l'opération"· de type "type", la valeur 
de l"opération ayant été définie dans une instruction 
opérateur dont le noeud lui étant lié dans la struc-
ture de. l'opérateur est de niveau "NN provenance". 
En fait, NR spécifie· le n° de niveau du noeud sur 
lequel porte l'opération. De plus, cette opération 
porte· sur le sous-arbre défini dans la structure de 
l'opérateur et dont la racine est ce noeud. Ceci, 
afin de préciser dans la définition de NN donnée ci-
dessus., la signification _du groupe de mot 11 à parir 
duquel,". 
Ajoutons que "type" spécifie une opération telle que: 
translation,rotation, symétrie, réduction et dilata-
tion et que "NN provenance" pennettra, lors de l 'édi-
tion en mode graphique, dans le cas. d'une représenta-
tion intermédiaire, d'insérer au bon endroit dans le 
produit de composition, l'information correspondant 
à _l'instruction opération portant sur un noeud par-
ticulier de la stnicture. De plus amples explications 
à ce niveau. seront fournies au point 4.5.2.3.3. 
d) La table des locaux couleurs. (table local couleur) 
Cetta table contiendra après chaque instruction opérateur 
traitée, la liste· des locaux de· type' couleur qui porteront 
sur des noeuds appartenant au sous~arbre défini dans la 
Structure de l'opérateur et ayant pour racine, le noeud 
correspondant à l'instruction opérateur d'où ils proviennent-
Ces.. informations seront prises en compte,. c'est-à-dire, 
transférées. dans la table· "couleur", lorsque l'instruction#> 
liée au. noeud sur lequel elles portent, sera. traitée. 
Les enregistrements de·· cette table auront la forme· suivante :; 
NN Val~ur de -liste de NN 
la c6:u,leu.t:· qualificateurs provenance 
- NN étant le n° de niveau du noeud sur lequel porte 
la "valeur ' de la couleur".. Ce noeud est dés·igné par 
la.. '"Liste de qualifi.cateurs 11 et 11 NN· provenance" spé-
cifie le n°· de niveau du. noeud lié à l I instruction 
opérateur où a été définie 1.' occurence de 1 'opération: 
couleur. 
Précisons _que "NN provenance." permettra. de résoudre. le 
problème suivant :: 
- _Lorsque l'on rencontre dans un même modificateur 
locaL plusieurs opérations du. type couleur, seule 
la dernière est prise en compte . 
Aioutons. que cette table est en ordre croissant sur le 
"NN'a-. 
H ... 8 _ 
e) La table des locaux Traits. (table local trait) 
Cette table contiendra après chaque instruction opérateur 
traitée, la liste des locaux de . type trait qui porteront sur . 
des noeuds appartenant au sous-arbre- défini dans la structure 
de- 1.' opérateur et ayant pour racine le noeud correspondant 
à I 'instruction opérateur d •où ils proviennent~ Ces infor-
mations: seront prises-_ en compte, c'est-à-dire- transférées 
dans laTable Trait, lorsque- l'instruction liée au noeud 
sur lequel elles portent/sera traitée. 
Les enregistrements de cette table auront la fo.nne suivante:: 
NN Valeur de. liste de NN 
trait qualificateur provenance 
- NN étant le n° de- niveau du noeud sw: lequel porte-
la"valeur de trait" - Ce noeud est désigné par la 
"liste de qual±ficateurs." et "NN provenance' .. spécifie 
I .e n°' de niveau du. noeud lié à l I instruction opéra-
teur où a été définie 1. • occurence de l'opération-
tra:it .. 
Précisons que nm~: provenance" pe.nnettra dE: résoudre le 
problème suivant · 
- Lorsque l'on rencontre dans un même modificateur 
local. plusieurs opérations du type trait, seule 
l .a dernière est prise- en compte-
Ajoutons que cette table est en ordre croissant sur 
le "NN". 
H.,9· .. 
f.) La table des locaux transférables. (table . locaux. transférables) 
Cette· table contiendra après chaque instruction opérateur 
traitée, la liste des. locaux_ de type transférable. qui porte-
ront sur des· noeuds appartenant au sous-arbre· défini dans: la.. 
structure- de l.' opérateur et ayant pour racine·, le noeud 
correspondant à l I instruction opérateur d'où. ils provien 
nent Ces. informations. seront prises- en compte, c' es.t-à-
dire- transférées: dans .. la table des transférab1-es, lorsque 
L'instruction liée au noeud sur lequel elles. portent ser~ 
traitée _ 
Les enregistrements de cette table· auront la forme suivante~ 
NN Valeur de type liste de· NN 
l'opération d'opération qualificateur provenance 
NN étant le: n0t de niveau du noeud sur lequel porte 
la: •rvaleur de 1ropération1• de: type "'type"d'opérat±on .. 
ce noeud est. d~sign~ par la '"liste; de quàlificateu.r'-
e.t "NN provenance"' spécifie le no. de· niveau du noeud 
lié à l t instruction opérateur où. a été- définie 
l•occurence de· 1•·opération de type "type d'opé-ration"' -
Précisons que "NN. provenance"" n'a aucun intérêt à ce.-
niveau,. mais: comme celui-ci. sera nécessaire dans la 
tab·le des trans.f érables. et qu ' entre celle-ci et la:. 
tabl.e des locaux transférables: des:- échanges se pro-
duiront,. on retiendra. le "NN provenance." dans, les; 
enregistrements: de cette dernière. 
Ajoutons que cette table est en ordre croissant sur 
ie "NN" 
Rappelons enfin que . tout échange· entre les· tables, et 
H.lO ... 
tout ajout d' inf onnation concernant les- occurences 
d'opération dans, celles-ci seront effectués en respec-
tant les règles de priori té-· définie· au. point 3. 3 - 1. 2.. 4--
dans l .•analyse fonctionnelle -
Signalons également que toutes commandes: du.- type TRACER1c 
GOGRAF et CREERDESSIN seront traitées comme des ins-
truction~ opérateur ~ 
Enfin, précisons que'. la bonne valeur du fond de 
l'écran se trouve dans la variable ECRAN. 
ff.11. .. 
Avant de présenter l'algorithme, définissons les variables 
que celui-ci utilise: 
NNC :-
Le numéro- de niveau courant dans la structure de i•·opérateur .. 
NIO"' 
Indique si nous avqns rencontré ou non une· inst.r:uction 
opé-rateur (=-1 dans le cas favorable, =O si non) . 
NN couleur: 
Donne le nombre: d'enregistrements- dans la table· couleur-
NN trait:: 
Donne· le nombre d'enregistrements dans la table trait-
NN local Trait, NN local Couleur, NN local Transférable: 
Tc.us: 3. donnent le nombre. d'enregistrements dans leur table 
correspondante~ ciest-à-dire la table local trait~ la. table 
laca.l couleur et la table local transférable .. 
Nom - Qualificateur - Courant~ 
Donne le nom du: noeud dans la structure de· l'opérateur cor-
respondant à l•instruction opérateur que l'on traite -
rl est représenté. soüs la: forme d tune 1.i.ste: de qualificateurs-. 
NN nrovenance dernier. 
Variable intermédiaire contenant la valeur courante du NN 
provenance du dernier record de Table local couleur~ 
NN du dernier record (enregistrement) de table couleur: 
Variable intermédiaire contenant la valeur courante du NN 
du. dernier record de la Table couleur 
Liste gualificateur du dernier record: 
Variable inte·.rmédiaire contenant la valeur courante de la 
liste de qualificateur du dernier record de la table couleur. 
H.12 .. 
NN· du dernier record (enregistrement) de table trait: 
Var~able. intennédiaire• contenant la. valeur courante du NN 
du dernier record de la Table: trait. 
NN- premie·r enregistrement de- Table· local. couleur :-
Variable• intennédiaire· contenant la valeur courante.- du NN 
du.. premier enregistrement de la Table local couleur. 
NN Premier enregistrement de Table local trait:-
variable intennédiaire.- contenant la valeur courante, du NN 






Note concernant la lecture d'une commande et d'une instruction . 
La lecture consiste en un scanning d'une commande ou d 'une ins-
truction, à partir duque-1 on créera deux- tables :- la table des 
modificateurs locaux, la table. des. modificateurs globaux .. 
La première- contiendra tous les modificateurs· locaux· définis dans 
la commande ou l 'instruction. que 1 'on Iitr- et dans i' ordre· d ·' a p-
parition de ceux-ci. 
La deuxième contiendra tous les: modificateurs globaux définis. dans 
la commande- ou 1.' instruction que, l'on lit, et dans i ' ordre d 'ap-
parition d e ceux-ci . 
Ges tables. seront constituées d'enregistrements ayant la forme_ 
suivante- :-
a) Pour la table des modificateurs locaux. 
type d'opération valeurs de l'opérateur 
b) Pour la: table des: modificateurs globaux .. 
typ~ d'opération valeur de l'opérateur 
Ajoutons que lorsque l Ion- rencontrera : 
"tant qu ' il. 3: MG" 
ou 
••tarit qu'il } ML" · dans l. 1 algorithme, 
liste de 
qual_ificateur 
Cela signifiera •· tant qu:. l)i L 3 . des: .enregistrementSo dans. la tabie 
-
des modifi.c.ateurs: globaux:~ 
tant qu •·il. ~ -_des enregistrements dans la table-
de5 modîficateurs locaux . 
A la fin du. traitement. de èhaqu~ instruction, ces tables· sont 
détruites . 
r.2. Algorithme de ruissellement des modificateurs. 
Traitement général 
Initialisation 
- Traitement· de la commande 
Initialisation 
NNC. = 1 
NIO:= y! 
Ecran= Valeur par défaut écran 
C01.tl.eur = Va·leur par défaut couleur 
T"rait = V,aleur par défaut trait 
NN couleur= ç! 
NN trai.t = fl5 
NN> locaL tra:i. t = 95, 
NN local. couleur = 0 
NN: locâl transférable=~ 
NN transférab-I.e = rd· 
Nom1- Quali.ficateur - courant=~ 
T'rai tement de la commande 
Li.re la1 commande-
T"ra:itement Instruction opérateur. 
H .. 14 .. 
- Se positionner au;. début du bl.oc du texte de l'opérateur· 
désigné par la commande •. 
- T'rai.tement opérateur .. 
Traitement ooérateur 
NNC = NNC +- L 
tantgu.'il 3 des instructions dans le bloc 
lire l'instruction suivante 
traitement instruction 
NNC' ~ NNC - 1 
Traitement. instruction 
Si NN couleur~~ alors 
Si NN tra.±t ~ f6· 
Si NNC ~ - NN du. dernier record de table: 
couleur 
alors- Supprimer records de table cou~eur 
dont NN ~ NNC sauf si = état et 
A chaque suppression faire ::; 
NN: couleur= NN couleur - l 
alors 
g NNC~NN du. dernier record de table 
trait 
alors. Supprimer records de table: trait 
dont NN~.NNC sauf si = état et 
A chaque· suppression faire :· 
NN trait= NN trait - l 
g_ mt transférable-:/; $21- alors 
Si . NNC:~NN du. dernier enregistrement 
de- table. transférabl.es: 
al.ors. Supprimer records de table 
transférabLes dont NN~NNC 
et A chaque suppression faire: 
NN transférable-=- NN transférable -I. 
~ 
··, 
Si Instruction = "ETAT.'"' alors Traitement ETAT 
Si Instruction = "OPERATEUR" alors 
H. •. 16 ~ 
ajouter. à Nom-Qualificateur-courant le qualificateur de 
l'instruction opérateur. 
- Traitement Instruction opérateur. 
- NIO= 1 
- Si pas: opérateur de base 
alors se positionner au début du bloc de texte. de l'opé-
rateur désigné par l'instruction. 
Traitement opérateur_ 
sinon Sauver pour 1.' opérateur de base :· 
la valeur se trouvant dans le dernier enregistre-
ment de table trait et de table couleur. 
les enregistrements dans table transférables 
en respectant l'ordre. Ceux-ci représentant le 
produit de composition. 
retirer à. Nom-Qualificateur-courant le dernier qualifica-
teur ... 
Traitement Etat 
§f.: Rtat = 1"écran11•· alors: 
Si NNC - 2 et NIO = fd 
alors· Ecran = va·leur de état dans -
L'instruction. 
Si Etat = 11·couleur 11 alors 
.§i. NN Couleur= fd 
alors - Ajouter record état dans table 
couleur avec NN = NNC. 
- NN Couleur= NN Couleur + l 
sinon 
Si NN du dernier reco.rd dans table cou-
leur= NN et état 
alors - · remplacer la valeur du 
sinon 
record de· type Etat et de· 
NN = NNC dans table couleur 
par la valeur dans l'instruc-
tion état 
Oublier Etat Couleur. 
ff. l.T •. 
Si Etat= "trait'" alors si NN trait = ~ 
alors - Ajouter record état dans 
Table trait- avec NN - NNC: 
NN trait= NN trait+ l 
sinon 
Si NN du. dernier record dans 
Table couieur = NNC et état 
alors- rernplacer la valeur du. 
record de. type état et de 
NN = NNC dant table: cou.leur 
par la valeur dans l 'ins·-
truction état 
sinon- Oublier état Trait. 
Traitement .. instruction opé.rateur 
Traitement Ajout des Locaux Transférables aux globaux 
Transférables_ 
Tant qu. 1 il 3; MG alors Traitement Global 
T'ant qu:' il. 3: ML. alors: Traitement Local. 
Traitement Ajout des Locaux Non-Transfàrables· aux globaux: 
·. Non-Transfé·rables. 
Traitement ajout des Locaux Non-Transférables aux globaux 
Non-Transférables 
Si NN local.. Couleur -1 çd 
alors. Si,_ 3 un enregistrement dans· table Local 
couleur dont NN = NNC et @e liste- quali-
ficateur entière dans; cet enregistrement 
correspond en partie· ou en~iè·rement, en 
commençant par la fin, au. 
Nom - Qualificateur ~ c0urant 
alors 
- Ajouter dans· Table couleur le record. 
de Table Local, Couleur, dont on a 
retiré. NN provenance. 
H.18. 
- NN Couleur= NN Couleur' + l 
Supprimer de. Table Local coule.ur le 
record-
- NN local. Couleur= NN local couleur- l 
Si NN local. Trait F ~ 
a-lors Si 3. un enregistrement dans table Local. 
trait dont NN =- NNC et que· l .iste qual.ifi-
cateur entière dans cet enregistrement 
correspond en partie ou entièrement1 en 
commençant par la fin,- au 
Nom - Qualificateur - courant 
alors 
- A.jouter dans Table Trait le recorcf, 
de Table Local: . trait dopt on a retiré 
NN provenance-
- NN trait= NN trait+ 1 
Supprimer de Table Loca·l trait I e 
record. 
-- NN local trait= NN local trait - 1 
Traitement. ajout des Locaux Transférables aux globaux 
Transférables~ 
S.i. NN Local Transférable -1, ~ 
alors tant qu'·il 1 
dans table Locaux Transférables un enregistrement 
où NN = NNC et que liste qualificateur entière dans 
cet enregistrement correspond en. partie- OU, entièrement, 
en: commençant par la fin, au 
Nonr -Qualificateur - courant 
alors 
- Ajouter en fin de table transférable le record 
de Table, locaux transférables. 
ff .. 1.9 
- NN- Transférable = NN Transférable + 1 
- Supprimer de_ Tabla Locaux- Transférables le 
record .. 
- NN local Transférable: NN local Transférable - L 
H.20-
Traitement Local 
Si ML du type Transférable alors- - Ajouter dans Tables 
Si. ML du type couleur alors 
. Locaux transférables- le 
modificateur local avec 
NN = NNC + nombre de- .qua-
lificateurs- et 
NN provenance= NNC-
- NN local transférable -
NN local transtérable + 1 
- Cet ajout s'effectue par 
ordre croissant sur le NN. 
et NN provenance_ 
Si. NN couleur= 0 alors: NN du._ dernier record de. Table: 
couleur= 0 
sinon NN du:. dernier record de Table 
couleur= Valeur du NN du dernier 
record de table couleur-
Si NN.' local couleur = f3 
alors NN provenance dernier= 0 
liste qualificateur du dernier 
record= )6 
sinon-NN provenance- dernier= Valeur 
du NN provenance: du dernier 
record de Table local couleur. 
-liste qualificateur du dernier 
record= var"eur de la liste 
qualificateur du dernier record 
de, table couleur. 
H.2.l. 
Si (NNC">-NN du dernier record de Table couleur et NN 
couleur ;i, ~) 
alors pas retenir ML 
sinon . Si ] un .record. pour lequel., dans, table loc~le 
couleu,r;,NN provenance ~ NNC et que NNC + . 
nombre de qualificateur du.. local = NN du 
record et que liste qualificateur entière de 
ce record correspond entièrement ou. en 
partie en commençant par la fin, au. 
Nom - Qualificateur - courant+ liste 
qualificateur du local dans instruction. 
alors pas retenir ML 
sinon Si. NN provenance = NNC et que: 
liste qualificateur du dernier 
record de table locale trait 
= liste qualificateur du local. 
dans- Instruction 
alors- remplacer la valeur du der-
. : 
nier record de la table: 
locale couleur par Ia.. · 
valeur du ML. 
sinon - Ajouter ML dans table 
local couleur avec NN = 
NNC + nombre de qualif i..-
cateur. 
- NN provenance= NNC-
- NN local couleur= 
NN local couleur + l-
Cet ajout s 'effectue par 
ordre croissant sur le NN 
et NN provenance-
H •. 22. . 
Si ML. du type trait alors· 
Si NN trait= 0 alors NN du dernier record· de table trait 
= 0 
sinorr NN du dernier record de table trait 
= Valeur du NN du dernier record 
de table trait. 
Si NN local trait= 0 
alors:- -NN provenance dernier = 0 
- Liste qualif icateur du de-rnier 
record= J6 
s:inon -NN provenance dernier= Valeur du 
NN provenance du dernier recard de 
table local t.r:ait. 
- Liste qualificateur du dernier 
record = Valeur de la liste. qua-li-
fica:teur du dernier record de table-
local. trait. 
Si (NNc>~ du dernier record de table trait et NN trait 
1', çd) 
alors pas retenir ML. 
sinon Si J un record pour lequeL dans tabLe local 
trai i; NN provenance -:/- NNC et que NNC + nombre 
de qualificateur du local= NN du record et 
que I.i.ste qualificateur entière de ce record 
correspond entièrement ou en partie, en com-
mençant pa0r la fin., à 
Norrr - Qualificateur - courant+ liste quali-
ficateur du local dans instruction 
alors pas retenir ML 
H..23' 
sinon Si. NN provenance: dernier= NNC' 
Traitement qiobaL 
et que liste· qualificateur du 
dernie·r record de, table local trait 
::. liste qualificateur dU: local dans 
instruction 
alors -- Modifier: la valeur du 
dernier record de table 
local tra·i t. 
sinon Ajouter ML dans table· local 
trait avec NN = NNC +- nombre 
de qualificat-eur · 
NN provenance = NNC. 
NN local trait= NN local 
trait+- l .. 
Cet aj:out s'effectue par 
ordre croissant sur le NK 
et NN provenance .. 
~MG de type transférable alors - Ajouter dans table 
transférables le MG avec 
NN = NNC et NN provenance 
= NNC- . 
Si. MG de type couleur 
alors 
Si NN' table local couleur = çt 
alors NN premier enregistrement de 
table local couleur= rd 
sinon NN premier enregistrement 
de table local· couleur = 
Valeur NN premier enregistre-
ment de table local couleur. 
---- - -----------------------------------
_H.24 •. 
Si NN table couleur=~ 
alors NN dernier enregistrement table 
couleur=~ 
sinon. NN derni.er enregistrement table 
couleur= Valeur du NN du dernier 
·enregistrement de table couleur-
Si 3: dans table Local. Couleur un enregistrement pour leque.L 
NN = NNC et que la. liste qualificateur entière de ce.t 
enregistrement correspond entièrement ou en partie.,, en 
commençant par la fin,. à Nom - Qualif icateur - courant 
alors oublier· MG 
sinon 
Si. (NNC:~NN, du. premier enregistrement de la:. table 
local. couleur et NN table couleur,'-- ~ et ~dernier 
enregistrement,'.. état) ou (dernier enregistrement 
= état et NNC ,' NN de celui-ci)] ) 
alors pas retenir MG 
sinon si (NNC = NN du. dernier enregistrement table 
couleur et ~ état) 
Si. MG de type trait 
alors 
alors - remplacei: la:" vaieur du dernier 
sinon 
record de Table couleur par la 
va:leu:.r dans: · 1e MG .. 
Inclure MG dans table- couleur. 
NN table couleur = NN table 
couleur + 1 avec NN• = NNC~ 
Si NN table local trait = ~ 
alors NN premier enregistrement de table 
local trait=~-
sinon NN premier enregistrement de table, 
Si, NN. table trait = ~ 
rf.,25 • ., 
local. trait = valeur du. NN du. premier 
enregistrement de table. local. trait-
alors- NN dernier en:regis.trement table• trait = çt. 
sinon NN dernier enregistrement. de table-trait= 
Valeur du. NN. du dernier enregistrement de 
table trait .. 
Si J dans table 1ocaI. trait Uil'. enregistrement pour lequel 
NNi = NNC: et que- liste qualif i.cateur entière· de cet. enre·-
gis;trement corre-spond entièrement ou en partie., en commen-
çant par lat fin;,, à Nom - Q.ualificateur - courant 
a-lors:, oublier MG, 
sinon Si. (NNc: >NN du premier enregistrement de. tabl·e 
locaJ: tra.i t et NN.: table trait -;i ~ · et 
(<dernier enregistrement ;t état) ou (de•rnier 
enregistrement= état et NNC' ;t NN' de c.elui-ci.)l) 
aslors:; pas retenir MG 
sinon Si (NNC; = NN du dernier enregistrement 
table trait- et ;l état) 
alors - Remplacer la valeur du 
dernier record de T·able 
Trait par la valeur dans 
le MG .. 
sinon - Inclure MG dans: Table: Trait 
- NN table trait = NN table: 
trait+ 1 .. 
_H~26:. 
rr .. EXEMPLE 
II. i Commande, 
TRACER v.LLiase (~) 
1@ numera mi~ entre Parenthe~es 
dans. l' alsorithme 
es;t. le numero de l,'e.tai=-e 
-------------·----------------------------------------
VILLAGE . ,, 
CZ} ec:ran alanc ;: 
( 3:) ecr-an 0-Leu_ ;. 
(,4,:) co•.Jleur- rou~e, ;,, 
CS), trait 'f'in ; 
( 6,), maison,. .. maison .. 
C21) ecran rouste-; 
(22) cou.leur" noire-; 
( a·) Ccou1eur rouste~ couieu~ v~rter 
translation~ 1 · 
Cmur' :: couleur Z 
t rans.l ati on Y ,.. 
rect.ansle-toi t :- coùl.eur- bleu ,,. 
couleul"' vert r 
reducti.on F"' 
rotation Gr 
couleur- rouse. ,.. . 
toit t couleur bleu~ 
tra.it. sires, ,, 
rota.ti on B ,,. 
rotation c. ,, 
droite-tait! couleur- mauve~ 
trait mo.~er, " 
s -~met. r-ie D ,,. 
ro.tat.ion E :r , 
(2~} maison! : maison (b) Cmur: couleur Jaune, 
t. ra.i t mo~en ; 
dilatation H ,-
reduction I J .. 
(24)(7> toit: toit <c> C couleur blanc r trait Sros , 
translation J J 
Cdroit~: couleur W, 
s~metrie X J ; 
(32)(1S) mu~! mur Cx> C rectansle: couleur K, 
s~metrie M , 
droite: couleur L, 
dilatation N J • 
TOlT ( W,} ;. 
(25)(8) ecran mauv•; 
(26)(9) dro~t~: dro~te <~> t coùleur rouse , 
reduction. F' J ;. 
( 3:0) < 13') cou 1 eu r-. C':I an ... 
(.3:lJ ,('1.4)' rectans-le-- :- rectan~l.e- < a;)- C coulerJr O ,, 
rotat.ion Q J ..-
DRO-:I~TE < N > ;. 
(3'4)C-27)(17)(10) couleur blanc; 
<3S>-<28·> (18) (11-> X' :· X Cn> ;. 
(3'6i) (29) ( 1.9) ( 12) Y :- Y (n) • 
HUR C tf) ;, 
C.:J3·)Cl::6)' 9-raite ~ dro,ite (b-) C c·o•.J.leur' R: r 
· s':lmetrie, T J";: 
C.37) (20·) rectan!:lle- .. rect.ansle. (c.) C ~ouleur s. ,, 
dilata.tien U,. 
reduction U,. 
t.-rai t. ~C. J • 
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n ,1 t'l =, Nt.W:JJ 
'~'1hHli>Hs Vi ~tj 1111:ctdH ::lrltWH:f )Jhtid SMN::HlV s.ltJ.t.1wn~l 
. . 
------------ - .--- .--r-------------- - -- ~?- .-- .------,•--- .-~--- .--------------
1 ~t.af'e I NNC 1 
' 
-----------------------------------------. --T---r---. ---------------------•----
l YPP IJPP 1--------, •----- .- ----- .. --------------.-"----~ -.•-. --. ---~--- -•.-----------r-rf 
2 2 YPll YPP \ t 1-------,.----.-- .. -~ --~-------.. -- ~ ·-r---.,...~-----, . ---~v•--· ~--------------~--.............. _ .... ___________ .. _.,. __ .------ --! 
t ~ 2 YPP Yf'tl 
,----------------- 7-------. -------.------ .. --.- .------------- -----------------, 
4 2 l ~ fR4!:f~ f::TAT I VPP 1 1------------------- ,------ ------------------ 7------------------~------------ 1 
~ 2 1 2. rq1-1S~ ETAT I 2 fin J.::TAT I 1 1-------------------------~------------p-------------------~------~------------1 
1 4 1 2 1 2 rA~g~ ÇTAT 1 ~ fin ~TAT 1 2 A tr~n~lijtipn 2 1 1 t t 2 y!:;'rte 1 1 1 
,---------------------- -------------------------------------~----------------- ! 
1 7 1 ~ 1 2 rp4~e ~TAT 1 2 fin ~TAT 1 2 A tri3nslijtJon ~ 1 
1 1 1 2 vert-e I J ftrq!ii 1 3 P rotat,~pn 2 1 
1 1 1 3 Plet.1 1 1 3 c· roti3tipn 2 1 
1 1 1 1 1 3 J tn:msla1,:j.pr, 3 !------------------------- ---------~--·-----~~------.--------------------------, 
1 8 1 4 1 JPEM I JtiEM I lP~M 1 !------------------------------~------ ---r-~--•--·-----~--- ·•------------------f 
? 4 1 2 rpuse ETAT 2 fin ~TAT 2 A t-ran•JattPn 2 1 
1 2 vert~ J srg5 ~ ~ rptatton 2 1 
1 3 bleu 4 mQw~n 3 Ç rotation 2 1 
1 4 ma4v@ ~ ~ t anslatipn J 1 
1 4 t• 15!,HJ1etrte 2 1 
1 4 ~ rotl;3tior, 2 
.f 4 X ?\:IITlet-rif:? J · 
1 1 ! 4 f' J'i?cfuçtie>n 4 !-------------------------------~----- ---~---. -----------------------~---------! 
1 10 1 5 1 lPEM I JPJ::M I I!tf:M 1 !--------- -----------------------~------------. ~---------------~---------------, 
1 11 5 1 IPf:M I lPf::M I îPf::M 1 
- "' ·, . . . . ... 
EX~NP~E f t,~bles 
. . . 
- - - --- - ---- - ------•• - ~---- ............... - .... •- -- .... - - ........................ . ........ - .... ~ -• .... • - ,... ... """ .... - ...... ,. ..... .. .... .... ........ rt- - ...... ••· .. , . .... ....... , ···• .... -·· .. .. - ·· - ·· •••• - ·· - - .. .. 
----------------------------- _., ., .. ----.. .. --.... - .... -.... - ........ .... -.... -- -"" .... .... ,. ...... .... ........ -- ................ ................ -- .... .. .. --............ ........ .... .. .. ....................... . 
1 l 2 ~ I Pf;:M I t1E:M I-P~M 
1 -------- - ------ - ------- -···· . ------- -- -- -- •• - -- -- •• -- -- -- ------- •• •· -- --- •• - •• .,... .. .... -- •••••••••• -- .••• ---·· •• -· ....... ...... ---- 1 
13 4 1 2 
, . 2 
1 3 
1 
l:'.TAT 2 ftn 
~ ~rq• 
J::TAT ~ A trinslatiPn 
3 te rot.ëtiion 
;3 C fAtat-iPn 
~ . ~ tran~lat,ipr, 
1 ---------~--------------------------- ···· .................................... , .... _ .. r- -r •• , ...... ___ ,..... ....................... .. ., .... r· ........ .................... .. .. .. .. ···-- .... -- ..... .. .. .... ! 
14 4 2 rp4se ~TAT ~ fin iT~T 2 A translft-·qn 2 
2 Y~rt~ J ~rP• ~ P rptijtion 2 
~ ~l~~ 3 Ç rotation 2 
4 rou•e 3 ~ trï3nslijtion 3 
4 F r,d4ctiPn 2 
4 A rptatipn ? 
1 1 1 1 1 4 Q rPti3tior, 4 l 
1 ------------ . ------------ . - . - •• ~ -· ---- "" ......... - .-- •. •• - -,. -- - - -- ---- .• •• -------- "" -- -- .•... -· .• -· "" "" .. --........... ... ... ... ... -- 1 
l 15 1 ~ f 2 rpµ~e ~TAT 1 ~ fin ETAT 1 2 A tran•J~tiRn 2 l 
l l 1 2 verte 1 1 ;'.$ Y 1~rarH;i.,1tion 2 1 
1 . 1 1 3 Z 1 1 l 
1 - - - -- - - •• - - -- - -- - •• - - ,... -- "" - - -- - ---- - •••••• -- •••• -- •••••• -- -- •• -- -- •••••• -- •• -- •• -- -- ...... "" "" -- •••••••• -- ••••••..• ..• -- .. ... ...... ....... ......... ... ... ··- ! 
1 16 1 4 1 2 ro4~e ~TAT 1 2 fin ~TAT 1 2 A translatio~ 2 1 
l • 1 2 verte 1 1 ;3 Y tpin!; lation 2 ! · 
1 1 4 Z 1 1 4 N qilatë1t.ic:>r1 3 . ! 
l 1 1 . l 1 -4 T ij \:i,1, ("' -~ r fe A ! 
1 - - - - - - - .. - •• - - - - - -- - •• - - •••• - •. --- - . . " •. --..... .. -- ' -•. , ---- -- -- -- •.. -- -- •••••• --... -- .. ... -- .. •••••••• "" "" .......... ... "" ...... •·· .... .. .. .. .. .. --... -· -· ! 
1 17 1 5 1 IIlf:'.M I lPl:'.M I lfrf:M 1 !-----------------------------------------------------------------------------------, 
1 18 1 ~ ! ID~M I I(l~M I rrrr::M 1 
1 - .. - . - .... -- .. - - - - - - - - - - - - - •• -· .... - ·- •• -- •• --•..•• "" -- •• -- - -- -- •••.. - - - •• -· -- •• •••.. ---- "" ·- ...... -· •• -- . .. •·• .... "" ... ... ... ........ "" .... -- --...... ' 
! 19 l 5 l IPf::M I lPEM I lDf.H 1 
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- .... - - ..... -- .... - ........ , ...... -- - ........... - .................... • . ............ . ......... ........ . .... .. I"'"' .............. .. .. .. .. . , ~ ...... ' .. "!•· .. ., ,. .. "" 1"" ., .. .. ,, .. " ............ , .. .. ...................... .... .......... .. .............. .. ... ... . ... ............. •··· .......... .. 
20 4 2 fOlJ!'.t~ 
2 y~rt, 
~ 1-
ETAT ! 2 fin ~TAT 1 1 A translatipn 2 
1 · 1 ~ Y trmn ~lation 2 
1 1 A M ~wm~tri~ 3 
1 f 4 ~I _qiJ~t,Qt!Pf" 4 
l 1 4 Y r~q1..u::tiqn 4 
t ---------------.- .--------,- ~-·------------ -· .... ······----~'!t•·, "' ¾••-- - -... --------- ................ .. .... .. ........ .... ....... ... ........ .. .... - ·· .... ~, . .... - - ............ f 
1 21 2 ~ rPu~@ ~T~T 1 2 fin ~TAT 1 !--------------------. --r"-r----- . -------rr~------~--------~ ~---------~------~ 1 
1 22 2 ~ OAir~ ~TAT I ~ fin ~TAT 1 
'-------------------------------,.------------ . ---,.--- ........ -.......... .... .... .... __ ........ .... "' .. .. .. .... ............. .. .................... .. , ... - . ...... ' 
1 23 1 2 1 ~ no:i- r~ J::TAT 1 2 fir 1:'.TAT 1 1 
f --------------------- - ---- --•• - - --- -- · -- •••• - -- - - •• - •• •• •• •••••• •• •• •• •• "" •• ·• •• ·•• •• •• "" ·• ·• "" "" "" "" r• • .. .. "" · •· "" " " 1 
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