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1. Capitulo: Introducción y objetivo del PFC 
1.1. Introducción a los agentes software 
 
El paradigma [BELLIFEMINE07] de la programación orientada a agentes software (Agent-
Oriented Programming, [AOP]) trae conceptos de las teorías de la inteligencia artificial en el 
ámbito convencional de los sistemas distribuidos, pese a encontrarse aún en auge. Se trata 
esencialmente de una aplicación de modelos basada en una colección de componentes llamada 
agentes. 
Los agentes software suelen presentarse como entidades computacionales con un 
comportamiento específico. Pueden funcionar en los equipos de los usuarios (PCs, teléfonos 
móviles) y en los nodos de las redes. Tienen autonomía y capacidad de decisión, razonan, 
aprenden, se comunican con otros agentes, pueden organizarse, y desplazarse de un nodo a otro. 
Solos o colaborando con otros agentes, utilizan sus capacidades para resolver los problemas de 
forma inteligente, servicial y pro-activa. 
El modelo arquitectónico de una aplicación orientada a agente es intrínsecamente de igual a 
igual (peer to peer), como que cualquier agente es capaz de iniciar la comunicación con 
cualquier otro agente o ser objeto de una llamada entrante en cualquier momento. 
Recientemente se ha podido observar un significativo grado de explotación en aplicaciones 
comerciales usando los sistemas multiagente, desde sistemas relativamente pequeños de per-
asistencia personal, hasta sistemas de misión crítica para aplicaciones industriales. Por ejemplo, 
los agentes pueden ayudar al usuario a buscar los productos más baratos en la red, negociar 
precios, aconsejar las mejores inversiones y multitud de cosas más. 
 
1.2. Definición y características 
 
Por agente [BOTÍA05] podemos encontrar múltiples definiciones. Aunque una de las más citadas 
es la siguiente: “un agente es un sistema informático situado en un entorno y que es capaz de 
realizar acciones de forma autónoma para conseguir sus objetivos de diseño”. Algunas de las 
propiedades deseables en un agente son: 
 Autonomía: capacidad de actuar sin intervención humana directa o de otros agentes. 
 
 Sociabilidad: capacidad de interaccionar con otros agentes o con los seres humanos, 
utilizando como medio algún lenguaje de comunicación. 
 
 Reactividad: un agente está inmerso en un determinado entorno, del que percibe 
estímulos y responde de manera oportuna a los cambios que se producen en el mismo. 
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 Iniciativa/Pro-Actividad: un agente no sólo debe reaccionar a los cambios que se 
produzcan en su entorno, sino que tiene que tomar la iniciativa para actuar guiado por 
los objetivos que debe de satisfacer. 
 
 
 Movilidad: habilidad de trasladarse en los nodos de una red informática. 
 
 Veracidad: no comunica información falsa intencionadamente. 
 
 Benevolencia: no tiene objetos contradictorios, siempre tratando de realizar lo que se 
pide de él. 
 
 Racionalidad: actúa siempre con el fin de alcanzar sus metas, además de tener la 




1.3. Objetivo del PFC 
 
El proyecto fin de carrera tiene como objetivo dar una idea generalizada de la gran 
potencialidad que posee la tecnología bajo estudio, pese a estar aun en auge. También se 
requiere que se conozca la gran aplicabilidad en los sistemas distribuidos, ya que nos facilita 
enormemente la forma de implementarlos. De esta forma, se realizará un estudio de la misma 
explicando sus características, así como sus pros y sus contras. A continuación se procede con 
una breve explicación de lo que se puede encontrar en cada uno de los capítulos del proyecto. 
 Capitulo 1: En este capitulo se ha dado una breve introducción a los agentes software 
así como a sus características mas relevantes. 
 Capitulo 2: En el capitulo numero dos se dará a conocer las funcionalidades de los 
agentes software, tipos de implementación y distintas capacidades de ejecución. 
Además de las motivaciones que me han llevado a seleccionar un software concreto de 
agentes. 
 Capitulo 3: En el susodicho se realizará un tutorial sobre un ejemplo práctico con 
agentes software, lo que se conoce como un sistema multiagente en la web. 
 Capitulo 4: Se llevará a cabo un estudio de las distintas tecnologías que podemos 
encontrar en el contexto de Internet para realizar una función similar a la de los agentes 
software. Por ultimo se realizará un ejemplo práctico donde se integra la tecnología de 
agentes software con la correspondiente a los servicios web (web services). 
 Conclusiones: Se reflexionará sobre la tecnología bajo estudio y se dará una breve 
descripción sobre trabajos futuros o el panorama de dicha tecnología con el paso del 
tiempo.
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2. Capitulo: Java Agent DEvelopment framework (JADE) 
 
2.1. Arquitectura FIPA 
 
Previo a comenzar [FIPA11] con la explicación de JADE es necesario facilitar al lector el 
conocimiento de la existencia de ciertas organizaciones mundiales que velan por la necesidad de 
que todos los desarrolladores de agentes software o de frameworks para desarrollar agentes 
software remen hacia el mismo sentido. Estas administraciones se conocen como órganos 
reguladores y uno de ellos puede ser la organización FIPA. 
La organización FIPA (Foundation for Intelligen Physical Agent) es creada por el IEEE 
(Institute of Electrical and Electronics Engineers) por la necesidad estandarizar la forma de 
resolver el problema de la interoperabilidad (facilidad de conexión entre sistemas basados en 
dicha tecnología) y de la apertura (posibilidad de extensión).  
En las especificaciones FIPA se definen diversas características que deben cumplir las 
plataformas de gestión de sistemas multiagente. FIPA define sólo el comportamiento externo 
(interfaz), dejando las decisiones de diseño a cada equipo de desarrollo. Otro principio del 
estándar es conseguir un sistema totalmente abierto de tal forma que los sistemas heterogéneos 
puedan interactuar a nivel de sociedades de agentes. FIPA establece el modelo lógico referente a 
la creación, destrucción, registro, localización y comunicación de agentes. 
 
2.2. Agentes JADE 
 
JADE (Java Agent Development Framework) es un framework, como su nombre indica, para el 
desarrollo de sistemas multiagente [BELLIFEMINE02] diseñado bajo los estándares FIPA. 
Proporciona una plataforma de agentes distribuida que puede ser ejecutada en varios hosts 
conectados vía RMI, es decir, solo una aplicación Java, y solo una máquina virtual de Java 
ejecutada en cada host. En realidad, los agentes son hilos Java y viven dentro de contenedores 
de agentes (ubicados en la plataforma en cuestión) que proporcionan el soporte para la ejecución 
de los mismos.  
JADE posee multitud de herramientas que ayudan en el desarrollo y depuración de los agentes, 
así como en la compresión de su funcionamiento explícito. Entre ellas podemos encontrar una 
GUI (Interfaz Gráfica de Usuario) que nos permite gestionar la plataforma de un modo gráfico y 
una serie de agentes que viven intrínsecos en la plataforma, que tienen roles tales como sniffer, 
introspector, interlocutor, etc. 
Cabe destacar que JADE permite la movilidad de agentes entre las plataformas, y el registro y  
des registro automático de los agentes con el agente AMS (Agent Management System). Para 
dar soporte a la comunicación entre agentes utiliza mensajes del tipo ACL (Agent 
Communication Language), propuesto por la FIPA como lenguaje estándar. Permite definir 
lenguajes y ontologías para aplicaciones concretas; la ejecución de las actividades de los agentes 
está basada en comportamientos (behaviours). 
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Con respecto a los estándares FIPA proporciona: 
 Una plataforma de agentes que incluye el agente AMS (Agent Management System), el 
DF (Directory Facilitator), y el ACC (Agent Communication Channel). Todos estos 
componentes son automáticamente activados cuando la plataforma se pone en 
funcionamiento. 
 
 Una librería FIPA de protocolos de interacción listos para ser usados. 
 
 Servicio de Nombres FIPA: cuando un agente comienza su ejecución se le asigna un 
GUID (Globally Unique Identifier) desde la plataforma, con el cual se distinguirá de 
forma unívoca del resto de agentes. 
 
El Agente Gestor del Sistema (Agent Management Sistem, AMS) se encarga de realizar el 
proceso de supervisión para acceder y usar la “Plataforma de Agentes”. Solo es posible que 
exista un AMS en cada plataforma. Los servicios que ofrece son: 
 Creación, destrucción y control del cambio de estado de los agentes. 
 
 Supervisar los permisos para que nuevos agentes se registren. 
 
 Control de la movilidad de los agentes. 
 
 Gestión de recursos compartidos. 
 
 Gestión del canal de comunicación. 
 
 Servicio de nombres (ANS) o “Páginas Blancas” (Nombre-Dirección). 
  
El Facilitador de Directorio (Directory Facilitator, DF) es un agente que proporciona el 
servicio de “Páginas Amarillas” en la plataforma. Los agentes se registran indicando los 
servicios que ofrecen, al darse de alta  solicitan un servicio y se busca cuáles son los agentes que 
lo ofrecen. 
 El Sistema de Transporte de Mensajes, también llamado Canal de Comunicación de 
Agentes (Agents Comunication Channel , ACC), es el componente software que controla todos 
los intercambios de mensajes dentro de la plataforma, incluidos los mensajes de plataformas 
remotas. Realiza una comunicación asíncrona. 
Cuando la plataforma JADE es lanzada, AMS y DF son inmediatamente creados y el módulo 
del ACC se inicializa para permitir la comunicación mediante mensajes. La plataforma de 
agentes puede estar separada en varios host. Cada JVM (Máquina Virtual de Java) es un simple 
contenedor de agentes, donde los agentes pueden realizar todas sus tareas. El contenedor 
principal (main-container) es el contenedor de agentes donde el AMS y el DF están en 
funcionamiento y donde el registro RMI, que es usado internamente por JADE, es creado. 
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Todos los contenedores de agentes están interconectados al contenedor principal de forma 
distribuida, creando así un entorno completo de ejecución para agentes JADE. 
Lo que se ha resumido en este apartado es el funcionamiento y composición de JADE a grandes 
rasgos. JADE abstrae al usuario de todos los procedimientos de control y le deja tan solo el 
apartado referente a la programación. De esta forma el usuario se puede centrar plenamente en 
cómo desarrollar la aplicación que desea dejando de lado aspectos importantes para la ejecución 
pero que la plataforma realiza por sí sola. Debido a estas características y a que JADE está 
escrito en Java me decidí por dicha plataforma. 
Cabe destacar que otras posibles opciones válidas para el desarrollo del proyecto fueron 
LARKS (Language for Advertisement and Request for Knowledge Sharing), SAF (Software 
Agent Framework), KQML, etc. Pero la falta de documentación en la web por el contrario de las 
mismas y la cantidad de ella a favor de JADE culminó mi elección a favor del último. 
 
2.3. Desarrollo de agentes 
 
2.3.1. Tipos de agentes software 
 
En función [BELLIFEMINE07] de los distintos criterios que se muestran a continuación se pueden 
establecer los tipos de agentes: 
 Según sus características individuales: 
 
o Agentes reactivos: Realizan tareas sencillas. Su modelo computacional está 
basado en un ciclo de recepción de eventos externos/reacción. La reacción 
consiste en la ejecución de procedimientos o rutinas sencillas según el estado 
interno del agente. El comportamiento reactivo puede consistir en cambiar el 
estado interno, o en ejecutar funciones internas o funciones externas sobre el 
entorno. En todo caso, un agente reactivo no realiza procesos de razonamiento, 
ni tiene ningún mecanismo explícito de representación del conocimiento. El 
mecanismo de control se basa normalmente en autómatas de estados finitos 
extendidos. Pueden también incorporarse mecanismos de aprendizaje 
simbólico, sustituyendo el autómata de control por una red neuronal. 
 
o Agentes cognitivos: Realizan tareas complejas. Utilizan algún tipo de 
representación explícita (simbólica) del conocimiento. Para realizar las tareas 
necesitan llevar a cabo procesos de razonamiento y otros procesos cognitivos 
como la planificación y el aprendizaje. Las arquitecturas de los agentes 
cognitivos tienen como núcleo central algún tipo de procesador de 
conocimiento que integra la información procedente del entorno y controla el 
comportamiento interno y las acciones del agente de acuerdo con el 
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 Según su autonomía: 
 
o Agentes autónomos: Es capaz de decidir qué acciones ejecutar o qué objetivos 
elegir sin un control exterior explícito. 
 
o Agentes dependientes: Necesitan de un control exterior explícito. 
 
o Agentes semiautónomos: Son un tipo de agentes que realizan algunas acciones 
de forma autónoma y otras de forma dependiente. 
 
 
 Según la movilidad: 
Ésta característica se implementa en la plataforma de ejecución de agentes, es decir, es 
intrínseca a JADE. 
o Agentes fijos: Permanecen en el lugar donde fueron creados. Los agentes 
cognitivos suelen ser agentes fijos debido a su complejidad interna. 
 
o Agentes móviles: Aquellos que poseen la capacidad de desplazarse por los 
nodos de una red para realizar una determinada tarea. 
 
 
 Según el entorno de ejecución (enviroment): 
El entorno proporciona los medios necesarios para que un agente pueda ser creado, funcione y 
sea destruido. De este modo podemos encontrar dos tipos de agentes. 
o Los que requieren un entorno especial, como pueden ser los agentes móviles, 
en el que su desarrollo es específico de cada plataforma. 
 
o Los que se ejecutan en plataformas estándar, son plataformas 
computacionales existentes como puede ser la proporcionada por FIPA. Todos 
los agentes que usan los mecanismos de gestión de dicha plataforma se 
denominan agentes FIPA. 
 
 
 Según el modo de organización: 
Podemos considerar a los agentes como entidades individuales dentro de un SMA (sistema 
multiagente), teniendo cada uno de ellos una función concreta para cumplir una finalidad 
común. 
o Agentes individualistas: Realizan sus tareas sin cooperar con otros agentes 
porque no poseen esa capacidad. 
 
 
 - 15 - 
o Agentes cooperantes: Tienen la capacidad de colaborar con otros agentes, 
por lo que pueden realizar sus acciones en solitario o cooperando con otros 
agentes. 
2.3.2. Arquitectura de los agentes software 
 
La arquitectura de los agentes [MAS05]  define los mecanismos fundamentales que subyacen en 
los componentes autónomos de los mismos, es decir, dicha arquitectura es utilizada para definir 
el comportamiento del agente. 
Según se puede encontrar en la documentación existen tres tipos de comportamiento del agente. 
 Reactiva, que operan de una forma simple, acción-reacción. 
 
 Deliberativa, que razonan sobre sus acciones. 
 
 Híbrida, que trata de involucrar la reacción y la deliberación. Adaptando lo mejor 
de cada enfoque. 
De este modo se establecen cuatro grandes grupos de arquitecturas: 
a) Arquitectura basada en la lógica (simbólica), utilizan sistemas de técnicas en las que 
se simboliza un ambiente representado y manipulado con mecanismos de razonamiento. 
La ventaja de este enfoque es que el conocimiento humano es un símbolo fácil para la 
codificación, y pueden ser construidos para ser computacionalmente completos, lo que 
hace más fácil para los seres humanos entender la lógica. Las desventajas son que es 
difícil traducir el mundo real en una descripción precisa y simbólica adecuada, y que la 
representación simbólica y la manipulación consecutiva pueden tomar un tiempo 
considerable. 
 
b) Arquitectura reactiva, los agentes reactivos no presentan representación explícita de 
conocimiento simbólico complejo. Se trata de ofrecer respuestas inmediatas a estímulos 
del entorno. Se trata de agentes que tienen una percepción concreta a partir de la cual se 
disparan las acciones pertinentes, dependiendo de las condiciones activadas en el 
proceso perceptivo. Este tipo de agentes puede implementarse usando una 
infraestructura de comunicación a través de mensajes ACL. En la Ilustración 2.3.2.I 
puede observarse como percibe por los sensores los estímulos que le hacen realizar una 
serie de acciones y pasar por unos estados hasta producir como resultado la acción 
deseada. 
 
 - 16 - 
 
 
Ilustración 2.3.2.I - Esquema de arquitectura reactiva 
 
c) Arquitectura delibertativa, los agentes deliberativos usan un modelo del mundo 
explícitamente representado y funcionan siguiendo el paradigma de los sistemas 
clásicos basado en el ciclo percepción-planificación-acción. El modelo de agente más 
representativo del tipo de los deliberativos es el BDI (Belief-Desire-Intention). Estos 
agentes se caracterizan por tener “ciertas actitudes mentales” como son: 
 
 Creencias: corresponden al conocimiento que el agente posee sobre el resto del 
mundo. 
 
 Deseos: cómo se ordenan los objetivos del agente. 
 




Ilustración 2.3.2.II - Esquema de arquitectura deliberativa 
En la Ilustración 2.3.2.II el agente recibe un estímulo del exterior que percibe por los sensores. 
A partir de este momento realiza la planificación de sus acciones hasta producir como resultado 
la acción deseada. 
d) Arquitectura híbrida, un agente híbrido típico dispone de componentes deliberativos 
que permiten realizar razonamientos complejos, realizar planes y tomar decisiones; 
combinado con componentes reactivos que permiten la reacción inmediata ante eventos 
para los cuales es necesario ese tipo de reacción. En la Ilustración 2.3.2.III se puede 
observar cómo la estructura del agente híbrido está compuesta por un componente 
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deliberativo y un componente reactivo. Ambos componentes se intercambian 
información, observaciones y modificaciones. 
 
Ilustración 2.3.2.III - Esquema de arquitectura hibrida 
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En este capitulo se lleva a cabo la explicación de cada uno de los pasos seguidos para llegar a la 
implementación de una aplicación basada en un sistema multiagente. Dicha aplicación consiste 
en un buscador de información distribuido que usa la tecnología de agentes software para llevar 
a cabo su fin. La información es la que correspondería a un “catálogo de música”. Por lo tanto 
se implementan tantos hosts servidores como catálogos de música, y tan sólo un host cliente que 
aloja la página web desde la cual se realizará la búsqueda. Además éste último será el encargado 
de comenzar la ejecución de la aplicación. Todo ello será explicado detalladamente a posteriori. 
El funcionamiento de la aplicación desarrollada sería el siguiente, el usuario introduce los 
parámetros de búsqueda en la página web acorde a la información específica que se quiera 
encontrar. Entonces se procede a la búsqueda, una serie de acciones, transparentes al usuario, 
que tienen como consecuencia la obtención de la información buscada. De esta forma se 
consigue una aplicación distribuida que cumple los requisitos principales de dichos sistemas: 
 Escalabilidad, la escala del sistema queda determinada por la cantidad de hosts 
servidores que lo componen. 
 
 Tolerancia a fallos, los hosts servidores pueden tener información replicada por lo que 
si uno queda inoperativo por algún motivo la información no queda obsoleta. 
 
 Transparencia al usuario, el proceso de ejecución de la aplicación debe estar oculto al 
usuario, de tal forma que éste introduzca unos datos a la entrada del sistema y obtenga 
los datos que correspondan a la salida del sistema. 
Para ser más concretos, la página web implementada envía una serie de datos al host cliente. 
Éste es el encargado de iniciar el funcionamiento distribuido de la aplicación, ya que es, él 
mismo, el que se comunica con todos los hosts  servidores. Dichos hosts servidores reciben una 
petición del host cliente que procesan y ejecutan contra sus respectivas bases de datos, 
proporcionándoles estas últimas la información que solicitó el usuario. Finalmente, los hosts 
servidores devuelven la información al host cliente que se encarga de mostrarla por pantalla 
para el usuario. 
A continuación se explica el funcionamiento en un ejemplo concreto para facilitar la 
comprensión de la aplicación desarrollada: 
En primer lugar supondremos que el catálogo de música número uno contiene la discografía de 
Joaquín Sabina y pongamos que se quiere obtener la información correspondiente a su primer 
disco (año de salida, discográfica encargada de la producción, estilo de música, etcétera). 
Entonces en el buscador implementado, que se aloja en la página web a la cual se hace mención 
anteriormente, se realizará una “búsqueda por artista”. Siendo el mismo Joaquín Sabina, a 
continuación, la aplicación ejecutará una serie de acciones que para el usuario serán trasparentes 
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(se corresponden con la comunicación entre hosts mencionada anteriormente) y por último, 
devolverá la información disponible mostrándola por pantalla. 
 
3.2. Implantación de la arquitectura 
3.2.1. Justificación de la implantación llevada a cabo 
 
La aplicación ha sido desarrollada íntegramente bajo el sistema operativo Linux Ubuntu Server 
y Linux Ubuntu (ambos basados en Debian), aunque se podría haber realizado bajo cualquier 
otra versión de Linux e incluso bajo el sistema operativo Windows. La cuestión de por qué se ha 
decidido utilizar el sistema operativo Linux radica en la destacable facilidad de la “puesta a 
punto” de los hosts así como de las enormes ventajas que proporciona Linux ante otro sistema 
operativo cuando se tiene un control considerable sobre éste. Y, las versiones Ubuntu y Ubuntu 
Server por ser las más utilizadas por los usuarios, obteniendo como consecuencia un mayor 
soporte del sistema operativo. 
Para llevar a cabo la implantación del sistema en un ordenador con el sistema operativo Linux 
Ubuntu tenemos que tener en cuenta algunas cuestiones importantes. En primer lugar, se 
necesitan tantos hosts servidores como “catálogos de música” se quieran implementar y dado 
que sólo se dispone de un ordenador será necesario el uso de máquinas virtuales para la 
creación de los mismos. En segundo lugar, cada host debe tener instalado unos determinados 
servidores que proporcionen todas las características correspondientes a la aplicación. Y por 
último, es importante destacar que el host cliente y los hosts servidores toman un rol distinto en 
la aplicación (de ahí su distinción), así como la absoluta necesidad de que exista conectividad 
entre cada uno de los distintos hosts (cliente – servidores). 
 
3.2.2. Los hosts servidores 
 
Como bien se ha justificado, la implantación de esta parte del sistema se realiza mediante un 
software de virtualización: Oracle VM VirtualBox OSE, versión de código abierto libre 
acreditada por la licencia GPL (Licencia Pública General). Para descargar e instalar dicho 
software en nuestros equipos bajo cualquier sistema operativo basado en Debian, tan solo será 
necesario ejecutar el siguiente comando en una terminal:  
 
Una vez haya finalizado la descarga e instalación del software se procede con su ejecución 
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Y aparecerá el menú de la Ilustración 3.2.2.I (sin ninguna máquina virtual instalada): 
 
Ilustración 3.2.2.I - Menú de inicio en VirtualBox 
Bien, a continuación se procederá con la creación de la primera máquina virtual (en mi caso 
PFC_3) que tomará el rol de host servidor en el sistema, pulsamos el botón “Nueva” y aparece 
el menú de la Ilustración 3.2.2.II: 
 
Ilustración 3.2.2.II - Menú inicial de nueva máquina virtual 
En el cual elegimos como sistema operativo Linux y como versión Ubuntu. Pulsamos 
“siguiente” y nos aparece una serie de menús que personalizan la creación de la maquina virtual, 
finalmente aparece una ventana que resume dichas características como se observa en la 
Ilustración 3.2.2.III: 
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Ilustración 3.2.2.III - Resumen de la configuración de la nueva máquina virtual 
Se ha elegido como tipo de archivo de disco duro la opción VDI (seleccionada por defecto). Es 
preferible que cada máquina virtual posea su propio disco duro para evitar la pérdida de datos y 
fallos en el sistema propio, por lo que queda justificada la elección anterior. En cualquier caso el 
almacenamiento con reserva dinámica ofrece ventajas sobre los restantes, y en cuanto al tamaño 
se ha elegido la opción por defecto ya que es suficiente. Debido al tipo de almacenamiento el 
grado de ocupación físico del disco duro local se verá afectado, es decir, aunque se hayan 
reservado 8 GB de disco duro para la máquina virtual el tamaño del archivo correspondiente 
será determinado por el grado de ocupación del disco duro virtual. 
Una vez ha finalizado la creación de la máquina virtual en cuestión pulsamos “Iniciar” y 
aparecerá la ventana mostrada en la Ilustración 3.2.2.IV: 
 
Ilustración 3.2.2.IV - Asistente de primera ejecución 
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Como se explicó anteriormente, se va a proceder con la instalación de Ubuntu Server para los 
hosts que toman el rol de servidores (“catálogos de música”). En primer lugar, es necesario 
tener el software disponible, éste se puede descargar de la página oficial de Ubuntu: 
http://www.ubuntu.com/download/server/download 
Es recomendable elegir la versión de 32 bits por compatibilidad con las demás aplicaciones que 
serán necesarias para el desarrollo del sistema final pese a que en la página oficial de Ubuntu 
nos recomiende la versión de 64 bits (se debe a la rentabilización máxima del servidor). 
Por lo tanto seleccionamos como medio de instalación la imagen descargada y pulsamos 
“Siguiente”, debe de aparecer una ventana acorde a la mostrada en la Ilustración 3.2.2.V: 
 
Ilustración 3.2.2.V - Resumen del asistente de primera ejecución 
Pulsamos “Iniciar” y se da comienzo a la instalación de Ubuntu Server, en primer lugar será 
necesario elegir el lenguaje de instalación tal y como aparece en la Ilustración 3.2.2.VI: 
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Ilustración 3.2.2.VI - Selección del lenguaje de instalación 
Y se procede con la instalación del sistema operativo pulsando “Enter” sobre “Instalar Ubuntu 
Server”: 
 
Ilustración 3.2.2.VII - Primera ejecución de Ubuntu Server 
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A continuación, el asistente de instalación realizará una serie de cuestiones para determinar la 
configuración deseada del sistema operativo. Se adjuntan una serie de ilustraciones 
correspondiéndose a la configuración que se ha de seguir, con el objeto de esclarecer cualquier 
complicación que le pueda surgir al lector. 
 
Ilustración 3.2.2.VIII - Selección del idioma de la distribución 
 
Ilustración 3.2.2.IX - Detección de la distribución del teclado (1) 
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Ilustración 3.2.2.X - Detección de la distribución del teclado (2) 
 
Ilustración 3.2.2.XI - Detección de la distribución del teclado (3) 
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Ilustración 3.2.2.XII - Detección de la distribución del teclado (4) 
 
Ilustración 3.2.2.XIII - Selección del "hostname" 
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Ilustración 3.2.2.XIV - Configuración del reloj del sistema operativo 
 
Ilustración 3.2.2.XV - Selección de la forma de instalación 
En la Ilustración 3.2.2.XV aparece seleccionada la segunda opción (la elegida) aunque dado 
que, como se describió anteriormente, el disco duro virtual se utilizará en su total plenitud para 
el sistema en cuestión también sería aceptable la elección de la primera opción. En cualquier 
otro caso, la opción seleccionada proporciona ventajas sobre las demás ya que permite 
configurar el LVM (Logical Volume Manager, administrador de volúmenes lógicos para el 
kernel Linux). 
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Ilustración 3.2.2.XVI - Selección de disco duro 
 
Ilustración 3.2.2.XVII - Resumen de selección de disco duro y de forma de instalación 
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Ilustración 3.2.2.XVIII - Selección del tamaño de disco duro 
 
Ilustración 3.2.2.XIX - Resumen de configuración de LVM 
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Ilustración 3.2.2.XX - Selección del nombre del nuevo usuario 
 
Ilustración 3.2.2.XXI - Selección del nombre de la cuenta 
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Ilustración 3.2.2.XXII - Selección de contraseña del nuevo usuario 
 
Ilustración 3.2.2.XXIII - Verificación de la contraseña para el nuevo usuario 
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Ilustración 3.2.2.XXIV - Configuración de usuarios y contraseñas 
 
Ilustración 3.2.2.XXV - Selección del proxy de acceso a red 
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Ilustración 3.2.2.XXVI - Selección de la administración de actualizaciones del sistema 
Es recomendable que el sistema se encuentre blindado ante posibles filtraciones de información. 
Por lo tanto seleccionando la segunda opción tal y como aparece en la Ilustración 3.2.2.XXVI se 
conseguirá tener el sistema en la versión más reciente disponiendo de las actualizaciones 
importantes soportadas o gestionadas por la comunidad de Ubuntu. 
 
Ilustración 3.2.2.XXVII - Selección de servidores a instalar en el sistema 
Al ser Ubuntu Server un sistema destinado a operar en un servidor (como bien su nombre 
indica) se puede observar en la Ilustración 3.2.2.XXVII la enorme facilidad para instalar 
programas servidores, es decir, Ubuntu Server nos provee de cualquiera de los servidores 
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mostrados en la lista seleccionándolos y pulsando “Continuar”.  Se explicará con detalle en 
posteriores apartados. 
 
Ilustración 3.2.2.XXVIII - Selección de contraseña para MySQL 
 
Ilustración 3.2.2.XXIX - Verificación de contraseña para MySQL 
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Ilustración 3.2.2.XXX - Configuración del grub 
El grub [WIKI11_1] es un gestor de arranque múltiple que se usa para seleccionar el sistema 
operativo con el que se desea iniciar cuando hay dos o más instalados en el mismo host. Por lo 
tanto no será necesario en nuestro caso ya que siempre iniciaremos el mismo sistema operativo 
al no existir ningún otro. 
 
 
Ilustración 3.2.2.XXXI - Instalación completada 
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Una vez completada la instalación ya disponemos del sistema en condiciones para ser usado, 
salvo que hay tener en cuenta un pequeño detalle. Como bien se ha dicho, este sistema está 
destinado para operar en servidores, por lo que no dispone de un entorno gráfico de ejecución, 
es decir, la total gestión del sistema se llevará a cabo mediante una terminal. Bajo el objetivo 
didáctico del tutorial es preferible disponer del susodicho, ya que facilitará las tareas en gran 
medida. 
Para ello hay que ejecutar los comandos expuestos a continuación: 
 
 
Respondemos “Si” a todas las preguntas y cuando finalice la descarga y posterior instalación 
dispondremos del sistema operativo con su entorno gráfico de ejecución listo para ser usado. 
El paquete xinit permite al usuario iniciar manualmente un X server, software que dispone de los 
elementos necesarios para crear una GUI (Graphical User Interface, interfaz gráfica de 
usuario), es decir, este paquete nos proporciona la posibilidad de poder ejecutar el sistema en 
una modalidad gráfica. 
El paquete x-window-system-core gnome-core proporciona al sistema operativo de un entorno 
gráfico de ejecución mínimo. Siendo más concretos, lo que estamos instalando se trata de un 
escritorio basado en gnome (entorno de escritorio para sistemas operativos Unix y derivados, 
propio de Ubuntu) de características mínimas, tal que nos provea de las funciones 
absolutamente necesarias en un escritorio. 
También es importante modificar un aspecto de la configuración de red de la máquina virtual ya 
que, como se explicó anteriormente, se necesita de conectividad a nivel de red entre los distintos 
hosts. Por lo tanto todos ellos deben tener una dirección IP visible en la red y válida, 
consiguiéndose tal y como aparece en la Ilustración 3.2.2.XXXII: 
 
Ilustración 3.2.2.XXXII - Apartado Red del menú configuración 
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Por último hay que destacar que cuando iniciemos la máquina virtual creada será iniciada en 
modo consola, y después de introducir el nombre de usuario y contraseña habrá que iniciar el 
modo gráfico manualmente mediante el siguiente comando: 
 
La máquina virtual con Ubuntu Server ya está lista y ejecutándose en perfectas condiciones. 
 
3.2.3. El servidor LAMP y phpMyAdmin 
 
La combinación de las tecnologías LAMP [WIKI12_1] se usan principalmente para definir la 
infraestructura de un servidor web, utilizando un paradigma de programación para el desarrollo. 
Éstas se refieren a: 
 Apache, servidor HTTP libre y de código abierto. Se usa como plataforma de referencia 
para el diseño y evaluación de otros servidores web (como Apache Tomcat). 
 MySQL, es un sistema de gestión de bases de datos (SGDB) relacional que utiliza el 
lenguaje declarativo de acceso a bases de datos SQL (structured query language, 
lenguaje de consulta estructurado). Es multihilo y multiusuario. 
 PHP, lenguaje de programación diseñado para producir sitios web dinámicos. Se puede 
utilizar combinado con JavaScript aunque no es imprescindible. 
 PhpMyAdmin [WIKI12_2], es una herramienta desarrollada en PHP que se utiliza para 
la gestión y administración de bases de datos MySQL  a través de páginas web, 
utilizando Internet, y de forma gráfica. 
La instalación de las tecnologías LAMP se realiza durante la del sistema operativo, precisamente 
esta ventaja es uno de los motivos por los que se ha elegido Ubuntu Server en lugar de otro. 
Para comprobar si nuestro servidor Apache funciona correctamente bastará con introducir la 
dirección “localhost” en la barra de direcciones del navegador web, obteniéndose lo mostrado 
en la Ilustración 3.2.3.I: 
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Ilustración 3.2.3.I - Servidor Apache funcionando 
 
 
Para llevar a cabo la instalación de phpMyAdmin tan solo será necesario introducir el siguiente 
comando en una terminal de la máquina virtual en cuestión: 
 
Cuando la descarga de dicho paquete finalice, se dará comienzo a la instalación de este. Y al 
mismo tiempo también se llevará a cabo la configuración del susodicho. Es muy importante que 
la configuración se realice tal y como aparece en la serie de capturas de pantalla ilustradas a 
continuación, en otro caso es posible que phpMyAdmin no funcione. Si la instalación se realiza 
incorrectamente se recomienda desinstalar el paquete y volverlo a instalar para poder 
configurarlo de nuevo correctamente, ya que es tedioso de reconfigurarlo correctamente una vez 
que la configuración se realizó de forma errónea. 
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Ilustración 3.2.3.II - Configuración de phpMyAdmin (1) 
 
Ilustración 3.2.3.III - Configuración de phpMyAdmin (2) 
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Ilustración 3.2.3.IV - Configuración de phpMyAdmin (3) 
Dicha contraseña se corresponde con la de acceso al sistema que proporciona phpMyAdmin y 
que será utilizada cuando se desee acceder al administrador de bases de datos. 
 
Ilustración 3.2.3.V - Configuración de phpMyAdmin (4) 
La contraseña introducida se quiere que coincida con la correspondiente al usuario “root” del 
servidor MySQL, mostrada en la Ilustración 3.2.2.XXVIII. 
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Ilustración 3.2.3.VI - Configuración de phpMyAdmin (5) 
Para entrar en el sistema phpMyAdmin habrá que introducir la dirección correspondiente al 
mismo en la barra de direcciones del navegador, tal y como aparece en la Ilustración 3.2.3.VII: 
 
Ilustración 3.2.3.VII - Menú de inicio del software phpMyAdmin 
Se recomienda acceder al sistema como usuario “root” para evitar posibles complicaciones pero 
en cualquier caso sería posible acceder al sistema con otro usuario creado. 
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Ilustración 3.2.3.VIII - Sistema phpMyAdmin 
 
 
3.2.4. El servidor Apache Tomcat 
 
Apache Tomcat [TOM11] es un software de código abierto que implementa las tecnologías Java 
Servlet y JavaServer Pages (JSP). Las especificaciones de dichas tecnologías están 
desarrolladas bajo la fundación Java Comunity Process. Fue desarrollado bajo el proyecto 
Jakarta en la Apache Software Foundation y está mantenido por los miembros de la misma. Este 
servidor web funciona como un contenedor de servlets, ya que no es un servidor de aplicaciones 
se suele presentar con el servidor web Apache (descrito en el punto 2.2.1.) aunque con la 
configuración correcta puede funcionar como servidor web por sí mismo. Está escrito en Java y 
puede funcionar en cualquier sistema operativo que disponga de una máquina virtual Java. 
La funcionalidad necesaria de Tomcat para nuestro caso se corresponde con los servlets 
[SERV09], que son objetos que corren dentro y fuera del contexto de un contenedor de servlets y 
extienden su funcionalidad. Creados por Sun Microsystems, permiten usar un código portable, 
reusable, eficiente y maduro. Normalmente se encuentran en las páginas web con contenido 
dinámico. 
La instalación de Tomcat se realiza durante la del sistema operativo, al igual que la del servidor 
LAMP. Para comprobar si dicho servidor funciona correctamente habrá que visitar el puerto 
8080 (puerto en el que trabaja el servidor Tomcat por defecto) de la dirección “localhost”, tal y 
como se observa en la Ilustración 3.2.4.I: 
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Ilustración 3.2.4.I - Servidor Tomcat trabajando 
 
 
3.2.5. El host cliente 
 
Respecto al host cliente, se ha decido llevar a cabo su implementación en la máquina local. 
Aunque se podría implementar sobre una máquina virtual siguiendo el procedimiento descrito 
en el punto anterior sin ningún tipo de problema. Pero dado que dicho host tiene un rol principal 
en el sistema quizá sea interesante tener una velocidad de respuesta mayor por parte del sistema 
operativo por lo que queda justificada su utilización. Obviamente en este caso la instalación de 
los servidores correspondientes (descritos en los puntos 2.2.1 y 2.2.2) se realizará manualmente, 
aunque tratándose de un sistema operativo basado en Unix (Linux Ubuntu) dicha instalación 
será sencilla. También cabe destacar que en este caso no será necesaria la instalación del 
servidor MySQL ni de phpMyAdmin ya que el host cliente no actuará de “catálogo de música”. 
Se procede con dicha instalación ejecutando en una terminal los siguientes comandos: 
 
 
El primer comando es correspondido por la instalación del servidor Apache y el segundo por la 
del servidor Apache Tomcat. Tras la instalación y correspondiente comprobación del 
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3.2.6. La máquina virtual Java 
 
Una máquina virtual Java (JVM, Java Virtual Machine) [JAVA96], es una máquina virtual 
(valga la redundancia) de proceso nativo por lo que tiene que ser implementada en una 
plataforma específica. Su funcionamiento se basa en interpretar y ejecutar las instrucciones en 
un código binario especial, el bytecode de Java (resultado de la compilación de un programa en 
lenguaje Java).  
 
Ilustración 3.2.6.I - Estructura de un computador con Java 
Es una pieza fundamental en la plataforma Java, proporciona una capa de abstracción entre el 
programa Java compilado y la plataforma de hardware subyacente y el sistema operativo. La 
JVM es la clave para que la portabilidad de Java le haya dado al lenguaje una importancia y una 
utilización en gran medida.  
Ahora bien, la instalación de una JVM se realiza mediante la de otro paquete llamado kit de 
desarrollo Java (JDK, Java Development Kit) [JDK10], que es un software esencial que provee 
herramientas de desarrollo para la creación de programas Java. En los hosts que han sido 
creados podemos encontrar instalado por defecto el OpenJDK de Sun Microsystems [OJDK11], 
que como su nombre indica es  una versión libre de la plataforma de desarrollo Java. Aunque, 
bajo mi punto de vista, es conveniente utilizar el JDK de Oracle por cierto aspectos de 
compatibilidad con otros programas que intervendrán en la aplicación a desarrollar. El software 
en cuestión se puede descargar de la página principal de Oracle: 
http://www.oracle.com/technetwork/java/javase/downloads/jdk-7u3-download-1501626.html 
Para los hosts servidores seleccionaremos la versión de 32 bits para Linux y para el host cliente 
la correspondiente al sistema operativo en el que se esté trabajando. Una vez haya finalizado la 
descarga se procede con la sencilla instalación de la versión 1.7.0 del JDK (el procedimiento 
será el mismo para todas las versiones). 
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Ilustración 3.2.6.II - Descarga completada del JDK1.7.0 
Tal y como se observa en la Ilustración 3.2.6.II la descarga la realizaremos en el Escritorio para 
a continuación mover la carpeta a la ruta que le corresponde siguiendo los pasos mostrados en la 
Ilustración 3.2.6.III, en primer lugar nos situamos en la carpeta donde se encuentra la carpeta 
que queremos mover (/root/Desktop/) y a continuación la movemos a la librería de máquinas 
virtuales Java (/usr/lib/jvm/). 
 
Ilustración 3.2.6.III - Pasos a seguir previos a la instalación del JDK1.7.0 
La instalación del JDK se realiza de manera sencilla indicándole al sistema operativo que para 
las aplicaciones Java utilice la JVM recién instalada. En la Ilustración 3.2.6.IV se puede 
observar el proceso descrito mediante las instrucciones correspondientes. 
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Ilustración 3.2.6.IV - Instalación del JDK1.7.0 
La instalación de la nueva plataforma Java ha sido completada y las aplicaciones Java a partir de 
ahora utilizarán el JDK1.7.0. 
 
3.2.7. La plataforma JADE 
 
En el capitulo anterior se lleva a cabo la explicación de la funcionalidad de JADE, en este 
apartado se tendrá en cuenta JADE a efectos prácticos, es decir, a efectos de descarga del 
software e instalación. 
La plataforma JADE [JADE11] se puede descargar de la página oficial del software, previamente 
tendremos que registrarnos en el sistema de la organización Tilab (Telecom Italia SpA). El 
paquete seleccionado para la descarga será el llamado jadeAll que contiene el software JADE 
además de la documentación del mismo y algunos ejemplos. En el desarrollo de esta aplicación 
la versión utilizada ha sido JADE 4.1 de código abierto: 
http://jade.tilab.com/ 
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Ilustración 3.2.7.I - Descarga de la plataforma JADE 
Cuando la descarga haya finalizado ya tendremos el software listo para ser utilizado pero 
previamente será ubicado dónde le correspondería por defecto. Conforme se puede observar en 
la Ilustración 3.2.7.II. 
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3.2.8. El entorno de desarrollo integrado: Eclipse 
 
Eclipse [ECLIP11], es un entorno de desarrollo integrado (IDE, Integrated Development 
Environment) de código abierto y multiplataforma, que se usa para desarrollar “aplicaciones de 
código enriquecido” (según el proyecto Eclipse). Aunque es software libre no dispone de la 
licencia pública general de GNU. Eclipse permite desarrollar aplicaciones en una gran medida 
de lenguajes de programación gracias a su arquitectura, ya que emplea módulos para 
proporcionar toda su funcionalidad al frente de la plataforma de cliente enriquecido. Dispone de 
un editor de texto con resaltado de sintaxis, refactorización y compilación en tiempo real, 
además de asistentes para creación de proyectos, clases, test de pruebas, etcétera. Resumiendo, 
Eclipse es un parte esencial a la hora de desarrollar cualquier aplicación por todas las facilidades 
de las que nos provee. 
La versión ha utilizar será Eclipse IDE for Java EE Developers y se puede descargar de la 
página oficial de Eclipse: 
http://www.eclipse.org/downloads/download.php?file=/technology/epp/downloads/release/indig
o/SR2/eclipse-jee-indigo-SR2-linux-gtk.tar.gz 
Una vez descomprimido tan solo habrá que ejecutar el software. Tal y como se puede observar 
en la Ilustración 3.2.8.I y en la Ilustración 3.2.8.II: 
 
Ilustración 3.2.8.I - Descarga y ejecución de Eclipse (1) 
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3.3. Desarrollo de la aplicación con tecnología: agentes software 
 
3.3.1. Configuración host servidor 
 
La configuración del host servidor llevada a cabo en este apartado es similar para todos los hosts 
servidores. Todos los pasos a seguir para realizar una correcta configuración de Eclipse serán 
explicados detalladamente, lo cual nos permitirá desarrollar la aplicación en cuestión con más 
facilidad. En primer lugar, es necesario realizar una serie de enlaces simbólicos (indica un 
acceso directo a un fichero en concreto que se encuentra en un lugar distinto dentro de la 
estructura de directorios) tal como se observa en la Ilustración 3.3.1.I: 
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Ilustración 3.3.1.I - Enlaces simbólicos para Eclipse 
Estamos en disposición de crear un nuevo proyecto. Para ello se hace “File -> New -> Dynamic 
Web Project”, donde habrá que indicarle a Eclipse el nuevo objetivo a tiempo de ejecución, es 
decir, se pincha en “New Runtime” y se selecciona el servidor Tomcat correspondiente como se 
puede observar en la Ilustración 3.3.1.II y en la Ilustración 3.3.1.III, en la que cabe destacar la 
selección de la máquina virtual Java descrita en este documento: 
 
Ilustración 3.3.1.II - Selección del nuevo entorno de ejecución (1) 
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Ilustración 3.3.1.III - Selección del nuevo entorno de ejecución (2) 
Por lo que debemos obtener el dialogo final mostrado en la Ilustración 3.3.1.IV: 
 
Ilustración 3.3.1.IV - Finalización de la creación del nuevo proyecto 
A continuación pulsamos el segundo botón sobre el proyecto recién creado y seleccionamos 
“Properties” con el objetivo de añadir a la ruta de construcción del proyecto un archivo JAR 
(Java Archive). Pulsamos en “Add External JAR” como se observa en la Ilustración 3.3.1.V: 
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Ilustración 3.3.1.V - Adición de un JAR externo 
Buscamos el archivo JAR en cuestión que se corresponde con aquel que contiene las referencias 
a las clases correspondientes con la tecnología de agentes software usada. En la Ilustración 
3.3.1.VI se puede observar la ruta en la que se encuentra dicho archivo: 
 
Ilustración 3.3.1.VI - Build path del proyecto en cuestión 
En este punto comenzamos con el desarrollo de la aplicación, incluyéndose en este apartado 
debido a una serie de acciones que hay que realizar cada vez que se quiera crear un nuevo 
proyecto. Pues bien, se comienza creando las carpetas necesarias para el proyecto a desarrollar, 
realizándose tal y como se observa en la Ilustración 3.3.1.VII adjunta: 
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Ilustración 3.3.1.VII - Nuevo paquete (1) 
Es importante que las carpetas creadas se encuentren en la raíz del paquete “src” como podemos 
observar en la Ilustración 3.3.1.VIII. En el caso en cuestión, los nombres de las carpetas serán 
“agentes” y “servlet”. 
 
Ilustración 3.3.1.VIII - Nuevo paquete (2) 
Se procede a crear la clase Java correspondiente a la carpeta “agentes”, pulsando el segundo 
botón y pulsando en “New”, como se puede observar en la Ilustración 3.3.1.IX: 
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Ilustración 3.3.1.IX - Creación de una nueva clase (1) 
Pulsamos “Next” y nombramos la clase con el nombre correspondiente al host en el que nos 
encontramos, como podemos observar en la Ilustración 3.3.1.X: 
 
Ilustración 3.3.1.X - Creación de una nueva clase (2) 
De la misma forma se llevará a cabo la creación de un nuevo servlet, que se ubicará en la raíz 
del paquete con el mismo nombre. En la Ilustración 3.3.1.XI y en la Ilustración 3.3.1.XII se 
puede apreciar dicho procedimiento: 
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Ilustración 3.3.1.XI - Creación de un nuevo servlet (1) 
 
Ilustración 3.3.1.XII - Creación de un nuevo servlet (2) 
Ahora copiamos el código correspondiente a cada archivo Java creado, el cual podemos 
encontrar en el Anexo 1. Una vez disponemos del código Java compilado (Eclipse realiza dicha 
acción automáticamente) se da paso a la serie de acciones que se comentó anteriormente. Dicha 
serie de acciones tiene como objeto la creación de un archivo JAR a partir de alguna de las 
clases del proyecto, que será utilizado con el fin de que la aplicación se ejecute correctamente. 
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Ilustración 3.3.1.XIII - Código Java 
A continuación vamos a poner el servidor Tomcat a correr desde Eclipse, con el fin de publicar 
el código que hemos implementado sobre el mismo. Por lo que será necesario como paso previo 
detener la ejecución del servidor Tomcat localmente (desde una Terminal), tal y como se puede 
se observar en la Ilustración 3.3.1.XIV: 
 
Ilustración 3.3.1.XIV - Detención del servidor Tomcat localmente 
Luego, en primer lugar hay que hacer clic con el segundo botón del ratón sobre el directorio raíz 
del proyecto (catálogoMusica_v2.0) y seleccionar la opción “Run As” donde se elegirá “Run on 
Server” (Ilustración 3.3.1.XV): 
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Ilustración 3.3.1.XV - Menú "Run As" 
En la ventana que aparece se configura el servidor que usará el proyecto en cuestión, por lo que 
es importante que se realice tal y como aparece en la Ilustración 3.3.1.XVI: 
 
Ilustración 3.3.1.XVI - Selección de qué servidor se usará 
La aplicación implementada en dicho host servidor comenzará a ejecutarse en el puerto 8080 del 
servidor Tomcat que se instaló anteriormente. A continuación interrumpimos la ejecución de la 
aplicación deteniendo el servidor Tomcat (Ilustración 3.3.1.XVII). 
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Ilustración 3.3.1.XVII - Detención del servidor Tomcat 
Y nos preparamos para exportar el archivo JAR que estábamos buscando, para ello nos 
volvemos a situar en el directorio raíz del proyecto y hacemos clic en el segundo botón del ratón 
seleccionando esta vez la opción “Export file”. Seleccionamos “JAR File” como el tipo de 
archivo donde  se va a realizar la exportación (Ilustración 3.3.1.XVIII): 
 
Ilustración 3.3.1.XVIII - Tipo de archivo del destino de exportación 
La especificación del archivo a exportar se corresponde con la mostrada en la Ilustración 
3.3.1.XIX donde se puede observar que precisamente los archivos a exportar son las clases que 
hemos creado, es decir, el código implementado compilado. 
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Ilustración 3.3.1.XIX - Especificación de la exportación del archivo JAR 
A continuación debemos añadir el susodicho al path del proyecto, para ello se hace “Run -> 
Run Configuration” como se observa en la Ilustración 3.3.1.XX:  
 
Ilustración 3.3.1.XX - Menú "Run" 
Nos situamos sobre el menú “classpath” y seleccionamos la opción de añadir archivos JAR 
externos al proyecto (Ilustración 3.3.1.XXI): 
 
 - 61 - 
 
Ilustración 3.3.1.XXI - Menú "Run Configuration" (1) 
Habrá que añadir el archivo JAR que hemos creado correspondiente al proyecto en cuestión 
(catalogoMusica_v2.0.jar) y los archivos JAR correspondientes a las tecnologías que se 
implementan para el desarrollo de la aplicación (jade.jar, servlet-api.jar y mysql-connector-java-
5.1.17-bin.jar). En la Ilustración 3.3.1.XXII se puede observar las rutas dónde se encuentran 
dichos archivos con extensión JAR, por lo que dicho menú deberá quedar como el ilustrado. 
El archivo “mysql-connector-java-5.1.17-bin.jar” contiene las referencias a las clases Java que 
permiten establecer una comunicación relacional entre el código y la base de datos MySQL. 
Dicha versión (u otra más actual) se puede descargar de Internet libremente. 
 
Ilustración 3.3.1.XXII - Menú "Run Configuration" (2) 
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Si pulsamos “Apply” y “Run” el rol de la aplicación en el host servidor comenzará a ejecutarse 
correctamente. 
Cabe destacar que en todos los hosts servidores que se deseen implementar habrá que configurar 
su correspondiente base de datos. Para ello accedemos al asistente de bases de datos descrito en 
el apartado El servidor LAMP y phpMyAdmin, y creamos la nueva base de datos como se puede 
observar en Ilustración 3.3.1.XXIII: 
 
Ilustración 3.3.1.XXIII - Nueva base de datos 
Las bases de datos correspondientes a cada host servidor deben ser nombradas igual para que 
exista unicidad en la llamada a las mismas desde el código que se implementa. A continuación 
se crea una tabla por base de datos, la cual también debe de ser nombrada igual que las restantes 
tablas de cada base de dato (por la misma razón), obsérvese la Ilustración 3.3.1.XXIV: 
 
 - 63 - 
 
Ilustración 3.3.1.XXIV - Nueva tabla de la nueva base de datos 
La estructura de la base de datos, que también tiene que ser común para todas las bases de datos 
de los distintos hosts, será la correspondiente a la Ilustración 3.3.1.XXV y a la Ilustración 
3.3.1.XXVI: 
 
Ilustración 3.3.1.XXV - Estructura de "MusicShop" (1) 
 
 - 64 - 
 
Ilustración 3.3.1.XXVI - Estructura de "MusicShop" (2) 
Pulsamos el botón “Grabar” que lo podemos encontrar desplazando la barra de la derecha hacia 
abajo y ya tendremos nuestra base de datos creada. Cabe destacar que la base de datos que se ha 
creado tiene el mismo objetivo que la aplicación desarrollada (didáctico), de ahí su simplicidad 
y su escasa funcionalidad, siendo las posibilidades que ofrece el asistente phpMyAdmin 
enormemente mayores. Por último hay que “rellenar” la base de datos con la información que se 
desee como se puede observar en Ilustración 3.3.1.XXVII, para ello pulsamos “Insertar”, en la 
parte superior derecha de dicha imagen: 
 
Ilustración 3.3.1.XXVII - Insertamos 2 nuevas filas en la base de datos 
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3.3.2. Configuración host cliente 
 
Respecto a la configuración del host que toma el rol de cliente será similar en gran parte a la de 
cualquier host servidor, ya que la estructura de las capas de los host no da lugar a 
ambigüedades. Por lo tanto, el host cliente tendrá una configuración similar de sus servidores lo 
que conlleva a que el proceso de configuración del entorno de ejecución integrado también será 
totalmente similar. La mayor diferencia estriba en las funcionalidades que desempeñan cada 
cual, es decir, el código que implementa cada host con distinto rol y lo que conlleva, el host 
cliente no tiene una base de datos asociada. Dado que será el host principal del sistema (el 
funcionamiento detallado de la aplicación se describirá en el siguiente apartado), en él se 
implementará la web de inicio de la aplicación, accediéndose a la misma siempre que se desee 
poner en marcha la aplicación desarrollada. Por lo tanto la configuración del host cliente debe 
tener una apariencia similar a la mostrada en la Ilustración 3.3.2.I: 
 





Es necesario entender que para que exista comunicación a nivel de aplicación (nivel 4 de la 
arquitectura TCP/IP) debe existir comunicación a nivel de red (nivel 3 de TCP/IP). Y siguiendo 
las especificaciones de TCP/IP, para que exista comunicación a nivel IP entre dos hosts distintos 
el emisor debe conocer la dirección lógica del receptor en todo caso. Para conseguirlo se 
configuran los archivos hosts (/etc/hosts) de todos los hosts implicados en la configuración. 
Dicho archivo es usado por el sistema operativo para guardar la correspondencia entre dominios 
de Internet (en este caso se refiere a al hostname de los hosts) y direcciones IP. 
A continuación se muestran los mismos para que el lector se pueda hacer una idea de la forma 
de los mismos y de como deberá configurarlos. 
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Ilustración 3.3.3.I - Archivo hosts del host cliente 
 
 
Ilustración 3.3.3.II - Archivo hosts del host servidor 
Cabe destacar que los hosts servidores tendrán un archivo host similar, ya que tan solo será 
necesario que contenga la línea de referencia a ellos mismos y la de referencia al host cliente 




3.4. Ejecución y análisis de la aplicación SMA 
3.4.1. Descripción 
 
Se procede con la explicación del funcionamiento de la aplicación desde un punto de vista 
teórico-ilustrativo para facilitar su comprensión. La aplicación está compuesta por cuatro hosts, 
tres de ellos toman el rol de servidores y el restante de cliente, como se puede observar en la 
Ilustración 3.4.1.I: 
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Ilustración 3.4.1.I – Entorno web de la aplicación 
Si se ha realizado todo lo expuesto en este documento, nos encontramos en condiciones para 
proceder con la ejecución de la aplicación. En primer lugar, el usuario realiza una búsqueda en 
la página web que se ha implementado (Ilustración 3.4.1.II): 
 
Ilustración 3.4.1.II - Búsqueda "por época" 
Tras unos segundos el usuario recibirá por pantalla la información solicitada sin ser consciente 
de lo que está ocurriendo “por debajo” de la aplicación. Por lo que se va a llevar a cabo el 
proceso de ejecución paso a paso con el fin de entender el funcionamiento de dicha aplicación. 
 
Ilustración 3.4.1.III - Petición del usuario al host cliente 
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Realizar una búsqueda se puede traducir como una petición al host cliente por parte del usuario, 
como se puede observar en la Ilustración 3.4.1.III. Cabe destacar que los servlets se componen 
principalmente de tres métodos. El método init() que se ejecuta cuando se recibe una petición 
por primera vez, el método doGet() que responde a las peticiones GET del protocolo HTML y el 
método doPost() que responde a las peticiones POST del mismo. Por lo tanto cuando el host 
cliente reciba la petición del usuario su método init() realizará las siguientes acciones: 
 Instanciación del agente local haciendo uso del paquete wrapper.gateway contenido en 
la clase JADE. 
 Creación de la plataforma distribuida JADE Runtime haciendo uso del paquete core 
contenido en la clase JADE. 
A continuación se ejecutará el método doGet() que recogerá los parámetros de consulta para 
posteriormente crear la petición (acción realizada por otro método) que se ejecutará contra las 
bases de datos de los distintos hosts y redireccionará dicho hilo hacia el primer host servidor. 
Cuando el susodicho reciba la petición, se ejecutará el método init() alojado en su servlet, que 
realizará una serie de acciones similares a las que ejecutó el anterior: 
 Instanciación de un perfil de configuración (especifico para cada agente servidor) 
haciendo uso del paquete core de la clase JADE. 
 Creación de un contenedor de agentes (que contiene el agente propio) a partir del perfil 
de configuración y ejecución de dicho agente servidor, haciendo uso del paquete 
wrapper de la clase JADE. 
Al igual que en el servlet del cliente, ahora se ejecutará el método doGet() que la única acción 
que va a realizar es redireccionar el hilo en cuestión de vuelta al host cliente. Entonces, se 
volverá a ejecutar el método doGet() del servlet  del host cliente que redireccionará dicho hilo 
de ejecución hacia el siguiente servidor, ejecutando éste las mismas acciones que el primero 
pero referidas al propio. Este proceso se ejecutara sucesivamente mientras existan hosts 
servidores, tal y como se puede observar en la Ilustración 3.4.1.IV: 
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Ilustración 3.4.1.IV - Iteraciones entre hosts 
Una vez se produzca la última redirección (por parte del tercer servidor hacia el cliente), el 
cliente ejecutará su método doAfterGet() que ha sido implementado. Dicho método creará la 
petición que se va a realizar contra las bases de datos de los distintos hosts servidores a partir de 
los parámetros anteriormente recogidos (por el método doGet()) y por último iniciará la 
comunicación entre agentes indirectamente, ya que activará al agente cliente (Ilustración 
3.4.1.V) pasándole la petición que ha sido creada con el objetivo de ser enviada a los agentes 
servidores. Cabe destacar que todos los agentes que implementamos en la aplicación son del 
tipo reactivo, en concreto el agente cliente toma la función de gateway entre el usuario y los 
demás agentes. Éste se compone principalmente de dos métodos, uno que atiende a la llamada 
por parte de su propio servlet y otro genérico para todo tipo de agentes que principalmente 
modela su comportamiento y las acciones a realizar. Dichos métodos son nombrados 
processCommand() y setup() respectivamente. En concreto, el método processCommand() 
analiza el medio compartido por los agentes, comprueba los que se han registrado en él y los 
añade a su lista de receptores, para seguidamente enviarle el mensaje correspondiente (el cual se 
lo había pasado en servlet cliente). Respecto al método setup(), al agente se le define un 
comportamiento cíclico (realiza dicho comportamiento cíclicamente, una y otra vez) basado en 
la recepción y posterior comprobación del contenido del mensaje, cuando la recepción de 
mensajes se ha completado se devuelve al servlet cliente la concatenación de todos ellos. Los 
agentes servidores son agentes propios y también se componen principalmente de dos métodos, 
el método setup() que define su comportamiento (también cíclico), basado en la recepción del 
mensaje que le llega por parte del agente cliente, la posterior consulta a la base de datos (para 
ello se ha implementado un método que realiza tal acción) y el envío de la respuesta al agente 
cliente con el contenido de la consulta a la respectiva base de datos. Y el método takedown() 
donde el agente borra su registro del medio compartido por los mismos. Cabe destacar que el 
medio compartido es el agente DF que se encarga de tales acciones como ya se ha explicado. 
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Ilustración 3.4.1.V - Proceso de comunicación entre agentes 
Cuando el agente cliente haya devuelto la respuesta de los agentes servidores al servlet cliente, 
el método doAfterGet() tratará la salida mostrándola por pantalla como contenido dinámico 
HTML. 
 
Ilustración 3.4.1.VI - Devolución del contenido la respuesta al usuario 
 
Si recordamos la petición realizada en la Ilustración 3.4.1.II y aplicamos los conocimientos 
adquiridos podemos deducir que deberíamos obtener una única respuesta compuesta de los 
contenidos seleccionados de cada una de las bases de datos, que es efectivamente lo que se 
obtiene pudiéndolo observar en la Ilustración 3.4.1.VII: 
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Ilustración 3.4.1.VII - Respuesta a la búsqueda realizada 
Por último, se procede a analizar el tráfico que ha generado la consulta que hemos realizado. La 
tecnología de agentes software (JADE), realiza la conexión total a nivel 5 (sesión, presentación, 
aplicación) siguiendo el modelo de la pila de protocolos OSI (Ilustración 3.4.1.VIII): 
 
Ilustración 3.4.1.VIII - Pila de protocolos OSI 
Utilizando para ello un protocolo específico de dicho lenguaje de programación, el Java RMI 
(Remote Method Invocation, Invocación de Métodos Remotos) [WIKI11_2], es un mecanismo 
ofrecido por Java para invocar un método de manera remota. De esta forma proporciona un 
mecanismo simple para la comunicación entre servidores en aplicaciones distribuidas basadas 
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únicamente en Java. La arquitectura de RMI (que se corresponde con el nivel 5 de la pila OSI) 
se puede descomponer en cuatro capas (Ilustración 3.4.1.IX): 
 La capa de transporte realiza las conexiones necesarias utilizando para ello el protocolo 
subyacente de transporte JRMP (Java Remote Method Protocol). 
 La capa de referencia remota es la responsable del manejo de la parte semántica de las 
invocaciones remotas, de la gestión de la replicación de objetos y realización de tareas 
especificas de la implementación con los objetos remotos. 
 La capa proxy (stubs – skeletons) interacciona directamente con la capa de aplicación, 
es decir, hace de proxy entre la capa de referencia remota y la capa de aplicación. 
 La capa de aplicación se corresponde con la implementación real de las aplicaciones de 
los servidores, dónde se producen las correspondientes llamadas e invocaciones. 
 
Ilustración 3.4.1.IX - Arquitectura RMI 
Por lo tanto, si observamos la Ilustración 3.4.1.X y recordamos el proceso de comunicación 
entre agentes expuesto en este apartado podemos deducir que las tramas número 57, 60 y 64 se 
corresponden con el envío de la consulta a realizar contra las bases de datos por parte del agente 
cliente (192.168.0.195) hacia los agentes servidores (192.168.0./197/198/199/), además si nos 
fijamos podemos observar que la longitud de las tres tramas es la misma por lo que contendrán 
el mismo mensaje. Las tramas número 66, 68 y 70 se corresponden con una confirmación por 
parte de los agentes servidores hacia el agente cliente, indicándole que han recibido el mensaje 
anterior correctamente (ACK). Las parejas de tramas 75 y 77, 83 y 85, 91 y 93, se corresponden 
con el envío de la respuesta por parte de los agentes servidores al agente cliente y la posterior 
confirmación del respectivo mensaje por parte del agente cliente a los agentes servidores, a 
continuación se analizan dichas tramas. 
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Ilustración 3.4.1.X - Captura del tráfico generado 
En la Ilustración 3.4.1.XI se puede observar el contenido de la respuesta del agente servidor 
correspondiente al host PFC1 y la posterior confirmación por parte del agente cliente a dicho 
agente servidor. 
 
Ilustración 3.4.1.XI - Respuesta del agente servidor alojado en el host PFC1 
En la Ilustración 3.4.1.XII se puede observar el contenido de la respuesta del agente servidor 
correspondiente al host PFC3 y la posterior confirmación por parte del agente cliente a dicho 
agente servidor, como se puede observar la respuesta por parte de este agente servidor no tiene 
ningún contenido de información útil por lo que se puede decir que la base de datos 
correspondiente no tiene información que cumpla el criterio de búsqueda seleccionado. 
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Ilustración 3.4.1.XII - Respuesta del agente servidor alojado en el host PFC3 
En la Ilustración 3.4.1.XIII se puede observar el contenido de la respuesta del agente servidor 
correspondiente al host PFC2 y la posterior confirmación por parte del agente cliente a dicho 
agente servidor. 
 
Ilustración 3.4.1.XIII - Respuesta del agente servidor alojado en el host PFC2 
En conclusión, la aplicación funciona tal y como se esperaba. Dependiendo de la red donde se 
ejecute la misma obtendremos un tiempo de respuesta más o menos favorable, pero siempre 
dentro de un margen aceptable del orden de los segundos. Así la ejecución de aplicaciones 
distribuidas favorece la simplicidad de ciertas operaciones en la red ya que si no fuera por ellas 
el desarrollo de una aplicación aparentemente sencilla como la propia sería realmente costoso 
además de llevar asociado un gran esfuerzo a la hora de implementar la aplicación.
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4. Capitulo: Integración de JADE con Web Services 
 
4.1. Los sitios web de comparación de precios 
 
4.1.1. Introducción  
 
Los compradores [EHOW12] en línea buscan la mejor oferta fijándose en el precio. Algunas 
compras son comparadas intensivamente para conseguir un descuento en algo que desea. Sin 
embargo, la gente ocupada no tiene tiempo para visitar todos los sitios web de comparación de 
precios. La Internet ofrece una solución a través de sitios web de comparación de precios, o 
agregadores.  
 
Los sitios web de comparación de precios proporcionaran una lista de precios de los vendedores 
de productos de la competencia. Algunos sitios web de comparación de precios también 
proporcionaran una lista de las revisiones de los productos o clasificaciones de los diversos 
proveedores. Esa información proporciona la capacidad de tomar decisiones de compra con 
pleno conocimiento y reduce la necesidad de devolver los artículos que no cumplan con las 
expectativas del cliente. Además permiten elegir la forma de ver los productos. Por ejemplo, 
puede establecer los criterios para mostrar los resultados de menor a mayor precio. 
Cuando se conoce la marca o el modelo exacto de la opción deseada, sólo tiene que buscar ese 
producto en particular. La búsqueda se convierte en elemento específico de información. Si no 
se conoce la marca o modelo específico de un elemento, se puede introducir un término más 
genérico y limitar la búsqueda a partir de los resultados mostrados. Por ejemplo, si se busca 
"jeans", aparece una amplia gama de productos. Pudiendo reducir sus opciones al elegir un 
rango de precios, un vendedor particular o un estilo de jeans. 
 
El sitio web de comparación de precios gana dinero a través de una alianza con los comerciantes 
participantes. Ya que sólo se muestran los precios de los mismos y no de los comerciantes no 
participantes. Se debe tener en cuenta esta limitación de los resultados cuando se realiza una 
búsqueda en estos sitios web. Si bien existen limitaciones, pero los sitios web de comparación 
de precios prestan un servicio que ahorra tiempo a los consumidores y exponen los productos de 
los comerciantes al público objetivo. 
 
4.1.2. Distintas tecnologías  
 
Los sitios web de comparación de precios pueden encontrar los productos de dos maneras: 
mediante crawling o data feeds. El primero supone un rastreador, es decir, un motor de 
búsqueda que visita los sitios web correspondientes. El rastreador reporta la información a la 
página web de comparación. Aunque la mayoría de los sitios de comparación de precios utiliza 
la segunda opción. Donde el comerciante crea un archivo especial y lo pone a disposición de la 
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página web de comparación de precios. Este método es más rápido que el primero pero se basa 
en los comerciantes para mantener su información de precios actualizada. Tal dependencia 
provoca inexactitud potencial. 
Web crawling: 
El raspado web [WIKI12_3] se consigue mediante la realización de scripts específicos para 
recuperar la información deseada de cada web perteneciente a un comerciante. También existe 
la posibilidad de usar lo que se denomina “web crawler”, un programa que visita las páginas 
web para obtener de ellas alguna información especifica. 
Data feeds:  
Se consigue mediante la información que proporciona el comerciante, existiendo así varias 
formas de proveer la información: 
 RSS feeds: un formato XML (eXtensible Markup Language) [WIKI12_4] para indicar o 
compartir contenido en la web, desarrollado específicamente para todo tipo de sitios que 
se actualicen con frecuencia y por medio del cual se puede compartir la información y 
usarla en otros sitios web o programas. Se utiliza para difundir información actualizada 
frecuentemente a usuarios que se han suscrito a la fuente de contenidos. 
El funcionamiento [CUMBROWSKI06] básico de un sitio comparador de precios que utilice este 
tipo de tecnología sería el siguiente. El sitio comparador de precio se subscribiría al comerciante 
para poder procesar el archivo RSS que publique, y mostraría los precios actualizados en su 
web. Aunque este sistema no se suele utilizar debido al modelo de negocio, ya que es el 
comerciante el que debe promocionarse y por lo tanto ponerse en contacto con el sitio 
comparador de precios, no al contrario. 
 API (Application Programming Interface): es el conjunto de funciones y métodos que 
ofrece una cierta biblioteca para ser usado por otro software. Se conocen como librerías. 
El funcionamiento [WEBREF06] se basa en que tanto el sitio comparador de precios como el 
comerciante usan unos programas específicos para intercambiarse la información. Se utiliza lo 
que se denomina Affiliate Marketing Shopping Development Tools (herramientas de desarrollo 
para mercados afiliados de compra). Estas herramientas proveen las funciones necesarias para 
que el mercado y el comerciante puedan satisfacer sus necesidades. 
 Web services: tecnología [WIKI12_5] que utiliza un conjunto de protocolos y 
estándares que sirven para intercambiar datos entre aplicaciones. Distintas aplicaciones 
de software desarrolladas en lenguajes de programación diferentes, y ejecutadas sobre 
cualquier plataforma, pueden utilizar los servicios web para intercambiar datos. La 
interoperabilidad se consigue mediante la adopción de estándares abiertos. Las 
organizaciones OASIS y W3C son los comités responsables de la arquitectura y 
reglamentación de los servicios Web. Para mejorar la interoperabilidad entre distintas 
implementaciones de servicios Web se ha creado el organismo WS-I, encargado de 
desarrollar diversos perfiles para definir de manera más exhaustiva estos estándares. 
Los estándares mas importantes son WSDL (Web Services Description Language), que 
describe la interfaz publica de los web services; SOAP (Simple Object Access Protocol), 
que define como dos objetos en diferentes procesos pueden comunicarse por medio de 
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intercambio de datos XML; UDDI (Universal Description, Discovery and Integration), 
el objetivo de este protocolo es ser accedido por los mensajes SOAP y dar paso a los 
documentos WSDL de los servicios web, es decir, integra los protocolos anteriores. 
La mayoría de los sitios web de comparación de precios utilizan esta tecnología o la 
anteriormente descrita. El funcionamiento se basa en que el comerciante publica habitualmente 
un archivo WSDL con la información sobre sus productos actualizada, y el sitio comparador de 
precios procesa dichos archivos de los comerciantes para recuperar la información que el 
usuario le solicita. De tal forma que se pueden llegar a establecer acuerdos entre el comerciante 
y el sitio comparador de precios para que la información provista por un determinado 
comerciante aparezca de forma privilegiada en la web comparadora de precios respecto a la de 
los otros comerciantes, respetando así el modelo de negocio para los sitios comparadores de 
precios. Además las aplicaciones pueden estar desarrolladas en plataformas independientes y 
distribuidas, están basadas en estándares abiertos, son fáciles de desarrollar ya que solo es 
necesario publicar unos archivos XML, permite la intrusión de medidas de seguridad y es una 
tecnología bastante madura. 
 




La web [HUHNS03] fue diseñada para los seres humanos. Se basa en un concepto simple: la 
información consta de páginas de texto y gráficos que contienen enlaces, y cada enlace conduce 
a otra página de información, con todas las páginas destinadas a ser vistas por una persona. 
Dichas páginas se escriben en HTML y describen la apariencia de la página, pero no su 
contenido. Los agentes software no se preocupan por la apariencia, sino más bien por el 
contenido. 
Hay, sin embargo, algunos agentes que hacen uso de la Web como lo es ahora. Dichos agentes 
se denominan shopbot, un agente que visita los catálogos en línea de minoristas y devuelve los 
precios que se pagan por un artículo que un usuario podría querer comprar. Los shopbots operan 
por una forma de "screen-scraping" (crawling), en el que descargan las páginas del catálogo y 
buscan por el nombre del elemento de interés, y entonces el conjunto de caracteres más cercano 
al signo de dólar es el precio del elemento. Por lo tanto la web semántica trata de hacer la web 
más accesible a agentes haciendo uso de construcciones semánticas, tales como ontologías 
representadas en DAML, RDF y XML, para que los agentes puedan entender lo que hay en una 
página. En su forma actual, la Web tiene las siguientes características: 
 HTML describe cómo aparecen las cosas. 
 
 HTTP no tiene estados. 
 
 Las fuentes son independientes y heterogéneas. 
 
 El procesamiento es asíncrono y normalmente cliente-servidor. 
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 No hay soporte para la integración de la información. 
 
 No hay soporte para el significado y la comprensión. 









 Conscientes de las necesidades del cliente para que puedan ofrecer voluntariamente sus 
servicios. 
 
Un servicio web se puede definir como una funcionalidad que se puede activar 
a través de Internet. Los servicios Web se basan actualmente en la tríada de funciones se 
muestra en Ilustración 4.2.1.I. 
 
Ilustración 4.2.1.I - Modelo general de la arquitectura de los servicios web y la funcionalidad equivalente para 
los agentes software (entre paréntesis) 
 
La arquitectura de los servicios web se basa en principios y normas para la conexión, la 
comunicación, la descripción y el descubrimiento. Para los proveedores y solicitantes de los 
servicios debe haber  un lenguaje común, previsto por XML. Para intercambiar información se 
utiliza SOAP. Además, es imprescindible que los servicios proporcionados estén descritos de 
forma conocida, WSDL se encarga de esto. Por último, UDDI se encarga de que los mismos 
sean accesibles para el usuario, especifica un registro o "páginas amarillas" de servicios (ver 
apartado Agentes JADE).  
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Es evidente que cada vez el uso de la web se hace mas complejo por lo que cada vez será más 
difícil para un servidor proporcionar una solución total y cada vez más difícil para un cliente 
integrar la información dada por muchos servidores. Por lo que se hace necesario gestionar 
soluciones distribuidas, área donde los agentes han destacado. 
Pero hay que tener en cuenta la necesidad del pleno entendimiento entre en el servicio y el 
usuario, es decir, el servicio web debe establecer una semántica adecuada, particularmente 
proporcionada por la Resource Description Framework (RDF) y el DARPA Agent Modeling 
Language (DAML) o generalizadamente por las ontologías propias de cada aplicación. De esta 
forma, la web pasará de ser pasiva a ser activa, es decir, proporcionará mecanismos de 
cooperación para los servicios y una comprensión mutua de la semántica. El resultado, como se 
indica en la Ilustración 4.2.1.II, será una web semántica que permite trabajar para conseguir 
llevar a cabo las mejores decisiones. 
 
Ilustración 4.2.1.II - Esquema de la web semántica 
Las arquitecturas típicas de los agentes software comparten muchas características con los 
servicios web. Estas proporcionan directorios de páginas amarillas y de páginas blancas, donde 
los agentes publican sus distintas funcionalidades y donde los otros agentes buscan para 
localizar algún agente determinado que cumpla dichas funcionalidades. Sin embargo, los 
agentes se extienden sobre los servicios web de varias maneras importantes: 
 Un servicio web sólo sabe acerca de sí mismo, pero no sobre sus usuarios o clientes. 
Los agentes son, a menudo, conscientes de sí mismos en un “metanivel”, y de otros 
agentes mediante el aprendizaje. Esto es importante, porque sin la conciencia en un 
servicio web, este sería incapaz de aprovechar las nuevas capacidades de su entorno, y 
no podría personalizar su servicio a un cliente. 
 
 Los servicios web, a diferencia de los agentes, no están diseñados para utilizar y 
conciliar las ontologías. Si el cliente y el proveedor del servicio pasan a utilizar 
diferentes ontologías, entonces el resultado de invocar al servicio web sería 
incomprensible para el cliente. 
 
 Los agentes son intrínsecamente comunicativos, mientras que los servicios web son 
pasivos hasta que son invocados. Los agentes pueden ofrecer alertas y actualizaciones 
cuando la nueva información esté disponible.  
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 Un servicio web, tal como está definido y utilizado, no es autónomo. Entre los agentes, 
la autonomía se refiere al desarrollo social de la autonomía, es decir, cuando el agente 
es consciente de los restantes además de sociable, pero sin embargo, ejerce su 
independencia en determinadas circunstancias. La autonomía está relacionada con la 
coordinación o con la noción de un nivel superior de compromiso. 
 
 Los agentes son cooperativos, y la formación de “equipos y coaliciones” pueden ofrecer 
los servicios más completos. Las normas actuales para los servicios web no 
proporcionan dichas funcionalidades. 
La producción de software bajo el enfoque recomendado tiene efectos importantes sobre la 
forma en que los desarrolladores deben construir sistemas informáticos: 
 Es bastante difícil escribir un algoritmo para resolver un problema. Sin embargo, los 
algoritmos, en forma de agentes, son más fáciles de reutilizar que cuando se escribe 
código convencionalmente y más fácil de agregar a un sistema existente. 
 
 Las especificaciones del agente de organización se deben desarrollar para aprovechar al 
máximo la redundancia. 
 
 Los agentes tendrán que encontrar la forma de detectar y corregir inconsistencias en 
la conducta del otro, sin un controlador centralizado. 
 
 Hay problemas cuando los agentes representan o utilizan recursos no renovables, tales 
como ciclos de CPU, ancho de banda, porque los utilizaran N veces a gran velocidad. 
 
 Los servicios web son extremadamente flexibles, y una de las principales ventajas es 
que un desarrollador de servicios de Internet no tiene por qué saber quién va a utilizar 
los servicios proporcionados. Se pueden utilizar para unir los sistemas de información 
de una empresa o los sistemas interoperables de empresas virtuales. Dicha tecnología se 
basa en sistemas multiagente. 
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Atendiendo a lo que se ha explicado en este capitulo, podemos realizar una aplicación práctica 
muy útil en la actualidad. Tratando de combinar la tecnología en auge de agentes software con 
los web services. El ejemplo se basa en el consumo de un archivo WSDL mediante agentes 
software, es decir, se accede a un servicio web mediante la tecnología bajo estudio.  
Esto es posible gracias a un add-on que los desarrolladores de “Telecom Italia” crearon para 
JADE. Podemos encontrarlo en la página principal de descargas (jade.tilab.com), siendo su 
nombre Web Service Dynamic Client (WSDC). Éste [SCAGLIOTTI10] nos proporciona soporte 
dinámico para la invocación de servicios web. Hay que destacar que para utilizar dicho 
complemento se requiere un entorno de ejecución Java (Java JRE) actual, una de las ultimas 
versiones de JADE y el complemento JADE miscellaneous. Además hace uso de terceras partes, 
ya incluidas en la distribución del complemento, como pueden ser: 
 Apache Axis [AXIS] 
 
 Apache Commons [COMMONS] 
 
 WSDL4J [WSDL4J] 
Para ilustrar el procedimiento de cómo invocar un servicio web mediante JADE se ha 
implementado un ejemplo práctico que se detallará a continuación. El servicio web del ejemplo 
describe un servicio de meteorología que corresponde a USA, el cual acepta como parámetro de 
entrada el código postal de la zona en la que se desea conocer el tiempo y se obtiene como 
salida los datos actuales correspondientes al tiempo de la zona en cuestión. Los datos (tanto de 
entrada como de salida) son tratados para que puedan ser mostrados  vía web. 
 
4.3.2. Configuración previa 
 
En primer lugar será necesario crear un proyecto en Eclipse de tipo dinámico, como ya se hizo 
en el Capitulo: Sistema Multiagente: un caso práctico 
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Ilustración 4.3.2.I - Tipo de proyecto en Eclipse 
 
A continuación crearemos las siguientes carpetas dentro del proyecto, como se observa en la 
Ilustración 4.3.2.II, es importante que las rutas sean las correctas para que las distintas clases del 
add-on puedan ser accedidas correctamente. 
 
Ilustración 4.3.2.II - Carpetas intrínsecas del add-on 
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Ahora será necesario añadir al proyecto las clases que provee el add-on, copiando 
adecuadamente cada archivo en su respectivo paquete. Finalmente, el proyecto debe de tener un 
aspecto como el que se puede observar en la Ilustración 4.3.2.III. 
 
Ilustración 4.3.2.III - Aspecto final del proyecto 
 
Para evitar problemas de compilación es imprescindible editar el archivo “CompilerUtils.java” 
de la siguiente forma, Ilustración 4.3.2.IV: 
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Ilustración 4.3.2.IV - Editar archivo "CompilerUtils.java" 
 
Ahora, para eliminar los errores que aparecen en el proyecto hay que añadir las librerías 
necesarias como se muestra en la Ilustración 4.3.2.V y en la  Ilustración 4.3.2.VI. Las librerías 
las podemos encontrar en la carpeta “lib” que se encuentra dentro del software JADE y dentro 
de sus correspondientes add-ons. Para tal fin, hacemos click con el segundo botón en la raíz del 
proyecto y seleccionamos la pestaña “Properties”: 
 
Ilustración 4.3.2.V - Java Build Path (1) 
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Ilustración 4.3.2.VI - Java Build Path (2) 
 
Bien, ya nos encontramos en disposición para comenzar a crear la aplicación en cuestión. En 
primer lugar creamos un nuevo paquete llamado “servlet” y dentro de el creamos un servlet que 
nos servirá para intercambiar datos con el servicio web, tal y como se observa Ilustración 
4.3.2.VII. 
 
Ilustración 4.3.2.VII - Nuevo servlet 
 
También necesitamos crear una interfaz de usuario, donde este pueda introducir el código postal 
de la ciudad de la que desea conocer su estado meteorológico. Por lo que se decide crear una 
pagina web que facilite la acción del usuario. Pulsando sobre “New HTML File”: 
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Ilustración 4.3.2.VIII - Menú correspondiente a un nuevo archivo HTML 
 
Una vez introducido el código correspondiente que se podrá encontrar en el Anexo 2 de esta 
memoria se procederá al análisis de la ejecución del ejemplo práctico de aplicación. 
 
4.3.3. Ejecución y análisis 
Se va a introducir un código postal correspondiente a la ciudad norte americana de Miami, 
donde se debe obtener como respuesta el estado meteorológico básico junto con una imagen 
correspondiente con el tiempo actual en dicha ciudad. 
Cuando mandamos el código postal a la aplicación, Ilustración 4.3.3.I. Como ya sabemos, 
estamos iniciando el método init() del Servet en cuestión. 
 
Ilustración 4.3.3.I - Se introduce el código postal 
En este método se define el tipo de datos intrínseco que se va a utilizar y se inicializa el servicio 
web correspondiente, creando previamente un objeto de la clase DynamicClient que proporciona 
el add-on WSDC de JADE, como se puede observar en Ilustración 4.3.3.II. 
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Ilustración 4.3.3.II - Método init() del servlet Weather 
 
Este servicio web está compuesto de tres servicios, uno que ofrece los datos básicos de 
meteorología, otro que ofrece las previsiones más complejas y el último que ofrece una serie de 
imágenes que se corresponden con los posibles estados meteorológicos que ofrece el servicio. 
Por lo que las siguientes acciones se corresponden con invocar cada uno de los servicios que 
provee el servicio web que se quieran usar. En primer lugar, tal y como se observa en la 
Ilustración 4.3.3.III, se recupera el código postal introducido por el usuario y se le pasa al 
servicio en cuestión invocando este último. Por último se tratan los datos que devuelve el 
servicio web para que puedan ser visibles por el usuario vía web. 
 
Ilustración 4.3.3.III - Invocación del servicio (1) 
 
Siguiendo los mismo pasos descritos anteriormente se realiza la invocación del último servicio 
web, tal y como se observa en la Ilustración 4.3.3.IV. 
 
Ilustración 4.3.3.IV - Invocación del servicio (2) 
 
Una vez tratados los datos de respuesta adecuadamente se obtiene una salida que se corresponde 
con la mostrada en la Ilustración 4.3.3.V, donde podemos observar la ciudad que se corresponde 
con el código postal introducido, el estado a la que pertenece, la temperatura, la presión, la 
humedad, la dirección del viento y su intensidad, y por ultimo la estación meteorológica mas 
cercana donde se han tomado las medidas. 
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Ilustración 4.3.3.V - Salida proporcionada por el sistema en cuestión 
 
Como podemos observar que se obtiene la salida tal y como se esperaba, por lo que podemos 
finalizar este ejemplo comentando su  gran potencial y utilidad, ya que a través de un sistema 
multiagente es posible consumir un servicio ofrecido por un web service. Lo que nos brinda la 
posibilidad de implementar nuestro sistema multiagente de forma distribuida consumiendo una 
única vez el servicio web. Por ejemplo, continuando con el contexto de la consulta 
meteorología, si se quisiera mantener informados a todos los hosts dentro del departamento TIC 
en la escuela de telecomunicaciones de la UPCT del estado meteorológico, se podría 
implementar un sistema multiagente donde un host actuara de master, es decir, el master 
consumiría el servicio web e informaría al resto de agentes (slaves) de la respuesta que ha 
recibido del web service. En esta solución se adoptaría un criterio cliente-servidor. 
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5. Conclusiones e investigación futura 
 
Cabe destacar que se ha llevado a cabo un estudio relacionado con la tecnología de agentes 
software, donde se ha explicado el concepto de los mismos, las diferentes formas de 
implementarlos, cual de ellas se ha elegido y porqué. Dentro del marco de JADE, se da una 
descripción de los agentes basados en esta tecnología, sus diversas características y 
funcionalidades, así como los distintos tipos de arquitectura posibles. Es importante recordar 
que la arquitectura por defecto es de igual a igual, aunque es posible adoptar distintos roles a la 
hora de implementar la aplicación que se quiera. 
Una vez concluido el estudio sobre la tecnología en cuestión se llevó a cabo la implementación 
de un caso de uso práctico. Concretamente se implementó un sistema multiagente sencillo 
donde los agentes colaboraban entre ellos para facilitarle al usuario una búsqueda en concreto. 
Cabe la posibilidad de extrapolar este ejemplo al contexto que se requiera, como pudiera ser un 
buscador de vuelos, de hoteles, etc., en un ámbito público o comercial, o, por ejemplo, un 
buscador de empleados para una empresa en un ámbito privado. Lo que se quiere recalcar es 
que los sistemas multiagente pueden existir tanto en redes privadas de cualquier tipo o en la red 
pública por excelencia como es Internet. 
Siguiendo en esta línea acerca de los agentes software en Internet, se realizó un estudio para 
conocer y valorar las tecnologías que a fecha de 2012 se suelen utilizar en la World Wide Web 
para los sistemas, en general, que tienen un uso intrínseco de forma distribuida, es decir, que 
dada su funcionalidad es absolutamente necesaria una forma de implementación distribuida. 
Donde se concluyó que la tecnología que se usaba en la mayoría de los sitios web con estas 
características era WSDL, la correspondiente a los web services, que es el nombre que toman 
dichos sitios. Por lo que se pensó en integrar de alguna forma estas dos tecnologías, que a partir 
del add-on desarrollado para JADE se consiguió. Para representar dicha funcionalidad se 
decidió implementar una aplicación sencilla donde los agentes escritos en JADE invocan los 
servicios en cuestión del web service y ofrecen la respuesta al usuario. 
En conclusión, hay que destacar que esta tecnología aun se encuentra en auge lo cual no resta 
para determinar su gran potencialidad, realmente la posibilidad de tratar a cualquier host como 
un agente nos brinda una cantidad de posibilidades infinita a la hora de desarrollar aplicaciones 
distribuidas. 
En cuanto a líneas futuras de desarrollo se podría escribir otro capitulo de este proyecto fin de 
carrera, aunque se resume en este apartado, dado que no es ese el objetivo del mismo. 
Principalmente esta tecnología también se ha desarrollado para que pueda operar de forma 
especial en dispositivos móviles, lo cual se consigue a partir del add-on JADE-LEAP, que 
brinda al desarrollador la oportunidad de implementar nuevas funcionalidades para los agentes 
que se ejecutan en dichos dispositivos. También se ha querido desarrollar esta tecnología para 
operar en arquitecturas OSGi (Open Services Gateway Initiative), mediante el add-on JADE-
OSGi. Recordando que la tecnología OSGi fue principalmente desarrollada para su aplicación 
en redes domesticas y por ende en la llamada domótica. Lo cual brinda al desarrollador la 
posibilidad de programar un sistema multiagente que modele un hogar concreto. Por ultimo, 
creo conveniente comentar la posibilidad de crear un web service mediante un add-on de JADE 
llamado WSIG, que permite a los desarrolladores consumir dicho servicio de cualquier forma 
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posible siendo transparente para ellos que el web service ha sido desarrollado bajo la tecnología 
agentes software de JADE. Además es posible proporcionar mecanismos extra de seguridad 
para el software en cuestión y codificar la información que se transmiten entre los agentes en 
distintos formatos. 
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7. Anexos 
7.1.1. Anexo 1 












public class AgenteCliente extends GatewayAgent { 
 
 private static final long serialVersionUID = 1L; 
 Consulta state = null; 
 protected Vector<String> msgFinal; 
 protected int contadorMsg = 0; 
 protected int receptores; 
  
 protected void processCommand(java.lang.Object o){ 
   
  if(o instanceof Consulta){ 
   state = (Consulta) o; 
   receptores = state.getReceiver().length; 
   //creo aqui el vector porque es el unico lugar donde 
solo entro una vez 
   msgFinal = new Vector<String>(); 
    
   for(int i = 0; i < receptores; i++){ 
    AID aid = new AID(state.getReceiver()[i], 
AID.ISLOCALNAME); 
    ACLMessage msg = new 
ACLMessage(ACLMessage.REQUEST); 
             msg.addReceiver(aid); 
             msg.setContent(state.getQuery()); 
             send(msg);    
   } 
  } 
 } 
   
 public void setup(){ 
   addBehaviour(new CyclicBehaviour(this){ 
   private static final long serialVersionUID = 1L; 
   public void action(){ 
     
    ACLMessage msg = receive(); 
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             if ((msg != null) && (state != null)){ 
              contadorMsg++; 
              msgFinal.add(contadorMsg-1, msg.getContent()); 
              if(receptores == contadorMsg){ 
               state.setQuery(msgFinal.toString()); 
               contadorMsg = 0; 
               //se devuelve la respuesta en el objeto 
mensaje al servlet 
               releaseCommand(state); 
              } 
             } 
             else block(); 
   } 
   }); 








public class Consulta implements java.io.Serializable{ 
 /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 private String query = new String(""); 
 private String receiver []; 
  
 public Consulta(){ 
   
 } 
  
 public String getQuery(){ 
  return query; 
 } 
  
 public void setQuery(String q){ 
  query = q; 
 } 
  
 public String [] getReceiver(){ 
  return receiver; 
 } 
  
 public void setReceiver(String [] r){ 























 * Servlet implementation class Servlet1 
 */ 
public class Cliente extends HttpServlet { 
    private static final long serialVersionUID = 1L; 
    private int i; 
    private String myQuery; 
    private String artista = null; 
    private String album = null; 
    private String genero = null; 
    private String year = null; 
    private String sello = null; 
     
    private String hostname1 = 
"http://PFC1:8080/catalogoMusica_v2.0/Servidor1"; 
    private String hostname2 = 
"http://PFC2:8080/catalogoMusica_v2.0/Servidor2"; 
    private String hostname3 = 
"http://PFC3:8080/catalogoMusica_v2.0/Servidor3"; 
    /** 
     * @see HttpServlet#HttpServlet() 
     */ 
    public Cliente() { 
        super(); 
        // TODO Auto-generated constructor stub 
    } 
 
 /** 
  * @see HttpServlet#doGet(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doGet(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
     
  HttpServletResponse responseAux = response;   
  i++; 
  if (i > 3){ 
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   doAfterGet(request,  responseAux); 
  } 
  else{ 
   if(i == 2) 
response.sendRedirect(response.encodeRedirectURL(hostname2)); 
   else if (i == 3) 
response.sendRedirect(response.encodeRedirectURL(hostname3)); 
   else{ 
    artista = request.getParameter("artista"); 
    album = request.getParameter("album"); 
    genero = request.getParameter("genero"); 
    year = request.getParameter("year"); 
    sello = request.getParameter("sello"); 
   
 System.out.print(artista+album+genero+year+sello); 
    
    String nombreAccion = 
request.getParameter("accion"); 
    if (!nombreAccion.equals("consultar")){ 
    
 response.sendError(HttpServletResponse.SC_NOT_ACCEPTABLE); 
     return; 
    } 
    else 
response.sendRedirect(response.encodeRedirectURL(hostname1)); 
   } 
  } 
 }  
   
 protected void doAfterGet(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
   
  if(album == null & genero == null & year == null & sello 
== null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"'"; 
  } 
  else if(artista == null & genero == null & year == null & 
sello == null){ 
   myQuery = "select * from AudioCD where Album = 
'"+album+"'"; 
  } 
  else if(artista == null & album == null & year == null & 
sello == null){ 
   myQuery = "select * from AudioCD where Genero = 
'"+genero+"'"; 
  } 
  else if(artista == null & album == null & genero == null & 
sello == null){ 
   myQuery = "select * from AudioCD where Año = 
'"+year+"'"; 
  } 
  else if(artista == null & album == null & genero == null & 
year == null){ 
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   myQuery = "select * from AudioCD where Discografica 
= '"+sello+"'"; 
  } 
  else if(album == null & genero == null & year == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Discografica = '"+sello+"'"; 
  } 
  else if(album == null & genero == null & sello == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Año = '"+year+"'"; 
  } 
  else if(album == null & sello == null & year == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Genero = '"+genero+"'"; 
  } 
  else if(sello == null & genero == null & year == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Album = '"+album+"'"; 
  } 
  else if(artista == null & genero == null & year == null){ 
   myQuery = "select * from AudioCD where Discografica 
= '"+sello+"' and Album = '"+album+"'"; 
  } 
  else if(artista == null & sello == null & year == null){ 
   myQuery = "select * from AudioCD where Genero = 
'"+genero+"' and Album = '"+album+"'"; 
  } 
  else if(artista == null & sello == null & album == null){ 
   myQuery = "select * from AudioCD where Año = 
'"+year+"' and Genero = '"+genero+"'"; 
  } 
  else if(artista == null & sello == null & genero == null){ 
   myQuery = "select * from AudioCD where Año = 
'"+year+"' and Album = '"+album+"'"; 
  } 
  else if(artista == null & album == null & genero == null){ 
   myQuery = "select * from AudioCD where Año = 
'"+year+"' and Discografica = '"+sello+"'"; 
  } 
  else if(artista == null & album == null & year == null){ 
   myQuery = "select * from AudioCD where Discografica 
= '"+sello+"' and Genero = '"+genero+"'"; 
  } 
  else if(album == null & genero == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Año = '"+year+"' and Discografica = '"+sello+"'"; 
  } 
  else if(album == null & sello == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Año = '"+year+"' and Genero = '"+genero+"'"; 
  } 
  else if(album == null & year == null){ 
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   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Discografica = '"+sello+"' and Genero = 
'"+genero+"'"; 
  } 
  else if(genero == null & year == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Discografica = '"+sello+"' and Album = '"+album+"'"; 
  } 
  else if(genero == null & sello == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Album = '"+album+"'  and Año = '"+year+"'"; 
  } 
  else if(year == null & sello == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"'  and Album = '"+album+"'  and Genero = '"+genero+"'"; 
  } 
  else if(artista == null & album == null){ 
   myQuery = "select * from AudioCD where Año = 
'"+year+"'  and Discografica = '"+sello+"'  and Genero = 
'"+genero+"'"; 
  } 
  else if(artista == null & genero == null){ 
   myQuery = "select * from AudioCD where Año = 
'"+year+"'  and Discografica = '"+sello+"'  and Album = '"+album+"'"; 
  } 
  else if(artista == null & year == null){ 
   myQuery = "select * from AudioCD where Genero = 
'"+genero+"' and Discografica = '"+sello+"' and Album = '"+album+"'"; 
  } 
  else if(artista == null & sello == null){ 
   myQuery = "select * from AudioCD where Genero = 
'"+genero+"' and Año = '"+year+"' and Album = '"+album+"'"; 
  } 
  else if(sello == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Genero = '"+genero+"' and Año = '"+year+"' and Album 
= '"+album+"'"; 
  } 
  else if(genero == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Discografica = '"+sello+"' and Año = '"+year+"' and 
Album = '"+album+"'"; 
  } 
  else if(year == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Genero = '"+genero+"' and Discografica = '"+sello+"' 
and Album = '"+album+"'"; 
  } 
  else if(album == null){ 
   myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Genero = '"+genero+"' and Año = '"+year+"' and 
Discografica = '"+sello+"'"; 
  } 
  else if(artista == null){ 
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   myQuery = "select * from AudioCD where Album = 
'"+album+"' and Genero = '"+genero+"' and Año = '"+year+"' and 
Discografica = '"+sello+"'"; 
  } 
  else myQuery = "select * from AudioCD where Artista = 
'"+artista+"' and Album = '"+album+"' and Genero = '"+genero+"' and 
Año = '"+year+"' and Discografica = '"+sello+"'"; 
   
  Consulta statement = new Consulta(); 
  //Array con los "string" identificadores de los receptores 
  String [] receptores = {"AgenteServidor1", 
"AgenteServidor2", "AgenteServidor3"}; 
     statement.setReceiver(receptores); 
     
     statement.setQuery(myQuery); 
      
     System.out.println(myQuery); 
     
     try { 
   JadeGateway.execute(statement); 
  }  
     catch (InterruptedException e1) { 
    // TODO Auto-generated catch block 
    e1.printStackTrace(); 
   } 
     catch (Exception e) { 
   // TODO Auto-generated catch block 
   e.printStackTrace(); 
  } 
     i = 0; 
      
       //creamos la salida 
        response.setContentType("text/html"); 
        PrintWriter out = response.getWriter(); 
             
        //imprimimos la contestación recibida de JADE 
        out.print("La consulta ha sido realizada con exito!<br/>"); 
        out.print("<p>"+statement.getQuery()+"</p><br/>"); 
        out.print("<br/><a href='index.html'> Volver a realizar la 
consulta </a>"); 
  
        out.flush(); 





  * @see HttpServlet#doPost(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doPost(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
  doGet(request, response); 
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 } 
  
 public void init() throws ServletException { 
  i = 0;  
        //enlace con el agente GateWay de JADE 
        JadeGateway.init("agentes.AgenteCliente", null); 
                 
        Runtime rt = Runtime.instance(); 
        rt.setCloseVM(true); 
        rt.createMainContainer(new ProfileImpl(true)); 
















    form.cbartista.checked = true; 
    form.cbalbum.checked = true; 
    form.cbgenero.checked = true; 
    form.cbepoca.checked = true; 
    form.cbsello.checked = true; 
    } 
} 
 
function addInput(form) { 
 if(form.cbartista.checked){ 
  document.getElementById("divArtista").innerHTML = "<input 
type='text' name='artista' value='Violadores del Verso'/><br/>"; 
 } 
 if(form.cbalbum.checked){ 
  document.getElementById("divAlbum").innerHTML = "<input 
type='text' name='album' value='Vivir para contarlo'/><br/>"; 
 } 
 if(form.cbgenero.checked){ 
  document.getElementById("divGenero").innerHTML = "<input 
type='text' name='genero' value='Rap'/><br/>"; 
 } 
 if(form.cbepoca.checked){ 
  document.getElementById("divEpoca").innerHTML = "<input 
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  document.getElementById("divSello").innerHTML = "<input 
type='text' name='sello' value='Rap Solo'/><br/>"; 
 } 
  
 document.getElementById("divHidden").innerHTML = "<input 
type='hidden' name='accion' value='consultar'/><br/>"; 






<form method="get" action="Cliente"> 




<input name="cbtodo" type="checkbox" 
onclick="checkAll(this.form)"/>Busqueda avanzada<br/></td> 
<td> 
<input name="cbartista" type="checkbox" />Por Artista <br/></td> 
<td> 
<input name="cbalbum" type="checkbox" />Por Album<br /></td> 
<td> 
<input name="cbgenero" type="checkbox" />Por Genero <br/></td> 
<td> 
<input name="cbepoca" type="checkbox"/>Por Epoca <br/></td> 
<td> 
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public class AgenteServidor_PFC1 extends Agent{ 
 Vector<String> vector; 
    /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 
 protected void setup() 
    { 
  
        // Comportamtiento a la espera de un mensaje 
        addBehaviour(new CyclicBehaviour(this) 
        { 
            /** 
    *  
    */ 
   private static final long serialVersionUID = 1L; 
 
   public void action() 
            { 
                ACLMessage msg = receive(); 
                String content = null;                
                String query = null; 
  
  
                if (msg!=null) { 
                    //rellenamos el contenido de la contestación 
                 query = msg.getContent(); 
                 content = consultaBBDD(query).toString(); 
                  
                    ACLMessage reply = msg.createReply(); 
                    reply.setPerformative(ACLMessage.INFORM); 
                    reply.setContent(content); 
                    send(reply); 
                    System.out.print(content); 
                } 
                else block(); 
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            } 
        }); 
  
    } 
  
     protected Vector<String> consultaBBDD(String query) { 
  // TODO Auto-generated method stub 
    
   try 
   { 
      Class.forName("com.mysql.jdbc.Driver"); 
    
      // Establecemos la conexión con la base de datos. 
      Connection conexion = 
DriverManager.getConnection("jdbc:mysql://localhost/MusicShop","root", 
"root"); 
       
      // Preparamos la consulta 
      Statement s = conexion.createStatement(); 
      ResultSet rs = s.executeQuery(query); 
      ResultSetMetaData rsmd = rs.getMetaData(); 
       
      int nCol = rsmd.getColumnCount(); 
      vector = new Vector<String>(nCol); 
             
      while(rs.next()){ 
       //Obtengo los resultados por columna 
       for(int j = 1; j <= nCol; j++){ 
        vector.add((j-1),"</br><b>" + 
rsmd.getColumnName(j) + "</b>" + "<FONT FACE='Courier New' 
COLOR='Blue' SIZE='4'>    " + rs.getString(j) + "</FONT>"); 
       } 
      }    
      vector.add(vector.size(), "</br><h3>From DDBB 
associated to PFC1</h3>"); 
       
      rs.close(); 
      s.close(); 
      conexion.close(); 
   } 
   catch(ClassNotFoundException cnfe){ 
    cnfe.printStackTrace(); 
   } 
   catch(SQLException se){ 
    se.printStackTrace(); 
   } 
   catch(Exception e){ 
    e.printStackTrace(); 
   } 
   return vector; 
  } 
 
 protected void takeDown() 
       { 
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          try { DFService.deregister(this); } 
          catch (Exception e) {} 


















 * Servlet implementation class Servidor 
 */ 
public class Servidor1 extends HttpServlet { 
 private static final long serialVersionUID = 1L; 
        
    /** 
     * @see HttpServlet#HttpServlet() 
     */ 
    public Servidor1() { 
        super(); 
        // TODO Auto-generated constructor stub 
    } 
 
 /** 
  * @see HttpServlet#doGet(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doGet(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 







  * @see HttpServlet#doPost(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doPost(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
 } 
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 public void init() throws ServletException{ 
   Runtime rt = Runtime.instance(); 
      rt.setCloseVM(true); 
          
      Profile perfil = new ProfileImpl(); 
      perfil.setParameter(Profile.MAIN, "false"); 
      perfil.setParameter(Profile.MAIN_HOST, "adrian-ubuntu"); 
      perfil.setParameter(Profile.GUI, "true"); 
                  
      ContainerController cc1 = rt.createAgentContainer(perfil); 
                  
      try { 
         //creo el agente remoto y lo pongo en accion 
           
       cc1.createNewAgent("AgenteServidor1", 
"agentes.AgenteServidor_PFC1", null).start();  
      } catch (Exception e){ 
       e.printStackTrace(); 




















public class AgenteServidor_PFC2 extends Agent{ 
 Vector<String> vector; 
    /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 
 protected void setup() 
    { 
  
        // Comportamtiento a la espera de un mensaje 
        addBehaviour(new CyclicBehaviour(this) 
        { 
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        private static final long serialVersionUID = 1L; 
 
   public void action() 
            { 
                ACLMessage msg = receive(); 
                String content = null;                
                String query = null; 
  
  
                if (msg!=null) { 
                    //rellenamos el contenido de la respuesta 
                 query = msg.getContent(); 
                 content = consultaBBDD(query).toString(); 
                  
                    ACLMessage reply = msg.createReply(); 
                    reply.setPerformative( ACLMessage.INFORM ); 
                    reply.setContent(content); 
                    send(reply); 
                    System.out.print(content); 
                } 
                else block(); 
            } 
        }); 
  
    } 
  
     protected Vector<String> consultaBBDD(String query) { 
  // TODO Auto-generated method stub 
    
   try 
   { 
      Class.forName("com.mysql.jdbc.Driver"); 
    
      // Establecemos la conexión con la base de datos. 
      Connection conexion = DriverManager.getConnection 
("jdbc:mysql://localhost/MusicShop","root", "root"); 
       
      // Preparamos la consulta 
      Statement s = conexion.createStatement(); 
      ResultSet rs = s.executeQuery (query); 
      ResultSetMetaData rsmd = rs.getMetaData(); 
       
      int nCol = rsmd.getColumnCount(); 
      vector = new Vector<String>(nCol); 
             
      while(rs.next()){ 
       //Obtengo los resultados por columna 
       for(int j = 1; j <= nCol; j++){ 
        vector.add((j-1),"</br><b>" + 
rsmd.getColumnName(j) + "</b>" + "<FONT FACE='Courier New' 
COLOR='Blue' SIZE='4'>    " + rs.getString(j) + "</FONT>"); 
       } 
      }    
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      vector.add(vector.size(), "</br><h3>From DDBB 
associated to PFC2</h3>"); 
       
      rs.close(); 
      s.close(); 
      conexion.close(); 
   } 
   catch(ClassNotFoundException cnfe){ 
    cnfe.printStackTrace(); 
   } 
   catch(SQLException se){ 
    se.printStackTrace(); 
   } 
   catch(Exception e){ 
    e.printStackTrace(); 
   } 
   return vector; 
  } 
 
 protected void takeDown() 
       { 
          try { DFService.deregister(this); } 
          catch (Exception e) {} 



















 * Servlet implementation class Servidor2 
 */ 
public class Servidor2 extends HttpServlet { 
 private static final long serialVersionUID = 1L; 
        
    /** 
     * @see HttpServlet#HttpServlet() 
     */ 
    public Servidor2() { 
        super(); 
        // TODO Auto-generated constructor stub 
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    } 
 
 /** 
  * @see Servlet#init(ServletConfig) 
  */ 
 public void init(ServletConfig config) throws ServletException { 
  // TODO Auto-generated method stub 
   System.out.println("Antes de crear la instancia"); 
   Runtime rt = Runtime.instance(); 
      rt.setCloseVM(true); 
    
      Profile perf = new ProfileImpl(); 
      perf.setParameter(Profile.MAIN, "false"); 
      perf.setParameter(Profile.MAIN_HOST, "adrian-ubuntu"); 
                  
      ContainerController cc2 = rt.createAgentContainer(perf); 
                  
      try { 
         //creo el agente remoto y lo pongo en accion 
           
        cc2.createNewAgent("AgenteServidor2", 
"agentes.AgenteServidor_PFC2", null).start();  
      } catch (Exception e){ 
       e.printStackTrace(); 




  * @see HttpServlet#doGet(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doGet(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 







  * @see HttpServlet#doPost(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doPost(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
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public class AgenteServidor_PFC3 extends Agent{ 
 Vector<String> vector; 
    /** 
  *  
  */ 
 private static final long serialVersionUID = 1L; 
 
 protected void setup() 
    { 
  
        // Comportamtiento a la espera de un mensaje 
        addBehaviour(new CyclicBehaviour(this) 
        { 
            /** 
    *  
    */ 
   private static final long serialVersionUID = 1L; 
 
   public void action() 
            { 
                ACLMessage msg = receive(); 
                String content = null;                
                String query = null; 
  
  
                if (msg!=null) { 
                    //rellenamos el contenido de la contestación 
                 query = msg.getContent(); 
                 content = consultaBBDD(query).toString(); 
                  
                    ACLMessage reply = msg.createReply(); 
                    reply.setPerformative(ACLMessage.INFORM); 
                    reply.setContent(content); 
                    send(reply); 
                    System.out.print(content); 
                } 
                else block(); 
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            } 
        }); 
  
    } 
  
     protected Vector<String> consultaBBDD(String query) { 
  // TODO Auto-generated method stub 
    
   try 
   { 
      Class.forName("com.mysql.jdbc.Driver"); 
    
      // Establecemos la conexión con la base de datos. 
      Connection conexion = DriverManager.getConnection 
("jdbc:mysql://localhost/MusicShop","root", "root"); 
       
      // Preparamos la consulta 
      Statement s = conexion.createStatement(); 
      ResultSet rs = s.executeQuery (query); 
      ResultSetMetaData rsmd = rs.getMetaData(); 
       
      int nCol = rsmd.getColumnCount(); 
      vector = new Vector<String>(nCol); 
             
      while(rs.next()){ 
       //Obtengo los resultados por columna 
       for(int j = 1; j <= nCol; j++){ 
        vector.add((j-1),"</br><b>" + 
rsmd.getColumnName(j) + "</b>" + "<FONT FACE='Courier New' 
COLOR='Blue' SIZE='4'>    " + rs.getString(j) + "</FONT>"); 
       } 
      }    
      vector.add(vector.size(), "</br><h3>From DDBB 
associated to PFC3</h3>"); 
       
      rs.close(); 
      s.close(); 
      conexion.close(); 
   } 
   catch(ClassNotFoundException cnfe){ 
    cnfe.printStackTrace(); 
   } 
   catch(SQLException se){ 
    se.printStackTrace(); 
   } 
   catch(Exception e){ 
    e.printStackTrace(); 
   } 
   return vector; 
  } 
 
 protected void takeDown() 
       { 
          try { DFService.deregister(this); } 
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          catch (Exception e) {} 

















 * Servlet implementation class Servidor 
 */ 
public class Servidor3 extends HttpServlet { 
 private static final long serialVersionUID = 1L; 
        
    /** 
     * @see HttpServlet#HttpServlet() 
     */ 
    public Servidor3() { 
        super(); 
        // TODO Auto-generated constructor stub 
    } 
 
 /** 
  * @see HttpServlet#doGet(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doGet(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 







  * @see HttpServlet#doPost(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doPost(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
 } 
  
 public void init() throws ServletException{ 
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      Runtime rt = Runtime.instance(); 
      rt.setCloseVM(true); 
          
      Profile perfil = new ProfileImpl(); 
      perfil.setParameter(Profile.MAIN, "false"); 
      perfil.setParameter(Profile.MAIN_HOST, "adrian-ubuntu"); 
      perfil.setParameter(Profile.GUI, "true"); 
                  
      ContainerController cc1 = rt.createAgentContainer(perfil); 
                  
      try { 
         //creo el agente remoto y lo pongo en accion 
           
        cc1.createNewAgent("AgenteServidor3", 
"agentes.AgenteServidor_PFC3", null).start();  
      } catch (Exception e){ 
       e.printStackTrace(); 


























 * Servlet implementation class Wheather 
 */ 
public class Weather extends HttpServlet { 
 private static final long serialVersionUID = 1L; 
 private String ZIP; 
 private AbsObject abs; 
 private WSData input, output; 
 private DynamicClient dc;  
 private URL url; 
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    /** 
     * @see HttpServlet#HttpServlet() 
     */ 
    public Weather() { 
        super(); 
        // TODO Auto-generated constructor stub 
    } 
 
 /** 
  * @see HttpServlet#doGet(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doGet(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
  try{ 
   ZIP = request.getParameter("ZIP"); 
   input.setParameter("ZIP", ZIP);  
   output = dc.invoke(null, "WeatherSoap12", 
"GetCityWeatherByZIP", null, 0, null, input); 
    
   HashMap<String, String> table = new HashMap<String, 
String>(); 
    
  
 if(!output.isParameterEmpty("GetCityWeatherByZIPResult")){ 
    abs = 
output.getParameter("GetCityWeatherByZIPResult"); 
    String [] name = abs.getNames(); 
     
    for(int i = 0; i<name.length; i++){ 
     table.put(name[i], 
abs.getAbsObject(name[i]).toString()); 
    }     
   } 
    
   input = new WSData(); 
   output = dc.invoke(null, "WeatherSoap12", 
"GetWeatherInformation", null, 0, null, input); 
   output.getParameter("GetWeatherInformationResult"); 
    
  
 if(!output.isParameterEmpty("GetWeatherInformationResult")){ 
     
    int size = 80; 
    String [] keys = null; 
    String [] values = new String[size+1];  
    abs = 
output.getParameter("GetWeatherInformationResult"); 
     
    for(int i = 0; i < abs.getNames().length; 
i++){ 
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     keys = 
abs.getAbsObject("_JADE.UNNAMED"+i).getNames(); 
     for (int j = 0; j < keys.length; j++) { 
      values[size] = 
abs.getAbsObject("_JADE.UNNAMED"+i).getAbsObject(keys[j]).toString(); 
      //System.out.println(keys[j]+": 
"+abs.getAbsObject("_JADE.UNNAMED"+i).getAbsObject(keys[j])); 
      size--; 
     } 
    } 
         
    String value = table.get("description"); 
     
    for (int j = 0; j < values.length; j++) { 
     if(value.equals(values[j])){ 
      url = new URL(values[j-1]);  
     
     } 
    } 
   } 
 
  int temp = 0; 
  if(!table.get("temperature").isEmpty()){ 
   temp = Integer.parseInt(table.get("temperature")); 
   temp = 5*(temp-32)/9; 
  } 
     
  String toPrint = "<head><title>El Tiempo</title></head>"+ 
    "<body></br>" + 
    "<style type='text/css'>" + 
           "b {font-family: Verdana;" + 
           "color: black;" + 
           "}" + 
                 "p {font-family: Verdana;" + 
                 "color:blue;}" + 
                          "</style>" + 
    "<div style='float:left;'>" + 
    "<table border = '0'>" + 
    "<tr><td><b>Ciudad: 
</b></td><td><p>"+table.get("city")+"</p></td></tr>" + 
    "<tr><td><p><b>Estado: 
</b></td><td><p>"+table.get("state")+"</p></td></tr>" + 
    "<tr><td><p><b>Temperatura: 
</b></td><td><p>"+temp+" ºC ("+table.get("temperature")+" 
ºF)</p></td></tr>" + 
    "<tr><td><p><b>Presión: 
</b></td><td><p>"+table.get("pressure")+" inHg</p></td></tr>" + 
    "<tr><td><p><b>Humedad: 
</b></td><td><p>"+table.get("relativeHumidity")+"%</p></td></tr>" + 
    "<tr><td><p><b>Viento: 
</b></td><td><p>"+table.get("wind")+" (km/h)</p></td></tr>" + 
    "<tr><td><p><b>Estación meteorologica: 
</b></td><td><p>"+table.get("weatherStationCity")+"</p></td></tr>" + 
    "</table>" + 
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    "<br/><br/><br/><br/><br/><br/><br/><br/>" + 
    "<a href='index.html'> Volver a consultar el 
tiempo</a></div>" + 
    "<div style='float: right;'>"+"<img 
width='180' height='150' style='padding-right: 450px' src='"+url+"' 
alt='image' /><p><i>"+table.get("description")+"</i></p></div>" + 
    "</body>"; 
  /* 
   * r = rising pressure, f = falling pressure, s = pressure 
holding steady.  
   * The pain scale is my subjective rating.  
   * A rating of 0 is no percievable pain.  
   */ 
   
     response.setContentType("text/html"); 
     PrintWriter out = response.getWriter(); 
      
     out.print(toPrint); 
     out.flush(); 
     out.close(); 
    
  }   
  catch (Exception e) { 
   // TODO: handle exception 
   e.printStackTrace(); 




  * @see HttpServlet#doPost(HttpServletRequest request, 
HttpServletResponse response) 
  */ 
 protected void doPost(HttpServletRequest request, 
HttpServletResponse response) throws ServletException, IOException { 
  // TODO Auto-generated method stub 
  doGet(request, response); 
 } 
  
 public void init() throws ServletException{ 
  try { 
   abs = new AbsPrimitive(null); 
   dc = new DynamicClient();  
   dc.initClient(new 
URI("http://wsf.cdyne.com/WeatherWS/Weather.asmx?WSDL"));  
   input = new WSData(); 
  } 
  catch(Exception e) { 
   e.printStackTrace(); 
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Index.html 








<form method="get" action="Weather"> 
<p>Introduzca el código postal de la ciudad norteamericana de la que 








<input type='submit'  value='Enviar'></td> 
<td><div id="CP"></div></td> 
</tr> 
</table> 
</form>  
</body> 
</html> 
