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11 Johdanto
Suuri osa ohjelmistotuotantoprojekteista epa¨onnistuu osittain tai kokonaan projek-
tille asetettujen laatuun, ominaisuuksiin, aikatauluun tai hintaan liittyvien tavoit-
teiden saavuttamisessa. Tutkimusten mukaan jopa nelja¨nnes lopetetaan ennen oh-
jelmiston ka¨ytto¨o¨nottoa, joskin syiden otaksutaan olevan ohjelmiston aiempien ver-
sioiden laadussa tai muissa projektin ulkopuolelta tulleissa osissa [VFHR10]. Oh-
jelmistojen ja niiden toteuttamisen laadussa on puutteita, ja toisaalta laadukaskin
ohjelmisto voi ajan kuluessa muuttua laadultaan huonoksi, ominaisuuksiltaan van-
hanaikaiseksi tai muutoin tarkoitukseensa sopimattomaksi.
Ohjelmistoa hankkivan organisaation pita¨isi jotenkin pystya¨ seka¨ hankkimaan laadu-
kas ja tarkoitukseen sopiva ohjelmisto etta¨ ylla¨pita¨ma¨a¨n se sellaisena. Mutta monet
seikat vaikeuttavat ta¨ta¨ tehta¨va¨a¨.
Teetta¨essa¨a¨n omaa ohjelmistoa omaan ka¨ytto¨o¨n asiakas voi vaatia ohjelmaan ha-
luamiaan muutoksia helposti. Valinta oman ja valmiin, ehka¨ muokatun, ohjelmis-
ton va¨lilla¨ on kompromissi hinnan ja vallan va¨lilla¨: oma ohjelmisto on kallis, mutta
vapaasti ma¨a¨ritelta¨vissa¨. Toisaalta valmisohjelmistojen suurempi asiakaskunta mer-
kitsee mahdollisuuksia nauttia muiden tekemien virheilmoitusten tai parannuseh-
dotuksien hyo¨dyista¨. Lisa¨ksi valmisohjelmiston toimittajalla on, tai ainakin pita¨isi
olla, sisa¨syntyinen tarve pita¨a¨ ohjelmiston laadusta mahdollisimman hyva¨a¨ huolta.
Pahimmassa tapauksessa on teetetty ulkopuolisella ohjelmistotoimittajalla kallis, jo
valmistuessaan huonosti toimiva ja vaikeasti muutettava ohjelmisto [Fea04, s. 77],
jonka muuttamiseen kykenee tai on sopimusteknisesti oikeutettu vain ohjelmiston
toimittanut taho. Ta¨llaista tilannetta, jossa asiakkaan neuvotteluasema on heikko
ja riippuvuus tietysta¨ toimittajasta voimakas, kutsutaan toimittajaloukuksi (katso
lisa¨a¨ luvusta 2 sivulta 3) (Vendor lock-in, myo¨s Customer lock-in tai Proprietary
lock-in) [FK06, s. 6-10] [Wiki] [Kiv12].
Toimittajaloukussa korkeat vaihtokustannukset (Switching costs tai Switching bar-
riers) [FK06, s. 6-8] seka¨ useat psykologiset seikat tekeva¨t irtipyristelysta¨ vaikeaa
[HKR98, RW99, Wikb, Wikd, Wike, Wikf, Wika]. Usein ihmiset haluavat myo¨s va¨lt-
ta¨a¨ riskia¨, jolloin pienten muutosten perusteleminen on helpompaa kuin suurempien
ja riskialttiimpien [KT84, Wikd]. Kokonaisuuden kannalta kuitenkin suuri ma¨a¨ra¨
pienia¨ korjauksia ja muutoksia on kustannustehotonta. On myo¨s syyta¨ huomioida,
etta¨ ohjelmistotoimittaja on luultavasti myynnin ja ohjelmistojen kaupallisen tuot-
tamisen asiantuntija, mutta ostaja yleensa¨ asiantuntija korkeintaan omalla alallaan.
2Toimittajaloukku, liiketoiminnan riippuvuus ohjelmistosta ja sen yhteistoiminnas-
ta muiden ja¨rjestelmien kanssa, epa¨symmetria asiantuntemuksessa ja ohjelmiston
huono laatu ovat ulkoisen toimittajan kannalta edullisia seikkoja, silla¨ ne seka¨ pa-
kottavat asiakkaan tilaamaan muutoksia etta¨ esta¨va¨t tilaamasta niita¨ muualta. Toi-
mittajaloukkuun ja¨a¨nyt asiakas on epa¨edullisessa neuvotteluasemassa ja vailla vaih-
toehtoja.
Tutkielman rakenne on seuraava. Luvussa 2 kuvaan toimittajaloukun. Luvussa 3
pohdin laadun ka¨sitetta¨ ma¨a¨ritelmien ja na¨ko¨kulmien kautta seka¨ ka¨yn la¨pi erilaisia
tapoja jaotella laatu osatekijo¨ihin. Luvussa 4 tarkastelen laadunvarmistusta.
Luvut 2-4 muodostavat tyo¨ni teoreettisen viitekehyksen.
Luvussa 5 luon ohjelmiston tilaajalle mallin. Ohjelmistojen hankintaan osallistuvat
voivat ka¨ytta¨a¨ sita¨ apunaan ostaessaan ohjelmistoa tai pyrkiessa¨a¨n parantamaan
neuvotteluasemiaan. Ka¨sittelen tekija¨noikeuksia sen alussa pintapuolisesti, silla¨ ne
vaikuttavat osaltaan toimittajaloukun syntymiseen, vaikka eiva¨t sina¨lla¨a¨n kuulukaan
tutkielman aihepiiriin. Listaan joukon riitta¨va¨n hyvia¨ tapoja, silla¨ parhaiden tapo-
jen lo¨yta¨minen vaatii kaikkien mahdollisuuksien la¨pika¨yntia¨, mika¨ olisi liian laaja
tehta¨va¨ tutkielmaan.
Luku 6 sisa¨lta¨a¨ yhteenvedon ja johtopa¨a¨to¨kset.
32 Toimittajaloukku
Ohjelmistoja ostavan organisaation kannalta ainoa taloudellisesti toimiva ja aikaa
kesta¨va¨ ratkaisu onkin muuttaa asetelmaa siten, etteiva¨t ulkopuolisen toimittajan
edut ole ristiriitaiset omien etujen kanssa. Asiakkaan ja toimittajan intressit saa-
daan yhteneva¨ksi painamalla vaihtokustannukset alas. Ta¨llo¨in toimittajan kannat-
taa hoitaa tyo¨nsa¨ niin laadukkaasti, ettei asiakas halua vaihtaa toimittajaa, vaikka
se olisikin mahdollista.
Uponneet kustannukset (Sunk cost), eli kustannukset, joiden toteutumiseen ei ena¨a¨
voi vaikuttaa [RW99, Bra13, Wikh], eiva¨t saisi vaikuttaa myo¨hempiin pa¨a¨to¨ksiin.
Mutta niiden huomioimatta ja¨tta¨minen [Wikb] ja toteutuneiden riskien myo¨nta¨-
minen [KT84, Wike] on vaikeaa. Edella¨ mainitut seikat vaikeuttavat toimittaja-
loukkuun ja¨a¨misen tiedostamista. Ja vaikka tilanne tiedostettaisiin, ei organisaation
kulttuuri va¨ltta¨ma¨tta¨ kannusta tuomaan tilannetta kunnolla esiin; seha¨n na¨ytta¨isi
epa¨onnistumisen myo¨nta¨miselta¨ ja esiin nostamiselta. Edella¨ mainittujen seikkojen
vuoksi toimittajaloukkuun ja¨a¨mista¨ ei va¨ltta¨ma¨tta¨ haluta tuoda esiin eika¨ sielta¨
haluta edes yritta¨a¨ pois.
Riitta¨va¨n alhaiset vaihtokustannukset antavat mahdollisuuden kilpailuttaa, vaihtaa
tai ka¨ytta¨a¨ useita toimittajia. Vaihtokustannuksien mataluus ei kuitenkaan ole hy-
va¨ mittari ohjelmistoja¨rjestelmiin tehtyjen sijoituksien nykyarvolle, silla¨ toimitta-
jaa vaihtaessa synytyy uusia luonteeltaan uponneita kustannuksia ja uusia riskeja¨.
Vaihtokustannusten alhaalla pita¨minen on siis vain va¨line, jolla sijoituksen nykyar-
voa voidaan vaalia.
Taloudellisesti mitattuna ohjelmiston arvo on sen liiketoiminnalle tuottama kilpai-
luetu verrattuna muihin vaihtoehtoihin ja toisaalta kilpailijoihin. Pidemma¨lla¨ ajalla
katseltuna kilpailuedun muodostumisen kannalta olennaisin tekija¨ on ohjelmiston
ka¨ytto¨kelpoisuus. Ka¨ytto¨kelpoisuuden kannalta on oleellisempaa tieta¨a¨ minka¨lai-
nen ohjelmisto tarvitaan kuin tehda¨ ohjelmisto oikein [HW12, s. 25] [CAH+10, s.
123-124] [Som07, s. 516] [Pre10, s. 451]. Tuon tiedon haalimisessa avainasemassa
on onnistunut kommunikaatio asiakkaan ja toimittajan va¨lilla¨ [HW12, s. 25, 44-45]
[CAH+10, s. 123-124]. Ka¨ytto¨kelpoisena pita¨misen mahdollisuuksia ma¨a¨ritta¨a¨ oikea
tieto tarpeista seka¨ laatu ja mahdollisuudet mukauttaa ohjelmisto myo¨s tulevaisuu-
dessa ilmeneviin tarpeisiin. Hyva¨ laatu ja helppo muokattavuus ovat hyvia¨ asioita
vaihtokustannuksien edullisuutta ajatellen.
Julkisessa keskustelussa laadun mittariksi on ehdotettu jopa kansalaisten kokemaa
4hyo¨tya¨ [Hs14]. Loppuka¨ytta¨jien kokeman hyo¨dyn mittaamisella ei kuitenkaan voi-
da arvottaa sijoitusta rahallisesti, jolloin myo¨ska¨a¨n arvon tarkka seuraaminen ei
onnistu. Loppuka¨ytta¨jien kokemuksia ei silti ole syyta¨ sivuuttaa, silla¨ ne kertovat
mita¨ on syyta¨ parantaa tai mita¨ esteita¨ hyo¨tyjen realisoitumiselle on. Era¨s tutkimus
esimerkiksi paljasti, etta¨ ika¨ihmiset eiva¨t niinka¨a¨n pelka¨a¨ sa¨hko¨isen asioinnin ja¨r-
jestelmien oppimista, vaan eiva¨t motivoidu edes yritta¨ma¨a¨n koska eiva¨t usko siita¨
koituvan hyo¨tya¨ itselle [Hs14].
Oleellista ei siis ole mika¨a¨n ylla¨mainituista tekijo¨ista¨ yksina¨a¨n vaan ne kaikki yh-
dessa¨, ja se, miten kyseiseen tilanteeseen pa¨a¨sta¨a¨n. On myo¨s huomattava, etteiva¨t
ne keinot ehka¨ ole kaikkein halvimmat, mutta negatiiviset riskit ja ka¨ytto¨kelpoi-
suus pitka¨lla¨ aikava¨lilla¨ huomioiden, kustannustehokkaat. Vastaavaan voidaan ehka¨
pa¨a¨sta¨ muillakin keinoilla tai hyva¨lla¨ tuurilla.
Ohjelmiston laadun ylla¨pita¨minen on ta¨rkea¨a¨. Huono laatu tekee ohjelmiston muok-
kaamisesta ja ka¨ytto¨kelpoisena pita¨misesta¨ kalliimpaa seka¨ kasvattaa toimittajan
vaihtoon liittyvia¨ riskeja¨. Se myo¨s tekee ohjelmistosta va¨hemma¨n kiinnostavan mui-
den mahdollisten toimittajien silmissa¨ ylla¨pito- ja jatkokehitysprojekteja kilpailu-
tettaessa.
Laatuun liittyva¨t ongelmat voivat syntya¨ monesta eri syysta¨. Ohjelmistoja kehite-
ta¨a¨n pitka¨n ajan kuluessa. Ohjelmiston elinkaaren aikana sille asetetut tavoitteet
muuttuvat ja kehitta¨ja¨t seka¨ ma¨a¨rittelyn etta¨ toteutuksen puolella vaihtuvat. Sa-
malla hiljainen tieto valituista ja hyla¨tyista¨ ratkaisuista seka¨ varsinkin valintojen
perusteista katoaa tai unohtuu. Dokumentointiin panostaminen ei auta, silla¨ kul-
loisellakin hetkella¨ voi vain arvella, mika¨ tieto on oleellista joskus tulevaisuudessa.
Myo¨s tapa, jolla ohjelmistoa ka¨yteta¨a¨n, voi muuttua. Esimerkiksi kirjanpitoon ka¨y-
tetta¨va¨a¨ ohjelmistoa tai kassaja¨rjestelma¨a¨ saatetaan joutua muuttamaan verotuksen
muuttuessa tai tilinpa¨a¨to¨ska¨yta¨nno¨n vaihtuessa kansainva¨liseen, po¨rssiyhtio¨iden ny-
kya¨a¨n ka¨ytta¨ma¨a¨n kansainva¨lisia¨ tilinpa¨a¨to¨sstandardeihin eli IFRS-tapaan [Po¨r05]
[Wik10]. Tavoitteiden, tarpeiden, ka¨ytto¨tapojen muuttuminen ja ohjelmiston kehit-
ta¨jien vaihtuvuus johtavat siihen, etta¨ ohjelmiston muokkaaminen, jatkokehitta¨mi-
nen ja tarpeisiin vastaavana pita¨minen ka¨yva¨t ajan mittaan vaikeammiksi.
Kasvaneet ja kasautuvat vaikeudet ovat ongelma monille ohjelmistoja hankkineille
ja niiden jouhevasta toiminnasta seka¨ tarkoituksenmukaisuudesta jopa riippuvaisiksi
tulleille organisaatioille. Pahimmassa tilanteessa ohjelmiston muuttaminen riippuu
tietyn toimittajan tietyista¨ henkilo¨ista¨.
5Ohjelmistoja tehda¨a¨n nykyisin entista¨ enemma¨n ulkoistetusti tai alihankkijoita ka¨yt-
ta¨en. Vaihtuvat alihankkijat ovat ohjelmiston laadulle pa¨invastainen haaste kuin
toimittajaloukku. Ohjelmistoa toteuttavalla henkilo¨sto¨lla¨ on yleensa¨ samanaikaises-
ti tyo¨n alla useita projekteja, jolloin heille ei muodostu kattavaa yksityiskohtaista
kokonaiskuvaa ohjelmistosta. Mika¨li muutosta tekeva¨ ohjelmoija ei tarkasti tunne
eri ohjelmiston eri osien va¨lisia¨ riippuvuuksia, muutoksista aiheutuu helposti uusia
virheita¨ tai laadun heikkenemista¨.
Vaikka laadun vaalimisen tulee olla ta¨rkea¨a¨ asiakkaalle, asiakas saattaa toimillaan
tahattomasti, ajattelemattomuuttaan tai osaamattomuuttaan aiheuttaa tilanteen,
jossa huono laatu on va¨ista¨ma¨to¨n seuraus. Tarpeettoman tiukat aikataulut seka¨ jat-
kuvasti muuttuvat, epa¨selva¨t ja ristiriitaiset vaatimukset ovat kaikkien alalla tyo¨s-
kentelevien tuntema esimerkki toimista, joilla asiakkaat huonontavat laatua.
Laadukkaan ohjelmiston hankintaan ja hyva¨n laadun ylla¨pita¨miseen liittyvia¨ ongel-
mia voidaan helpottaa erilaisilla tekniikoilla. Laadun automatisoitu mittaaminen, jo
kirjoitetun la¨hdekoodin automatisoitu analysointi, automatisoidut testit, varsinai-
sen ka¨ytta¨ja¨n toimia ja tavoitteita kuvaavien tarinoiden (User stories) ka¨ytta¨minen
kuvaamassa vaatimuksia, katselmoinnit, lyhyisiin sykleihin perustuva kehitystapa ja
jatkuva integrointi, tutkiva testaus, va¨lito¨n puuttuminen havaittuihin ongelmiin ja
niiden syihin [HW12, s. 106] seka¨ kaikkien osallisten sitoutuminen ja sitouttami-
nen auttavat. Na¨iden avulla laatuongelmiin pa¨a¨sta¨a¨n ka¨siksi mahdollisimman pian
niiden synnyttya¨.
Ohjelmiston riitta¨va¨ testaaminen saattaa olla vaikeaa tai jopa mahdotonta riippuen
toteutuksessa ka¨ytetyista¨ tavoista, ohjelmiston rakenteesta ja arkkitehtuurista. Ta¨l-
lo¨in testattavuuden parantamiseksi saattaa olla perusteltua uudistaa testattavaa
ohjelmistoa.
Kattavat ajantasaiset automatisoidut ja¨rjestelma¨- ja yksikko¨testit voivat nopeasti
paljastaa muutosten sivuvaikutuksena tulleita virheita¨. Mika¨li testit meneva¨t muu-
toksien ja¨lkeen la¨pi, todenna¨ko¨isesti uusia virheita¨ ei ole vahingossa syntynyt. Au-
tomatisoidut testit toimivat ohjelmoijan suuntaan vakuutena siita¨, etta¨ korjaus on
onnistunut ja sivuvaikutukseton. Automatisoidut testit nostavat kustannustehok-
kuutta yksitta¨isien muutoksien ja korjauksien kohdalla huomattavasti [Fea04, s. 77-
79]. Automatisoidut ja¨rjestelma¨tason testit myo¨s kertovat, koska toteutus on valmis
[Kos08, s. 351-353].
Lyhyet kehityssyklit tuovat saavutetut tulokset asiakkaan kannalta la¨pina¨kyva¨m-
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asti, etta¨ se saadaan otettua ka¨ytto¨o¨n. Projektipa¨a¨lliko¨n viikoittainen ilmoitus ta-
voitteen la¨hestymisesta¨ viidella¨ prosenttiyksiko¨lla¨ ei ole kovin konkreettista. Pahas-
sa tapauksessa viikoittainen viiden prosenttiyksiko¨n edistyminen muuttuu yhdek-
sa¨nkymmenen prosentin paikkeilla noin yhden prosenttiyksiko¨n viikoittaiseksi edis-
tymiseksi. Tilatun tyo¨n tuloksien testaaminen, tai edes ylimalkainen tutustuminen
niihin, jokaisen syklin lopussa on hyo¨dyllista¨. Se sitoo ja kuluttaa tilaajan resursseja,
mutta mahdollistaa puutteiden, virheiden ja muuttuneiden tarpeiden huomaamisen
aiemmin ja siten korjaamisen pienemmin kustannuksin.
Loppujen lopuksi asiakkaan kannalta kuitenkin on ta¨rkeinta¨, etta¨ ja¨rjestelma¨ on
hyo¨dyksi ja saadaan pidettya¨ hyo¨dyllisena¨. Jotta ta¨ssa¨ voitaisi onnistua, tarvitaan
seka¨ mahdollisuus tehda¨ muutoksia ja korjauksia etta¨ ennen kaikkea tietoa siita¨,
mitka¨ olisivat hyo¨dyllisia¨ muutoksia ja korjauksia.
Ta¨ma¨n tutkielman tarkoituksena on luoda malli, joka avulla ohjelmiston tilaaja
pienenta¨a¨ toimittajaloukkuun ja¨a¨misen riskia¨ tai seurauksia.
Ohjelmiston toimittaja on syyta¨ sitoa mallin ehdottamiin vaatimuksiin sopimuksin,
seurannalla ja sanktion. Hummelin ja Huittin seka¨ Pellisen mukaan “sita¨ saa, mita¨
mittaa” [HH94] [Pel05, s. 67-69]. Itse ka¨rjista¨isin sa¨a¨nno¨n jopa muotoon “sita¨ saa,
mista¨ sanktioi”.
Tyo¨ssa¨ni na¨ko¨kulma on ohjelmiston tilaajan eli asiakkaan. Ohjelmistojen laatua ja
tilaamiseen liittyvia¨ asioita ei ole juurikaan ka¨sitelty alan kirjallisuudessa ta¨sta¨ na¨ko¨-
kulmasta. Ohjelmistotuotannon ammattilaisille ta¨ma¨ ei liene ongelma, mutta ohjel-
mistohankinnoista on usein pa¨a¨tta¨ma¨ssa¨ myo¨s henkilo¨ita¨ aivan muulla koulutuksella
ja kokemustaustalla.
Asiakasna¨ko¨kulma on mahdollista lo¨yta¨a¨ ohjelmistotuotannossa, vaikka toiminnas-
sa ei ole aina kyse asiakkaan ja ulkoisen ohjelmistotoimittajan va¨lisesta¨ tilaajan
ja toimittajan suhteesta. Organisaation toteuttaessa itse joko omaan ka¨ytto¨o¨n tai
myyta¨va¨ksi tarkoitettua ohjelmistoa ovat organisaatiosta lo¨ydetta¨vissa¨ ne osastot
tai henkilo¨t, jotka ohjelmistoa tekeva¨t, ja ne, jotka sita¨ teetta¨va¨t.
Asiakas eli tilaaja voi olla joko varsinainen, ulkoinen asiakas tai oman organisaation
sisa¨inen toimija. Ohjelmiston toteutusta tekeva¨sta¨ tahosta ka¨yta¨n termia¨ toimittaja,
silla¨ se on alalla puheessa yleisesti ka¨yto¨ssa¨ oleva termi. Toimittaja ei va¨ltta¨ma¨tta¨
ole tilaajasta riippumaton ulkoinen yritys tai organisaatio, vaan se voi myo¨s olla
oman organisaation osa, esimerkiksi tietotekniikkaosasto.
73 Ohjelmiston laatu
Meilla¨ kaikilla on jonkinlainen ka¨sitys siita¨, mita¨ sanalla laatu tarkoitetaan. Vaikka
laatu intuitiivisesti on helppo ymma¨rta¨a¨, se ymma¨rreta¨a¨n usein henkilo¨sta¨ ja asiayh-
teydesta¨ riippuen eri tavoin. Koska eri asiat luonnollisesti painottuvat eri asiayhteyk-
sissa¨, laadun tarkka ma¨a¨rittely on vaikeaa.
Kielitoimiston sanakirjan mukaan laatu on
“1. se mika¨ on jllek ominaista, jnk ominaisuudet, luonne, ominaisuus,
kvaliteetti. Viljelysmaan laatu. Luonteen-, mielenlaatu. Ela¨ma¨nlaatu. Ot-
takaa huomioon jnk erikoislaatu. Ha¨nen na¨yttelija¨nlaadulleen vieras roo-
li. Verratkaa hintaa laatuun! Laadultaan ala-arvoista tavaraa. Nopeuttaa
tyo¨ta¨ laadun kustannuksella tinkima¨lla¨ laadusta.
Erik. hyva¨ laatu, laadukkuus. Meilla¨ pyrita¨a¨n laatuun. Arvostaa laatua.
Laadusta joutuu maksamaan.” [KTS08].
Toiselta merkitykselta¨a¨n laatu tarkoittaa lajia tai luokkaa:
“2. laji, luokka, kategoria; us. paremmin toisin. Ainoa, ensimma¨inen laa-
tuaan. Erilaisia kangaslaatuja paremmin: kangaslajeja. Aikainen vilja-,
omenalaatu paremmin: -lajike. Kahvileipa¨a¨ oli monta laatua monenlais-
ta. Perustavaa laatua oleva paremmin: perusluonteinen. Asia on kiireel-
lista¨ laatua paremmin: kiireellinen.” [KTS08].
Kielitoimiston sanakirjasta lo¨ytyva¨t laadulle myo¨s mittayksikko¨a¨ tai sopivuutta eli
kelpoisuutta kuvaavat ma¨a¨ritelma¨t [KTS08], mutta ohjelmistotuotteiden laadusta
keskustelun kannalta ne ovat merkityksetto¨mia¨.
Sanakirjan ma¨a¨ritelma¨n mukaan laatu tarkoittaa ensisijaisesti jonkin asian ominai-
suuksia tai jollekin asialle luonteenomaisia piirteita¨. Esimerkkina¨ esitettya¨ na¨ytteli-
ja¨nlaatua on vaikeaa kuvitella tarkoittamassa na¨yttelija¨n hyvyytta¨ kuvaavana mit-
tarina.
Sanana laatu kuvaa jonkin asian ominaisuuksia tai luokkaa. Puhekielessa¨ laadus-
ta puhuttaessa tarkoitetaan useimmiten hyva¨laatuisuutta, kuten ela¨ma¨nlaadun ta-
pauksessa. Intuitiivisesti, joskaan ei sanakirjan ensisijaisen ma¨a¨ritelma¨n mukaan,
laatu tarkoittaa jotain hyva¨laatuista.
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ta¨ laatu ohjelmistotuotteiden yhteydessa¨ tarkoittaa. Toisaalta sanakirja ma¨a¨rittelee
hyva¨laatuisen olevan “laadultaan hyva¨, laadukas. Hyva¨laatuinen tuote” [KTS08].
Yleiskieliset laadun ka¨sitteen ma¨a¨ritelma¨t ja ominaisuudet eiva¨t riita¨. Laatu oh-
jelmistotuotannossa eroaa huomattavasti yleiskielen ma¨a¨ritelma¨sta¨. Laatu ja sen
valvonta ohjelmistotuotannossa eroaa huomattavasti muussa teollisessa tuotannos-
sa totutusta, koska ohjelmistotuotannossa toteutetaan immateriaalisia hyo¨dykkei-
ta¨ [Gal04, s. 4-6]. Jotta voin ma¨a¨ritella¨ laadun ohjelmistotuotannon kontekstissa,
minun on keskitytta¨va¨ siihen, miksi laatu on merkityksellista¨, seka¨ siihen, kuinka
erilaisista na¨ko¨kulmista laatuun voidaan suhtautua.
3.1 Laadun ja virheiden kustannustehokas tasapaino
Va¨a¨ra¨n, eli liian huonon tai tarpeettoman hyva¨n, laadukkuuden tason havainnointi
on hankalaa, silla¨ kustannukset ja haitta eiva¨t va¨ltta¨ma¨tta¨ na¨y siella¨, mista¨ huono
laatu aiheutuu. Tarkastellaan esimerkiksi kassaja¨rjestelma¨n ka¨yto¨n oppimisen help-
poutta. Koska na¨issa¨ tehta¨vissa¨ henkilo¨sto¨n vaihtuvuus on melko suurta, uuden hen-
kilo¨n pita¨a¨ pystya¨ oppimaan ja¨rjestelma¨n ka¨ytto¨ nopeasti. Mika¨li ka¨yto¨n oppiminen
on hidasta ja aiheuttaa sita¨ kautta kuluja, kulut kertautuvat nopeasti suuriksi.
Tarpeettoman huonosta tai tarpeettoman hyva¨sta¨ laadusta aiheutuu myo¨s sellaisia
kustannuksia, jotka na¨kyva¨t ohjelmistotuotannon kustannuksina [MuA89]. Suun-
nittelu- ja toteutusvaiheissa kustannuksista sa¨a¨sta¨minen laadun kustannuksella ei
yleensa¨ kannata, silla¨ vastaavasti ylla¨pitokustannukset kasvavat sa¨a¨sto¨ja¨ enemma¨n
[Som07, s. 494-495]. Tarpeettoman hyva¨laatuisessa maksetaan itsesta¨a¨n selva¨sti tur-
hasta. Vuonna 2004 puolet yhdysvaltalaisien yrityksien investoinneista kohdistui
tieto- ja viestinta¨tekniikkaan [LaL06, s. 5-6], joten va¨a¨ra¨sta¨ laadusta aiheutuu mer-
kitta¨via¨ kustannuksia.
Oikean laatutason ma¨a¨ritta¨minen ei ole helppoa. Musan mukaan oikea laatutason
ma¨a¨ritta¨minen aloitetaan arvioimalla, millainen on ohjelmiston ka¨ytto¨profiili (opera-
tional profile) [MuA89]. Ka¨ytto¨profiili kuvaa, miten ja¨rjestelma¨a¨ ka¨yteta¨a¨n tai miten
sita¨ todenna¨ko¨isesti tullaan ka¨ytta¨ma¨a¨n [Mus93]. Ka¨ytto¨profiili esiteta¨a¨n mahdol-
listen toimintojen todenna¨ko¨isyyden kuvaavana ka¨yra¨na¨ [Mus93]. Sen ja¨lkeen tes-
taus kohdennetaan sita¨ vastaavasti ja arvioidaan aiemmista projekteista kera¨ttyjen
tietojen perusteella oikea laatutaso [MuA89]. Oikea laatutaso on se, joka minimoi
9laadukkaamman ohjelmiston tuottamisesta ja ja¨ljelle ja¨a¨neiden virheiden myo¨hem-
ma¨sta¨ korjaamisesta aiheutuvat kustannukset [MuA89] (kuva 1).
Kuva 1: Laatutasotavoite [MuA89]
Tuotantoka¨ytto¨o¨n siirretyn ohjelmiston ja¨ljelle ja¨a¨neiden virheiden ma¨a¨ra¨ kasvaa
koordinaatistossa x-akselia oikealle menta¨essa¨. Kokonaiskustannuksista muodostuu
u-ka¨yra¨, jolta lo¨ytyy minimi, koska ka¨yto¨n aikaisten virheiden korjaamisen kustan-
nus on suoraan verrannollinen virheiden ma¨a¨ra¨a¨n [MuA89]. Sen sijaan kehitysaika-
na virheiden kokonaisma¨a¨ra¨n pienenta¨misessa¨ on kasvava rajakustannus [MuA89]
[Som07, s. 49-50] [NUR05, s. 59] [Wik11].
Musan malli ei aina pa¨de ka¨yta¨nno¨n ohjelmistotuotannossa, silla¨ joissain tapauksissa
saattaa olla ja¨rkeva¨a¨ tehda¨ mallin optimiin verrattuna tarpeettoman hyva¨a¨ laatua.
Virhetilanteet eiva¨t ehka¨ ole hyva¨ksytta¨vissa¨ tai paremmalla laadulla pyrita¨a¨n saa-
vuttamaan muihin markkinoilla oleviin ohjelmistotuotteisiin verrattuna kilpailue-
tua ja markkinointi- tai imagovaltteja. Toisaalta aikataulupaineet pakottavat joskus
tinkima¨a¨n laadusta. Musan ehdottama kokonaiskustannusten minimointiin pyrkiva¨
laadun tason optimointi ja¨tta¨a¨ huomioimatta rahan aika-arvon, laadun vaikutuk-
sen kustannuksiin kehityksen jatkuessa ja ylla¨pitovaiheessa, mahdolliset huonosta
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laadusta aiheutuvat imagoon tai myyntiin liittyva¨t ongelmat.
Se, mihin ohjelmistoa toteutetaan, vaikuttaa oikeaan laadukkuuden tasoon useal-
la tavalla. Ohjelmistovirheiden seuraukset voimalaitoksissa, sairaalan laitteissa tai
vaikkapa lentokoneissa voivat olla tuhoisat ja peruuttamattomat. Kuluttajaelektro-
niikassa tai kodinkoneissa olevien ohjelmistojen ma¨a¨ra¨, monimutkaisuus ja va¨ltta¨-
ma¨tto¨myys on kasvanut [RAG96]. Verrattuna tavallisiin tietokoneohjelmiin kulut-
tajaelektroniikassa virheiden korjaaminen ja¨lkika¨teen on huomattavasti kalliimpaa
[RAG96]. Ohjelmistoja kuluttajaelektroniikkaan toteutettaessa seka¨ virheiden va¨lt-
ta¨minen etta¨ aikataulut ovat ta¨rkeita¨: puolen vuoden viiva¨stys laitteen julkaisussa ja
toimituksissa voi johtaa jopa 33 prosentin va¨hennyksiin voitoissa tuotteen elinkaaren
aikana [RAG96].
Ajan ja laadun suhteen tarkasteltuna tehta¨va¨t voidaan jakaa aikataulukriittisiin ja
laatukriittisiin. Aikataulukriittisia¨ tehta¨via¨ ovat sellaiset, jotka on va¨ltta¨ma¨tta¨ saa-
tava valmiiksi tiettyyn ajanhetkeen mennessa¨, tarvittaessa vaikka laadusta tinki-
ma¨lla¨. Laatukriittisia¨ ovat sellaiset tehta¨va¨t, jotka tulee suorittaa ennalta ma¨a¨ra¨tty
korkea laatutaso saavuttaen. Aikataulukriittisyys johtaa helposti laadun heikkene-
miseen, koska suunnittelu ja toteutus ta¨ytyy tehda¨ nopeasti, tarvittaessa laatuvaa-
timuksia madaltaen. Turha aikataulukriittisyys heikenta¨a¨ laatua turhaan. Asetta-
malla tarpeettomasti tiukkoja aikatauluja ja pita¨ma¨lla¨ asioita kiireellisina¨ tilaaja
huonontaa tilaamansa ohjelmiston laatua aivan turhaan. Esimerkiksi aikataulukriit-
tisista¨ tehta¨vista¨ sopii vuosituhannen vaihteen Y2K-ongelmien vuoksi epa¨kuntoisiksi
ka¨yneiden ohjelmien korvaaminen tai korjaaminen.
3.2 Laatu ja ohjelmistoon tehdyn investoinnin arvo
Laadulla, tai oikeastaan laadun jatkuvalla ylla¨pita¨misella¨, on suuri merkitys siihen,
kuinka pitka¨a¨n ohjelmistotuotteeseen tehty investointi sa¨ilytta¨a¨ arvonsa. Hyva¨laa-
tuista ohjelmistoa voidaan korjata pienemmin kustannuksin, ja sen ajanmukaista-
minen on helpompaa [Fea04, s. 77-79] [BLWG99] [Ben95].
Mika¨li laatua ei ylla¨pideta¨ jatkuvasti, pahimmassa tapauksessa tietokoneja¨rjestel-
ma¨ ohjelmistoineen muuttuu ensin vaikeasti muokattavaksi ja siten vaikeasti tarkoi-
tuksenmukaisena pidetta¨va¨ksi, ja lopulta tarkoitukseensa sopimattomaksi. Vanho-
jen ohjelmistojen ylla¨pita¨misesta¨ on kirjoitettu va¨ha¨n, vaikka ohjelmiston ka¨ytto¨ika¨
voi olla kymmenia¨ vuosia [CAW97]. Alun perin hyo¨dyllisesta¨ ohjelmistosta tulee si-
ta¨ ka¨ytta¨va¨lle organisaatiolle taakka. Taakaksi muodostunutta ohjelmistoa, joka ei
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vastaa nykyisia¨ vaatimuksia ja josta ei syysta¨ tai toisesta haluta luopua, kutsutaan
perinneja¨rjestelma¨ksi (legacy system).
Perinneja¨rjestelma¨ on yleensa¨ vanha tietokoneja¨rjestelma¨, josta sita¨ ka¨ytta¨va¨ orga-
nisaatio on riippuvainen ja jonka muokkaaminen ja ajanmukaisena pita¨minen on
huomattavan kallista [BLWG99] [Ben95] [Kos08, s. 6]. Tietokoneja¨rjestelma¨a¨ on
aika-ajoin muutettava ja korjattava, jotta se sa¨ilytta¨isi ka¨ytto¨kelpoisuutensa [Leh80]
[Kos08, s. 5] [Fea04, s. xiii] [Pel05, s. 65]. Muutokset ja tarpeettomiksi muuttuneet
osat rapauttavat ohjelmiston la¨hdekoodin rakennetta ja tekeva¨t ohjelmistosta jat-
kuvasti monimutkaisemman [Leh80] [Ben95] [CAH+10, s. 124]. Ellei na¨iden epa¨edul-
listen muutoksien ehka¨isemiseksi erikseen tehda¨ vastatoimia, ja¨rjestelma¨ muuttuu
lopulta perinneja¨rjestelma¨ksi [Leh80] [Ben95] [BLWG99]. Ka¨ytta¨jien muutosvasta-
rinta, vasta pitka¨lla¨ ta¨hta¨imella¨ realisoituvat taloudelliset ho¨ydyt ja perinneja¨rjes-
telma¨n korvaamisen vaikeus ja kalleus johtavat siihen, etta¨ ongelmalle ei tehda¨ mi-
ta¨a¨n ennen, kuin sen kohtaamista ei ena¨a¨ mitenka¨a¨n voida va¨ltta¨a¨ [Leh80] [Ben95]
[BLWG99].
Perinneja¨rjestelma¨ssa¨ pita¨ytymisesta¨ aiheutuu myo¨s epa¨suoria kustannuksia, silla¨
siina¨ pita¨ytyminen saattaa esta¨a¨ tekema¨sta¨ oleellisia ja perusteltuja muutoksia orga-
nisaation rakenteessa. Pita¨ytyma¨lla¨ epa¨optimaalisessa vanhassa organisaatioraken-
teessa meneteta¨a¨n tietotekniikan kehitta¨misesta¨ saatavissa olevat parhaat hyo¨dyt,
silla¨ ne ovat usein enemma¨n seurausta muutoksista organisaatiossa ja toimintata-
voissa kuin itse tietoja¨rjestelma¨ssa¨. Tietoja¨rjestelmien kehityshankkeiden hyo¨tyja¨
voidaan kasvattaa huomioimalla ja suunnittelemalla tarvittavat organisaatio- ja toi-
mintatapamuutokset projektin aikaisessa vaiheessa [LaL06, s. 4, 28, 516, 520-521].
Viestima¨lla¨ muutoksista aikaisin ja ottamalla henkilo¨sto¨ mukaan jo suunnitteluvai-
heessa voidaan myo¨s va¨henta¨a¨ muutosvastarintaa [LaL06, s. 516].
3.3 Laatu on suhteellista
Ohjelmiston laatu on suhteellista tuotteelle asetettuihin vaatimuksiin, tuotteen hin-
taan ja muihin vastaaviin tuotteisiin verrattuna. Laajemmin ajateltuna laatu voi
olla suhteessa erilaisiin tuotteisiin, silla¨ huonolaatuinen ohjelmisto on mahdollista
korvata myo¨s muulla kuin vastaavalla tuotteella [PS97, s. 65-66, 258]. Erilaisten
tuotteiden vertailu keskena¨a¨n on huomattavan vaikeaa ja subjektiivista.
Kustannuksilla on merkitysta¨. Hyva¨ laatu maksaa, mutta kallis hinta ei takaa hy-
va¨a¨ laatua [Gar84]. Yksi halvan hinnan ilmeisesta¨ seurauksista on joustamaton ja
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matala raja ka¨ytetta¨vissa¨ olevan tyo¨ma¨a¨ra¨n suhteen ja siten huono laatu. Hyva¨a¨ laa-
tua voidaan tehda¨ tehokkaasti tai tehottomasti valmistuskustannuksiin tai tuotteen
hintaan suhteutettuna.
Laatu on suhteessa tarpeisiin. Kertaka¨ytto¨ista¨ ei kannata tehda¨ hienosti. Liian hyva¨n
tekemiseen kulunutta aikaa ja rahaa ei saada takaisin muuna hyo¨tyna¨.
Laatua ei voida samaistaa suoraan hyo¨tyyn, silla¨ ohjelmiston tuottama hyo¨ty muut-
tuu laadusta riippumatta. Hyo¨ty kasvaa, jos organisaatio sitoutuu ohjelmiston ka¨yt-
to¨o¨n ja organisaatiota tarvittaessa muokataan hyo¨dyn maksimoimiseksi [Sim96].
Pelkka¨ teknologiala¨hto¨inen ohjelmistojen parantaminen ei riita¨, vaan hyva¨a¨n lop-
putulokseen pa¨a¨semiseksi on kehitetta¨va¨ myo¨s liiketoimintamalleja [LaL06, s. 4, 28].
Tekniikan tai liiketoimintamallin alisteinen asema toiselleen johtaa huonoon loppu-
tulokseen [LaL06, s. 28].
3.3.1 Na¨ko¨kulmia laatuun
Laatu on moniulotteinen, useiden ominaisuuksien joukko, jota voidaan tarkastella
eri la¨hto¨kohdista. Tavallinen kuluttaja, yrityksen markkinointiosasto, tuotetta ka¨yt-
ta¨va¨ insino¨o¨ri, tuotteen valmistusta suunnitteleva tai tarkkaileva insino¨o¨ri, tuotteen
laadun ja arvon samaistava ekonomi tai asiaa filosofisesti pohtiva henkilo¨ ma¨a¨ritte-
leva¨t ja kokevat laadun eri tavalla.
Eri na¨ko¨kulmat saavat tulkitsemaan laadun merkityksen eri tavoin. Tekotavan tai
suunnittelun, eli prosessin, laatu saattaa olla kiinnostavampi kuin tuotoksen laatu.
Tuotokseen keskitytta¨essa¨ on mahdollista katsella tuotetta eri la¨hto¨kohdista.
Garvin on tunnistanut viisi erilaista na¨ko¨kulmaa laatuun: yliaistillisen (transcen-
dental), tuotela¨hto¨isen, ka¨ytta¨ja¨la¨hto¨isen, valmistus- tai tuottamisla¨hto¨isen ja ar-
voperustaisen na¨ko¨kulman [Gar84]. Kitchenham ja Pfleeger ovat soveltaneet na¨ita¨
na¨ko¨kulmia myo¨hemmin nimenomaan ohjelmistotuotteiden laatuun [KiP96].
Yliaistillisista la¨hto¨kohdista katsottuna laatu on jotain, joka voidaan kokea, mut-
ta jota ei voida tarkasti ma¨a¨ritella¨ [Gar84] [KiP96]. Ohjelmistotuotteiden laadun
arvioinnin kannalta ta¨ma¨ on ta¨rkea¨ na¨ko¨kulma. Se, millaisella laadulla ohjelmisto-
tuote on toteutettu, ei ole itsesta¨a¨n selva¨sti tilaajan na¨hta¨vissa¨. Moottoria ei siis voi
na¨hda¨ konepellin la¨vitse katsomalla.
Tuotela¨hto¨isessa¨ na¨ko¨kulmassa laatuerot muodostuvat eroista raaka-aineissa tai ra-
kennusmateriaaleissa [Gar84]. Ta¨ma¨n na¨ko¨kulman mukaan laatua voidaan mitata
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objektiivisesti ja korkeampi laatu tarkoittaa korkeampaa hintaa [Gar84]. Garvinin
johtopa¨a¨to¨s laadun vaikutuksesta hintaan pa¨tee vain toiseen suuntaan ja vain, jos
ja¨ta¨mme huomiotta mahdollisuuden myyda¨ tappiolla. Korkeampi hinta voi yhta¨ hy-
vin olla tehottomuuden tai korkeamman katteen kuin laadun ja korkeampien kustan-
nuksien seuraus. Ostajan kannalta korkealla hinnalla ei voi perustella mita¨a¨n, halpa
hinta sen sijaan voi kielia¨ laaduttomuudesta tai myo¨hemmista¨ koituvista korkeista
kuluista.
Ka¨ytta¨ja¨la¨hto¨isen na¨kemyksen mukaan laatu on tarkoituksenmukaisuutta [Gar84]
[KiP96] [Gal04, s. 24-25]. Tavallisen kuluttajan na¨ko¨kulmasta katsottuna na¨ko¨kul-
ma ei va¨ltta¨ma¨tta¨ ole ristiriidassa yliaistillisen na¨ko¨kulman kanssa. Kaksi eri tuo-
tetta voivat tuntua yhta¨ ka¨ytto¨kelpoisilta, mutta toinen tuntuu silti huomatta-
vasti laadukkaammalta. Na¨ko¨kulma korostaa laadun kokemuksen subjektiivisuutta
[Gar84]. Monet modernit ohjelmistotuotannon paradigmat korostavat tarkoituksen-
mukaisuutta [Kos08, s. 5] [HW12, s. 4-7].
Valmistamisla¨hto¨isessa¨ na¨ko¨kulmassa korostuvat vaatimusma¨a¨rittelyt ja ohjelmisto-
tuotteen toteuttaminen niita¨ vastaavaksi [Gar84]. Sen ja¨lkeen kun vaatimusma¨a¨rit-
tely ja suunnittelu on saatu tehtya¨ loppuun, jokaista poikkeamaa na¨ista¨ pideta¨a¨n
laadun huonontumisena [Gar84]. Ta¨sta¨ na¨ko¨kulmasta laatukokemuksen subjektiivi-
suus puuttuu ta¨ysin. Na¨ko¨kulman mukaan erinomaisuus on sita¨, etta¨ asia tehda¨a¨n
oikein heti ensimma¨isella¨ kerralla ja etta¨ ma¨a¨rittelyt tulevat ta¨ytettya¨ [Gar84]. Ta¨-
ma¨n na¨ko¨kulman mukaan hyvin tehty Lada on korkealaatuinen ajoneuvo siina¨ missa¨
hyvin tehty Audikin [Gar84].
Arvola¨hto¨inen na¨ko¨kulma keskittyy tuotteen hintaan, kuluihin ja mahdollisiin tuot-
toihin. Sen mukaan laatutuote tarjoaa tehokkuutta hyva¨ksytta¨vissa¨ olevalla hinnal-
la [Gar84]. Tuote, joka ei korkean hintansa vuoksi ka¨y kaupaksi, ei ta¨ma¨n na¨ko¨kul-
man mukaan ole laatutuote, vaikka sen ominaisuudet olisivat markkinoiden parhaat
[Gar84].
Kaikki Garvinin tunnistamat na¨ko¨kulmat laatuun keskittyva¨t tuotteeseen ja sen
ominaisuuksiin tai suhteelliseen paremmuuteen verrattuna muihin tuotteisiin tai me-
nestykseen markkinoilla. Ne kuvaavat sita¨, miten eri na¨ko¨kulmat sidosryhmilla¨ ovat.
Garvinin na¨ko¨kulmat eiva¨t ota huomioon ohjelmistotuotantoprosessin parantamisen
kautta tapahtuvaa laadun parantumista. Laadukkuutta ohjelmistotuotannossa voi-
daan tarkastella myo¨s ohjelmistotuotantoprosessin parantamisen, laadun osatekijo¨i-
den tai laadun kannalta va¨ltta¨ma¨tto¨mien ominaisuuksien kautta.
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3.3.2 Laatu prosessin seurauksena
Osa ohjelmistotuotteiden laatua parantamaan pyrkivista¨ ohjeista keskittyy ohjel-
mistotuotantoprosessin parantamiseen. Ta¨ma¨ on perusteltua, silla¨ laadunhallinta
pohjautuu olettamukselle, etta¨ kehitysprosessin laatu vaikuttaa suoraan suunnitel-
tujen tuotteiden laatuun [Som07, s. 644]. Ohjelmistoprosessin parantamisella pyri-
ta¨a¨n lo¨yta¨ma¨a¨n kustannustehokkaita tapoja va¨ltta¨a¨ paljon kustannuksia aiheuttavia
virheita¨ [PeY07, s. 49].
Ajatuksena se, etta¨ hyva¨lla¨ ohjelmistotuotantoprosessilla syntyy hyvia¨ ohjelmisto-
tuotteita ei vastaavasti pa¨de kuin muussa tuotannossa, silla¨ ohjelmien suunnittelu
on luovaa eika¨ mekaanista seka¨ ohjelmat ovat ainakin osin ainutlaatuisia ja mah-
dollisesti tilaustyo¨na¨ tehtyja¨ [Som07, s. 644-645] [PeY07, s. 49] [Den05]. Vaikka tuo-
tannon puolen perusolettamus ei ole yleistetta¨vissa¨ koskemaan ohjelmistotuotantoa,
kokemukset osoittavat ohjelmistotuotantoprosessilla olevan merkitta¨va¨n vaikutuk-
sen tuotettavan ohjelmiston laatuun [BB01] [Som07, s. 644-645]. Hyva¨ ja helposti
hallittavissa oleva ohjelmistotuotantoprosessi on hyo¨dyllinen, silla¨ se helpottaa pro-
jektin johtamista, seurantaa ja tyo¨nohjausta.
Ohjelmistotuotantoprosessin laatua voidaan mitata [Som07, s. 672] [Gal04, s. 416-
419] [Pre10, s. 667]. Ta¨lla¨ tarkoitetaan sita¨, kuinka tehokkaasti ja kuinka hyvia¨ oh-
jelmistoja tietylla¨ prosessilla saadaan aikaan. Ta¨ta¨ ei pida¨ sekoittaa siihen, etta¨ mi-
tattaisi kuinka hyvin tietty ohjelmistoprojekti seuraa ohjelmistoprosessiaan. Verrat-
taessa ohjelmistotuotantoprosesseja toisiinsa tulosten perusteella mukaan on syyta¨
ottaa mittari, joka kertoo, kuinka hyvin tietty projekti on prosessimallia seurannut,
silla¨ muutoin se voi olla ja¨rjestelma¨llisen harhan la¨hde tuloksissa.
On syyta¨ miettia¨, onko ohjelmistotuotteen ja ohjelmistotuotantoprosessin laatujen
va¨lilla¨ vahva positiivinen korrelaatio, saati kausaliteetti. Aiemmin oletettiin, etta¨
hyva¨ ohjelmistotuotantoprosessi johtaa hyva¨a¨n lopputuotteeseen [Som07, s. 65-68].
On ajateltu, etta¨ lopputuotteen hyva¨ laatu on va¨lito¨n ja va¨ista¨ma¨to¨n seuraus hy-
vin suunnitelluista ja toteutetuista ohjelmiston osista [Som07, s. 645] [ISO01, s. 3].
Pitka¨lla¨ ta¨hta¨imella¨ prosessin parantaminen tuottaa pysyva¨mpia¨ tuloksia kuin yk-
sitta¨isen ohjelmistoprojektin laadun parantamiseen keskittyva¨t toimet, joten pro-
sessien parantamista ei ole syyta¨ unohtaa. Yksitta¨inen projekti voi pa¨a¨tya¨ huonolla
prosessilla hyva¨a¨n lopputulokseen tai hyva¨lla¨ prosessilla ka¨ytto¨kelvottomaan loppu-
tulokseen.
Ohjelmistoprosessin parantamiseen ta¨hta¨a¨va¨t toimet tulisi perustaa ohjelmistopro-
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sessin mittaamiseen ja kohdentaa virheiden syiden perusteella [HW12, s. 105-106]
[Pre10, s. 667]. Lopputuotteen hyva¨ laatu ei kuitenkaan ole va¨ista¨ma¨to¨n seuraus
prosessin laadusta. Projektin ollessa ka¨ynnissa¨ muutokset ovat va¨ista¨ma¨tto¨mia¨, jo-
ten parhaaseen lopputulokseen pa¨a¨sta¨a¨n onnistuneella vaatimusten lo¨yta¨misella¨ se-
ka¨ sellaisilla prosessimalleilla ja suunnitelmilla, jotka mahdollistavat myo¨ha¨isetkin
muutokset [Pre10, s. 67-68] [Mar04, s. xiii] (kuva 2).
Kuva 2: Muutoksen hinta ketterilla¨ ja perinteisilla¨ prosesseilla [BB01] [Pre10]
Ohjelmistojen ka¨ytto¨o¨nottoa ei yleensa¨ pideta¨ osana ohjelmistotuotantoprosessimal-
leja, silla¨ ne eiva¨t vaikuta ka¨ytto¨o¨nottoon. Ohjelmiston ka¨ytto¨o¨noton suunnittelu on
kuitenkin aloitettava aikaisessa vaiheessa, silla¨ ohjelmistoon tehdysta¨ investoinnis-
ta saadaan suurempi hyo¨ty, mika¨li organisaatiota ja sen avainhenkilo¨ita¨ sitoutetaan
muutokseen, tarvittavista muutoksista otetaan selva¨a¨ ja ne toteutetaan organisaa-
tiossa [Sim96] [LaL06, s. 516, 521]. Organisaation kannattaa myo¨s arvioida ka¨ytto¨o¨n-
ottoprojektien onnistumista ja parantaa tulevia suunnitelmia arvioinneissa tehtyjen
huomioiden pohjalta [Sim96].
16
3.3.3 Laadun ma¨a¨ritelma¨n rakentuminen
Laatu on jonkin asian piirteita¨, joiden koettu taso saattaa olla hyva¨ tai huono taikka
jossain na¨iden a¨a¨ripa¨iden va¨lilla¨. Na¨ma¨ piirteet saattavat olla selkea¨sti huomattavis-
sa ja vertailtavissa, mutta ne voivat myo¨s olla vaikeasti havaittavia ja na¨ko¨kulmas-
ta tai katsojan kokemustaustasta riippuen hyviksi tai huonoiksi koettavia. Laadun
ma¨a¨ritelma¨n pita¨a¨ olla sellainen, etta¨ laadun suuruuden mittaaminen on mieleka¨sta¨
[KiP96].
Laatu ohjelmistotuotannossa eroaa laadusta muilla insino¨o¨ritieteiden aloilla [Gal04,
s. 6]. Galinin mukaan ohjelmistoihin liittyva¨ laatu ei ole suoraan havainnoitavissa.
kuten suuressa osassa teollisia tuotteita [Gal04, s. 6]. Toisaalta laadun arviointi
voi konkreettisten tavaroiden tai palvelujen kohdalla olla kuluttajalle, ostajalle tai
ka¨ytta¨ja¨lle vaikeaa.
Ohjelmiston tuntuminen laaduttomalta ei va¨ltta¨ma¨tta¨ johdu ohjelmistosta itses-
ta¨a¨n. Mika¨li ja¨rjestelma¨n toimintaan liittyy ylla¨pitotehta¨via¨, sisa¨ltyyko¨ niiden on-
nistuminen tai epa¨onnistuminen laatuun. On hyva¨ pystya¨ erottamaan ohjelmiston
laatu seka¨ ka¨ytto¨- ja ylla¨pitopalvelujen laatu toisistaan, ainakin mitattaessa. Vaikka
valitettavasti ero ei yleensa¨ loppuka¨ytta¨ja¨lle na¨y, silla¨ loppuka¨ytta¨ja¨lle ja¨rjestelma¨
joko toimii tai ei toimi.
Myo¨s se, verrataanko ohjelmiston laatua vaatimusma¨a¨rittelyyn vai todellisiin tar-
peisiin, erottaa merkitta¨va¨sti laadun ma¨a¨ritelmia¨ toisistaan.
Laatu on ma¨a¨ritelty ka¨sitteena¨ useissa eri la¨hteissa¨ [ISO01] [Gal04, s. 24-27] [Som07,
s. 12-13] [PeY07, s. 42-43] [IEE91, s. 60] [Pre10, s. 398-401]. Laatuma¨a¨ritelma¨t voi
karkeasti jakaa kahteen osaan. Osa sisa¨llytta¨a¨ mukaan vaatimusten laadun, osa ei.
IEEE:n (Institute of Electrical and Electronics Engineers) laatuma¨a¨ritelma¨ kattaa
molemmat vaihtoehdot [IEE91, s. 60] [Gal04, s. 24]. IEEE:n ma¨a¨ritelma¨ssa¨ on kaksi
toisilleen vaihtoehtoista ma¨a¨rittelya¨:
“(1) Kuinka hyvin ja¨rjestelma¨, komponentti tai prosessi toteuttaa asete-
tut vaatimukset” [IEE91, s. 60]
“(2) Kuinka hyvin ja¨rjestelma¨, komponentti tai prosessi toteuttaa asiak-
kaan tai ka¨ytta¨ja¨n tarpeet tai odotukset” [IEE91, s. 60]
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Vaatimusma¨a¨rittely korostuu kummassakin IEEE:n vaihtoehtoisista laadun ma¨a¨ri-
telma¨ssa¨. Vaikka vaatimusma¨a¨rittely on toisessa rajattu laadun ulkopuolelle, ohjel-
miston tilaajan tai tulevan ka¨ytta¨ja¨n tarpeet ja odotukset ta¨ytyy kaivaa esiin ja
kommunikoida eteenpa¨in suunnittelun ja toteutuksen kautta valmiiseen ohjelmis-
toon.
Mika¨li vertaamme laatua dokumentoituihin vaatimuksiin, saatamme pa¨a¨tya¨ tulok-
seen, jossa mittarimme mukaan ohjelmisto on hyva¨laatuinen, vaikka ohjelmisto olisi
ka¨yta¨nno¨ssa¨ ka¨ytto¨kelvoton. Toisaalta verrattaessa todellisiin tarpeisiin, saatamme
pa¨a¨tya¨ laatuongelmiin hyva¨sta¨ tyo¨sta¨ riippumatta, mika¨li vaatimusma¨a¨rittelyn laa-
timisessa on epa¨onnistuttu tai tilaaja muuttaa mielensa¨ vaatimusma¨a¨rittelyn teke-
misen ja¨lkeen. Vaatimusma¨a¨rittelyn korostaminen on perusteltua, koska suurin osa
vioista syntyy vaatimusma¨a¨rittelyssa¨ [Kit95, s. 19-20].
Asiakkaan, sijoituksen arvon ja muutoksia toteuttavan ohjelmoijan kannalta laa-
dun, tai oikeastaan huonon laadun, ma¨a¨rittelee mielesta¨ni parhaiten perinnekoodin
(legacy code) ka¨site. Feathers kutsuu la¨hdekoodia ilman automatisoituja yksikko¨-
testeja¨ perinnekoodiksi ja pita¨a¨ sita¨ huonona, vaikka se olisi kuinka kaunista ja hel-
posti luettavaa tahansa [Fea02] [Fea04, s. xvi]. Testauksen automatisoinnin puolesta
on olemassa paljon hyvia¨ perusteita [Bin00, s. 801-803] [VJK04] [DTH05] [THD06]
[HW12, s. 27, 104]. Binder pita¨a¨ testauksen automatisointia va¨ltta¨ma¨tto¨mina¨ tois-
tettavuuden ja tehokkuuden ehtoina [Bin00, s. 801]. Automatisoinnin ja¨rkeva¨ laa-
juus riippuu useista seikoista mm. tavoitteista ja budjettista seka¨ virhetilanteiden
seurauksien vakavuudesta, eika¨ kaikkea testausta edes ole mahdollista automatisoi-
da.
Mahdollisimman aikaisin tapahtuvalla testauksella on korostunut asema useissa ket-
terissa¨ ohjelmistotuotantoprosessimalleissa [Amb02, s. 58-59, 188] [Kos08, s. 7, 28-31]
[Som07, s. 400-404] [Pre10, s. 76-77, 462]. Aikaisen testauksen tehokkuudesta on saa-
tu paljon positiivisia tuloksia [THD06] [DTH05] [EMT05] [VJK04] [MH02] [Pre10,
s. 67-68]. Yhteenveto niista¨ on, etta¨ aikainen testaus ei ole haitallista ja na¨ytta¨a¨
tuovan etuja viimeista¨a¨n jatkokehityksessa¨ ja ylla¨pidossa.
Automatisoidun testauksen kannalta ka¨ytetta¨va¨lla¨ ohjelmistotuotantoprosessilla ei
ole asiakkaalle va¨lia¨, mutta ka¨ytetylla¨ testausympa¨risto¨lla¨ ja testien tekija¨noikeuk-
silla on. Jotta automatisoidut testit eiva¨t muodosta toimittajaloukkua, asiakkaalla
on oltava mahdollisuus muokata ja luovuttaa testeja¨ tarvittaessa eteenpa¨in eika¨ ka¨y-
tetyn testausympa¨risto¨n hinta tai saatavuus saa muodostua esteeksi. Testausla¨hto¨i-
syys ja aikainen testaus eiva¨t ole asiakkaalle haitallisia toteutustapoja. Testauksen
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merkityksen nostaminen ei onnistu helposti, silla¨ alalle valmistuvien asiantuntijoiden
osaaminen ei va¨ltta¨ma¨tta¨ ole riitta¨va¨lla¨ tasolla [SLK01] [Hut03, s. 15-17].
Erilaisiin testaukseen liittyviin toimintoihin kuluu usein jopa yli puolet ohjelmisto-
tuotantoprojektin budjetista [SLK01] [GKS05]. Usein testaus on kuitenkin huonosti
suunniteltua tai ajoitettua. Laadun parantamisen kannalta ohjelmistotuotantopro-
jektin lopussa tapahtuva testaus on huono ratkaisu, silla¨ myo¨ha¨isena¨ se on kus-
tannustehotonta ja aikataulupaineet esta¨va¨t virheiden korjaamisen (kuva 3) [BB01]
[PeY07, s. 39-40]. Virheiden mahdollisimman aikainen lo¨yta¨minen ja korjaaminen
on kannattavaa [RAG96] [BB01] [LaL06, s. 523]. Virheen lo¨yta¨minen ja korjaami-
nen projektin loppuun ajoitetussa testauksessa voi olla jopa 50 kertaa ja projektin
pa¨a¨ttymisen ja ohjelmistotuotteen toimittamisen ja¨lkeen 100 kertaa kalliimpaa kuin
suunnittelun aikana [BB01] (kuva 3). Toisaalta pienilla¨ epa¨kriittisilla¨ jatkuvasti ke-
hitetta¨villa¨ ohjelmistoilla ta¨ma¨ suhde on pikemminkin 5:1 kuin 100:1 [BB01].
$	  139	   $	  455	   $	  977	  
$7	  136	  
$14	  102	  
$	  0	  
$2	  000	  
$4	  000	  
$6	  000	  
$8	  000	  
$10	  000	  
$12	  000	  
$14	  000	  
$16	  000	  
Vaa/mukset	   Suunni9elu	   Koodaus	   Testaus	   Ylläpito	  
Kuva 3: Yksitta¨isen virheen korjaamisen hinta projektin eri vaiheissa [Pre10]
Pezzen ja Yongin mukaan laadun ma¨a¨rittelyn pohjana ei pida¨ ka¨ytta¨a¨ ma¨a¨riteltyja¨
ominaisuuksia vaan vaadittuja ja toivottuja ominaisuuksia [PeY07, s. 43]. Vaikka
ma¨a¨rittelydokumentissa ei vaadittaisi tietylle toiminnolle tiettya¨ nopeutta, on ai-
na olemassa jokin suorituskyvyn va¨himma¨istaso, jotta ohjelma olisi ka¨ytto¨kelpoinen
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[PeY07, s. 42]. Asiakkaan sitoutuessa kettera¨a¨n toteutustapaan ma¨a¨rittelyn ja to-
dellisten tarpeiden ristiriitaisuudesta seuraavat ongelmat voidaan va¨ltta¨a¨ helposti.
Kettera¨ toteutustapa voi myo¨s pienenta¨a¨ kulujen etupainotteisuutta ja tuottaa sa¨a¨s-
to¨ja¨ mahdollistamalla keskittymisen aiemmin ja paremmin asiakkaalle suoraa hyo¨tya¨
tuottavaan tekemiseen [CAH+10, s. 123-124].
Ohjelmistotuotteen laatua ei voi rinnastaa suoraan asiakastyytyva¨isyyteen [Gla98]
[Pre10, s. 399-401]. Glassin mukaan asiakkaan tyytyva¨isyys koostuu tuotteen ma¨a¨-
ritystenmukaisuudesta, tuotteen laadusta ja toimituksesta budjetin ja aikataulujen
rajoissa [Gla98], vaikka laajan ohjelmiston kehitta¨miseen vaadittavaa panosta on
vaikea arvioida etuka¨teen [Fer81]. Myo¨s muita mielipiteita¨ lo¨ytyy. Hutcheson pohtii
asiakastyytyva¨isyytta¨ kaupallisemmin ja ma¨a¨rittelee asiakastyytyva¨isyyden laaduk-
si, laadun mittariksi voiton ja katsoo laadun olevan oikean jakauman lo¨yta¨mista¨
ajoituksen, hinnan, ominaisuuksien, luotettavuuden ja tukipalveluiden va¨lille asia-
kastyytyva¨isyyden saavuttamiseksi [Hut03, s. 34-35]. Myo¨s loppuka¨ytta¨ja¨n kokemaa
hyo¨tya¨ on ehdotettu laadun mittariksi verovaroin rahoitetuissa palveluissa [Hs14].
Loppuka¨ytta¨jien mielipide kertoo toki ohjelman ka¨ytetta¨vyydesta¨, mutta oleellisem-
paa tietoa investoinnin ja¨rkevyydesta¨ antaisi tuottavuudenkasvun ja sijoitetun pa¨a¨-
oman vertailu.
3.3.4 Laadun ma¨a¨ritelma¨
Ta¨ma¨n pro-gradu -tutkielman puitteissa ma¨a¨rittelen laadukkaan ohjelmistotuotteen
tarkoittavan hyvin tehtya¨ ja muokattavissa olevaa ohjelmistoa, joka on sopivan help-
poka¨ytto¨inen, hyo¨dyllinen ja jonka toteuttajaa on tarvittaessa mahdollista vaih-
taa ilman kohtuuttomia vaihtokustannuksia. Mielesta¨ni tavoiteltuun laatuun pa¨a¨s-
ta¨a¨n jatkuvalla ja kattavalla automatisoidulla integroidulla testauksella ja staatti-
sella analyysilla¨ seka¨ onnistuneella ka¨ytto¨liittyma¨suunnittelulla. Ratkaiseva merki-
tys toimittajan vaihtamismahdollisuuden sa¨ilytta¨misessa¨ on ohjelmiston la¨hdekoo-
din laadulla seka¨ automatisoitujen testien kattavuudella ja ajantasaisuudella.
Valitsemani ma¨a¨ritelma¨ ei sovellu valmisohjelmistojen kanssa ka¨ytetta¨va¨ksi sellaise-
naan, silla¨ asiakas ei pysty missa¨a¨n tapauksessa vaihtamaan tietyn ohjelman toteut-
tajaa. Valmisohjelmistojakin hankittaessa vaihtokustannus on huomioitava, mutta
sen suuruuden tai vaihdon tarpeen arviointi tarkasti etuka¨teen ei ole mahdollista.
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3.4 Laadun 3-ulottuvuutta
Laatu voidaan ka¨sitteellisesti jakaa pienempiin osiin usealla tavalla eri na¨ko¨kulmasta
katsoen tai eri yksityiskohtia esiin nostaen. Eri jaottelujen osia voidaan edelleen jakaa
tarpeen mukaan pienempiin ja yksityiskohtaisemmin ominaisuuksia kuvaaviin osiin
[PeY07, s. 42-46] [Gal04, s. 37-51] [ISO01, s. 5, 7-13] [Pre10, s. 401-406]. Mitka¨ na¨ista¨
osista ovat ta¨rkeita¨, riippuu kulloinkin tarkastelun kohteena olevasta ohjelmistosta
[Gla98] [KoM05, s. 230-231]. Jaottelu toimii laadun mittaamisen, tavoiteasetannan
ja parantamiseen ta¨hta¨a¨vien toimien kohdentamisen pohjana [Pre10, s. 667]. Laatua
voidaan kuvata ominaisuuksistaan muodostuvana puuna [Gal04, s. 38] [KoM05, s.
230-232].
Ta¨ma¨n tutkielman kannalta ta¨rkeinta¨ on laadun jaottelu sisa¨iseen ja ulkoiseen (in-
ternal and external qualities) seka¨ ka¨yto¨naikaiseen (Quality in use) laatuun (kuva 4)
[PeY07, s. 42-43] [ISO01, s. 5] [Kos08, s. 7]. Ulkoisen ja ka¨yto¨naikaisen laadun ero-
jen huomioiminen auttaa ymma¨rta¨ma¨a¨n jakoa. Sisa¨inen laatu vastaa jossain ma¨a¨rin
tuotela¨hto¨ista¨ na¨ko¨kulmaa laatuun ja ulkoinen laatu ka¨ytta¨ja¨la¨hto¨ista¨ na¨ko¨kulmaa
[KiL97].
Loppuka¨ytta¨ja¨n kannalta jako on jokseenkin merkitykseto¨n, koska ongelmien syyta¨
ei voi suoraan havainnoista pa¨a¨tella¨. Ohjelmistoon tarvittavien muutosten saami-
sen vaikeus voi yhta¨ hyvin olla hallinnollista vaikeutta kuin huonoa sisa¨ista¨ laatua.
Ohjelmiston kaatuminen voi yhta¨ hyvin olla seuraus huonosta ulkoisesta laadusta
kuin huonosta ka¨yto¨naikaisesta laadusta. Sen sijaan ohjelmistoon tehdyn sijoituksen
arvon sa¨ilyvyyden ja ohjelmiston laadun parantamisen kannalta jaottelu on ensiar-
voisen ta¨rkea¨.
3.4.1 Sisa¨inen laatu
Sisa¨isella¨ laadulla tarkoitetaan niita¨ ominaisuuksia, jotka eiva¨t ole suoraan na¨hta¨vil-
la¨. Ne vaikuttavat ensisijaisesti ohjelmistoa suunnittelevaan ja toteuttavaan tahoon,
eli ohjelmiston toimittajaan [PeY07, s. 42], eika¨ merkitys asiakkaalle ole va¨lito¨n
[PeY07, s. 42-43]. Pitka¨lla¨ aikava¨lilla¨ sisa¨isen laadun merkitys asiakkaalle korostuu,
silla¨ se vaikuttaa ohjelmiston muokattavuuteen, kustannuksiin ja siten ohjelmistoon
tehdyn investoinnin arvon sa¨ilymiseen.
Hyvin ja¨sennetty, selkea¨ ja yksikko¨testattu la¨hdekoodi on tavoittelemisen arvoisia
[Bec03, s. ix]. Sisa¨inen laatu, la¨hdekoodin luettavuus ja testien automatisoinnin kat-
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Kuva 4: Ulkoisen-, sisa¨isen ja ka¨yto¨naikaisen laadun suhde toisiinsa ISO 9126-1:n
mukaan [ISO01, s. 4]
tavuus mahdollistava ohjelmiston sa¨ilytta¨misen pitka¨a¨n ka¨ytto¨kelpoisena. Ohjelman
la¨hdekoodin tai rakenteen parantamista ulkoista ka¨ytta¨ytymista¨ muuttamatta kut-
sutaan refaktoroinniksi (Refactoring) [CAH+10, s. 54]. Perinnekoodin refaktoroin-
nin vaikeus ja muutoksien kumuloituva vaikutus pilaannuttavat ohjelmiston ajan
kuluessa. Sisa¨isen laadun heikkeneminen onkin asiakkaan kannalta salakavala ongel-
ma, koska se huomataan liian myo¨ha¨a¨n.
Sisa¨isia¨ laadun ominaisuuksia ovat esimerkiksi ylla¨pidetta¨vyys, uudelleenka¨ytetta¨-
vyys ja ja¨ljitetta¨vyys (Traceability) seka¨ joustavuus, testattavuus, siirretta¨vyys, ve-
rifioitavuus ja laajennettavuus [Som07, s. 49] [PeY07, s. 43] [Gal04, s. 37-48]. Ja¨lji-
tetta¨vyydella¨ tarkoitetaan mahdollisuutta selvitta¨a¨ mita¨ ja kenen vaatimuksia tietty
la¨hdekoodin kohta pyrkii toteuttamaan tai milla¨ la¨hdekoodiin tehdyilla¨ muutoksilla
tai la¨hdekoodin kohdilla tietty vaatimus on toteutettu.
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3.4.2 Ulkoinen laatu
Ulkoisella laadulla tarkoitetaan niita¨ ominaisuuksia, jotka ovat suoraan asiakkaan
na¨hta¨vissa¨ [PeY07, s. 42] [ISO01, s. 5]. Pezzen ja Youngin mukaan ulkoisia laa-
dun ominaisuuksia ovat ka¨ytto¨kelpoisuus (usefulness) ja luotettavuus (dependabil-
ity) [PeY07, s. 42-43].
Pezze ja Young jakavat luotettavuuden edelleen pienempiin ja tarkempiin ominai-
suuksiin: virheetto¨myys (correctness), ka¨ytto¨varmuus (reliability), saavutettavuus
(availability), virhetilanteiden va¨linen keskima¨a¨ra¨inen aika (MBTF, Mean Time
Between Failures), turvallisuus (safety) seka¨ sitkeys tai varmatoimisuus (robusess)
[PeY07, s. 43-46] (kuva 5).
Kuva 5: Luotettavuuden, virheetto¨myyden, turvallisuuden ja varmatoimisuuden suh-
teet toisiinsa [PeY07, s. 46]
Saavutettavuus ja virhetilanteiden va¨linen keskima¨a¨ra¨inen aika ovat luotettavuuden
mittareita [PeY07, s. 44]. Pezze ja Young huomauttavat virheetto¨myyden ja luotetta-
vuuden ma¨a¨ritelma¨llisista¨ heikkouksista: ne riippuvat vaatimusma¨a¨rittelysta¨ eiva¨t-
ka¨ erottele ka¨ytta¨ja¨n a¨rsyyntymista¨ aiheuttavaa virhetta¨ katastrofin aiheuttavasta
virheesta¨ [PeY07, s. 44].
3.4.3 Ka¨yto¨naikainen laatu
Ero ulkoisen ja ka¨yto¨naikaisen laadun va¨lilla¨ on ongelmatilanteen kokevan ka¨ytta¨ja¨n
kannalta epa¨ma¨a¨ra¨inen, mutta tilanteen parantamisen kannalta oleellinen. Ka¨yto¨n-
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aikaiseen laatuun kuuluu mukaan ohjelmiston ja laiteiston ylla¨pito. Ka¨yto¨naikai-
set vikatilanteet saattavat olla seurausta huonosta sisa¨isesta¨ tai ulkoisesta laadusta,
vaikeasta ylla¨pidetta¨vyydesta¨, mutta yhta¨ hyvin ulkoinen laatu voi olla kunnossa
ja vikatilanteiden syyna¨ huono ka¨yto¨naikainen ylla¨pito, va¨a¨rin mitoitettu laitteis-
to tai jokin muu ulkoisesta laadusta riippumaton asia. Ulkoisen ja ka¨yto¨naikaisen
laadun eroa konkretisoi se, etta¨ ulkoisen laadun puutteet na¨kyva¨t kaikkialla, missa¨
ja¨rjestelma¨a¨ ka¨yteta¨a¨n, ka¨yto¨naikaisen laadun puutteet vain tietyissa¨ asennuksissa.
Huomattava osuus virhetilanteista johtuu ohjelman ja ylla¨pidon laadusta riippumat-
tomista syista¨; jopa 30 % virheista¨ johtuu virheista¨ tietosisa¨llo¨ssa¨ [LaL06, s. 149].
3.5 Laadun osatekija¨t
Laatu voidaan jakaa pienempiin ja tarkemmin rajattuihin ominaisuuksiin ja aliomi-
naisuuksiin (esimerkiksi ISO-9126-1-standardin mukainen jako taulukossa 1) [ISO01,
s. 7-11] [Gal04, s. 49-50].
Laadun ominaisuus Aliominaisuus
Toiminnallisuus Soveltuvuus, tarkkuus, yhteensopivuus, tietoturvallisuus ja
toiminnallisuuteen liittyvien sa¨a¨nto¨jen noudattaminen
Ka¨ytto¨varmuus Kypsyys, vikasietoisuus, virhetilanteista toipuminen, ka¨yt-
to¨varmuuteen liittyvien sa¨a¨nto¨jen noudattaminen
Ka¨ytetta¨vyys Ymma¨rretta¨vyys, opittavuus, ka¨ytto¨kelpoisuus, vieha¨tta¨-
vyys, ka¨ytetta¨vyyteen liittyvien sa¨a¨nto¨jen noudattaminen
Tehokkuus Ka¨ytta¨ytyminen ajan suhteen, ka¨ytta¨ytyminen resurssien
suhteen, tehokkuuteen liittyvien sa¨a¨nto¨jen noudattaminen
Ylla¨pidetta¨vyys Analysoitavuus, muutettavuus, vakaus, testattavuus, ylla¨-
pidetta¨vyyteen liittyvien sa¨a¨nto¨jen noudattaminen
Siirretta¨vyys Sopeutettavuus ympa¨risto¨o¨n, asennettavuus, rinnakkaiselo
toisten ohjelmistojen kanssa, vaihdettavuus, siirretta¨vyy-
teen liittyvien sa¨a¨nto¨jen noudattaminen
Taulukko 1: Laadun jaottelu ISO 9126-1 standardin mukaan
Ohjelmiston virheetto¨myydella¨ tarkoitetaan, ohjelmiston ma¨a¨rittelynmukaisuutta
[PeY07, s. 43]. Koska epa¨triviaalit tietokoneohjelmat eiva¨t ka¨yta¨nno¨ssa¨ voi olla ta¨y-
sin virheetto¨mia¨ suhteessa mielekka¨isiin ma¨a¨rittelyihin, ohjelmiston laadun kannalta
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on mielenkiintoisaa, kuinka virheeto¨n jokin tietty ohjelma on tai kuinka virheeto¨n
suunnitellun ohjelman tulisi olla.
Ka¨ytto¨varmuus on tilastollinen arvio ohjelman virheetto¨myydesta¨ siten, etta¨ sata-
prosenttisen luotettava ohjelma on ta¨ysin virheeto¨n [PeY07, s. 44]. Ka¨ytto¨varmuus
kuvaa virhetilanteiden tilastollista todenna¨ko¨isyytta¨.
Ylla¨pidetta¨vyydelta¨a¨n hyva¨ ohjelmisto on sellainen, etta¨ tarpeelliset muutokset ja
korjaukset on mahdollista tehda¨ nopeasti, kustannustehokkaasti ja aiheuttamatta
uusia virheita¨ [Som07, s. 49] [Gal04, s. 41] [CaM78] [Pre10, s. 404, 680]. Ylla¨pidetta¨-
vyys na¨kyy vain va¨lillisesti tilaajalle, joten se on sisa¨isen laadun ominaisuus [PeY07,
s. 42]. Oleellinen osa ylla¨pidetta¨vyytta¨ on ongelmien syyn paikantaminen ja korjauk-
sen onnistumisen varmistaminen [Gal04, s. 41]. Jos ylla¨pidetta¨vyyden ei katsota si-
sa¨lta¨va¨n mukautumista uusiin vaatimuksiin, ta¨ta¨ kykya¨ kutsutaan joustavuudeksi
[CaM78] [Gal04, s. 42]. Dokumentoinnin ajantasaisuus, luotettavuus ja ka¨ytetta¨vyys
seka¨ ka¨ytetty ohjelmistotuotantoprosessi vaikuttaa korjausten ja muutosten tekemi-
sen helppouteen ja aikatauluun. Ketterien ohjelmisotuotantoprosessimallien korosta-
mat yksikko¨testit ja pyrkimys integroida ja julkaista usein auttavat vikojen paikan-
tamisessa, aikatauluissa ja antavat turvaa korjauksesta johtuvien uusien virheiden
varalle. Joissain la¨hteissa¨ ylla¨pidetta¨vyys ma¨a¨ritella¨a¨n mahdollisuudeksi huoltaa ja
pa¨ivitta¨a¨ ja¨rjestelma¨a¨, tarvittaessa ilman alasajoja [SoP97, s. 256]. Huoltotoimen-
piteiden helppous ja mahdollisuus ilman alasajoja on oleellista useissa kriittisissa¨
ja¨rjestelmissa¨, mutta se ei kerro ohjelman sisa¨isesta¨ laadusta mita¨a¨n.
Testattavuus tarkoittaa sita¨, kuinka pienella¨ vaivalla ohjelmisto on testattavissa
[Pre10, s. 482]. Binder ma¨a¨rittelee testattavuuden tarkoittavan testattavan ohjel-
miston hallittavuutta ja tarkkailtavuutta seka¨ helppoutta tai vaikeutta tuottaa ja
suorittaa taloudellisesti ja¨rkeva¨ testipatteristo, joka varmistaa ja¨rjestelma¨n olevan
vaatimusten ja ma¨a¨rittelyjen mukainen seka¨ virhetilanteiden todenna¨ko¨isyyden ole-
van hyva¨ksytta¨va¨n alhainen [Bin00, s. 1113]. Testattavuuteen vaikuttaa huomat-
tavasti, esta¨va¨tko¨ yksitta¨iset ohjelmistovirheet ohjelmiston kattavaa testaamista ja
kuinka hyvin ohjelmiston erikseen testattavat osat pystyta¨a¨n erottamaan toisistaan.
Testattavuus saatetaan myo¨s mielta¨a¨ osaksi ylla¨pidetta¨vyytta¨ [ISO01, s. 7, 10-11].
Testauksen kattava ja aikainen automatisointi on parhaita keinoja parantaa testat-
tavuutta.
Ja¨ljitetta¨vyys saatetaan mielta¨a¨ osaksi testattavuutta (kts. taulukko 2). Vaikka ja¨l-
jitetta¨vyytta¨ saatetaan pita¨a¨ kustannustehottomana ja ohjelmoijien kokemuksella
korvattavissa olevana [Amb02, s. 244], ja¨ljitetta¨vyys itsessa¨a¨n on hyo¨dyllista¨; se aut-
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taa vastaamaan miksi la¨hdekoodin jokin tietty kohta on sellainen kuin on. Toisaalta
esimerkiksi ka¨ytta¨ytymisla¨hto¨isella¨ (BDD - Behavior driven development, katso li-
sa¨a¨ luvusta 5.8 sivulta 53) ohjelmistotuotantoprosesseilla hyva¨a¨n ja¨ljitetta¨vyyteen
on mahdollista pa¨a¨sta¨ jopa kuluitta [CAH+10, s. 125].
Ohjelmiston normaalin elinkaaren aikana sisa¨isen laadun taso on kulujen ja epa¨edul-
lisen riippuvuussuhteen muodostumisen kannalta olennaisessa asemassa. Mielesta¨ni
McCallin jaottelun tuotteen muuttamiseen ryhmitellyt laadun ominaisuudet (kts.
taulukko 2) ovat sellaisia, joiden tulisi olla asiakkaalle erityisen ta¨rkeita¨, silla¨ oh-
jelmistoinsino¨o¨ri ka¨ytta¨a¨ jopa 70 prosenttia tyo¨ajastaan organisaation toiminnan
jatkuvuuden kannalta kriittisiin (mission critical) ohjelmistoihin ylla¨pitovaiheessa
tehta¨viin muutoksiin [Sha96].
McCallin jaottelun muutokseen liittyva¨t attribuutit ja aliattribuutit
Ylla¨pidetta¨vyys Yksinkertaisuus
Modulaarisuus
Luettavuus (Self-descriptiveness)
Yhdenmukaisuus ohjeistojen kanssa
Dokumentteihin pa¨a¨sy
Joustavuus Modulaarisuus
Yleisluonteisuus (Generality)
Yksinkertaisuus
Luettavuus
Testattavuus Todellisten ka¨ytta¨jien tekema¨ testaaminen
eli niin kutsuttu beta-testaus (User testabil-
ity)
Ylla¨pitotoimien virheetto¨myyden varmista-
minen (Failure maintenance testability)
Ja¨ljitetta¨vyys (Traceability)
Taulukko 2: Asiakkaan neuvotteluvoiman kannalta ta¨rkeita¨ laadun ominaisuuksia
3.6 Arkkitehtoninen tavoitetaso, MVC ja ATAM
Tavoiteltava laatutaso pita¨a¨ huomioida jo ohjelmiston arkkitehtuuria suunniteltaes-
sa [KoM05, s. 222-226]. Arkkitehtoniset valinnat ratkaisevat pitka¨lti pystyta¨a¨nko¨
vaadittava laatutaso saavuttamaan, silla¨ valintojen muuttaminen myo¨hemmin on
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vaikeaa ja kallista, mika¨li muutoksien seurauksena ja¨rjestelma¨n tietosisa¨lto¨a¨ joudu-
taan konvertoimaan.
MVC-arkkitehtuurissa1 (Model-View-Controller eli malli, na¨kyma¨ ja ka¨sittelija¨) tie-
tosisa¨llo¨n muoto, ka¨ytto¨liittyma¨t seka¨ ka¨ytta¨ja¨n toimien ka¨sitteleminen on erotet-
tu toisistaan. MVC-arkkitehtuurilla pyrita¨a¨n lisa¨a¨ma¨a¨n uudelleenka¨ytetta¨vyytta¨ ja
komponenttien riippumattomuutta toisistaan. Sen avulla voidaan esimerkiksi yh-
teen tietosisa¨lto¨o¨n toteuttaa useita erilaisia ka¨ytto¨liittymia¨ eri laitteita tai ka¨ytta¨-
ja¨ryhmien tarpeita varten. Vaikka jotkin MVC-arkkitehtuurin mukaiset ohjelmis-
tokehykset tarjoavat tukea tietomallin konversioihin2, parempien arkkitehtonisten
ratkaisujen saavuttamiseksi on joskus suunniteltava etupainotteisesti (Big design up
front, BDUF) laskevasta rajahyo¨dysta¨3 (Diminishing marginal utility) ja ketterien
periaatteiden vastaisuudesta huolimatta, silla¨ arkkitehtonisien muutoksien aiheut-
tamien kustannuksien va¨ltta¨misen hyo¨ty on etupainotteisen suunnittelun haittaa
suurempi [KoM05, s. 222-226] [CAH+10, s. 20, 94, 124].
Hyva¨ ja joustava arkkitehtuurikaan ei takaa ohjelmistolle riitta¨va¨a¨ laadukkuutta,
silla¨ laatuongelmia saattaa ilmeta¨ useista syista¨, esimerkiksi huonosti suunnitellusta
ka¨ytto¨liittyma¨sta¨, huonosta toteutetusta tai pieleen menneesta¨ vaatimusten kartoi-
tuksesta.
Ohjelmiston arkkitehtuuria voi arvioida ja tavoitetta hahmotella ATAM-menetel-
ma¨lla¨ (architectural tradeoff analysis method) [KoM05, luku 9.4]. Sita¨ ka¨ytetta¨essa¨
laatu jaetaan ensin laatupuun avulla laadun ominaisuuksiin. Sitten na¨ihin ominai-
suuksiin liiteta¨a¨n ta¨smennyksia¨ ja ta¨smennyksiin liiteta¨a¨n edelleen esimerkkitilan-
teita (taulukko 3: laatupuu taulukkona) [KoM05, s. 230-231].
Ohjelmiston laadukkuutta on mitattava mahdollisimman aikaisin, jotta poikkeamat
tavoitellusta laatutasosta huomataan ja pystyta¨a¨n korjaamaan mahdollisimman no-
peasti ja siten kustannustehokkaasti. Mittaamisen tulee olla jatkuvaa ja sa¨a¨nno¨llista¨,
jotta laadun kehittymista¨ voidaan seurata ja tarvittaessa ennakoida.
1Lisa¨tietoja MVC-arkkitehtuurista:
http://fi.wikipedia.org/wiki/MVC-arkkitehtuuri
http://en.wikipedia.org/wiki/Model-view-controller
2Esimerkkeja¨ ohjelmistokehysten tuesta tietomallin konversioille:
RoR Active record: http://guides.rubyonrails.org/active_record_basics.html
Django Migrations https://docs.djangoproject.com/en/1.7/topics/migrations/
3Rajahyo¨ty kertoo kuinka paljon tietyn hyo¨dykkeen seuraavasta yksiko¨sta¨ saadaan hyo¨tya¨. Las-
kevan rajahyo¨dyn vallitessa seuraava yksikko¨ on edellista¨ va¨hemma¨n hyo¨dyllinen.
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Laadun attribuutti Tarkennus Esimerkki
Suorituskyky Transaktioiden ka¨sit-
telynopeus
Autentikointipalvelimen ka¨sitte-
lynopeuden maksimointi
Vasteaika Autentikoinnin vasteaika alle 1 s.
Muokattavuus Ka¨ytto¨liittyma¨n vaih-
taminen
Siirtyminen www-pohjaiseen
ka¨ytto¨liittyma¨a¨n kuukaudessa
Mobiilika¨ytto¨liittyma¨n lisa¨a¨mi-
nen kahdessa kuukaudessa
Ka¨yto¨ja¨rjestelma¨n
vaihtaminen
Siirtyminen Linux-ja¨rjestelma¨a¨n
kuudessa kuukaudessa
Saavutettavuus Laitevika Uudelleen ka¨ynnistyminen levyri-
kon ja¨lkeen viidessa¨ minuutissa
Palvelimen kaatumi-
nen
Uudelleenka¨ynnistyminen auten-
tikointipalvelimen kaatumisesta
viidessa¨ minuutissa
Edustapalvelimien vikasietoisuus
siten, ettei yhden kaatuminen es-
ta¨ ja¨rjestelma¨n ka¨ytto¨a¨
Turvallisuus Tietojen luottamuk-
sellisuus
Luottokorttimaksujen turvalli-
suus 99,999 prosenttia
Luottokorttitietojen sa¨ilytta¨mi-
nen ja¨rjestelma¨n ulkopuolella ja
siirta¨minen sinne yksisuuntaisesti
Ns. replaylokin pita¨minen, jotta
ongelmatilanteissa tietoja ei ka-
toa
Taulukko 3: Esimerkki ATAM-menetelma¨n laatupuusta taulukkona Koskimiehen ja
Mikkosen taulukkoa laajentaen [KoM05, s. 231]
Mittaaminen rahama¨a¨ra¨isilla¨ mittareilla on ongelmallista, vaikka ongelmat kulmi-
noituvat viimeka¨dessa¨ ohjelmiston ylla¨pidon aiheuttamiin kuluihin ja korkeaan vaih-
tokustannukseen, silla¨ tulokset na¨kyva¨t liian suurella viipeella¨ [Pel05, s. 176]. Si-
sa¨ista¨ laatua ja ohjelman ylla¨pidetta¨vyytta¨ ta¨ytyy mitata rahama¨a¨ra¨isia¨ mittareita
suoremmin. Rahama¨a¨ra¨isia¨ mittareita ei kuitenkaan sovi ja¨tta¨a¨ ka¨ytta¨ma¨tta¨, silla¨
kulujen ja mahdollisten tuottojen seuranta kertoo toiminnan tehokkuudesta ja voi
paljastaa ongelmia, jotka eiva¨t na¨y yksityiskohtaisemmissa mittareissa.
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3.7 Piileva¨t viat, na¨kyva¨t virheet seka¨ ongelmatilanteet
Ohjelmistoissa on ka¨yta¨nno¨ssa¨ aina vikoja [PeY07, s. 43-44]. Vikoja ei lo¨ydy vain oh-
jelmistosta ja sen la¨hdekoodista, vaan mm. dokumenteista, suunnitelmista, ja¨rjestel-
ma¨n tietosisa¨llo¨sta¨. Kaikki viat eiva¨t ole yhta¨ ongelmallisia, eika¨ niiden mahdolliset
seuraukset ole aina yhta¨ vakavia. Pahimmillaan vikojen seuraukset eiva¨t na¨y heti
missa¨a¨n, vaan johtavat esimerkiksi viallisten tietojen kera¨ytymiseen tietosisa¨lto¨o¨n
tai tulevat esiin ohjelman tai ka¨ytto¨tapojen myo¨hempien muutoksien seurauksena.
Tapoja jaotella ohjelmistoissa olevia vikoja on useita [ALRL04] [Par97] [Gal04, s.
16-17] [Som07, s. 53] [IEE10]. Jaottelu luokkiin tapahtuu esimerkiksi synnyn, seu-
rausten, na¨kyvyyden tai vakavuuden perusteella. Jaottelujen tarkkuudessa on eroja,
joskin ka¨ytta¨ma¨lla¨ sopivasti attribuutteja saadaan luokittelua muokattua tarkoituk-
senmukaisemmaksi.
IEEE:n ka¨ytta¨a¨ ohjelmistovirheiden luokittelua koskevassa standardissaan joukkoja
vika (defect), virhe (fault) ja ongelmatilanne (failure) [IEE10]. Vika muodostuu vir-
heeksi, mika¨li silla¨ on seurauksia suoritettavassa ohjelmassa [ALRL04] [Gal04, s. 17]
[IEE10]. Virhe aiheuttaa ongelmatilanteen, mika¨li se esta¨a¨ ohjelmistoa toimimas-
ta odotusten mukaisesti [IEE10]. Ongelmatilanne voi johtua myo¨s jostain muusta
syysta¨, esimerkiksi laiteviasta tai sa¨hko¨katkosta.
Ohjelmistossa voi siis olla piilevia¨ sisa¨isen laadun heikkoja kohtia, jotka myo¨hemmin
na¨kyva¨t ka¨ytta¨ja¨lle jonkinasteisena ulkoisen laadun ongelmana. Muutokset muualla
la¨hdekoodissa, tietosisa¨llo¨ssa¨ tai ka¨ytto¨tavoissa ovat seikkoja, jotka saattavat muut-
taa piilevia¨ vikoja na¨kyviksi virheiksi.
3.8 Ohjelmiston tuottamisen laatu, liiketoimintaprosessit ja
riskien hallinta
Ohjelmistoa itselleen hankkivan asiakkaan kannalta toteuttamisen laadulla on mer-
kytysta¨ lopputuotteen laadun lisa¨ksi. Kuinka hyvin arviot budjetista, aikataulusta
tai ohjelmiston kehitta¨miseen kuluvasta tyo¨ma¨a¨ra¨sta¨ pita¨va¨t paikkansa. Laadunhal-
linnan kannalta ongelman ratkaiseminen menee enemma¨n riskienhallinnan puolelle.
Yksitta¨isiin projekteihin liittyvia¨ budjetti- ja aikatauluriskeja¨ ei ole mahdollista hal-
lita ja¨rkevin kustannuksin [KiL97].
Ohjelmistoprojektin alussa laadulla, tarkemmin katsottuna vaatimusten kartoituk-
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sen ja ma¨a¨rittelyn onnistumisella on suora vaikutus lopputuotteen laatuun. Haluttu-
jen ominaisuuksien lo¨yta¨minen ja muuttaminen na¨kyviksi ja mitattaviksi on hyvin
ta¨rkea¨a¨ [PeY07, s. 43]. Mita¨ suuremmasta ohjelmistosta on kyse, sita¨ ta¨rkea¨mma¨k-
si muodostuu vaatimusma¨a¨rittelyn onnistuminen, silla¨ vaatimusma¨a¨rittelyn vaikeus
kasvaa eksponentiaalisesti ohjelman koon kasvaessa [SoP97, s. 9]. Kettera¨t ohjel-
mistotuotantomenetelma¨t eiva¨t ole ta¨ma¨n suhteen poikkeus, vaikka ovatkin anteek-
siantavampia vaatimusma¨a¨rittelyn virheiden ja vaatimuksien muuttumisen suhteen.
Tavoitteen, eli na¨kemyksen lopullisista tuloksista, olisi hyva¨ olla mahdollisimman
selva¨ ja mahdollisimman samanlainen kaikille sidosryhmille.
Liiketoimintaprosesseilla (business process) tarkoitetaan joukkoa tehta¨via¨, jotka ta¨h-
ta¨a¨va¨t jonkin tietyn lopputuloksen saavuttamiseen [Som07, s. 39] [Pre10, s. 765]. Esi-
merkiksi tavaran vastaanotton prosessiin voi liittya¨ mm. tehta¨va¨t tarkastaa toimitet-
tu tavara, verrata toimitus la¨hetyslistaan, verrata la¨hetyslista tilaukseen, hyllytta¨a¨
toimitetut tavarat varastoon ja merkata tilaus laskutuskelpoiseksi.
Liiketoimintaprosessien muutokset kasvattavat ohjelmistoprojektin riskeja¨ [LaL06,
s. 514-515]. Ta¨ma¨ ei kuitenkaan tarkoita, etta¨ na¨ita¨ muutoksia tulisi va¨ltta¨a¨; pa¨in-
vastoin, silla¨ onnistuneiden ohjelmistoprojektien konkretisoitunut hyo¨ty tulee suu-
rin piirtein puoliksi parantuneista liiketoimintaprosesseista ja puoliksi parantuneesta
ohjelmistosta [LaL06, s. 521]. Liiketoimintaprosessien parantamisesta on saavutet-
tavissa enemma¨n hyo¨tyja¨ kuin ohjelmistojen parantamisesta, koska modernit ja¨r-
jestelma¨t mahdollistavat tehokkaampia ja laajemmin automatisoituja tyo¨nkulkuja
kuin paperin ka¨ytto¨o¨n perustuneen aikakauden tai vanhempien teknologioiden ra-
joittamilla toimintamalleilla oli saavutettavissa.
Organisaation valitessa kehityskohteita parantamista tarvitsevien liiketoimintapro-
sessien tunnistaminen on ta¨rkea¨a¨, silla¨ investoinnit kannattaa kohdentaa prosessei-
hin, jotka ovat huonoja tai taloudellisesti merkitta¨via¨, ja na¨ita¨ prosesseja tukeviin oh-
jelmistoihin [LaL06, s. 520-521]. Liiketoimintaprosesseihin ja organisaation rakentee-
seen vaadittavien muutosten huomioiminen ja viestinta¨ projektin alusta alkaen pa-
rantavat onnistumisen todenna¨ko¨isyytta¨ ja ohjelmistoinvestoinnin tuotto-odotusta
[LaL06, s. 516].
Kokemuspera¨inen mitattu tieto on oleellista riskien etuka¨teisessa¨ ja onnistumisen
ja¨lkika¨teisessa¨ arvioinnissa. Organisaation ei tulisi muuttaa prosesseja tai tietoja¨rjes-
telmia¨ suuresti dokumentoimatta ja mittaamatta vanhaa toimintatapaa, silla¨ muu-
toksien onnistumista ei voida muutoin mitata [LaL06, s. 521].
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Hajautus, eli useamman projektin tarkastelu yhdessa¨, pienenta¨a¨ kokonaisuuden ris-
kia¨, mutta ei tuotto-odotusta, joten riskienhallinta useiden projektien tasolla on
helpompaa tai ylipa¨a¨nsa¨ mahdollista [Mar52] [Wik11]. Ohjelmistorprojektiin liitty-
va¨ riski on kaksipuoleinen [CoS97] [KiL97]. Riskin toteutuessa seuraukset voivat olla
positiivisia tai negatiivisia. Konkreettisesti ta¨ma¨ tarkoittaa, etta¨ arviot voivat ylit-
tya¨ tai alittua. Vaikka seuraukset eiva¨t olekaan vakavuudeltaan symmetriset [KiL97]
(kuva 6), usean projektin joukkoa tarkastellessa ne osittain kumoavat toisaan. Useita
ohjelmistotuotantoprojekteja yhta¨aikaisesti tekeva¨ toimittaja voi helposti suojautua
projektisalkun tasolla yksitta¨isen ohjelmistotuotantoprojektin riskeilta¨ hajautuksel-
la ja kera¨a¨ma¨lla¨ projektien tuotoista vararahastoa [KiL97]. Kitchenhamin ja Link-
manin mukaan ainoa tapa onnistuneesti hallita riskeja¨ on tehda¨ se koko organisaation
projektisalkun laajuisesti [KiL97]. Yksitta¨iseen ohjelmistoprojektiin liittyvia¨ laatu-,
budjetti- ja aikatauluriskeja¨ ei voida hajauttamalla poistaa, mutta ohjelmistotuo-
tantoyrityksen tai jonkin muun organisaation projektisalkun tasolla aikatauluihin ja
budjetteihin liittyva¨t riskien seuraukset voidaan hajauttamalla minimoida ja katta-
misesta aiheutuva kustannus jakaa projektien kesken [KiL97].
Ka¨yta¨nno¨ssa¨ riskin ka¨sitteleminen na¨in vastaa Markowitzin modernin portfolioteo-
rian (Modern portfolio theory) mukaista jakoa nimenomaiseen ja systemaattiseen
riskiin [Mar52]. Nimenomaista riskia¨ pyrita¨a¨n minimoimaan ohjelmistotuotannon
keinoin ja hajautuksella, systemaattisen riskin varalle kera¨ta¨a¨n vakuutusta projek-
tien kesken.
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Kuva 6: Reaalisoituneen riskin seurauksien suuruuden epa¨symmetrisyys [KiL97]
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4 Testaus ja laadunvarmistus
Testaus on pa¨a¨asiallinen tapa varmistaa ohjelman virheetto¨myytta¨ [GKS05] [Som07,
s. 518, 538]. Kuinka suuri osuus ohjelmistoprojektin kuluista muodostuu testaukses-
ta vaihtelee huomattavasti sen mukaan, kuinka va¨ltta¨ma¨to¨nta¨ virheiden va¨ltta¨minen
on. Testaus laajasti ymma¨rrettyna¨, eli verifiointi (katso lisa¨a¨ luvusta 4.1 sivulta 32),
aiheuttaa noin puolet ohjelmistokehityksen kuluista [GKS05] [PeY07, s. 4]. Ta¨na¨
pa¨iva¨na¨ testaukseen kuluu kymmenia¨ miljardeja euroja vuodessa [GKS05], ja se on
ohjelmistotuotannossa suurin yksitta¨inen kulu [Pre10, s. 449]. Testauksen tehokkuu-
della on siis suurempaakin merkitysta¨ kuin yksitta¨isen ohjelmiston laatu.
Testauksen tavoitteena on ohjelmiston laadun parantaminen, saavutetun laatuta-
son ylla¨pita¨minen tai sen varmistaminen, etta¨ tavoiteltu laatutaso on saavutettu
[Som07, s. 538] [Gal04, s. 181]. Ohjelmistotuotteen virheetto¨myys ei ole testauksen
kannalta ajateltuna mieleka¨s tavoite [Pre10, s. 406]. Poikkeustapauksia lukuunotta-
matta virheetto¨myys on mahdotonta jo taloudellistenkin seikkojen vuoksi [Pre10, s.
406]. Poikkeustapauksienkin kohdalla virheetto¨myyteen ei pyrita¨ testauksen avulla
[Som07, s. 530-531]. Testaus on vaikeaa, koska jo hyvinkin yksinkertaiseen ja pieneen
ohjelmaan tai ohjelman osaan liittyvien tilojen, syo¨tteiden ja lopputulosten joukko
on niin suuri, ettei sen la¨pika¨yminen kokonaisuudessaan ole mahdollista [Bin00, s.
3-9, 41]. Ja vaikka olisikin, emme kuitenkaan voisi olla varmoja testauksen virheet-
to¨myydesta¨.
Perinteisesti, esimerkiksi vesiputousmallia ka¨ytetta¨essa¨, testaus on ajoitettu ohjel-
mistotuotantoprojektissa ka¨ytetta¨vissa¨ olevan ajan loppuun [PeY07, s. 5] [Kos08, s.
5-6]. Vaikka osaa testaukseen kuuluvista toiminnoista ei voida tehda¨ kuin vasta aivan
projektin loppuvaiheilla, testaus ja laatu on syyta¨ otaa huomioon projektin alusta
alkaen. Nykya¨a¨n on yleisesti ymma¨rretty, etta¨ testitapausten suorittaminen on vain
pieni osa laadunvarmistusta, jonka tulisi ka¨ynnistya¨ viimeista¨a¨n siina¨ vaiheessa, kun
pa¨a¨to¨s ohjelmiston toteuttamisen aloittamisesta on tehty [PeY07, s.5].
4.1 Verifiointi ja validointi
Testaus on osa laajempaa kokonaisuutta, jota kutsutaan verifioinniksi ja validoin-
niksi [PeY07, s. 15] [Som07, s. 516] [Pre10, s. 450]. Lukuunottamatta pienimpia¨
ja yksinkertaisimpia ohjelmia verifiointi ja validointi suoritetaan useina pienempina¨
osatehta¨vina¨ [Som07, s. 80].
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Verifiointi ja validointi ka¨sitta¨a¨ kaikki ne toimet, joilla pyrita¨a¨n varmistamaan oh-
jelmiston olevan suunnitellun mukainen ja asiakkaan todellisten tarpeiden mukainen
eli ka¨ytto¨kelpoinen [PeY07, s. 15-16]. Boehm kiteytti verifioinnin ja validoinnin eron
seuraavasti [Som07, s. 516] [Pre10, s. 451]:
Verifiointi: “Toteutammeko tuotetta oikein?”
Validointi: “Toteutammeko oikeaa tuotetta?”
Validointi pyrkii vastaamaan kuinka hyvin ohjelmisto vastaa ka¨ytta¨ja¨n tai asiakkaan
todellisiin tarpeisiin siis hyo¨dyllisyyteen [PeY07, s. 15]. Myyta¨va¨ksi tarkoitetun val-
misohjelmiston kohdalla on huomioitava hyo¨dyllisyyden lisa¨ksi asiakkaiden odotuk-
set ja kilpailutilanne [Som07, s. 516]. Pitka¨t syklit kehityksessa¨ tekeva¨t asiakkaan
tarpeiden ta¨ytta¨misen vaikeammaksi, silla¨ tarpeet saattavat muuttua ja ma¨a¨rittelyn
virheet tulevat ilmi vasta pitka¨n ajan kuluttua [Kos08, s. 7].
Verifioinnilla pyrita¨a¨n siihen, etta¨ toteutettu ohjelmisto on ma¨a¨ritysten ja suunni-
telmien mukainen eli mahdollisimman virheeto¨n [PeY07, s. 16].
Ka¨yta¨nno¨ssa¨ ero verifioinin ja validoinnin va¨lilla¨ ei ole tarkka. Validiteettia varmista-
vassa testauksessa lo¨ydeta¨a¨n tavallisia virheita¨ ja verfioivassa testauksessa sina¨lla¨a¨n
virheetto¨mia¨, mutta kuitenkin hyo¨dytto¨mia¨, epa¨ka¨yta¨nno¨llisia¨ tai haittoja aiheut-
tavia piirteita¨ [Som07, s. 518].
Ohjelmiston verifiointi ja validointi on syyta¨ suunnitella hyvin, silla¨ sen kustannus
saattaa olla jopa yli puolet ohjelmistoprojektin budjetista [Som07, s. 519]. Kulu on
myo¨s jossain ma¨a¨rin toistuva, silla¨ uusi versio ohjelmistosta ka¨y la¨pi suhteellisen kat-
tavan laaduvarmistusprosessin, vaikka muutokset olisivatkin pienet. Yksitta¨isenkin
muutoksen ja¨lkeen tulisi kaikki testit suorittaa uudelleen, mika¨ ei ka¨yta¨nno¨ssa¨ ole
mahdollista [Som07, s. 519]. Ta¨ma¨n vuoksi testaus tulisi rajata tiettya¨ komponenttia
koskevaksi, mika¨ edellytta¨a¨ tietoa siita¨, mitka¨ testit liittyva¨t mihinkin komponent-
tiin [Som07, s. 519]. Muutoksien ja uusien versioiden myo¨ta¨ kertautuvaa kulua py-
rita¨a¨n hallitsemaan rajaamalla suoritettavien testitapausten joukkoa, priorisoimal-
la testitapaukset ta¨rkeysja¨rjestykseen ja korkeammalla testauksen automatisoinnin
asteella.
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4.2 Laadunvarmistustoimien ajoitus
Vaikka testaaminen usein mielleta¨a¨n ohjelmistoprojektin lopussa tapahtuvaksi tes-
titapausten suorittamisen, laadunvarmistuksen suunnittelun ja toimien tulisi alkaa
projektin ka¨ynnista¨misen aikoihin [PeY07, s. 5]. Parhaimmillaan se huomioidaan
jo esiselvitysten aikaan osana projektin toteuttamiskelpoisuuden (feasibility study)
tai riskien arvioitia [PeY07, s. 5]. Viimeinen hetki aloittaa laadunvarmistustoimien
suunnittelu on ohjelmiston arkkitehtuurisia ratkaisuja valikoitaessa. Testattavuuden
tulisi olla mukana yhtena¨ kriteerina¨ mahdollisia arkkitehtuureja arvioitaessa, eika¨
vaikeasti testattavissa olevaa arkkitehtuuria tulisi valita [Amb02, s. 58]. Testatta-
vuuden pita¨minen mielessa¨ arkkitehtonisia vaihtoehtoja suunniteltaessa va¨henta¨a¨
turhan tyo¨n ma¨a¨ra¨a¨.
Laadunvarmistustoimet eiva¨t kosketa vain ohjelmistoprojektin lopputulosta. Ohjel-
miston laadullisten ominaisuuksien tunnistaminen ja hyva¨ksymistestauksen suun-
nittelu on hyva¨ ajoittaa tapahtuvaksi yhta¨aikaisesti vaatimuskartoituksen kanssa
[PeY07, s. 7-9]. Projektin edetessa¨ valmistuu aina erilaisia va¨lituotteita, joihin voi-
daan ka¨ytta¨a¨ laadunvarmistustoimia. Ta¨llaisia va¨lituotteita voivat olla esimerkiksi
erilaiset prototyypit, ka¨ytto¨liittyma¨suunnitelmat, dokumentit tai ketterien ohjelmis-
totuotantomallien painottamat kokeiltavissa ja testattavissa tai periaatteessa jopa
ka¨ytto¨o¨notettavissa olevat ohjelmat.
Aikaisten laadunvarmistustoimien hyo¨tyna¨ on yksitta¨isen virheen pienemma¨t kor-
jauskustannukset seka¨ va¨hemma¨t virheesta¨ seuraavat ongelmat, silla¨ virheelliselle
perustalle tehtya¨ ei jouduta tekema¨a¨n uudelleen. Vaikka aikaisten laadunvarmistus-
toimien edut ovat kiista¨ma¨tto¨ma¨t, niilla¨ ei kuitenkaan voi korvata hyva¨ksymisteste-
ja¨4 tai muita laadunvarmistustoimia.
Laatusuunnitelma ohjaa ohjelmistoprojektin aikaisia laadunvarmistustoimia. Sen tu-
lee ma¨a¨ritella¨ laatutavoitteet, vastuut ja aikataulut ja mittarit. Mittaamisen avul-
la voidaan tarkkailla edistyyko¨ projekti kohti tavoitteitaan suunnitellulla laadulla
[PeY07, s. 5].
4Hyva¨ksymistestien avulla pyrita¨a¨n selvitta¨ma¨a¨n, vastaako ohjelmisto sovittua ja onko se ka¨yt-
to¨o¨notettavissa. Katso lisa¨a¨ luvusta 4.3.9 sivulta 43.
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4.2.1 Milloin testaus pa¨a¨ttyy, milloin ohjelmisto on valmis
Joku ilkea¨mielinen sanoi joskus, etta¨ testauksen suorittavat tuotteiden loppuka¨yt-
ta¨ja¨t ja se pa¨a¨ttyy, kun ja¨rjestelma¨ korvataan uudella versiolla tai tosella ja¨rjestel-
ma¨lla¨.
Jotta testaaminen olisi tehokasta, pita¨isi tieta¨a¨ milloin on testattu tarpeeksi. Lope-
tettaessa testaus aikataulupaineiden perusteella tiettyna¨ ajanhetkena¨, testausta ei
ole luultavasti toteutettu tarpeeksi hyvin ja kattavasti, tai mahdollisesti on tuhlattu
resursseja tarpeettomaan testaukseen.
Vaikka ohjelmistossa olevien virheiden ma¨a¨ra¨a¨ ei voida suoraan mitata5, voidaan
tilastollisia menetelmia¨ ka¨ytta¨a¨ testauksen lopetuskriteerina¨ tai ohjelmiston hyva¨k-
sytta¨vissa¨ olevan toteutuksen onnistumisen kriteerina¨ [MuA89] [PeY07, s. 323]. Toi-
saalta kattavat yksikko¨- ja ja¨rjestelma¨tason automatisoidut testit ja niiden katta-
vuusanalyysi6 kertovat saman helpommin ja hyo¨dyllisemmin [Kos08, s. 351-353].
4.2.2 Myo¨ha¨inen testaus
Perinteisesti testitapaukset on suunniteltu, toteutettu ja suoritettu vasta aivan oh-
jelmistotuotantoprojektin lopussa [Kos08, s. 5]. Testattavuuden tai lopputuloksen
mitattavuuden varmistamista ma¨a¨rittelyissa¨ ei va¨ltta¨ma¨tta¨ ole mietitty.
Ajoittamalla testaaminen ohjelmistotuotantoprojektin loppuun ei testauksen koko
hyo¨tya¨ saada realisoitua ja aikataulupaineista johtuen testaaminen ja¨a¨ monesti liian
va¨ha¨iseksi. Ohjelmiston ensimma¨iset versiot eiva¨t ehka¨ vastaa asiakkaan tarpeita tai
ovat ka¨ytetta¨vyydelta¨a¨n huonoja ma¨a¨rittelyssa¨ olleiden virheiden tai huonon ulkoi-
sen laadun vuoksi. Sisa¨isen laadun mataluudessa korostuu huono ylla¨pidetta¨vyys,
jonka seurauksia ovat vaikea, kallis ja uusia virheita¨ tuottava jatkokehitys.
Myo¨ha¨inen testaus on ka¨yta¨nno¨ssa¨ kustannustehokkuuden kannalta aina liian myo¨-
ha¨inen.
5Epa¨suora mittaaminen onnistuu esimerkiksi syo¨tta¨ma¨lla¨ ohjelmistoon tarkoituksella virheita¨
ja mittaamalla moniko niista¨ lo¨ydeta¨a¨n.
6Testauskattavuuden ma¨a¨ritelma¨: katso luvun 5.9 alku sivulta 54 tai
Wikipediasta http://en.wikipedia.org/wiki/Code_coverage
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4.2.3 Aikainen testaus
Muuttamalla testausta automatisoiduksi, siirta¨ma¨lla¨ sita¨ ohjelmoijan tehta¨viksi ja
ajoittamalla se samanaikaiseksi la¨hdekoodin kirjoittamisen kanssa voidaan nostaa
seka¨ parantaa sisa¨ista¨ ja ulkoista laatua etta¨ pienenta¨a¨ kustannuksia [Kos08, s. 7-
11] [HW12, s. 4]. Positiiviset vaikutukset sisa¨iseen laatuun ja kustannuksiin selitty-
va¨t silla¨, etta¨ helposti toistettavat yksikko¨testit paljastavat muutoksista seuraavat
uudet virheet ja parantavat ohjelmiston muokattavuutta. Ulkoista laatua parantaa
ma¨a¨ritelmien muuttaminen edes karkeasti mitattavaan muotoon.
Kettera¨t ohjelmistotuotantomallit korostavat aikaista ja automatisoitua testausta.
4.2.4 Uudelleen- eli regressiotestaaminen ja taantuminen eli regressio
Ohjelmiston regressiolla tarkoitetaan taantumista huonompaan, va¨hemma¨n kehitty-
neeseen tilanteeseen [Kos08, s. 28-29]. Uusien ominaisuuksien lisa¨a¨minen, muokkaa-
minen ja virheiden korjaaminen voi heikenta¨a¨ la¨hdekoodin luettavuutta, selkeytta¨ ja
ylla¨pidetta¨vyytta¨. Regressiotestaus antaa muutoksien tekija¨lle nopeasti palautetta,
mika¨ mahdollistaa virheiden nopeamman lo¨yta¨misen ja siten helpomman korjaami-
sen [Fea04, s. 9-11] [Kos08, s. 29].
Koska automatisoidut testit yleensa¨ perustuvat ohjelman ka¨ytta¨miseen tietylla¨ syo¨t-
teella¨ ja na¨in saadun tuloksen vertaamiseen odotettuun lopputulokseen, ei niilla¨ juu-
rikaan lo¨ydeta¨ piilevia¨ vikoja tai uusia virheita¨. Ta¨sta¨ huolimatta ohjelmoijan mah-
dollisuus varmistaa uudelleen testaamisen avulla, ettei tullut hajottaineeksi mita¨a¨n
jo kertaalleen toiminutta, on oleellinen tuki ja turva tyo¨skentelyssa¨ seka¨ kustannus-
tehokkuutta parantava tekija¨ [Fea04, s. 10-11].
4.3 Erillaisia testaus- ja laadunvarmistustapoja
Testaus ja siihen liittyva¨t toimet voidaan jakaa useiden tapojen mukaan. Esimerkiksi
testauksen jakaminen yksikko¨-, integrointi-, ja¨rjestelma¨- ja hyva¨ksymistestaukseen
perustuu seka¨ testattavan ohjelman osan kokoon etta¨ testauksen suorittavaan ta-
hoon [PeY07, s. 421-422] [Pre10, s. 453, 456-457, 459]. Jakotavat ja¨senta¨va¨t asiaa eri
na¨ko¨kulmista, tuovat esiin tai korostavat tiettyja¨ piirteita¨, eiva¨tka¨ yleisesti ole toi-
siaan poissulkevia. Esittelen ta¨ssa¨ kokonaisuuden ymma¨rta¨misen kannalta oleellisia
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tapoja, mutta en pyri esittelema¨a¨n vaihtoehtoja kattavasti7.
4.3.1 Positiivinen ja negatiivinen testaus
Testaamisen voidaan jakaa sen mukaan, ajatellaanko sen na¨ytta¨va¨n ohjelman toi-
mivan oikein vai va¨a¨rin. Positiivinen testaus pyrkii osoittamaan ohjelman toimivan
oikein, negatiivinen pyrkii lo¨yta¨ma¨a¨n siita¨ virheita¨ korjattavaksi [Po¨r08, s. 9-10].
Jako positiivisen ja negatiivisen va¨lilla¨ on osin epa¨selva¨ ja tilanteesta riippuva. Esi-
merkiksi ketterien menetelmien suosimassa punainen-vihrea¨-refaktoroi -syklissa¨ alus-
sa negatiiviseksi automatisoitu testitapaus muuttuu refaktorointia ja regressiotes-
tausta silma¨lla¨ pita¨en positiiviseksi.
4.3.2 Staattiset keinot
Laadunvarmistamiseen ta¨hta¨a¨va¨t toimet ovat laajempi kokonaisuus kuin pelkka¨ tes-
titapauksien suorittaminen ja na¨iden tuloksien tarkastelu. Niiden voidaan katsoa
kattavan koko joukon erilaisia analyysitekniikoita. Ta¨llo¨in laadunvarmistus jaetaan
yleensa¨ staattisiin ja dynaamisiin tekniikoihin.
Staattisilla tekniikoilla tarkoitetaan niita¨, joiden ka¨ytta¨misessa¨ ei tarvita tai ei suo-
riteta testattavaa ohjelmistoa [GG93, s. 9-10] [PeY07, s. 46]. Staattisia verifioinnin
ja validoinnin tekniikoita ovat esimerkiksi katselmoinnit, vertaisarviot ja automati-
soidut analyysit [Som07, s. 517]. Na¨iden tekniikoiden etuna on se, etta¨ niita¨ voidaan
ka¨ytta¨a¨ ohjelmistoprojektissa alusta alkaen. Ka¨ytto¨ ei myo¨ska¨a¨n rajoitu pelka¨n oh-
jelmiston tarkasteluun, vaan voidaan ka¨ytta¨a¨ minka¨ tahansa dokumentin laadun
parantamiseen [GG93, s.9-10] [PeY07, s. 46].
Staattisen analyysin avulla voidaan esimerkiksi paikantaa huomiota vaativia la¨h-
dekoodin kohtia ja trendika¨yrien avulla seurata muun muassa kuinka paljon koodi
ela¨a¨, miten koodin sisa¨inen laatu kehittyy, ilmestyyko¨ ohjelmistoon uusia virheita¨
tai muuttuuko testien kattavuus (kuva 7).
7Kattavammin testaamisesta ja laadunvarmistuksesta lo¨ytyy luettavaa mm. Wikipediasta:
http://fi.wikipedia.org/wiki/Ohjelmiston_testaaminen#Testaustavat
http://en.wikipedia.org/wiki/Software_testing#Testing_methods
http://en.wikipedia.org/wiki/Software_quality_control
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Kuva 7: Codeclimaten trendika¨yra¨ laadusta ja koodin muuttumisesta.
Staattiseen analyysiin on olemassa huomattava ma¨a¨ra¨ eri ohjelmistoja8.
Staattisen analyysin tulokset ja trendika¨yra¨t kuvaavat ohjelmiston sisa¨ista¨ laatua ja
sen muutosta. Osana integroitua testausta ne siis muistuttavat jossain ma¨a¨rin posi-
tiivista testausta, toisaalta huomion kohdentajina ne toimivat enemma¨n negatiivisen
testauksen kaltaisesti.
Staattisten tekniikkojen vastinpari on dynaamiset tekniikat. Dynaamisissa teknii-
koissa suoritetaan toteutettua ohjelmistoa tai sen osaa jollain tavalla [Som07, s.
517]. Suorittaminen voi tapahtua oikealla raudalla tai esimerkiksi simuloidussa tai
emuloidussa ympa¨risto¨ssa¨.
4.3.3 Automatisoitu ja ihmisten suorittama eli manuaalinen
Ihmistyo¨voimaa ei yleensa¨ kannata ka¨ytta¨a¨ sellaiseen testaukseen, mika¨ on tarkoitus
suorittaa useammin kuin kerran. Mika¨li ohjelmiston laadun ylla¨pitoon kuuluu kor-
jaavat tai tuotetta parantavat versiot ja tavoiteena on, ettei laatu niiden myo¨ta¨ laske,
on vanhat testit suoritettava uudestaan. Mita¨ useammin, ja siten mita¨ va¨hemma¨n
8Staattisen analyysin va¨lineita¨:
http://en.wikipedia.org/wiki/List_of_tools_for_static_code_analysis
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uutta tai muuttunutta sisa¨lta¨en, ohjelmiston versio valmistuu, sen ta¨rkea¨mmiksi,
ka¨ytto¨kelpoisemmiksi ja kustannus-hyo¨ty-suhteeltaan paremmaksi testauksen auto-
matisointi muuttuu.
Kaikkea ei kuitenkaan kannata automatisoida. Joidenkin teistitapauksien automa-
tisointi on hankalaa, negatiivisessa testauksessa tutkiva testaus (katso lisa¨a¨ luvusta
4.3.4 sivulta 39) on kustanus-hyo¨ty-suhteeltaan parempaa tai kun testaamisessa ol-
laan kiinnostuneita nimenomaan siita¨, miten hyvin ohjelmisto tai sen ka¨ytto¨liittyma¨
palvelee ka¨ytta¨ja¨a¨.
Automatisoitavuuden astetta on kuitenkin mahdollista parantaa, ottamalla se huo-
mioon alusta alkaen. Mika¨li yksikko¨-, integrointi- ja ja¨rjestelma¨tason testit toteu-
tetaan jo ohjelman tekemisen yhteydessa¨, syntyy ohjelmasta melkein va¨ista¨ma¨tta¨
helposti testattavissa oleva.
Uusia virheita¨ lo¨ytyy usein sattumalta muun testauksen yhteydessa¨ tai ka¨ytta¨ja¨pa-
lautteena, mutta niita¨ voidaan myo¨s yritta¨a¨ etsia¨ esimerkiksi tutkivan testauksen
keinoin.
4.3.4 Tutkiva testaus
Tutkivaa testausta (exploratory testing) on luonnehdittu yhta¨aikaiseksi ohjelman
ka¨yto¨n opetteluksi ja testaamiseksi. Koska se ei perustu ennakkoon suunniteltuihin
testitapauksiin, osaavan testaajan on mahdollista lo¨yta¨a¨ ohjelmasta sellaisia piirtei-
ta¨, joita ei olisi osattu ajatella testitapauksia suunniteltaessa ja joita voidaan pita¨a¨
vikoina tai virheina¨ tai joita pita¨a¨ tutkia lisa¨a¨ [CAH+10, s. 94-95].
Sopivasti kohdennettuna ja koordinoituna se on varsin tehokasta negatiivista testaa-
mista. Sen avulla ei voida kustannustehokaasti osoittaa ohjelman toimivan oikein,
vaan lo¨yta¨a¨ uusia virheita¨. Uuden virheen tai sa¨ilytetta¨va¨n piirteen lo¨ydyttya¨, sen
korjaamista tai ylla¨pitoa varten voidaan automatisoida testitapaus myo¨hempa¨a¨ tois-
tamista varten, mika¨ vapauttaa testaajan tekema¨a¨n lisa¨a¨ hyo¨dyllisempa¨a¨ tutkivaa
testausta [HW12, s. 101].
4.3.5 Yksikko¨testaus
Yksikko¨testauksella (unit testing) on tarkoitus varmistaa mahdollisimman pienen
ohjelman osan virheetto¨myys kerralla. Na¨in matalalla tasolla toteutetun testauksen
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avulla virheen lo¨ytyessa¨ syy on huomattavan helppoa paikantaa verrattuna vaikkapa
ka¨ytto¨liittyma¨n tasolta suoritettuihin testeihin [Fea04, s. 48].
Yksikko¨testaus toteutetaan ka¨yta¨nno¨ssa¨ aina automatisoidusti. Yksikko¨testaukses-
sa yleisesti ka¨ytetta¨va¨t testauskehykset ovat ohjelmointikielikohtaisia [Fea04, s. 48].
Ka¨ytetyin yksikko¨testauskehys lienee alunperin Smalltalk-kielella¨ kirjoitettuille oh-
jelmille tarkoitettu xUnit, joka on sittenmin portattu monille muille ohjelmointikie-
lille [Fea04, s. 48-52] [Cla06] [KSC05] [Pur08]. Automatisoinnin ei tarvitse va¨ltta¨-
ma¨tta¨ perustua valmiisiin testauskehyksiin [PeY07, s. 330].
Yleensa¨ sama ohjelmoija, joka on toteuttanut testattavan kohteen, automatisoi sita¨
testaavat yksikko¨testit. Aikataulullisesti yksikko¨testaus suoritetaan yleensa¨ samaan
aikaan kun ohjelmistoa toteutetaan tai toteutusta muutetaan. Yksikko¨testaus sopi-
vin tyo¨kaluin on vaikuttavuudeltaan ja kustannustehokkuudeltaan lyo¨ma¨to¨n verrat-
tuna muihin vaihtoehtoihin [Fea04, s. 48] [EMT05] [THD06]. Vaikka yksikko¨testaus
on parhaimpia tapoja ka¨ytta¨a¨ testaukselle budjetoituja resursseja, silla¨ ei voi korvata
muuta testausta kokonaan [Fea04, s. 14, 48].
Yksikko¨testauksessa testauksen kohteet pyrita¨a¨n erottamaan muusta ohjelmistosta
mahdollisimman riippumattomaksi ja itsena¨isiksi osasiksi [Fea04, s. 47]. Tarvittaessa
riippuvuuksia poistetaan erilaisten valeolioiden, kuten tynkien (stub) ja matkijoiden
(mock), avulla [Fea04, s. 23, 27-28] [Pre10, s. 458-459] [PeY07, s. 329-330] [Gal04, s.
184-185].
Yksikko¨testien avulla pyrita¨a¨n saamaan ohjelmistoon tehta¨va¨t muutokset la¨pina¨-
kyviksi ja palautetta antaviksi [Fea04, s. 9]. Ta¨lla¨ tarkoitetaan sita¨, etta¨ pystyta¨a¨n
automaatisoidusti ja kustannustehokkaasti havaitsemaan, ettei muutoksien yhtey-
dessa¨ syntynyt vahingossa uusia virheita¨ ja etta¨ muutos todella tuli toteutetuksi
suunnitellusti.
4.3.6 Testausla¨hto¨isyys, TDD
Testausla¨hto¨isyydella¨ (TDD, test driven development) tarkoitetaan ohjelmointita-
paa, jossa kulloinkin tyo¨nalla olevalle ominaisuudelle automatisoidaan testit jo en-
nen la¨hdekoodin muokkaamista [Kos08, s. 15-19] [CAH+10, s. 3-4, 10]. Testien te-
keminen auttaa suunnittelussa ja ongelman paloittelussa. Testit kertovat myo¨s oh-
jelmoijalle, koska tyo¨ on valmis, ja tuottaa siten konkreettisia taloudellisia hyo¨tyja¨,
kun turha viilaaminen ja¨a¨ va¨hemma¨lle.
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4.3.7 Integrointitestaus
Integrointitestauksella pyrita¨a¨n varmistamaan ohjelman osien yhteensopivuus. In-
tegrointitestausta tarvitaan, silla¨ yksikko¨testauksella toisistaan erilla¨a¨n oikein toi-
miviksi havaitut ohjelman osat eiva¨t va¨ltta¨ma¨tta¨ toimi yhdessa¨ oikein [Pre10, s.
459].
Ka¨yta¨nno¨ssa¨ ero yksikko¨- ja integrointitestauksen va¨lilla¨ ja¨a¨ toisinaan epa¨selva¨ksi,
varsinkin jos ohjelmistoa integroidaan inkrementaalisesti [Pre10, s. 461].
Inkrementaalinen integrointi on perusteltua, koska osaja¨rjestelma¨t valmistuvat eri
aikaan ja koska lo¨ytyvien virheiden paikannus on helpompaa seka¨ korjaaminen ris-
kitto¨ma¨mpa¨a¨ [Gal04, s. 186-187] [Som07, s. 33].
Kaiken integrointi kerralla lopussa eli Big bang -integroinnin etuna inkrementaali-
seen verrattuna on pienempi valeolioiden tarve, mutta aivan yksinkertaisimpia oh-
jelmistoja lukuunottamatta haitat ovat hyo¨tyja¨ suuremmat [Gal04, s. 186-187].
Integrointitestauksella ei voida korvata rajapintojen kattavaa testaamista, silla¨ sa-
maa rajapintaa saatetaan toisessa yhteydessa¨ ka¨ytta¨a¨ toisella tavalla. Ta¨llo¨in lo¨yty-
vien virheiden korjaamisesta saatta aiheutua muutoksia, jotka toisaalta rikkovat jo
olemassa olleita, virhellisiin toimintatapohin perustuneita integrointeja, jolloin on-
gelmien korjaaminen muodostuu huomattavan ongelmalliseksi. Suurikokoisen luokan
tai osaja¨rjestelma¨n tarjoamien palveluiden pilkkominen erillisiin rajapintoihin ja tes-
taaminen yksikko¨testauksen kaltaisesti pienenta¨a¨ edella¨mainittuja riskeja¨ [Fea04, s.
263] [KoM05, s. 58-60].
Integrointitestaus saatetaan myo¨s mielta¨a¨ osaksi ja¨rjestelma¨testausta [Som07, s. 80-
81].
4.3.8 Jatkuvat integrointi, toimitusvalmius ja ka¨ytto¨o¨notto
Hyvin lyhyesti sanottuna jatkuva toimitusvalmius tarkoittaa tiettyja¨ “tapoja ja ka¨y-
ta¨nto¨ja¨, joilla va¨henneta¨a¨n inkrementaalisien muutoksien ka¨ytta¨ja¨lle toimittamiseen
liittyvia¨ riskeja¨, aikaa ja kustannuksia.” [Hum14].
Kaikkia otsikon termeja¨ ka¨yteta¨a¨n tarkoittamaan suurelta osin samaa asiaa, mah-
dollisesti pienin vivahde-eroin. Termien tarkkaa tarkoitusta oleellisempaa on huo-
mioida, mita¨ hyo¨tyja¨ niilla¨ tavoitellaan. Niiden erot ovat epa¨oleellisen kokoisia ja
osin etsima¨lla¨ etsittyja¨.
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Jatkuvassa integroinnissa (Continuous integration) toteuttavan tiimin ja¨senet in-
tegroivat muutoksensa mahdollisimman usein yhteen muiden kanssa, jotta aiemmin
vasta integrointivaiheessa lo¨ytyneet ongelmat lo¨ytyisiva¨t mahdollisimman nopeasti
ja aikaisin seka¨ olisivat mahdollisimman helposti korjattavissa [Fow06]. Ryhma¨n
sitoutuessa malliin yhtena¨isen version kanssa tyo¨skentely mahdollistaa tehta¨vien
joustavamman jakamisen tarpeen mukaan ja avun saamisen tiimin muilta ja¨senil-
ta¨ [Fow06] [Kos08, s. 29-30]. Automatisoitu asennus tuotantoympa¨risto¨n kaltaiseen
testiympa¨risto¨o¨n ja automatisoitujen testien suorittaminen on oleellinen osa jatku-
vaa integrointia.
Jatkuvassa toimitusvalmiudessa (Continous delivery) on tavoitteena pita¨a¨ ohjelmis-
ton kehitysversio aina ka¨ytto¨kelpoisessa kunnossa. Kulloinkin tyo¨n alla olevan tai
viimeksi pa¨a¨ttyneen syklin viimeinen versio voidaan tarvittaessa siirta¨a¨ tuotanto-
ka¨ytto¨o¨n hyvin lyhyella¨ varoitusajalla [Fow13, And11].
Jatkuvassa ka¨ytto¨no¨otossa (Continous Deployment) uusi versio siirreta¨a¨n automaat-
tisesti tuotantoka¨ytto¨o¨n, mika¨li automatisoidut testit ja analyysit eiva¨t paljasta vir-
heita¨ [Cau13]. Jatkuvassa ka¨ytto¨o¨notossa on syyta¨ pyrkia¨ lo¨yta¨ma¨a¨n loppuka¨ytta¨-
jien toimista automaattisesti niita¨ tuloksia, joita negatiivinen testaus toisi esiin.
Jos ka¨ytta¨ja¨t esimerkiksi lopettavat uuden version tuotantoonka¨ytto¨o¨n siira¨tmisen
ja¨lkeen ohjelmiston tietyn osan ka¨yto¨n, se osa on luultavasti joko tavoittamatto-
missa tai rikki. Jatkuva ka¨ytto¨o¨notto ei sovi korvaamaan tutkivaa testausta. Jat-
kuva ka¨ytto¨o¨notto voidaan toteutetta siten, ettei kaikkien ka¨ytta¨jien tarvitse ka¨yt-
ta¨a¨ samaa versiota. Ta¨ma¨ on usein myo¨s va¨ltta¨ma¨to¨nta¨, silla¨ tuhansien palvelimien
yhta¨aikainen pa¨ivitta¨minen ei ole mahdollista aiheuttamatta ka¨ytta¨jille ha¨irio¨ta¨.
[Fow13, DAW14, And11, Hum10]
Riskien pienenta¨miseksi, versio voidaan asentaa ensin rajoitetulle joukolle todellisia
ka¨ytta¨jia¨ [And11].
Jatkuva toimitusvalmius ja ka¨ytto¨o¨notto korostavat palautetta todellisilta ka¨ytta¨jil-
ta¨, silla¨ ohjelmistotuotannon suurin riski on hyo¨dyto¨n lopputulos [Fow13]. Jatkuvan
toimitusvalmiuden avulla on saatu huomattavia kustannushyo¨tyja¨, myo¨s sellaisis-
sa tapauksissa, joissa uusia versioita ohjelmistosta loppuka¨ytta¨ja¨lle asti toimitetaan
hyvin harvoin [Hum14].
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4.3.9 Ja¨rjestelma¨- ja hyva¨ksymistestaus
Ja¨rjestelma¨testauksen tarkoituksena on varmistua siita¨, etta¨ ohjelmisto on julkaisu-
kelpoinen9 ja ta¨ytta¨a¨ sille asetetut vaatimukset [Bin00, s. 718] [PeY07, s. 418, 421-
422] [Som07, s. 80]. Mika¨li ohjelmistolla on ka¨ytto¨liittyma¨, ja¨rjestelma¨tason testaus
suoritetaan yleensa¨ sita¨ ka¨ytta¨en [Bin00, s. 45].
Merkitta¨vimma¨t erot ja¨rjestelma¨- ja hyva¨ksymistestauksen va¨lilla¨ ovat testauksen
suorittaja ja testauksessa ka¨ytetty tietoaineisto seka¨ tekija¨ (toimittaja vai tilaaja)
ja na¨ko¨kulma (integrointi ja soveltuvuus julkaistavaksi, vastaako sita¨, mita¨ on tilat-
tu) [Som07, s. 80]. Asiakkaan edun kannalta hyva¨ksymistestauksen tulisi olla riitta¨-
vin osin toimittajasta riippumatonta 10. Hyva¨ksymistestauksessa ka¨yteta¨a¨n oikeita
tietoja, joita ja¨rjestelma¨ tuotantoka¨yto¨ssa¨ ka¨sittelee [Som07, s. 80].
Ja¨rjestelma¨tasolla tapahtuva testaus voidaan toteuttaa monella tapaa. Automati-
soinnista voi olla pitka¨lla¨ aikava¨lilla¨ tarkasteltuna kustannushyo¨tyja¨. Mika¨li ja¨rjes-
telma¨a¨ uudistetaan harvoin seka¨ kerralla paljon ja useista kohdista, ei vanhoja au-
tomatisoituja hyva¨ksymistestitapauksia voida kattavasti hyo¨dynta¨a¨ kuin uuden ver-
sion kehityksen alkutaipaleella. Vastaavasti, mika¨li muutoksia on va¨ha¨n ja ne koh-
distuvat pieneen osaan ja¨rjestelma¨a¨, automatisoitujen testien kustannustehokkuutta
lisa¨a¨va¨ vaikutus on suurempi. Jatkuvaa integrointia ja toimitusvalmiutta tavoittele-
va projekti hyo¨tyy automatisoinnista suhteellisesti enemma¨n.
Parhaimmillaan ja¨rjestelma¨tason testaus perustuu todellisessa ka¨yto¨ssa¨ esiintyviin
tarpeisiin. Suunnitelmallinen toteutus voi esimerkiksi perustua ennalta laadittuihin
ka¨ytto¨tapauksiin ja na¨ihin liitettyihin pa¨a¨to¨staulukoihin, jossa on kuvattu, miten
ohjelmaa ka¨yteta¨a¨n ja miten ohjelman tulisi ka¨yto¨n seurauksena toimia. Na¨ma¨ tes-
titapauksien suunnitelmat tai hyva¨ksymiskriteerit voivat olla osana ohjelman ma¨a¨-
rittelya¨.
9Pezze ja Young kutsuvat ta¨ta¨ kirjassaan hyva¨ksymistestaukseksi (s. 421-422), mutta (s. 418)
mainitsevat testauksen kohteksi sopivuuden ka¨ytta¨ja¨n tarpeisiin ja huomioivat eri suorittajat hy-
va¨ksymis ja ja¨rjestelma¨testauksessa.
10Hyva¨ksymistestausla¨hto¨isyys ja toimittajan kanssa yhteistyo¨ssa¨ tehdyt automaatisoidut ja¨rjes-
telma¨tason testit tai niiden kriteeristo¨ ha¨ma¨rta¨va¨t ta¨ta¨ rajaa. Sellaisessakin tapauksessa on syyta¨
kohdistaa ja¨rjestelma¨a¨n toimittajasta ta¨ysin riippumatonta tutkivaa testausta.
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4.3.10 Ka¨ytetta¨vyystestaus
Ka¨ytetta¨vyystestauksella tarkoitetaan ohjelmiston ka¨ytto¨liittyma¨n ergonomian tes-
taamista. Tietoa ka¨ytetta¨vyydesta¨ voidaan yritta¨a¨ lo¨yta¨a¨ va¨lillisesti seuraamalla
ka¨ytta¨jien tekemisia¨ tai ka¨ytetta¨vyystestauksella. Testattaessa ohjelmiston ka¨ytet-
ta¨vyytta¨ koehenkilo¨ suorittaa testattavalla ohjelmistolla ennaltama¨a¨ra¨ttyja¨ tehta¨-
via¨, joiden suorittamista tarkkaillaan mahdollisten korjausta vaativien kohtien, ka¨y-
to¨n hitauden, vaikean opittavuuden tai muiden ongelmien havaitsemiseksi.
Ohjelman ka¨ytto¨liittyma¨n suunnittelu tai arviointi ei varsinaisesti kuulu ta¨ma¨n tut-
kielman piiriin, mutta selvyyden vuoksi ka¨ytetta¨vyystestaus on lyhyka¨isesti hyva¨
kuvata. Ka¨ytetta¨vyystestaus mielleta¨a¨n ka¨ytto¨liittyma¨suunnittelun osaksi eika¨ laa-
dunvarmistukseen liittyva¨ksi toimeksi [PeY07, s. 6].
Ka¨ytetta¨vyys ja ka¨ytto¨liittyma¨suunnittelu on oleellinen osa ohjelmiston laatuvaiku-
telmaa ja tarkoituksenmukaisuutta, silla¨ liian vaikeasti opittava tai vain liian tehot-
tomasti ka¨ytetta¨vissa¨ oleva ohjelmisto on epa¨tarkoituksenmukainen ja siten tilaajal-
leen epa¨laadukas.
Hyvin toimiva ja tarkoituksenmukainen ka¨ytto¨liittyma¨ ei kuitenkaan kerro mita¨a¨n
ohjelman sisa¨isesta¨ laadusta, silla¨ se on voitu tyo¨la¨a¨sti toteuttaa huonon perustuksen
pa¨a¨lle.
4.4 Priorisointi testauksessa
Testausta on priorisoitava ka¨ytetta¨vissa¨ olevien resurssien ja aikataulujen vuoksi.
Automatisoidut testit suoritetaan mahdollisimman usein, mutta miten kohdenne-
taan muut ka¨ytetta¨vissa¨ olevat panokset? Kaikkea ei voi testata kattavasti kustan-
nustehokkuuden, automatisoidun testauksen positiivisen luonteen ja tutkivan tes-
tauksen manuaalisuuden vuoksi.
Helpoimmin kohdennettavissa on tutkiva testaus. Sen painopisteiksi on syyta¨ ottaa
version uudet, muuttuneet ja organisaation toiminnan jatkuvuuden kannalta kriit-
tiset ominaisuudet seka¨ staattisen analyysin esiin nostamat huonon sisa¨isen laadun
ja alhaisen testauskattavuuden kohdat.
Toimittajan tyo¨n yleisen laadun seuraamisen vuoksi edella¨ mainittujen lisa¨ksi saat-
taa olla syyta¨ valita sillon ta¨llo¨in ohjelmistosta jokin satunnainen kohta tarkempaan
tarkasteluun.
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5 Ohjeita ohjelmiston tilaajalle
Edella¨ olen ka¨sitellyt toimittajaloukkua, laadun rakentumista seka¨ testausta ja laa-
dunvarmistusta, joihin perustuen luon mallin ohjelmiston tilaamiseen. Tavoitteena
on ta¨ssa¨ luvussa koota huomion arvoisten seikkojen ohjeisto toimittajaloukun va¨lt-
ta¨miseksi. Edellisten lukujen teoreettisen kehyksen lisa¨ksi malli perustuu omiin tie-
toihin ja kokemuksiin alalta.
Kun asiakas pita¨a¨ puolensa, ajattelee omaa etuaan seka¨ valmistautuu ja varautuu
toimittajan vaihtamiseen, toimittajan tavoitteeksi nousee asiakkaan pita¨minen tyy-
tyva¨isena¨. Asiakkaan edun mukaan toimimisen ei tarvitse olla toimittajan edun vas-
taista. Toimittajan valinta, valvonta ja asiakkaan oman edun valvonta on kuitenkin
asiakkaan tehta¨va¨. Sita¨ ei ole mahdollista ulkoistaa kokonaan, vaikka osia voikin.
Miten ohjelmisto tai muutoksia ohjelmistoon tulisi tilata ja valvoa, jotta toimitta-
jaloukun pystyy va¨ltta¨ma¨a¨n? Mista¨ tieta¨a¨, onko syyta¨ tehda¨ vanhan korvaava oh-
jelmisto vai yritta¨a¨ korjata aiemmat virheet ja pyristella¨ eroon toimittajaloukusta?
Ta¨ssa¨ luvussa kuvaan toimittajaloukun va¨ltta¨misen tai siita¨ eroon pyrkimisen kan-
nalta ta¨rkeita¨ asioita. Kaikkia niista¨ ei valitettavasti voi suoraan soveltaa jo olemassa
olevaan ohjelmistoon tehta¨vissa¨ muokkauksissa tai niiden hyo¨dyt reaalisoituvat vii-
peella¨. Sen sijaan kysymykseen “tehda¨a¨nko¨ uusi vaiko korjataanko vanhaa” on help-
poa vastata, kun asetetaan kysymys hieman tarkemmin: “tehda¨a¨nko¨ uutta vanhalla
tavalla vai vanhaa uudella tavalla”. Olemassa olevan perinneja¨rjestelma¨ksi muuttu-
neen ohjelmiston korvaaminen toisella ei ole pitka¨lla¨ ta¨hta¨imella¨ kesta¨va¨ ratkaisu,
mika¨li uusi ja¨rjestelma¨ tehda¨a¨n vanhalla tavalla. Oleellista on, etta¨ tekemisen on
muututtava paremmaksi.
Uusia keinoja on mahdollista kokeilla jo olemassa olevan ohjelmiston kanssa ja siten
siirta¨a¨ pa¨a¨to¨s alusta aloittamisesta myo¨hemma¨ksi. Samalla on kuitenkin syyta¨ muis-
taa, ettei muuttunut parempaan ta¨hta¨a¨va¨ toimintatapa va¨ltta¨ma¨tta¨ toimi suoraan
tai helposti vanhan ja¨rjestelma¨n kehitta¨misessa¨. Myo¨s testauksen automatisoinnin
mahdollisuuksia on syyta¨ arvioida kustannustehokkuuden osalta hyvin pian tapo-
jen ka¨ytto¨o¨noton ja¨lkeen. Uuden tavan toimivuuden kustannustehokkuuden arvioin-
ti voi paljastaa, etta¨ ja¨rjestelma¨ kannattaakin kehitta¨misen sijaan korvata toisella.
Lyhyet syklit (katso lisa¨a¨ luvusta 5.4 sivulta 50) mahdollistavat myo¨s korvaavan
ja¨rjestelma¨n tekemisen kokeilemisen.
Yksi tapa muuttaa perinneja¨rjestelma¨a¨ ja sen perinnekoodia laadukkaammaksi on
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tehda¨ muutoksien yhteydessa¨ kyseiselle kohdalle riitta¨va¨n kattavat automatisoidut
testit, tehda¨ sitten muutokset ja lopulta refaktoroida (refactoring) eli parantaa toi-
mintaa muuttamatta la¨hdekoodin laatua. Ta¨llo¨in automatisoitujen testien laatu ja
kattavuus kasvaa tietyissa¨ la¨hdekoodin kohdissa riitta¨va¨n suureksi, ja koska priori-
sointia ohjaa muutostarpeet, testauskattavuus nousee ensin la¨hdekoodin ta¨rkeissa¨
osissa. Testauksen kattavuuden nostaminen itseistarkoituksellisesti tuskin on ja¨rke-
va¨a¨, silla¨ miksi na¨hda¨ vaivaa automatisoimalla jonkin sellaisen testaamista, jossa ei
ole haitallisia virheita¨ ja johon ei tehda¨ muutoksia.
5.1 Tekija¨noikeudet ja vastuut
Tilaajan on sovittava tekija¨noikeuksista oman etunsa mukaisesti. Jos koko tehdysta¨
tyo¨sta¨ maksaa ja kantaa tekemiseen liittyva¨t riskit, on oikeutettua ja kohtuullista
vaatia myo¨s ta¨ydet oikeudet tehda¨ tyo¨n tuloksilla mita¨ itse parhaaksi katsoo.
Tekija¨noikeudet ovat yksinkertaisin, helpoin, nopein ja varmin tapa joutua pahaan
toimittajaloukkuun. Ellei alkujaan ole toisin sovittu, toimittaja voi tekija¨noikeuksiin
vedoten kielta¨ytya¨ la¨hdekoodin luovuttamisesta tai esta¨a¨ keta¨a¨n muuta kuin itsea¨a¨n
tekema¨sta¨ siihen muutoksia tai kielta¨a¨ sen na¨ytta¨misen eteenpa¨in.
Asiakkaan kannalta oleellista on myo¨s huomioida ajankohta, milloin tekija¨noikeudet
siirtyva¨t. Asiakkaan ei kannalta suostua tekija¨noikeuksien siirtymisessa¨ viipeeseen,
silla¨ silloin ulkopuolisen, toimittajasta riippumattoman laadunvarmistukseen tai tes-
taukseen liittyva¨n palvelun ostaminen voi olla hankalaa. Edella¨ kuvatussa tilanteessa
saattaisi edessa¨ olla kankeat neuvottelut seka¨ ylima¨a¨ra¨isia¨ kuluja ja hukattua aikaa.
5.1.1 Oikeudet kaikkiin tuotoksiin ja apuva¨lineisiin
Toimittajaloukku voi muodostua myo¨s riippuvuudesta projektissa ka¨ytettyyn va¨li-
neeseen tai projektin muuhun tuotokseen kuin itse ohjelmistoon. Jotta niin ei ka¨visi,
asiakkaan tulee huolehtia siita¨, etta¨ la¨hdekoodin lisa¨ksi kaikkiin muihinkin projek-
tin tuotoksiin (esimerkiksi ka¨ytto¨ohjeet ja automatisoidut testitapaukset) saadaan
riitta¨va¨t oikeudet.
Sama riski liityy myo¨s ka¨ytettyihin ohjelmistotekniikoihin ja -kehyksiin seka¨ valittui-
hin testauksen apuva¨lineisiin. Toimittajaloukun voi muodostaa myo¨s na¨iden hinta,
hinnoittelun perusteet tai saatavuus.
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5.1.2 Kenelle tekija¨noikeudet, ja¨lleenmyynti ja lisensointi
Julkishallinnolle tehdyt tai ra¨a¨ta¨lo¨idyt ohjelmistot eiva¨t suoraan ole myyta¨vissa¨ ul-
komaille, johtuen kielesta¨mme. Todenna¨ko¨isesti tilanne ei ka¨a¨nta¨ma¨lla¨ka¨a¨n parani-
si. Oletan siis, ettei hallintomme ohjelmistoille juurikaan olisi ostajia. Hallinnon eri
osien kesken ohjelmistojen kauppaaminen on toki mahdollista, mutta veronmaksajan
kannalta viimeka¨dessa¨ parhaimmillaankin vain nollasummapelia¨.
Tosin saman tai vastaavan ohjelman ostaminen useina projekteina eri esimerkiksi
kunnille on veronmaksajan kannalta kallista.
Yrityksen kannalta tarkasteltuna tilanne ei va¨ltta¨ma¨tta¨ ole myynnin mahdollisuuk-
sia ajatellen sen parempi. Uskaltaisivatko mahdolliset asiakkaat ottaa riskin riip-
puvuussuhteesta? Ja jos uskaltaisivat, voisiko yritys luopua ohjelmiston tuomasta
kilpailuedusta?
Niin tai na¨in, ohjelmistoa tiettyyn tarpeeseen hankkiessa sen ja¨lleenmyynti vaikuttaa
hankalalta tai hyo¨dytto¨ma¨lta¨.
Joissain tilanteissa tekija¨noikeuksista on sovittu siten, etta¨ molemmille, seka¨ asiak-
kaalle etta¨ toimittajalle, muodostuu oikeudet projektin tuloksiin. Todellisten maksa-
vien ostajien puute puoltaa sita¨, etta¨ myo¨s toimittajalle voisi antaa oikeudet ohjel-
mistoon. Onhan toki mahdollista, etta¨ se keksii sille jotain hyo¨dyllista¨, rahanarvoista
ja siten yhteiskuntaamme hyo¨dytta¨va¨a¨ ka¨ytto¨a¨. Mutta miksi antaa oikeudet etuka¨-
teen ja varmuuden vuoksi? Mita¨ jos joku muu keksiikin miten tuotos ka¨visi kaupak-
si? Mita¨, jos toimittaja jaettujen tekija¨noikeuksien turvin alkaa myyda¨ eri tahoille
hyvin samanlaisia mutta keskena¨a¨n epa¨yhteensopivia versioita? Moinen pirstaloisi
ohjelmistoa ja varmistaisi, ettei sen ympa¨rille muodostu minka¨a¨nlaista ekosysteemia¨
tai muille toimijoille kerry asiantuntemusta ohjelmistosta.
On siis parempi teetta¨a¨ ohjelmisto kerran ja antaa muiden ka¨ytto¨o¨n vaikka ilmaisek-
si kuin yritta¨a¨ myyda¨ sita¨. Ta¨llaisessa tilanteessa toimittaja luultavasti keskittyisi
myyma¨a¨n ka¨ytto¨o¨nottoon ja asetuksiin liityva¨a¨ asiantuntemusta. Myo¨s muut toimi-
jat saattaisivat kiinnostua ja ohjelmiston ympa¨rille saattaisi muodostua kustannus-
tehokkuutta edesauttavaa kilpailua ja yhdessa¨ tekemista¨. Ohjelmiston julkaiseminen
avoimen la¨hdekoodin lisenssein tukisi ta¨ta¨.
Kun ohjelmisto annetaan sellaisenaan ilmaiseksi, avoimena tai kohtuullisella hinnalla
muiden tarvitsijoiden ka¨ytto¨o¨n, on luultavaa, etta¨ siihen tehdyt korjaukset ja muu-
tokset tulevat hyo¨tyna¨ takaisin. Parhaassa tapauksessa ohjelmistoa aletaan kehitta¨a¨
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sen ka¨ytta¨jien kesken yhteisesti.
5.1.3 Vastuun tulkinnanvaraisuudesta, kun toimittajia on useita
Vaikka oikeuksista olisikin sovittu, saattaa hankaluuksia silti ilmeta¨. Ymma¨rretta¨-
vista¨ syista¨ toimittaja ei halua eika¨ voi olla vastuussa muiden tekemista¨ muutoksista
ja niiden aiheuttamista virheista¨. Sen vuoksi sopimuksiin on hyva¨ kirjata selkea¨sti
auki vastuunjako ta¨llaisissa kysymyksissa¨.
La¨hinna¨ ongelmaksi muodostuvat tilanteet, jossa jonkin muun tahon tekema¨ muutos
muuttaa ohjelmistossa piileva¨n vian na¨kyva¨ksi virheeksi. On tulkinnanvaraista, onko
muiden muutoksien tai uusien ka¨ytto¨tapojen vuoksi muuttunut tietosisa¨lto¨ asia,
jonka seurauksena piileva¨n vian muuttuminen na¨kyva¨ksi virheeksi on toimittajan
vastuulla. Sen sijaan suhteellisen selvia¨ ovat tapaukset, jossa muun tahon tekema¨
ohjelmiston osa ka¨ytta¨a¨ toimittajan tekema¨a¨ ja siina¨ yhteydessa¨ sielta¨ lo¨ytyy uusi
virhe. Na¨issa¨ tulkinnanvaraisissa kohdissa asiakas voi myo¨ntya¨ toimittajan eduksi.
Toimittajan yritta¨essa¨ veta¨ytya¨ takuista ja vastuista tai esta¨a¨ muita tekema¨sta¨ la¨h-
dekoodiin muutoksia, pita¨isi se asiakkaan na¨ko¨kulmasta tulkita tilanteeksi, jossa
toimittaja ei myo¨nna¨ tekema¨lleen minka¨a¨nlaista takuuta. Versionhallintatyo¨kalut
antavat mahdollisuuden todeta ja¨lkika¨teen, kuka teki minka¨kin muutoksen.
Hyvin suunnitellut, testatut ja dokumentoidut rajapinnat seka¨ arkkitehtonisesti ja¨r-
keva¨ ohjelmiston rakenne selkeytta¨va¨t vastuita tilanteessa, jossa ohjelmiston kehit-
ta¨miseen osallistuu useita tahoja. Rajapinnan toteuttanut vastaa sen toiminnasta,
ja rajapinnan ka¨ytta¨ja¨ osaltaan siita¨, ettei ka¨yta¨ rajapintaa va¨a¨rin.
Kehitetta¨essa¨ lyhyilla¨ sykleilla¨ ja vaalittaessa ohjelmiston laatua vastuukysymyksien
merkityksen pita¨isi ja¨a¨da¨ pieneksi.
5.2 Osaamisen monopoli
Toimittaaloukku voi syntya¨ myo¨s epa¨symmetrisen tai niukasti saatavilla olevan osaa-
misen johdosta.
Uuden ohjelmistotuotantoprojektin alkaessa asiakas tuntee parhaiten ongelman, jota
ratkaistaan, mutta projektin tuottama ohjelmistoon voi muodostua erilaisia rajoit-
tavia tekijo¨ita¨. Voi myo¨s ka¨yda¨ siten, etta¨ asiantuntemusta ohjelmiston toiminnasta
ja ka¨ytto¨tavoista ei synny asiakkaalle itselleen tarpeeksi.
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Markkinoilta hankittavissa olevan osaamisen niukkuus voi myo¨s muodostua loukut-
tavaksi tekija¨ksi. Mika¨li tekniikaksi valitaan jotain, jota ei osata yleisesti, jonka jat-
kuvuus ei ole taattu tai jolle on de facto yksinoikeudellinen edustaja, ovat toimitta-
jaloukun muodostumisen edellytykset valmiit ja sinne jumiutumisen todenna¨ko¨isyys
suuri.
Vaikka ohjelmistokehityksen tulisikin sujua muitta mutkitta, silloinkin kun asiakas
ei ohjelmistotuotantoa osaa, tilanne ei ka¨yta¨nno¨ssa¨, ainakaan toistaiseksi, ole niin.
Asiakkaalla olisi syyta¨ olla myo¨s omaa tai ainakin toimittajasta riippumatonta asiak-
kaan edun mukaan toimivaa henkilo¨sto¨a¨ projektissa, silla¨ laadun arviointi ja moni
muu seikka ilman osaamista on vaikeaa.
5.3 Varo piilevia¨ kustannuksia
Ohjelmistoprojektiin liittyy usein muitakin kuluja kuin mita¨ suunnittelusta, toteu-
tuksesta ja laadunvarmistuksesta koituu. Esimerkiksi valitut ohjelmistokehykset tai
-kehitysva¨lineet, niiden hankinta ja ylla¨pito, asiantuntemuksen hankkiminen konsul-
taationa jne., listaa voisi jatkaa hyvinkin pitka¨ksi.
Otan esimerkiksi piilevista¨ kustannuksista sina¨lla¨a¨n suoraan mitattavissa olevat
asennuskulut. Era¨a¨n ohjelmiston, jonka tuottamisen tunnen tarkkaan, asennuskus-
tannukset olivat huomattavat, suuruusluokaltaan useita tuhansia per versio. Asen-
nukset ostettiin tuntityo¨n mukaan hinnoiteltuna palveluna, mahdollisesti urakkahin-
naksi sovittuna.
Ongelma tiedostettiin ja pyrittiin ratkaisemaan hidastamalla uusien versioiden il-
mestymistahtia ja karsimalla asennusten ma¨a¨ra¨a¨. Asennuksista johtuvat suorat kus-
tannukset toki pieneniva¨t, mutta epa¨suorat pidentyneesta¨ syklista¨ seuranneet kus-
tannukset ja aiheutuvat haitat olivat luultavasti suuremmat11.
Oikeampi ratkaisu olisi ollut puuttua syyhyn eika¨ seuraukseen. Esimerkkimme ta-
pauksessa siis selvitta¨a¨ miksi asennukset ovat kalliita ja voiko yksitta¨isen asennuksen
hintaan vaikuttaa. Konkreettinen ratkaisu olisi ollut asennuksen ja siihen liittyva¨n
varmistavan eli positiiviisen testauksen automatisointi ja riitta¨va¨ kattavuus.
11katso lisa¨a¨ pitka¨n syklin haitoista luvusta 5.4.1
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5.4 Lyhyet syklit, ketteryys ja jatkuva toimitusvalmius
Lyhyista¨ sykleista¨ on raportoitu huomattavia kustannushyo¨tyja¨, vaikka vain harva
versio lopulta pa¨a¨tyisi tuotantoka¨ytto¨o¨n asti [Hum14]. Lyhyiden syklien ja ketterien
kehitystapojen puolesta kertoo myo¨s se, etta¨ ne ovat de facto normaali toimintamalli
isoissa ohjelmistotaloissa, kuten esimerkiksi Google, Amazon, Facebook, jotka julkai-
sevat uusia versioita huomaamattomasti ja sujuvasti ka¨ytta¨jille jopa useita kertoja
pa¨iva¨ssa¨ [Hum14].
Ka¨ytta¨jien ei tarvitse toivoa asioita, joita luulevat tarvitsevansa vuosien pa¨a¨sta¨,
koska tieta¨va¨t, etta¨ ne ehtii toivomaan myo¨hemminkin. Kunhan luottamus siita¨,
etta¨ vikoja korjataan, on ansaittu, ka¨yta¨jien toiveetkin keskittyva¨t nykyhetken on-
gelmiin. Pitka¨nta¨hta¨imen suunnittelua ei kuitenkaan kannata unohtaa, silla¨ monet
aikataulukriittiset asiat tiedeta¨a¨n etuka¨teen, kunhan huomioidaan.
Joskus kuitenkin ulkopuolelta annettut aikataulut tai ylla¨tta¨va¨t ja¨rjestelma¨n ka¨yto¨n
esta¨va¨t ongelmat pakottavat tekema¨a¨n asiat aikataulukriittisesti. Aikataulukriittiset
muutokset harvakseltaan eiva¨t ole ongelma, mutta mika¨li niita¨ on usein, on syyta¨
pohtia aiheuttaako niita¨ jokin ja¨rjestelma¨llinen syy, johon voisi vaikuttaa. Jotta ai-
kataulukriittiset muutokset eiva¨t olisi laaduttomuuden troian hevonen, kannattaa
suunnitella jo etuka¨teen lo¨yha¨ ohjeisto menettelylle, joilla va¨lteta¨a¨n laaduttomuu-
den levia¨minen ja pesiytyminen. Tarkemmin suunnitellaan silloin, kun jotain teh-
da¨a¨n aikataulukriitisesti. Heti seuraavaan tai sita¨ seuraavaan, jotta saadaan ka¨yt-
ta¨jilta¨ palaute mukaan, sykliin olisi syyta¨ sisa¨llytta¨a¨ aikataulukriittisesti tehtyjen
ominaisuuksien laadun tarkastelu ja tarvittaessa parantaminen.
Lyhyet syklit yhdistettyna¨ automatisoituun testaukseen helpottavat testauksen ja¨r-
jesta¨mista¨. Koska yhdessa¨ syklissa¨ tulee huomattavan va¨ha¨n uusia tai uudestaan tes-
tattavia kohtia, on testaus helposti ja¨rjestetta¨vissa¨ vaikka oheisto¨iksi ja¨rjestelma¨n
kokeneille ka¨ytta¨jille. Siina¨ samalla se myo¨s palvelee oppimista ja ka¨ytto¨o¨nottoa.
Hyva¨ mitta syklille on viikosta kuukauteen, ka¨ytetyin on kaksi viikkoa.
Va¨lilla¨ on syyta¨ keskittya¨ pelkkiin laadunparannuksiin, mika¨li muutoin ka¨ytta¨jien
toiveet ajavat sisa¨ista¨ laatua parantavien muutoksien yli. Ta¨llaisen syklin yhteydessa¨
voi toki tarvittaessa tehda¨ pienia¨ kriittisia¨ korjauksia.
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5.4.1 Liian pitka¨n syklin seurauksia
Liian pitka¨t syklit aiheuttavat tarpeettomia kustannuksia ja ylima¨a¨ra¨ista¨ vaivaa.
Virheen havaitsemisest virheen korjaamiseen kuluva aika pitenee, jonka vuoksi muu-
tokset ja uudet ominaisuudet sunnitellaan liialla tarkkuudella ja tukemaan hyvin
epa¨todenna¨ko¨iset erikoistilanteetkin. Sidosryhma¨t alkavat ennustaa tulevia tarpei-
ta ja tilaamaan niihin varmuuden vuoksi ratkaisuja. Sellaisiin ongelmiin, joita ei
voida kierta¨a¨, joudutaan tilaamaan pikakorjauksia sovitun versioiden julkaisuaika-
taulun ohitse. Suunnitelmallisuus ja keskittyminen on lopulta huomattavasti pirs-
taleisempaa, silla¨ tehda¨a¨n va¨ha¨n kaikkea, koska mita¨a¨n ei voi ja¨tta¨a¨ ulos ja paljon
myo¨hemma¨ksi.
Pitka¨ssa¨ syklissa¨ tulee kerralla huomattava ma¨a¨ra¨ muutoksia ja uusia ominaisuuk-
sia, jolloin testaamistakin tulee enemma¨n. Testauksen ja¨rjesta¨minen muun henki-
lo¨sto¨n omien tehta¨vien oheen ei ehka¨ onnistu, saati helposti. Testaaminen vie koko-
naisuudessaan enemma¨n aikaa ja venyy pidemma¨lle ajalle. Koska virheiden korjaus
seuraavan version mukana kesta¨isi todella pitka¨a¨n, pa¨a¨dyta¨a¨n usein julkaisemaan
vaihteleva ma¨a¨ra¨ korjausversioita, joissa keskityta¨a¨n vain version mukanaan tuomiin
virheisiin.
5.5 Versionhallinta omiin ka¨siin
Jotta versiohallintaja¨rjestelma¨sta¨ saadaan tarvittaessa parhaat hyo¨dyt, sen on olta-
va omissa ka¨sissa¨ toimittajista riippumattomisti. Mika¨li versiohallintaja¨rjestelma¨n
ylla¨pito omaan ka¨ytto¨o¨n ei vaikuta sopivalta ratkaisulta, sen voi helposti ostaa pal-
veluna.
Jonkun toimittajan omaan ka¨ytto¨o¨nsa¨ ylla¨pita¨ma¨n versionhallintaja¨rjestelma¨n va-
linta saattaa aiheuttaa ongelmia. Ensinna¨ saavatko ja pystyva¨tko¨ muut ohjelmisto-
talot ka¨ytta¨ma¨a¨n ja¨rjestelma¨a¨ tarvittaessa ja voidaanko versionhallinnan palveluna
toimittava taho tarvittaessa pakottaa ka¨ytta¨ma¨a¨n sita¨ projektin tapojen mukaan.
Toiseksi voiko sen yhteyteen liitta¨a¨ automatisoidut analyysit ja testit seka¨ muut
jatkuvan toimitusvalmiuden toiminnot.
Hyvin luultavasti versionhallintaja¨rjestelma¨n ostaminen ulkopuoliselta taholta on
halvempaa kuin sen ostaminen joltain toimittajalta. Se, etta¨ toimittaja muuttaa
ka¨yta¨nto¨ja¨a¨n projektikohtaisesti voi toki aiheuttaa hieman vastustusta ja kuluja,
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mutta projektien ka¨ynnista¨misessa¨ aiheutuu moisia kuluja ja kitkaa joka tapaukses-
sa.
5.6 Hyva¨ksymistestausla¨hto¨isyys, ATDD
Hyva¨ksymistestausla¨hto¨isyys eli (ATDD, acceptance test driven development) vie
testasla¨hto¨isyyden kehitta¨ja¨keskeisesta¨ yksikko¨testauksesta ja¨rjestelma¨n ja ulkoisen
laadun tasolle [Kos08, s. 324] [HW12, s. 4]. Automatisoitujen hyva¨ksymistestien suu-
ri etu on se, etta¨ niiden avulla voidaan vastata kustannustehokkaasti kysymykseen
onko projekti valmis [Kos08, s. 351-354]. On kuitenkin huomioitava, etta¨ automa-
tisoidut testit ovat luonteeltaan positiivista testausta, joten ne kertovat todenna¨-
ko¨isemmin toimivista ominaisuuksista kuin testattavan tuotteen virheetto¨myydes-
ta¨. Erityisesti ka¨ytto¨liittymien laadun arvioinnin kannalta oleellisempaa on ihmisen
mielipide [Kos08, s. 352].
Asiakkaan ja toimittajan tulisi suunnitella hyva¨ksymistestitapaukset yhteistyo¨ssa¨
etuka¨teen. Luonteva ajankohta hyva¨ksymistestitapausten suunnittelulle on valit-
taessa, mita¨ ominaisuuksia seuraavaksi toteutetaan. Asiakkaan tulisi huolehtia hy-
va¨ksymistestitapauden relevanttiudesta ja toimittajan huolehtia tuloksen mitatta-
vuudesta.
Hyva¨ hyva¨ksymistestitapaus on sellainen, ettei se ma¨a¨rittele, millainen ja¨rjestelma¨n
tulisi olla, vaan pystyy vastaamaan kysymykseen, onko ominaisuus toteutettu on-
nistuneesti vai ei. Rajapintoja koskien ne vastaavat selvemmin ja oikeammin kysy-
mykseen valmiista ja onnistuneesta kuin ka¨ytto¨liittymissa¨. Hyva¨ksymistestitapauk-
sia ei ole ja¨rkeva¨a¨ kirjoittaa niin tarkoiksi, etta¨ ne voisivat vastata ka¨ytto¨liittyma¨n
laadun ja ka¨ytetta¨vyyden osalta onnistumiseen kylla¨ tai ei. Toisaalta mika¨li ka¨ytto¨-
liittyma¨suunnittelu ja toteutuksen ohjeistukset on tehty kunnolla, ta¨ma¨n ei pita¨isi
muodostua ongelmaksi.
Rajapintoja testattaessa hyva¨ksymistestit ovat paljon oleellisempia kuin toteutuksen
yksikko¨testit. Yksikko¨testeihin verrattaessa hyo¨tyna¨ vikojen lo¨ytymisen korkeampi
todenna¨ko¨isyys ja haittana on se, ettei vika paikannu. Laajatkaan yksikko¨testit eiva¨t
paljasta vikoja, jotka johtuvat muusta kuin hajonneista yksityiskohdista.
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5.7 Ymma¨rretta¨va¨ kommunikointi asiakkaan kielella¨
Jotta asiakkaan ongelmakenta¨n asiantuntija voisi viestia¨ mahdollisimman selkea¨sti
ja ristiriidattomasti seka¨ ymma¨rta¨a¨ mita¨ on ostamassa, on keskustelun kielen olta-
va asiakkaan ja ratkottavan ongelmakenta¨n kielta¨. Se, etta¨ toimittaja opettelee ja
ymma¨rta¨a¨ sen, on tietoteknisen puolen henkilo¨iden asiantuntemusta. Yhteinen kieli
parantaa kommunikaation laatua ja siten pienenta¨a¨ va¨a¨rinymma¨rryksen todenna¨-
ko¨isyytta¨ [HW12, s. 5-6].
On helpompaa ja pitka¨lla¨ ta¨hta¨imella¨ fiksumpaa yritta¨a¨ taivuttaa tietotekniikka
sopimaan ongelmakenta¨n ka¨sitteisiin kuin toisinpa¨in Asiakkaan ongelmakenta¨n ka¨-
sitteisto¨n opettelu on tekniikan puolen asiantuntijoille pieni taakka. Sen pita¨isi olla
osaamisen osa. Mika¨li tietoja¨rjestelma¨projektin yhteiseksi kieleksi muodostuu tie-
totekninen jargon, vaikeutuu ongelmakenta¨n asiantuntemuksen hyo¨dynta¨minen ja
validointi. Mika¨li ka¨ytetysta¨ kielesta¨ tai termisto¨sta¨ johtuen et ymma¨rra¨, mita¨ on
tarkoitus tehda¨, et pysty sanomaan onko se hyo¨dyllista¨ ja tarpeellista.
Asiakkaan alan termien ka¨ytta¨misella¨ varmistetaan ymma¨rretta¨vyys, mahdolliste-
taan kommentointi eika¨ projekti kuin itsesta¨a¨n eta¨a¨nny varsinaisesta ongelmaken-
ta¨sta¨a¨n. Ongelmakenta¨n asiantuntijoiden kielen ka¨ytta¨mista¨ puoltaa sekin, etta¨ toi-
mittajien vaihtuessa asiantuntijat ja kieli ja¨a¨.
5.8 Piirrela¨hto¨isyys, BDD
Piirrela¨hto¨inen kehitta¨minen (Behaviour driven development, BDD) vie automa-
tisoidut hyva¨ksymistestit asiakkaan ja toimittajan va¨liseksi kommunikaation va¨li-
neeksi. Era¨s ka¨ytetyimmista¨ tyo¨kaluista on Cucumber12 ja sen Gherkin-kieli.
Kehitetta¨va¨n ohjelmiston piirteet kuvataan asiakkaan na¨ko¨kulmasta ongelmaken-
ta¨n asiantuntijoiden kielella¨ ja termeilla¨ [CAH+10, s. 123-124]. Piirteiden kuvaukset
ovat sidosryhmien asiantuntijoiden osaamisella seka¨ luettavissa etta¨ kirjoitettavis-
sa perinteisten vaatimusma¨a¨rittelydokumenttien tapaan [HW12, s. 6]. Perinteisista¨
vaatimusma¨a¨rittelyista¨ poiketen ne pysyva¨t ajantasaisina ja toimivat luotettavana
kuvauksena ja¨rjestelma¨sta¨, koska ne voidaan suorittaa automatisoituina ja¨rjestelma¨-
12Lisa¨tietoja Cucumber-ohjelmistosta:
http://cukes.info ja
http://en.wikipedia.org/wiki/Cucumber_(software)
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tason testitapauksina ja siten paljastaa erot dokumentaation ja toteutuksen va¨lilla¨
[HW12, s. 6-7, 89, 97].
Liitta¨ma¨lla¨ piirrela¨hto¨iseen kehitystapaan ja¨rkeva¨sti suunniteltu versionhallintatapa
on mahdollista saavuttaa hyva¨ ja¨ljitetta¨vyyden taso ka¨yta¨nno¨ssa¨ ilmaiseksi [HW12,
s. 7] [CAH+10, s.125].
5.9 Testauksen kattavuus ja staattinen analyysi
Testauksen kattavuus kertoo kuinka suurta osaa ohjelmasta testeja¨ suoritettaessa
ka¨ytettiin [PeY07, s. 156] [Po¨r08, s. 5]. Se ilmoitetaan prosenttilukuna. Erilaisia
laskutapoja kattavuudelle on kymmenitta¨in [Po¨r08, s. 5-7], mutta yleensa¨ suhdeluku
lasketaan suoritettujen lausekkeiden, polkujen, ehtojen tai silmukoiden ja niiden
kokonaisma¨a¨ra¨n va¨lilta¨.
Kysymykseen riitta¨va¨sta¨ tai kustannustehokkaasta kattavuudesta ei voi antaa yleis-
pa¨teva¨a¨ vastausta. Kattavuuden oikeaan tasoon vaikuttaa liian moni asia, kuten
virheiden hyva¨ksytta¨vyys ja virheiden seurauksien vakavuus, ratkaistavan ongelman
monimutkaisuus, haastavuus ja laajuus seka¨ laadunvarmistuksen muut toimet.
Laatu on ta¨rkea¨mpa¨a¨ kuin kattavuus, silla¨ katavuus ei kerro mita¨a¨n testien laadusta.
Kattavuutta voi helposti nostaa testeilla¨, jotka eiva¨t tee yhta¨a¨n varmistusta. Sellai-
sen testin na¨ko¨kulmasta toteutus on aina ehja¨. Testien automatisoinninkin laatua
on siis tarkkailtava, esimerkiksi satunnaisesti kohdennetuin katselomoinnein.
Useimmilla mittaustavoilla ta¨yden kattavuuden saavuttaminen on ka¨yta¨nno¨ssa¨ mah-
dotonta. La¨hdekoodin itsesta¨a¨n selvien kohtien testaaminen on seka¨ kustannusteho-
tonta etta¨ jokseenkin hyo¨dyto¨nta¨, joten liian korkean kattavuuden vaatiminen voi
olla haitallista. Se ohjaisi testauksen automatisoinnin ensisijaiseksi tavoitteeksi kat-
tavuusprosentin nostamisen, jolloin testaus ei kohdennu tehokkaasti, vaan kohtiin,
joilla kattavuutta saa helpoimmin nostettua. Oleellsempaa on, etta¨ kattavuus on
korkea niissa¨ kohdin, joissa la¨hdekoodi ela¨a¨ paljon ja joista on lo¨ydetty vikoja.
Kattavuudelle voidaan kuitenkin antaa ohjeellisia rajoja, joihin pyrkia¨, mutta niiden
ja¨rkevyytta¨ tulee arvioida projektikohtaisesti. Automatisoiduille testeille on syyta¨
myo¨s tehda¨ laadullista satunnaisesti kohdennettua seurantaa. Voidaan olettaa, etta¨
15-% kattavuus on suurella todenna¨ko¨isyydella¨ liian pieni ja 80-% kattavuus mo-
nasti tarpeettoman suuri. Kattavuuden oikeaan tasoon sovittamiseen saa palautetta
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arvioimalla onko tuotantoon asti pa¨a¨tynyt virhe lo¨yta¨nyt tiensa¨ laadunvarmistustoi-
mien la¨pi alhaisen kattavuuden vuoksi. Lo¨ytyneille virheille on myo¨s syyta¨ toistetta-
vuuden vuoksi automatisoida testitapaus tai useampia, jolloin virheiden lo¨ytyminen
jo itsessa¨a¨n ohjaa kattavuutta.
Mika¨li projektissa ka¨yteta¨a¨n piirrela¨hto¨ista¨ kehitystapaa tai automatisoituja hyva¨k-
symistesteja¨, ei yksikko¨testien kattavuuden ole tarpeellista tai kustannustehokasta
olla yhta¨ korkea kuin ilman. On kuitenkin huomioitava, etta¨ yksikko¨testien avulla
voi paljastua la¨hdekoodista sellaisia virheita¨, mitka¨ eiva¨t va¨ltta¨ma¨tta¨ na¨kyisi heti
ja¨rjestelma¨tason testeissa¨ ja etta¨ virheen lo¨ytyessa¨ ja¨rjestelma¨tason testin avulla,
sen syyn ja oikean korjauspaikan lo¨yta¨minen ei ole niin itsesta¨a¨n selva¨a¨ kuin yk-
sikko¨testin paljastamana. Erityisen mutkikas tilanteesta tulee, mika¨li ja¨rjestelma¨n
jonkin muun osan oikea toiminta riippuu tuollaisesta virheesta¨.
Staattisen analyysin tuloksia voidaan ka¨ytta¨a¨ seka¨ ohjaamaan huomiota etta¨ epa¨-
suoraan kertomaan miten la¨hdekoodi ja prosessi ela¨va¨t. La¨hdekoodia analysoivat
ohjelmistot tuottavat suuret ma¨a¨ra¨t erilaista mitattua ja tutkittua tietoa.
Suoraan huomiota ohjaamaan ka¨yva¨t esimerkiksi metodien liika monimutkaisuus ja
havainnot toistetusta (duplicate code, cut and paste code), ka¨ytta¨ma¨tto¨ma¨sta¨ tai
tunnettuja virhealttiita ja huonoja tapoja sisa¨lta¨va¨sta¨ koodista.
Monimutkaisuudesta kertova korkea syklomaattinen kompleksisisuus13 (Cyclomatic
complexity) on vinkki pilkkoa metodi useaksi pienemma¨ksi jo pelka¨sta¨a¨n testat-
tavuuden vuoksi. Arvo muodostuu laskemalla mahdolliset erilaiset polut suorittaa
metodi. Sopivina yla¨rajana arvolle pideta¨a¨n yleensa¨ 10-20.
Koodin toisteisuus tuo esiin piirteita¨, jotka on jostain syysta¨ (esimerkiksi kiireen
tai laiskuuden) vuoksi kopioitu eika¨ toista kertaa tarvittaessa erotettu omaksi apu-
metodiksi. Toisteet la¨hdekoodissa eiva¨t itsessa¨a¨n ole ongelma, mutta hankaloittavat
ylla¨pitoa. Muutokset pita¨isi tehda¨ kaikkiin toisteisiin kohtiin, jotta ohjelmiston toi-
minta on yhtena¨ista¨ ja virheet tulevat korjattua.
Mita¨ la¨hdekoodista haluaa staattisten analysaattorien kanssa tutkia on jossain ma¨a¨-
rin projektikohtainen valinta. Parhaiten liikkeelle pa¨a¨see etsima¨lla¨ valmiin sa¨a¨nto¨-
kokonaisuuden ja projektin edetessa¨ muokkaamalla sita¨ poistamalla turhia ja lisa¨a¨-
ma¨lla¨ sa¨a¨nto¨ja¨, jotka etsiva¨t la¨hdekoodista ja¨rjestelma¨llisiksi todettuja virheiden
13Lisa¨tietoja syklomaattisesta kompleksisuudesta:
http://en.wikipedia.org/wiki/Cyclomatic_complexity
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la¨hteita¨14.
Epa¨suorasti staattisen analyysin tulokset kertovat miten ohjelmiston laatu tai mi-
tatut ominaisuudet kehittyva¨t ajan ylitse ja tulos esiteta¨a¨n trendika¨yrien avulla.
Ta¨llaisia epa¨suoria mittareita ovat esimerkiksi kuinka usein ohjelmoijat laittavat
tekema¨nsa¨ muutokset versionhallintaan, kuinka suurelta osin la¨hdekoodi ela¨a¨, pal-
jonko lo¨ytyy virheita¨, paljonko lo¨ytyy virhealttiiksi havaittua la¨hdekoodia, miten
testauskattavuus muuttuu.
La¨hdekoodin staattinen analyysi antaa mahdollisuuden hyo¨tya¨ muille kertyneesta¨
kokemuksesta varoittamalla virhealttiiksi havaituista ohjelmointitavoista.
5.10 Huomioi laajennettavuus, yhteensopivuus ja skaalau-
tuvuus
Nykypa¨iva¨na¨ mita¨ erilaisimmat ja¨rjestelma¨t joutuvat toimimaan yhdessa¨ ja yhteis-
tyo¨ssa¨. Ja¨rjestelma¨ tarvitsee muualla tuotettua tietoa ja sen tuottamia tietoja voi-
daan ka¨ytta¨a¨ hyo¨dyksi muualla. Mika¨li na¨ita¨ tietoja ei siirreta¨ automaattisesti ja
ajantasaisesti, ovat inhimilliset erehdykset, vanhenneet tiedot ja manuaalinen tyo¨
virheiden ja kustannustehottomuuden la¨hde.
Eri ohjelmistojen yhteistoiminnan mahdollistavia rajapintoja ei kannata toteuttaa
turhaan tai varmuuden vuoksi, mutta usein jokin ohjelma tai toiminto tarvitsee myo¨-
hemmin tietoja jostain muusta ja¨rjestelma¨sta¨ tai toimintaa halutaan tehostaa ja¨r-
jestelmien va¨lisella¨ integraatiolla. Ta¨ma¨n vuoksi rajapintojen tarpeen mahdollisuus
on syyta¨ pyrkia¨ selvitta¨ma¨a¨n etuka¨teen ja pita¨a¨ mielessa¨, etta¨ integrointitarpeita
tai -mahdollisuuksia voi ilmeta¨ myo¨hemmin.
Tietoja¨rjestelma¨n skaalautuvuus voi myo¨s osoittautua ta¨rkea¨ksi, myo¨s ja¨lkika¨teises-
ti. Mika¨li ja¨rjestelma¨a¨n talletettu tieto on tai avataan itsepalvelun kautta na¨hta¨ville
tai muutettavaksi, suorituskykyvaatimukset saattavat muuttua huomattavasti. Ta¨-
ma¨ saattaa tapahtua myo¨s va¨lillisesti, siten, etta¨ jokin ja¨rjestelma¨n tiedoista riippu-
vainen tai ja¨rjestelma¨a¨ ka¨ytta¨va¨ ja¨rjestelma¨ avataan tai muuttuu suosituksi.
Rajapintoja ja skaalautuvuutta miettiessa¨ on syyta¨ huomioida myo¨s se, etta¨ joku
muu taho voi keksia¨ ja¨rjestelma¨n tiedoille jotain hyo¨dyllista¨ ka¨ytto¨a¨. Jotain sellaista,
14Esimerkkeja¨ ja¨rjestelma¨llisista¨ virheidenla¨hteista¨: puuttuvat poikkeusten ka¨sittelija¨t, tyhja¨t
ehdolliset lohkot, poikkeuksia vahingossa piilottavat ohjelmointitavat
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jota ja¨rjestelma¨n varsinaiset sidosryhma¨t eiva¨t ole tulleet ajatelleeksikaan. Avoimet
rajapinnat antavat hyvia¨ mahdollisuuksia ylla¨tta¨ville innovaatioille ja integroinneil-
le.
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6 Yhteenveto ja johtopa¨a¨to¨kset
Asiakkaan edun ja epa¨symmetrisesti jakautuneen osaamisen ongelmaa pohtiessa on
syyta¨ ottaa huomioon mahdollisuudet teknisia¨ seikkoja laajemmin. Ostajalla itsel-
la¨a¨n ta¨ytyy olla tai sen ta¨ytyy hankkia mahdollisista toimittajista riippumatonta
osaamista, mutta la¨pina¨kyvyys ja seurannan mahdollisuuksien parantuminen yhdis-
tettyna¨ maineen muodostumiseen voisi toimia paremmin.
Avoin la¨hdekoodi voisi olla ratkaisu, jolla la¨pina¨kyvyys, hankintojen ja¨lkika¨teisen ar-
vioinnin ja jatkokehityksen kilpailutuksen mahdollisuudet lisa¨a¨ntyisiva¨t. Ta¨ta¨ ideaa
ovat tuoneet esiin mm. Jyrki Kasvi ja Otso Kiveka¨s15.
Varsinkin julkisen sektorin kannattaisi la¨hto¨kohtaisesti hankkia ja julkaista ohjel-
mistonsa avoimella la¨hdekoodilla, silla¨ se varmistaa mahdollisuuden arvioida vali-
tuiksi tulleiden toimittajien tyo¨ta¨. Vaikka mainetta ei julkisissa hankinnoissa saa
ka¨ytta¨a¨ valinnan perusteena, se vaikuttaa toimittajien tuleviin kassavirtoihin, sil-
la¨ ohjelmistoja ostavat muutkin kuin hankintalain puitteissa toimivat tahot. Kan-
salaisten, julkisen sektorin toimista kiinnostuneiden tai vaikka apajalle halajavien
muiden mahdollisten toimittajien mahdollisuus arvioida la¨hdekoodia lisa¨a¨ la¨pina¨ky-
vyytta¨ hallintoon.
Avoin la¨hdekoodi ei itsessa¨a¨n ole ratkaisu, joka esta¨isi toimittajaloukun muodostu-
mista, joten teknisia¨, laadullisia ja osaamiseen liitttyvia¨ seikkoja ei voi sivuuttaa.
Asiakkaan on ymma¨rretta¨va¨ mita¨ on ostamassa ja mista¨ on sopimassa. Mika¨li tar-
jous kuulostaa liian hyva¨lta¨ ollakseen totta, se luultavasti on sita¨. Jos asiakas ei
ymma¨rra¨, mita¨ toimittaja tarjoaa, on ta¨ysin varmaa, ettei asiakas voi varmistua
tarjotun vastaavan tarvetta tai hinnan ja¨rkevyydesta¨. Samalla on huomattavan to-
denna¨ko¨ista¨, etta¨ se ei vastaa tarvetta ja on kallis.
Tilataan ja¨rjestelmia¨ ja niihin liittyvia¨ ohjelmistoja lopulta miten hyva¨nsa¨ to¨rma¨-
ta¨a¨n va¨ista¨ma¨tta¨ jonkin asteisiin ongelmiin. Na¨ita¨ ratkaistaessa on oleellista kes-
kittya¨ syyn lo¨yta¨miseen mahdollisimman aikaisessa vaiheessa, jotta muutokset voi-
daan tehda¨ syyhyn eika¨ seuraukseen. Tekemisen tavan olisi hyva¨ olla sellainen, etta¨
se kannustaa lo¨yta¨ma¨a¨n ja esitta¨ma¨a¨n parannuksia ja tarvittaessa vaikka pysa¨ytta¨-
15Otso Kiveka¨s on blogannut avoimen la¨hdekoodin eduista varsinkin julkisissa hankinnoissa:
http://otsokivekas.fi/2010/07/avoin-koodi-julkisissa-hankinnoissa/
http://otsokivekas.fi/2009/12/avoin-hankinta-on-avointa-koodia/
http://otsokivekas.fi/2012/06/11-syyta-miksi-valtion-laitosten-kannattaa-avata-koodinsa/
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ma¨a¨n etenemisen, jotta ongelmat eiva¨t kasaannu. Tekemisen tapaa on syyta¨ muut-
taa viimeista¨a¨n silloin, kun ongelmat na¨ytta¨va¨t olevan seurausta ja¨rjestelma¨llisesta¨
virheesta¨.
Ohjelmistotekniikan olisi alana syyta¨ katsoa oman tutun hiekkalaatikkonsa ulkopuo-
lelle ja katsoa, voisiko muilla tieteenaloilla olla jotain annettavaa tai lainattavaa.
Kansantaloustieteessa¨ ja valintateoriassa pohditaan esimerkiksi rajahyo¨tyja¨ ja -kus-
tannuksia16. Voidaan perustellusti olettaa, etta¨ suunnitteluun panostamisen (BDUF,
Big design up front) rajakustannus on nouseva (mita¨ pidemma¨lle suunnitellaan, sen
tarkemmin joudutaan huomioimaan ja sita¨ epa¨luotettavampia huomiot ja ennus-
teet ovat). Varsin varmasti voidaan myo¨s olettaa suunnittelun rajahyo¨dyn olevan
laskeva. Jos edella¨ mainitsemani oletukset pita¨va¨t paikkansa, on koko ohjelmiston
suunnittelu etuka¨teen ja¨rjeto¨nta¨. Toisaalta suunnittelun rajahyo¨ty ja rajakustannus
tuskin lopulta ovat niin jyrkkia¨, etteiko¨ yhta¨a¨n kannattaisi suunnitella. Ainakin vi-
sio tulevasta, projektin tavoite pita¨isi olla selvilla¨ ja dokumentoituna, silla¨ se kuvaa
sidosryhmille mihin pyrita¨a¨n ja mahdollistaa onnistumisen myo¨hemma¨n arvioinnin.
Mutta mika¨ on oikea tai kulloinkin kustannustehokkain ma¨a¨ra¨ etuka¨teista¨ suunnit-
telua?
Ohjelmiston tilaajalle 5. luvussa esitetyn ohjeiston parantamiseksi ja hyo¨dyllisyyden
selvitta¨miseksi tarvitaan jatkotutkimuksia.
16Katso rajahyo¨dysta¨ lisa¨a¨: http://fi.wikipedia.org/wiki/Rajahyo¨ty
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