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NOTES ON DESIGNING A COMPUTER SCIENCE CURRICULUM 
R. W. Hamming 
October 1988 
It seems that most curricula are designed by the corresponding faculty getting together and each 
pushing for their courses. Usually, there is no real design in the whole process, and the result 
looks like it. 
For a decent curriculum it is necessary to take a systematic, global approach, which is hard to 
do. 
1. You must first decide what is the product to be produced. Is the main thrust to be to get the 
student into a position to get an advanced degree in your department ( under the advocating 
prof)? Is it to produce the maximum number of great scientists and thereby neglect the average? 
Is it to supply a stream of employable people, and hence be able to tap local users for both money 
and advice? Are you planning for the past and present of CS or for the students' future? Prob-
ably no single goal is appropriate, but you should understand clearly what you are trying to pro-
duce and the "trade-offs" before starting. 
2. Before cutting up knowledge into small pieces, decide what the essentials of the whole field 
are. Knowledge is actually not an easily compartmentalized matter, but since it is traditionally 
done that way, one tends to think along those lines. Computer science is not a bunch of 
disparate isolated things. It is a unified way of thinking. 
3. Important ideas should be reinforced regularly. It is a common saying that it is in the cal-
culus that you learn algebra, trigonometry, and analytic geometry - when they are in constant 
use. Similarly you really learn integration when you take a course in differential equations that 
assumes that you can integrate ( and has not separated out the methods by putting them in the 
proper sections). Any ideas that are in the beginning courses must be regularly used - or else you 
must give a really good defense for including them. 
4. Again, system engineering has shown constantly that the optimization of the individual 
courses is not the optimization of the whole - not by a large amount. The best current example is 
the mathematicians who have optimized the teaching of the calculus and linear algebra and have 
lost mathematics along the way. For example, the topic of mathematical induction simply does 
not occur, though it is fundamental to mathematical thinking. This is a very hard point to get 
across to the planners - that it is the whole that is to be optimized, not a bunch of individual 
courses. You would think that computer scientists would realize this from their programming 
experience, but they resist the idea like most other experts - they want their course to be optim-
ized. 
5. Only after having decided what is to go into the curriculum should you try to divide it up into 
courses. And the beginning, non-terminal courses must have almost everything reinforced regu-
larly, or else, why are they there at all? (See point 3.)Of course, you should have some unity in 
the individual courses, but the unity is not where you start. 
6. One of the goals must be flexibility because computer science is still evolving. Hence you 
must in the planning stage (as in programming) consider later changes that will occur regularly: 
too much rigidity and you fail to change gracefully - too much freedom and you miss doing a 
decent job! But, of course, nationwide testing exams will defeat most progressive future plan-
ning. 
7. There is the system design from the point of view of the profs and department, and there is 
system design from the point of view of the student. These are different and need to be recon-
ciled - not just what the profs want to do! 
8. It is well known that any mathematics that is not learned in school is very seldom learned 
later in life. Thus to the extent that you are preparing the students for work in computer science 
as it will be in their lives (and not just as it is now) you need to include the appropriate kinds of 
mathematics. 
