We consider the problem of inferring the topology of a network using the measurements available at the end nodes, without cooperation from the internal nodes. To this end, we provide a simple method to obtain path interference which identifies whether two paths in the network intersect with each other. Using this information, we formulate the topology inference problem as an integer program and develop polynomial time algorithms to solve it optimally for networks with tree and ring topologies. Finally, we use the insight developed from these algorithms to develop a heuristic for identifying general topologies. Simulation results show that our heuristic outperforms a recently proposed algorithm that uses distance measurements for topology discovery.
I. INTRODUCTION
Knowing the topology of the underlying network can provide several advantages to the communicating hosts. For example, the topology can be used to improve the throughput and robustness of the network [1] , and it can be a necessary part of identifying bottlenecks and critical links in the network [12] . However, often the owners of the network keep the topology information hidden due to privacy and security concerns [4] . This has led to a significant amount of research on topology discovery. We develop a new method that can be used to identify general network topologies. This method only requires the interference pattern of the paths in the network which can be inferred from the data available at the end nodes.
Prior work on topology discovery can be divided into two main categories: algorithms that require cooperation from the internal nodes, e.g. [3] , [4] , and the algorithms that do not, which fall under the area of network tomography [2] . In the latter category of work, significant attention has been given to the discovery of tree networks [6] , [7] , [9] , [10] . A method to discover general network topologies is given in [8] , however, the analysis of this method assumes that the topology is an Erdős-Rényi random graph.
In this paper, we provide a method to obtain the path interference information by using the measurements at the end nodes. We then use this information to formulate the topology inference problem as an integer linear program (ILP). We develop polynomial time algorithms to solve the ILP optimally for networks with tree or ring topology. Finally, we develop a heuristic that attempts to solve the ILP for any general topology in polynomial time. Numerical results show that the performance of our heuristic is better than that of the method in [8] . Because of space limitations, we have excluded most of the technical details of our results from this paper. We refer the readers to [14] , [15] for complete results including an explanation of the method to determine the path interference information, bounds for the ILP, and details of the polynomial time algorithms and huristics.
II. MODEL
We model the network as a graph G = (N, E), where N is the set of nodes and E is the set of edges. We assume that all the links in the network are bidirectional and have unit capacity. Each bidirectional link {i, j} is composed of two directed links (i, j) and (j, i). The network has two types of nodes: the overlay nodes, which represent hosts and can be controlled, and the underlay nodes, which represent routers that are uncontrollable and do not provide any direct feedback. We represent the set of overlay nodes by O and the set of underlay nodes by U , and N = O ∪ U . We further assume that each overlay node is connected to only one underlay node. Other that this, we do not have any knowledge of the structure of the network. The main goal of this paper is to recover the graph G from data measured at the overlay nodes.
Our algorithm for recovering the graph G is based on the path interference information, i.e. whether or not two paths intersect with each other. In order to identify this we propose a simple method based on linear regression. We measure the number of packets in flight in a particular path at time t, and the delay experienced by a packet that enters the path at time t. We then fit this data for a pair of paths into a linear model and use the coefficients to determine whether the two paths interfere. Please see [15] for more details. We note that depending on the measurements available, other methods such as the ones from [5] , [8] can also be used to derive this information. For the rest of this paper we assume that the interference matrix F is known, and F kl = 1 if paths k and l interfere, and F kl = 0 otherwise.
III. INTEGER PROGRAMMING FORMULATION
We formulate the problem of finding the network that supports the given path interference pattern as an ILP. Although a solution for this ILP is computationally intractable for large networks, studying this formulation will provide us with useful insights into the problem. Also, when the network is small, we are able to solve it optimally.
Let us consider a network with |N | nodes. Nodes 1, ..., |O| are overlay nodes and nodes |O| + 1, ..., |N | are underlay nodes. Note that the set O is known a priori. Let x l ij ∈ {0, 1} represent whether link (i, j) is used by tunnel l, for 1 ≤ i, j ≤ Annex to ISBN 978-3-903176-16-4 c 2019 IFIP |N |, 1 ≤ l ≤ L, and x l ii = 0 ∀l. For notational simplicity, we define another variable x ij which represents whether the link {i, j} is used by any tunnel in either direction. Hence,
Here "∨" is a logical OR operator. Note that such logical constraints can easily be transformed into a set of linear (integer) constraints [13] . The objective function can be written as minimize ij x ij .
Our network model assumes that each overlay node is connected to only one underlay link. This can be enforced by using the following constraint:
Again, to simplify the notation we define two new variables. Let s(l, j) ∈ {0, 1} represent whether tunnel l begins at node j, and let d(l, j) represent whether tunnel l ends at node j. With this we can write the flow conservation constraints:
We need the following constraints so to avod loops in the paths (similar to the method proposed in [11] ):
Finally we need the path interference constraints:
x k ij + x l ij ≤ 1, ∀i, j, and k, l : F (k, l) = 0.
i,j
x k ij ∧ x l ij ≥ 1, ∀i, j, and k, l : F (k, l) = 1.
Here "∧" is the logical AN D operator, and these constraints can also be transformed into a set of linear integer constraints. The objective function along with the constraints (1) through (6) give the required ILP for identifying the topology. After solving the ILP, the graph can be recovered from the links {i, j} for which x ij = 1. Please see [14] for a discussion on the meaning of the constraints and a numerical result.
IV. HEURISTIC AND SIMULATION RESULT
In [14] we provide two polynomial time algorithms that solve the ILP optimally for networks with tree and ring topology. Then we attempt to separate any given network topology into two components: the trees and the rest of the graph with cycles. Our goal is to identify the two components separately, and then combine the results. We use tree recovery algorithm from [14] for recovering the trees, and we design a new algorithm inspired by the ring recovery algorithm of [14] for the non-tree components. Please see [14] for complete descripton of the heuristic. Figure 1 shows the comparison of the performance of our algorithm against that of the method of [8] called RGD1.
The performance of the two algorithms was measured by computing the edit distance between the original graph and the recovered graph. The original network were generated to be Erdős-Rényi random graphs with parameters G(n, 2/n), where n = 10, 20, ..., 50. We can see that our algorithm outperforms RGD1 in most of the samples. 
