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Abstrakt
Tato diplomová práce se zabývá návrhem a implementací knihovny, jako rozšíření pro OpenLayers. 
Řešení tohoto projektu bylo napsáno v programovacím jazyce JavaScript. Součástí práce je seznámení 
se standardy pro ukládání a přenos geografické informace, s JavaScriptovými knihovnami pro 
zobrazování mapových podkladů a službami REST.
Abstract
The master's thesis is concerned with design and implementation of library extending OpenLayers. 
For the solution was used JavaScript programming language. Part of this thesis is devoted to 
description of standards for maintaining and transfering geographic information and to JavaScript 
map presenting libraries and REST services.
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1 Úvod
Veřejné mapové servery se  postupem času staly nedílnou  součástí našeho života.  Asi existuje jen 
málo kdo, koho by napadlo plánovat trasu po neznámém  prostředí za pomoci papírové, navíc často 
neaktuální mapy.
Výhodou oproti klasickým mapám je bezesporu rychlost, kdy se nám po zadání počáteční a cílové 
stanice  v  rozmezí  jednotek  sekund  zobrazí  požadovaná  trasa  i  se  všemi  možnými  doplňkovými 
informacemi jako například vzdálenost,  čas potřebný ke zdolání trasy chůzí, či autem nebo nějaké 
zajímavosti po cestě.  Další  věc, kterou webové mapy předčí papírové je určitě  podrobnost. Dnešní 
mapové servery jsou již  tak detailní,  že  je  možné se  virtuálně procházet  po ulici  vzdálené tisíce 
kilometrů, aniž bychom vytáhli paty z domu. To vše navíc trojrozměrně.
Důležitou roli hraje určitě i přehlednost. Ve  prezentovaném výsledku si můžeme zobrazit pouze 
objekty  našeho  zájmu,  takže  se  neztratíme  v  záplavě  značek,  které  pro  naše  účely  nemají 
opodstatnění.  Pokud například vyrážíme na výlet  do přírody,  bude nás zajímat,  kde se nacházejí  
kempy, jako potencionální útočiště pro přečkání noci, ale vůbec nás nebude zajímat kde v okolí se  
nacházejí uhelné pánve (tedy pokud to není cílem naší výpravy).
Jak už bylo zmíněno výše, elektronické mapy mají lepší předpoklady být aktuální. Není se čemu 
divit pokud porovnáme několik kliknutí myši s celým procesem výroby papírové mapy.
Webové  mapy jsou  relativně  snadno dostupné.  Abychom je  mohli  používat  stačí  nám  běžný 
počítač, webový prohlížeč a připojení k internetu.  Dostupnost map je tedy přímo úměrná dostupnosti  
a přenositelnosti  výpočetní techniky, která je zřejmě den ode dne vyšší. Tento trend je podpořen i 
skutečností,  že  služby  mapových  serverů  lze  využívat  i  v  mobilních  zařízeních,  které  disponují 
velkými barevnými displeji, lepší výkonností a delší výdrží baterie v porovnání s jejich předchůdci.
Také cena je určitě silným argumentem, proč používat právě mapy na internetu. Tak jako email, 
zpravodajství,  seznamky  či  různé  zábavné  sekce,  i  mapy  se  dostaly  do  standardní  nabídky 
bezplatných služeb webových portálů (většinou zdarma pro nekomerční použití).
Asi jedním z nejvýznamnějších představitelů v oblasti webových map je společnost Google a její 
aplikace Google Maps1, která byla spuštěna 8. února v roce 2005, jenž od dubna 2010 provozuje také 
vlastní  navigaci.  Dále  můžeme jmenovat  například  Yahoo!  Maps2.   Nicméně  kromě komerčních 
produktů existuje také několik řešení, jež jsou vyvíjena komunitami uživatelů z celého světa, kteří je  
mohou volně upravovat. Zde můžeme jmenovat například OpenStreetMap3.
Protože mě geografie vždy velmi zajímala, rozhodl jsem se jí zabývat ve své diplomové práci.  
Mým  cílem  bylo  navrhnout  a  implementovat  knihovnu  pro  vizualizaci  volně  dostupných 
georeferencovaných dat a demonstrovat její funkčnost na ukázkové aplikaci.
V  technické  zprávě,  v  kapitole  č.  2,  se  nejprve budeme  zabývat  specifikacemi  otevřených 
standardů, které popisují způsob ukládání a přenosu geografických dat v prostředí počítačových sítí. 
V  následující kapitole 3 se seznámíme s nejčastěji užívanými nástroji pro publikaci geografických 
1 Webová mapová služba od společnosti Google (http://maps.google.com/).
2 Webová mapová služba od společnosti Yahoo! (http://maps.yahoo.com/).
3 Webová mapová služba vyvíjena komunitou uživatelů (http://www.openstreetmap.org/).
3
dat.  Zabývat  se  budeme  především  open  source  knihovnou  OpenLayers,  dále  asi  nejznámější 
webovou,  mapovou aplikací Google Maps, zmíníme se o českém zástupci  Mapy.cz a nakonec se 
podíváme na mapovou aplikaci pro mobilní zařízení Ovi Maps. Návrhu řešení byla věnována kapitola 
4.  Implementace  je  rozdělena  do  několika  logických  celků  pro  jednotlivé  služby  (zdroje 
georeferencovaných informací) a budeme se jí zabývat v kapitole 5. Poslední, 6. kapitola,  popisuje 
jednoduchou aplikaci, demonstrující použití knihovny.
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2 Webové standardy pro ukládání a 
přenos georeferencovaných 
informací
S rozvojem geoinformačních (dále jen GI) technologií vzrostla potřeba výměny dat mezi nimi. Tato 
skutečnost zapříčinila vznik  mnoha standardních i proprietárních  protokolů a formátů  pro výměnu 
dat.  V následující kapitole popíšeme několik nejčastěji  používaných, které přicházely do úvahy v 
realizační  části  práce.  Nejprve  je  obecně  uvedeme,  zmíníme  jejich  význačné  vlastnosti  a  poté 
vyzdvihneme případné výhody a nevýhody s ohledem na zobrazování georeferencovaných informací 
v nich obsažených. U prvních dvou nejvýznamnějších provedeme vzájemné srovnání.
2.1 GML (Geography Markup Language)[3]
Geografický značkovací jazyk. Byl přijat jako standard ISO 19136 – GML. Aktuálně se vyskytuje ve 
verzi  3.0.  Jedná  se  o  velmi  rozšířený  jazyk.  Slouží  pro  modelování,  transport  a  ukládání 
geografických informací. Má stejnou syntaxi jako XML.
Umožňuje sdílení a integraci jednotlivých geoinformačních technologií mezi sebou. Byl definován 
nevýdělečnou  organizací  OGC4 (Open  Geospatial  Consortium),  která  se  zabývá  především 
interoperabilitou jednotlivých systémů pracujících s geodaty a obecně sjednocováním standardů v 
oblasti geografických informačních systémů, k čemuž využívá XML5 a jeho aplikace.
„Úlohou GML je především unifikovaný záznam geoprvků. Nepopisuje vizualizační vlastnosti, ale  
strukturu popisovaného území.  Umožňuje oddělení grafických a textových dat.“ [3]
2.1.1 Struktura GML
GML je definován třemi soubory typu XML Schema,  které  definují jeho elementy, atributy,  jejich 
počet, pořadí atd.:
● geometry.xsd –  Geometrická  složka  popisující  kolekce  geoprvků (FeatureCollection)  a 
jejich atributy. Struktura FeatureCollection je základním stavebním kamenem GML souboru 
a odpovídá jí pojem vrstva6.
● xlink.xsd – Popis odkazů mezi elementy a dokumenty pomocí Xlink7 jazyka.
● feature.xsd – Popis jednotlivých geometrických prvků.
4 Mezinárodní, nevýdělečná organizace, vedoucí vývoj standardů pro geo-prostorové služby 
(http://www.opengeospatial.org/).
5 Obecný značkovací jazyk (http://www.w3.org/XML/).
6 Layer v GIS terminologii.
7 Jazyk sloužící pro specifikaci typovaných vazeb mezi XML dokumenty (http://www.w3.org/TR/xlink/).
5
GML obsahuje  několik primitiv,  které  se  používají  k  vytváření  aplikačně  specifických schemat, 
neboli jazyků.  Mezi tyto primitiva  patří prvek (feature), geometrie, koordinační referenční systém, 
topologie, čas, rastrová data, jednotka měření, stylovací pravidla pro prezentaci map atd.
GML formát obsahuje pět základních vektorových prvků:
● Bod (Point) – Definován dvěma souřadnicemi.
● Linie (LineString) – Posloupnost bodů.
● Pravoúhelník (Box) – Popsán rovněž pomocí čtyř souřadnic (rohových bodů).
● Uzavřená linie (LinearRing) – Musí obsahovat minimálně čtyři body (tři různé), kde první 
bod musí být shodný s posledním.
● Polygon (Polygon) –  Souvislá plocha,  jejíž hranice jsou zapsány pomocí linií. Rozlišujeme 
vnější a vnitřní hranice. Vnější je u každého polygonu právě jedna. Vnitřní nemusí existovat 
nebo jich může být více. Vnitřní vytváří díru v polygonu. [3][8][12]
2.1.2 Grafický výstup
Jak už jsme zmínili výše, GML nepopisuje způsob vizualizace obsažených elementů. Abychom mohli 
GML  zobrazit,  je  nutné  jej transformovat  do  jazyka  popisujícího grafické  entity,  např.  pomocí 
XSLT8.  Dále stačí použít  příslušný transformační procesor (např.  Saxon9, Xalan10). Výsledkem pak 
může být soubor ve formátu SVG11, VML12 nebo X3D13. [8]
2.1.3 Jednoduchý příklad [8]
V příkladu níže vidíme prvek Bridge (most), definovaný jako linie začínající v bodě o souřadnicích 
<100, 200> a končící ve <200,200>. Jeho výška je 200 a délka 100.
<Bridge> 
<length>100</length> 
<height>200</height> 
<gml:centerLineOf> 
<gml:LineString> 
<gml:pos>100 200</gml:pos> 
<gml:pos>200 200</gml:pos> 
</gml:LineString> 
</gml:centerLineOf> 
</Bridge> 
8 Jazyk sloužící k převodům zdrojových dat ve formátu XML do libovolného jiného požadovaného formátu, 
nejčastěji HTML (http://www.w3.org/TR/xslt).
9 XSLT procesor (http://saxon.sourceforge.net/).
10 XSLT procesor (http://xalan.apache.org/).
11 Značkovací jazyk a formát souboru, který popisuje dvojrozměrnou vektorovou grafiku pomocí XML 
(http://www.w3.org/Graphics/SVG/).
12 Obdoba SVG (http://www.w3.org/TR/NOTE-VML).
13 Formát založený na XML, popisuje grafiku ve 3D (http://www.web3d.org/x3d/).
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2.1.4 Podpora
Na  vývoji  GML  se  podílí  mezinárodní  organizace  OGC,  která  sdružuje  producenty  odborného 
software  (většina  předních  GIS14 dodavatelů),  výrobce  operačních  systémů,  uživatele  dat, 
poskytovatele dat a také organizace podílející se na výzkumu. Jedná se především o Intergraph, ESRI,  
Bentley,  Autodesk,  Oracle,  Galdos  systém,  MapInfo,  Microsoft,  CSIRO,  U.S.  Census  Bureau, 
Interactive Instruments nebo BAE Systems. Z tohoto důvodu má GML velkou šanci na rozšíření a 
uplatnění. [3][12][13]
2.1.5 Výhody
Jak už bylo zmíněno výše, GML je založeno na bázi XML, zřejmě tedy zachovává jeho veškeré  
vlastnosti, kde můžeme vyzdvihnout např. platformní a softwarovou nezávislost (není nutná tvorba a 
používání nejrůznějších programů pro export a import dat z, a do různých formátů), snadnou tvorbu a 
editaci (jde  o  obyčejný  textový  soubor),  čitelnost  jak  pro  člověka  tak  pro  stroje  (značky  mají  
konkrétní  význam  v  anglickém  jazyce; ke  kontrole  syntaxe  lze  použít  parsery –  Xerces,  XSV, 
MSXML 3 apod.), podporu modularity (možnost vytvářet jednoduché služby a datové struktury, které 
se mohou různě řetězit, kombinovat a slučovat), snadnou vizualizaci (vizualizační charakteristiky v 
datovém souboru), různorodost výstupů (základní data jsou pro různé mapové výstupy stejná, lze 
využít  XSLT, CSS), lepší kvalitu generovaných map z GML (v porovnání s JPEG, PNG  a  GIF), 
možnost dotazování se a selekce, možnost odkazu na jiné dokumenty (Xpointer, Xlink), nenáročnou 
prezentaci GML na straně klienta (www prohlížeč + plug-in15) a otevřenost jazyka. [12][13]
2.1.6 Nevýhody
Jako nevýhodu bychom mohli uvést především větší velikost souborů v porovnání s jinými formáty. 
[13]
2.2 KML (Keyhole Markup Language)
Jazyk KML je  podobně jako GML  gramatikou jazyka  XML a souborovým formátem primárně 
určeným  pro  publikaci  a  distribuci  geografických  dat  a jejich  vizualizaci  v  dvourozměrných 
webových mapách, či 3D prohlížečích (Google Maps Earth View16). V roce 2004 se ve verzi 2.2 stal 
mezinárodním  standardem výše  zmíněné  organizace OGC.  Byl  vyvinut  firmou  Keyhole  jako 
aplikační rozhraní pro virtuální glóbus Earth Viewer, který společnost Google v roce 2004 koupila a 
přejmenovala na Google Earth17. Standardizováním konsorciem získal formát na popularitě a začal se 
14 Zkratka pro geografický informační systém.
15 Zásuvný modul.
16 3D mapový prohlížeč (http://www.google.com/earth/explore/products/earthview.html).
17 Virtuální glóbus (http://www.google.com/earth/index.html).
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masově používat nejen v GIS softwaru. KML podporou se začaly zabývat i jiné projekty, jako je 
například Marble18. [3][1][5]
2.2.1 Struktura
KML používá značkovací  strukturu s vnořenými elementy a atributy  (vychází  z XML).  Všechny 
značky rozlišují velká a malá písmena a musí být zapsány přesně tak, jak jsou uvedeny v referenční 
příručce KML.  Tam se také dozvíme, které značky jsou  a které nejsou povinné.  Značky se uvnitř 
daných elementů musí objevit v definovaném pořadí.
Element v KML může obsahovat např. zeměpisné souřadnice, sklon, směr či nadmořskou výšku. 
KML soubory jsou velmi často distribuovány ve zkomprimovaných souborech s příponou .kmz. 
Kompresní metoda je kompatibilní s kompresní metodou ZIP ve verzi 2.0.
Pro lokalizaci geoprvků se využívá souřadnicový systém WGS84. [3][1][5]
2.2.2 Jednoduchý příklad [14]
V příkladu KML souboru je uložen geoprvek reprezentující město Plzeň.
<?xml version='1.0' encoding='UTF-8'?>
<kml xmlns='http://www.opengis.net/kml/2.2'>
<Placemark>
  <name>Plzeň</name>
  <description>
Plzeň je hlavní město piva na světě.
</description>
  <Point>
    <coordinates>13.3775,49.7475,0</coordinates>
  </Point>
</Placemark>
</kml>
2.2.3 Výhody
Stejně jako u GML i u KML tkví hlavní výhoda ve skutečnosti, že vychází z XML formátu, což s 
sebou přináší  platformní a  softwarovou nezávislost,  jednoduchost  a existenci  mnoha nástrojů pro 
zpracování. Další výhodou je snadná vizualizace.
Je obecně jednodušší než GML. [1][3][5]
2.2.4 KML vs. GML[3][13][5]
Formát  KML  je  jakýmsi  komplementem  GML.  Zatímco  GML  je  jazyk,  určený ke  kódování 
geografického obsahu, popisuje množinu objektů (mosty,  silnice,  auta atd.)  a jejich vlastnosti,  ve 
spojení s jakoukoliv aplikací, KML je jazykem určeným k vizualizaci geografické informace  a je 
upravený na míru aplikace Google Earth. 
18 Virtuální glóbus (http://edu.kde.org/marble/).
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KML můžeme použít pro přenos obsahu GML a GML můžeme stylizovat pro účely prezentace do 
podoby KML.  Instance KML mohou být  transformovány se ztrátou na GML, avšak zhruba 90% 
GML struktury  (např.  metadata,  koordinační  referenční  systémy,  horizontální  a  vertikální  roviny 
(datum) atd.) transformovat na KML nelze.
2.3 GeoRSS
RSS (Really Simple  Syndication)  a  Atom  se staly dvěma nejpoužívanějšími způsoby publikace a 
sdílení  často  se  měnící  informace.  Formát  GeoRSS  měl  rozšířit  tyto  existující  formáty pro  čtení 
novinek  o  geografická  data.  Bylo  důležité,  aby  byl  snadno  použitelný  a lokace byla popsána 
interoperabilním způsobem  tak, aby aplikace mohla shromažďovat, sdílet, mapovat a dotazovat se na 
geograficky označené novinky (feeds).
V současné době existují dvě implementace GeoRSS:
● GeoRSS - Simple - Byl zamýšlen jako jednoduše použitelný, stručný formát, který by 
uživatelé a vývojáři mohli rychle a jednoduše přidat do existujících novinek. Podporuje 
základní geometrie (bod, linie, čtyřúhelník, mnohoúhelník). Jednoduchý je na úkor 
kompatibility s GML. Pro spoustu případů dostačuje. V implementaci Simple lze souřadnice 
oddělovat čárkou. GeoRSS parsery čárky zpracovávají jako mezery.
● GeoRSS GML - Nabízí více možností. Zejména využít jiný referenční systém než WGS-84.
2.4 WMS (Web Map Service)
Standard OGC poskytuje jednoduché  HTTP rozhraní  umožňující  dotazování  na mapové obrázky z 
jedné nebo více geo-prostorových databází.  V dotazu musíme definovat geografické vrstvy a oblast 
našeho zájmu. Jako odpověď dostaneme jeden nebo více geo-referencovaných mapových obrázků (ve 
formátu jpeg, png apod.).  Můžeme  také specifikovat, zda  bude vrstva průhledná, vrstvy  se tak dají 
kombinovat.
WMS  produkuje mapy  z  geografických  informací  dynamicky.  Jak  už  bylo  naznačeno,  WMS 
obecně  vykresluje mapy jako obrázky. Tedy například PNG, GIF, JPEG, případně jako vektorově 
založený grafický element SVG nebo WebCGM19.
Standard  definuje  tři  operace.  Jedna  vrací  metadata  služby,  další  mapu,  jejíž  geografické  a 
rozměrové parametry musíme přesně stanovit, a volitelná třetí operace vrací informace o jednotlivých 
prvcích zobrazených na mapě.  Operace  můžeme volat pomocí standardního webového prohlížeče, 
zadáním dotazu do pole URL. Například při dotazu na mapu, musí URL vyjadřovat informaci, která 
se má na mapě objevit, jaká část země má být zpracována, jaký souřadnicový systém se má použít a 
rozměry výsledného obrázku.  Pokud jsou alespoň dvě nebo více map vyprodukovány se stejnými 
19 Standardní formát pro popis 2D vektorové grafiky, rastrové grafiky a textu 
(http://www.w3.org/Graphics/WebCGM/).
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parametry,  můžeme je  překrýt  a  vytvořit  tak  složenou mapu.  Mapy můžeme získat  z  rozdílných 
zdrojů. Můžeme tak vytvářet vlastní s využitím distribuovaných sítí mapových serverů. [10]
2.4.1 Jednoduchý příklad
Následující URL požadavek kombinuje tři  vrstvy –  obydlené oblasti,   pobřeží a hranice, mezi 
jednotlivými státy s tím, že pro výslednou mapu (obr. 2.1) bylo zvoleno průhledné pozadí. [10]
http://b-maps.com/map.cgi?VERSION=1.3.0&REQUEST=GetMap& 
CRS=CRS:84&BBOX=-97.105,24.913,-78.794,36.358& 
WIDTH=560&HEIGHT=350&LAYERS=BUILTUPA_1M,COASTL_1M,POLBNDL_1M& 
STYLES=0XFF8080,0X101040,BLACK&FORMAT=image/png&BGCOLOR=0xFFFF
F&TRANSPARENT=TRUE&EXCEPTIONS=INIMAGE 
2.5 WFS (The Web Feature Service)
Standard  vyvinutý a  dále  rozšiřovaný organizací  OGC.  Přináší změnu  ve  způsobu  vytváření, 
modifikování a výměny geografické informace na síti.  “Služba pracuje  na principu klient-server  a 
umožňuje  sdílení  geografické  informace  ve  formě  vektorových  dat  v  prostředí  internetu.“  [23] 
Klientem je  software,  který  komunikuje  se  serverem za  účelem získání  dat.  K  této  komunikaci 
využívá HTTP(S), resp. jeho GET a POST metody dotazů. Protokol nabízí přímý jemnozrnný přístup 
k informaci uvnitř nějakého geoprvku a umožňuje získat nebo změnit pouze určitá data, takže není 
potřeba pracovat na úrovni celých souborů, které tato data obsahují.
Výsledkem dotazu na WFS server, jsou geodata ve formátu GML.
„Daná  geografická  data  (bod,  linie,  plocha)  jsou  vztažena  k  referenčnímu  souřadnicovému  
systému, nejčastěji WGS84.“ [23]
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Obrázek 1: Státy, pobřeží a obydlené oblasti, jihozápadní USA 
[10]
Ačkoli  je  WFS  ve standardu  ISO  19119  primárně  popsán  jako  služba  zajišťující  přístup  ke 
geoprvkům, umí také provést transformaci souřadnic nebo konverzi mezi geografickými formáty.
Služba  umí  provádět transakce  nad  daty nezávisle  na  tom,  jak  jsou  uložena.  Specifikuje  pět 
operací:
● Informační (discovery) umožňuje získat metadata služby, podle nich určit její možnosti a 
získat aplikační schema definující typy prvků, které služba nabízí.
● Dotazovací (query) operace  umožňuje získat  celé  prvky  nebo  jenom  hodnoty  jejich 
vlastností z daného úložiště, na základě podmínek nadefinovaných klientem.
● Synchronizační (locking) operace dovolují exkluzivní přístup k prvkům, za účelem jejich 
změny nebo smazání.
● Transakční (trasaction) operace umožňují vytvářet, měnit, přemisťovat a mazat prvky z 
daného úložiště.
● Uložené dotazovací (stored query) operace dovolují klientům vytvoření, odstranění, 
vypsání a  zavolání  uložených  operací  na serveru. Mohou  být  volány  opakovaně  s jinými 
parametry.
Standard  definuje  11  funkcí:  GetCapabilities (discovery),  DescribeFeatureType 
(discovery),  GetPropertyValue (query),  GetFeature (query),  GetFeatureWithLock 
(query  &  locking),  LockFeature (locking),  Transaction (transaction), 
CreateStoredQuery (stored  query),  DropStoredQuery (stored  query), 
ListStoredQueries (stored query) a poslední  DescribeStoredQueries (stored query). 
[2]
2.6 SLD (Styled Layer Descriptor)
XML schéma specifikováno OGC organizací.  Slouží ke stylování mapových vrstev. Popisuje jak se 
mají  vektorová a  rastrová data  vykreslovat.  Typicky  se  využívá  při  zobrazování vrstvy  získané 
pomocí WMS protokolu. [15][16]
2.7 TJS (Table Joining Service)
Standard  představuje jednoduchý  způsob  popisu a  výměny tabulkových  dat s  informacemi o 
geografických objektech.
Téměř všechny databáze obsahují nějaký druh geografické informace, bez ohledu na to, zda se 
jedná o databázi umístěnou ve výpočetním prostředí GIS. Tyto informace obvykle patří do nějakého 
prostorového  rámce.  Prostorový  rámec  v  našem  kontextu  rozděluje  povrch  země  na  množinu 
jednotek. Obce, PSČ, telefonní předčíslí oblastí a vodní nádrže jsou příklady takových rámců. Tyto 
rámce mají společnou vlastnost– obsahují informaci, podle které se dá přesně identifikovat jednotka.
TJS nabízí způsob, jak data  bez explicitních geografických informací uložit do jiných počítačů, 
spojit  je s  prostorovými daty, která popisují  výše zmíněný prostorový rámec, a umožnit tak geo-
prostorovou analýzu a mapování.
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Tabulková data, která se mají vyměnit prostřednictvím TJS musí zahrnovat určitou geografickou 
informaci. Ta odkazuje k prostorovému prvku, který se nachází v oddělené geo-prostorové množině. 
Aby  bylo  možné  sloučit  tabulková  data  s  jinou  datovou  množinou,  musí  obě  obsahovat  stejný 
geografický identifikátor. Příklad takového identifikátoru může být jméno města.
Například tabulka na jednom serveru může popisovat populaci ve městech, zatímco druhý server 
může obsahovat geometrie popisující  polohu a hranice těchto měst. TJS standard popisuje množinu 
rozhraní  pro  oba  servery.  Jinými  slovy  umožňuje  podle  jména  přiřadit populace  k  příslušným 
geometriím. [16]
2.8 JSON [31]
Jedná se  o textový,  na jazyce nezávislý formát  založený na podmnožině programovacího jazyka 
JavaScript.  Pro člověka je  jednoduše čitelný a  zapisovatelný,  pro stroje  snadno analyzovatelný a 
generovatelný.  Může  obsahovat  dva  typy  univerzálních  struktur,  které  jsou  v  nějaké  formě 
podporovány v podstatně ve všech běžných programovacích jazycích:
● kolekce párů a hodnot – V jiných jazycích realizována jako objekt, slovník (dictionary), 
asociativní pole, záznam (record), struktura (struct), hash tabulka nebo klíčový seznam.
Objekt  je  uvozen znakem { (levá složená závorka)  a  zakončen znakem } (pravá složená 
závorka).  Mezi  závorkami  jsou  postupně  uvedeny  dvojice  název  proměnné/hodnota, kde 
hodnota od názvu je oddělena znakem : (dvojtečka), páry jsou pak odděleny znakem , (čárka).
● tříděný seznam hodnot – Ve většině jazycích známa jako pole, vektor, seznam (list) nebo 
posloupnost  (sequence).  Jak vidíme na obrázku níže,  pole začíná znakem [ (levá hranatá 
závorka) a končí znakem ] (pravá hranatá závorka). Jednotlivé hodnoty řetězců jsou odděleny 
znakem , (čárka).
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Obrázek 2.1: Struktura kolekce párů a hodnot. [31] 
Obrázek 2.2: Struktura tříděného seznamu [31]
2.9 GeoJSON
Určený  ke  kódování  nejrůznějších  geografických  datových  struktur.  Vychází  z  výše  popsaného 
formátu  JSON.  Objekty  tohoto  typu  mohou  reprezentovat  geometrické  objekty,  geoprvky  nebo 
kolekce geoprvků. Podporuje následující geometrické typy:
● Bod (Point).
● Linie (LineString).
● Polygon (Polygon).
● Vícenásobný bod (MultiPoint)
● Mnohonásobná linie (MultiLineString)
● Mnohonásobný polygon (MultiPolygon)
● Soubor geometrií (GeometryCollection)
Geoprvky obsahují geometrické objekty s přidanými vlastnostmi.
Kompletní GeoJSON datová struktura je vždy objektem (v terminologii JSON). Objekt se skládá ze 
souboru dvojic jméno/hodnota, také nazývaných jako členy. Jméno je vždy typu řetězec. Hodnota 
může být řetězec, číslo, objekt, pole nebo jeden z řetězců true, false a null. Pole se skládá z elementů, 
kde každý element může mít hodnotu z výše uvedených. [9]
Ukázkový GeoJSON objekt obsahuje kolekci prvků, v které se vyskytuje jeden prvek typu bod.
{"type":
      "FeatureCollection",
      "features":[
       {"type": "Feature",
              "geometry":{
              "type": "Point", 
              "coordinates": [102.0, 0.5]},
              "properties": {"prop0": "value0"}
              }
  }
       ]
}
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3 JavaScriptové knihovny pro 
zobrazování geografických dat
Dostatek kvalitních snímků zemského povrchu, výkonnost mobilních výpočetních zařízení, částečné 
uvolnění technologie GPS pro nevojenské účely, to vše a mnohé další mělo určitě vliv na rozvoj 
mapových technologií  a služeb v moderních podobách,  na jejichž základě můžeme vytvářet vlastní 
aplikace.  Těchto  služeb  můžeme  využívat  s  pomocí  poskytovaných knihoven,  které disponují 
metodami pro práci s danou mapovou aplikací.
V této  kapitole  se  podíváme na několik mapových služeb a  jejich knihovny pro  zobrazování 
mapových  podkladů  a  geografických  dat,  které  jsou  potencionálními  kandidáty  pro  vizualizaci 
georeferencovaných  informací  v  knihovně,  jenž  byla  v  rámci  práce  realizována.  Zaměříme  se 
především na volně dostupné, napsané v jazyce JavaScript.
O každé  se  zmíníme nejdříve  obecně  a  poté  se  soustředíme na  důležité  vlastnosti  z  hlediska 
vývojáře. Na závěr nastíníme problém mimodoménového XMLHttp dotazu, který s JavaScriptovými 
knihovnami úzce souvisí a popíšeme nejběžnější způsob jeho řešení
3.1 OpenLayers
OpenLayers  je  knihovna,  která  usnadňuje vkládání  dynamických  map  do  webových  stránek.  S 
mapami je možné interaktivně pracovat. Knihovna kromě klasických operací zoom a posun mapy 
tažením myši  implementuje  také animaci  vektorových prvků (např.  jejich  posuv,  či  rotace),  info 
bubliny s informacemi o dotazovaných objektech nebo pokročilou práci s vektory. Ovládání mapy je 
velmi intuitivní a respektuje současné trendy známých mapových portálů. Pokud provedeme nějakou 
akci s mapou (přiblížení, posunutí, dvojklik atd.), knihovna zformuje dotaz, spojí se s danou službou, 
zpracuje její odpověď a zobrazí v okně prohlížeče výsledek. Umožňuje zobrazit  mnoho  typů dat  z 
různých zdrojů:
● rastrová  data –  Získaná  s využitím služby  WMS(-T)  nebo z  obrázků (např. PNG, JPEG, 
GIF...).
● vektorová data  – Jako výsledek dotazu  na WFS(-T)  server nebo data ve formátech GML, 
GeoRSS, KML, GPX, GeoJSON atd.
● datové zdroje komerčních serverů – Např. Google Maps, Virtual Earth, Yahoo Maps atd.
 Knihovna je kompletně zdarma a napsána v JavaScriptu. [4]
3.1.1 OpenLayers API
JavaScriptové API  je vyvinuto komunitou uživatelů a stále  se vyvíjí. Uživatelé díky němu mohou 
vytvářet webové, geografické aplikace podle svých představ. Podporuje mnoho služeb pro přístup ke 
geo-datům. Zde můžeme jmenovat například již zmiňované protokoly WMS a WFS. [4]
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Je napsáno v objektově orientovaném JavaScriptu a využívá komponenty z knihoven Prototype.js 
a Rico.js. Mapové nástroje mohou pracovat se všemi podporovanými datovými zdroji. Zdrojové kódy 
jsou volně k dispozici. [4]
V případě, že chceme OpenLayers knihovnu použít,  stačí vložit odkaz na knihovnu do vlastních 
webových stránek.
3.2 HSLayers
Je  mapový  framework  využívající  JavaScriptové  knihovny  OpenLayers  a  ExtJS.  Byl  vyvinut  a 
uvolněn pod licencí GNU/GPL Benešovskou firmou Help Service – Remote Service, která se zabývá 
GIS aplikacemi založenými na webových službách OGC.
S  pomocí  HSLayers  je  možné  vytvářet  aplikace  v  podobě  jednoduchých  map  vložených  na 
webové stránce až po složité připomínající ovládáním a funkcionalitou desktopové nástroje.
Jsou nabízeny ve verzích Light a Geoportál, které se liší svým charakterem,  jejich funkcionalita 
však zůstává téměř  shodná.
Na HSLayers bylo postaveno několik českých významných projektů. Jako příklad lze uvést portál 
životního prostředí Středočeského kraje, či mapy turistického portálu Posázaví. [32][33]
3.2.1 HSLayers API
HSLayers  přebírají  charakteristické  vlastnosti  od  OpenLayers  a  doplňují  je  o  několik  dalších 
funkcí, mezi které patří zejména:
● Uložení  mapové  kompozice  dle  specifikace  WMC20 na  počítač  uživatele  pro  opakované 
použití kdykoliv v budoucnu nebo pro sdílení mezi uživateli.
● Rozšíření o výpočetní funkce založené na službě WPS21.
● Plně vícejazyčné prostředí.
20 Standard pro popis mapového obsahu (http://www.opengeospatial.org/standards/wmc).
21 Standardní služba umožňující provádět geografické výpočty na internetu 
(http://www.opengeospatial.org/standards/requests/28).
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Obrázek 3.1: Ukázka OpenLayers s mapovými podklady z různých 
zdrojů [34]
● Dotazy  do  mapy  na  různé  typy  dat  na  různých  serverech  s  automatickým  zpracováním 
výsledků.
● Práce s mikroformáty22.
● Vyhledávání v mapě.
● On-fly projekce na straně klienta včetně S-JTSK (je tak možnost přímého zobrazení např. dat 
GPS).
● Propojení aplikace s katalogovým klientem (CSW23) v geoportálu, který umožňuje vyhledané 
služby v katalogu jedním kliknutím přímo zobrazit v mapě
● Rozšířené možnosti konfigurace uživatelských dotazů.
● Pokročilé měření délek a ploch.
● Tisk mapové kompozice s možností tisknout velké formáty – až do rozměru A0 včetně, s  
možností uživatelské konfigurace tisků.
● Přímé zobrazení popisných informací katastru přímo z webu ČÚZK24. [32][33]
3.3 Google Maps
Google Maps je webová, mapová aplikace od společnosti Google. Její mapové rozhraní lze vkládat na 
vlastní  stránky  do  vybraného  HTML  elementu.  Nejedná  se  o  obyčejný  obrázek  mapy,  ale  o 
plnohodnotnou interaktivní aplikaci. [25]
Protože společnost Google je globálního charakteru, její satelitní i vektorové mapové podklady za 
českými  službami  dlouho  zaostávaly.  Na  druhou  stranu  tento  nedostatek  byl/je vykompenzován 
nabídkou geografických dat v podobě map celého světa. [24]
V současnosti je k dispozici ve verzi 3. Oproti předchozím verzím klade důraz na rychlost a měla 
by být lépe využitelná na mobilních zařízení. Nabízí nástroje pro ovládání mapy a podporuje služby 
pro vkládání mapového obsahu. [26]
22 Mikroformát je způsob, jak do webových stránek ukládat strojově čitelné informace pomocí stávajícího HTML 
nebo XHTML.
23 Standard definující rozhraní pro zkoumání, prohlížení a dotazování se na metadata dat, služeb a jiných zdrojů 
(http://www.opengeospatial.org/standards/cat).
24 Český úřad zeměměřičský a katastrální (http://www.cuzk.cz/).
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Obrázek 3.2: Ukázka HSLayers [32] 
3.3.1 Google Maps API
Google Maps nabízí API knihovnu, založenou na jazyce JavaSript, či technologii Adobe Flash.  Její 
použití je zdarma pro nekomerční využití. Pokud chceme API používat, musíme nejprve naší aplikaci 
zaregistrovat  (uvedením jejího  URL).  Po  úspěšné  registraci  obdržíme  API  klíč  (API  key),  který 
zasíláme s každým dotazem na server. [26] V dotazu na data je potřeba uvést rozměry, úroveň detailu 
a vrstvu, kterou chceme získat. [24]
3.4 Ovi Maps
Ovi Maps je neplacená mapová služba od společnosti Nokia pro mobilní telefony, smartphony  a v 
neposlední řadě i pro PC.  Podporuje hlasové navádění pro chodce i pro řidiče v 74 zemích světa, ve 
46 jazycích. Mapy jsou uloženy přímo v zařízení, není tedy potřeba aktivní datové spojení ani síťové 
pokrytí. Data lze do zařízení nahrát pomocí aplikace Nokia Ovi Suite (OS Windows) a nebo přes  
webový prohlížeč. [29]
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Obrázek 3.4: Ovi Maps navigace[30]
Obrázek 3.3: Ukázka Google Maps [35]
3.4.1 Ovi Maps API
Ovi Maps API podporuje tři druhy map – satelitní, terénní a hybridní a poskytuje několik metod pro 
vkládání aplikačně specifického obsahu do Mapy (značky, geometrické obrazce):
● Ovi Maps Map Data (Ovi Maps mapová data) – Zajišťuje přístup k mapám, na výběr máme 
ze tří výše zmíněných druhů.
● Point of  Interest (Body zájmu)  – Velké množství míst,  orientačních bodů a adres,  které 
můžeme vložit do mapy.
● Geocoding25 (Geotagging) – Umožňuje geocoding a reverzní geocoding.
● Routing (Směrování) – Automaticky vytvoří a vykreslí trasu mezi zadanými body. Široká 
škálovatelnost (preference placených silnic, výběr způsobu přepravy atd.).
● W3C Positioning (W3C  pozicování) – Poskytuje vestavěnou funkcionalitu, která využívá 
výhod Geolocation API26 (umožňuje přístup ke geografickým informacím pomocí skriptu) od 
konsorcia W3C
● Custom  Items (Vlastní položky) – Umožňuje modifikaci existujících či vytváření nových 
značek z SVG či  bitmapových obrázků,  dále  vkládání  geokoordinovaných geometrických 
obrazců a přiřazení události uživatelského rozhraní objektům.
3.5 Mapy.cz
Aplikace je zaměřena především na oblast České Republiky. Mapy okolních evropských zemí jsou 
méně podrobné. Technologicky se podobá Google Maps a stejně jako ona nabízí letecké snímky,  
adresář firem, plánovač tras apod. Poskytuje také velmi pěkné turistické mapy a navíc data specifická 
pro ČR (adresní data, schopnost porozumět česky psanému textu,  trasy metra).  Využívá souřadný 
systém S-JTSK27 (souřadný systém pro katastrální mapy ČR). [27]
3.5.1 Mapy.cz API
Stejně jako předchozí i  Mapy.cz nabízí API  nyní ve verzi 2.0 díky kterému lze službu využít na 
vlastních webových stránkách, licenčně je však mnohem více limitované.  [25] Navíc má omezený 
denní počet zobrazení (v současnosti na 1000). [28]
jedná se o  přidávání geografických metadat k různým médiím, tyto informace obvykle obsahují 
data o zeměpisné délce a šířce
25 Jedná se o přidávání geografických metadat k různým médiím. Tyto informace obvykle obsahují data o 
zeměpisné délce a šířce.
26 API, které poskytuje přístup ke geografickým souřadnicím hostujícího zařízení pomocí skriptu 
(http://dev.w3.org/geo/api/spec-source.html).
27 Systém jednotné trigonometrické katastrální sítě (http://wiki.geocaching.cz/wiki/S-JTSK).
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3.6 Cross-Site XMLHttpRequest
JavaScript  je  velmi  oblíbeným  programovacím  jazykem  internetových  aplikací.  Ačkoliv  se  jeho 
podpora  ve  webových  prohlížečích  posunula  v  posledních  letech  značně  kupředu,  některé  jeho 
vlastnosti představují významná omezení. Jedním takovým je i to, že v rámci stránky je možné spustit  
skripty pouze ze stejného umístění (musí být stejná doménová adresa serveru), jak je ilustrováno na 
obrázcích  3.6 a  3.7. K porušení tohoto pravidla dojde i v případě použití  jiného protokolu (např. 
HTTPS namísto HTTP), či jiného portu webového serveru. Často je však s daty z jiných datových 
zdrojů potřeba pracovat.  Např. budeme chtít využít nějakou službu, jenž poskytuje API pro získání, 
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Obrázek 3.5: Ukázka Mapy.cz [36]
Obrázek 3.7: Komunikace webového 
aplikace s webovým serverem [17]
Obrázek 3.6: Komunikace webové 
aplikace se službou mimo doménu [17]
případně modifikaci dat.  V případě použití  XMLHttp dotazů (XMLHttp request)(také známé jako 
XMLHttp objekty v Internet Exploreru) nastane problém.
Možným a  nejpoužívanějším  řešením je  instalace  proxy  služby na  webový  server.  XMLHttp 
dotazy se tak nezasílají přímo na webovou službu, ale na službu proxy, která je správně přesměruje. 
Podobně  obdrženou odpověď ze serveru  pošle klientské  aplikaci.  Spojení  se  tedy  navazuje  mezi 
naším serverem, data přichází zpět z našeho serveru a vše je v pořádku. Tento způsob komunikace je 
zobrazen na obrázku 3.8. [17]
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Obrázek 3.8: Spojení přes proxy [17]
4 Služby jako zdroj geodat
V  následující  kapitole  budou  představeni čtyři  zástupci  služeb,  kteří  případným  klientským 
aplikacím nabízí tzv. REST (Representational State Transfer) API, což je způsob získávání informací 
z webu nejčastěji pomocí metody GET protokolu HTTP.
Z  pohledu  poskytovatele  se  REST  používá  k  publikaci  hromadných  dat  na  webu.  Ten je 
opakovaně  upravuje  a následně aktivuje,  čímž čtenáři  umožní se  na  ně  dotázat,  získat  je, 
přeformátovat a vhodně interpretovat. [18] Dotazování je možné vyzkoušet prostým zápisem URL s 
připojenými parametry, navzájem oddělenými znakem &, do webového prohlížeče. Jaké parametry a 
na jakou adresu požadavek zaslat se dozvíme v dokumentaci konkrétního API.  V mnoha případech 
lze parametrem ovlivnit  i  výstupní formát očekávané odpovědi.   Odpovědí popisující požadovaná 
data (v případě úspěšného dotazu) může být např. soubor ve formátu XML, JSON, GeoJSON, GML, 
GeoRSS apod.
4.1 Flickr [37]
Flickr je online aplikace  provozovaná spolčeností Yahoo!. Je určena ke správě a sdílení fotografií, 
obrázků,  ale  i  videí,  které  mohou  nahrávat zaregistrovaní  uživatelé. Ti  je poté  mohou  sdílet s 
ostatními uživateli a doplňovat jejich metadata. Fotografiím lze přiřadit klíčová slova, tzv. štítky, díky 
kterým mohou být později vyhledány podle  souvisejících témat. Služba uživatelům také umožňuje 
organizovat jejich obrázky do množin (sets), které je sjednocují,  což je flexibilnější,  než klasická 
adresářová  struktura  a  navíc  mohou  být  takové  množiny  doplněny  o  zeměpisné  souřadnice 
(geotagging). Množiny lze dále seskupovat do kolekcí a kolekce do kolekcí vyššího řádu.
Prakticky  všechny  možnosti,  které  služba na  několika  platformách  (web,  mobilní  telefony, 
pracovní stanice) nabízí, jsou doprovázeny API.
4.1.1 Flickr API
Flickr API se skládá z množiny metod a koncových bodů.  Pro komunikaci se serverem je potřeba 
zvolit jednu z  nabízených metod,  specifikovat  její argumenty a  takto připravený dotaz zaslat do 
koncového bodu, kterým může být http://api.flickr.com/services nebo jeho bezpečná 
varianta https://secure.flickr.com/services. Pokud je dotaz správně zformován a pro 
zadané parametry existují  výsledky, server  zašle  nazpět očekávanou odpověď,  pokud ne,  aplikace 
obdrží odpověď s chybovým hlášením a odpovídajícím chybovým kódem. 
Flickr  API  je  velmi  komplexní  a  programátor  je  s  jeho  pomocí  schopen  vytvářet  aplikace 
vykonávající téměř jakékoliv operace, jenž může provádět uživatel. Na výběr  je z několika metod, 
které jsou rozčleněny do kategorií podle toho s jakými objekty chceme pracovat, či jaký typ operací, 
chceme provádět. Jedná se například o kategorie collections, contatcts, favorites, galleries, people, či 
photos.  Některé mohou vyžadovat vyšší stupeň autorizace.  Jaká metoda se pro zpracování  zadaných 
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parametrů  použije  lze  definovat povinným parametrem method.  Další  povinný  parametr  api_key 
slouží k autentizaci volající  aplikace (aplikaci je nutno zaregistrovat). Nepovinný format specifikuje 
formát  odpovědi.  Na  výběr  je z  pěti  možností  –  REST,  XML-RPC,  SOAP,  JSON  nebo  PHP. 
Podrobné informace o tom, jak správně vytvořit dotaz, přehled metod, argumentů i chybových kódů 
lze  dohledat  na  webových stránkách  Flickr  API28.  Zde  bude  podrobněji  popsána  pouze  metoda 
flickr.photos.search,  která  se  jeví  jako  nejvhodnější  způsob  pro  získávání  georeferencovaných 
fotografií. 
Metoda v odpovědi vrací seznam obrázků splňujících kriteria určena zadanými parametry a vrací 
pouze fotografie,  na  jejichž zobrazení  má volající  uživatel  dostatečná práva.  Pokud má výsledek 
zahrnovat i soukromé, či polo-soukromé (semi-private), musí být uživatel ověřen s právy pro čtení a 
prohlížení. Pro dotazy bez ověření uživatele bude odpověď obsahovat pouze fotografie veřejné.
Metoda má pouze jeden povinný argument, jímž je api_key: 
● api_key - Jak už bylo zmíněno, slouží k autentizaci volající aplikace. Lze jej získat registrací 
na stránkách Flickr a pro nekomerční aplikace je zdarma. Registrace vyžaduje pouze název a 
popis aplikace.
● tags -  Obsahuje  klíčová  slova  oddělena  čárkou.  Vyhledávací  algoritmus  vrátí  fotografie 
označené  jedním,  čí  více  zadanými  slovy.  Pokud  je  naopak  požadováno  takto  označené 
fotografie vynechat, lze toho docílit připojením znaku – (pomlčka) před dané klíčové slovo.
● text - Algoritmus najde fotografie obsahující  text v titulku (title), popisu (description) nebo 
klíčových slovech (tags).
● min_upload_date –  Hledají se fotografie se zadaným, či pozdějším datem uploadu, než je 
hodnota  argumentu.  Datum  může  být  zadaný  ve  formě  Unixového  časového  razítka 
(timestamp29) nebo MySQL datetime. Podobně je tomu u max_upload_date, min_taken_date,  
či max_taken_date
● sort – Informace, jak se mají seřadit vrácené fotografie. Defaultní hodnotou je date-posted-
desc  (datum  uploadu  sestupně) a další  možné  jsou:  date-posted-asc  (datum  uploadu 
vzestupně),  date-taken-asc  (datum vytvoření vzestupně),  date-taken-desc  (datum vytvoření 
sestupně),  interestingness-desc  (datum  vytvoření  vzestupně),  interestingness-asc  (stupěň 
zajímavosti vzestupně) a relevance (stupeň významnosti).
● lat – Parametr s hodnotou zeměpisné šířky. Je očekáván formát desetinného čísla.  Slouží k 
provádění tzv. radiálních geodotazů30.
● lon – Parametr s hodnotou zeměpisné délky. Viz. předchozí bod.
● bbox – Čtyři hodnoty odděleny čárkou, definující ohraničenou oblast, kde se má vyhledávat. 
Hodnoty postupně reprezentují  zeměpisnou délku a šířku dolního levého a pravého dolního 
rohu. Počet vrácených fotografií je v případě bounding boxu omezen na maximálně 250.
● extras – Čárkami  oddělený  seznam extra  informací,  které  se  mají  pro  každý  záznam  v 
odpovědi zaslat. Podporované hodnoty jsou:  description, license, date_upload, date_taken, 
28 http://www.flickr.com/services/api/  
29 Sekvence znaků označující datum a/nebo čas.
30 Dotaz na data do určité vzdálenosti od georeferencovaného bodu.
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owner_name, icon_server, original_format, last_update, geo, tags, machine_tags, o_dims, 
views, media, path_alias, url_sq, url_t, url_s, url_m, url_z, url_l a url_o.
Dalšími  možnými  argumenty  jsou  např.  media,  page,  radius  ,  license,  privacy_filter,  accuracy,  
safe_search, user_id.
4.2 Panoramio
Panoramio je  geolokačně  zaměřený komunitní web pro sdílení fotografií.  Nahrané fotografie jsou 
opatřeny  zeměpisnými  souřadnicemi  a  lze  je  zobrazit  jako  vrstvu  např.  na  mapách  aplikace 
GoogleEarth, GoogleMaps,  či jiných mapových rozhraních. Fotografie se  do databáze  přidávají na 
konci  každého měsíce.  Cílem  této služby je umožnit  uživatelům  dozvědět  se více  o  dané lokaci 
prohlížením  fotografií,  jenž  byly  pořízeny  ostatními  a  jsou  s  danou  oblastí  geograficky  spjaty. 
Webová stránka je dostupná v několika jazycích. Podle služby Alexa.com patří tento web od roku 
2009 mezi  1000  nejnavštěvovanějších  webů  na  světě.  V  roce  2007  byla  zakoupena společností 
Google. 
Registrovaní  uživatelé  vkládané  fotografie doplní o  klíčová  slova  neboli  tagy,  které  je  poté 
umožňují podle určitých kritérií vyhledat, podobně jako je tomu u služby Flickr. Vyhledávat lze např. 
podle názvu místa, zeměpisných souřadnic, či daného tématu, jehož jsou fotografie součástí (tzv. Tag 
clouding31). [19][21]
4.2.1 Panoramio API
Získat  data ze  serveru lze  s  využitím velmi jednoduchého REST API.  Není  vyžadováno ověření 
aplikace  ani  uživatele.  XMLHttp  dotazy  se  zasílají  na  adresu 
http://www.panoramio.com/map/get_panoramas.php, odpověď  je  vždy  ve  formátu 
json a lze stejně jako u služby Flickr ovlivnit několika parametry:
● set – Určuje  z  jaké  množiny  se  budou  data  načítat.  Volit  lze  ze  tří  možností:  public – 
vyhledávat se budou pouze oblíbené fotografie,  id uživatele – vyberou se pouze fotografie 
patřící uživateli se zadaným ID, full – všechny fotografie.
● size – Velikost fotografie. Defaultně je nastavena na  medium (střední). Na výběr jsou čtyři 
další  předdefinované  hodnoty:  original  (původní),  small (malá),  thumbnail (miniatura), 
square (čtverec – výška i šířka je stejná), mini_square (malý čtverec).
● from, to – Pomocí tohoto parametru lze definovat počet záznamů v odpovědi.  Hodnota 0 
poslední nahranou fotografii na server Panoramio. Např. "from=0" a "to=20" vrátí množinu 
posledních 20 fotografií, "from=20" a "to=40" předchozích 20 atd. Maximální možný počet 
je 100.
● minx,  miny,  maxx,  maxy – Parametry  definují  geografickou  oblast,  ze  které  se  mají 
fotografie  vybírat.  Parametry  minx,  maxx reprezentují  minimální,  resp.  Maximální 
zeměpisnou délku,  miny, maxy – minimální, resp. maximální zeměpisnou délku.
31 Zajišťuje vyhledání (např. obrázků) podle přiřazených klíčových slov.
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● mapfilter – Pokud je  nastaven na hodnotu  true,  fotografie  jsou filtrovány tak,  aby jejich 
rozmístění  v  mapě  bylo  rovnoměrné.  Algoritmus  vyhledávání  bere  v  úvahu  zeměpisné 
souřadnice a snaží se z výsledku odstranit fotografie se stejnou geografickou polohou.
4.3 Wunderground
Je  komerční  meteorologická  služba,  která  přes  internet  poskytuje  real-time32 meteorologické 
informace. Poskytuje zprávy o počasí jak pro velká,  či významná města po celém světě, tak lokální 
zprávy o počasí pro noviny a webové stránky. Nejvíce z nich pochází z NWS 33. Web je dostupný v 
několika jazycích.
Využívá  i výsledky měření od členů, kteří vlastní automatizovanou personální meteorologickou 
stanici (PWS). Služba distribuuje přehled počasí internetovým rádiím i tištěným deníkům. 
Poskytuje rozšířující  moduly pro  prohlížeče Google  Chrome34,  aplikace  iGoogle35,  mobilní 
zařízení iPhone36, iPad37 a operační systém Android38. [21]
4.4 Wikipedia
Mnohojazyčná webová encyklopedie  se  svobodným  (otevřeným)  obsahem,  na  jejíž  tvorbě 
spolupracují dobrovolní přispěvatelé z celého světa. Jejím cílem je tvorba a celosvětové šíření volně 
přístupných encyklopedických informací. Wikipedia existuje ve více než 250 jazykových variantách, 
avšak rozsah zhruba třetiny z nich je spíše symbolický.
Je jedním z  děl Nadace  Wikimedia39, s níž je vzájemně provázána. Ke koordinaci jednotlivých 
„wikiprojektů“ slouží projekt Meta-Wiki.
Nový článek může vložit, či změnit (ať už pouze opravit překlep, zkorigovat věcnou chybu, článek 
výrazně rozšířit nebo zcela přepsat) takřka kdokoli s přístupem na web.
Pro usnadnění prohlížení a editaci Wikipedie  byly  vyvinuty různé softwarové pomůcky,  např.  pro 
účely snadnějšího užívání  a  editace Wikipedie  v  prohlížeči  Mozilla  Firefox rozšíření  Wikipedia 
Extension.  V říjnu  2010 byl  představen online  nástroj  WikiBhasha,  umožňující snadnější  tvorbu 
článků pomocí překladu z anglické Wikipedie do některých jiných jazykových mutací. [22]
32 V reálném čase.
33 National Weather Service (http://www.weather.gov/).
34 Webový prohlížeč od společnosti Google (http://www.google.com/chrome/).
35 Personalisovaná domovská stránka od společnosti Google (http://www.google.com/ig?aig=0&reason=1).
36 Multimediální smartphone od společnosti Apple (http://www.apple.com/iphone/).
37 Multimediální tablet od společnosti Apple (http://www.apple.com/ipad/).
38 Operační systém pro mobilní telefony od společnosti Google (http://www.android.com/).
39 Nevýdělečná organizace provozující několik internetových projektů (http://www.wikimedia.org/).
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5 Návrh řešení
Kapitola  se  zabývá  návrhem  knihovny  pro  vizualizaci  georeferencovaných  informací  na  bázi 
OpenLayers. Toto  API  bylo  vybráno  na  základě  poznatků  získaných  při  analýze  knihoven  pro 
zobrazování geografických dat v předchozí kapitole. Důvodem byla především cena (je zdarma a její 
použití  není  limitované),  podpora  (je  vyvíjena  komunitou  uživatelů)  a  v  neposlední  řadě  široké 
spektrum možností.
V první části jsou nejprve uvedeny požadavky, které by mělo implementované řešení splňovat.
Dále je provedena analýza a návrh pomocí jazyka UML, jehož výsledkem je model případů užití a  
diagram tříd.
5.1 Neformální specifikace
Navrhovaná  knihovna  by  měla  zjednodušit  způsob  vizualizace  georeferencovaných  dat  z  volně 
dostupných  zdrojů  do  mapového  rozhraní.  Pro  každou  službu,  poskytující  data  s  geografickou 
informací, implementuje třídu, jejichž instance představují mapové vrstvy a je možné je pomocí dané 
metody vložit do předem vytvořeného objektu mapy. Přidané  tematické  vrstvy  samy zajistí načtení 
dat z příslušných serverů a jejich zobrazení na mapě. Jediné podmínky, které by měly být při výběru 
služeb  jakožto zdrojů dat zohledněny, jsou volná dostupnost, jak už bylo poznamenáno, dále pak 
podpora  vhodného  dotazovacího  protokolu  a  formátu,  který  budeme  umět  nějakým  způsobem 
zpracovat. Uvažovány mohou být např. servery spravující RSS novinky, meteorologické předpovědi, 
hudební kapely, encyklopedické informace, obrázky, fotografie, či videa.  Načtení  dat i zobrazení je 
možné ovlivnit parametry, které se třídě předávají v konstruktoru při vytváření instance.  Jedním z 
parametrů je stylovací objekt, obsahující  informace  jak geografická data na mapě prezentovat. Lze 
tedy nastavit, zda se na jejich geografické pozici v mapě zobrazí vektorová značka, ikona, či jiná 
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Obrázek 5.1 Příklad zobrazení informační bubliny při kliknutí na značku 
grafická informace získaná ze serveru, jenž je specifická pro daný prvek. Množství značek na mapě 
bude dáno nějakou implicitní hodnotou a uživatel ji může podle potřeby měnit. Při změně přiblížení, 
či posuvu mapy dojde k znovunačtení dat, odpovídajících aktuálnímu výřezu okna mapy. Kliknutí na 
značku způsobí otevření informační bubliny s podrobnějšími informacemi o daném objektu,  jak je 
ilustrováno na obrázku 5.1. Způsob zobrazení těchto informací je možné rovněž ovlivnit  parametry 
stylovacího objektu. 
Systém musí být navržený s ohledem na možné rozšíření.
5.2 Analýza a návrh pomocí UML
V této fázi vývoje je vhodné vytvořit model, který by nám popisoval vytvářenou aplikaci. To nám 
umožní  jazyk  UML  (Unified  Modeling  Language).  Výhodou  je,  že  není  vázaný  na  žádnou 
specifickou  metodiku  nebo životní  cyklus.  Poskytuje  vizuální  syntaxi,  na  základě  které  můžeme 
vyvíjenou aplikaci  jednoduše implementovat.  UML s metodikou  UP (Unified Process),  je soubor 
nejlepších postupů používaných v softwarovém inženýrství, vycházejících z ověřených zkušeností. K 
tomuto účelu byli v těchto jazycích unifikované všechny předcházející pokusy o tvorbu jazyků pro 
vizuální modelování a proces softwarového inženýrství.  [11] V této podkapitole nebudeme vytvářet 
všechny  diagramy,  které  nám  UML  nabízí.  Vystačíme  si  s  diagramem  modelu  případů  užití  a 
diagramem tříd, pomocí kterých navrhneme naše webové rozhraní. 
5.2.1 Model případů užití
Modelování případů užití je jednou z forem získávání požadavků. Jeho výstupem je diagram, který 
obsahuje čtyři komponenty: účastníci, případy užití, relace a hranice systému. [11]
Navrhovanou knihovnu budou užívat  dva typy účastníků.  Jedním z nich je programátor, který 
bude  schopen ve  své  aplikaci  vytvářet  instance  implementovaných  vrstev,  podle  svých  potřeb 
upravovat  způsob  jejich  vizualizace  a  následně  je  zobrazovat  na  mapovém  podkladu.  Druhým 
účastníkem je  uživatel  mapy,  jenž svojí  činností  vyvolává události,  na které musí vrstvy patřičně 
reagovat.
Případy užití pro prvního účastníka ukazuje diagram na obrázku 5.2. Programátor ve své aplikaci 
může vytvořit tematickou vrstvu. Provedení tohoto tzv. bázového případu použití zahrnuje provedení 
jiných  dvou,  což  je  vyjádřeno  stereotypy  <<include>>. Programátor  tedy musí  za  účelem 
vytvoření  vrstvy definovat  její  jméno a  nastavit  potřebné parametry.  Další  možností  je  vytvoření 
stylovacího  objektu.  To  si  opět  žádá  nastavení  parametrů.  Takovéto  objekty  lze  pak  použít  k  
přizpůsobení vzhledu jednotlivých vrstev.  Parametry stylovacího objektu lze upravovat i zpětně po 
jeho  vytvoření.  Každé  nastavitelné  vlastnosti  odpovídá  právě  jeden  případ  užití.  Stereotyp 
<<extend>> vyjadřuje,  že  případ  užití  být  vyžadován  může,  ale  nemusí.  Kromě  vlastností 
týkajících se vzhledu značky, lze nastavit, i jak bude vypadat informační bublina (popup okno), která 
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je  prvku s  geografickou polohou přiřazena.  Programátor,  je  schopen upravit  jednak její  velikost,  
jednak vzhled pomocí CSS40.
Druhý  účastník  vstoupí  na  scénu  při  otevření  mapového  rozhraní  zobrazujícího nějaké  vrstvy  z 
navrhované knihovny. Tato událost je popsána případem užití Načti data, ve kterém se z daných 
služeb  načtou georeferencovaná data příslušející aktuálnímu výřezu mapy. Ke stejnému případu užití 
40 Jazyk pro popis způsobu zobrazení stránek napsaných v jazycích HTML 
(http://www.w3.org/Style/CSS/).
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Obrázek 5.2 Případy užití pro uživatele knihovny
Obrázek 5.3: Případy užití pro uživatele mapové aplikace
Hranice systému jsou určeny právě případy použití. Předpokládáme však, že naší knihovnu bude 
možné v budoucnu rozšířit, čímž se jeho hranice mohou změnit. 
5.2.2 Diagram tříd
V předcházející kapitole byl vytvořen model případů užití. Nyní bude představen diagram tříd, který z 
něj částečně vychází.
Z  obrázku  5.2,  lze  vyčíst,  že  pro  realizování  případu  užití  Vytvoř  vrstvu bude  vhodné 
implementovat  pro  každou  službu  jednu  třídu,  která  bude  zajišťovat  komunikaci  se  serverem, 
reagovat  na události  vyvolané  uživatelem  a  zároveň  se  postará  o  grafickou  reprezentaci  dat.  V 
diagramu tříd na obrázku  5.4 jsou navrženy služby Flickr,  Panoramio,  Weather a  Wikipedia. Tyto 
třídy  mají  jednu  nadtřídu  Services,  obsahující společné  metody  a  atributy  a  dědí  od  třídy 
OpenLayers.Layer.Vector.  Při návrhu byla nejprve uvažována třída OpenLayers.Layer.Markers,  kde 
je oproti výše jmenované vrstvě lépe vyřešena správa událostí. To je dáno samotnou podstatou vrstvy, 
která zobrazuje prvky typu OpenLayers.Feature.Marker, jenž na danou událost reagují jednotlivě a 
jejich chování je v takovém případě předem definováno. Na druhou stranu umožňují v mapě zobrazit 
pouze bitmapový obrázek a neumí pracovat s vektory. Tím pádem tuto vrstvu nelze stylovat pomocí 
tříd Style, což bylo jedním z požadavků popsaných v neformální specifikaci.
Jak už bylo řečeno, jedním z úkolů vrstev, je reagovat na události mapy.  První taková událost 
nastane při jejím otevření. Co se má v takovém okamžiku provést definuje metoda moveTo() z třídy 
Services. Stejná metoda bude volána, pokud uživatel změní zoom mapy nebo s ní bude posunovat.  
Aby  se  zbytečně  nenačítala  data  během  celého  procesu  posouvání  mapy,  byl  zaveden  atribut 
moveEnd, který se nastaví v případě, že uživatel posune mapu a uvolní tlačítko myši. Reakcí na tyto 
události je načtení  dat  z  příslušného  serveru.  Protože  každá  služba  může  komunikovat  jiným 
protokolem a může vracet výsledky v různých formátech, bude každá třída implementovat vlastní  
metodu loadData(). Ta se podle zadaných parametrů (filePath, url) rozhodne, zda načte data ze 
souboru, či zašle XMLHTTP dotaz na server. V obou případech bude očekávat  odpověď v daném 
formátu  (format)  a  zavolá  se  metoda,  která  odpověď zpracuje  (requestSuccess()).  Protože 
vektorová  vrstva  zobrazuje  prvky  typu  OpenLayers.Format.Vector,  bude  potřeba  nějakého 
prostředku, který vrácená data překonvertuje. V této chvíli přichází na řadu diagram na obrázku 5.5, 
kde jsou opět pro každou službu navrženy formáty, jejichž výsledkem bude  pole vektorů, s kterým 
umí implementované vrstvy zacházet. 
Flickr a Panoramio zasílají odpověď ve formátu JSON. Mezi odpověďmi v těchto formátech lze 
najít  shodu  v  kódování  geografické  souřadnice,  proto  byla  navržena  jejich  společná  třída 
ServicesJSON, obsahující metodu  parseGeometry(). Jak název napovídá, má na starosti právě 
parsování  zeměpisných  souřadnic.  Třídy  FlickrJSON,  PanoramioJSON a  GeonamesJSON 
implementují  metody  isValid(),  read() a  parseFeature().  První  metoda ověří,  zda se 
jedná o očekávaný vstupní formát, pokud ano, zavolá read(), která prochází objekt a pro každou 
položku zavolá třetí metodu, jenž ji  zpracuje a převede na vektor. Vzniklé vektorové pole se vrátí 
volajícímu objektu. Další navržený formát zpracovává odpovědi ze serveru Geocoding. Tento server 
bude využit při načítání informací o počasí, či článků z Wikipedie, kde není možné použít dotazovací  
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Obrázek 5.4: Diagram tříd I
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Obrázek 5.5: Diagram tříd II
metody typu bounding box41.  Třída GeocodingJSON dědí od implementovaného formátu GeoJSON. 
Zde je potřeba pouze přepsat existující metodu parseFeature(), aby brala v úvahu mírně se lišící 
hierarchii  v  objektu.  Poslední formát  WundergroundXML, získává data ze souboru XML získaného 
dotazem  na  meteorologickou  službu  Wunderground.  Protože  se  jedná  o  XML  soubor  bez 
definovaného jmenného souboru, bude nutné jej zpracovávat obecně. Třída bude implementovat čtyři 
metody. Metoda  read() načte XML dokument,  zjistí  počet kořenových elementů a postupně je 
předá  ke  zpracování  metodě  createFeatureFromItem().  Ta  nejprve  přečte  zeměpisné 
souřadnice  pomocí  metody  createGeometryFromItem() a  dále  zpracuje  zbytek  informací. 
Opět tak vznikne vektorové pole. 
Když jsou data připravena začnou se vrstvy zabývat stylováním. Stylovat bude možné několika 
způsoby. Knihovna OpenLayers k tomuto účelu nabízí objekty style nebo styleMap. Druhý v pořadí 
se  liší  tím,  že  obsahuje  infomace,  jak  se  má ikona  na  mapě  zachovat  v  případě,  že  je  vybrána 
kliknutím myši.  Alternativou k  oběma způsobům je  SLD soubor,  obsahující  několik  uživatelsky 
definovaných stylů. Dalším způsobem bude navržená třída StyleObject z obrázku 5.6, jenž všechny tři 
způsoby sdružuje, různě kombinuje a navíc přidává styl popup oken.  Obsahuje atributy (style, 
styleMap, sld, defaultStyle, selectStyle),  odpovídající  všem  třem  variantám. 
Tyto  atributy  lze  nastavit  pomocí  příslušných  metod  (setStyle(),  setStyleMap(), 
setSldFile() atd.).  Obsahuje také mnoho metod určených k nastavení jednotlivých vlastností  
jako např. setFillOpacity(),  setFillColor() aj.  Po nastavení způsobu vizualizace dojde 
k přidání prvků do vrstvy. Vrstva je nakonec nastavena, aby naslouchala události, kdy uživatel klikne 
na  prvek.  Pokud  toto  nastane,  událost  zpracuje  onFeatureSelect().  Zde  se  podle 
předefinovaných parametrů vytvoří popup okno a zobrazí se. Pokud to není nastaveno jinak, k jeho 
stylování  se  použijí  předdefinované  atributy  (contentClass, imageClass apod.).  Třídy 
41 Čtyři zeměpisné souřadnice definující ohraničenou oblast.
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Obrázek 5.6: Diagram tříd III
Weather a  Wikipedia  mají  navíc  metodu  createFeature(),  což  je  obdoba  popisované 
requestSuccess(). Jak už bylo zmíněno tyto dvě služby nepodporují dotazy typu bounding box, 
proto se nejprve zašle dotaz na server Geocoding, který zjistí například souřadnice velkých měst. Pro 
každé město se poté z metody requestSuccess() zašle nový dotaz na výše zmíněné servery a v 
případě úspěchu se provede právě  createFeature(),  mající na starosti vytvoření vektorového 
prvku.
6 Implementace knihovny
V následující kapitole je podrobněji popsána vlastní implementace knihovny.  Vychází se přitom z 
návrhu ze čtvrté kapitoly. Jsou vysvětleny jednotlivé postupy, funkce, algoritmy a problémy, které při 
implementaci nastaly.
6.1 Třída Services
Třída Services v knihovně sama o sobě neplní žádnou funkci. Byla implementována jako prostředek 
pro snížení redundance kódu. Je tedy základem ostatních tříd, implementujících konkrétní služby. 
Tyto třídy ze Services dědí atributy a metody, které by se jinak v konkrétních řešeních opakovaly.
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Jak vyplývá z návrhu její nadtřídou je třída  OpenLayers.Layer.Vector z knihovny  OpenLayers.  
První implementovaná metoda initialize() plní funkci konstruktoru a přijímá argumenty name 
a  options.  Vytvoří  pole  argumentů,  do  kterého  vloží  oba  parametry  a  volá  inicializační  metodu 
zděděné  třídy,  které  toto  pole  předává.  Ta  zajistí,  že  se  argumenty  přiřadí  do  odpovídajících 
globálních proměnných.
Následuje  vytvoření  instance  třídy  OpenLayers.Control.SelectFeature.  Jejím  argumentem  je 
objekt, obsahující názvy událostí prvků dané vrstvy, které mohou nastat, a k nim přiřazené metody,  
jenž se zavolají, pokud tyto události nastanou. V tomto případě jsou hodnotám onSelect a onUnselect 
přiřazeny metody onFeatureSelect() a onFeatureUnselect(). První z nich implementují 
konkrétní třídy, protože jejich reakce se bude v každém případě mírně lišit. Druhá metoda je součástí 
třídy Services a odstraňuje prvku popup okno, pokud si uživatel mapového rozhraní vybere jiný.
Metoda  moveTo() přetěžuje  metodu  děděné  třídy.  Je  volána  při  prvním  zobrazení,  změně 
přiblížení a posuvu mapy. Argument  bounds je typu  OpenLayers.Bounds a reprezentuje  bounding 
box aktuálního zobrazení.  Obsahuje tedy čtyři  souřadnice (horní,  levý a dolní,  pravý roh) výřezu 
mapy. Argumenty zoomChanged a  dragging jsou typu Boolean. První je nastaven na hodnotu true, 
pokud bylo změněno přiblížení, druhý pokud bylo s mapou posunováno. Metoda má ve svém těle dvě 
podmínky.  První  se  provede,  pokud není  nastavena globální  proměnná  loaded. Ta  se  nastaví  po 
prvním načtení dat. Druhá v případě, že je nastavena  moveEnd. Tato proměnná ovšem při prvním 
provedení metody nastavena není, protože naslouchání události moveend, která proměnnou nastavuje, 
se registruje uvnitř této podmínky.  Druhá podmínka se tedy provádí při změně přiblížení a posuvu 
mapy. V obou je volána metoda loadData(), která je opět specifická pro každou službu a tedy v 
třídě Services není implementována.
Metoda setUrl() je vhodná pro případ, kdy je potřeba zasílat dotazy do jiného tzv. koncového 
bodu.  Např.  pokud  se  má  použít  zabezpečená  varianta  služby  (viz. 
https://secure.flickr.com/services).  Od  uživatele,  který  ji  volá,  očekává  zadání 
jednoho argumentu url typu řetězec s adresou dotazovacího serveru. Tuto adresu přiřadí do globální 
proměnné url.
API metoda loadStyle() dostává v argumentu file cestu k SLD souboru. Nejprve do lokální 
proměnné format přiřadí instanci třídy OpenLayers.Format.SLD(). Poté se pokusí soubor se zadanou 
cestou  přečíst  pomocí  synchronního  XMLHttp  dotazu,  který  je  implementován  ve  třídě 
OpenLayers.Request.GET.  Pokud  bylo  čtení  úspěšné,  rozparsuje  se  výsledek  pomocí  metody 
read() volané z proměnné format. Takto získaný objekt se přiřadí do globální proměnné sld a je 
připraven k použití v jiných metodách.
Poslední implementovaná metoda onPopupClose() je volaná jako odpověď na událost zavření 
popup okna a jednoduše odznačí vybraný prvek v globální proměnné selectedFeature.
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6.2 Třída ServicesJSON
Jedná se  opět  o  třídu vytvořenou,  za  účelem sdílení  kódu.  Dědí  od  OpenLayers.Format.JSON a 
implementuje  dvě  metody.  Metoda  initialize() má  na  starosti  pouze  předání argumentů 
konstruktoru z prototypu děděné třídy.
Metoda parseGeometry(),  přijímá jeden argument a sice objekt  obj.  Objekt by měl mít atribut 
latitude  obsahující zeměpisnou šířku a longitude obsahující zeměpisnou délku. Jestliže tomu tak je 
vytvoří a vrátí objekt typu OpenLayers.Geometry.Point.
6.3 Flickr
Implementace služby byla provedena do dvou tříd – FlickrJSON zajišťující zpracování odpovědi ze 
serveru a Flickr zobrazující záznamy do mapy.
První  metoda  FlickrJSON initialize() pouze  předává  argumenty  inicializační  metodě 
prototypu třídy OpenLayers.Format.JSON, od které dědí.
Stěžejní metoda read() dostává v argumentu řetězec json, případně v dalším argumentu funkci 
filter.  Nejprve otestuje, zda je argument  json skutečně typu  String.  Pokud uspěje, aplikuje na něj 
funkci read() z prototypu zděděné třídy. Návratovou hodnotu přiřadí do lokální proměnné obj. V 
případě neúspěchu předpokládá,  že  argument  json je  již  objektem a přiřadí  jej  do proměnné  obj 
přímo. V další podmínce volá metodu  isValid(), které v argumentu předává  obj.  Metoda vrátí 
true, pokud je hodnota proměnné stat rovna řetězci "ok".  Pokud ne, vypíše do konzole OpenLayers 
chybu.  Metoda  read() pokračuje  cyklem  a  pro  každý  záznam  se  pokusí  provést  metodu 
parseFeature(). Ta nejprve pro zadaný objekt zavolá metodu z prototypu parseFeature(). 
A výslednou instanci  třídy  OpenLayers.Geometry přiřadí  do odpovídající  lokální  proměnné.  Dále 
zpracovává proměnné specifické pro odpovědi ze serveru Flickr tak, že je všechny přidává do lokální 
proměnné  attributes typu pole.  Některé však pod jiným názvem, aby byla dodržena konvence z 
ostatních formátů knihovny OpenLayers. Např. proměnnou _content přejmenuje na description nebo 
hodnotu  url_x (kde  x je řetězec  s, sq, t, m,  či o a označuje velikost obrázku) přiřadí do proměnné 
externalGraphic apod.  Nakonec  vytvoří  instanci  třídy  OpenLayers.Feature.Vector,  které  v 
konstruktoru předává obě lokální proměnné. Tuto instanci vrátí  zpět do volající metody, která jej  
přidá do pole results. Až jsou všechny záznamy zpracovány toto pole vrátí.
Třída Flickr má několik přednastavených atributů. Jak jsme se zmínili již v návrhu jedná se o API  
klíč  apiKey,  url je  nastavena  na  hodnotu  'flickr.com/services/rest/',  tedy  na  hodnotu  jednoho  z 
koncových  bodů  služby  Flickr,  metdhod odpovídá  použité  metodě  'flickr.photos.search', 
responseFormat s  hodnotou  'json' extras obsahující  řetězec  'geo,url_sq,url_s,url_t,  
url_o,url_m,description', dále jsou to proměnné, které jsou použity pro formátování  popup oken – 
contentClass,  imageClass,  titleClass,  textClass,  subHeaderClass,  jejich  hodnotami  jsou  řetězce  s 
defaultními  názvy  CSS  tříd  pro  službu  Flickr  ze  souboru  style/style.css.Třída  dědí  od  již  dříve 
implementované třídy Services, v inicializační metodě volá funkci initialize() jejího prototypu 
a předává jí pole argumentů vytvořeného z argumentů name a options. Jak jejich názvy napovídají, 
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name obsahuje jméno vrstvy a options je objekt s parametry, které jsou použity pro pro její stylování 
(styleObject), či úpravě XMLHttp dotazu. Následuje metoda loadData(), která je volána metodou 
moveTo(), implementovanou ve zděděné třídě Services v případě události mapy. Metoda se nejprve 
podle parametrů zadaných v konstruktoru  rozhodne, zda bude data načítat ze souboru, či se na ně 
bude  dotazovat  pomocí  služby  REST.  V  prvním  případě  vytvoří  asynchronní  XMLHttp  request, 
kterému  jako  url nastaví  cestu  k  souboru.  V  případě  druhém  pomocí  výše  zmíněné  metody 
getExtent(),  zjistí  souřadnice  aktuálně  viditelné  oblasti  mapy  a  pokud  nebyly  uživatelem 
nastaveny  potřebné  parametry  k  vytvoření  dotazu,  nastaví  je  podle  defaultních  hodnot.  Tyto 
informace  předá  metodě  OpenLayers.loadURL().  Obě  varianty  zavolají  v  případě  úspěchu 
metodu requestSuccess(), jinak requestFailure(), která vypíše odpovídající chybu.
Metoda requestSuccess() dostane v argumentu výsledek ve formě řetězce, který si uloží do 
lokální proměnné json. Do další lokální proměnné  format přiřadí instanci třídy FlickrJSON. Jejímu 
konstruktoru předá předem vytvořený objekt options, který je rozšířen o případné hodnoty nastavené 
uživatelem  z  globální  proměnné  formatOptions a  dále  pak  doplněn  o  externalProjection a 
internalProjection,  získané  z  atritubutu  projection objektu  mapy  a  pomocí  metody 
getProjectionObject(),  rovněž  volané  z  objektu  mapy.  Tyto  informace  jsou  využity  pro 
případnou transformaci  souřadnic  mezi  koordinačními  systémy.  Nyní  se  zavolá  metoda  read() 
objektu format s argumentem json a výsledek v podobě pole prvků typu OpenLayers.Feature.Vector 
přiřadí  do  lokální  proměnné  features. Metoda  dále  otestuje,  zda  byla  v  argumentu  konstruktoru 
předána instance třídy StyleObject. Pokud ano, zavolá jeho metodu getStyleMap() a tak nastaví 
globální proměnnou vrstvy  styleMap. Dále se podívá, zda byl definován objekt  sldFile a případně 
rozšíří  globální proměnnou  styleMap o hodnoty definované v daném SLD souboru.  Pokud objekt 
styleObject obsahuje  stylovací  informace  pro  popup okna  (popupStyle),  jsou  přiřazeny  každému 
prvku z pole  features, pokud ne, nastaví se prvkům předdefinované hodnoty. Nakonec je celé pole 
prvků vloženo do vrstvy pomocí metody addFeatures().
V případě, že uživatel mapy klikne na značku prvku, zavolá se metoda onFeatureSelect().
Ta  ověří,  zdali  je  v  atributech  prvku  přítomen  objekt  popupStyle.  Jestli  tomu  tak  je,  přiřadí 
hodnoty do odpovídajících lokálních proměnných,  v  opačném případě proměnné  příslušející CSS 
třídám  popup okna  nastaví  na  prázdné  řetězce  a  proměnnou  size (velikost  popup okna)  nastaví 
voláním konstruktoru třídy OpenLayers.Size s pevnými hodnotami 200 x 200 pixelů. Popup okno je 
definováno pěti HTML elementy  div, z toho jeden hlavní obaluje ostatní čtyři obsahují specifický 
obsah. Hlavnímu je přiřazena CSS třída s názvem v proměnné contentClass. Pro další elementy jsou 
názvy  tříd  definovány  v  proměnných  titleClass  (titulek), imageClass  (obrázek),  subHeaderClass 
(nadpis druhé úrovně) a textClass (textový popis). Textové hodnoty elementů jsou naplněny z atributů 
daného prvku. HTML obsah  popup okna je na konci doplněn o souřadnice převedené z decimální 
(desítkové) do sexagesimální (šedesátkové) soustavy. Takto vytvořený obsah je přiřazen do proměnné 
contentHTML.  V  tomto  okamžiku  se  vytvoří  samotné  popup okno  voláním  konstruktoru  třídy 
OpenLayers.Popup.FramedCloud.  Jeho  argumenty  jsou  postupně  geometrické  souřadnice 
(geometry),  velikost  okna  (size),  obsah  HTML (contentHTML),  objekt,  ke  kterému se  má  okno 
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ukotvit  (null), zda se má zobrazit  znak křížku na zavření okna (true) a naposled funkce, která se 
provede při zavření okna (onPopupClose(), viz. třída Services).
6.4 Panoramio
Služba byla opět implementována ve dvou třídách, jimiž jsou PanoramioJSON a Panoramio.
Třída  Panoramio v  konstruktoru  načte  a  uloží  parametry.  Při  události  načtení,  změny 
měřítka nebo posunutí mapy je volána metoda loadData(). Pokud byla v konstruktoru 
zadána cesta k souboru, načte jeho obsah a ignoruje stahování dat ze vzdáleného serveru. V 
opačném případě doplní uživatelem zadané parametry o defaultní hodnoty, zjistí geografické 
souřadnice vymezující viditelnou oblast mapy a odešle asynchronní dotaz na server.  Pokud 
server  odpoví,  resp.  data  ze  souboru  jsou  úspěšně  načtena,  zavolá  se  metoda 
requestSuccess(),  pokud ne, použitím metody  requestFailure() ohlásí chybu. 
Metoda  requestSuccess() dostane  v  parametru  výsledek  dotazu,  který  se pokusí 
rozparsovat voláním metody read() předem vytvořeného objektu třídy PanoramioJSON.
PanoramioJSON obsahuje  čtyři  metody.  Při  inicializaci  pouze  předává  parametry 
konstruktoru  děděné  třídy  OpenLayers.Format.JSON.  Metoda  read() na  svém  vstupu 
dostane řetězec, obsahující výsledek dotazu, jenž přečte stejnojmennou metodou z prototypu 
předchůdce. Takto vzniklý objekt otestuje metodou isValid(), která vrací hodnotu true, 
jestliže je to validní  výsledek dotazu a obsahuje nějaké fotografie.  Každý záznam potom 
zpracuje využitím parseFeature(), kde se nejprve zjistí geografické souřadnice, naplní 
se pole atributů a na jejich základě se vytvoří a vrátí prvek typu OpenLayers.Feature.Vector. 
V  metodě  read() tak  vznikne  pole  vektorových  prvků,  jenž  se  vrátí  metodě 
requestSuccess(),  která  může  pokračovat  načtením  stylovacích  informací  z 
objectStyle.
Poslední  metoda  onFeatureSelect() přichází  na  řadu  v  momentě,  kdy uživatel 
mapy klikne na značku přiřazenou záznamu o fotografii a vyvolá tím proces, při kterém se 
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vytvoří řetězec  obsahující atributy prvku obalené HTML značkami.  Tento proces skončí s 
vytvořením a zobrazením popup okna, jehož HTML obsahem je výše zmíněný řetězec.
6.5 Weather
Třídy  Weather,   WundergroundXML  a  GeocodingJSON   implementují  meteorologickou  službu 
Wunderground. 
Odpovědí na události mapy je načítání dat, pomocí metody loadData() z třídy Weather. Metoda je 
téměř  identická  jako  u  ostatních  služeb,  s  rozdílem,  že  XMLHttp  dotaz  je  vytvářen  s  jinými 
parametry. Protože služba Wunderground podporuje pouze dotazy založené na bodech (nepodporuje 
bounding box), bylo nutné využít prostředníka Geocoding, který z vybraného prostoru vrací množinu 
prvků a oproti jiným uvažovaným umožňuje dotazovat se např. na města, kde nás předpověď počasí 
zajímá především. Služba Geocoding vrací odpovědi v mírně odlišném formátu od GeoJSON, proto 
byla  pro  jejich  konverzi   implementována  třída  GeocodingJSON dědící  z  třídy 
OpenLayers.Format.GeoJSON, která má ve svém repertoáru rovněž metodu read() pracující velmi 
podobně jako např. FlickrJSON. Metoda requestSuccess() tedy s pomocí zmíněné třídy získá 
pole vektorových prvků a pro každý z nich zašle nový dotaz na server Wunderground. Na úspěšnou 
odpověď ve formátu XML se aplikuje metoda createFeature(). Uvnitř této metody jsou první 
kroky obdobné jako v requestSuccess(). Vytvo í se instance  ř WundergroundXML a zavolá se 
její metoda  read(),  která vrátí  prvek typu  OpenLayers.Feature.Vector s nastavenou zeměpisnou 
polohou a atributy.
WundergroundXML dědí  od  třídy  OpenLayers.Format.XML,  proto  v  konstruktoru  volá  její 
inicializační metodu. Metoda read() načte XML řetězec, najde element s potřebnými informacemi 
a zavolá createFeatureFromItem(). Ta s pomocí metod createGeometryFromItem() 
a  getChildValue() zajistí  zpracování  geografických  souřadnic  a  atributů  a  nazpět  vrátí 
vektorový prvek, který je metodou  read() předán do  createFeature(),  kde se mu nastaví 
stylovací hodnoty a je vložen do vrstvy.
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Metoda onFeatureSelect() je variací stejnojmenných metod popsaných u předchozích dvou 
služeb.
6.6 Wikipedia
Server Wikipedia sám o sobě neposkytuje API,  pomocí kterého by se dalo dotazovat  na jeho data. 
Svým způsobem je však nahrazeno geografickou databází Geonames, zpřístupňující svůj obsah skrz 
několik webových služeb, mezi kterými je např. i REST. Ačkoliv toto API definuje i dotazování typu 
bounding box, po celý čas implementace byla tato možnost mimo provoz a bylo tedy vhodné obejít 
toto omezení podobně jako při implementaci předchozí služby.
Zdrojový  kód  Wikipedie  je  obsažen  ve  třech  třídách:  Wikipedia,  GeocodingJSON a 
GeonamesJSON.  Jejich  implementace  je  do  značné  míry  podobná  již  představeným  třídám. 
Implementovaná  metoda  loadData() ve  třídě  Wikipedia oproti  předchozím  implementacím 
nastavuje dotazu jiné defaultní parametry a odesílá jej na server Geocoding. Nápodobně je tomu i v 
metodě requestSuccess(), kde parametr url v XMLHttp dotazu odpovídá REST službě běžící 
na  serveru  Geonames.  Třída  GeonamesJSON opět  implementuje  metodu  read(),  sloužící  ke 
konverzi výsledku dotazu ze serveru Geonames na pole vektorových prvků a je využívána v metodě 
createFeature(), upravující geodata před vložením do mapové vrstvy.
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6.7 Třída StyleObject
Třída  StyleObject byla implementována,  aby  sjednotila  možnosti  stylování  vrstev  zobrazujících 
georeferencovaná data a tím tak celý proces zobrazení prvků v mapě zpřehlednila a zjednodušila.
V  konstruktoru přijímá  jeden  argument  options. Objekt  options může  obsahovat  proměnnou 
styleMap typu  OpenLayers.StyleMap,  dále  style,  defaultStyle,  selectStyle, jež jsou instancemi třídy 
OpenLayers.Style, a v neposlední řadě objekty popupStyle a  sldFile. Nejprve jsou všechny hodnoty 
otestovány na neprázdnost a případně přiřazeny do stejnojmenných globálních proměnných. Nastaví 
se  podle  nich  také globální  proměnné  styleMapSet,  styleSet,  defaultStyleSet,  selectStyleSet, 
popupStyleSet,  sldFileSet typu  Boolean,  které  slouží  uživateli  třídy  k  ověření zda  byly  příslušné 
hodnoty  nastaveny.  Nakonec  se  zavolá  API  metoda  processStyle(),  která  instance  stylů 
vhodným způsobem zkombinuje. 
 Poslední  uvedená  metoda  processStyle()  nejprve  otestuje,  zda  byly  nastaveny  výše 
zmíněné  globální  proměnné  a  pokud  ano,  pro  každou  zavolá  odpovídající  metodu,  která  o  její 
stylovací hodnoty  rozšíří objektem spravovaný globální styl.  Volání se provádí v předdefinovaném 
pořadí.  Jako poslední se aplikují  informace ze  SLD  souboru. Pokud by chtěl  uživatel toto pořadí 
ovlivnit,  může vytvořit instanci  ObjectStyle s prázdným argumentem  options a poté  v libovolném 
sledu zavolat  setDefaultStyle(),  setSelectStyle(),  setStyleMap(), 
setSldFile().
Např.  pokud  uživatel  vytvoří instanci  třídy  styleObject s  parametry  styleMap a  style, kde  styl 
styleMap je zdědí ze style a  u style poté nastaví hodnotu pointRadius z původních 10 na 30 pixelů, 
nebude  tato  změna  ve  výsledku patrná  (obr.  6.9).  Pokud  ovšem  styleObject vytvoří  s  prázdným 
konstruktorem a poté zavolá metody setStyleMap() a setStyle(), úprava značky se projeví 
(obr. 6.10).
styleObject = new OpenLayers.StyleObject({
styleMap: styleMap, defaultStyle: style});
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 styleObject = new OpenLayers.StyleObject({});
 styleObject.setStyleMap(styleMap);
 styleObject.setStyle(styleMap);
Nastavení  stylů  načtených  ze  SLD  souboru  má  na  starosti  metoda  setSldFile().  Jejím 
argumentem je objekt sldFile, který obsahuje url, s adresou souboru, name definující jméno elementu 
namedLayer,  defaultDefinedStyle s  číslem  stylu,  který  se  má  použít  jako  default a  poslední 
selectDefinedStyle s číslem stylu select. Metoda otestuje, zda jsou definovány všechny proměnné a v 
případě, že ano zavolá metodu loadStyle(), která soubor rozparsuje a výsledný objekt přiřadí do 
globální  proměnné  sld (viz.  Implementace  třídy  Services).  Dále  vytvoří  dvě  lokální  proměnné 
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defaultStyle a  selectStyle, do kterých přiřadí odpovídající styly ze SLD souboru a dále je rozšíří o 
hodnoty ze styleMapGlob. Nakonec se s použitím těchto stylů vytvoří nový globálně spravovaný styl.
Metoda  SetPopupSize() slouží k nastavení velikosti  popup oken. Nejprve otestuje, zda byl 
objekt  popupStyle  definován.  Pokud  ne,  tak  před  přidáním proměnné  size s  hodnotou  zadaného 
atributu,  jej  nejprve  vytvoří.  Podobně  je  tomu  u  metod setPopupContentClass(), 
setPopupTitleClass(), setPopupSubHeaderClass() a setPopupTextClass(), 
kde se ovšem místo velikosti nastavují jména CSS tříd, jež jsou použity pro stylování jednotlivých 
částí popup okna. Obrázek na pozadí nastavuje setPopupImageSrc(). Na obrázcích 6.11 a 6.12 
jsou zobrazeny popup okna nastaveny následujícími příkazy:
styleObject.setPopupImageSrc("style/pink-gradient.png");
styleObject.setPopupImageSrc("style/green-gradient.png");
Pokud  se  uživatel  nechce  zabývat  vytvářením  stylů,  má  možnost  nastavit  styleObjektu 
předdefinované hodnoty pomocí metody defaultStyleMap(). Využívá se zde dříve popsané metody 
setSldFile() se zadanou cestou k souboru style/default.xml. 
Uživatelská metoda setDefaultFillOpacity() nastavuje průhlednost výplně vektorového prvku. 
Její argument opacity je specifikován hodnotou desetinného čísla (float) v intervalu od 0 (maximální 
průhlednost)  do  1  (minimální  průhlednost).  Metoda  nejprve  otestuje,  zda  je  definována  globální 
proměnná  styleMapGlob. Pokud  ne,  vytvoří  novou  instanci  OpenLayers.StyleMap s  objektem 
obsahujícím pouze proměnnou  fillColor s přiřazenou hodnotou argumentu. V případě,  že ano,  na 
základě  styleMapGlob se vytvoří lokální proměnné  defaultStyle a  selectStyle. Poté je u  defaultStyle 
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nastaven atribut na hodnotu argumentu a s pomocí těchto dvou lokálních proměnných je nakonec  
vytvořen nový styl styleMapGlob.
Další metody z třídy StyleObject jsou si velmi podobné a liší se pouze parametry, které nastavují. 
Proto bude zbytek metod představen pouze výčtem a krátkým popisem:
● setSelectFillOpacity – Nastavuje průhlednost výplně vektorového prvku u stylu select.
● setDefaultGraphicOpacity,  setSelectGraphicOpacity – Předchozí vlastnost není aplikována, 
jeli  na  místo ikony použit  obrázek (externalGraphic),  pak se musí  použít  právě tyto dvě 
metody.
● setDefaultStrokeColor,  setSelectStrokeColor – Nastavují  barvu  obrysu  prvku.  Defaultní 
hodnota je #ee9900.
● setDefaultStrokeDashstyle,  setSelectStrokeDashstyle – Definují  styl  obrysu.  Defaultní 
hodnotou je solid (plný), dalšími možnostmi jsou dot (tečkovaný), dash (čárkovaný), dashdot 
(tečko-čárkovaný), longdash (dlouze čárkovaný) a longdashdot (dlouze tečko-čárkovaný).
● setDefaultFillColor, setSelectFillColor – Barva výplně. Předdefinovaná hodnota je #ee9900.
● setDefaultGraphicName, setSelectGraphicName – Typ symbolu,  který se má použít jako 
značka. Možnými hodnotami jsou např. star (hvězdička), circle (kroužek), square (čtvereček) 
atd.
● setDefaultPointRadius,  setSelectPointRadius – Velikost  vektorové  značky.  Defaultně 
nastaveno na 6.
● setDefaultStrokeWidth, setSelectStrokeWidth – Šířka obrysu. Předdefinovaná hodnota je 1.
● setDefaultStrokeOpacity, setSelectStrokeOpacity – Průhlednost obrysu. Defaultní nastaveno 
na 1.
● setDefaultRotation,  setSelectRotation – Úhel  otočení  po  směru  hodinových  ručiček  ve 
stupních. 
● setDefaultGraphicTitle,  setSelectGraphicTitle – Titulek  obrázku,  pokud  je  nastavena 
vlastnost externalGraphic.
● setDefaultExternalGraphic,  setSelectExternalGraphic – Nastavuje  obrázek  na  místo 
vektorové značky.
● setDefaultGraphicWidth, setSelectGraphicWidth – Šířka obrázku.
● setDefaultGraphicHeight, setSelectGraphicHeight – Výška obrázku.
● setDefaultDisplay, setSelectDisplay – Pokud je  true, prvek je viditelný, v opačném případě 
se nezobrazuje.
● setDefaultGraphicXOffset,  setSelectGraphicXOffset – Nastavuje  umístění  středu obrázku 
(externalGraphic) po ose x.
● setDefaultGraphicYOffset, setSelectGraphicYOffset – Umístění středu obrázku po ose y.
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7 Demo aplikace
Na závěr  bude popsána implementace jednoduché aplikace,  jejíž  účelem je prezentovat  dosažené 
výsledky.
7.1 Uživatelské rozhraní
Uživatelské rozhraní tvoří HTML stránka, formátovaná pomocí CSS stylů, doplněna o kód v jazyce 
JavaScript, knihovnu OpenLayers a OpenLayersExtension (implementovaná knihovna).
7.2 Implementace
Do HTML stránky přidáme knihovnu OpenLayers a OpenLayersExtension. OpenLayers se načítá z 
internetu, aby byla aktuální. Dále vložíme soubory s předdefinovanými kaskádovými styly, jejichž 
třídy se používají jako defaultní hodnoty pro vizualizaci popup oken. Pro čtyři implementované 
služby postupně vytvoříme instance třídy styleObject s argumentem sldFile, jehož hodnoty se v 
každém případě liší cestou k souboru a názvem vrstvy. Zde je uvedena ukázka kódu pro třídu Flickr.
flickrStyleObject = new OpenLayers.StyleObject({
sldFile:{
url: "style/flickr.xml", 
 name: "Flickr", 
 defaultDefinedStyle: "0",
 selectDefinedStyle: "1"}
});
Ve funkci  init(), která se spouští automaticky při otevření  stránky, nejprve vytvoříme mapu  se 
základní vrstvou. Tato vrstva se bude načítat z WMS serveru OSGEO42.
Nyní přidáme vrstvy jednotlivých služeb.  Každé zadáme v konstruktoru jméno,  které se bude 
zobrazovat  uživateli  aplikace  a  odpovídající  styleObject.  Poté  všechny vložíme do mapy pomocí 
metody addLayer(). Opět je uvedena ukázka pro třídu Flickr.
var flickrLayer = new OpenLayers.Layer.Flickr("Flickr",{styleObject: flickrStyleObject});
map.addLayer(flickrLayer);
42 Nevýdělečná organizace (http://www.osgeo.org/content/foundation/about.html).
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Nakonec do těla HTML stránky přidáme <div> element, jehož  id nastavíme na hodnotu  map. Tím 
označíme v  HTML stránce  místo,  kde  se  má mapa  zobrazit.  Vizuální  podobu výsledné aplikace 
ilustruje obrázek 7.1.
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Obrázek 7.1: Ukázka demo aplikace
Obrázek 7.2: Ukázka demo aplikace II
8 Závěr
Cílem této práce bylo implementovat knihovnu, která by uživateli-programátorovi usnadnila zobrazit  
volně dostupná georeferencovaná data.
Technická  zpráva  je  započata objasněním  a  definováním prerekvizitních  pojmů  z  oblasti 
geografických  informačních  systémů.  Jsou  probrány standardy  pro  výměnu  a  ukládání  geo-
referencovaných  informací. Všechny  jsou  obecně představeny a  jsou nastíněny  jejich struktury. U 
některých jsou diskutovány také jejich výhody a nevýhody. V úvahu je vzata podpora, a jsou uvedeny 
jednoduché příklady. 
Ve 3. kapitole jsou popsány JavaScriptové knihovny  pro zobrazování geografických dat,  kde  je 
možno se dozvědět o mocném nástroji OpenLayers, který se stal základem pro implementaci českého 
projektu HSLayers, ale i o významném produktu Google Maps od společnosti Google, české mapové 
aplikaci Mapy.cz, či o aplikaci Ovi Maps, jež nabízí mapy do přenosných zařízení zdarma. V rámci 
kapitoly o JavaScriptových knihovnách je také popsán problém  Cross-Site XMLHttp request a  je 
nastíněno jeho řešení.
Ve 4. kapitole následuje popis vybraných služeb, nabízejících REST API k dotazování se na jejich 
data a jsou  uvedeny některé jejich parametry.
Hlavní část práce je věnována návrhu v 5. kapitole. Nejprve jsou specifikovány požadavky na 
knihovnu a poté navrženy třídy spravující jednotlivé služby.  Knihovna je navržena jako rozšíření 
existujícího projektu OpenLayers. Navržené třídy jsou v 6. kapitole implementovány.
Na  závěr  je  pro  ilustraci  prezentována jednoduchá  demonstrační  aplikace,  používající 
implementovanou knihovnu.
Možností  rozšíření  je  několik.  V  prvé  řadě  je  možné  implementovat  další  služby.  Např. 
zakomponovat sociální sítě, či internetová rádia. Uživatel by si mohl např. zobrazovat aktuální polohu 
svých přátel nebo přehrávat rádio z druhého konce světa přímo v mapě. Dalším námětem by mohlo 
být zobrazování pohyblivých objektů nebo podpora 3D grafiky.
Přínos práce je v samotné knihovně, která byla od počátku koncipována jako rozšíření knihovny 
OpenLayers.
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Konfigurace Apache proxy
Popis konfigurace proxy na serveru Apache2 a operačním systému Ubuntu verze 11.04.
Předpokládáme běžnou instalaci serveru Apache2 (sudo apt-get install  apache2).  Přepneme se do 
adresáře /mods-available/ a pomocí příkazu a2enmod povolíme mody proxy a rewrite:
cd /etc/apache2/mods-available/
sudo a2enmod
proxy, rewrite
Povolení  XMLHTTP  requestů  provedeme  přidáním  příkazů  ProxyPass   a  ProxyPassReverse  do 
souboru  /etc/apache2/sites-available/default. V  případě služby  flickr  tyto  příkazy vypadají 
následovně:
ProxyPass /DIP/markersTextLayer/services/rest/ http://www.flickr.com/services/rest/ 
ProxyPassReverse /DIP/markersTextLayer/services/rest/ http://www.flickr.com/services/rest/ 
Nastavení Apache se projeví po jeho restartu, což provedeme:
sudo /etc/init.d/apache2 restart
50
