Introduction
In this chapter, we review research evidence on expertise in software design, computer programming, and related tasks. Research in this domain is particularly interesting because it refers both to rather general features and processes associated with expertise (e.g., knowledge representation, problem-solving strategies) and to speci£c characteristics of high performers in an economically relevant real-world setting. Therefore, in this chapter we draw on literature from various £elds, mainly from cognitive psychology, but also from work and organizational psychology and from the software-design literature within computer science.
Our chapter is organized as follows: In the first main section we provide a brief description of the domain and give an overview of tasks in software development. Next} we briefly describe the expertise concept and distinguish between a conceptualization of expertise as years of experience and expertise as high performance. The third main section is the core part of this chapter. In this section, we review empirical research on expertise in tasks such as software design, programming, program comprehension, testing, and debugging. Moreover, we describe how expert performers differ from non-experts with respect to knowledge as well as communication and cooperation processes. In the £nal section, we present directions for future research and discuss some practical implications. differ from novices. These studies stimulated subsequent research and were often cited also in more general publications on expertise (e.g., Ericsson & Smith, 1991; Sternberg, 1996) . Generally, research activity in the domain of software design and programming has been very lively and intensive (Hoffman, 1992) . For many years, research on expertise in this domain was an important topic in the workshops on Empirical Studies of Programmers (Olson, Sheppard, & Soloway, 1987; Soloway & Iyengar, 1986) . Since the 1990S, research interest seems to have shifted to investigations in more complex organizational settings (e.g., Campbell, Brown, & DiBello, 1992;  Sonnentag, 1995; Turley & Bieman, 1995) .
Studies on expertise in software design and programming do not aim only at scientific insight into the processes associated with expertise in a complex domain. Nowadays, as many countries' economy and people's life largely depend on information technology, the development and maintenance of high -quality software systems are of crucial relevance. Therefore, also with respect to practical implications it is important to examine how expert performance in software design and programming is achieved.
The Field of Software Design and Programming
The domain of software design and programming comprises distinct tasks, such as requirement analysis, software design, programming, testing, and debugging. It is the main goal of requirement analysis to specify the demands a new computer program or software system should meet. Ideally, future users of the computer system -or their representatives -should be involved in requirement analysis because they often have detailed knowledge about the tasks and processes the computer system should support. Software design aims at the description of the basic features of the future computer system and prescribes the functions the system should perform. During programming, the functions specified during software design are translated into a computer program, that is, a set of grammatical rules that refer to calculations, procedures, or objects. A main challenge for software design is to ensure that a computer program meets the requirements and runs without errors. This asks for extensive testing and debugging (i.e., error correction).
Traditionally, software design and programming has been conceptualized as a rather linear process, starting from requirement analysis and moving then to testing and debugging, with design and programming as distinct intermediate phases. However, such a linear approach was not feasible in practice because often not all requirements can be speCified in advance. Therefore, nowadays a more iterative view dominates the field (Sommerville, 2001 ) ' From a more psychological perspective, many software-design tasks can be described as ill-defined problems (Simon, 1973) . Illdefined problems imply that problem specifications are incomplete and have to be decided on during the design process. Thus, ill-defined problems have no single correct solution. Software design and programming draws largely on syntactic, semantic, and schematic knowledge (Detienne, 2002) . A broad range of different design and programming strategies have been distinguished, such as top-down versus bottom-up, forward versus backward development, or breadthfirst versus depth-first (Detienne, 2002) . Therefore, psychological research on software design and programming has focused mainly on designers' and programmers' cognitive processes.
However, it has been argued that professional software design and programming ("programming in the large") takes place in teams and other cooperative settings and, therefore, an exclusive focus on the cognitive processes of individuals can fall short when describing software design and programming (Curtis, 1986; Riedl, Weitzenfeld, Freeman, Klein, & Musa, 1991) . To under~ stand fully how high-quality software is produced research should also address communication and cooperation processes.
Before describing characteristics of expert software designers and programmers in detail, we introduce two conceptualizations of expertise.
Conceptualizations of Expertise in Software Design and Programming
As in many other domains, researchers in the domain of software design and programming have relied on various conceptualizations and operationalizations of expertise. Although at the conceptual level most researchers would probably agree with Ericsson and Smith's (1991) definition of expertise as "outstanding performance" (p. 2), in most empirical studies, expertise has been operationalized as years of experience. For example, Sonnentag (200lb) reported that 84 percent of all quasi-experimental studies on expertise in software development and programming published between 1981 and 1997 used an operationalization of expertise that referred to months and years of experience. In these studies, beginning students have been compared with graduate students or profeSSional programmers (e.g., leffries et al., 1981) . With respect to relatively inexperienced persons, it is plausible to equate years of experience with increasing expertise and to assume that expertise develops as a function of time spent within the domain.
However, when it comes to moreadvanced software designers and programmers, long years of experience are not necessarily related to a high performance level (Sonnentag, 1995 (Sonnentag, , 1998 Vessey, 1986) . This result mirrors findings on expert performance in other domains where years of experience have been shown to be poor predictors of high performance (Ericsson, Krampe, & Tesch-Romer, 1993) . Thus, at the professional level, high performers are not necessarily more experienced than moderate performers. Therefore, it is important to differentiate between the conceptualization of expertise as (long) experience and of expertise as high perfonnance. Differences found between novices on the one 375 hand and more-experienced programming students or software professionals on the other hand may not easily generalize to differences between highly performing and moderately performing software profeSSionals (Sonnentag, 2000) . Of course, there are also large variations within the group of in experienced persons (ranging from novices, who are undergoing introductory training, to apprentices and journeymen) and within the group of moderate performers.
After now having defined the expertise concept, in the next section we will summarize research evidence on differences between experts and non-experts.
Empirical Studies on Software Design and Programming
In this section, we give an overview over results from empirical studies on expert software design and programming. More specifically, we describe differences between experts and non-experts in five areas: (1) requirements analysis and design tasks, (2) programming and program comprehension, (3) testing and debugging, (4) knowledge representation and recall, and (5) communication and cooperation. Major findings are summarized in Table 21 .1.
We focus on studies that used a contrastive design comparing a group of experts with a group of non-experts (Voss, FincherKiefer, Greene, & Post 1986 ) and on other studies in which study participants differed with respect to the level of expertise or performance. We excluded papers from our review that prOVided case studies of single experts without comparing them to nonexperts (e.g., Campbell et al., 1992) .
Requirement Analysis and Software Design
Requirements analysis aims at identifying the demands a future software system should meet. It includes tasks such as analysing the problem requirements, setting design goals, and decomposing the goals to come up with a software design representing (Koubek, Salvendy, Dunsmore, & LeBold, 1989; Malhotra, Thomas, Carroll, & Miller, 198o) . Early studies showed that there are considerable individual differences in software design and that activities tend to vary according to the design experiences of programmers (e.g. Jeffries et al., 1981; Weinberg & Schulman, 1974) . Studies focused on the comparison of inexperienced programmers (e.g., students) and experienced programmers (e.g., professionals; Agarwal, Sinha, & Tanniru, 1996) , rather than on the comparison of specific performance levels (e.g., Sonnentag, 1998) . In real-world design situations, an important part of the design process consists of analysing the requirements the new software system should comply with. These requirements are often ill defined and not clearly stated by clients or potential users. Thus, the first task of the software designer is to set and refine the design goals (Chevalier & Ivory; 2003; Malhotra et al., 1980) . Similar to findings from early studies in physics problem solving (e.g., Chi, Feltovich, & Glaser, 1981) , studies have indicated that experienced software designers spend more time on clarifying the program requirements compared to students (Batra & Davis, 1992; Jeffries et al., 1981) . Moreover, within the webdesign domain, professionals included more requirements in their web design than lessexperienced designers (Chevalier & Ivory, 2003) . Even when specific clients' requirements were not explicitly stated, professionals inferred more requirements of the client on the basis of their prior experience. In a study with performance level as expertise criterion, Sonnentag (1998) found no differences between high and moderate performers in analysing requirements in early phases of the design process. Moderate performers spent even more time analyzing requirements in later phases of the design process compared to high performers. High performers might have developed an adequate problem representation early in the design process, whereas moderate performers had to do additional requirement analysis on the later stages of the design process.
A lot of research has focused on the ability to decompose the design problem into smaller components. Here, a consistent result across many studies, albeit with very small samples, is that experts decomposed the design problem in a top-down and breadth-first manner (Adelson & Soloway, 1985) . For example, Jeffries et a1. (1981) described that experts decomposed a problem in major parts through a number of iterations. Also, advanced novices relied on such a top-down and breadth-first solution strategy, but with fewer iterations and therefore less detail.
A common assumption is that the decomposition process is guided by a knowledge representation, which is built up with experience and stored in long-term memory (Jeffries et al., 1981) . When such a knowledge representation is not available, experts develop plans through a bottomup, backward strategy (Rist, 1991) . According to Rist (1986) , experts have stored a broad range of programming plans that comprise knowledge of abstract and specific, language-dependent code fragments. This idea is supported by the study of Sonnentag (1998) . When software designers were asked about strategies they would recommend to an inexperienced programmer working on the same design problem, high performers reported twice as many strategies as moderate performers. The studies of Davies (1991) showed that experienced programmers did not necessarily have more plans available, but focused on the most salient parts of the plan and flexibly switched between plans. In contrast, novices preferred a strategy with which plans are implemented in a more linear fashion.
With the emergence of new programming approaches (e.g., object-oriented programming), studies examined the role of knowledge in the design activity of experts using a new programming approach. These studies 377 indicated that design strategies were influenced toward the specific language experiences (Agarwal et al.) 1996) . Though experts tried to obtain a deep understanding of a new language, they still used analogies to languages they knew when generating a program within a new framework (Campbell et al., 1992; Scholz & Wiedenbeck) 1992) . Furthermore} research showed that when participants were experienced in one language (in object-oriented programming), complex plans were developed on the basis of the deep structure of this programming language. Inexperienced designers in objectoriented programming developed plans on the basis of functional similarity and showed more plan revisions (Detienne, 1995) .
It thus seems that the knowledge base of experts is highly language dependent. However, experts also have abstract, transferable knowledge and skills. Agarwal et al. (1996) compared 22 computer scientists (more than two years of experience in process-oriented approaches) and 24 business students (limited knowledge in process-oriented modeling). When solVing a design problem within a new non-pro cess-oriented programming approach (here, object-oriented programming), experts did not differ from novices in the quality of solutions (structure and behavior of the program), and they showed even poorer performance on a finer level (processing aspects). Also Collani and Schomann (1995) examined the acquisition of a new programming language. In contrast to the study of Agarwal et al. (1996) , the criterion for expertise was the programmers' performance. Their results supported the hypothesis that high performers possess language-independent abstract programming skills and knowledge that can be transferred faster and with less errors to the new programming framework.
The contrary results of the studies that defined expertise in terms of the length of experience versus performance can be explained by the different kinds of expertise: routine and adaptive expertise (Hatano & Inagaki, 1986) . Individuals characterized by routine expertise show superior performance in well-known} often highly routinized tasks, whereas individuals characterized by adaptive expertise are able to master novel tasks and are successful in transferring existing knowledge and skills to unknown tasks or settings. For example, participants in the study of Agarwal et a1. (1996) could have developed routine expertise through extended practice with process-oriented design, which has rigidifying effects on learning new skills and knowledge. On the other hand, the upper performance group in the study of ColI ani and Schomann (1995) might be characterized by the concept of adaptive expertise. Such experts have a deeper conceptual understanding of the domain that allows for a transfer of knowledge and skills to novel tasks (Hatano & Inagaki, 1986; Kimball & Holyoak, 2000) . This might also lead to a faster in-depth requirement analysis that the high performers in the above mentioned study of Sonnentag (1998) have shown.
Most studies have focused on one aspect of the design activity. One exception is the study of Sonnentag (1998) that analysed a broad range of design activities: requirement analysis, feedback processing, planning, task focus, visualizations, and knowledge. According to the results, expertise in software design was characterized by more local planning activities, more feedback processing, less task-irrelevant cognitions, more solution visualizations, and more knowledge about design strategies experts would recommend to an imagined inexperienced colleague.
After the requirements have been analyzed and the software design has been produced, the concepts have to be implemented in computer programs. Therefore, in the next paragraphs we review research findings on differences between experts and nonexperts with respect to programming and program comprehension.
Programming and Program Comprehension
Programming refers to the process of "translating" specifications of a calculation or a procedure into a computer program.
Most studies on programming have compared relatively inexperienced students with more-experienced programmers (Bateson, Alexander, & Murphy, 1987; Davies, 1990 ; Soloway & Ehrlich, 1984) . These studies clearly showed that more advanced programmers outperformed the relatively inexperienced students with respect to performance quality (Bateson et al., 1987; Soloway & Ehrlich, 1984) and solution time (Davies, 1990) . When comparing high performers with moderate performers within a group of professional programmers, the high performers followed more abstract goals but did not differ with respect to other process features (Koubek & Salvendy, 1991) .
Program comprehension is a necessary prerequisite for successfully completing programming tasks. Moreover, also testing and debugging tasks cannot be satisfactorily accomplished without understanding the program. In addition, program comprehension is of crucial importance in the context of professional software maintenance and software reuse. Nearly all empirical studies that have examined program comprehension have focused on the comparison between inexperienced and more-experienced persons (Adelson, 1984; Guerin & Matthews, 1990; Rist, 1996; Widowski & Eyferth, 1985; Wiedenbeck, Fix, & Scholtz, 1993 )' These studies showed that experienced persons perform better on program comprehension tasks and appear to be superior with respect to specific aspects of comprehension. For example, Adelson (1984) found that experienced programmers provided better answers to abstract questions than did students. Similarly, Rist (1996) reported that experienced graduates categorize programs according to programming plans. Thus, program comprehension of more-experienced persons is based on more-abstract concepts.
Pennington (1987) compared highly and poorly performing professional programmers. When trying to understand a program, high performers showed a "cross-referencing strategy" characterized by systematic alterations between systematically studying the computer program, translating it to domain terms, and subsequently verifying domain terms back in program terms. In contrast, poorer performers exclusively focused on program terms or on domain terms without building connections between the two "worlds." Thus, it seems that connecting various domains and relating them to each other is crucial for arriving at a comprehensive understanding of the program and the underlying problem.
Designing and programming software is only half of the story of software development. Finding and correcting errors in the software before introducing the software to the market is crucial. In the next paragraphs we will therefore summarize research evidence in the area of testing and debugging.
Testing and Debugging
Software testing aims at identifying inconsistencies and errors within computer programs. Debugging refers to the process of removing errors, so-called bugs, from a computer program. Empirical studies on testing and debugging have focused on comparisons between relatively inexperienced and more-experienced persons (Nanja & Cook, 1987; Teasley, Leventhal, Mynatt, & Rohlman, 1994; Weiser & Shertz, 198,) . Not surprisingly; these studies illustrated that experienced students and professionals found more errors and detected the errors more quickly than did novices (Law, 1998; Weiser & Shertz, 198,) . With respect to the testing processes, studies showed that experienced persons tested more for inconsistency (Teasley et al., 1994) and proceeded in a more hypothesis-driven and conceptoriented way (Krems, 1995) ' Thus, as students' programming experience increased, they seemed to work in a more systematic way.
Few studies have compared highly performing software professionals with those who perform at a moderate level. A thinking-aloud study showed that high performers needed less time for debugging, made fewer errors, searched more intensively for problems, and showed more information-evaluation activity (Vessey, 1986 ). Thus, it seems that high performers 379 have a better representation of the program and potential problems, which helps them to actively search for problems and to evaluate information. In the next paragraphs we discuss experts' knowledge and knowledge representations in greater detail.
Knowledge and Knowledge Representation
Knowledge and adequate knowledge representation are crucial in all phases of software development. Researchers have investigated knowledge and knowledge representation by using recall, problem-sorting, and other tasks. For example, study participants have been asked to recall program lines, either presented in a meaningful or in an arbitrary order (Barfield, 1986 
1994)·
There is consistent evidence that novices and more-advanced students or professionals differ with respect to knowledge and knowledge representation. In recall tasks, more-experienced persons recalled more program lines, often only when the lines were presented in a meaningful order (Barfield, 1986 (Barfield, , 1997 McKeithen et al., 1981) , but sometimes also when presented in an arbitrary order (Bateson et al., 1987; Guerin & Matthews, 1990 ). Thus, it seems that experienced persons have organized their knowledge in greater and more meaningful "chunks" (Ade1son, 1984; Ye & Salvendy, 1994) . However, differences in chunking do not seem to be sufficient to explain experienced persons' better performance when recalling program lines presented in an arbitrary order.
Research has shown that profeSSionals also possess more meta-cognitive knowledge than do students (Etelapelto, 1993) . Etelapelto assessed students' and professional programmers' meta-cognitive knowledge during an interview that focused on a specific computer program and on the respondents' more general working strategies. Professional programmers' met acognitive knowledge was much more detailed and more comprehensive than students' knowledge. For example, a professional programmer provided a comment such as "The main program is not very well divided; the logic has been scattered over different parts of the program; the updating paragraph has too much in it. The control function of the program should be implemented in one paragraph; now the program has much depth in itself and scanning is difficult" (p. 248£), whereas the students' comments were more general and diffuse. In addition, professional programmers expressed a clear idea about a good strategy of reading and comprehending computer programs. Thus, experienced persons know more about how to proceed when solving tasks in their domain.
When it comes to knowledge representation in highly versus moderately performing software professionals, high performers' superior knowledge seems not restricted to knowledge about how to solve rather narrowly defined software-design tasks (Sonnentag, 1998) . Highly performing software professionals also possess more detailed knowledge about how to approach cooperation situations (Sonnentag & Lange, 2002) . Thus, it seems that as work tasks become more comprehensive in real-world settings, high performers develop a more comprehensive representation of the entire work task, including necessary features of cooperation with co workers.
In the next paragraphs we describe the role of communication and cooperation in expert performance in more detail.
Communication and Cooperation
Most research on experts has focused on specific activities in software design, such as design, programming, or testing in individual task settings. Nevertheless, some studies have addressed the question whether there are differences between high-and averageperforming software professionals in cooperative work settings. Modern professional software development takes place mainly in project teams, suggesting that expertist: in software design is not only a matter of knowledge and task strategies but also requires social and communicative skills.
Field studies suggest that high performers show better communication and cooperation competencies than moderate performers (e.g. Curtis, Krasner, & Iscoe, 1988;  Kelley & Caplan, 1993; Sonnentag. 1995) . In a field study with 17 softwart·-development projects, Curtis et a1. (H)8hJ found that exceptional software designers showed superior communication skills. [n fact, much of the exceptional designers design work was accomplished while interacting with other team members. High performers spent a lot of time educating other team members about the application domain and its mapping into computational structures. Similarly, Sonm~ntag (1995), using a peer-nomination method in a study with 200 software professionals, showed that experts did not spend mOrt' time on typical software-development activities such as design, coding, or testing, hut were more often engaged in review meetings and spent more time in consultations than did other team members. In a study at the Bell Laboratories, Kelley and Caplan (19tH) compared top performers to average performers and found that differences could not be attributed to cognitive ability and that top performers considered interpersonal m'twork abilities as highly important. Furthermore, top performers possessed better fum:-tioning interpersonal networks compared to average performers. Riedl et a1. (1991) also observed highly developed interpersonal skills in expert software engineers. In a study on behavior in team meetings, Sonnentag (2001a) found that highly performin~ software professionals' involvement in cooperation situations differed, depending on situational demands. In highly structured meetings, no differences between highly and average performing software professionals were found, whereas differences were observed in poorly structured meetings. Thus, experts showed high adaptation to specific situational constraints and displayed cooperation competencies, particularly in difficult situations. Interestingly, high performers) communication behavior in unstructured cooperation situations mirrored their behavior when working on design problems in individual settings. More specifically, high performers showed process-regulating behavior such as planning or feedback seeking when the situation demands it, that is, when the meeting was unstructured, but not when it was highly structured.
What work strategies do exceptional software professionals recommend to an inexperienced colleague? This question was approached in a study with 40 software professionals (Sonnentag, 1998) . In this study, high performers, more often than moderate performers, mentioned that the imagined inexperienced coworker should cooperate with others. Campbell and Gingrich (1986) demonstrated that this can be a useful strategy. They found that individual performance of software developers is facilitated Significantly by a 15 -minute talk with a senior designer about their task. These results hold for complex tasks, not just for simple ones, indicating that high task complexity makes it more necessary and more valuable for the programmer to communicate with a more senior person. In a more recent study, Ferris, Witt, and Hochwarter (2001) showed that social skill was more strongly related to job performance among programmers high in general mental ability (GMA) than for those with average or low levels of GMA. Thus, social skills in combination with high mental abilities -not high mental abilities by themselves -are related to the highest level of performance.
Several questions remain open since communication and cooperation processes in software design are rarely studied. It is not clear whether communication and cooperation competencies are a prerequisite of excellent software performance or a positive by-product of being an excellent software designer. Furthermore, third variables might cause the relationship between communication and cooperation competencies and excellent software performance (e.g., generalized problem-solVing skills). Additional consideration of possible moderators, such as task or situational characteristics, might also illuminate this relationship, especially in profeSSional software design with changing work requirements. In sum, more studies are needed to examine the causal relationships between expertise and communication skills and how these differences matter in complex real-world settings.
Directions for Future Research
Despite the growing research evidence on how experts differ from non-experts, several questions remain open that should be addressed in future research. In our view, the most important ones refer to: (l] the conceptualization of expertise, (2) the issue of causality, (3) the role of task and situationaI characteristics, (4) the role of motivation and self-regulation, and (5) the question of how expertise develops.
(1) THE CONCEPTUALlZATION OF EXPERTISE Most studies on expertise in software design and programming refer to differences between inexperienced and moreexperienced persons and compare beginning students with more-advanced students or professionals. Rather few studies examined how highly performing software professionals differ from software professionals performing less well (e.g., Koubek & Salvendy, 1991; Pennington, 1987; Sonnentag, 1998 Sonnentag, , 2001a Vitalari & Dickson, 1983) .
Of course, studies that contrast inexperienced with more-experienced persons provide useful insights about how skills may develop in a domain. However, it would be premature to assume that findings from comparisons between inexperienced and more-experienced persons can be easily generalized to differences within the group of professionals. Particularly in the domain of software design and programming, where specific knowledge becomes obsolete very quickly, long years of experience do not ensure high performance. Therefore, future studies should examine professional software designers and programmers and should operationalize expertise as high performance.
(2) THE ISSUE OF CAUSALlTI Most studies on expertise do not answer the question of causality because most empirical studies use a quasi-experimental or a correlational design. True experiments in which the independent variables are manipulated are very rare. Strictly speaking, without experimental manipulation it is impossible to falsify causal hypotheses. For example, although it is plausible that experts' pursuit of more abstract goals (Koubek & Salvendy, 1991) leads to their superior performance, it can not be ruled out that the focus on more abstract goals is a consequence of expertise. Similarly, experts' specific approach to communication and cooperation (Curt is et al., 1988; Sonnentag, 1995) may help them to arrive at their high performance level. However, experts' communication and cooperation processes might also be a consequence -or even only a byproduct -of their superior performance. Because of their superior ability to master the intellectual demands of their tasks, experts might have more cognitive resources available to spend on communication. Thus, to arrive at a deeper understanding of the causal processes involved in expert performance, experiments are needed. 
CHARACTERISTICS
Most studies have examined differences between experts and non-experts by using rather simple tasks with questionable external validity. Only a few studies looked at tasks that took two hours or longer to accomplish (exceptions are Sonnentag, 1998; Vitalari & Dickson, 1983) . In real-world settings, software tasks can be laborious and time consuming, and therefore may involve other and more complex processes than those that have been examined. For example, future studies should use more-complex real-world tasks that require the coordination and prioritization of various sub tasks. Expertise research should also pay more attention to the specific task demands placed on professional software developers. Particularly in areas such as web design and user-interface design, software designers have to deal with multiple constraints and must take economic, ergonomic, and domain-specific demands into account. Until now, there is not much insight into the strategies expert performers use in order to integrate multiple and sometimes conflicting constrains into their design. Future studies should address this gap.
Moreover, the role of specific task features and other situational characteristics that might enable or hinder expert performance has not been addressed systematically. There is some evidence that the differences observed between experts and non-experts are not obvious for all tasks and in all situations (Sonnentag, 2001a) . For example, it might be that experts excel over non-experts only when working on complex tasks, but not when working on simpler tasks.
In addition, when completing tasks in real-world work settings, individuals are often faced with adverse and stressful conditions, such as work overload, time pressure, and role ambiguity (Fujigaki & Mori, 1997; Glass, 1997) . It would be an interesting question for future research to study how experts and non-experts differ when confronted with stressful conditions. One may speculate that experts and non-experts differ in their perception on what constitutes stress and in how they deal with stressful conditions. Experts' und non-experts' differential reactions to stressful situations would imply that differences between the two groups become more evident under stressful conditions than under more relaxed conditions. Furthermore, Ericsson and Lehmann (1996) suggested that experts show a better adaptation to task constraints. This would imply that experts are not only less bothered by unfavorable situations but develop better ways to cope with them. Expertise research has largely concentrated on cognitive issues associated with expert performance and has recently extended its focus to communication and cooperation skills. Until now, motivational and selfregulatory issues that might be highly relevant for high performance were beyond the research interest of most scholars in the field (But see Ericsson, Chapter 38) . Empirical studies from other areas have shown that self-efficacy and the pursuit of difficult and specific goals are closely related to high performance levels (Latham, Locke, & Fassina, 2002; Locke & Latham, 1990; Stajkovic & Luthans, 1998) . Moreover, it has been found that high performers verbalize less task-irrelevant cognitions during software design and focus more on the task at hand (Sonnentag, 1998) . One interpretation is that high performers have superior selfregulatory skills that inhibit task-irrelevant thoughts. It would be a highly interesting avenue for future research to examine how motivation and self-regulation affect expert performance.
(5) THE QUESTION OF IIOW EXPERTISE DEVELOPS
The question of how expertise develops is both highly interesting and practically relevant. However, our knowledge about how expertise in the software domain develops is very limited. Of course, as students progress from a novice level to a graduate student or even professional level, performance normally increases. However, within the group of software professionals, results on the empirical relationship between years of experience and performance are inconclusive. Although some studies have found positive relationships between years of experience and performance (Koubek & Salvendy, K)91; Turley & Bieman, 1995), others have not (Sonnentag, 1995, 19') 8; Vessey, 19S6) . There is some evidence that specific aspects of experience, such as its breadth and variety, are related to expert performance (Sonnentag, 1995) . Ericsson et a1. (1993) have argued that deliberate practice (i.e., regularly pursued purposeful and effortful learning and practice activities) is crucial for the achievement and maintenance of expert performance. Empirical studies have shown that deliberate practice indeed is related to high performance in domains such as music or sports (Davids, 2000; Ericsson et al., 1993; Krampe & Ericsson, 1996) and also in more "classical" work settings such as insurance companies (Sonnentag & Kleine, 2000) . We assume that deliberate practice might play also a core rule in the development of expert performance in software design and programming.
An issue closely related to the development of expertise refers to the distinction between routine and adaptive expertise (Hatano & Inagaki, 1986) . In areas such as the software domain, where new tools and methodologies continuously emerge and where existing knowledge can become obsolete very quickly, more research on the development of adaptive expertise is particularly needed.
To adequately investigate the development of expertise in professional domains, longitudinal field studies are needed. Although retrospective studies can offer some interesting insights, only longitudinal studies that cover several years will allow conclusive answers about how expertise develops and unfolds over time.
Practical Implications
When it comes to practical approaches to promote expert performance in work settings, two major approaches have to be considered: (1) personnel selection and (2) training. Both approaches are based on the assumption that the characteristics typical for experts causally contribute to their superior performance. Most generally, personnel selection refers to organizational procedures and specific methods in order to select those individuals who may be well suited for a specific job. Based on the literature review provided in this chapter, personnel selection procedures -at least after some domain-specific training is accomplished -should include measures of know 1-edge and knowledge organization and of domain-specific problem-solVing strategies that focus on abstract concepts and goals. In addition, assessments of communication and cooperation skills should be part of the personnel-selection process. In addition to more standardized tests (Stevens & Campion, 1999) , group discussions or other teamwork assignments within an assessment center might be used. With respect to experience as a predictor in personnel selection, the situation is more complicated. Of course, for most jobs one would prefer to select individuals with professional experience over beginning students. However, when having to select individuals from a group of professionals -which would be more often the case -length of experience does not seem to be a very reliable predictor of expert performance. Other aspects of experience, such as experience variety, might be more helpful (Sonnentag, 1995) .
In addition to personnel selection, training is a promising approach to the management of expert performance (Hesketh & Ivancic, 2002) . Training should help individuals to develop adequate mental models of typical problems in the domain and to choose the most appropriate working strategy. Our literature review suggests that training should focus on domain-specific and meta-cognitive knowledge as well as on abstract planning and evaluation strategies. Effective communication and cooperation skills should be taught and deepened through practical exercises. In our view, it is important that training in communication and cooperation begins at the university because at present training in computer science and programming often relies exclusively on technical knowledge and skills and neglects communication and cooperation skills that seem to be particularly important for expert performance in professional settings.
