The robust shortest path problem is a network optimization problem that can be defined to deal with uncertainty of costs associated with the arcs of a network. Two models have been considered for the robust shortest path problem, interval data and discrete data sets. These models provide partial information associated with a network and assume a finite number of parameters for the arc costs. These models have been analyzed under a multi-criteria context for the shortest path problem and used as a tool to solve robust shortest path problems on interval data models when the solution set of scenarios can be discretized. This work addresses the robust shortest path problem with a minmax regret objective function on a finite multi-scenario model. This leads to the determination of an optimum path in the sense that it has the minimum maximum deviation from the shortest one over all scenarios. Some properties of the problem and of its optimum solutions are derived. These results allow to introduce three approaches, one labeling algorithm, an algorithm based on ranking loopless paths, and another that ranks loopless paths in a suitable way to apply the early elimination of useless solutions. The algorithms are tested on random networks, and the obtained computational results are reported and discussed.
Introduction
The determination of a shortest path connecting two nodes of a network is a well known problem that consists in finding a path with the least cost, assuming that each arc is associated with a single and deterministic value. When trying to model reality these cost values are not always known or sometimes they carry some inaccuracy. The work by Dias and ClÃmaco [6] assumes that only partial information is known about the problem, addresses the shortest path problem from a multicriteria and a decision making points of view and presents algorithms to compute the set of non dominated paths taking into account the available information, under certain conditions. Perny and Spanjaard [20] adopt the same type of assumption and deal with more general network optimization problems. Another approach that has been used to cope with uncertainty is robust optimization [12] . In these cases several scenarios are considered for the arcs cost, and two uncertainty models have been considered, interval data models and discrete data set models. On the first of these models the costs vary within given intervals, whereas on the second the costs belong to discrete finite sets. When the information given in different scenarios is aggregated, several criteria can be used. One of the most common aims at evaluating and minimizing the worst case for all scenarios. When the goal is to find paths between a pair of nodes, two versions can be considered. The first, known as the minmax shortest path problem or the absolute robust shortest path problem, consists of finding the path with the minimum maximum cost over all scenarios. The second, known as the minmax regret robust shortest path problem or the robust deviation shortest path problem, aims at finding the path with the minimum maximum deviation cost with respect to the optimum solution in each scenario. The present work is dedicated to the latter problem and considers a finite set of possible cost scenarios.
The robust shortest path problem with a discrete set of scenarios was initially proposed by Yu and Yang [22] . This work introduced pseudo-polynomial algorithms for the problem, based on dynamic programming, as well as a more specific method designed for layered networks. It was shown that the problem is strongly NP-hard if the number of scenarios is unlimited, and then a heuristic is developed to compute an approximate optimal solution. Murthy and Her [18] studied the absolute version of the problem with a finite set of scenarios and introduced a labeling algorithm based on a multicriteria approach. The method includes a dominance test between labels as well as pruning techniques developed in order to discard some of them. Later, Bruni
and Guerriero [2] tested heuristic rules for guiding the search performed by Murthy and Her's algorithm.
Other works have focused a similar problem but consider that each arc cost ranges within a given interval.
The first work on this subject was proposed in 2001, by Karasan, Pinar and Yaman, and focused the case of acyclic networks [11] . In this paper a finite number of scenarios containing the optimum solution could be determined by conjugating the upper and lower limits of the cost intervals. Several new exact techniques were developed later by Montemanni et al. which extended the determination of a robust shortest paths in general networks [15, 16, 17] . More recently, Catanzaro, LabbÃ c and Salazar-Neumann proposed reduction tools for preprocessing a network, in order to speed up the computational effort on solving the interval data robust shortest path problem [4] . Recent surveys on these topics can be found in works like [3, 9, 10] .
The present work adopts the minmax regret as the robustness criterion according to a finite multi-scenario model, and considers the determination of an optimum path between a given pair of nodes in a network.
Three exact methods are developed for computing a robust shortest path problem. The first is a labeling algorithm including cost lower and upper bounds to discard non interesting solutions. The second is an algorithm supported by a loopless paths ranking under a specific scenario and imposing halting conditions defined by the costs of solutions determined along the process. Finally, the third is also a ranking approach enhanced with cost bounds analogous to the first method, and designed with the purpose of fostering the generation of new paths and of associate cost bounds that likely lead to a smaller number of iterations than the second method.
The next section is dedicated to the definition of the minmax regret robust shortest path problem, the introduction of notation and the derivation of properties concerning the optimum solution and the associate cost. Section 3 is devoted to the algorithms presentation and to their worst case complexity analysis. In Section 4 an example of the application of the three algorithms is presented. In Section 5 computational experiments on randomly generated networks are presented and the obtained results are discussed. Conclusions and comments on future research are drawn in the last section.
Problem definition and notation
Hereinafter a finite multi-scenario model is represented as G(V, A, T k ), where G is a directed graph with a set of n nodes V = {1, . . . , n}, a set of m arcs A ⊆ {(j, l) : j, l ∈ V and j = l} and a finite set of acceptable parameters T k = {t i : i ∈ I k }, with I k := {1, . . . , k}, k > 1. Given the set T k , a scenario i ∈ I k is determined according to the costs assigned under t i . For each arc (j, l) ∈ A, j and l are named the tail and the head node, respectively. The associate cost function is defined by c A path from i to j, i, j ∈ V , in graph G, also called an (i, j)-path, is an alternating sequence of nodes and arcs of the form p = v 1 , (v 1 , v 2 ), v 2 , . . . , (v r−1 , v r ), v r , with v 1 = i, v r = j and where v s ∈ V , for s = 2, . . . , r − 1, and (v s , v s+1 ) ∈ A, for s = 1, . . . , r − 1. The sets of arcs and of nodes in a path p are denoted by A(p) and V (p), respectively. Given two paths p, q, such that the destination node of p is also the initial node of q, the concatenation of p and q is the path formed by p followed by q, and is denoted by p q.
Because it is assumed that graphs do not contain parallel arcs, in the following paths will be represented simply by their sequence of nodes. A cycle or loop is a path from a node to itself. A path is said to be loopless if all its nodes are different.
The cost of a path p in scenario i, or under t i , i ∈ I k , is defined by v(p, t i ) = 
With no loss of generality, 1 and n denote the origin and the destination nodes of the graph G, respectively.
For simplicity of presentation, it will also be assumed that there are no arcs arriving at 1 and no arcs starting at n in G. The set of all (1, n)-paths in G is represented by P .
The minmax regret robust shortest path problem corresponds to determining a path in P with the least maximum robust deviation, i.e. satisfying arg min
where RC(p) is the robustness cost of p defined by
where RD(p, t i ) represents the robust deviation of a path p under parameter t i , i ∈ I k . Let p i j be used to represent the j-th shortest (1, n)-path under t i , the value RD(p, t i ) is defined as
Any optimum solution of (2) is called a robust shortest path.
The set of scenarios in which RC(p) occurs corresponds to the set of the indices of the parameters under which the robust deviation of p ∈ P is maximized and it will be denoted by I(p) := {arg max i∈I k RD(p, t i )}.
The idea behind minimizing the maximum robust deviation is to find a path with the best deviation in all scenarios, with respect to the shortest path in each one. A problem that resembles the minimax regret robust shortest path problem is the minmax shortest path problem [18] . This latter problem corresponds to an absolute version of problem (2), for which the robust deviation of a path p is replaced by its cost for the scenario in question. That is, the objective function to minimize is max i∈I k {v(p, t i )}. Both problems have the same optimum solution if the shortest paths over all scenarios have the same cost in the scenario where their cost is minimum, that is v(p i 1 , t i ) is a constant for any i ∈ I k . In such case, the optimum values of the two problems differ by that constant.
Properties of the optimum solutions
A robust shortest path may not be unique, as shown by the network depicted in Figure 1 . In this example, a case with two scenarios, the paths p The following result is a consequence of definitions (3) and (4).
Moreover, RC(p) = 0 occurs if and only if p is a shortest path under every t i , i ∈ I k .
Taking into account (2) and Lemma 1, one can also establish under what conditions a shortest path for a scenario can be a robust shortest path as well.
Lemma 2. If p ∈ P is a shortest path in every scenario i ∈ I k then p is a robust shortest path, with
In order to develop algorithms that compute a path with the minimum robustness cost at a given network under a finite multi-scenario model, other properties must be established. An important result concerns the cyclic nature of an optimum solution. In fact, any robust shortest path on an acyclic network G is naturally loopless. Nevertheless, when G is a general network, there may exist robust shortest paths that contain loops, as shown by the example in Figure 2 , resultant from the inclusion of arc (2, 1) in the network of Figure 1 . Such inclusion does not affect the optimality of the loopless paths p 1 1 = 1, 2, 4 and q = 1, 2, 3, 4 , but a new robust shortest (1, 4)-path 1, 2, 1, 2, 4 , containing the loop C = 1, 2, 1 , is obtained, given that it has the same minimum robustness cost in all scenarios.
Although a robust shortest path may not be unique, Yu and Yang [22] proved the existence of a loopless one considering networks with non-negative arc costs. This result, stated in Lemma 3, is still valid for networks without cycles with negative cost in any scenario. Lemma 3. Let G be a network with no cycles with negative cost in any scenario, then there exists a loopless optimum solution of (2) in G.
Proposition 1 presents another property of robust shortest paths that will be used later, concerning an upper bound on its cost under particular conditions. Proposition 1. Let p ∈ P . If q is any optimum solution of the robust shortest path problem, then v(q, t i ) ≤ v(p, t i ), for any scenario i ∈ I(p).
Proof. Let p ∈ P and i be any element of I(p). Attending to the definition of I(p) and to (3), RC(p) = RD(p, t i ). By contradiction, assume q is a path satisfying v(q, t i ) > v(p, t i ). Then, attending to (3) and (4), one deduces that RC(q) ≥ RD(q, t i ) > RD(p, t i ) = RC(p). Consequently, q cannot satisfy (2) and be a robust shortest path.
Algorithms
The results established at Subsection 2.1 are a motivation to the development of three algorithms for solving (2) . All of them allow to obtain a loopless robust shortest (1, n)-path. The first one is based on a labeling approach, whereas the others are based on the ranking of loopless paths by non-decreasing order of their costs under a fixed scenario i ∈ I k , and use the cost upper bound introduced in Proposition 1. Moreover, the third is a hybrid version of the previous two, which uses both ranking and pruning techniques. The methods are presented in the following.
Labeling algorithm
The first method presented here for computing a robust shortest (1, n)-path in network G is a labeling approach inspired on the algorithm proposed by Murthy and Her [18] for the minmax shortest path problem.
This problem does not satisfy Bellman's principle of optimality, that is to say that an optimum path may contain sub-paths that are not optimum. Therefore Murthy and Her consider each scenario as one criteria and develop a labeling algorithm together with dominance tests between labels to solve the problem. The method is complemented by rules for pruning unnecessary labels. One of them is based on the use of lower bounds with respect to each cost function of a path from a node to n. The other results from the Lagrangian relaxation of the subproblem of the linear programming formulation obtained when the previous bounds are fixed. Even though the robust shortest path problem cannot be solved by exactly the same process, the algorithm described in the following has a similar inspiration. The main modification to that algorithm is the adaptation of the upper bounds for the values of the current objective functions. First, some concepts and notation are introduced.
denote a label associated with a (1, j)-path p j , or with node j ∈ V . More than one (1, j)-path can be eligible to become part of the solution, and thus more than one label can be associated with node j. In general multicriteria shortest path problems the labels z j represent the cost vector of the associate (1, j)-path. Here they play a similar role. However, because the objective function to evaluate (1, n)-paths is the robustness deviation with respect to the shortest path in all scenarios, and in order to simplify intermediate calculations, the first label to be created is
Each component z i j is related with the cost of the (1, j)-path associated with label z j , j ∈ V , in scenario i ∈ I k . Moreover, along the algorithm, when such label is selected, all the new labels z l , (j, l) ∈ A, can be created according to the formula
With the initialization above, for j = n, z n = (RD(p n , t 1 ), . . . , RD(p n , t k )) is the vector of robust deviations of a given (1, n)-path, p n . Hence, the solution space is explored through the labels for node n and the optimum value is obtained by selecting the label that exhibits the least maximum component, that is the least robustness cost of the (1, n)-paths. This result is stated in the following lemma.
Lemma 4. Let z n be a label for node n. Then the (1, n)-path associated with z n is a robust shortest path if and only if
for any label z n associated with the destination node n.
Lemma 4 allows to eliminate labels z n that do not satisfy (6) . Nevertheless, extending the (1, j)-paths associated with all existent labels z j , j ∈ V \{n}, to all possible paths with destination node n can be a heavy computational task. Therefore, two pruning techniques will be derived with the aim of discarding in an early stage of the algorithm some of such labels that cannot be part of an optimum loopless solution, which allows to reduce the total number of node labels that have to be stored along the calculations. For the first reduction rule, new concepts related with the dominance of the generated labels are given. Definition 1. Let z j and z j be two labels associated with node j. Then z j dominates z j if
and at least one of the inequalities is strict. Definition 2. A label associated with node j is efficient (or non-dominated) if there is no other label for node j that dominates it.
Checking the dominance between different labels of a node is crucial to decide the ones that can be discarded. In fact, all labels z j , j ∈ V \{n}, dominated by another associated with the same node can be eliminated. Proposition 2 shows that any extension of the associate (1, j)-paths produces (1, n)-paths with a robustness cost that is never smaller that the robustness cost of paths associated with non-dominated labels.
The storage of repeated labels of a node can be avoided, since robust shortest (1, n)-paths containing their associate partial paths have the same robustness cost. Proposition 2. Let z j and z j be two different labels for a node j ∈ V \{n}, such that z j dominates z j .
Then, extending the (1, j)-paths associated with z j and z j by the same (j, n)-path, results on (1, n)-paths with labels z n and z n , respectively, satisfying
Proof. Let p jn denote the (j, n)-path that extends the associate (1, j)-paths with labels z j and z j into (1, n)-paths with labels z n and z n , respectively.
Since z j dominates z j , one has z 
With a similar reasoning it can be shown that two labels with equal components, for the same node and associated with different partial paths, lead to (1, n)-paths with the same robustness cost when extended with the same path. Labels under those conditions will be called equivalent labels. As mentioned earlier it is intended to restrict the search to loopless (1, n)-paths. These two facts lead to an implementation that discards equivalent labels of a node and manages the labels following a first in first out (FIFO) policy. This means that breadth-search is used to build the search tree, and that when equivalent labels occur only the first is stored. Proposition 3 shows that there is a robust shortest loopless (1, n)-path under these conditions. Proposition 3. Assume that the set of node labels is managed as a FIFO list. Then there is a robust shortest loopless (1, n)-path the sub-paths of which are associated with the first label of each node, when it has several equivalent labels.
Proof. By contradiction assume that no optimum loopless path exists that is formed only by nodes associated with the earliest possible label, when there are several equivalent labels. Let p * be a robust shortest loopless (1, n)-path and j ∈ V (p * ) be its node closest to n for which there are several equivalent labels. Let z * j be the label associated with the (1, j)-path in p * , p * j , and suppose z j is the first label created for node j that is equivalent to z * j . Assume z j is associated with the (1, j)-path p j . Denote by p * jn the (j, n)-path in p * . Then p j p z j , the first label of j, therefore, by assumption it should contain a loop. Let x be the first repeated node in p j p * jn , and p x p * xn be the loopless (1, n)-path obtained from p j p * jn after removal of that loop. Here p x and p * xn correspond to p j 's sub-path from 1 to x and p * jn 's sub path from x to n, respectively. Then, p x p * xn and p j p * jn have the same robustness cost. By hypothesis all nodes in p * jn are associated with first labels, and so do the nodes in p * xn . If the same holds for p x the result is proven. Otherwise the reasoning can be repeated. Because node labels are managed as a FIFO list, p x has less nodes than p * j , and therefore repeating it a finite number of times leads to a contradiction, as expected.
From now on it will be assumed that labels are treated in a FIFO manner. Otherwise it should be verified whether a new one corresponds to a path with a loop.
The above dominance tests are a pruning strategy adopted in [18] , for all labels associated with any node j ∈ V . In the method introduced here, these tests are skipped for the labels z n , and such a label is only selected when (6) holds with a strict inequality, according to Lemma 4. Computational effort can, thus, be spared without affecting the determination of a loopless optimum solution.
A second pruning rule for the labels z j , j ∈ V \{n}, is inferred in Proposition 4. This property is based on a bounding condition verified by every sub-path of a robust shortest (1, n)-path. Assume that
is a cost vector associated with a node j ∈ V , where the component LB i j represents the cost of the shortest (j, n)-path in scenario i ∈ I k . Proposition 4. Let p be a robust shortest (1, n)-path and p j be a (1, j)-sub-path of p with label z j , j ∈ V .
Then,
Proof. Let p j be a (1, j)-path, j ∈ V \{n}, contained in a robust shortest (1, n)-path p, and let z j be its label. As LB i j is a lower bound for the cost of any (j, n)-path under scenario
, for every i ∈ I k , and condition (7) is satisfied.
The second test for the labels z j , j ∈ V \{n}, allows to eliminate those that would produce complete (1, n)-paths with robustness costs greater than or equal to the least achieved. In fact, denoting by U B an upper bound for the optimum value of the problem, when condition
holds, then the (1, j)-path associated with label z j cannot be part of any optimum solution if the inequality is strict or it can be part of an optimum solution with robustness cost U B in case of equality. Nevertheless, taking into account that a candidate path with the same robustness cost U B has been previously selected, z j can be discarded in both situations. If (8) is satisfied with a strict inequality, this pruning rule is equivalent to the first one proposed in [18] .
The value U B is initialized with the best robustness cost of the shortest paths for each scenario, given that the calculation of their costs is fundamental to start the algorithm. Hence, the first value of U B is given by
Throughout the algorithm, U B is updated as new labels z n are computed.
The main results that support the labeling algorithm for finding a robust shortest (1, n)-path have been established, its structure is described in the following.
Global algorithmic structure To start with, the computation of the trees T i of shortest (j, n)-paths and of the associate cost lower bounds LB i j are necessary, for each scenario i ∈ I k , j ∈ V . Any shortest path tree algorithm can be applied with such goal [1] . Then, the initialization of the cost upper bound U B for the optimum value of the problem is obtained, by (9) . In order to do that, calculating the deviation costs for the shortest paths over all scenarios is required. Since some of them can be the shortest for more than one scenario, their robustness costs computation can be avoided by using a list Q with the distinct shortest paths over the scenarios of the network. In this way, one can adopt as the first candidate the path of Q with the least robustness cost.
A variable RCaux is used to store the robustness cost of a (1, n)-path associated with a label z n under analysis and sol represents the corresponding path, which is an optimum path candidate.
Another list X is used with the purpose of storing all the labels z j to be scanned, j ∈ V \{n}. The scanned labels of node j which are not eliminated are stored in a list Z j and the associate predecessor nodes are inserted in a list P j . This list is used in order to retrieve the optimum solution by tracing back the nodes up to node 1.
The labeling algorithm for finding a robust shortest (1, n)-path is organized as follows: The initial candidate solution sol is set to the path with the least robustness cost in Q. This value is assigned to the initial U B.
Afterwards, the initial label is
. This label is inserted in list X and the lists Z j and P j , j ∈ V \{1, n}, are initialized as empty lists, whereas Z 1 is set to {z 1 }.
• Iterations: While there exist labels to scan in list X, the first one is extracted, z j , and the labels z l , for any (j, l) ∈ A, are created according to (5) . Two situations may arise:
1. If l = n, the robustness cost of the (1, n)-path associated with label z n is calculated by max i∈I k {z i n }. This value updates U B if it is smaller than the previous value and sol is updated with the current (1, n)-path. This path can be retrieved by tracing back all the predecessors from n's predecessor node, j, starting with list P j , and adding arc (j, n) at the end.
2. If l = n, the dominance test of label z l is performed among the remaining labels stored in Z l . If none of the elements in Z l is equal to z l or dominates it and condition (8) does not hold, then the (1, l)-path associated with label z l is considered for further extension, as it may be part of a potential optimum (1, n)-path with a robustness cost smaller than the value U B, according to Propositions 2 and 4. If such conditions are satisfied the elements of X and Z l are compared with z l , in order to eliminate any dominated labels. Finally, z l is inserted in lists X and Z l for further evaluation, whereas l's predecessor node is included in list P l .
• Return: sol (robust shortest (1, n)-path).
The pseudo-code of the procedure outlined above is presented in Algorithm 1.
Computational time complexity order In order to determine the computational complexity of the algorithm when considering a worst case, the time upper bound for some auxiliary procedures must be analyzed.
1. Determination of a tree T i of shortest (j, n)-paths, j ∈ V , in a scenario i ∈ I k , and their costs for all scenarios: The computational time complexity is O(m) for acyclic networks [1] , and O(m + n log n) for general networks, if using Fibonacci heaps [8] . Computing the costs for all scenarios has O(kn) in both cases, so this step has O(m + kn) for acyclic networks and O(m + n log n + kn) for general networks. Algorithm 1: Labeling approach for finding a robust shortest (1, n)-path
Compute the tree T r under t r ; Delete from X and from Z l all the labels of l that are dominated by z l ;
25
Delete from P l the predecessor nodes associated with the labels deleted from Z l ;
27 return sol 3. Calculation of a label z l from a given label z j , with (j, l) ∈ A: According to (5), label z l is determined from z j by adding the k costs of arc (j, l), hence it is obtained in O(k) time. 4 . Dominance test between two given labels: Since in a worst case all the components of two given labels are considered on a dominance test, at most k comparisons are involved and consequently this operation has O(k) time.
Algorithm 1 is performed in two stages. The first one consists of the initialization steps for the computation of the trees T i and includes the calculation of the costs of their shortest (j, n)-paths, j ∈ V . This is done in O(km + k 2 n) for acyclic networks and in O(k(m + n log n) + k 2 n) for general networks, according to 1. In a worst case all the shortest paths p 
for general networks.
The second stage concerns the generation, scanning and pruning of the labels. Let W denote the maximum number of labels created for every node (a value dependent on the parameters n, m and k). Then, W n is the number of iterations of the while loop in line 11 of Algorithm 1, and each of them implies at most n iterations of the for loop in line 13. In each of these iterations, by 3. the calculation of a new label is done in O(k) time, by 4. the dominance tests are performed in O(kW ), and (8) is checked in O(1). Moreover, updating X, Z j , P j , j ∈ V , takes one operation, therefore, the second phase of Algorithm 1 has complexity
Consequently, Algorithm 1 has a pseudo-polynomial time complexity of O(
any type of network, since log n n.
Ranking algorithms
An alternative strategy for determining a loopless robust shortest path based on the loopless paths ranking combined with the definition of a cost upper bound is derived in the following. This technique is inspired on the work of Dias and ClÃmaco [6] to find bicriteria shortest paths and provides a method supported on ranking loopless paths under a fixed scenario in which the optimum path(s) can be determined by fixing a given cost upper-bound. Dias and ClÃmaco used the algorithm by ClÃmaco and Martins [5] , where the cost upper bound is chosen in such a way that all paths that cannot be dominated in terms of cost by any other over all scenarios stay at the delimited region. This strategy was equally useful on continuous models for the same problem, after the discretization of the costs interval data by taking their lower and upper bounds.
For the robust shortest problem with finite multi-scenarios, the existence of an optimum solution, even if not unique, is assured. Hence, some adaptations to the previous method can be made, taking into account the computation of a single loopless optimum solution and the new optimum values according to the number of scenarios involved. Consequently, the adoption of a loopless paths ranking is required and the update of the costs upper bounds according to the least produced optimum values can be done till an optimum path is found. Two versions based on such method will be presented. The first is a procedure that ranks loopless paths and sets basic upper bounds for the costs under a given scenario. The second is an alternative version of the former, enhanced by the application of reduction techniques to the ranking similar to those presented for the labeling approach.
Basic version
Lemma 3 and Proposition 1 provide the basis for computing a robust shortest path based on ranking loopless paths by non-decreasing order of their cost under a fixed scenario i ∈ I k . Also, a stopping criterion is imposed by means of a particular cost upper bound. On the one hand, Lemma 3 shows that ranking unconstrained paths can be avoided, even in networks with cycles. On the other hand, Proposition 1 allows to establish an upper limit for the ranking, associated with the determined candidates to robust shortest path. Specifically, once a candidate loopless path p is returned by the ranking in scenario i, the search for other candidates consists of ranking loopless paths with a cost smaller than v(p, t i ). In fact, the paths with exactly that cost will certainly have RC(p) as their minimum robustness cost, and the goal of the algorithm is to find only one optimum solution. Since i ∈ I(p), RD(p, t i ) = RC(p) and, consequently, v(p, t i ) can be rewritten as
. When this cost upper bound is set for any robust shortest path candidate p, it can be reduced whenever a path q satisfying RC(q) < RC(p) is found along the ranking. The next result shows this and that it is even possible to detect an exact solution when i ∈ I(q).
Proposition 5. Let p ∈ P and any i ∈ I k . Let q ∈ P \{p} verify:
Then, any solutionp of problem (2) satisfies
Moreover, if condition i ∈ I(q) also holds, then q is a robust shortest path as well.
Proof. Let p ∈ P , i ∈ I k and q ∈ P \{p}, such that q satisfies conditions 1., 2. and 3.
By conditions 1. and 2., one has LB
Besides, condition 2. and definition (2) allow to conclude that a robust shortest path must have a robustness cost not greater than RC(q).
Therefore, the robust deviation of every optimum solutionp of (2) under t i must satisfy RD(p, t i ) ≤ RC(q), which implies ∀p ∈ P :p is solution of (2)
Besides, by condition 3., every robust shortest path must have a cost greater than or equal to v(q, t i ), in order to produce a robustness cost that does not exceed RC(q), which implies
From (11) and (12), one concludes (10).
In addition to 1., 2. and 3., let now be assumed that i ∈ I(q). For this case, t i is the parameter under which the robust deviation of q is maximized, which means that RC(q) = RD(q, t i ). Thus, (10) becomes an equality, since RC(q) + LB
On the other hand,
and recalling that RD(q, t i ) = RC(q) one infers that
Then, path q has the minimum robustness cost among the candidate paths that satisfy (13) , therefore it is a robust shortest path.
This result gives two necessary conditions concerning bounding the robust shortest path cost for the ranking scenario i ∈ I k and detecting a robust shortest path under specific assumptions. When considering the cost upper bound LB i 1 + RC(p) for a loopless path p, if a loopless path q is found such that RC(q) < RC(p), then attending to (10) a new upper bound can be set, LB i 1 + RC(q). This decreases the cost upper bound, and thus shortens the ranking. Moreover, the analysis of the scenarios in which RC(q) occurs, i.e. of the indices of the parameters for which the robust deviation of q is maximized, and their identification with i is crucial to spare computational effort by allowing the search to halt when i ∈ I(q), because in this case it can be concluded that q is an optimum solution.
The efficiency of the method here proposed is related with the coincidence of the scenario in which the minimum robustness cost occurs with the scenario i in which the ranking is performed and the fact that a solution is relatively close to p i 1 , in order to stop the algorithm as early as possible. Analogously to Algorithm 1, the cost upper bound for the optimum value of problem (2) is initialized with the least robustness cost for the shortest paths over all scenarios, as in (9) . Another important initialization issue concerns the choice of the scenario i ∈ I k , in which the ranking is performed. Without loss of generality, it will be chosen the scenario with the smallest index i for which the robustness cost of the first candidate optimum solution p * , with p * = p j 1 , for some j ∈ I k , occurs, i.e.
Consequently, by Proposition 1, v(p * , t i ) is the first cost upper bound for the ranking in scenario i.
The structure of the algorithm for the robust shortest path problem, based on ranking loopless paths is detailed in the following.
Global algorithmic structure The preliminary procedures of this approach, namely the initialization of the ranking cost upper bound, are similar to Algorithm 1. A list Q of distinct shortest paths for all scenarios is used. Analogously, the variables RCaux, U B and sol represent the robustness cost of the current path, the best robustness cost and the best candidate loopless path found so far, respectively. Another variable stores the cost upper bound for the ranking, V max.
For general networks several algorithms can be applied to rank loopless paths under t i , for instance [13, 14, 19, 21] . For acyclic networks unconstrained ranking algorithms, generally more efficient, can be used, like [7, 14] .
The list Q allows to control if some ranked path coincides with some shortest path p i 1 , i ∈ I k , that was already analyzed, allowing to avoid its robustness cost recalculation.
The algorithm for finding a robust shortest (1, n)-path is organized as follows.
• Initialization: The paths p i 1 , i ∈ I k , are determined by a shortest path algorithm and list Q stores them with no repetitions.
The initial candidate solution sol is set to the path in Q with the least robustness cost, this value is assigned to the initial U B.
As mentioned above, the first index i for which RD(sol, t i ) = U B determines the scenario in which the ranking will be performed.
Afterward, V max is set to v(sol, t i ), the cost upper bound for the ranking, and variable j, responsible for identifying the index of the current path in the ranking, is assigned to 2.
• Iterations: While the j-th shortest loopless path under t i , p i j , exists, if v(p i j , t i ) ≥ V max, one halts the ranking; otherwise, in case p i j does not belong to Q, then it was not scanned yet, which means that its robustness cost, RCaux, must be determined and compared with U B.
Afterward, if RCaux < U B, then U B and sol must be updated with RCaux and p The next step is to increment j and then the algorithm continues to the next iteration.
• Return: sol (robust shortest (1, n)-path) .
The pseudo-code of the method just described is presented in Algorithm 2.
Algorithm 2: Ranking approach for finding a robust shortest (1, n)-path 
time for general networks. According to (14) , the choice of the scenario in which the ranking will be defined is done in at most O(k) time, which does not affect the previous complexity bounds.
Regarding the second phase, if L loopless paths are ranked in scenario i after the shortest path being computed, the time is of O(L log L) for acyclic networks (after a initialization of O(m + n log n)), using
Eppstein's algorithm [7] , and of O(Ln(m + n log n)) in the general case, applying Yen's algorithm or one of its variants [13, 21] . Parameter L depends on n, m and k, and cannot be known in advance. In the worst case the robustness costs of all the ranked paths, other than p In conclusion, the time complexity of the algorithm is O
Ln}(m + n log n) + kLn) for general networks. Both bounds are pseudo-polynomial, in the sense that L depends on the input model parameters.
Hybrid version
The method presented in this section to determine a robust shortest path results from the combination between Algorithm 2 and some pruning techniques used in Algorithm 1. In order to apply these pruning rules in the broadest possible way, a specific ranking algorithm will be used, based on the deviation algorithm MPS introduced in [14] . For completeness, first, the MPS method is very briefly reviewed. After that, the deviation algorithm used here is described and the rules used to discard useless paths are presented. Unless otherwise stated, it is assumed that the ranking is done with respect to a given scenario i ∈ I k .
Let p ∈ P , w ∈ V (p), and p 1w denote the (1, w)-sub-path of p. The idea behind deviation algorithms for ranking paths, or loopless paths, is to generate r-shortest path candidates, r > 1, as paths that coincide with p along p 1w and that deviate from p exactly at node w. Given that the aim of such methods is to rank paths by order of cost, the new candidates should have the form
where p * i
x represents the shortest (x, n)-path for scenario i ∈ I k in the tree T i , for any x ∈ V , and V + (w) = {x ∈ V : (w, x) ∈ A} is the set of head nodes of the arcs in G with tail node w. In this case p is called the father of q p,i w,x . Additionally, w and (w, x) are denominated the deviation node and the deviation arc of path q p,i w,x , respectively, and this path is said to be a deviation of p. When w = 1, p 1w reduces to the initial node, 1. By convenience it is considered that the father of the shortest path in scenario i is not defined, and that 1 is its deviation node.
Ranking paths in a certain scenario can be done either using the costs or the reduced costs. Thus, in order to decrease the number of performed operations, MPS algorithm replaces the arc costs by reduced costs, as explained next. Recalling that LB i j denotes the cost of the shortest (j, n)-path in scenario i, j ∈ V , the reduced costc i,k sl of an arc (s, l) ∈ A associated with i is defined bȳ
The reduced cost of a path p ∈ P in scenario i is then given bȳ
Now, becausec
, and, therefore, the shortest path with form (15) with respect to scenario i contains the arc with the minimum reduced cost in V + (w).
Let V +i (w) = {x 1 , . . . , x lw } represent the set V + (w) sorted by non-decreasing order of the reduced costs of the associate arcs with respect to scenario i, that is, such thatc
, t i ) and, thus, the costs in scenario i of the paths generated from a (1, n)-path p by deviation at node w ∈ V (p) are sorted in the following way:
Assuming that p 1w is a loopless (1, w)-path, the deviation path q p,i w,x results from the concatenation of three loopless paths and therefore it can still contain repeated nodes. However, by comparing the possible nodes x with the nodes in p 1w the choice of x can be done in such a way that the least possible number of paths with loops is generated. Let w ∈ V (p)\{n} and (w, x u ) ∈ A(p), the head nodes of the deviation arcs from path p at node w are chosen from the set:
This set contains the head nodes of the deviation arcs associated with the path p 1w with a reduced cost under t i of at leastc i,k wxu and such that p 1w w, x j is still loopless. The nodes considered for each path p are those from p's deviation node to the node that precedes n. A scheme of the deviation paths with respect to a path with deviation arc (w, x) generated by MPS algorithm is shown in Figure 3 .(a). In the MPS algorithm the deviation from path p at node w is obtained by taking the first head node x j in the ordered set V +i (p 1w , x u ). In order to simplify the choice of deviation arcs, the graph is stored in the sorted forward star form, that is, as mentioned earlier, each subset V +i (w) is sorted according to non-decreasing order the reduced costs, for any w ∈ V [14] . For scenario i, MPS algorithm starts to generate deviations from the shortest path p i 1 at every of its nodes but n. The resulting paths, one per each scanned node, are stored in a list and are selected, by order non-decreasing of the reduced costs, in future iterations.
Each of these paths is identified as the r-th loopless shortest path with respect to scenario i in case it is loopless, for some r > 1. This process is performed iteratively under the same conditions. Scanning only the nodes of its loopless sub-paths reduces the calculation of paths containing loops, and selecting deviation arcs that have not been scanned earlier avoids the determination of repeated paths.
Any ranking strategy can be applied with Algorithm 2 in order to compute a robust shortest path. The hybrid algorithm here presented uses a specific variant of the MPS algorithm, as explained next. With this latter method, at most one new deviation path is generated when scanning a given path node. The purpose is to avoid the calculation and the storage of unnecessary paths as much as possible, when ranking paths by order of cost. If looking for robust shortest paths using a ranking approach, the more solution candidates are generated the higher the chances of computing paths with smaller robustness costs in an early stage. An expected consequence is to reduce faster the cost upper bound under t i , and possibly to find an optimum solution quicker. Thus, a technique similar to the generalization of Yen's algorithm described in [14] is used.
In the hybrid algorithm the scanned nodes of a path p are those between its deviation node and the node that precedes n. Scanning one of those nodes, w, consists of generating all deviation paths of form (15), with the deviation arc (w, x) restricted to the arcs in the set V +i (p 1w , x u ), in (18) , and chosen according to the underlying order. As shown in the following, this allows to apply and to extend the pruning rules used in Algorithm 1, and thus to discard some unnecessary deviation paths that do not lead to an optimum solution. Figure 3. (b) illustrates the deviation technique with respect to a path with deviation arc (w, x) used in the hybrid algorithms.
Corollary 1 presents the results in Propositions 4 and 1, rewritten in terms of the notation introduced in the current section.
, and let q p,i w,x = p 1w w, x p * i
x be the deviation path of p with deviation arc (w, x). Letp be any robust shortest (1, n)-path containing the sub-path p 1w . Then,
The first point of this corollary is a sufficient condition for a deviation path of a (1, n)-path to produce a candidate to an optimum path. The second point states that the cost of a deviation path, in the scenario where its robustness cost occurs, is an upper bound for the cost of any robust shortest path containing the sub-path p 1w . These cost upper bounds can be combined with the ranking method previously described in order to obtain a robust shortest path which is a deviation path.
In the following the bounds given by Corollary 1 are enhanced taking into account the results used in Algorithm 2. Let V max and U B denote upper bounds for the paths cost in scenario i and for the paths robustness cost, respectively. Like before, these values are initialized according to the least robustness cost for the shortest paths in all scenarios p j 1 , j ∈ I k . For a (1, n)-path p and a node w ∈ V (p)\{n}, such that (w, x u ) ∈ A(p) and u < l w , every arc (w, x u ), with x u ∈ V +i (p 1w , x u ), is considered as a new deviation arc.
Assuming that the set V +i (p 1w , x u ) = {x u 1 , . . . , x u s } is sorted, the deviation paths q p,i w,x u 1 , . . . , q p,i w,x u s satisfy condition (17) . In this case, the following pruning rules apply:
1. By point 1. of Corollary 1, a sub-path p 1w does not produce robust shortest deviation paths if
In this case, all the deviation paths q p,i w,x , with x ∈ V +i (p 1w , x u ), can be skipped. 4. Let r ∈ {1, . . . , s} be the smallest index such that RC(q , with r < r ≤ s, and subsequent deviations, produce a robustness cost not smaller than the optimum value. Therefore, they can be skipped.
The deviation process for the hybrid algorithm is performed for the first path to be considered, p i 1 , by scanning all its nodes but n and for the subsequent deviation paths of the form (15) by scanning all their nodes from the head node of their deviation arc till the one that precedes either n or the first which is repeated. Every deviation node of a path obtained from the deviation process is the tail node of an arc in T i . This is valid both for p i 1 , which is a path in such tree, as well as for the paths of the form (15), because they result from the concatenation with a path in that tree. Consequently, for any node w ∈ p that is scanned and (w, x) ∈ A(p), it holdsc i,k wx = 0. Therefore, x is the first element in V +i (w), i.e. x = x 1 , and the available head nodes of the deviation arcs with tail node w stay in V +i (p 1w , x 1 ). The obtained candidate paths are stored in a list X and the path with the least cost under t i is chosen to be deviated in the next iteration. Throughout the algorithm the upper bounds V max and U B are updated and a loopless robust shortest path is identified when the stopping criterion used in Algorithm 2 is met.
The steps of this method are described next. • Initialization: The trees T i , i ∈ I k , list Q, bounds LB i j , j ∈ V , and the initial candidate solution sol are determined like in Algorithm 1. The initial variables U B and V max, and the scenario i in which the ranking is performed are then determined like in Algorithm 2.
Global algorithmic structure
The lists X and W are initialized as empty sets and p i 1 is assigned with the first path p for analysis.
• Iterations: While there is a path p for being scanned such that RD(p, t i ) = U B, additional paths candidate to be optimum can be generated from each node w ∈ V (p)\{n} from the head node of p's deviation arc to the node that precedes either n or the first which is repeated in p. If (w, x 1 ) ∈ A(p), then x 1 is the first element in V +i (w). Then, the arcs (w, x) are considered as deviation arcs by non-decreasing order of the reduced costs, for x ∈ V +i (p 1w , x 1 ). If max r∈I k {v(p 1w , t r ) + c An iteration is complete once all the necessary nodes of path p have been scanned. Then, if this is a loopless path with robustness cost U B, it is identified as an optimum path candidate, and sol is updated. Besides, the paths in X that satisfy the pruning rules above (points 2. or 3.) are removed from the list. Finally, all the paths stored in W are inserted in list X and the next path to be considered is the shortest under t i in X.
The pseudo-code of the second version of Algorithm 2 described above is presented in Algorithm 3. 
Computational time complexity order

Example
Let G(V, A, T 2 ) be the network depicted in Figure 4 , and consider the application of Algorithms 1, 2 and 3 for finding a robust shortest (1, 6)-path in G(V, A, T 2 ). The plots in Figure 5 show the tree of the shortest paths from every node to node 6 under scenario 1 - Initially, the elements of set Q are given by the shortest paths under parameters t 1 and t 2 , i.e. p Figure 6 shows the tree of paths that is obtained by the application of Algorithm 1. are generated. The former label z 3 is dominated by (−40, −30), so it is deleted; label z 6 is not stored either because it does not improve the robustness cost 12; the extensions of the path associated with z 4 can produce a robustness cost of at least max r∈I2 {z r 4 + LB r 4 } = 11 ≤ 12, so z 4 is inserted in Z 4 . The two labels in Z 4 , (−10, −10) and (−15, −9), produce labels of node 6, given by (10, 10) and (5, 11), respectively. The first of them has a least robustness cost of 10, which corresponds to the associate path 1, 3, 2, 4, 6 , the robust shortest (1, 6)-path. Table 1 summarizes the steps of Algorithm 2 when applied to the network in Figure 4 till a robust shortest path is determined.
Application of Algorithm 1
Application of Algorithm 2
The 
Application of Algorithm 3
The tree of the paths obtained with Algorithm 3 is depicted in Figure 7 . The method starts by considering the same initial upper bounds as in Algorithm 2, V max = 52, U B = 12, and deviating from p 1 1 = 1, 2, 4, 6 at all its nodes but 6, taking into account that
The only path output on the first iteration of the method is q 1,2 , t 1 ) = 40 < 52, which contains a loop. This is the path p considered in the following iteration, and this time only the node 3 is scanned. Besides, max r∈I2 v( 1, 3 , t r ) + LB r 3 − LB r 1 = 10 ≤ 12, thus potential optimum paths can deviate from p at node 3. Because V +1 ( 1, 3 , 1) = {5, 2, 6}, the arcs (3, 5), (3, 2) and (3, 6) are considered as possible deviation arcs. By using deviation arc (3, 5) 3,2 ) = 10 < 12, so it is a new candidate for optimality and it is stored in W as well. Moreover, since RD(q p,1 3,2 , t 1 ) = 10, future deviations from path p at node 3 do not improve the best robustness cost obtained so far, and therefore the deviation arc (3, 6) is not considered. In spite of v ( 1, 3, 5, 6 , t 1 ) = 45 < 50, path 1, 3, 5, 6 satisfies max r∈I2 {v( 1, 3 , t 
Thus, it will not produce optimum deviation paths and it is removed from W . Then, the only path left in   W , 1, 3, 2, 4, 6 , is transferred to the empty list X. 3, 2, 4 , 6) = ∅, no new deviation arcs exist and, therefore, 1, 3, 2, 4, 6
is the robust shortest path.
Computational experiments
In order to evaluate the performance of the introduced methods, Algorithms 1, 2 and 3 were implemented in Matlab 7.12 and ran on a computer equipped with an Intel Pentium Dual CPU T2310 1.46GHz processor and 2GB of RAM. These implementations use Dijkstra's algorithm [1] to solve the shortest path problem for every scenario i and construct the associate tree T i . For Algorithm 1, a FIFO selection of the labels in list X is adopted. MPS algorithm [14] is applied to rank the loopless paths in Algorithm 2.
Input data and tests
The benchmarks used in the experiments correspond to randomly generated directed graphs with n nodes, m arcs and each arc cost assigned with a random real number in U (0, 100), for k scenarios.
The computational tests were performed for k ∈ {2, 3, 4, 5, 10, 50, 100, 500, 1000, 5000} scenarios and on
• complete networks, with n ∈ {5, 10, 15},
• random networks, with n ∈ {250, 500, 750} and d ∈ {5, 10, 15}, where d = m/n represents the density.
For each network dimension of each type, 10 problems were generated and solved by Algorithms 1, 2 and 3.
Results
From now on Algorithms 1, 2 and 3 will be represented by the abbreviations LA, RA and HA, respectively.
In order to analyze their performances, their total running times are evaluated (in seconds).
For each algorithm, the total CPU is subdivided into two partial CPU times, the cpu 1 concerning the trees T i computation, i ∈ I k , at the initialization step and the cpu 2 required for the remaining procedures.
The averages of the partial cpu i times are denoted by µ i , i = 1, 2. In terms of the total CPU, µ t = µ 1 + µ 2 and σ t are used to represent the associate average and the standard deviation. The time measures are indexed by LA, RA or HA, according to the algorithm they are associated with.
The averages of the partial running times are reported in Table 2 for complete networks and in Tables   5 and 6 for random networks. Analogously, Table 3 for complete networks and Tables 7 and 8 for random networks show the averages and the standard deviations of the total CPU times. Some of the values are omitted when the codes were too slow.
Let N r and N h represent the total number of loopless (1, n)-paths returned by the ranking till a solution is found in RA and HA, respectively. The associate averages are denoted by µ r and µ h , respectively, whereas the correspondent standard deviations are σ r and σ h . Such results are presented in Table 4 , for complete networks, and in Table 9 , for random networks. These measures are sufficient to determine the averages and the standard deviations of the total number of computed loopless paths, N pr = N r + k for RA and
Hence, the averages of N pr and N p h are given by µ pr = µ r + k and µ p h = µ h + k, respectively, and, analogously, the associate standard deviations by σ pr = σ r and σ p h = σ h . In the tables the values are rounded to the closest integer.
According to Tables 2, 5 and 6, computing the trees T i , i ∈ I k , was the most demanding step in terms of time for codes LA and HA in most of the instances, except on some cases with many scenarios, like complete networks (k ≥ 1000) or random networks with n = 250 and k = 5000. Nevertheless, LA presented other exceptions for random networks with few scenarios (k ≤ 5).
Generally speaking most of RA's time was invested on the second stage, namely when the number of ranked paths or the number of deviations costs was big enough to demand a major computational effort.
The latter cases are reflected in the results obtained for all types of networks when k ≥ 100 and the former stand for the denser networks, like complete networks with n ∈ {10, 15} and random networks with d = 15.
Indeed, the higher the density of a network the more arcs emerge from each node, which improves the chances of computing a large number of loopless paths till a solution is obtained, as Table 4 shows. Moreover, since µ r was always greater that µ h , the results for µ 2 RA were always greater than µ 2 HA , even for the cases where the second phase had a minor role in the performance in RA. This was the case of complete networks with n = 5 and k < 100, where in average up to 3 loopless paths were ranked, and of random networks with small densities and few scenarios, as d = 5 and k ∈ {2, 3, 4} or d = 10 and k = 2.
Code HA outperformed RA for all cases in terms of time, like Tables 3, 7 and 8 show. Nevertheless, HA was not always the most efficient method, given that LA had the best performance in problems with k ≥ 100. The standard deviations of the total CPUs provide information about the variability on the results towards the correspondent averages. In this sense, LA and HA were the most stable codes, with standard deviations generally smaller than the ones correspondent to the associate averages. Instead, RA had the most irregular performance due to the high values of σ 2 RA , usually greater than µ 2 RA . This is supported by the high variability of N r on Tables 4 and 9 . In contrast, N h did not vary much and the averages µ h are quite small, especially when k ≥ 50 for denser networks, where only one iteration was needed to obtain the optimum solution.
The evolution of the average CPUs can be evaluated by varying a single parameter at a time. When n and d are fixed, Tables 2, 5 and 6 show that the average time in computing the trees T i , i ∈ I k , grows when k increases, which is explained by the increase of the number of shortest paths ending at node n. In what concerns the second phase of the algorithms, µ 2 LA and µ 2 HA showed the smoothest growths, which is in accordance with the balanced performances of LA and HA. Instead, µ 2 RA increased more irregularly with k, as a reflection of the unstable variation of µ r in Tables 4 and 9 .
As computing the trees T i , i ∈ I k , is the common initial task for all algorithms, the behavior on their second phase mimics the evolution of their average total CPU times. The plots in Figures 8 and 9 show those growths in logarithmic scale for the three codes, when k varies on complete networks with n fixed and on random networks with n and d fixed, respectively. The chosen density is 5 because these problems were solved till the end for all sizes, except when k = 5000 and n = 750. The averages µ t LA and µ t HA grew The obtained results may also be analyzed under the perspective of fixing the number of scenarios. Based on Figures 8 and 9 , for different values of k the curves of µ t LA and µ t HA become more distant from the curve of µ t RA when n increases. This results from the growth of the number of paths in G with n, which may also affect their number of arcs and, consequently, the variety of paths, making the ranking heavier.
For random networks with fixed n and k, when d increases the number of paths and the average number of arcs emerging from each node increases too. This leads to a global growth on the total CPU times, specially for RA, as indicated by Tables 7 and 8 , as well as by the plots in Figure 10 for random networks with n = 250. The graphics for random networks with n ∈ {500, 750} are not included because the relative behavior of the codes in such cases is similar to those shown for n = 250.
Conclusions
This work addressed the minmax regret robust shortest path problem on a finite number of scenarios. Some properties of this problem were derived and supported the development of three algorithms for finding an optimum loopless solution. The first algorithm is a labeling approach, the second is based on the ranking of loopless paths and the third is a hybrid version of the previous two that combines pruning techniques from both while ranking loopless paths in a specific manner. The novelty of the hybrid algorithm when compared to a simple version of the ranking based method is twofold. On the one hand, the pruning rules allow to Figure 10: Performance of µ t for random networks with n = 250 and k fixed skip uninteresting paths; while, on the other, it assumes that a deviation ranking algorithm is used, and, thus, promotes the early generation of more candidate paths than with a standard implementation, seeking to produce good cost upper bounds. This further reinforces the elimination of bad solutions.
The time worst case computational complexities of the developed methods were deduced. The methods are pseudo-polynomial and their orders depend on the model parameters, as well as on the number of labels for every node for the first method, and the number of ranked paths for the second and the third.
Implementations of the three methods were tested on randomly generated networks. The results of these experiments revealed that, in general, the ranking algorithm was the one with the poorest performance, due to the variable number of loopless paths that had to be ranked before obtaining the robust shortest path.
The changes introduced in the hybrid version resulted in an improvement of this step, and thus of the initial version of the algorithm. The labeling and the hybrid methods had similar behaviors. In the performed experiments the hybrid algorithm stood out when the number of scenarios did not exceed 100, solving the problem in less than one minute in average, whereas the labeling algorithm was the best for problems with 1000 or 5000 scenarios, running in less than one hour in average. Regarding previous literature it can be noted that the developed approaches showed to be quite effective for solving exactly the min-max regret robust shortest problem with up to 1000 scenarios.
Future research on this subject can be directed to explore further techniques for reducing the number of scenarios of the model. Besides, because the time for solving the problem can be controlled for a relatively large number of scenarios, studying the relation with continuous cost models approximation theory is also suggested. Table 8 : Averages and standard deviations of the total CPU times for random networks with n = 750
