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In oil and gas industry, one of the most important stages in processing petroleum is 
separation. It can be classified by operating configuration such as vertical, horizontal 
and spherical or by its function which is 2-phase or 3-phase. In this paper, vertical 3-
phase separator will be chosen and researched. 3-phase separator is used to separate 
water, oil and gas. Gas will be at the top, oil will be the middle layer and water will 
be at the bottom due to gravitational force and the density of the substance. The 
objective is to tune the PID controller controlling the level of the water in the 
separator. Outflow rate of the water from the bottom of the separator will be used to 
control the water level. Currently there are controlling methods namely PI control 
using trial and error method, PI control using Butterworth filter design method and 
IMC method. These methods were having quite high % overshoot and long settling 
time. So, this paper will introduce Bacterial Foraging Optimization Algorithm 
(BFOA) in optimizing the parameters for PI control. BFOA mimics the behaviour of 
the bacteria in searching for highest food concentration which then modified to 
search the best parameters for the PID controller. BFOA will be able to find the best 
parameters compared with the conventional methods and show better performance 
than PI control using trial and error method, PI control using Butterworth filter 
design method or IMC method. BFOA will be studied and other existing 
conventional methods as well. Simulation will be done based on the mathematical 
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CHAPTER 1 - 
INTRODUCTION 
1.1 Background of Study 
Proportional-Integral-Derivative (PID) control is the most commonly used control 
algorithm in industry such as power plant, oil and gas as well as bio-medical like 
prosthetics. The controller’s performance is decided by the control parameters of   , 
  , and    of the PID controller. In this project, a 3-phase separator will be focused 
and discussed. There are a few methods in selecting the proper parameters which are 
manual method, Zeigler Nichols, Cohen Coon and Ciancone tuning method. Manual 
method is where experience personnel have to select the optimum parameters by trial 
and error as well as observing the output response of the system. Zeigler Nichols 
tuning method requires trial and error to obtain the ultimate gain and period. Then, 
some minor calculation will be done in selecting the parameters. Cohen Coon and 
Ciancone tuning method only applies to first order processes with dead time and a 
series of calculation need to be done in selecting the parameters. In terms of 3-phase 
separator, the conventional methods used are IMC method, PI controller using 
Butterworth filter design method and PI controller using trial and error method. All 
these methods require time as well as cost and the performance of the PID controller 
might not be satisfying. 
Currently, there are intelligent algorithms that can select and optimize the parameters 
of the plant, for example: Genetic Algorithm (GA), Particle Swarm Optimization 
(PSO), Ant Colony Optimization (ACO) and Bacterial Foraging Optimization 
Algorithm (BFOA) [13]. These techniques find and optimize the parameters faster 
than the conventional tuning methods and very cost effective. This project will 
explore and study on Bacterial Foraging Optimization Algorithm (BFOA). BFOA 
applies the behavior a swarm of bacteria searching for nutrients in a manner to 




1.2 Problem Statement 
A desired PIC controller will have a low or no percentage overshoot, integral 
squared error (ISE) and settling time. The conventional tuning method such as 
manual tuning, IMC method, trial & error and Butterworth filter design can help in 
selecting parameters but the performance might be not satisfying. Besides, time and 
cost play an important role and the conventional tuning method might need a lot of 
time and cost. 
Intelligent algorithm could save time and cost in selecting parameters as well as 
optimizing parameters which could produce desirable results. However, there are 
different values of parameters and performance for different techniques. The speed 
of convergence is different as well. From some findings, the performance of 
Bacterial Foraging Optimization Algorithm (BFOA) is slightly better than GA [4] 
and PSO [13].  
Therefore, Bacteria Foraging Optimization Algorithm (BFOA) will be explored and 
studied as well as compared with other existing techniques. 
 
1.3 Objective and Scope of Study 
The main objectives of this project are: 
 To study mathematical model of 3-phase separator 
 To study the working principle of Bacterial Foraging Optimization 
Algorithm(BFOA) 
 To study the performance of other existing intelligent algorithms  
 To compare the performance of BFOA with other existing techniques 
 
Scope of study will take in consideration of the percentage overshoot, settling time 
and ISE after implementing BFOA of the PID controller of different orders and 






2.1 Operation of 3-phase Separator 
3-phase separator is used to separate water, oil and gas into 3 different phases where 
the water will be at the bottom, oil in the middle and the gas at the top. Then, those 3 
substances will be removed accordingly. Figure 2.1 is a schematic diagram of a 
horizontal 3-phase separator.  
 
 
Figure 2.1: Schematic Diagram of a Horizontal 3-phase Separator 
 
The well fluids that were collected from underground would be fed into the 3-phase 
separator and hit the inlet diverter. There will be a sudden change of momentum of 
the fluids and causes a gross separation of vapour and liquid. As time goes, the 
gravitational force will help in pulling the water to the bottom of the separator and 
pushing the oil on top of the water [19]. This process is called “water-washing”. It 
will promote the water droplets that trapped in the oil continuous phase to 
coalescence [19]. As for the gas, some of it flows over the inlet diverter and then 
horizontally through separator and stays above the liquid. When the gas is flowing 
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across the inside of the separator, gravitational force will again pulls the small drops 
of liquid that were flowing with the gas and not separated by the inlet diverter into 
the liquid [19]. However, there will be an amount of small diameter drops that they 
are not easily separated using gravity. Thus, a coalescing section or mist extractor is 
used in order to coalesce and remove them before the gas leaves the vessel [19].  
 
Figure 2 shows the simplified separation process. Oil-well fluid with molar flow Fin 




Figure 2.2: Simplified Separation Process  
 
There are 2 main parts for the hydrocarbon which are the first stream Fh1 that 
separated by gravity and enters the oil phase and the second stream Fh2 that stayed 
in the aqueous phase due to incomplete separation [19]. Same goes to the gas 
component. The first gas stream Fg1 flashes out of the oil phase due to the pressure 
drop in the separator, and the second gas stream Fg2 stays dissolved in the oil phase 
[19]. The oil discharge Foout from the separator contains the oil component of the 
separated hydrocarbon Fo and the dissolved gas component Fg2. The flashed gas 
Fgout flows out of the separator for further processing [19]. 
 
The water and oil levels and the gas pressure inside the separator are controlled by a 
number of separate control systems [18]. Figure 2 shows the control loop involved in 




Figure 2.3: P&I Diagram of Relevant Control Loop of 3-phase Separator 
 
It can be observed that a level indicator transmitter (tagged LIT-340018) is employed 
to measure the water level inside the separator if we focus on the water level control 
loop. The measured level signal is sent to a level controller, tagged LC-340018. The 
level controller sends the control signal to a level control valve, tagged LCV-340018. 
In order to control the water level inside the separator, the LCV-340018 regulates the 
water outflow. It can be noticed that a flow indicator transmitter, named FIT-340012, 
is used to measure the water outflow-rate for some other purpose. This measurement 









2.2 Behaviour of Bacterial Foraging  
For the behavior of the bacteria in searching for nutrients, BFOA mimicked it by 
focusing in these 4 main sections which are chemotaxis, swarming, reproduction as 
well as elimination and dispersal. 
2.2.1 Chemotaxis  
Chemotaxis is the movement of the bacteria in searching for food or nutrients by 
taking small steps. The bacteria tumble around randomly until the bacteria find 
higher concentration or gradient of nutrient. Then, the bacteria will run towards that 
direction until the bacteria reach the highest food concentration.  
Chemotaxis simulates a cell to swim and tumble by using flagella. A bacterium can 
propagate by using 2 different ways biologically. For its entire lifetime, it has 2 
modes of operation that kept alternating when necessary which are swimming for a 
period of time in the same direction or tumbling around randomly.  
 
Let   (       )represents i-th bacterium at j-th chemotactic, k-th reproductive and 
l-th elimination-dispersal step. Besides, let C (i) equals to the step size of the 
tumbling in the random direction (run length unit). Then, the mathematical 
representation of this behaviour is 
 
                                     (       )    (     )   ( )
 ( )
√  ( ) ( )
                     ( ) 
 




Swarming is the behavior or the tendency of the bacteria to group together. Each 
bacterium will release signals to other bacteria and to attract or to repel them.  
In semisolid nutrient medium, a group of bacteria will show intricate and stable 
spatio-temporal patterns (swarms). When they are placed in a semisolid matrix with 
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a nutrient chemo-effecter, they will move up the nutrient gradient by arranging 
themselves in a travelling ring. When the cells are stimulated by a large amount of 
succinate, they will release an attractant aspertate that attracts each other so that they 
can aggregate into groups as concentric patterns of swarms with high density of 
bacteria. This behaviour can be represented by using the following mathematical 
equation. 
 
                                           (   (     ))  ∑   (   
 (     ))
 
   
                             ( ) 
 ∑[                (            ∑ (     
 ) 
 
   
)]  ∑[               (           ∑ (     
 ) 
 
   
)]
 
   
 




where    (   (     ))  represents the objective function value that later will be 
added into the actual objective function which is needed to be minimized. This is to 
form a time varying objective function. Whereas S represents the population of the 
bacteria, p represents the dimension or number of variables to be optimized. This p is 
present in each bacterium and               
 . On the other hand, 
                                              are different coefficients that should be 
selected properly [1, 9]. [11] 
 
2.2.3 Reproduction 
Reproduction is the behavior of bacteria where weaker half of the group of bacteria 
will die and the other stronger half will split and reproduce asexually. The number of 
bacteria of the group will remain unchanged. 
For the given k and l, and for each i = 1, 2, ..., S , let 
 
                                                           
  ∑  (       )
    
   




represents the health of the bacterium i. It is a measure of the amount of nutrients it 
had obtained over its lifetime and the ability at avoiding noxious substances. Then, 
by using the cost        , the bacteria and chemotactic parameters C(i) are sorted by 
ascending order. The higher the cost        , the lower the health.[11] 
 
2.2.4 Elimination and Dispersal 
 Elimination and dispersal is the probability of a bacterium being eliminated in a 
group and if elimination is happened, another bacterium will be dispersed to a 
random location in the optimization domain. 
 
2.2.5 Combination of All 4 Parts 
For each bacterium, the cost of its movements had involved the swarming effect 
from the other bacteria and the chemotaxis effect. The equations had accounted a 
whole set of chemotatic steps for each swarming effect done. The equation of the 
swarming effect is represented by  
                              (         )   (       )     ( 
 (     )  (     ))          ( ) 
Then for each swarming effect, a set of chemotatic steps will be calculated. 
Previously, a chemotatic step is represented by 
                                 (       )    (     )   ( )
 ( )
√  ( ) ( )
                      ( ) 
 
and the cost or  (       ) can be calculated from that equation. A series of  (       )  
will be calculated and at the same time the new value will be compared with the 
previous one. The lower value or cost will be the better one. Then, another bacterium 
will be selected and the swarming effect as well as the chemotatic steps will be 
recalculated and the process repeats for every other bacteria. 
Besides, this bacteria movement will be repeated for    times in random direction to 
obtain the best results. After    times of looping, the  (       ) for each bacteria will 
be summed up to obtain         .         will be sorted and the weaker half will die 
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and the other half will reproduce asexually and the whole process will start over 
again.  
Elimination and Dispersal process will eliminate a bacterium and disperse another 
one to its domain with a probability of     after     times of reproduction. 
 
2.3 Relation with PID Controller 
The bacteria undergo chemotaxis, swarming, reproduction as well as elimination and 
dispersal in order to survive and maintain the population by considering the optimum 
concentration of food, tendency of swarming and the health of the bacteria. Hence, 
the cost needed to find the food and maintain in a group have to be low. In other 
words bacteria are using the smallest amount of effort to achieve to best result. The 
formulas or methods mentioned previously from are combined and shows the 
behavior of the bacteria.  
By implementing this survival technique in searching for the best parameters, 
Integral Squared Error (ISE) which is represented by        or cost of the lowest will 
be chosen. BFOA will implement convergence on the parameter values to the 
optimum level and produces the best result in a short time. So, the optimum 
parameter of       and    will be chosen. 
 
2.4 Related Studies on BFOA 
The Table 1 above shows a short analysis of the journals and research papers that 
had been read. 
Table 2.1: Analysis of the Related Journals and Research Papers 
 Journal Author(s) Date  Pros & Cons Notes 
1 PID Controllers 











Jeddah, Kingdom of 
Saudi Arabia 
 
2011 Small % overshoot, 
short settling time, 
PSS not required 
since there is no 
oscillation 
Uses BFOA 





2 A new power 
system stabilizer 




E. Daryabeigi, M. 
Moazzami, A. 
Khodabakhshian, M.H. 




2011 Comparison new 
SBFOA, BFOA and 
conventional. 
SBFOA is better than 
BFOA and BFOA 
better than 
conventional. In 
some cases, SBFOA 











of PID controllers 
of UAVs [7] 
John Oyekan and 
Huosheng Hu 
School of Computer 
Science and Electronic 
Engineering 
University of Essex, 
Wivenhoe Park, 





Smaller % overshoot, 












Uses PID on 
UAV. 
 




strategy for PID 
tuning [13] 
Wael M. Korani, 
Hassen Taher Dorrah 
and Hassan M. Emara, 
Department of 
Electrical Power and 
Machines Engineering, 
Cairo University, Giza, 
Eqypt 
2009 Combination of 
BFOA and PSO on 6 
different plants. 
BFOA+PSO is better 
than BFOA and 
BFOA is better than 
PSO. 
3 plants use 
PD. Another 
3 plants use 
PID. Plant 


















Ying Chu, Hua Mi, 
Huilian Liao, Zhen Ji 
and Q.H. Wu 
2008 Combination of 
BFOA and PSO. 
BFOA+PSO is faster 
than PSO and PSO is 
faster than BFOA. 
*High- dimensional 
functions only, for 
low dimensional 


































Smaller % overshoot, 




All 3 plants 
use PID. 
Plant types 
not stated. 2 
1
st














Leandro dos Santos 
Coelho and Camila da 
Costa Silveira, 
Pontifical Catholic 









different values of 
constant C(i) (step 
size of bacterium) 













8 Optimum Design 
of PID 
Controllers Using 
Only a Germ of 
Intelligence [4] 
Ben Niu,Yunlong Zhu, 
Xiaoxian He and 
Xiangping Zeng, 
Shenyang Institute of 
Automation, Chinese 






Smaller % overshoot, 
shorter settling time, 
more robust 













Swagatam Das, Arijit 
Biswas, Sambarta 
DAsgupta and Ajith 

















Topics and authors as well as publication date were mentioned in Table 1. The 
analysis done was the advantages and disadvantages of BFOA or related studies. The 
performance and the techniques were compared and the types of plants as well as the 

















3.1 Research Methodology 
3.1.1 Plant with PID Controller 
Below is the block diagram for plant where the algorithm will take the input and find 
the optimum parameters which are       and   . Then, PID controller will take the 





Figure 3.1: Block Diagram of the System with PID Controller and BFOA 
3.1.2 Flow of BFOA 
In this research, there are codes to be compiled and run in order to optimize and 
obtain the best parameters. However, before the codes are to be done, a flowchart of 
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Elimination & Dispersal counter,       
 










































Figure 3.2: Flowchart of the Bacterial Foraging Optimization Algorithm (BFOA) 
Reproduction counter,       
 
       
Chemotaxis counter,       
 
      
Bacterium counter,       
 
     
Elimination & Dispersal 
for           with 
probability     
       
  ∑  (       )
    
   
   
       
  are sorted 
with order, the 
greater half will die 
and the other half 
will reproduce. 
Compute fitness function,  (         ) 
which        (       ) 
Swim counter,     
 
      
 
      






Set  (       )       . Let the bacterium to proceed 
with the swim due to better result. 












Figure 5 shows the flow of BFOA by combining all 4 parts which are chemotaxis, 
swarming, reproduction as well as elimination and dispersal.       with the smallest 
value will be produced and chosen since it represents the Integral Squared Error  
(ISE) or also known as cost.  
 
Please refer to Appendix A for BACTERIA FORAGING OPTIMIZATION 
ALGORITHM (BFOA) MATLAB CODES. 
 
3.1.3 Mathematical Model of 3-phase Separator 
A 3-phase separator can be modeled and represented by using a transfer function to 
show its characteristic. 
 
Figure 3.3: Block Diagram of 3-phase Separator with Disturbance, Qin [18] 
The figure above shows the block diagram of 3-phase separator with disturbance, Qin 
included. BFOA is used and implemented as shown in Figure 1 on top of C(s). The 
input, R(s) and output, H(s) are the desired level and actual level of the water in the 
separator. 
 






3.2 Project activities 
The Figure below shows the guidelines of the steps needed in completing this project. 
It shows the project activities that should be conducted in this project. 
 
 





Understand comprehensively the fundamental concept of 
Bacteria Foraging Optimization Algorithm 
Study the Operation of 3-phase Separator 
Read and study the journals and research papers 
regarding BFOA and 3-phase separator. 
Conduct Literature Review on publish 
journals and research papers 
Obtain mathematical model of 3-phase separator 
Compare the advantages and disadvantages of 
the techniques involved. 
Identify the applications suitable for BFOA by 
comparing with other techniques 
Simulate the applications using BFOA and 
observe the results 
Improve the performance of BFOA 
Prepare technical papers  
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3.3 Gantt Chart/Key milestone 
The Table 2 below shows the tasks that need to be completed and the dates of 
completing them. It is a Gantt Chart of the project with the key milestones included 
to show the progress and schedule of the project. 
Table 3.1: Gantt Chart of the Project with Key Milestones 
 
 












RESULTS AND DISCUSSION 
4.1 Results 
For each of the method, the parameters used were: 
Table 4.1: Values of Parameters for each Method 
 Kp Ki 
BFOA -33.898 -0.1065 
Trial & Error[18] -0.7391 -1.582 
Butterworth [18] -1.05 -1.76 
 
And for IMC method [1]: 
                                                       
           
       
                         ( ) 
By using Matlab Simulink, the following system was constructed as shown in Figure 
2.1.  
Figure 4.1: Matlab Simulink of Block Diagram Comparing All Methods 
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From the simulation, the following are the results obtained for each of the methods. 
 
 








































4.2 Discussion and Analysis 
Figure 4.2 to Figure 4.5 show the initial set point change then followed by the 
disturbance due to the input well fluids of the 3-phase separator. Figure 4.6 to Figure 
4.9 show the responses which include the input disturbance and the set point changes 
as well. Both Figure 4.2 and Figure 4.6 show that the responses of using BFOA 
tuning method produce the best results which are almost the same as the desired 
results. Trial and error method and Butterworth filter design method produces results 
that have high overshoots and undershoots. IMC method produces slow responses 
which have long rise time. IMC method, trial & error and Butterworth filter design 
method have large settling time or very slow responses compared to BFOA tuning 
method. The figure below shows the comparison of the conventional methods with 
the intelligent method. 
 
Figure 4.10: Comparison of Response among Conventional methods and BFOA 
From the comparison, the response from using BFOA had shown that it copied the 
value of setpoint very closely while the conventional methods had overshoots and 
larger settling time. The following figures were obtained by analyzing the responses 
from various methods and calculated. 
23 
 




Figure 4.13: Settling Time of Different Methods 
Table 4.2: Percentage Improvements of BFOA compared to Conventional Methods 
Method ISE %OS Ts (s) % Improvements 
BFOA 0.0663 0% 2 - 
IMC 2.125 0% 20 96.88% 
Trial and Error 2.434 60% 41 97.27% 
Butterworth Filter Design 1.8116 52% 28 96.34% 
 
Figure 4.11, 4.12 and 4.13 had shown the ISE, percentage overshoot and 
settling time respective for all methods. The lower the values, the better the response 
is. For these 3 figures, BFOA shows the lowest values. This has proven that BFOA 
Figure 4.11: Integral Squared Error of 
Different Methods 




optimize better parameters compare with these conventional methods. From all of 
the 4 methods used, BFOA have the most significant improvements by having the 
least or almost zero % overshoot and the shortest settling time. This had shown that 
BFOA performs the best of all the methods tested. Table 4.2 was tabulated by 
calculating the percentage performance improvement based on ISE, percentage 
overshoot and settling time. It had shown that the overall improvements are more 
than 90%. 
 
4.3 Graphic User Interface (GUI) 
Other than comparing the results of BFOA and the conventional methods, a GUI was 
developed to ease the user in optimizing the parameters using BFOA. The software 





Please refer to Appendix B for GUI MATLAB CODES 
The following Figure 4.14 is a screen shot of the GUI. 
 




Transfer function can be input into the GUI in the first box and then generate the 
equation to initialize the required parameters. Then, optimization can be done. After 
that, values of Kp, Ki and Kd will be displayed and a step response of the system can 
be plotted. There are only 3 push buttons that can be used in the GUI that I had 
developed. There will be 3 colours for the buttons which are green, red and grey. The 
push button can only be pushed when it is green in colour. When the button is in 
grey or red colour, it cannot be pushed. The difference between the grey and red is 
that if any mistake or wrong data had been keyed into the GUI and the user wanted 
to change the values, the information with the grey or green button can be changed. 
Red means that the algorithm is running or the data required is insufficient. The 
following Figure 4.15 show the transfer function of the system is being input. 
 
 
Figure 4.15: GUI – Transfer Function of System being Input and Generated 
From Figure 4.15, it can be observed that the push button “Generate” turned from 
green to grey and push button “Optimize” turned from red to green. It shows that the 
transfer function is accepted and generated. The transfer function of system can be 
checked from the “Transfer Function Generated” box. By then, it is ready to 
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optimize the required parameters. The following Figure 4.16 will show the next 
process. 
 
Figure 4.16: GUI – Optimized Parameters Kp, Ki and Kd 
The above Figure 4.16 shows that the parameters are being optimized after 
approximately 20 seconds. Then, the “Optimized” push button will change from 
green to grey and the “Plot” push button is enabled. After the “Plot” push button is 




Figure 4.17: GUI – Response of System is generated using Optimized Parameters 
The response of the system using the optimized parameters will be plotted after the 
push button “Plot” is pushed. The user can analyse the error or the performance of 
the optimized parameters. Other than that, there are a few tools that had been added 
to help in analysing the plot. This can be observed the Figure 4.18 and 4.19. 
 





Figure 4.19: GUI – Zoom in/out and Pan 
Figure 4.18 had shown that the user can use the Data Cursor tool to obtain the data at 
certain point on the line. Besides, Figure 4.19 had shown that the user can zoom in 
and out of the plot to analyse the plot clearly. A Pan tool is added the move the plot 




CONCLUSION AND RECOMMENDATION 
A mathematical model of the 3-phase separator was formed. From the mathematical 
model, trial & error method, Butterworth filter design method, IMC method and 
BFOA tuning method were tested using Matlab Simulink simulation. A set of 
parameters were used and the results were obtained. The results have shown that the 
BFOA method produces the best results and far better that the other 3 conventional 
methods. BFOA has more than 90% improvements compared to the conventional 
methods. BFOA can improve the performance of the system thus increases 
productivity, decrease cost and saves time. A GUI is developed in order to ease the 
optimization process. This is a promising technique to be used in oil and gas industry 
other than 3-phase separator. Further studies can be carried out on an actual plant 
and plants with higher order. Besides, BFOA can be used to compare with other 
intelligent techniques. Then, more research could be done integrating more than one 
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BACTERIA FORAGING OPTIMIZATION ALGORITHM 
(BFOA) MATLAB CODES 
%BG.m (MAIN) 
% Tunning of PID controller using Bacterial foraging   
% 
% 
% Author: Ho Joon Heng (joonheng89@gmail.com) 
% Electrical & Electronics Enginering Dept, 
% Universiti Teknologi Petronas, Malaysia 
%  
% Reference from Wael Mansour (wael192@yahoo.com) 
% MSc Student, Electrical Enginering Dept,  








%Obtain Variables from GUI 
Num3 = getappdata(0,'GUI_Num3'); 
Num2 = getappdata(0,'GUI_Num2'); 
Num1 = getappdata(0,'GUI_Num1'); 
Num0 = getappdata(0,'GUI_Num0'); 
Den3 = getappdata(0,'GUI_Den3'); 
Den2 = getappdata(0,'GUI_Den2'); 
Den1 = getappdata(0,'GUI_Den1'); 










p=2;                          
s=6;                          
Nc=5;                         
Ns=4;                         
Nre=4;                        
Ned=2;                        
Sr=s/2;                       
Ped=0.25;                     
c(:,1)=0.05*ones(s,1);        
for m=1:s                     
    P(1,:,1,1,1)= 50*rand(s,1)'; 
    P(2,:,1,1,1)= .2*rand(s,1)'; 
    %P(3,:,1,1,1)= .2*rand(s,1)'; 
end                                                                   




%Main loop  
 
%Elimination and dispersal loop  
for ell=1:Ned 





    for K=1:Nre     
 
%  swim/tumble(chemotaxis)loop    
 
        for j=1:Nc 
             
            for i=1:s         




                         
                Jlast=J(i,j,K,ell);    
                Delta(:,i)=(2*round(rand(p,1))-1).*rand(p,1);               
  
                
P(:,i,j+1,K,ell)=P(:,i,j,K,ell)+c(i,K)*Delta(:,i)/sqrt(Delta(:,i)'*D
elta(:,i)); % This adds a unit vector in the random direction             
  
                 
                J(i,j+1,K,ell)=tracklsq_PI(P(:,i,j+1,K,ell));   
                m=0;         % Initialize counter for swim length  
                    while m<Ns      
                          m=m+1; 
                          if J(i,j+1,K,ell)<Jlast   
                             Jlast=J(i,j+1,K,ell);     
                             
P(:,i,j+1,K,ell)=P(:,i,j+1,K,ell)+c(i,K)*Delta(:,i)/sqrt(Delta(:,i)'
*Delta(:,i)) ;    
                             
J(i,j+1,K,ell)=tracklsq_PI(P(:,i,j+1,K,ell)); 
                          else        
                             m=Ns ;      
                          end         
                     
                    end  
                J(i,j,K,ell)=Jlast; 
                sprintf('The value of interation i %3.0f ,j 
= %3.0f  , K= %3.0f, ell= %3.0f' , i, j, K ,ell ); 
                    
            end  
             
        end   
 
                  
%Reprodution                                               
        Jhealth=sum(J(:,:,K,ell),2);               
        [Jhealth,sortind]=sort(Jhealth);           
        P(:,:,1,K+1,ell)=P(:,sortind,Nc+1,K,ell);  
        c(:,K+1)=c(sortind,K);                    




%Split the bacteria (reproduction)                              
            for i=1:Sr 
                %Sr2=2*Sr; 
                %Sr3=2*Sr; 
                P(:,i+Sr,1,K+1,ell)=P(:,i,1,K+1,ell); % The least 
fit do not reproduce, the most fit ones split into two identical 
copies   
                %P(:,i+Sr2,1,K+1,ell)=P(:,i,1,K+1,ell); 
                %P(:,i+Sr3,1,K+1,ell)=P(:,i,1,K+1,ell); 
                c(i+Sr,K+1)=c(i,K+1); 
                %c(i+Sr2,K+1)=c(i,K+1);   
                %c(i+Sr3,K+1)=c(i,K+1);   
            end    
        end %  Go to next reproduction     
 
 
%Eliminatoin and dispersal 
        for m=1:s  
            if  Ped>rand % % Generate random number  
                P(1,:,1,1,1)= 50*rand(s,1)'; 
                P(2,:,1,1,1)= .2*rand(s,1)'; 
                %P(3,:,1,1,1)= .2*rand(s,1)';    
            else  
                P(:,m,1,1,ell+1)=P(:,m,1,Nre+1,ell); 
            end         




           reproduction = J(:,1:Nc,Nre,Ned); 
           [jlastreproduction,O] = min(reproduction,[],2);  % min 
cost function for each bacterial  
           [Y,I] = min(jlastreproduction); 
           pbest=P(:,I,O(I,:),K,ell); 
           Kp= abs(pbest(1,:)) 
           Ki= abs(pbest(2,:)) 
           Kd= 0%abs(pbest(3,:)) 
           assignin('base','Kp',Kp); 
           assignin('base','Ki',Ki);            
           assignin('base','Kd',Kd); 
           setappdata(0,'BG_Opt_Kp',Kp); 
           setappdata(0,'BG_Opt_Ki',Ki); 
           setappdata(0,'BG_Opt_Kd',Kd); 
            
            



















function F = tracklsq(pid) 
         
         Num3 = getappdata(0,'BG_Num3'); 
         Num2 = getappdata(0,'BG_Num2'); 
         Num1 = getappdata(0,'BG_Num1'); 
         Num0 = getappdata(0,'BG_Num0'); 
         Den3 = getappdata(0,'BG_Den3'); 
         Den2 = getappdata(0,'BG_Den2'); 
         Den1 = getappdata(0,'BG_Den1'); 
         Den0 = getappdata(0,'BG_Den0'); 
         Kp = pid(1); 
         Ki = pid(2); 
         Kd = pid(3); 
          
         sprintf('The value of interation Kp= %3.0f, Ki= %3.0f, 
Kd= %3.0f', pid(1), pid(2), pid(3));  
          
         %Compute function value 
         simopt = 
simset('solver','ode5','SrcWorkspace','Current','DstWorkspace','Curr
ent');  % Initialize sim options 
         [tout,xout,yout] = sim('optsim2',[0 50],simopt); 
          
         %Compute the error  
         e=yout(1)-1 ; 
          
         %Compute the overshoot 
         sys_overshoot = max(yout(1))-1; 
         sys_shoot = abs(sys_overshoot); 
          
         alpha = 10; 
         beta = 10; 
         F = e2*beta+sys_shoot*alpha; 
          





GUI MATLAB CODES 
% GUI (MAIN) 
function varargout = GUI(varargin) 
% GUI M-file for GUI.fig 
%      GUI, by itself, creates a new GUI or raises the existing 
%      singleton*. 
% 
%      H = GUI returns the handle to a new GUI or the handle to 
%      the existing singleton*. 
% 
%      GUI('CALLBACK',hObject,eventData,handles,...) calls the local 
%      function named CALLBACK in GUI.M with the given input 
arguments. 
% 
%      GUI('Property','Value',...) creates a new GUI or raises the 
%      existing singleton*.  Starting from the left, property value 
pairs are 
%      applied to the GUI before GUI_OpeningFcn gets called.  An 
%      unrecognized property name or invalid value makes property 
application 
%      stop.  All inputs are passed to GUI_OpeningFcn via varargin. 
% 
%      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows 
only one 
%      instance to run (singleton)". 
% 
% See also: GUIDE, GUIDATA, GUIHANDLES 
 
% View the above text to modify the response to help GUI 
 
% Last Modified by GUIDE v2.5 26-Jul-2012 16:55:39 
 
% Begin initialization code - DO NOT VIEW 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @GUI_OpeningFcn, ... 
                   'gui_OutputFcn',  @GUI_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 




    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT VIEW 
 
 
% --- Executes just before GUI is made visible. 
function GUI_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
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% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to GUI (see VARARGIN) 
 
% Choose default command line output for GUI 

















title('Response vs Time'); 
 
% Update handles structure 
guidata(hObject, handles); 
 




% --- Outputs from this function are returned to the command line. 
function varargout = GUI_OutputFcn(hObject, eventdata, handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Get default command line output from handles structure 




function edit1_Callback(hObject, eventdata, handles) 
% hObject    handle to edit1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of edit1 as text 
%        str2double(get(hObject,'String')) returns contents of edit1 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function edit1_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Num3_Callback(hObject, eventdata, handles) 
% hObject    handle to Num3 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Num3_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Num3 as text 
%        str2double(get(hObject,'String')) returns contents of Num3 
as a 
%        double 
 
 
% --- Executes during object creation, after setting all properties. 
function Num3_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Num3 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function edit5_Callback(hObject, eventdata, handles) 
% hObject    handle to edit5 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of edit5 as text 
%        str2double(get(hObject,'String')) returns contents of edit5 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function edit5_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit5 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 







function Num2_Callback(hObject, eventdata, handles) 
% hObject    handle to Num2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Num2_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Num2 as text 
%        str2double(get(hObject,'String')) returns contents of Num2 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Num2_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Num2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Num1_Callback(hObject, eventdata, handles) 
% hObject    handle to Num1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Num1_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Num1 as text 
%        str2double(get(hObject,'String')) returns contents of Num1 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Num1_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Num1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




% --- If Enable == 'on', executes on mouse press in 5 pixel border. 




function edit5_ButtonDownFcn(hObject, eventdata, handles) 
% hObject    handle to edit5 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function Menu_Callback(hObject, eventdata, handles) 
% hObject    handle to File (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
 
% --- Executes on button press in pushbutton_Opt. 
function pushbutton_Opt_Callback(hObject, eventdata, handles) 
% hObject    handle to pushbutton_Opt (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
BG; 
BG_Opt_Kp = getappdata(0,'BG_Opt_Kp'); 
BG_Opt_Ki = getappdata(0,'BG_Opt_Ki'); 












% --- Executes on button press in pushbutton_Plot. 
function pushbutton_Plot_Callback(hObject, eventdata, handles) 
% hObject    handle to pushbutton_Plot (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
BG_Opt_Kp = getappdata(0,'BG_Opt_Kp'); 
BG_Opt_Ki = getappdata(0,'BG_Opt_Ki'); 
BG_Opt_Kd = getappdata(0,'BG_Opt_Kd'); 
graph(1) = handles.Num3_value; 
graph(2) = handles.Num2_value; 
graph(3) = handles.Num1_value; 
graph(4) = handles.Num0_value; 
graph(5) = handles.Den3_value; 
graph(6) = handles.Den2_value; 
graph(7) = handles.Den1_value; 
graph(8) = handles.Den0_value; 
graph(9) = BG_Opt_Kp; 
graph(10) = BG_Opt_Ki; 
graph(11) = BG_Opt_Kd; 
[tout yout]= graph_simout(graph); 
axes(handles.graph); 
plot(tout,yout(:,2),tout,yout(:,1),'LineWidth',(1.5)); 














function Num0_Callback(hObject, eventdata, handles) 
% hObject    handle to Num0 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Num0_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Num0 as text 
%        str2double(get(hObject,'String')) returns contents of Num0 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Num0_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Num0 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Den3_Callback(hObject, eventdata, handles) 
% hObject    handle to Den3 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Den3_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Den3 as text 
%        str2double(get(hObject,'String')) returns contents of Den3 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Den3_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Den3 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 







function Den2_Callback(hObject, eventdata, handles) 
% hObject    handle to Den2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Den2_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Den2 as text 
%        str2double(get(hObject,'String')) returns contents of Den2 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Den2_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Den2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Den1_Callback(hObject, eventdata, handles) 
% hObject    handle to Den1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.Den1_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Den1 as text 
%        str2double(get(hObject,'String')) returns contents of Den1 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Den1_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Den1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Den0_Callback(hObject, eventdata, handles) 
% hObject    handle to Den0 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
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% handles    structure with handles and user data (see GUIDATA) 
handles.Den0_value = str2double(get(hObject,'String')); 
guidata(hObject, handles); 
 
% Hints: get(hObject,'String') returns contents of Den0 as text 
%        str2double(get(hObject,'String')) returns contents of Den0 
as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Den0_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Den0 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Opt_Kp_Callback(hObject, eventdata, handles) 
% hObject    handle to Opt_Kp (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of Opt_Kp as text 
%        str2double(get(hObject,'String')) returns contents of 
Opt_Kp as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Opt_Kp_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Opt_Kp (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Opt_Ki_Callback(hObject, eventdata, handles) 
% hObject    handle to Opt_Ki (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of Opt_Ki as text 
%        str2double(get(hObject,'String')) returns contents of 





% --- Executes during object creation, after setting all properties. 
function Opt_Ki_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Opt_Ki (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Opt_Kd_Callback(hObject, eventdata, handles) 
% hObject    handle to Opt_Kd (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of Opt_Kd as text 
%        str2double(get(hObject,'String')) returns contents of 
Opt_Kd as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Opt_Kd_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Opt_Kd (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




% --- Executes on button press in Gen. 
function Gen_Callback(hObject, eventdata, handles) 
% hObject    handle to Gen (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
Trans_Num3 = handles.Num3_value; 
Trans_Num2 = handles.Num2_value; 
Trans_Num1 = handles.Num1_value; 
Trans_Num0 = handles.Num0_value; 
Trans_Den3 = handles.Den3_value; 
Trans_Den2 = handles.Den2_value; 
Trans_Den1 = handles.Den1_value; 




















% To display generated transfer function - Numerator 
if Trans_Num3== 0 
    if Trans_Num2== 0 
        if Trans_Num1== 0 
            if Trans_Num0== 0 
                display_Num = 'Error!'; 
            else 
                display_Num = num2str(Trans_Num0); 
            end 
        else 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num1),'s']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num1),'s 
',num2str(Trans_Num0)];                 
            else 
                display_Num = [num2str(Trans_Num1),'s 
+',num2str(Trans_Num0)]; 
            end 
        end 
    else 
        if Trans_Num1== 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num2),'s^2']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num2),'s^2 
',num2str(Trans_Num0)];   
            else 
                display_Num = [num2str(Trans_Num2),'s^2 
+',num2str(Trans_Num0)]; 
            end 
        elseif Trans_Num1 < 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num2),'s^2 
',num2str(Trans_Num1),'s']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num2),'s^2 
',num2str(Trans_Num1),'s ',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num2),'s^2 
',num2str(Trans_Num1),'s +',num2str(Trans_Num0)]; 
            end 
        else 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num2),'s^2 
+',num2str(Trans_Num1),'s']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num2),'s^2 
+',num2str(Trans_Num1),'s ',num2str(Trans_Num0)]; 
            else 
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                display_Num = [num2str(Trans_Num2),'s^2 
+',num2str(Trans_Num1),'s +',num2str(Trans_Num0)]; 
            end 
        end 
    end 
else 
    if Trans_Num2== 0 
        if Trans_Num1== 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 +']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num0)]; 
            end 
        elseif Trans_Num1 < 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num1),'s']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num1),'s ',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num1),'s +',num2str(Trans_Num0)]; 
            end 
        else 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num1),'s']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num1),'s ',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num1),'s +',num2str(Trans_Num0)]; 
            end 
        end 
    elseif Trans_Num2 < 0 
        if Trans_Num1== 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num0)]; 
            end 
        elseif Trans_Num1 < 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num1),'s'];                 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num1),'s 
',num2str(Trans_Num0)]; 
            else 
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                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num1),'s 
+',num2str(Trans_Num0)]; 
            end 
        else 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num1),'s'];                 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num1),'s 
',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num1),'s 
+',num2str(Trans_Num0)]; 
            end 
        end 
    else 
        if Trans_Num1== 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2']; 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num0)]; 
            end 
        elseif Trans_Num1 < 0 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num1),'s'];                 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num1),'s 
',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 ',num2str(Trans_Num1),'s 
+',num2str(Trans_Num0)]; 
            end 
        else 
            if Trans_Num0== 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num1),'s'];                 
            elseif Trans_Num0 < 0 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num1),'s 
',num2str(Trans_Num0)]; 
            else 
                display_Num = [num2str(Trans_Num3),'s^3 
+',num2str(Trans_Num2),'s^2 +',num2str(Trans_Num1),'s 
+',num2str(Trans_Num0)]; 
            end 
        end 
    end 
end 
 
%To display generated transfer function - Denominator 
50 
 
if Trans_Den3== 0 
    if Trans_Den2== 0 
        if Trans_Den1== 0 
            if Trans_Den0== 0 
                display_Den = 'Error!'; 
            else 
                display_Den = num2str(Trans_Den0); 
            end 
        else 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den1),'s']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den1),'s 
',num2str(Trans_Den0)];                 
            else 
                display_Den = [num2str(Trans_Den1),'s 
+',num2str(Trans_Den0)]; 
            end 
        end 
    else 
        if Trans_Den1== 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den2),'s^2']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den2),'s^2 
',num2str(Trans_Den0)];   
            else 
                display_Den = [num2str(Trans_Den2),'s^2 
+',num2str(Trans_Den0)]; 
            end 
        elseif Trans_Den1 < 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den2),'s^2 
',num2str(Trans_Den1),'s']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den2),'s^2 
',num2str(Trans_Den1),'s ',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den2),'s^2 
',num2str(Trans_Den1),'s +',num2str(Trans_Den0)]; 
            end 
        else 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den2),'s^2 
+',num2str(Trans_Den1),'s']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den2),'s^2 
+',num2str(Trans_Den1),'s ',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den2),'s^2 
+',num2str(Trans_Den1),'s +',num2str(Trans_Den0)]; 
            end 
        end 
    end 
else 
    if Trans_Den2== 0 
        if Trans_Den1== 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 +']; 
            elseif Trans_Den0 < 0 
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                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den0)]; 
            end 
        elseif Trans_Den1 < 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den1),'s']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den1),'s ',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den1),'s +',num2str(Trans_Den0)]; 
            end 
        else 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den1),'s']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den1),'s ',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den1),'s +',num2str(Trans_Den0)]; 
            end 
        end 
    elseif Trans_Den2 < 0 
        if Trans_Den1== 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den0)]; 
            end 
        elseif Trans_Den1 < 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den1),'s'];                 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den1),'s 
',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den1),'s 
+',num2str(Trans_Den0)]; 
            end 
        else 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den1),'s'];                 
            elseif Trans_Den0 < 0 
52 
 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den1),'s 
',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den1),'s 
+',num2str(Trans_Den0)]; 
            end 
        end 
    else 
        if Trans_Den1== 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2']; 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den0)]; 
            end 
        elseif Trans_Den1 < 0 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den1),'s'];                 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den1),'s 
',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 ',num2str(Trans_Den1),'s 
+',num2str(Trans_Den0)]; 
            end 
        else 
            if Trans_Den0== 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den1),'s'];                 
            elseif Trans_Den0 < 0 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den1),'s 
',num2str(Trans_Den0)]; 
            else 
                display_Den = [num2str(Trans_Den3),'s^3 
+',num2str(Trans_Den2),'s^2 +',num2str(Trans_Den1),'s 
+',num2str(Trans_Den0)]; 
            end 
        end 











function Gen_Num_Callback(hObject, eventdata, handles) 
% hObject    handle to Gen_Num (see GCBO) 
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% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of Gen_Num as text 
%        str2double(get(hObject,'String')) returns contents of 
Gen_Num as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Gen_Num_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Gen_Num (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




function Gen_Den_Callback(hObject, eventdata, handles) 
% hObject    handle to Gen_Den (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
 
% Hints: get(hObject,'String') returns contents of Gen_Den as text 
%        str2double(get(hObject,'String')) returns contents of 
Gen_Den as a double 
 
 
% --- Executes during object creation, after setting all properties. 
function Gen_Den_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Gen_Den (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
 
% Hint: view controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 






function File_Callback(hObject, eventdata, handles) 
% hObject    handle to File (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 




function View_Callback(hObject, eventdata, handles) 
% hObject    handle to View (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 







function View_Zoomin_Callback(hObject, eventdata, handles) 
% hObject    handle to View_Zoomin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function View_Zoomout_Callback(hObject, eventdata, handles) 
% hObject    handle to View_Zoomout (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function View_Pan_Callback(hObject, eventdata, handles) 
% hObject    handle to View_Pan (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function View_Cursor_Callback(hObject, eventdata, handles) 
% hObject    handle to View_Cursor (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function File_Save_Callback(hObject, eventdata, handles) 
% hObject    handle to File_Save (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function File_Saveas_Callback(hObject, eventdata, handles) 
% hObject    handle to File_Saveas (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





function File_Close_Callback(hObject, eventdata, handles) 
% hObject    handle to File_Close (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 








% graph_simout (function) 
function [F G] = graph_simout(const_graph) 
         
         % Variables 
         Num3 = const_graph(1); 
         Num2 = const_graph(2); 
         Num1 = const_graph(3); 
         Num0 = const_graph(4); 
         Den3 = const_graph(5); 
         Den2 = const_graph(6); 
         Den1 = const_graph(7); 
         Den0 = const_graph(8); 
         Kp = const_graph(9); 
         Ki = const_graph(10); 
         Kd = const_graph(11); 
          
         %sprintf('The value of interation Kp= %3.0f, Ki= %3.0f, 
Kd= %3.0f', const_graph(9), const_graph(10), const_graph(11));  
                   
         %Compute function value 
         simopt3 = 
simset('SrcWorkspace','Current','DstWorkspace','Current');  % 
Initialize sim options 
         [tout3,xout3,yout3] = sim('optsim2',[0 100],simopt3); 
          
         F = tout3; 
         G = yout3; 
          
    end 
