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SANASTO 
Electron  Node.js-sovelluskehys työpöytäsovelluksien toteutta-
miseen 
HTTP  Hypertext Transfer Protocol. Hypertekstin siirtoproto-
kolla 
JavaScript  Web-ympäristössä käytettävä ohjelmointikieli 
Node.js  JavaScriptiin perustuva kehitysalusta 
REST  Representational State Transfer, arkkitehtuurimalli ra-
japintojen toteuttamiseen 
TCP  Transmission Control Protocol, tietoliikenneprotokolla 
WebSocket  Kaksisuuntainen kommunikaatioprotokolla 
WLAN Wireless Local Area Network, Langaton lähiverkkotek-
niikka 
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1 JOHDANTO 
Tämän opinnäytetyön aiheena oli suunnitella ja toteuttaa Meiko Oy -nimiselle 
yritykselle sovellus, jonka avulla voidaan käyttää nykyistä selainpohjaista kassa-
järjestelmää lähiverkossa toimivan maksupäätteen kanssa. Sovellus ohjaa 
verkkoselaimelta WebSocket-viestit maksupäätteelle TCP-tietoliikenne protokol-
lan kautta. Tämän sovelluksen avulla myös iPadilla pystyy käyttämään kassa-
järjestelmää ja maksupäätettä. Verkkoselaimesta ei voi lähettää ulospäin vieste-
jä käyttäen TCP:tä. WebSocketin avulla voidaan kommunikoida HTTP-
yhteydellä palvelimen kanssa. Maksupääte toimii WLAN-yhteydellä ja se ottaa 
vastaan TCP-viestejä. Sovellus ottaa vastaan verkkoselaimen WebSocket-
viestit ja ohjaa ne maksupäätteelle TCP-yhteydellä. (Kuva 1.) 
Työn toteuttamisessa lähdin liikkeelle tutkimalla mahdollisia työkaluja ja tapoja, 
joilla sovellus voitaisiin toteuttaa. Sovelluksen toteutin JavaScriptillä käyttäen 
NodeJS:ää ja Electronia. Työn aloittaessa minulla ei ollut kovin paljoa kokemus-
ta näistä tekniikoista. 
 
KUVA 1. Kuvaus järjestelmän toiminnasta 
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2 TEKNOLOGIAT JA KIELET 
2.1 Node.js 
Node.js on avoimen lähdekoodin ajoympäristö. Se käyttää Googlen kehittämää 
V8-JavaScript-moottoria. Ryan Dahlin julkaisi ensimmäisen version Node.js:stä 
toukokuussa 2009. (1.) 
Node.js:n avulla voidaan tehdä kokonaan palvelinpuolen koodi JavaScriptillä, 
mukaan lukien web-palvelin, palvelinpuolen skriptit ja web-sovelluksen toiminal-
lisuus (2, s. 2–3). 
2.2 JavaScript-ohjelmointikieli 
JavaScript on kevyt alustariippumaton olio-ohjelmointikieli. JavaScript sisältää 
useita kirjastoja, kuten Array, Date, Math, ja lisäksi erilaisia kielielementtejä. 
JavaScriptin avulla voidaan lisätä verkkosivuille dynaamista toiminnallisuutta. 
JavaScriptiä voidaan laajentaa lisäosien avulla. (3.) 
Asiakaspuolella JavaScriptiä voi hallita esimerkiksi HTML-lomakkeita ja ottaa 
vastaan käyttäjän tapahtumia, kuten hiiren klikkauksia, lomakkeen lähettämistä 
ja sivulla navigointia. JavaScriptiä voidaan ajaa myös palvelinpuolella, joka an-
taa mahdollisuuden web-ohjelmalle kommunikoida esimerkiksi tietokannan 
kanssa ja muokata tiedostoja palvelimella. (3.) 
JavaScript julkaistiin toukokuussa 1995 ja sen kehitti alun perin Netscapen 
Brendan Eich. Alun perin JavaScript julkaistiin nimellä Mocha, myöhemmin se 
nimettiin LiveScriptiksi, ja lopulta nimi muuttui JavaScriptiksi, kun Netscape yh-
distyi Sun Microsystemsin kanssa. Sun Microsystems on kehittänyt Java-
ohjelmointikielen. JavaScript ja Java ovat kuitenkin eroavia tekniikoita, eikä niillä 
ole tekemistä toistensa kanssa. JavaScriptin suosion ansiosta Microsoft kehitti 
yhteensopivan version vuonna 1996 nimeltä JScript. (2, s. 5.) 
Netscape esitteli joulukuussa 1995 JavaScriptin julkaisun jälkeen mahdollisuu-
den käyttää JavaScriptiä myös palvelinpuolen skripteissä. Myöhemmin julkais-
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tiin Node.js, jolla voidaan käyttää JavaScriptiä palvelinpuolella tehokkaammin. 
(4.) 
2.3 NPM 
NPM eli Node Package Manager on Node.js:lle kehitetty pakettimanageri, joka 
hallitsee projektin riippuvuudet, asennukset ja päivittämisen. NPM on säilö 
avoimen lähdekoodin Node.js-projekteille ja lisäksi komentorivityökalu, jonka 
avulla voidaan asentaa paketteja. NPM:stä löytyy paljon Node.js-kirjastoja ja 
ohjelmia. Uusia paketteja ja kirjastoja julkaistaan päivittäin ja niitä voi etsiä 
osoitteesta http://search.npmjs.org/. Halutut paketit voidaan asentaa helposti 
yhdellä komentorivikomennolla. Asennettavat paketit voivat vaatia myös muita 
julkaistuja paketteja, NPM asentaa tarvittavat paketit automaattisesti. (5.) 
Esimerkiksi Electron-sovelluskehyksen asentaminen projektikansioon tapahtuu 
yksinkertaisesti komennolla ”npm install electron-prebuilt”. 
2.4 Electron 
Electron on GitHubin kehittämä järjestelmäriippumaton sovelluskehys. Ensim-
mäinen versio Electronista julkaistiin 15. heinäkuuta 2013. Alun perin Electronia 
kutsuttiin Atom Shelliksi. (7.) 
Electronilla voidaan kehittää Node.js:ää käyttäen alustariippumattomia työpöy-
täsovelluksia. Sillä on kehitetty esimerkiksi Atom-tekstieditori ja Visual Studio 
Code. (8.) 
Electron sisältää monia ominaisuuksia, jotka helpottavat sovelluksen kehittämis-
tä. Siihen saa automaattiset päivitykset, jotka toimivat macOS-, Windows- ja 
Linux-käyttöjärjestelmissä. Se tukee suoraan käyttöjärjestelmän natiiveja vali-
koita ja ilmoituksia. Sovellusten julkaiseminen on helppoa, koska se sisältää 
myös asennusohjelmat Windowsille. Electron käyttää ytimenä Chromium-
verkkoselainta. Sovellusten käyttöliittymän voi toteuttaa esimerkiksi HTML-
kuvauskielellä. Electronilla perussovellus muodostuu kolmesta tiedostosta. 
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package.json 
Ensimmäinen sovelluksen perustiedostoista on package.json, joka on metatie-
to-tiedosto. Tähän tiedostoon sisällytetään kaikki tarvittavat tiedot sovelluksen 
kehittämiseen. Kuvassa 2 projektin package.json-tiedosto. Tämä tiedosto voi 
sisältää esimerkiksi:  
- Ohjelman version 
- Kuvaus ohjelmasta 
- Avainsanat 
- Sovelluksen kehittäjät 
- Sovelluksen riippuvuudet ja riippuvuuksien tietolähteet (9.) 
 
KUVA 2. package.json-tiedosto 
Index.html 
Toinen sovelluksen perustiedostoista on index.html, jolla toteutetaan sovelluk-
seen graafinen käyttöliittymä. Index.html-tiedosto ladataan oletuksena HTTP-
palvelimen osoitetta kutsuttaessa. Electron-sovelluksessa index.js-tiedostossa 
määritellään index.html-tiedosto ladattavaksi näkymään. 
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index.js 
Kolmas sovelluksen perustiedostoista on index.js Tähän tiedostoon voidaan 
tehdä sovelluksen sisältämät toiminallisuudet. Index.js-tiedosto ladataan 
Node.js sovelluksessa aluksi package.json-tiedoston tarkistamisen jälkeen. 
Node.js-sovelluksessa tiedostoa ei ole pakollista nimetä index.js:ksi, mutta se 
helpottaa koodin tarkkailussa ymmärtämään, mikä tiedosto ajetaan ensim-
mäiseksi. 
2.5 WebSocket 
WebSocket on kaksisuuntainen (full-duplex) yhteys, joka mahdollistaa kommu-
nikoinnin verkkoselaimen ja palvelimen välillä. WebSocket yhteyden luomisen 
jälkeen yhteys pysyy auki, kunnes käyttäjä tai palvelin katkaisee yhteyden. 
Avoimella yhteydellä käyttäjä ja palvelin voivat lähettää viestejä molempiin 
suuntiin- Tämä mahdollistaa tapahtumapohjaisen verkkosovelluskehittämisen. 
(10.)  
2.6 TCP 
TCP (Transmission Control Protocol) on tietoliikenneprotokolla, jolla luodaan 
yhteys laitteiden välillä. TCP toimii yhdessä IP:n (Internet Protocol) kanssa. Sillä 
määritellään, kuinka laitteet lähettävät datapaketteja toisten laitteiden välillä. 
Yhteys muodostetaan eri laitteiden välillä käyttäen IP-osoitetta ja porttia. TCP-
protokollan päälle on rakennettu esimerkiksi HTTP-, SMTP-, Telnet-, SSH-, 
FTP- ja WebSocket-protokollat. Protokollat toimivat porttinumeron perusteella. 
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2.7 Käytetyt työkalut 
2.7.1 Sublime Text 3 
Sublime Text on alustariippumaton tekstieditori, joka tukee natiivisti useita eri 
ohjelmointikieliä, ja sitä pystyy laajentamaan erilaisilla laajennuksilla. Sublime 
toimii nopeasti isojenkin projektien kanssa ja se sisältää paljon hyödyllisiä omi-
naisuuksia kehittämiseen. Opinnäytetyöprojektin toteuttamiseen Sublime Text 3 
soveltui hyvin, enkä tarvinnut muita editoreita lisäksi. Kuvassa 3 on Sublime 
Text 3 -editorin käyttöliittymä. 
 
KUVA 3. Sublime Text 3 -käyttöliittymä 
2.7.2 Dark WebSocket Terminal 
DWST on pieni komentorivisovellus, jolla pystyy testaamaan WebSocket-
palvelimen toimivuutta. Sovellus on ladattavissa ilmaiseksi Chrome-selaimen 
kaupasta. Sovellus toimii Chrome-selaimen lisäosana. Kuvassa 4 näkyy 
WebSocket-viestien lähettäminen DWST-sovelluksella. 
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KUVA 4. DWST-WebSocket-ohjelma 
2.7.3 PacketSender ja Netcat 
PacketSender on alustariippumaton avoimen lähdekoodin sovellus TCP/UDP-
yhteyksien testaamiseen. Sovelluksella voi lähettää viestit ASCII- tai HEX-
muodossa. PacketSender-sovellus sisältää myös komentorivilaajennoksen. Itse 
käytin kuitenkin yhteyksien testaamiseen graafista käyttöliittymää. Lisäksi käytin 
myös Unix-ympäristöistä tuttua Netcat (nc) -verkkotyökalua TCP-yhteyksien 
luomiseen. Kuvassa 5 näkyy TCP-viestin lähettäminen Packet Senderillä. 
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KUVA 5. PacketSender-käyttöliittymä 
Saman viestin lähettäminen komentorivin kautta käyttäen Netcatia tapahtuu 
yhdistämällä ensin palvelimeen komennolla: ”nc ip-osoite portti”. Yhteyden 
muodostamisen jälkeen voi lähettää viestejä yhdistetylle palvelimelle. (Kuva 6.) 
 
KUVA 6. TCP-yhteyden muodostaminen käyttäen Netcatia 
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3 SOVELLUKSEN TOTEUTUS 
Projektin toimeksiantajana toimi Meiko Oy -niminen yritys Jyväskylästä. Sovel-
luksen toteuttamiseen oli vaatimuksena, että sovelluksen avulla verk-
koselaimessa toimiva kassajärjestelmä pystyisi kommunikoimaan lähiverkossa 
toimivan maksupäätteen kanssa. Sovelluksen avulla ohjataan selaimesta tule-
vat WebSocket-viestit TCP:n kautta maksupäätteelle ja palautetaan TCP-viesti 
takaisin WebSocketin kautta kassajärjestelmälle selaimeen. Sovelluksen pitäisi 
toimia taustalla, eikä vaatia käyttäjältä erillisiä toimenpiteitä. Työpaikalla oli aja-
tuksena, että työ toteutettaisiin JavaScript-ohjelmointikielellä. Työkalut ja tavan 
sovelluksen toteutukseen sain kuitenkin itse valita.  
Päätin toteuttaa sovelluksen JavaScriptillä ja Node.js:llä, vaikkei minulla ollut-
kaan sen kummempaa kokemusta työskentelystä kyseisistä tekniikoista. Sovel-
luskehyksiä vertaillessa jäi vaihtoehdoiksi kaksi samantyylistä kehystä: Electron 
ja NW.js.  
Työkalujen valinnan jälkeen aloitin tutustumalla Node.js:n ja JavaScriptin toimin-
taan. Node.js avulla TCP- ja WebSocket-palvelimien toteuttaminen oli melko 
yksinkertaista. Aloitin toteuttamalla erikseen toimivat palvelimet ja Electron-
sovelluksen. 
3.1 WebSocket-palvelin 
Ensimmäisenä vaiheena toteutin Node.js:llä WebSocket-palvelimen. 
WebSocket-palvelimen toteuttaminen oli melko yksinkertaista Node.js:n valmii-
den kirjastojen avulla. Yksinkertaisuudessaan Websocket-palvelimen voi toteut-
taa muutamalla rivillä koodia, käyttäen ws-kirjastoa. Koodin toimintaa voidaan 
testata ajamalla se komentorivissä komennolla ”node websocket.js”. 
Websocket-palvelin kuuntelee porttia 8080, ja palauttaa yhdistämisen jälkeen 
käyttäjälle ilmoituksen ”Yhdistetty”. (Kuva 7.) Viestin lähettämisen jälkeen sovel-
lus palauttaa käyttäjälle lähetetyn viestin. 
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KUVA 7. WebSocket-palvelin 
3.2 TCP-palvelin 
Seuraavaksi tutustuin Node.js:n net-kirjastoon, joka sisältää tarvittavat asiat 
TCP-palvelimen toteuttamiseen. Yksinkertaisuudessaan sovelluksen saa otta-
maan vastaan paketteja muutamalla rivillä koodilla. Kuvan 8 esimerkissä luo-
daan aluksi palvelin, joka kuuntelee koneen paikallisverkon portista 9999 tulevia 
paketteja. Ensimmäisenä kun asiakasohjelma yhdistää palvelimeen, se palaut-
taa käyttäjälle viestin ”Yhdistetty”. Tämän jälkeen se kuuntelee asiakasohjelman 
lähettämiä viestejä ja palauttaa ne takaisin. 
 
KUVA 8. TCP-palvelin ja toiminta Netcatissa 
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3.3 Electron-sovelluksen luominen 
Electron-sovelluksen kehittäminen aloitetaan määrittelemällä projekti npm:n 
avulla, käyttäen komentoa ”npm init”, jossa lisätään sovelluksen tiedot ja määri-
tykset package.json-tiedostoon. Tämän jälkeen asennetaan npm:llä Electron-
paketti komennolla ”npm i electron-prebuilt --save-dev”. (Kuva 9.) 
 
KUVA 9. Electron-sovelluksen alkumäärittelyt 
3.4 Package.json 
Package.json-tiedostoon määritellään sovelluksen tiedot, kuten nimi, versionu-
mero ja ensimmäisenä ladattava tiedosto. Sovelluksen päätiedostona toimii in-
dex.js, joka määritellään main-tagilla. Seuraavaksi lisätään start-skripti, jonka 
perusteella sovelluksen käynnistyessä ajetaan määritelty komento. Start-
skriptiin kirjoitetaan electron ja sovelluksen käynnistyskohta. (Kuva 10.) Electron 
ladataan node_modules-kansiosta. 
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KUVA 10. package.json-tiedosto 
3.5 Sovelluksen rakenne 
Electron-sovelluksella ei ole pakollista kansiorakennetta, vaan tiedostot voidaan 
ladata halutuista paikoista. Electronin asentamisen jälkeen projektiin pitää lisätä 
myös tiedostot toiminnallisuutta ja ulkoasua varten. Aluksi luodaan index.js- ja 
index.html-tiedostot.  
Index.js-tiedosto ladataan sovelluksen käynnistyessä ja siihen kirjoitetaan mitä 
sovellus tekee. Ensin ladataan sovelluksen riippuvuudet ja määritellään käytet-
tävät muuttujat. Tämän jälkeen luodaan ikkuna, johon ladataan index.html-
tiedosto, joka sisältää mitä ikkunassa näytetään. (Kuva 11.)  
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KUVA 11. Index.js-tiedosto 
Index.html-tiedosto ladataan ikkunan käynnistyessä ja ikkunan sisältö tulee tä-
män tiedoston perusteella.  
3.6 WebSocket-viestien ohjaaminen TCP:lle 
Aluksi loin sovellukseen WebSocket-palvelun käyttäen nodejs-websocket-
pakettia. WebSocket-palvelun sisällä pyörii TCP-palvelu, joka hyödyntää No-
den.js:n net-pakettia. WebSocket-palvelin kuuntelee selaimelta tulevia viestejä 
ja kerää ne jonoon ja lähettää ne yhdistyessä TCP:llä asetustiedostossa mää-
rättyyn osoitteeseen. Samanaikaisesti WebSocket-palvelun sisällä TCP-palvelu 
kuuntelee vastaantulevia TCP-viestejä ja ohjaa ne takaisin Websocketille. Yh-
teys muodostetaan DWST-työkalua käyttäen komennolla ”/connect ws://ip-
osoite:portti”. Viestin lähettämisen jälkeen viesti näkyy Packet Sender- sovel-
luksessa, joka ottaa vastaan TCP-viestit. (Kuva 12.) 
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Kuva 12. Dark WebSocket Terminal ja PacketSender 
Käynnistyessään WebSocket-palvelu odottaa, kunnes TCP-yhteys on muodos-
tettu ja laittaa sovelluksen yhdistetty-tilaan ja ohjaa osoitteeseen saapuvat 
WebSocket-viestit jonosta TCP:lle. (Kuva 13.) 
 
KUVA 13. Viestien lähetys ja yhteyden kuunteleminen 
Sovellus seuraa, jos yhteyttä ei jostain syystä saada muodostettua. Sovellus luo 
virhetilanteista lokitiedoston ja palauttaa käyttäjälle virheilmoituksen. Jos mak-
supäätteeseen yhdistämisessä tulee virhe, sovellus katkaisee myös 
Websocket-yhteden selaimessa, joten viestejä ei voi lähettää, ennen kuin yh-
teys on muodostettu uudelleen. Sovelluksen virheilmoitukset hoidetaan log-
notify.js-tiedoston kautta. (Kuva 14.) 
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KUVA 14. Virheiden seuraaminen ja virheilmoitus 
3.7 Virheilmoitukset 
Sovellus huomaa, jos jostain syystä selaimen kautta ei pystytä ottamaan yhteyt-
tä maksupäätteeseen ja ilmoittaa siitä käyttäjälle. Sovellus tekee lisäksi merkin-
nän lokitiedostoon. Virheilmoitukset käyttäjälle näytetään käyttäen käyttöjärjes-
telmän ilmoituskeskusta. Ilmoitukset sovelluksessa on toteutettu node-notifier-
paketin avulla. Lokitiedosto kirjoitetaan käyttöjärjestelmän AppData-kansioon. 
Kyseinen kansio sisältää myös sovelluksen asetustiedostot. Virheilmoituksia 
varten sovelluksessa luodaan käyttöjärjestelmäkohtaisesti sovellukselle kansio 
järjestelmän AppData-kansioon. (Kuva 15.) 
 
KUVA 15. Virheilmoitusten näyttäminen ja kirjaaminen lokiin. 
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3.8 Asetukset 
Sovelluksen asetukset ladataan config.json-tiedostosta, joka sijaitsee käyttöjär-
jestelmän AppData-kansiossa. Tiedostossa säilytetään tiedot maksupäätteen 
WebSocket-portista, IP-osoitteesta ja TCP-portista. Lisäksi sovelluksessa on 
myös oletusasetukset tiedoille. Asetustietoja voi päivittää sovelluksen asetusva-
likosta. (Kuva 16.) 
 
KUVA 16. Asetusvalikko ja config.json-tiedosto 
Asetusvalikon ulkoasu tulee index.html tiedostosta, joka ladataan piilotettuna 
sovelluksen käynnistyessä. Asetusvalikko avataan käyttöjärjestelmän valikko-
palkissa. Sovelluksessa ei ole itsessään muuta käyttöliittymää kuin asetusvalik-
ko, kuvake valikkopalkissa ja virheilmoitukset. Sovelluksen käynnistyessä luo-
daan asetusikkuna piilotettuna. (Kuva 17.) Käyttöjärjestelmän sovellusvalikon 
kuvakkeesta avattaessa asetukset, ikkunan tila vaihdetaan näkyväksi. 
 
KUVA 17. main.js-tiedosto ja ikkunan luonti 
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3.9 Toimivuuden testaaminen 
Sovellusta kehittäessä testasin sovelluksen toimivuutta käyttäen Dark 
WebSocket Terminalia, PacketSenderiä ja netcatia. Näillä työkaluilla pystyin 
testaamaan, että sovellus ohjasi WebSocketilta lähtevät viestit TCP:lle. Toimi-
nallisuuden varmistuttua kävin Jyväskylässä Meiko Oy:n toimistolla kokeilemas-
sa sovelluksen toimintaa maksupäätteen ja oikean kassasovelluksen kanssa. 
Aluksi käynnistettiin kassasovellus ja kassan asetuksissa määriteltiin maksu-
päätteen osoitteeksi luodun MeikoConnect-sovelluksen tiedot. Kassasovelluk-
sesta lähtevät maksupyynnöt tulivat maksupäätteelle ja maksun pystyi hoita-
maan. (Kuva 18.) 
 
KUVA 18. Testausta Yomani-maksupäätteellä 
Selaimessa kassasovellus saa maksupäätteeltä tiedot maksun tilasta. Maksu-
pääte palauttaa kassajärjestelmälle tiedot PIN-koodin syötöstä ja maksun onnis-
tumisesta. (Kuva 19.) 
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KUVA 19. Maksutilanne kassajärjestelmässä 
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4 JATKOKEHITYS 
Sovellus toimii tällä hetkellä vaatimusten mukaisesti, niin että maksupäätelii-
kenne toimii. Asetusvalikon ulkoasua pitää päivittää myöhemmin myös. Käyttö-
liittymän toteuttamiseen voisi käyttää React-desktopia, joka tukee suoraan käyt-
töjärjestelmän natiivikomponentteja, jolloin sovelluksesta saisi yhtenäisen nä-
köisen käyttöjärjestelmän kanssa. Tulevaisuudessa sovellukseen on tarkoituk-
sena lisätä myös mahdollisuus tulostamisen ohjaamiselle, niin että sovellus oh-
jaisi automaattisesti kuittien tulostamisen määriteltyyn kuittitulostimeen. 
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5 YHTEENVETO 
Opinnäytetyön tavoitteena oli luoda Meiko Oy:lle sovellus, jonka avulla voi käyt-
tää yhtä maksupäätettä useammalla laitteella. Toimeksiantajalla oli alkutilan-
teessa käytössä verkkoselaimessa toimiva kassajärjestelmä ja maksupäätteen 
kanssa kommunikoitiin hyödyntäen Google Chromelle kehitetyn lisäosan avulla. 
Itselläni ei ollut aiempaa kokemusta tällaisen kokonaisuuden toteuttamisesta, 
mutta tutkimalla mahdollisia tekniikoita toimiva sovellus tuli valmiiksi.  
Työn toteuttaminen oli mielenkiintoista ja samalla oppi paljon JavaScriptillä ke-
hittämisestä. Projektin tein etänä kotoa ja työn etenemistä seurattiin viikoittaisil-
la nettipalavereilla Skypeä käyttäen. Palavereissa kävimme läpi työn tilanteen ja 
mitä seuraavina päivinä olisi tarkoitus tehdä.    
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