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One of the most commonly used techniques for improving software quality is called 
refactoring. Refactoring is the process of improving the design of existing code by 
changing its internal structure without affecting its external behavior. When applying 
refactoring methods, some quality attributes can be improved and some others can be 
impaired. This means that improving one quality attribute may affect negatively other 
quality attributes. However, there are no guidelines to help the software designer decide 
which refactoring methods to apply in order to optimize a software system with regard to 
certain design goals. In this thesis, we propose a classification of refactoring methods 
including refactoring to patterns based on their measurable effect on software quality 
attributes. Additionally, we empirically validate this classification by using real software 
systems. This study, in turn, helps the software designer, based on his design goals and 
objectives, to choose the appropriate refactorings that will improve the quality of his 
design and enables him to predict the quality drift caused by using the refactorings. 
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  ﻣﻠﺨﺺ ﺍﻟﺮﺳﺎﻟﺔ
 
 
 
 
   ﻛﺮﱘ ﻋﻤﺮ ﻋﻠﻴﺶ  :اﻻﺳـــــــــــــــﻢ
  ﻴﺎﺕﳎ ﺍﻟﱪ ﺻﻔﺎﺕ ﺟﻮﺩﺓ ﺑﻨﺎﺀ ﻋﻠﻰﺗﺼﻨﻴﻒ ﺃﺳﺎﻟﻴﺐ ﺇﻋﺎﺩﺓ ﺍﳍﻴﻜﻠﻴﺔ  :اﻟﺮﺳﺎﻟﺔ ﻋﻨﻮان
  ﻋﻠﻮﻡ ﺍﳊﺎﺳﺐ ﺍﻵﱄ  :اﻟﺘﺨﺼــــــــﺺ
  ٨٠٠٢ﻳﻮﻧﻴﻮ    :اﻟﺘﺨــﺮج ﺗﺎرﻳﺦ
  
 هﻲ ﻋﻤﻠﻴﺔ ﺗﺤﺴﻴﻦ إﻋﺎدة اﻟﻬﻴﻜﻠﻴﺔ.  إﻋﺎدة اﻟﻬﻴﻜﻠﻴﺔﺴﻤﻰﺟﻮدة اﻟﺒﺮاﻣﺞ ﺗواﺣﺪة ﻣﻦ اآﺜﺮ اﻟﺘﻘﻨﻴﺎت اﻟﻤﺴﺘﺨﺪﻣﺔ ﻟﺘﺤﺴﻴﻦ 
 إﻋﺎدة ﺳﺎﻟﻴﺐأﻋﻨﺪ ﺗﻄﺒﻴﻖ .  ﻋﻦ ﻃﺮﻳﻖ ﺗﻐﻴﻴﺮ هﻴﻜﻠﻬﺎ اﻟﺪاﺧﻠﻲ ﺑﺪون اﻟﺘﺄﺛﻴﺮ ﻋﻠﻰ اﻟﺴﻠﻮك اﻟﺨﺎرﺟﻲ اﻟﺒﺮاﻣﺞﺗﺼﻤﻴﻢ
ﺻﻔﺔ واﺣﺪة ن ﺗﺤﺴﻴﻦ وهﺬا ﻳﻌﻨﻲ أ. ﻀﻌﻒن ﻳﺘﺤﺴﻦ واﻟﺒﻌﺾ اﻵﺧﺮ ﻳﻤﻜﻦ أﺗ  أن ﻳﻤﻜﻦاﻟﺠﻮدة ﺻﻔﺎت ، ﺑﻌﺾ اﻟﻬﻴﻜﻠﻴﺔ
ﻓﻲ اﺧﺘﻴﺎر   ﻣﺼﻤﻢ اﻟﺒﺮاﻣﺞﻟﻤﺴﺎﻋﺪةوﻣﻊ ذﻟﻚ ، ﻻ ﺗﻮﺟﺪ ﻣﺒﺎدئ ﺗﻮﺟﻴﻬﻴﺔ . ﺧﺮى ﻣﻦ اﻟﺼﻔﺎتﻗﺪ ﺗﺆﺛﺮ ﺳﻠﺒﺎ ﻋﻠﻰ ﻧﻮﻋﻴﺔ ا
، اﻟﺒﺤﺚ ﻓﻲ هﺬا. هﺪاف اﻟﺘﺼﻤﻴﻢﻳﺘﻌﻠﻖ ﺑﺒﻌﺾ أﺳﺘﻔﺎدة اﻟﻤﺜﻠﻰ ﻓﻴﻤﺎ ﺑﻌﺾ أﺳﺎﻟﻴﺐ إﻋﺎدة اﻟﻬﻴﻜﻠﻴﺔ ﻟﺘﻄﺒﻴﻘﻬﺎ ﻣﻦ أﺟﻞ اﻹ
.  ﺻﻔﺎت ﺟﻮدة اﻟﺒﺮاﻣﺞ ﻋﻠﻰ ﺗﺄﺛﻴﺮهﻢ ﻷﻧﻤﺎط ﺑﻨﺎء ﻋﻠﻰإﻋﺎدة اﻟﻬﻴﻜﻠﻴﺔ ﺑﻤﺎ ﻓﻴﻬﺎ إﻋﺎدة اﻟﻬﻴﻜﻠﻴﺔﺳﺎﻟﻴﺐ ﻧﻘﺘﺮح ﺗﺼﻨﻴﻒ ﻷ
ﺴﺎﻋﺪ ﺎ، ﺗرهﺑﺪو هﺬﻩ اﻟﺪراﺳﺔ. ﺣﻘﻴﻘﻴﺔﺳﺘﺨﺪام ﻧﻈﻢ ﺑﺮاﻣﺞ ﺑﺈ هﺬا اﻟﺘﺼﻨﻴﻒ ﺔ ﻣﻦ ﺻﺤ ﺗﺤﻘﻘﻨﺎ ﻟﻘﺪ،ﺿﺎﻓﺔ اﻟﻰ ذﻟﻚﺑﺎﻹ
ن ﺗﺤﺴﻦ ﻣﻦ  أﻪ، ﻓﻲ اﺧﺘﻴﺎر أﺳﺎﻟﻴﺐ إﻋﺎدة اﻟﻬﻴﻜﻠﻴﺔ اﻟﻤﻨﺎﺳﺒﺔ اﻟﺘﻲ ﻣﻦ ﺷﺄﻧﻬﺎهﺪاﻓﻪ وأﺑﻨﺎء ﻋﻠﻰ ﻏﺎﻳﺎﺗ اﻟﺒﺮاﻣﺞ، ﻣﺼﻤﻢ
  اﻟﻨﺎﺟﻤﺔ ﻋﻦ اﺳﺘﺨﺪام ﺑﺠﻮدة اﻟﺒﺮاﻣﺞ ﻣﻦ اﻟﺘﻨﺒﺆﺑﺎﻹﺿﺎﻓﺔ اﻟﻰ ذﻟﻚ ﻓﺈن اﻟﺪراﺳﺔ ﺗﻤﻜﻦ ﻣﺼﺼﻢ اﻟﺒﺮاﻣﺞ. ﺘﺼﻤﻴﻢاﻟ ﺟﻮدة
  .اﻟﻬﻴﻜﻠﻴﺔ5ﻋﺎدةإ5أﺳﺎﻟﻴﺐ
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Chapter 1 
 
 
 
Introduction 
 
 
 
Any software that is related to a real-world problem domain, must continuously adapt to 
changes as the problem domain changes [18]. During the development of software and its 
maintenance phase, it is very likely that the code will be modified or improved. This can 
happen due to many reasons, such as changes in the requirements, the addition of new 
requirements, or bug fixes. All these changes usually affect the internal structure of 
software negatively [18]. As a result, this makes new changes difficult to implement and 
the code drifts away from the original design. In some cases, the changes to software only 
affect its internal structure; they do not affect its behavior. For instance, a programmer 
might rename variables or methods, or substitute duplicate code with calls to a method.  
In object-oriented paradigm, the process of making changes to software that affects its 
internal structure without altering its behavior is called “refactoring”  [29, 44]. 
Refactoring can be occurred at high-level that is design level and at low-level that is code 
level such as renaming  methods or variables [44]. 
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Refactoring is a technique that reduces software complexity by improving its 
internal structure. Therefore,  refactoring is assumed to positively affect non-functional 
aspects such as extensibility, modularity, reusability, complexity, maintainability, 
efficiency [42]. However, refactoring has negative effect, too [42, 51]. In general, 
improving one quality attribute may affect negatively other quality attributes. Hence, we 
need to choose the appropriate refactorings to apply in order to improve certain software 
quality attributes. 
 
Our focus and objective is to propose a classification of refactoring methods 
including refactoring to patterns based on their measurable effect on software quality 
attributes in order to help the designer decide which refactoring methods to apply in order 
to optimize a software system with regard to certain design goals. 
 
In the following sections we state the research problem, the importance of the 
research problem, the contributions of this thesis, and the organization of the thesis. 
 
1.1. Problem Statement 
Refactoring is suggested as a means to improve software quality attributes such as 
extensibility, modularity, reusability, complexity, maintainability, efficiency [42]. There 
are many different refactorings each has a particular purpose and effect. When applying 
refactorings, some quality attributes can be improved and some others can be impaired. 
This means that improving one quality attribute may affect negatively other quality 
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attributes. However, there are no guidelines to help the software designer decide which 
refactorings to apply in order to optimize a software system with regard to certain design 
goals. Therefore, we need to study the effect of refactoring by classifying different 
refactorings based on the quality attributes they aim to improve.  
 
1.2. Rationale: Problem Importance 
It is expected that refactoring improves the quality of the software system with regard to 
development activities and future maintenance. However, the effect of refactoring on 
software quality attributes may vary [42]. For example, some refactorings remove code 
redundancy, some enhance the reusability, some raise the level of abstraction, some have 
a negative effect on the performance, and so on.  
 
To perform refactoring on any software project, we need to accomplish certain 
steps. These steps include: identify the right places to refactor, select the appropriate 
refactorings to apply, and check if the applied refactorings will improve the overall 
software quality [18]. These steps become a major task to the software developer. 
Moreover, the software designers usually design for specific design goals which may 
contradict with each other. Furthermore, it is unclear for the software designers how to 
use refactorings in order to improve specific quality attributes.  
 
Our literature survey, discussed in Chapter 3, reveals that only limited number of 
studies have investigated the effect of refactoring on software quality attributes. 
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Additionally, it reveals that software engineering community has been suffering from the 
lack of refactorings classification based on their measurable effect on several internal and 
external software quality attributes. Consequently, we will look into this problem and 
classify refactorings according to which software quality attributes they affect. This, in 
turn, helps the software designer, based on his design goals and objectives, to choose the 
appropriate refactorings that will improve the quality of his design and enables him to 
predict the quality drift caused by using the refactorings. 
 
1.3. Research Contributions  
The main contributions of this work are the following:  
 
1. Identifying a set of object-oriented metrics that affect external software quality 
attributes based on available literature. 
 
2. Studying the effect of refactoring methods and refactoring to patterns on internal 
software quality metrics and external software quality attributes.  
 
3. Proposing a classification of refactoring methods and refactoring to patterns based on 
their measurable effect on internal and external software quality attributes. 
 
4. Empirically validate the refactoring classification by using real software projects. 
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1.4. Thesis Organization  
The rest of the thesis is organized as follows. Chapter 2 provides a background on 
software refactoring, software refactoring to patterns, and software quality attributes. 
Chapter 3 presents an overview of the related work. Chapter 4 describes the internal and 
the external software quality attributes and the relationship between them. Chapter 5 
classifies refactoring methods and refactoring to patterns based on software quality 
attributes. Chapter 6 empirically validates the refactoring classification by using real 
software projects. Chapter 7 concludes the thesis with summary of main contributions 
and directions for future work. 
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Chapter 2 
 
 
 
Background 
 
 
 
In this chapter, we provide a brief overview on software refactoring, software refactoring 
to patterns, and software quality attributes. 
 
2.1. Software Refactoring 
This section defines the concept of refactoring, presents the benefits of refactoring, 
describes refactoring catalog, and explains the refactoring methods used in this thesis. 
 
2.1.1. Definition of Refactoring 
The term “refactoring” was first introduced by Opdyke in his PhD dissertation [44]. 
Refactoring refers to “the process of changing an [object-oriented] software system in 
such a way that it does not alter the external behavior of the code, yet improves its 
internal structure” [29]. In other words, refactoring improves the internal structure of 
software without adding new functionality. If we look at the definition we can observe 
the following: (i) refactoring improves the maintenance of a software project (ii) 
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refactoring helps us to rebuild the source code in order to make it easier to understand 
and modify it (iii) refactoring preserves the behavior of software systems. This means 
that by applying refactorings, for example, unused parameters or variables can be 
removed, duplicated code can be removed, and unbalanced responsibilities between 
entities can be redistributed. Fowler defines in his book “refactoring (noun)” and 
“refactor (verb)” as follows [29]: 
 
• Refactoring (noun): A change made to the internal structure of software to make 
it easier to understand and cheaper to modify without changing the observable 
behavior of the software. 
 
• Refactor (verb): To restructure software by applying a series of refactorings 
without changing the observable behavior of the software. 
 
2.1.2. Benefits of Refactoring 
Refactoring is a tool that can be used for several purposes [29]:  
 
• Improves the design of software: during accumulating code changes, code loses 
its structure and drifts away from its original design. Refactoring can be used to 
improve the design of software by redistributing parts of the code to the “right” 
places, and by removing duplicated code.  
 
• Makes software easier to understand: refactoring can help to make the code 
more readable.  
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• Helps to find bugs: by clarifying the structure of the code, certain assumptions 
within the code are also clarified, making it easier to find bugs. 
 
• Helps to program faster: through improving the design and overall 
understandability of the code, refactoring supports rapid software development. 
 
2.1.3. Refactoring Catalog 
Fowler [29] defines more than 70 different kinds of code refactorings over 6 categories in 
his refactoring catalog. Each one of them includes the motivation of why the refactoring 
should be performed and step-by-step description of how to carry out the refactoring. 
After that many other refactorings have been discovered and used. Some useful examples 
of refactorings include the following:  
 
• Composing Methods: extract method, inline method, and inline temp. 
 
• Simplifying Conditional Expressions: decompose conditional, introduce null 
object, and consolidate conditional expression. 
 
• Moving Features between Objects: extract class, inline class, move method, and 
move filed. 
 
• Organizing Data: encapsulate field, replace magic number with symbolic 
constant, and replace data value with object. 
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• Dealing with Generalization: extract interface, extract subclass, pull up method, 
and replace inheritance with delegation. 
 
• Making Method Calls Simpler: remove setting method, hide method, rename 
method, and remove parameter. 
 
2.1.4. Refactoring Methods under Study 
This section briefly explains with the examples the refactoring methods used in this thesis 
which include the following:  
 
• Consolidate Conditional Expression: if we have a sequence of conditional tests 
with the same result, then we can combine them into a single conditional 
expression and extract it into new method. As explained in [29], Figure 2-1 shows 
an example of a code fragment before and after the application of “Consolidate 
Conditional Expression”. 
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// Before 
double disabilityAmount() { 
 
  if (seniority < 2) return 0; 
  if (monthsDisabled > 12) return 0; 
  if (isPartTime) return 0; 
   
  // compute the disability amount 
  …… 
} 
 
// After 
double disabilityAmount() { 
 
  if (isNotEligableForDisability()) 
      return 0; 
  // compute the disability amount 
  …… 
} 
boolean isEligibleForDisability() { 
  return ((seniority < 2) || (monthsDisabled > 12)   
          || (isPartTime)); 
} 
 
 
Figure 2-1. Consolidate conditional expression: before and after 
 
 
 
 
 
 
 
 
 
 
 
  
11
• Encapsulate Field: for each public filed (attribute) in a class, encapsulate this 
filed by making it private and providing methods for accessing (getting) and 
updating (setting) its value [29]. In addition, replace all direct references to the 
attribute by calls to these methods. Figure 2-2 shows an example of a code 
fragment before and after the application of “Encapsulate Field”. 
 
 
// Before 
class customer{ 
  public String name 
  …… 
     
} 
  
// After 
class customer{ 
  private String name; 
  …… 
  public String getName() 
     {return name;} 
  public void setName(String arg) 
     {name = arg;} 
} 
 
  
Figure 2-2. Encapsulate field: before and after 
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• Extract Class: when we have a class doing work that should be done by two, then 
we need to extract a new class from the original class and move the relevant fields 
and methods from the old class into the new class [29]. As a result, each class will 
have clear responsibilities. Figure 2-3 shows an example of UML class diagram 
before and after the application of “Extract Class”. This example is cited from 
Fowler’s book [29]. 
 
   
 
Figure 2-3. Extract class: before and after 
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• Extract Method: this technique extracts a set of statements that can be grouped 
together into a new method whose name explains the purpose of the method [29]. 
Then, it replaces the extracted statements with a call to a new method. “Extract 
Method” allows the extracted method to be reused in other places, and makes the 
code more readable. Figure 2-4 shows an example of a code fragment before and 
after the application of “Extract Method”. 
 
 
// Before 
void printOwing(double amount){ 
    
   printBanner(); 
 
   //print details 
   System.out.println ("name:" + name); 
   System.out.println ("amount" + amount); 
} 
 
// After 
void printOwing(double amount){ 
   printBanner(); 
   printDetails(amount); 
} 
 
void printDetails(double amount){ 
   System.out.println ("name:" + name); 
   System.out.println ("amount" + amount); 
} 
 
 
Figure 2-4. Extract method: before and after 
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• Hide Method: if a method is not used by any other classes, then change its 
visibility by making the method private. Figure 2-5 shows an example of UML 
class diagram before and after the application of “Hide Method”, where ‘+’ means 
public and ‘-‘ means private. This example is cited from Fowler’s book [29]. 
 
 
    
 
 
Figure 2-5. Hide method: before and after 
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• Inline Class: we have a class which is not doing very much, hence move all its 
attributes and methods into another class and delete it. “Inline Class” is the 
reverse of “Extract Class”. Figure 2-6 shows an example of UML class diagram 
before and after the application of “Inline Class”. This example is cited from 
Fowler’s book [29]. 
 
   
 
 
Figure 2-6. Inline class: before and after 
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• Inline Method: this technique allows you to place a method's body into the body 
of its callers and remove the method [29]. It can be used when a method’s body is 
as clear as its name. An example of a code fragment before and after the 
application of “Inline Method” is shown in Figure 2-7. 
 
 
// Before 
int getRating() { 
   return (moreThanFiveLate()) ? 2:1; 
} 
boolean moreThanFiveLate() { 
   return numberOfLate > 5; 
} 
 
// After 
int getRating() { 
   return (numberOfLate > 5) ? 2:1; 
} 
 
Figure 2-7. Inline method: before and after 
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• Inline Temp: when we have a temp that is assigned to once with a simple 
expression and it is getting in the way of other refactoring, then replace all 
references to that temp with the expression [29]. Figure 2-8 shows an example of 
a code fragment before and after the application of “Inline Temp”. 
 
 
// Before 
boolean ckeckPrice(){ 
 
   double basePrice = anOrder.basePrice(); 
   return (basePrice > 1000); 
} 
 
// After 
boolean ckeckPrice(){ 
 
   return (anOrder.basePrice() > 1000); 
} 
 
Figure 2-8. Inline temp: before and after 
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• Remove Setting Method: for any field that should be set at creation time and 
never altered, remove any setting method for that field [29]. This means that if 
you do not want a field to change once the object is created, then do not provide a 
setting method for that field. An example of a code fragment before and after the 
application of “Remove Setting Method” is shown in Figure 2-9. 
 
 
// Before 
class Account { 
   private String id; 
   private String name; 
   public Account (String arg1, String arg2) { 
      id = arg1; 
      name = arg2; 
   } 
 
   public void setId (String arg) { 
      id = arg; 
   } 
} 
 
// After 
class Account { 
   private String id; 
   private String name; 
   public Account (String arg1, String arg2) { 
      id = arg1; 
      name = arg2; 
   } 
} 
 
Figure 2-9. Remove setting method: before and after 
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• Replace Assignment with Initialization: this technique is introduced in the 
refactoring website [10]. In general, the programmers first declare lots of 
variables that will be used in the program, and then, assign values to them. Instead 
of that make direct internalizations to these variables. Figure 2-10 shows an 
example of a code fragment before and after the application of “Replace 
Assignment with Initialization”. 
 
 
// Before 
void foo() { 
   int i; 
   // .... 
   i = 7; 
} 
 
// After 
void foo() { 
   // ... 
   int i = 7; 
} 
 
Figure 2-10. Replace assignment with initialization: before and after 
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• Replace Magic Number with Symbolic Constant: sometimes you have numbers 
(magic numbers) with special values that are difficult to understand their 
meaning. To solve this problem, create a constant with useful name and replace 
the number with it [29]. When you use a number in many places and you want to 
change it, this technique will help you to change the number in one place only. 
Figure 2-11 shows an example of a code fragment before and after the application 
of “Replace Magic Number with Symbolic Constant”. 
 
 
// Before 
double potentialEnergy(double mass, double height){ 
 
   return mass * 9.81 * height; 
} 
  
// After 
static final double GRAVITATIONA_ CONSTANT = 9.81; 
 
double potentialEnergy(double mass, double height){ 
   return mass * GRAVITATIONAL_CONSTANT * height; 
} 
 
 
Figure 2-11. Replace magic number with symbolic constant: before and after 
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• Reverse Conditional: this is technique is introduced in the refactoring website 
[10]. It allows you to reverse the sense of the conditional and reorder the 
conditional's clauses [10].  This will make the conditional easier to understand. 
Figure 2-12 shows an example of a code fragment before and after the application 
of “Reverse Conditional”. 
 
 
// Before 
if ( !isSummer( date ) ) 
  charge = winterCharge(quantity); 
 
else 
  charge = summerCharge(quantity); 
 
 
// After 
if ( isSummer( date ) ) 
  charge = summerCharge(quantity); 
 
else 
  charge = winterCharge(quantity); 
 
 
Figure 2-12. Reverse conditional: before and after 
 
2.2. Software Refactoring to Patterns 
This section defines the concept of refactoring to patterns, describes refactoring to 
patterns catalog, and explains the refactoring to patterns methods used in this thesis. 
 
2.2.1. Definition of Refactoring to Patterns 
The concept of refactoring to patterns is introduced in “Refactoring to Patterns” book by 
Joshua Kerievsky [39]. Refactoring to patterns explains the relation between refactoring 
and design patterns. More precisely, Kerievsky defines refactoring to patterns as 
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“marriage of refactoring (the process of improving the design of existing code) with 
patterns (the classic solutions to recurring design problems)” [39].  
 
2.2.2. Refactoring to Patterns Catalog 
Kerievsky [39] defined 27 pattern-directed refactorings over 6 categories in his book. 
Each one of them includes the motivation of why the refactoring should be performed 
and step-by-step description of how to carry out the refactoring. Some useful examples of 
refactoring to patterns include the following:  
 
• Creation: inline singleton, and replace constructors with creation methods. 
 
• Simplification: compose method, and replace conditional dispatcher with 
command. 
 
• Generalization: form template method, and extract composite. 
 
• Protection: introduce null object, and replace type code with class. 
 
• Accumulation: move accumulation to collecting parameter. 
 
• Utilities: chain constructors, and unify interfaces. 
 
2.2.3. Refactoring to Patterns under Study 
In this section, we briefly explain with the examples the refactoring to patterns methods 
used in this thesis.  
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• Chain Constructors: when we have multiple constructors that contain duplicate 
code, then we chain the constructors together to obtain the least amount of 
duplicate code [39]. Figure 2-13 shows an example of a code fragment before and 
after the application of “Chain Constructors”. This example is cited from 
Kerievsky’s book [39]. 
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// Before 
public class Loan { 
    …… 
    public Loan(float notional, float outstanding, int rating, Date expiry) { 
       this.strategy = new TermROC(); 
       this.notional = notional; 
       this.outstanding = outstanding; 
       this.rating = rating; 
       this.expiry = expiry; 
    } 
    public Loan(float notional, float outstanding, int rating, Date expiry,  
                Date maturity) { 
       this.strategy = new RevolvingTermROC(); 
       this.notional = notional; 
       this.outstanding = outstanding; 
       this.rating = rating; 
       this.expiry = expiry; 
       this.maturity = maturity; 
    } 
    public Loan(CapitalStrategy strategy, float notional, float outstanding, 
                int rating, Date expiry, Date maturity) { 
       this.strategy = strategy; 
       this.notional = notional; 
       this.outstanding = outstanding; 
       this.rating = rating; 
       this.expiry = expiry; 
       this.maturity = maturity; 
    } 
 
} 
 
// After 
public class Loan { 
    …… 
    public Loan(float notional, float outstanding, int rating, Date expiry) { 
        this(new TermROC(), notional, outstanding, rating, expiry, null); 
    } 
    public Loan(float notional, float outstanding, int rating, Date expiry,  
                Date maturity) { 
        this(new RevolvingTermROC(), notional, outstanding, rating, expiry,  
             maturity); 
    } 
    public Loan(CapitalStrategy strategy, float notional, float outstanding,  
                int rating, Date expiry, Date maturity) { 
       this.strategy = strategy; 
       this.notional = notional; 
       this.outstanding = outstanding; 
       this.rating = rating; 
       this.expiry = expiry; 
       this.maturity = maturity; 
    } 
} 
 
 
Figure 2-13. Chain constructors: before and after 
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• Compose Method: if a method's logic can not be rapidly understood, then 
convert the logic into a small number of intention-revealing steps at the same 
level of detail [39]. Figure 2-14 shows an example of a code fragment before and 
after the application of “Compose Method”. This example is cited from 
Kerievsky’s book [39]. 
 
 
// Before 
public void add(Object element) { 
   if (!readOnly) { 
      int newSize = size + 1; 
      if (newSize > elements.length) { 
         Object[] newElements = new Object[elements.length + 10]; 
          for (int i = 0; i < size; i++) 
             newElements[i] = elements[i]; 
          elements = newElements; 
      } 
      elements[size++] = element; 
   } 
} 
 
// After 
public void add(Object element) { 
   if (readOnly) 
      return; 
   if (atCapacity()) 
      grow(); 
   addElement(element); 
} 
private boolean atCapacity() { 
   return (size + 1) > elements.length; 
} 
private void grow() { 
   Object[] newElements = new Object[elements.length + 10]; 
 
   for (int i = 0; i < size; i++) 
      newElements[i] = elements[i]; 
   elements = newElements; 
} 
private void addElement(Object element) { 
   elements[size++] = element; 
} 
 
 
Figure 2-14. Compose method: before and after 
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• Form Template Method: this technique is typically used if there are two 
methods in subclasses perform similar steps in the same order, however the steps 
are different. It generalizes the methods by extracting their steps into methods 
with identical signatures, then pull up the generalized methods to form a Template 
Method [39].  Figure 2-15 shows an example of UML class diagram before and 
after the application of “Form Template Method”. This example is cited from 
Kerievsky’s book [39]. 
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Figure 2-15. Form template method: before and after 
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• Introduce Null Object: this technique allows you to deal with repeated checks 
 [39]. 
This object provides the appropriate null behavior. Figure 2-16 shows an example 
 
for a null field or variable by replacing the “null value” with a “null object”
of UML class diagram before and after the application of “Introduce Null 
Object”. This example is cited from Kerievsky’s book [39]. 
 
Figure 2-16. Introduce null object: before and after 
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• Replace Conditional Dispatcher with Command: if you use conditional logic to 
dispatch requests and execute actions, then create a command for each action, 
 
store the commands in a collection, and replace the conditional logic with code to 
fetch and execute commands [39]. Figure 2-17 shows an example of UML class 
diagram before and after the application of “Replace Conditional Dispatcher with 
Command”. This example is cited from Kerievsky’s book [39]. 
 
 
Figure 2-17. Replace conditional dispatcher with comm
 
and: before and after 
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• Replace Constructors with Creation Methods: it is hard to decide which 
 (class with many constructors) to call during constructor of a given class
development. In this case, we can replace the constructors with intention-
revealing creation methods that return object instances [39]. Figure 2-18 shows an 
example of UML class diagram before and after the application of “Replace 
Constructors with Creation Methods”. This example is cited from Kerievsky’s 
book [39]. 
 
 
 
Figure 2-18. Replace constructors with creation methods: before and after 
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 Unify Interfaces: this technique allows you to provide interface to a superclass 
that is identical to subclass’s interface. To do so, find all public methods on the 
subclass that are missing on the superclass. Then, add copies of these missing 
d after the 
application of “Unify Interfaces”. This example is cited from Kerievsky’s book 
[39]. 
•
methods to the superclass and changing each one to perform null behavior [39]. 
Figure 2-19 shows an example of UML class diagram before an
 
 
Figure 2-19. Unify interfaces: before and after 
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2.3. Software Quality Attributes 
Software quality is the degree to ssesses a desired combination of 
attributes (e.g., adaptability, reusability) [35]. This means that defining software quality 
for a system is equivalent t  attributes for that system 
[35]. ISO/EIC 9126 standard [37] defines soft
attributes of a software product by which its quality is described and evaluated”. The 
ternal software quality attributes. 
 
Internal attributes of software product, process, or resource are those which can be 
defined (measured) purely in terms of software product, process, or resource itself [27]. 
is a characteristic (attribute) of software product, process, or resource [28, 45]. Software 
metrics play an important role in planning, managing and controlling software 
development projects. They can be used to extract useful and measurable information 
about the structure of a software system [47]. Nowadays, there are lots of metrics suites 
available used to understand the structure of software system and evaluate its quality. 
which software po
o define a list of software quality
ware quality characteristics as “a set of 
factors that affect software quality can be classified into two groups [45]: (i) factors that 
can be directly measured i.e. internal quality attributes (e.g. length of program as lines of 
code) and (ii) factors that can be measured only indirectly i.e. external quality attributes 
(e.g. maintainability and reliability). In the following subsections, we provide a brief 
overview on internal and ex
 
2.3.1. Internal Quality Attributes 
Software metrics are typically used as internal quality attributes [28]. A software metric 
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riand et al. [21, 22]. 
2.3.2. 
 set of functions 
and their specified properties. The functions are those that satisfy stated or 
 
Some popular metrics suites for object-oriented systems are proposed by Chidamber & 
Kemerer [25], Henry and Kafura [33, 34], and B
 
External Quality Attributes 
External attributes of software product, process, or resource are those which can only be 
defined (measured) with respect to how the software product, process, or resource relates 
to other entities in its environment [27]. The ISO/EIC 9126 standard identifies six quality 
attributes for software product [37]:  
 
• Functionality: A set of attributes that bear on the existence of a
implied needs. 
 
• Reliability: A set of attributes that bear on the capability of software to maintain 
its level of performance under stated conditions for a stated period of time.  
 
• Usability: A set of attributes that bear on the effort needed for use, and on the 
individual assessment of such use, by a stated or implied set of users. 
 
• Efficiency: A set of attributes that bear on the relationship between the level of 
performance of the software and the amount of resources used, under stated 
conditions. 
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o make 
Measurements of external attributes involve measurement of one or more internal 
attributes [27].  For example, “reliability” of software is dependent on many factors, such 
as the program itself, the compiler, the machine, and the user. Several empirical studies 
attempt to assess external quality attributes by using internal quality attributes such as 
[14, 23, 24, 26, 41, 50].  
• Maintainability: A set of attributes that bear on the effort needed t
specified modifications. 
• Portability: A set of attributes that bear on the ability of software to be 
transferred from one environment to another. 
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Literature Review 
 
 
died extensively by the software engineering research 
Tahvildari and Kontogiannis [49] proposed a framework in which a catalog of object-
oriented metrics can be used as an indicator to automatically detect where a particular 
transformation can be applied to improve the software quality. This is achieved by 
analyzing the impact of various meta-pattern transformations (abstraction, extension, 
movement, encapsulation, buildrelation, and wrapper) on these object-oriented metrics. 
The selected object-oriented metrics were complexity (CDE, NOM, WMC), coupling 
(DAC, RFC), and cohesion (LCOM, TCC). They consider their approach to be helpful to 
Chapter 3 
 
 
 
 
Software refactoring has been stu
community. However, only limited number of studies have investigated the effect of 
refactoring on software quality attributes. In this chapter, we provide an overview of the 
previous studies that have investigated the effect of refactoring on internal and external 
software quality attributes. 
 
3.1. Assessing Refactoring Effect on Internal Software Quality 
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Bois and Mens [17] propose formalism based on abstract syntax tree 
represe
a designer or programmer by suggesting proper meta-pattern transformations and useful 
to develop and maintain good quality software. 
Stroggylos and Spinellis [47] analyzed source code version control system logs of 
four popular open source software systems to detect changes marked as refactorings and 
examine how the software metrics are affected by refactorings. The metrics examined 
include C & K metrics [25], Ca (Afferent Coupling), and NPM (Number of Public 
Methods). Their results indicate a significant change of certain metrics to the worse. 
Specifically refactorings caused an increase in metrics such as LCOM, Ca, and RFC 
indicating that refactorings caused classes to become less coherent.  
 
ntation of the source-code, extended with cross-references to describe the impact 
of refactoring on internal program quality. They focused on three refactoring methods: 
“Encapsulate Filed”, “Pull up Method”, and “Extract Method” to analyze their impact on 
internal program quality metrics i.e. NOM, NOC, CBO, RFC, and LCOM. They found 
that “Encapsulate Filed” and “Extract Method” increase NOM, RFC, and LCOM. In 
addition, the effect of “Pull up Method” on superclass increases NOM, RFC, LCOM, and 
CBO. However, the effect of “Pull up Method” on subclass decreases NOM, RFC, 
LCOM, and CBO. 
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 to 
examine the dependencies between them and guide the application of the transformation 
process
Bois et al. [15] performed a controlled experiment to empirically investigate 
 comprehension between the application of Refactor to Understand 
ditional Read to Understand pattern. Refactor to Understand is a reverse 
engineering pattern that is used to improve the code and the maintainers understanding. 
Their findings provide the first empirical support for the claim that refactoring can be 
used to improve the understanding of software. 
 
Geppert et al. [30] empirically investigated the impact of refactoring of a legacy 
system on changeability. They considered three factors for changeability: customer 
reported defect rates, effort, and scope of changes. They found a significant decrease in 
customer reported defect rates and in effort needed to make changes in the post-
refactoring releases. 
 
Wilking et al. [51] investigated the effect of refactoring on maintainability and 
modifiability through an empirical evaluation. Maintainability was tested by randomly 
3.2. Assessing Refactoring Effect on External Software Quality 
Tahvildari and Kontogiannis [48] encoded design decisions as soft-goal graphs
. They studied the association of design pattern transformations (abstraction, 
extension, movement, encapsulation, buildrelation, and wrapper) with a possible effect on 
soft-goals to address maintainability enhancement.  
 
differences in program
and the tra
  
38
inserting defects into the code and measuring the time needed to fix them. Modifiability 
was tested by adding new requirements and measuring the and LOC  needed 
to im m hem. The direct effect of an increased tainability better 
modifiability caused by refactoring could not be shown within this controlled experiment. 
 
3.3.  fac g f t  t a f re Quality to 
External Software Quality 
Katao et a 38] pose oup tr   nt ve luation thod to 
su the ct o facto  on in a it  the program by com ing the 
pling before and after the refactoring. They focused on refactorings that are supposed 
ed  coupling among methods such as “Ext od nd xt hey 
cl d that this approach was really eff
ed the developers and analysts to make reasonable decision on how to improve their 
ducts’ ma inability. 
 
o [1 v ractical guidelines f p g torin ds to 
improve coupling and cohesion characteristics and validated these guidelines on an open 
source softw syst  They assu coupling and cohesion are quality attributes 
which are g rally ogn  as dicato o of re maintainability. The set of 
refactoring m ods d in  stu w “ ra d Mo ethod”, “Replace 
Method with Method Object”, “Replace Data Va  w  O ct” d “Extr Class”. 
The results indicate that these guidelines can be used to improve coupling and cohesion 
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and therefore led to improving maintainability except for “Extract Method” which does 
not help in improving neither coupling nor cohesion. 
 
Moser et al. [43] proposed a methodology to assess if refactoring improves 
reu y 
foc d 
McCabe’s cyclomatic compl  relevant for reusability. A 
case study was conducted on software project developed using an agile, XP-like 
ethodology to analyze the impact of refactoring on internal quality metrics. Their 
f design patterns, they did not consider lower level refactorings proposed by 
owler [29]. Furthermore, [15, 30, 43, 47, 51] did not investigate the direct effect of each 
kind of
ave classified refactoring methods based on 
ternal quality metrics using limited number of refactoring methods. Additionally, none 
sability and promotes ad-hoc reuse in an XP-like development environment. The
used on internal software metrics (CBO, LCOM, RFC, WMC, DIT, NOC, LOC, an
exity) that are considered to be
m
results indicate that refactoring has a positive effect on reusability and therefore it 
promotes ad-hoc reuse in an XP-like development environment. 
 
A summary of the related work is presented in Table 3-1. Based on the overview 
of the related work and Table 3-1, we can observe the limitations of the existing research 
studies reviewed above. The researchers in [48, 49] have focused on transformations at 
the level o
F
 refactoring methods on internal or external quality attributes. In addition, [17, 47, 
49] did not relate the effect of refactoring on internal quality metrics to the external 
quality attributes. Moreover, [16, 17] h
in
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g methods and refactoring to 
 
of the existing research studies has classified refactorin
patterns methods based on their effect on several external software quality attributes.  
 
Accordingly, the originality of this research focuses on classifying refactoring 
methods and refactoring to patterns methods based on their measurable effect on several 
software quality attributes including internal and external quality in order to improve 
specific quality attributes that are indicators for a good software quality. 
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Table 3-1. Summary work 
 
Study Internal Quality External Quality Refactoring Level Refactoring Classification? 
 of related 
T ntog  [
RFC, M,
CDE ,   
LCO M
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transformations. 
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 NO   
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M, W C  
- esig level 
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Chapter 4 
Relating Internal Software Quality to External 
 
 
Quality is an im
developers aim to achieve high-quality software [45]. Pressman defined software quality 
as “conformance to onal and performance requirements, explicitly 
docume
professionally developed software” [45]. As it is explained earlier in Chapter 2, there are 
o factors that affect software quality: internal quality attributes and external quality 
attributes. 
 
ternal software quality attributes which 
e e
assesse
 
 
 
Software Quality 
 
portant factor for the success of any software product. Software 
 explicitly stated functi
nted development standards, and implicit characteristics that are expected of all 
tw
This chapter defines the internal and the ex
w us d in refactoring classification and describes how external quality attributes can be 
d using internal quality attributes. 
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4.1
Softwa
is a characteristic (attribute) of software product, process, or resource [28, 45]. In order to 
lassify the refactorings based on internal quality attributes, we used a suite of metrics 
that measures the structural quality of object-oriented code and design. More specifically, 
we consider the C&K metrics suite [25] which consists of Depth of Inheritance Tree 
(DI , 
Class (  on Methods 
COM). In addition, we include one metric which measures class coupling (Fan out) 
chose th ecause of their wide acceptance among the software engineering 
• Depth of Inheritance Tree (DIT): it is defined as the length of the longest path 
 the number of classes that inherit 
directly from a given class. 
. Internal Quality Attributes under Study 
re metrics are typically used as internal quality attributes [28]. A software metric 
c
T) Number of Children (NOC), Coupling between Objects (CBO), Response for a 
RFC), Weighted Methods per Class (WMC), and Lack of Cohesion
(L
and two metrics which measure class size (Number of Methods and Lines of Code). We 
ese metrics b
community. Additionally, they have been used by several previous empirical studies such 
as [14, 23, 24, 26, 41, 50] to investigate their correlation with external software quality 
attributes. Moreover, they capture important dimensions of object-oriented design 
characteristics: inheritance by (DIT, NOC), coupling by (CBO, RFC, FOUT), 
size/complexity by (WMC, NOM, LOC), and cohesion by (LCOM). The metrics we 
investigated are the following: 
 
from a given class to the root class in the inheritance hierarchy. 
 
• Number of Children (NOC): it is defined as
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coupled. A class is 
• Response for a Class (RFC): it is defined as the number of methods that can 
potentially be executed in response to a message being received by an object of 
that class. 
 
•
defined (implemented) in a given class. Traditionally, it measures the complexity 
based on [25], if we consider all methods of a class equally complex, then WMC 
 
 
ines of code in a class 
• Coupling between Objects (CBO): it is defined as the number of distinct 
noninheritance related classes to which a given class is 
coupled to another if it uses methods or attributes of the coupled class. 
 
• Fan out (FOUT): it is defined as the number of classes that a given class uses, 
not the classes it is used by. 
 
 Weighted Methods per Class (WMC): it is defined as the number of methods 
of an individual class (weighted sum of all the methods in a class). However, 
is simply the number of methods defined in each class. In this thesis, we consider 
all methods of a class to be equally complex. 
• Number of Methods (NOM): it is defined as the number of methods 
implemented in a given class. 
•  Lines of Code (LOC): it is defined as the total source l
excluding all blank and comment lines. 
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• Adaptability: it is defined as the ease with which a system or component can be 
 those for which it was 
• Lack of Cohesion on Methods (LCOM): it is defined as the number of pairs of 
member functions without shared instance variables, minus the number of pairs of 
member functions with shared instance variables. However, the metric is set to 
zero whenever this subtraction is negative. 
 
4.2. External Quality Attributes under Study 
To classify the refactorings according to external quality attributes, we identified a set of 
external quality attributes as follows: 
 
modified for use in applications or environments other than
specifically designed [36].  
 
• Completeness: it is defined as the degree to which the component implements all 
required capabilities [46]. 
 
• Maintainability: it is defined as the ease with which a component can be 
modified to correct faults, improve performance or other attributes, or adapt to a 
changed environment [36].  
 
• Understandability: it is defined as the degree to which the meaning of a software 
component is clear to a user [46]. 
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• 
• Testability: it is defined as a set of attributes of software that bear on the effort 
needed to validate the software product [37]. 
 
ty of a component to perform its required 
nctions under stated conditions for a specified period of time [36]. 
 
Software metrics can be used as indicators (estimators/predictors) for external software 
quality attributes. These indicators help software manager to estimate and control the 
software more effectively. Several empirical studies such as [14, 23, 24, 26, 31, 41, 50] 
used software metrics as indicators to assess external quality attributes. These empirical 
studies provide some empirical evidence indicating that most of object-oriented metrics 
can be useful quality indicators.  
 
The following subsections demonstrate based on available research studies how 
the internal quality attributes (described in Section 4.1) can be used as indicators to 
external quality attributes (described in Section 4.2).  
 
Reusability: it is defined as the degree to which a component can be used in more 
than one software system, or in building other components, with little or no 
adaptation [46].  
 
• Reliability: it is defined as the abili
fu
4.3. External Quality Attributes Assessments Using Internal Quality 
Attributes 
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(adaptability, completeness, maintainability, understandability, and reusability) of object-
oriented sys
empirical evidence that direct and indirect quality attributes do correlate. More 
specifically, Complexity, Volume, WMC, and LOC are proportional (positively 
correlated) to the levels of adaptability, completeness, maintainability, and 
understandability while NOC, DIT, RFC, and CBO are inversely proportional (negatively 
correlated) to the levels of adaptability, completeness, maintainability, and 
understandability. In addition, the reusability can be estimated from adaptability, 
completeness, maintainability, and understandability. 
 
4.3.2. Testability Assessment Using Internal Quality Metrics 
Bruntink and Deursen [24] identified and evaluated a set of object-oriented metrics that 
can be used to estimate the testing effort of the classes of object-oriented software. LOCC 
4.3.1. Adaptability, Completeness, Maintainability, Understandability, and 
Reusability Assessments Using Internal Quality Metrics 
Dandashi [26] demonstrated a method for assessing indirect quality attributes 
tems from the direct quality attributes (McCabe’s Cyclomatic Number, 
Halstead’s Volume, WMC, DIT, NOC, RFC, CBO, and LOC). A case study of the 
feasibility of applying direct measurements to assess the indirect quality attributes was 
conducted using C++ code components taken from the object-oriented Particle-In-Cell 
Simulations (PICS) problem domain. A survey was conducted to gather data about the 
PICS indirect quality attributes. The results show that indirect quality attributes measured 
by human analysis with direct quality attributes measured by the automated tool provide 
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(Lines of Code for Class) and NOTC (Number of Test Cases) are used to represent the 
size of a test suite, while DIT, FOUT, O  O N f Children), NOF 
(Number of Fields), NOM (Number of Methods), RFC, and WMC are used as predictors 
to predict/e ate the size of a test suite. In thei ent, they used five case studies 
of Java systems for whic U t c s c e four commercial 
systems and one open source system (Apache Ant). They were able to find a significant 
correlation between object-oriented metrics (RFC, FOUT, WMC, NOM, and LOC) and 
the size of a test suite (LOCC and NOTC). This means that RFC, FOUT, WMC, NOM, 
and LOC ndicato o s  r
 
4.3.3. Reliability Assessment Using Internal Quality Metrics 
Basili et 14] em ically investigated the impact of object-oriented design metrics 
suite introduced by Chidam
CBO) on the prediction of fault-prone classes. Their goal is to assess these metrics as 
predictors aulty classes and determine whether y can be  as early quality 
indicators. The data was collected from e v p n f ght medium-sized 
information management syst . h r t iv u f ix C&K metrics 
appear to be useful to predi l f t- n s  c lly, they found a 
significant positive c elation between DIT MC, RFC, NOC, and CBO metrics and 
the probability of det ng fau  c e
 
LC M, LOC, N C ( umber o
stim
are i
al. [
 of f
r experim
h J nit est ase  exist. The systems in lud
rs f r te ting effo t. 
pir
ber and Kemerer [25] (DIT, WMC, RFC, NOC, LCOM, and 
the
elo
s, f
s. M
used
 ei
 the s
ifica
 th
eir 
pro
 de
esul
ene
me
e o
ore
t o
t o
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ems
ct c
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ass 
m t
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, W
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Tang et al. [50] investigated the correlation between object-oriented design 
metrics (DIT, WMC, RFC, NOC, a the occurrence of 
object-oriented faults. Their empiri ucted on three industrial real-time 
systems which are subsystems of HMI (Human Machine Interface) software. They 
extra ms 
recorded for the past three years. Thei MC and RFC are 
significant indicators for fau
 
Gyimo´thy et al. [31] empirically validated the correlation between a set of 
object-oriented metrics (including all C&K metrics [25] and LOC metric) and fault-
proneness of classes. The experiment was conducted on large open source system called 
Mozilla and the faults (bugs) information was extracted from its bug database called 
Bugzilla. They found that LOC and all the C&K metrics were significant except NOC. 
This means that DIT, CBO, RFC, WMC, LCOM, and LOC are predictors for fault-prone 
classes. 
 
Reliability is considered to be inversely proportional to the number of faults. For 
ple, when the num stem will be less reliable and 
C, 
and LCOM metrics are positively correlated to fault-proneness.  This means that DIT, 
nd CBO) and the probability of 
cal study was cond 
cted the faults information by analyzing the trouble reports of the three syste
r validation suggests that W
lt-prone classes. 
exam ber of faulty classes increases, the sy
vice versa. In the research studies reviewed above, Basili et al. [14], Tang et al. [50], and 
Gyimo´thy et al. [31] focused on the correlation between set of object-oriented design 
metrics and fault-prone classes. They found that DIT, NOC, CBO, RFC, WMC, LO
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 LCOM metrics are negatively correlated to 
, WMC, NOM, LOC, and LCOM) and the external 
uality attributes (adaptability, completeness, maintainability, understandability, 
reusability, testability, and reliability), where “+ve” sign represents positive correlation, 
“-ve” sign represents negative correlation, “0” sign represents no correlation at all, and 
“NA
externa te was not studied. External quality attribute was not studied
NOC, CBO, RFC, WMC, LOC, and
reliability. Therefore, we consider all object-oriented metrics that are positively 
correlated to fault-proneness to be negatively correlated to the levels of reliability. 
 
Table 4-2 summarizes the relationship between the internal quality attributes 
(DIT, NOC, CBO, RFC, FOUT
q
” sign represents that the correlation between an internal quality attribute and an 
l quality attribu
 51
 
Table 4-2. The relatio w in al  extern ft e qua at tes 
 
In al Qu
nship bet een tern  and al so war
tern
lity tribu
ality 
Inhe itancr e Co g e hesion  uplin  Siz  CoExternal Quality Study 
 C BO  M COM DIT NO  C RFC FOUT WMC NO LOC L
Adaptability Dandashi (2002) [26] e ve -ve +ve  NA -ve -v - NA NA +ve 
Completeness Dandashi (2002) [26] e -ve -ve +ve  NA -ve -v NA NA +ve 
Maintainability Dandashi (2002) [26] e -ve -ve +ve  NA -ve -v NA NA +ve 
Understandability Dandashi (2002) [26] e -ve -ve +ve  NA -ve -v NA NA +ve 
Reusability Dandashi (2002) [26] e -ve -ve +ve  NA -ve -v NA NA +ve 
Testability  Bruntink and Deursen (20   NA +ve  +ve e 0 06) [24] 0 0 +ve +v +ve 
Basili et al. (1996) [14] e -ve -ve -ve   0 -ve -v NA NA NA
Tang et al. (1999) [50]   0 -ve -ve   NA0 0 NA NA NA  Reliability 
Gyimothy et al. (2005) [3 -ve -ve -ve  -ve -ve NANA 1] -ve 0 
 
         NA: Not Applicable
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apter 5 
 
 
tion Based on Software 
butes 
 
Based on our literature review, discussed in Chapter 3, we can see that there is a need for 
guid ctorings to apply in order to 
optim  to certain design goals. Accordingly, we need to 
stud ferent refactorings based on the quality 
attrib ses a classification of refactoring 
meth ir measurable effect on internal and 
exter
 
5.1. tion  
In this section, we classify the selected refactoring methods based on internal and 
external software quality attributes. The classification is done based on simple source 
ode examples which are cited from Fowler’s book [29] and refactoring website [10]. 
Ch
 
Refactoring Classifica
Quality Attri
 
 
elines to help the software designer decide which refa
ize a software system with regard
y the effect of refactoring by classifying dif
utes they aim to improve. This chapter propo
ods and refactoring to patterns based on the
nal softwa ality attributes. re qu
 Refa toc ring Methods Classifica
c
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5.1.1
We c factoring methods that redistribute responsibilities within classes 
and/or between classes. In addition, the composed list almost covers all the categories of 
the r methods that are among the 
mos owing are the selected refactoring methods 
(for re details see Chapter 2): 
 
• l Expression: combine sequence of conditional tests 
e conditional expression and then extract it. 
 
•  field by making it private and provide 
 
•  move the relevant fields and methods from 
 into the new class.  
 
• Extract Me
• Hide Method:  make the method private. 
 
• Inline Class: put the class into another class and delete it. 
• Inline Method: put the method's body into the body of its callers and remove the 
method. 
 
• Inline Temp: replace all references to the temp with the expression. 
. Selected Refactoring Methods 
omposed a list of re
efactoring catalog. Moreover, it consists of refactoring 
t p and most wopular idely used. The foll
mo
 Consolidate Conditiona
with the same result into a singl
 sulate Field:Encap  encapsulate public
accessors to it. 
 Extract Class: create a new class and
the old class
thod: extract group of statements into a method. 
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• : remove any setting method for a particular field. 
 
• ation: make direct initialization of variable 
 variable first and then assign a value to it. 
 
• onstant: create a constant and replace 
 
•  the conditional and reorder the 
 
5.1.2
This section presents the source code examples for the selected refactoring methods. We 
used thods. The source code 
exam website [10]. Figure 5-20 to 
Figure 5-31 provide the source code examples for the investigated refactoring methods.   
 
 
 
 
 
 
 
 Remove Setting Method
 Replace Assignment with Initializ
instead of declare the
 Replace Magic Number with Symbolic C
the number with it. 
 Reverse Conditional: reverse the sense of
conditional's clauses. 
. Source Code Examples 
 these examples to classify the investigated refactoring me
ples are cited from Fowler’s book [29] and refactoring 
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ITIONAL EXPRESSION 
led; 
ed > 12)  
int getSeniority(){ 
 
DITIONAL EXPRESSION 
led; 
ity())  
amount 
led > 12)  
 
 
// BEFORE CONSOLIDATE COND
class Amount{ 
    public int seniority; 
   public int monthsDisab 
    public boolean isPartTime; 
 
    public double disabilityAmount() { 
        if (seniority < 2)  
 return 0;  
        if (monthsDisabl
 return 0;  
        if (isPartTime)  
  return 0; 
 
        // compute the disability amount 
    }  
   public  
 return seniority;
    }   
    public int getmonthsDisabled(){ 
return monthsDisabled;  
  }   
 }
 
IDATE CON// AFTER CONSOL
lass Amount{ c
    public int seniority; 
   public int monthsDisab 
    public boolean isPartTime; 
 
    public double disabilityAmount() { 
 
       if (isNotEligibleForDisabil 
  return 0; 
 
        // compute the disability 
    }  
    public boolean isNotEligibleForDisability() { 
sDisab         return ((seniority < 2) || (month
           || (isPartTime));           
   }  
    public int getSeniority(){ 
return seniority;  
   }  
    public int getmonthsDisabled(){ 
 return monthsDisabled; 
    } 
} 
 
 
Figure 5-20. Consolidate conditional expression: source code example 
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IELD 
  } 
  publ
) { 
g) { 
 
// BEFORE ENCAPSULATE F
class Customer { 
 
    public String name; 
     private String id;
  
    public String getID() { 
 return id; 
  
ing arg) {   ic void setID(Str
 = arg;  id
    } 
} 
 
// AFTER ENCAPSULATE FIELD 
class Customer { 
 
    private String name; 
    private String id; 
 
    public String getName() { 
 return name; 
    } 
    public void setName(String arg) { 
 name = arg; 
    } 
     
    public String getID(
 return id; 
    } 
    public void setID(String ar
 id = arg; 
    } 
} 
 
 
Figure 5-21. Encapsulate field: source code example 
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umber); 
AreaCode(String arg) { 
; 
ing arg) { 
ceTelephone = new TelephoneNumber(); 
me() { 
elephoneNumber(){ 
ephone.getTelephoneNumber(); 
er getOfficeTelephone() { 
hone; 
eaCode; 
// BEFORE EXTRACT CLASS 
class Person { 
    private String name; 
    private String officeAreaCode; 
;      private String officeNumber
ame() {     public String getN
 return name;        
    } 
    public String getTelephoneNumber() { 
 return ("(" + officeAreaCode + ") " + officeN       
    } 
de() {     public String getOfficeAreaCo
 return officeAreaCode;        
 }    
    public void setOffice
        officeAreaCode = arg
    } 
    public String getOfficeNumber() { 
        return officeNumber; 
    } 
    public void setOfficeNumber(Str
;         officeNumber = arg
    } 
} 
// AFTER EXTRACT CLASS 
erson { class P
    private String name; 
ber offi    private TelephoneNum
lic String getNa    pub
        return name; 
    } 
lic String getT    pub
        return officeTel
    } 
phoneNumb    public Tele
        return officeTelep
    } 
} 
class TelephoneNumber { 
mber;     private String nu
vate String ar    pri
    public String getTelephoneNumber() { 
        return ("(" + areaCode + ") " + number); 
    } 
    public String getAreaCode() { 
        return areaCode; 
    } 
    public void setAreaCode(String arg) { 
        areaCode = arg; 
    } 
    public String getNumber() { 
        return number; 
    } 
    public void setNumber(String arg) { 
        number = arg; 
    } 
} 
 
Figure 5-22. Extract class: source code example 
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     Order each = (Order) e.nextElement(); 
       outstanding += each.getAmount(); 
ame); 
TER EXTRACT METHOD 
ivate String name; 
   public void printOwing() { 
 Enumer
        double
 
        printBanner(); 
 
        // calculate outstanding 
        while (e.hasMoreElements()) { 
           Order each = (Order) e.nextElement(); 
            outstanding += each.getAmount(); 
        } 
 
        printDetails(outstanding); 
    } 
 
    public void printDetails (double outstanding) { 
 System.out.println ("name:" + name); 
        System.out.println ("amount" + outstanding); 
    } 
} 
 
 
// BEFORE EXTRACT METHOD 
class Extract { 
 
    private String name; 
 
    public void printOwing() { 
 
 Enumeration e = orders.elements(); 
        double outstanding = 0.0; 
 
printBanner();       
 
        // calculate outstanding 
        while (e.hasMoreElements()) { 
      
     
        } 
 
tails         //print de
       System.out.println ("name:" + n
      System.out.println ("amount" + outstanding);   
   } 
} 
 
 AF//
class Extract { 
 
    pr
 
 
 
ation e = orders.elements(); 
 outstanding = 0.0; 
 
oFigure 5-23. Extract meth d: source code example 
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; 
e; 
customerName, int day){ 
 = customerID; 
this.customerName = customerName; 
this.day = day; 
tomerID(){ 
ame(){ 
 
  public void setCustomerID(String newCustomerID){ 
customerID = newCustomerID ;  
    } 
    public void setCustomerName(String newCustomerName){ 
 customerName = newCustomerName; 
    }   
}  
 
// AFTER HIDE METHOD 
class Customer{  
   private String customerID; 
   private String customerName; 
   private int day; 
 
   public Customer(String customerID, String customerName, int day){ 
 this.customerID = customerID; 
 this.customerName = customerName; 
 this.day = day; 
   }  
   private String getCustomerID(){ 
 return customerID; 
   } 
   private String getCustomerName(){ 
 return customerName; 
   }  
   private int getDay(){ 
 return day; 
   }  
   private void setCustomerID(String newCustomerID){ 
 customerID = newCustomerID ;  
   } 
   private void setCustomerName(String newCustomerName){ 
 customerName = newCustomerName; 
   }   
}   
 
// BEFORE HIDE METHOD 
{  class Customer
    private String customerID
    private String customerNam
    private int day; 
 
    public Customer(String customerID, String 
 this.customerID
 
 
    }  
    public String getCus
n customerID;  retur
    }  
    public String getCustomerN
return customerName;  
    }  
    public int getDay(){ 
turn day;  re
 }     
  
 
 
Figure 5-24. Hide method: source code example 
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phoneNumber officeTelephone = new TelephoneNumber(); 
me() { 
mber(); 
bli er getOfficeTelephone() { 
iv reaCode; 
{ 
+ number); 
) { 
ublic void setAreaCode(String arg) { 
mber; 
(String arg) { 
S 
Per
eaCode; 
iva fficeNumber;  
ublic String getTelephoneNumber() { 
      return ("(" + officeAreaCode + ") " + officeNumber); 
    public
        return officeAreaCode; 
    } 
    public void setOfficeAreaCode(String arg) { 
        officeAreaCode = arg; 
    } 
    public String getOfficeNumber() { 
        return officeNumber; 
    } 
    public void setOfficeNumber(String arg) { 
        officeNumber = arg; 
    } 
} 
// BEFORE INLINE CLASS 
class Person { 
g name;     private Strin
  private Tele  
    public String getNa
        return name; 
  }   
    public String getTelephoneNumber(){ 
eTelephone.getTelephoneNu        return offic
 }    
c TelephoneNumb    pu
        return officeTelephone; 
    } 
} 
class TelephoneNumber { 
v umber;     pri ate String n
e String a    pr at
    public String getTelephoneNumber() 
 areaCode + ") "         return ("(" +
    } 
    public String getAreaCode(
 e;        return areaCod
    } 
 p   
        areaCode = arg; 
    } 
g getNumber() {     public Strin
       return nu 
    } 
    public void setNumber
      number = arg;   
    } 
} 
 AFTE// R INLINE CLAS
son { class 
    private String name; 
v fficeAr    pri ate String o
te String o    pr
    public String getName() { 
        return name; 
    } 
 p   
  
    } 
 String getOfficeAreaCode() { 
 
Figure 5-25. Inline class: source code example 
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eDeliveries; 
teD iveries()) ? 2 : 1; 
teDeliveries() { 
s > 5; 
bli
eDeliveries; 
{ 
2 : 1; 
iveries() { 
; 
 
// BEFORE INLINE METHOD 
 { class Delivery
   private int numberOfLat
 
   public int getRating() { 
 return (moreThanFiveLa el
   } 
 
   public boolean moreThanFiveLa
 return numberOfLateDeliv
 } 
erie
  
  
  c  getNumberOfLateDeliveri pu int es() { 
 return numberOfLateDeliveries; 
   } 
} 
 
// AFTER INLINE METHOD 
class Delivery { 
   private int numberOfLat
 
 public int getRating()   
 return (numberOfLateDe erliv ies > 5) ? 
   } 
 
   public int getNumberOfLateDel
 return numberOfLateDeliveries
   } 
} 
 
 
Figure 5-26. Inline method: source code example 
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   double price = quantity * itemPrice; 
lic double getPrice() { 
   return quantity * itemPrice; 
   }  
 
// BEFORE INLINE TEMP 
class Price{ 
   private double quantity; 
   private double itemPrice; 
 
lic double getPrice() {    pub
     
     return price; 
   } 
} 
 
// AFTER INLINE TEMP 
class Price{ 
   private double quantity; 
   private double itemPrice; 
 
ub   p
  
} 
 
 
Figure 5-27. Inline temp: source code example 
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tring name) { 
blic void setName (String arg) { 
ccount { 
String arg1, String arg2) { 
) { 
 
// BEFORE REMOVE SETTING METHOD 
class Account { 
 
   private String id; 
   private String name; 
 
ng id, S   public Account (Stri
       setId(id); 
  setName(name); 
   } 
 {    public void setId (String arg)
        id = arg; 
   } 
   public String getId() { 
      return id; 
    } 
 pu  
       name = arg; 
   } 
   public String getName() { 
      return name; 
 }   
} 
 
// AFTER REMOVE SETTING METHOD 
class A
 
   private String id; 
   private String name; 
 
   public Account (
       id = arg1; 
  name = arg2; 
   } 
   public String getId(
 id;       return
   } 
   public String getName() { 
      return name; 
   } 
} 
 
 
source code example 
 
 
 
 
 
 
 
 
 
 
Figure 5-28. Remove setting method: 
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/  BEFORE REPLACE ASSIGNMENT WITH INITIALIZATION 
   private int itemPrice; 
        double discountFactor; 
         else  
   } 
   private int quantity; 
 
         if (basePrice > 1000)  
  discountFactor = 0.95; 
 
     
  
}  
 
 
/
class Price{ 
   private int quantity; 
 
   public double getPrice() {  
 int basePrice; 
        basePrice = quantity * itemPrice; 
         if (basePrice > 1000)  
  discountFactor = 0.95; 
  discountFactor = 0.98; 
     return basePrice * discountFactor; 
}  
 
// AFTER REPLACE ASSIGNMENT WITH INITIALIZATION 
class Price{ 
   private int itemPrice; 
 
   public double getPrice() { 
 int basePrice = quantity * itemPrice; 
        double discountFactor; 
        else  
  discountFactor = 0.98; 
return basePrice * discountFactor; 
 } 
 
Figure 5-29. Replace assignment with initialization: source code example 
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// BEFORE REPLACE MAGIC NUMBER WITH SYMBOLIC CONSTANT 
c s ergy { 
 
 u c double potentialEnergy(double mass, double height) { 
         return mass * 9.81 * height; 
   } 
}  
 
// AFTER REPLACE MAGIC NUMBER WITH SYMBOLIC CONSTANT 
class Energy { 
 
   st c final double GRAVITATIONAL_CONSTANT = 9.81; 
 
   pu c double potentialEnergy(double mass, double height) { 
         return mass * GRAVITATIONAL_CONSTANT * height; 
    } 
}  
 
las
  p
 En
bli
ati
bli
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 5-30. Replace magic number with mbolic cons ode example 
 
 
 
 
 
sy tant: source c
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// BEFORE REVERSE CONDITIONAL  
class Charge { 
 o e a
   double quantity;  
   double winterRate; 
   double winterServiceCharge; 
   double summerRate; 
   Date date; 
   final String SUMMER_START = "1/6/2008"; 
   final String SUMMER_END = "31/8/2008"; 
   public void calculateRate(){ 
       if ( !isSummer(date)) 
   h  wi r r q t )
       else 
           charge = summerCharge (quantity);  
   } 
 
   private boolean notSummer(Date date) { 
 return date.before (SUMMER_START) || date.after(SUMMER_END);  
  
   private double summerCharge(double quantity) { 
 return quantity * summerRate;  
  
   private double winterCharge(double quantity) { 
 return quantity * winterRate + winterServiceCharge;  
  
}
 
/ F R V E N T A
class Charge { 
   double arge;
   double quantity;  
   double winterRate; 
   double winterServiceCharge; 
 do e m  
 Da d ;
 fi  i R A = / 0 ;
 fi  i R D " 8 0  
 pu c i a a )
           charge = summerCharge (quantity); 
       else 
        char  wi r r q t )
 } 
   private boolean notSummer(Date date) { 
  return date.before (SUMMER_START) || date.after(SUMMER_END);  
 }  
 private double summerCharge(double qu ity)
return quantity * summerRate;  
 }  
 private ble winter rge(d le qu ity)
return quantity * winterRate + winterServiceCharge;  
 }  
 
  d ubl  ch rge; 
        c arge = nte Cha ge( uan ity ; 
 
  }  
  }  
  }
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Figure 5-31. Reverse conditional: source code example 
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5.1
In this
measur
for Jav
interna
investig
source 
order t f 
pplying a refactoring method, we need to analyze the effect of each refactoring method 
on the internal quality metrics as follows: 
 
• 
ber of source code 
statements (LOC), and makes the class less cohesive as it assigns more 
responsibilities to it. 
.3. Classification of Refactoring Methods Based on Internal Quality Attributes 
 section, we propose a classification of refactoring methods based on their 
able effect on the internal quality metrics described in Chapter 4. The Understand 
a metrics tool [13] and the Metamata metrics tool [9] were used to collect the 
l quality metrics for the source code examples before and after applying the 
ated refactoring methods. Table 5-3 provides the measurement results for the 
code examples before and after applying the investigated refactoring methods. In 
o explain why the internal quality metric increases or decreases as a result o
a
Consolidate Conditional Expression: does not affect DIT and NOC metrics 
because it neither inherits a class nor creates subclasses. Furthermore, it does not 
use methods or attributes of other classes and consequently it does not have effect 
on CBO and FOUT metrics. However, it reduces the value of LOC since it 
combines a series of conditional checks into a single conditional check. 
Moreover, it increases the value of RFC, WMC, NOM, and LCOM metrics as it 
extracts the single conditional check into a new method. In summary, 
“Consolidate Conditional Expression” increases the size of the class in terms of 
number of methods (RFC, WMC, and NOM), reduces the num
 68
Table 5-3. Measurement results for source code exam fore and after applying refactoring methods 
 
Inheritance Coupling Size Cohesion 
ples be
Refactoring Me  Class Name 
NO
thod 
DIT C   TCBO RFC FOU WMC NOM LOC LCOM 
Befor  A ount va 1 e m .ja 0 3  3 19 0 0 3 0 Cons date ond al 
Expr sion 
After A ount. v 1 0
oli  C ition
es
m ja a  0 4  4 4 0 18 2 
Befor  C stom .java 1 e u er 0 2  2 10 1 1 2 0 
Enca sulate ield 
After C stom .java 1 0
p  F
u er  1 4  4 4 1 16 2 
P rson.j va 1 0e a    1 6 1 6 6 23 3 
Before 
T lephoneNumber.jav  - e a -   - - - - - - - 
P rson.j va 1 0e a    2 4 2 3 3 13 1 
Extra  Clas
After 
T lephoneNumber.jav  1 
ct s 
e a 0 1   5 20 5 1 5 0 
Before Extract.java 1 0 3 2  1 15 1 2 0 
Extract o
0 3 3  3 2 
 Meth d 
After Extract.java 1 1 18 1 
Befor  C stom .java 1 e u er 0 1 5  5 5 26 1 6 
Hide M  
u er 0 1 5  5 5 26 6 1
ethod
After C stom .java 1 
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Inheritance Coupling Size Cohesion 
Refactoring Method  Class Na
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
me 
Person.j vaa  4   1 0 2  2 3 3 13 1 
Befor  
T lepho eNum
e
e n ber.jav 5 5 20 a 1 0 1  1 5 0 
Person.j vaa  6   1 0 1  1 6 6 23 3 
Inline Class 
After
T lepho eNum
 
e n ber.jav - - - a - - -  - - - 
Before Delivery ava.j   3  3 12 1 0 0  0 3 1 
Inline Metho  
After Delivery ava
 d
.j   2 2 2 0 9 0 1 0 0
Befor  P ce.ja  e ri va  1  1 8 1 0 0  0 1 0 
Inlin emp
After P ce.ja  
e T  
ri va  1 1 1 0 7 0 1 0 0
Before Account.java  4  4 20 1 0 1  1 4 2 
Rem e Setting
After Account.java
ov  Method 
  2 2 1 0 1 2 1 14 1 
Befor  P ce.ja  e ri va  1  1 14 1 0 0  0 2 0 Replace Assignme  
with itializ on 
After P ce.ja  
nt
In ati
ri va  2 1 1 0 0 1 0 13 0 
Before Energy.java 1 0 0 1  1 5  0 1 0 Replace Ma c
with ymbo Constant 
After Energy.java 
gi  Number 
 S lic 
 1 1 1 0 6 0 1 0 0
Before Char a ge.jav  4  4 26 1 0 1  1 5 6 
Reve e Co dition
After Char a
rs n al 
ge.jav   4 5 4 1 0 1 1 26 6 
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reases the value of RFC, WMC, NOM, LOC, and 
LCOM metrics as it provides accessors (setter and getter) methods to a field 
(attribute). In summary, “Encapsulate Field” increases the size of the class in 
terms of number of methods and source code statements (RFC, WMC, NOM, and 
LOC), and makes the class less cohesive as it assigns more responsibilities to it. 
 
• Extract Class: does not affect DIT and NOC metrics because it neither inherits a 
class nor creates subclasses. However, it increases the value of CBO and FOUT 
metrics since the old class is coupled to the extracted class. Additionally, it 
reduces the value of RFC, WMC, NOM, LOC, and LCOM metrics of the old 
class as it moves the relevant fields and methods from the old class into the 
extracted class. However, it increases the number of classes in the system as it 
extracts new class. In summary, “Extract Class” reduces the size of the old class 
in terms of number of methods and source code statements (RFC, WMC, NOM, 
and LOC), increases the coupling between the classes (CBO, FOUT), makes the 
old class more cohesive as it reduces the responsibilities assigned to it, and 
increases the number of classes in the system. 
 
etrics because it neither inherits 
a class nor creates subclasses. Furthermore, it does not use methods or attributes 
• Encapsulate Field: does not affect DIT and NOC metrics because it neither 
inherits a class nor creates subclasses. Furthermore, it does not use methods or 
attributes of other classes and consequently it does not have effect on CBO and 
FOUT metrics. However, it inc
• Extract Method: does not affect DIT and NOC m
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of other classes and consequently it does not have effect on CBO and FOUT 
met . w t i  th e , W C, NOM, LOC, and LCOM 
metrics as it extracts group of statements into a new method. In summary, 
Extract ethod” increases the size of the class in terms of number of methods 
nd rce co tem RF C ,  L n akes the class 
ss coh e ssigns more r sibilities to i
 
• ide M od:  changes the visibility of a method fro p ic to private if the 
ethod is not used by other classes. Therefore, it does not affect any of the 
v  in rnal quality metrics. 
 
• nline C s: does not affect DIT and NOC metrics because it neither inherits a 
las o e s bc H , es e u f O and FOUT 
etrics since class ‘A’ is placed into another class ‘B’ and the coupling between 
em will be removed as class ‘A’ is deleted. Additionally, it increases the value 
f RFC, WMC, NOM, LOC, and LCOM metrics as it moves the relevant fields 
nd methods from class ‘A’ to class ‘B’. However, it reduces the number of 
lasses in the system as it deletes class ‘A’. In summary, “Inline Class” increases 
e size of the class in terms of number of ents 
FC MC, NOM, and LOC), reduces the coup  between t classes (CBO, 
FOUT), make las oh as ns o
reduc he nu f c  in te
 
rics  Ho ever, i ncreases e valu of RFC M
“
a
le
 H
m
in
 I
c
m
th
o
a
c
th
(R
 M
 sou de sta ents ( C, WM , NOM and OC), a d m
esiv as it a espon t. 
eth m ubl
estigated te
las
s n r cr ate  su lasses. owever it reduc  th val e o  CB
methods and source code statem
sig
, W
es t
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e c
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s le
las
ss c
ses
esi
 the
ve 
 sys
it as
m. 
re responsibilities to it, and 
  
72
 
. In 
summary, “Inline Method” reduces the size of the class in terms of number of 
• Inline Temp: replaces all references to the temporary variable with an expression 
and removes the temporary variable. Therefore, it does not affect any of the 
investigated internal quality metrics except it reduces the source code statements 
(LOC). 
 
s or attributes of other classes and consequently it does not have effect on 
BO and FOUT metrics. However, it reduces the value of RFC, WMC, NOM, 
• Inline Method: does not affect DIT and NOC metrics because it neither inherits a
class nor creates subclasses. Furthermore, it does not use methods or attributes of 
other classes and consequently it does not have effect on CBO and FOUT metrics. 
However, it reduces the value of RFC, WMC, NOM, LOC, and LCOM metrics 
since method ‘A’ is placed into method ‘B’ and method ‘A’ is removed
methods and source code statements (RFC, WMC, NOM, and LOC), and makes 
the class more cohesive as it reduces the responsibilities assigned to it. 
 
• Remove Setting Method: does not affect DIT and NOC metrics because it 
neither inherits a class nor creates subclasses. Furthermore, it does not use 
method
C
LOC, and LCOM metrics since it removes any setting method for a particular 
filed (attribute). In summary, “Remove Setting Method” reduces the size of the 
class in terms of number of methods and source code statements (RFC, WMC, 
NOM, and LOC), and makes the class more cohesive as it reduces the 
responsibilities assigned to it. 
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al quality metrics except it reduces the source 
• Replace Magic Number with Symbolic Constant: creates a constant and 
replaces the number with it. Therefore, it does not affect any of the investigated 
internal quality metrics except it increases the source code statements (LOC). 
 
l: reverses the sense of the conditional and reorder the 
conditional's clauses. Therefore, it does not affect any of the investigated internal 
quality metrics. 
 
Based on the above analysis and the measurement results presented in Table 5-3, 
we can classify the investigated refactoring methods according to the internal quality 
metrics they affect. For example, “Encapsulate Field” and “Extract Method” have the 
same effect on the internal quality metrics i.e. they increase the metrics value of RFC, 
WMC, NOM, LOC, and LCOM while they not change the metrics value of DIT, NOC, 
CBO, and FOUT. Table 5-4 presents the classification of the investigated refactoring 
methods based on the internal software quality metrics, where “Ç” symbol represents an 
increase in a metric value, “È” symbol represents a decrease in a metric value, and “‐” 
symbol represents no change in a metric value. 
• Replace Assignment with Initialization: makes direct initialization of variable 
instead of declare the variable and then assign a value to it. Therefore, it does not 
affect any of the investigated intern
code statements (LOC). 
 
• Reverse Conditiona
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Table 5-4. Refactoring methods classification based on internal software quality attributes 
 
Inheritance Coupling Size Cohesion 
 
Refactoring Method 
WMC DIT NOC CBO RFC FOUT NOM LOC LCOM 
Encapsulate Field ‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç Extract Method 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Hide Method ‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ Reverse Conditional 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Inline Method 
g Method 
‐ 
‐ 
‐ 
‐ 
‐  È 
È 
‐  È 
È 
È È 
È 
È 
È Remove Settin ‐  ‐  È 
Inline 
Repl
Temp 
ace Assignment with Initialization 
‐ 
‐ 
‐ 
‐ 
‐  ‐ 
‐ 
‐  ‐ 
‐ 
‐  È 
È 
‐ 
‐ ‐  ‐  ‐ 
Consolidate Conditional Expression ‐  ‐  ‐  Ç ‐  Ç Ç È Ç 
Extract Class ‐  ‐  È È  È È Ç Ç È
Inline Class ‐  ‐  Ç Ç  Ç Ç È È Ç
Replace Magic Number with Symbolic C nt ‐  ‐  ‐  ‐  Ç ‐ onsta ‐  ‐  ‐ 
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 on External Quality Attributes 
ability, understandability, 
usability, testability, and reliability) can be assessed using internal quality metrics.  
] to assess adaptability, 
ompleteness, maintainability, understandability, and reusability (ii) Bruntink and 
Deursen [24] to estim
Gyimo´thy et al. [31] to predict the reliability of software systems. Therefore, the 
clas i
externa sed on these research studies which are discussed in details 
 Chapter 4.  
adaptab 5-4 that “Encapsulate Field” increases the 
et s
values ased on Dandashi [26] study that shows a negative 
lation between the adaptability and RFC metric and a positive correlation between 
5.1.4. Classification of Refactoring Methods Based 
In this section, we propose a classification of refactoring methods based on the external 
quality attributes described in Chapter 4. As it is explained earlier in Chapter 4, the 
external quality attributes (adaptability, completeness, maintain
re
 
In order to classify the investigated refactoring methods according to the external 
quality attributes, we rely on the findings of the existing research studies that show a 
correlation between external quality attributes and internal quality metrics. More 
specifically,  we rely on the results found by (i) Dandashi [26
c
ate the testing effort and (iii) Basili et al. [14], Tang et al. [50], and 
sif cation is done by mapping the changes in the internal quality metrics to the 
l quality attributes ba
in
 
For example, to see whether “Encapsulate Field” increases (improves) the 
ility or not, we can see from Table 
m ric  value of RFC, WMC, NOM, LOC, and LCOM. The changes in these metrics 
are mapped to the adaptability b
corre
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the a
(improv ics increase.  
 
Table 5-5 presents the classification of the investigated refactoring methods based 
on the external software quality attributes, where “Ç” symbol represents an increase 
(im
impair, ol represents a decrease (impair) in external quality attribute except for 
e testability (testing effort) it means an improve, and “‐” symbol represents no change 
ad ptability and WMC and LOC metrics. Therefore, “Encapsulate Field” increases 
es) the adaptability as WMC and LOC metr
prove) in external quality attribute except for the testability (testing effort) it means an 
 “È” symb
th
in external quality attribute. 
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Inline Method 
Remove Settin
Inline Temp 
Replace Assig alization 
Extract Class 
È 
È 
È 
È 
È 
È 
È 
È 
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È 
È 
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Ç
Encapsulate F
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Constant 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
È 
È 
È 
È 
ield 
d 
 Numb
Ç 
Ç 
Ç 
Ç 
Hide Method 
Reverse Cond
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ itional 
‐ 
‐ 
Consolidate C al Expression È È  È  È Ç È ondition È 
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5.2.
I nd 
external software quality attributes. The classification is done based on real-world 
s
 
5 ns 
We composed a list of refactoring to patterns that almost covers all the categories of 
refactoring to pa of refactoring to 
patterns that are among the most popular and most widely used. The following are the 
selected refactoring to patterns (for more details see Chapter 2): 
 
• Chain Constructors: chain the constructors together to get the least amount of 
duplicate code. 
 
• Compose Method: transform a method's logic into a small number of steps at the 
same level of detail. 
 
• Form Template Method: generalize the methods in subclasses by extracting 
their steps into methods with identical signatures, then pull up the generalized 
methods to form a Template Method.
 
• Introduce Null Object: replace the null logic with a null object which provides 
the appropriate null behavior. 
 Refactoring to Patterns Classification 
n this section, we classify the selected refactoring to patterns based on internal a
oftware projects which are cited from Kerievsky’s book [39]. 
.2.1. Selected Refactoring to Patter
tterns catalog. Moreover, the composed list consists 
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spatcher with Command: replace the conditional logic 
h and execute commands. 
 
 Creation Methods: replace the constructors with 
nstances. 
with same interface as a 
 
5.2.2. Source Code Examples 
T e source code examples for the selected refactoring to patterns. 
W  the investigated refactoring to patterns. The source 
c  software projects which are cited from 
Kerievsky’s book [39]. Figure 5-32 to Figure 5-38 provide the source code examples for 
the investigated refactoring to patterns.   
 
 
 
 
 
 
 
 
 
 
 
 
 
• Replace Conditional Di
with code to fetc
• Replace Constructors with
creation methods that return object i
 
• Unify Interfaces: provide a superclass/interface 
subclass. 
 
his section presents th
e used these examples to classify
ode examples are part from real-world
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 public int rating; 
  public Date maturity; 
 this.strategy = new TermROC(); 
lic Loan(float notional, float outstanding, int rating, Date expiry,  
             Date maturity) { 
ingTermROC(); 
al, float outstanding,  
y) { 
     this.strategy = strategy; 
blic Date expiry; 
  public float outstanding; 
    public CapitalStrategy strategy; 
 
    public Loan(float notional, float outstanding, int rating, Date expiry) { 
        this(new TermROC(), notional, outstanding, rating, expiry, null); 
    } 
 
    
 
 
 
 
// BEFORE CHAIN CONSTRUCTORS 
public class Loan { 
 
    public float notional; 
   
  
    public Date expiry; 
    public float outstanding; 
    public CapitalStrategy strategy; 
 
lic Loan(float notional, float outstanding, int rating, Date expiry) {     pub
      
       this.notional = notional; 
       this.outstanding = outstanding; 
       this.rating = rating; 
       this.expiry = expiry; 
    } 
 
    pub
   
       this.strategy = new Revolv
       this.notional = notional; 
       this.outstanding = outstanding; 
     this.rating = rating;   
       this.expiry = expiry; 
     this.maturity = maturity;   
    } 
 
     
    public Loan(CapitalStrategy strategy, float notion
             int rating, Date expiry, Date maturit   
  
       this.notional = notional; 
     this.outstanding = outstanding;   
       this.rating = rating; 
     this.expiry = expiry;   
       this.maturity = maturity; 
    } 
}  
 
// AFTER CHAIN CONSTRUCTORS 
blic class Loan { pu
 
    public float notional; 
    public int rating; 
lic Date maturity;     pub
 pu   
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uts nding, int rating, Date expiry,  
), notional, outstanding, rating, expiry, 
outstanding, 
     this.notional = notional; 
 
 public Loan(float notional, float o ta
                Date maturity) { 
       this(new RevolvingTermROC( 
             maturity); 
    } 
 
at public Loan(CapitalStrategy strategy, float notional, flo
                int rating, Date expiry, Date maturity) { 
     this.strategy = strategy;   
  
       this.outstanding = outstanding; 
      this.rating = rating;  
       this.expiry = expiry; 
       this.maturity = maturity; 
    } 
}  
 
 
mple 
 
 
 
 
 
Figure 5-32. Chain constructors: source code exa
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 private boolean readOnly; 
 AFTER COMPOSE METHOD 
public class List { 
     
    private boolean readOnly; 
    private int size; 
    private Object[] elements; 
 
    public void add(Object element) { 
          if (readOnly) 
             return; 
          if (atCapacity()) 
             grow(); 
          addElement(element); 
    } 
    private boolean atCapacity() { 
        return (size + 1) > elements.length; 
    } 
    private void grow() { 
        Object[] newElements = new Object[elements.length + 10]; 
        for (int i = 0; i < size; i++) 
            newElements[i] = elements[i]; 
        elements = newElements; 
    } 
    private void addElement(Object element) { 
        elements[size++] = element; 
    } 
} 
 
 
// BEFORE COMPOSE METHOD 
public class List { 
  
  
   
 
    private int size; 
   private Object[] elements;  
 
    public void add(Object element) { 
          if (!readOnly) { 
             int newSize = size + 1; 
        if (newSize > elements.length) {      
                Object[] newElements = 
                   new Object[elements.length + 10]; 
           for (int i = 0; i < size; i++)      
                   newElements[i] = elements[i]; 
                elements = newElements; 
             } 
             elements[size++] = element; 
          } 
     }
} 
 
//
 
Figure 5-33. Compose method: source code example 
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) * riskFactorFor(loan); 
*  
; 
ends CapitalStrategy{ 
ivate double riskAmountFor(Loan loan) { 
Line extends CapitalStrategy{ 
entage(); 
 
// BEFORE FORM TEMPLATE METHOD  
talStrategy { public abstract class Capi
 
    public abstract double capital(Loan loan); 
} 
 
public class CapitalStrategyTermLoan extends CapitalStrategy{ 
 
    public double capital(Loan loan) { 
          return loan.getCommitment() * duration(loan
    } 
} 
 
public class CapitalStrategyAdvisedLine extends CapitalStrategy{ 
 
    public double capital(Loan loan) { 
an.getUnusedPercentage()           return loan.getCommitment() * lo
                 duration(loan) * riskFactorFor(loan)
    } 
} 
 
// AFTER FORM TEMPLATE METHOD  
public abstract class CapitalStrategy { 
 
    public double capital(Loan loan) { 
 
        return riskAmountFor(loan) * duration(loan) * riskFactorFor(loan); 
    } 
 
    public abstract double riskAmountFor(Loan loan); 
} 
 
public class CapitalStrategyTermLoan ext
 
    pr
 
        return loan.getCommitment(); 
    } 
} 
 
public class CapitalStrategyAdvised
 
    private double riskAmountFor(Loan loan) { 
 
        return loan.getCommitment() * loan.getUnusedPerc
    } 
} 
 
 
Figure 5-34. Form template method: source code example 
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 {} 
n(Event event, int x, int y) {} 
t, event, x, y ); 
, int y) { 
aphicsContext, event, x, y ); 
  return true; 
  } 
 null) 
t x, int y) { 
 
 
  } 
  
dler { 
er(){} 
ve(Event event, int x, int y) {} 
event, int x, int y) {} 
ent, int x, int y) {} 
 e, int x, int y) { 
blic boolean mouseDown(MetaGraphicsContext mg, Event e, int x, int y) { 
      return true; 
    } 
    public boolean mouseUp(MetaGraphicsContext mg, Event e, int x, int y) { 
   
    } 
// BEFORE INTRODUCE NULL OBJECT  
public class MouseEventHandler { 
 
    public MouseEventHandler(){} 
    public boolean mouseMove(Event event, int x, int y)
    public boolean mouseDow
    public boolean mouseUp(Event event, int x, int y) {} 
    public boolean mouseExit(Event event, int x, int y) {} 
} 
 
public class NavigationApplet extends Applet { 
 
    public boolean mouseMove(Event event, int x, int y) { 
        if (mouseEventHandler != null) 
           return mouseEventHandler.mouseMove(graphicsContex
        return true; 
    } 
    public boolean mouseDown(Event event, int x
        if (mouseEventHandler != null) 
           return mouseEventHandler.mouseDown(gr
      
  
    public boolean mouseUp(Event event, int x, int y) { 
        if (mouseEventHandler !=
           return mouseEventHandler.mouseUp(graphicsContext, event, x, y ); 
        return true; 
    } 
    public boolean mouseExit(Event event, in
        if (mouseEventHandler != null)
           return mouseEventHandler.mouseExit(graphicsContext, event, x, y );
        return true; 
  
} 
 
// AFTER INTRODUCE NULL OBJECT
public class MouseEventHan
 
    public MouseEventHandl
ublic boolean mouseMo    p
    public boolean mouseDown(Event 
    public boolean mouseUp(Event ev
    public boolean mouseExit(Event event, int x, int y) {} 
} 
 
public class NullMouseEventHandler extends MouseEventHandler { 
 
    public NullMouseEventHandler(Context context) { 
        super(null); 
     }
    public boolean mouseMove(MetaGraphicsContext mg, Event
        return true; 
    } 
    pu
  
     return true; 
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int x, int y) { 
let extends Applet { 
ouseEventHandler = new NullMouseEventHandler(); 
vent event, int x, int y) { 
; 
 
    public boolean mouseExit(MetaGraphicsContext mg, Event e, 
         return true;
   }  
} 
 
pppublic class NavigationA
 
   private MouseEventHandler m
 
lic boolean mouseMove(E   pub
        return mouseEventHandler.mouseMove(graphicsContext, event, x, y ); 
   } 
ublic boolean mouseDown(Event event, int x, int y) {    p
        return mouseEventHandler.mouseDown(graphicsContext, event, x, y ); 
   } 
   public boolean mouseUp(Event event, int x, int y) { 
    return mouseEventHandler.mouseUp(graphicsContext, event, x, y );     
   } 
   public boolean mouseExit(Event event, int x, int y) { 
eExit(graphicsContext, event, x, y )        return mouseEventHandler.mous
   } 
} 
 
 
urce code example 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 5-35. Introduce null object: so
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/
public class CatalogApp { 
 
    private HandlerResponse executeActionAndGetResponse(String actionName, Map  
                                                        parameters){ 
        if (actionName.equals(NEW_WORKSHOP)) { 
          String nextWorkshopID = workshopManager.getNextWorkshopID(); 
          StringBuffer newWorkshopContents = 
 
              workshopManager.getWorkshopDir(), 
 
          workshopManager.addWorkshop(newWorkshopContents); 
 
 
        } else if (actionName.equals(ALL_WORKSHOPS)) { 
          XMLBuilder allWorkshopsXml = new XMLBuilder("workshops"); 
          WorkshopRepository repository = 
            workshopManager.getWorkshopRepository(); 
          Iterator ids = repository.keyIterator(); 
 
            String id = (String)ids.next(); 
            Workshop workshop = repository.getWorkshop(id); 
 
            allWorkshopsXml.addAttribute("id", workshop.getID()); 
            allWorkshopsXml.addAttribute("name", workshop.getName()); 
            allWorkshopsXml.addAttribute("status", workshop.getStatus()); 
 
                                               workshop.getDurationAsString()); 
          } 
 
          return new HandlerResponse(new StringBuffer(formattedXml),  
                                                     ALL_WORKSHOPS_STYLESHEET); 
        } 
 
 
}
 
/
p
 
 
    private static String ALL_WORKSHOPS_STYLESHEET="allWorkshops.xsl"; 
    private PrettyPrinter prettyPrinter = new PrettyPrinter(); 
 
    public AllWorkshopsHandler(CatalogApp catalogApp) { 
 
 
 
 
      StringBuffer(prettyPrint(allWorkshopsData())), ALL_WORKSHOPS_STYLESHEET); 
 
 
 
    private String prettyPrint(String buffer) { 
        return prettyPrinter.format(buffer); 
 
/ BEFORE REPLACE CONDITIONAL DISPATCHER WITH COMMAND 
           workshopManager.createNewFileFromTemplate(nextWorkshopID, 
             workshopManager.getWorkshopTemplate()); 
         parameters.put("id",nextWorkshopID); 
         executeActionAndGetResponse(ALL_WORKSHOPS, parameters); 
         while (ids.hasNext()) { 
           allWorkshopsXml.addBelowParent("workshop"); 
           allWorkshopsXml.addAttribute("duration",   
         String formattedXml = getFormattedData(allWorkshopsXml.toString()); 
       //many more "else if" statements 
   } 
 
/ AFTER REPLACE CONDITIONAL DISPATCHER WITH COMMAND 
ublic class AllWorkshopsHandler extends Handler{ 
   private CatalogApp catalogApp; 
       super(catalogApp); 
   } 
   public HandlerResponse execute(Map parameters) throws Exception { 
  return new HandlerResponse(new       
   } 
   private String allWorkshopsData(){ } 
    } 
}
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public class NewWorkshopHandler extends Handler{ 
 
    private CatalogApp catalogApp; 
 
    public NewWorkshopHandler(CatalogApp catalogApp) { 
        super(catalogApp); 
 
    public HandlerResponse execute(Map parameters) throws Exception { 
 
        String nextWorkshopID = workshopManager().getNextWorkshopID(); 
        StringBuffer newWorkshopContents =  
                          WorkshopManager().createNewFileFromTemplate( 
                          nextWorkshopID, workshopManager().getWorkshopDir(), 
                          workshopManager().getWorkshopTemplate()); 
        workshopManager().addWorkshop(newWorkshopContents); 
        parameters.put("id", nextWorkshopID); 
        catalogApp.executeActionAndGetResponse(ALL_WORKSHOPS, parameters); 
 
    private WorkshopManager workshopManager() { 
        return catalogApp.getWorkshopManager(); 
 
}
 
public abstract class Handler { 
 
    protected CatalogApp catalogApp; 
 
    public Handler(CatalogApp catalogApp) { 
        this.catalogApp = catalogApp; 
 
    public abstract HandlerResponse execute(Map parameters) throws Exception; 
}
 
p
 
    private Map handlers; 
 
 
 
 
 
        handlers = new HashMap(); 
        handlers.put(NEW_WORKSHOP, new NewWorkshopHandler(this)); 
        handlers.put(ALL_WORKSHOPS, new AllWorkshopsHandler(this)); 
 
    public HandlerResponse executeActionAndGetResponse(String handlerName, Map 
                                                 parameters) throws Exception{ 
        Handler handler = lookupHandlerBy(handlerName); 
        return handler.execute(parameters); 
  } 
   private Handle
       return (Ha
   } 
 
   } 
   } 
   } 
 
   } 
 
ublic class CatalogApp { 
   public CatalogApp() { 
       createHandlers(); 
   } 
lic void createHandlers() {    pub
   } 
 
 
 
r lookupHandlerBy(String handlerName) { 
ndler)handlers.get(handlerName);  
 
}
 
 
Figure 5-36. Replace conditional dispatcher with command: source code example 
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// B FORE REPLACE CONSTRUCTORS WITH CREATION METHODS  
  public double commitment; 
  public int customerRating; 
      this(commitment, 0.00, riskRating, maturity, expiry); 
              maturity, Date expiry) { 
      this.commitment = commitment; 
      this.maturity = maturity; 
      if (capitalStrategy == null) { 
         if (expiry == null) 
   
    
            this.capitalStrategy = new CapitalStrategyRevolver(); 
         else 
            this.capitalStrategy = new CapitalStrategyRCTL(); 
      } 
  } 
}  
 
public class CapitalCalculationTests { 
 
   public double commitment; 
   public int riskRating; 
   public Date maturity; 
   public double outstanding; 
   CapitalStrategy riskAdjustedCapitalStrategy; 
 
   public void testTermLoanNoPayments() { 
       Loan termLoan = new Loan (commitment, riskRating, maturity); 
   } 
   public void testTermLoanWithRiskAdjustedCapitalStrategy() { 
       Loan termLoan = new Loan (riskAdjustedCapitalStrategy, commitment,  
                                 outstanding, riskRating, maturity); 
   } 
} 
 
 
 
 
 
 
 
E
public class Loan { 
 
  public int riskRating; 
  public Date maturity; 
  public Date expiry; 
  public double outstanding; 
     
  public Loan(double commitment, int riskRating, Date maturity, Date expiry){ 
  } 
  public Loan(double commitment, double outstanding, int customerRating, Date 
      this(null, commitment, outstanding, customerRating, maturity, expiry); 
  } 
  public Loan(CapitalStrategy capitalStrategy, double commitment, double   
              outstanding, int riskRating, Date maturity, Date expiry) { 
      this.outstanding = outstanding; 
      this.riskRating = riskRating; 
      this.expiry = expiry; 
      this.capitalStrategy = capitalStrategy; 
         this.capitalStrategy = new CapitalStrategyTermLoan(); 
     else if (maturity == null) 
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// AFTER REPLACE CONSTRUCTORS WITH CREATION METHODS  
publ c  Loan { 
 p i t riskRating; 
 publi t us e t ; 
 privat Loan(double commitment, double outstanding, int customerRating,  
  t null, commitment, outstanding, customerRating, maturity, expiry); 
  t expiry = expiry; 
  i apitalStrategy == null) { 
     (expiry == null) 
      se if (maturity == null) 
       this.capitalStrategy = new CapitalStrategyRevolver(); 
    this.capitalStrategy = new CapitalStrategyRCTL(); 
 pu ic static Loan createTermLoan(double commitment, int riskRating, Date  
 pub int s t ;
    oan termLoan = Loan.createTermL n(commitment, riskRating, maturity); 
   } 
} 
 
ic 
ubl
lass
c in
   public double commitment; 
  
   public Date maturity; 
   public Date expiry; 
   public double outstanding; 
  
  
                Date maturity, Date expiry) { 
  
   } 
   private Loan(CapitalStrategy capitalStrategy, double commitment, double  
                outstanding, int riskRating, Date maturity, Date expiry) { 
       this.commitment = commitment; 
       this.outstanding = outstanding; 
       this.riskRating = riskRating; 
       this.maturity = maturity; 
  
       this.capitalStrategy = capitalStrategy; 
  
  
             this.capitalStrategy = new CapitalStrategyTermLoan(); 
  
  
          else 
  
       } 
   } 
  
                                     maturity) { 
         return new Loan(commitment, 0.00, riskRating, maturity, null); 
   } 
   public static Loan createTermLoan(CapitalStrategy  
      riskAdjustedCapitalStrategy, double commitment, double outstanding, int 
      riskRating, Date maturity) { 
 
        return new Loan(riskAdjustedCapitalStrategy, commitment, outstanding, 
                        riskRating, maturity, null); 
   } 
}  
public class CapitalCalculationTests { 
   public double commitment; 
  
   public Date maturity; 
   public double outstanding; 
   CapitalStrategy riskAdjustedCapitalStrategy; 
   public void testTermLoanNoPayments() { 
  
   } 
   public void testTermLoanWithRiskAdjustedCapitalStrategy() { 
       Loan termLoan = Loan.createTermLoan(riskAdjustedCapitalStrategy,  
                              commitment, outstanding, riskRating, maturity); 
c in  c tom rRa ing
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Figure 5-37. Replace constructors with creation methods: source code example 
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// BEFORE UNIFY INTERFACES  
public class AbstractNode { 
 
    public void setElement(){ 
         // implementation details… 
    } 
    pu  d t e )
         // implementation details… 
    } 
} 
 
public class StringNode extends AbstractNode { 
 
    public void setElement(){ 
           // implementation details… 
    } 
    pu  d t e )
         // implementation details… 
    } 
    public void accept() { 
        // implementation details… 
    } 
} 
 
// AFTER UNIFY INTERFACES  
pu c s b a o {
 
    public void setElement(){ 
   / mp e t  a
    } 
    public void setParent(){ 
         // implementation details… 
    } 
    public d accept( }
} 
 
public class StringNode extends AbstractNode { 
 
    public void setElement(){ 
        i e t o e
    
    lic d t e )
      // p e t  a
    } 
    public void accept() { 
        // implem ation details
    } 
} 
 
blic voi  se Par nt( { 
blic voi  se Par nt( { 
bli
   
 cla s A str ctN de  
   /  i lem nta ion det ils… 
voi
// 
voi
 im
) {
ati
nt(
ion
 
n d
{ 
det
   
} 
pub
   
mpl
 se
lem
men
Par
nta
tail
ils…
s… 
 
ent … 
 
Figure 5-38. Unify interfaces: source code example 
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5.2
In this
measur
for Jav
interna
investig
source 
In orde
applying refactoring to patterns method, we need to analyze the effect of each refactoring 
 patterns method on the internal quality metrics as follows: 
 
• 
 
.3. Classification of Refactoring to Patterns Based on Internal Quality Attributes 
 section, we propose a classification of refactoring to patterns based on their 
able effect on the internal quality metrics described in Chapter 4. The Understand 
a metrics tool [13] and the Metamata metrics tool [9] were used to collect the 
l quality metrics for the source code examples before and after applying the 
ated refactoring to patterns. Table 5-6 provides the measurement results for the 
code examples before and after applying the investigated refactoring to patterns. 
r to explain why the internal quality metric increases or decreases as a result of 
to
Chain Constructors: chains the constructors together to reduce the amount of 
duplicate code. Therefore, it does not affect any of the investigated internal 
quality metrics except it reduces the source code statements (LOC). 
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Table 5-6. Measurement results for source code examples before and after applying refactoring to patterns 
 
Inheritance Coupling Size Cohesion R actoring to 
P terns  Class N me 
DIT OC CBO RFC 
ef
at  a
N FOUT WMC NOM LOC LCOM 
Before Loan.ja  1 0 0 0 va  32 0 0 0 0 C in 
Constructors 
After Loan.ja  1 0 0 0
ha
va  0 23 0 0 0 
Before List.java 1 0 0 1 0 1 1 0  19 Comp e 
After List.java  4 26 
os
Method 
1 0 0 4 0 4 3 
C pitalStrateg ava 1 2 0 1a y.j  4  0 0 1 0 
C pitalStrateg dvise Line. 0 0 1a yA d java 2   1 6 0 1 0 Before 
a yT o va 0  0 1 C pitalStrateg ermL an.ja  2 0 1 1 6 0 
C pitalStrateg ava 1 2 0 2a y.j  0  7  1 2 1 
C pitalStrateg dvise Line. 0 0 1a yA d java 2  0  1 6 1 0 
Form T m
er
a yT o va 0  0 1 
e plate 
Method 
Aft  
C pitalStrateg ermL an.ja  2 0 1 1 6 0 
MouseEventH dler.j va 1 0 0 4an a  0 6 4 4 8 
Before 
a tio le   0  N viga nApp t.java 2 0 0 4  4 4 23 0 
MouseEventH dler.j va 1 1 0 4an a  0 6 4 4 8 
N viga nApp t.java 2 0 0 4a tio le   0   4 4 16 0 
In oduce Null 
Aft  
N llMou eEve Hand r.java 2 4
tr  
Object 
er
u s nt le  0 0  0 4  4 18 6
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Inheritance Coupling Size Cohesion Refactoring to 
Patterns  Class Name 
N   TDIT OC CBO RFC FOU WMC NOM LOC LCOM 
AllWork sH -  - shop andler.java - - - - - - - 
Catalog a   1 31 App.j va 1 0 0 1 1 1 0 
Handler  -    .java - - - - - - - -
Befo  
Ne
re
wWo p le  - -  - rksho Hand r.java - - - - - - 
AllWork sH dler.java 2 0  3  shop an 3 3 3 3 16 3
Catalog a   3 19 App.j va 1 0 3 3 3 3 1 
Handler va 1 2   0 0 .ja 2 1 2 1 8 
Repl e 
Cond onal 
Dispa cher h 
After
Ne
ac
iti
t wit
Command 
 
wWo op le va 2 0 4  2  rksh Hand r.ja 2 4 2 20 0
CapitalC lat es a  2 2  2 alcu ionT ts.jav  1 0 2 2 14 0 
Befo  
Lo
re
an.jav  0 0 a 1 0 1 0 1  0 34 
CapitalC lat es a  2 2  2 alcu ionT ts.jav  1 0 2 2 14 0 
Repl e 
Constructors with 
Crea on Methods 
After
Lo
ac
ti
 
an.jav  2 1 a 1 0 1 2 1  2 37 
Abstrac e.java 1    7 tNod 1 0 2 0 2 2 1 
Befo  
St
re
ringNode.jav    3 3 a 2 0 0 3 0 9 3 
AbstractNode.java 1    8 1 0 3 0 3 3 3 
Unify nterfa s 
After
St
 I ce
 
ringNode.jav    3 3 a 2 0 0 3 0 9 3 
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• 
FOUT metrics. However, it increases the value of RFC, WMC, NOM, LOC, and 
• Form Template Method: does not affect DIT and NOC metrics because it 
neither inherits a class nor creates subclasses. Furthermore, it does not use 
methods or attributes of other classes and consequently it does not have effect on 
CBO and FOUT metrics. However, it increases the value of RFC, WMC, NOM, 
LOC, and LCOM metrics since the parent class generalizes the methods in the 
subclasses by extracting their steps into methods with identical signatures and 
then pulls up the generalized methods to form a Template Method. In summary, 
“Form Template Method” increases the size of the parent class in terms of 
number of methods and source code statements (RFC, WMC, NOM, and LOC), 
and makes the parent class less cohesive as it assigns more responsibilities to it. 
 
• Introduce Null Object: replaces the null logic with a null object which provides 
the appropriate null behavior. The null object is created by extracting subclass on 
Compose Method: does not affect DIT and NOC metrics because it neither 
inherits a class nor creates subclasses. Furthermore, it does not use methods or 
attributes of other classes and consequently it does not have effect on CBO and 
LCOM metrics since it composes methods (extracts several groups of statements 
into new methods). In summary, “Compose Method” increases the size of the 
class in terms of number of methods and source code statements (RFC, WMC, 
NOM, and LOC), and makes the class less cohesive as it assigns more 
responsibilities to it. 
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the source class. Therefore, it increases NOC metric as the source class has new 
subclass ns u ly  re s e mber of classes in the system. 
Additionally, it reduces LOC metric of the target class as it removes the 
alt tive ac s if the object is null. In summary, “Introduce Null Object” 
increases the number of subclasses (NOC) of  source class, reduces the size of 
the rget class in ter  so ce code statements (LOC), and increases the 
nu . 
 
• Replace Conditional Dispatcher with Command: creates a command for each 
action by creating new class (concrete command) for each command to handle the 
ac . Then, cr ace  tr  class that declares an execution 
me d. Afte at, on the class that cont s the conditional dispatcher, it defines 
and populates a command map that contains instances of each concrete command. 
Therefore, “R ace Conditional Dispatcher with Command” does not affect DIT 
and NOC metrics because it neither inherits a class nor inherited by other classes. 
However, it increases the value of CBO and FOUT metrics since the class that 
contains the conditional dispatcher is coupled to the abstract class that declares an 
execution method. Additionally, it increases the value of RFC, WMC, NOM, and 
LCOM me s of the s at contains the nditional dispatcher as it defines 
and populates a comm  . Moreover, it reduces LOC metric of the class that 
contains the conditional dispatcher t v he actions implementation to the 
concrete co and u r m r classes in the system is increased 
 and co eq ent  it inc ase  th nu
erna
 ta
mber of classes in the system
tion
tho
tion
 the
ms of ur
 it eates an interf  or abs act
r th ain
epl
tric
mm
cla
and
rthe
s th
map
rmo
 co
es t
 of 
as i
e nu
mo
be. F e, th
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• Replace Constructors with Creation Methods: does not affect DIT and NOC 
metrics because it neither inherits a class nor creates subclasses. Furthermore, it 
does not use methods or attributes of other classes and consequently it does not 
have effect on CBO and FOUT metrics. However, it increases the value of RFC, 
WMC, NOM, LOC, and LCOM metrics since it replaces the constructors with 
creation methods that return object instances. In summary, “Replace Constructors 
with Creation Methods” increases the size of the class in terms of number of 
methods and source code statements (RFC, WMC, NOM, and LOC), and makes 
the class less cohesive as it assigns more responsibilities to it. 
• Unify Interfaces: does not affect DIT and NOC metrics because it neither inherits 
a class nor creates subclasses. Furthermore, it does not use methods or attributes 
of other classes and consequently it does not have effect on CBO and FOUT 
metrics. However, it increases the value of RFC, WMC, NOM, LOC, and LCOM 
metrics of the superclass since it adds to the superclass copies of all public 
methods on the subclass that are missing on the superclass. In summary, “Unify 
since a new class is created for each command to handle the action. In summary, 
“Replace Conditional Dispatcher with Command” increases the size of the class 
in terms of number of methods (RFC, WMC, and NOM), increases the coupling 
between the classes (CBO, FOUT), reduces the source code statement (LOC), 
makes the class less cohesive as it assigns more responsibilities to it, and 
increases the number of classes in the system. 
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Interfaces” increases th iz f  erc s class in terms of number of 
methods and source code statements (RFC, WMC, NOM, and LOC), and makes 
the superclass class less es  as s ns re responsibilities to it. 
 
Based on the above analysis and th easure nt results presented in Table 5-6, 
we can cl fy  investigated refactoring to patterns according to the internal quality 
metrics they affect. For example, “Compose Method”, “Form Template Method”, 
“Replace st ors with Creation Methods”, and “Unify Interfaces” have the same 
effect on int l quality metrics i.e. they increase the metrics value of RFC, WMC, 
NOM, LOC, and LCOM while they not change the metrics value of DIT, NOC, CBO, 
and FOUT. Table 5-7 presents the classification of the investigated refactoring to patterns 
based on the internal software quality metrics, where “Ç” symbol represents an increase 
in a metric value, “È sym ol re ts e ase  a metric value, and “‐” symbol 
represents no change in a metric value. 
e s e o the sup las
coh ive  it a sig mo
e m me
assi
Con
the 
the
ruct
erna
” b rep sen a d cre  in
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e R oring to ssification b a tware quality attributes 
 
In a  Coupli Size Cohesion 
Tabl  5-7. efact  patterns cla ased on intern l sof
herit nce ng 
Re r  rn
DI WMC NOM LOC LCOM 
facto ing to Patte s 
T NOC CBO RFC FOUT
Co se o
Form Te  d
Replace r w re Methods
Unify Inte s 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
 
mpo  Meth d  
mplate Metho   
Const uctors ith C
rface
ation   
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç Ç
Chain Co ct ‐  ‐  ‐ nstru ors ‐  ‐  ‐  ‐  ‐  È 
Introduce O ‐  ‐  È ‐  Null bject Ç ‐  ‐  ‐  ‐ 
Replace ti l Disp he  Comma ‐   Ç È  Condi ona atc r with nd ‐  Ç Ç Ç Ç Ç
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Patterns Based on External Quality Attributes 
mbol represents no change in external 
uality attribute. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
5.2.4. Classification of Refactoring to 
In this section, we propose a classification of refactoring to patterns based on the external 
quality attributes described in Chapter 4. To achieve this, we used the same approach 
described in Section 5.1.4 for refactoring methods classification. Table 5-8 presents the 
classification of the investigated refactoring to patterns based on the external software 
quality attributes, where “Ç” symbol represents an increase (improve) in external quality 
attribute except for the testability (testing effort) it means an impair, “È” symbol 
represents a decrease (impair) in external quality attribute except for the testability 
(testing effort) it means an improve, and “‐” sy
q
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e Refa ng to fica a  o te y
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È 
È 
ose Method
Te  M
ce C struc
ds  
 In s 
  
ation
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç
Ç
Ç
Ç
 
 
 
 
Ç 
Ç 
Ç 
Ç 
È 
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Chapter 6 
 
 
Empirical Validations 
 
 
 
In the previous chapter, we classified refactoring methods and refactoring to patterns 
based on internal and external software quality attributes using source code examples. 
This chapter empirically validates this classification by using complete software systems. 
It reports the results of two conducted case studies. The objective of the first case study is 
to validate the classification of the investigated refactoring methods by using three 
software projects developed by undergraduate students and three open source software 
projects. The objective of the second case study is to validate the classification of the 
investigated refactoring to patterns by using four open source software projects. 
 
6.1. Case Study I: Validating Refactoring Methods Classification 
This case study is concerned with validating the classification of the investigated 
refactoring methods, presented in Chapter 5, by using real software projects which 
consist of three projects developed by undergraduate students in their course project and 
three open source projects. 
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6.1.1. Software Systems Background 
The software systems used in this case study are three course projects and three open 
source projects. The course projects (Project 01, Project 02, and Project 03) were 
developed by undergraduate students taking “ICS 102 Introduction to Computing” course 
offered by the Department of Information and Computer Science at King Fahd University 
of Petroleum and Minerals. The open source projects were downloaded from 
SourceForge.net [12]. These open source projects are: JLOC [6], J2Sharp [3], and JNFS 
(Java Net File Sender) [8]. Table 6-9 summarizes some main characteristics of the 
studied software projects used in this case study. 
 
bl 9 e a ic f d s a y I 
 
 
 Proje t Language # of 
Classes 
Lines of  
Code 
Description 
Ta e 6- . Th  ch racterist s o stu ied oftw re projects in case stud
 
c
Project 01 Java 3 406 A program for managing the cars in a car rental agency 
Project 02 Java 2 299 A program for managing a computer software store 
Cours
Projec
roject 0 Java 2 334 A program for managing a computer softw  store 
e 
ts 
P 3 are
6 308 An a a  for counting comment, blan d rce code lines 
pplic
k, an
tion
 souJLOC Java 
J2S Java 4 434  a a  for converting Java code  oharp  
An
into
pplic
C# c
tion
de 
Open
Sourc
Projec
JNF Ja 4  a a  for sending a file from n e  via  the internet 
 
e 
ts 
S  va 8 31 Anclie
pplic
t to s
tion
rver
  
103
1. Look for opportunity to apply a refactoring method in a system. 
 
etrics. 
 
3. Perform the refactoring method with the help of IntelliJ IDEA tool [2] and 
RefactorIT tool [11] and the rce code to make sure that the 
system works properly as before. 
 
l lity metrics f
Understand for Java etrics tool [13] and the tamata metrics tool 
uality m
 
5. Report the changes in the internal quality metrics for each class in the system. 
 
6. Map the changes in the internal quality metrics to the external quality attributes as 
described in Chapter 4. 
 
7. Repeat steps 1 to 6 for all the investigated refactoring methods till there is no 
opportunity to apply any of the investigated refactoring methods. 
6.1.2. Data Collection 
This section describes the methodology used to collect data from subject systems. The 
methodology includes the following steps: 
 
2. Collect the internal quality metrics (described in Chapter 4) for the system before 
applying the refactoring method. The Understand for Java metrics tool [13] and 
the Metamata metrics tool [9] were used to collect the internal quality m
n compile the sou
4. Collect the interna  qua or the system after applying the refactoring 
method. The  m Me
[9] were used to collect the internal q etrics. 
  
104
Once the data is collected, we can classify the investigated refactoring methods 
n h a a  attributes. Table 6-10 shows 
er of times that each refactoring method was applied on each software project 
d in thi s u  
based on their effect on the in
the num
use
ternal a d t e extern l qu lity
b
s ca e st dy. 
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Table 6-10. Number of applied refactoring metho n s e a
 
 01 Projec 2 Projec  LOC J2 harp JN
 
ds o  each oftware proj ct in c se study I 
Refactoring Method Project t 0 t 03 J S FS 
Consolidate Conditiona E ession - 2 l xpr  - - - - 
Encapsulate Field - - 1 - - - 
Extract Class 1 - - - - - 
Extract Method 6 1 4 1 1 2 
Hide Method 1 1 1 1 1 - 
Inline Class - - - - - 1 
Inline Method 1 1 - - 1 2 
Inline Temp 1 2 1 2 1 - 
Remove Setting Method 2 - 1 1 - - 
Replace Assignment with lizati - 1 1 - 2  Initia on 1 
Replace Magic Number with Symb 2 1 1 1 1 2 olic Constant 
Reverse Conditional - 1 - - - 1 
 
 
 6.1.3.
This section presents the results of the Cour
provides the m
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 Results from Course Project 01 
se Project 01 from this case study. Table 6-11
easurem t results for the whole classes before applying any refactoring 
method. Table 6-12 provid h e rement results for the affected classes as a result 
of applying the appropriate refactoring methods. Table 6-13 presents the changes in the 
internal quality metrics cause refactoring methods, where 
“Ç” symbol represents an increase in a metric value, “È” symbol represents a decrease in 
a metric value, and “‐” sym etric value. 
 
Table 6-11. Measur ment results before applying any refactoring method: 
Course Project 01 
 
In nce Coupling Size Cohesion 
en
es t e m asu
d by applying the appropriate 
bol represents no change in a m
e
herita
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Car.java 1 0 11 1 11 10 44 7 0 
Customer.java 1 0 8 1 8 7 35 3 0 
DemoCarAgency.java 1 2 5 8 5 5 327 10 0 
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Table 6-12. Measurement results for the affected classes before and after applying refactoring methods: Course Project 01 
Inheritance Coupling Size Cohesion 
 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before DemoCarAgency.java 1 0 2 5 8 5 5 327 10 
Extract Method 
After DemoCarAge 1 0 6 8 6  336 ncy.java  2 6 15 
Before DemoCarAg java   6  ency.  1 0 2  8 6 6 336 15 
Extract Method 
After DemoCarAgen y.java 1  7 8   c  0 2  7 7 347 21 
Before DemoCarAgen y.java 1  2 7 8   21c  0  7 7 347  
Extract Method 
After DemoCarAgen y.java 1  2 8 8 8  353 c  0 8 28 
Before DemoCarAgen y.java 1  2 8 8   28c  0  8 8 353  
Extract Method 
After DemoCarAgen y.java 1  2 9 8 9  c  0 9 359 36 
Before DemoCarAgen y.java 1  2 9 8   36c  0  9 9 359  
Extract Method 
After DemoCarAge y.java 1  2 8 nc 0 10 10 10 370 45 
Before DemoCarAgen y.java 1  2 10 8 c 0 10 10 370 45 
Extract Method 
After DemoCarAgency.java 1 0 2 11 8 11 11 382 55 
Before DemoCarAgency.java 1 0 2 11 8 11 11 382 55 
Hide Method 
After DemoCarAgency.java 1 0 2 11 8 11 11 382 55 
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eritance Cou   pling Size Cohesion
Refactoring Method  Class Nam
 NOC CBO RF O
e 
DIT C F UT WMC NOM LOC LCOM 
Before DemoCarAg y. 11 11 2 5  enc java 1 0 2 11 8 38  5Replace Magic Number 
with Symbolic Constant 
After DemoCarAg y.java 1 11 11 3 5  enc 0 2 11 8 38  5
Before DemoCarAgency.java 1 11 11 3 5  0 2 11 8 38  5Replace Magic Number 
with Symbolic Constant 
After DemoCarAgency.java 1 11 11 4 5  0 2 11 8 38  5
Before Car.java 0 0 11  10 44 1   1 11 7 
Remove Setting Method 
After Car.java 0 0 9 1  10 1 10 41 2 
Before Customer.java 1 0 8 7 35 0  1 8 3 
Remove Setting Method 
After Customer.java 0 6 1 0 7 1 7 32 1 
DemoCarAg y. 11 11 4enc java 1 0 2 11 8 38  55 
Before 
ShowMenu.java - - -  - - - - - -
DemoCarAgency.java 1 8 8 70 3 8 9 31  28 
Extract Class 
After 
ShowMenu.j  1 0 3 2 3 ava 0 3 3 73 
Before DemoCarAgency.java 8 8 7 1 0 3 8 9 31  28 Replace Assignment 
with Initialization 
After DemoCarAgency.java 1 8 8 8 00 3 9 29  28 
Before DemoCarAg y.  1 8 8 8 0enc java 0 3 9 29  28 
Inline Temp 
After DemoCarAgency.java 8 8 8 9 1 0 3 9 28  28 
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rita e C ng Size Cohe ion 
 
 
Inhe nc oupli  s
Refactoring Method 
CBO RFC LCOM 
 Class Name 
DIT NOC FOUT WMC NOM LOC
Before DemoCarAgency.java 1 0 3 8 9 8 8 289 28 
Inline Method 
After DemoC .java 1 0 3 7 9 7 7 286 21 arAgency
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
110
 
Table 6-13. Changes in the internal quality metrics caused by applying refactoring methods: Course Project 01 
Inheritance Coupl  n 
 
 ing Size Cohesio
R
DIT NOC   M 
efactoring Method 
CBO RFC FOUT WMC NOM LOC LCO
Extract Class ‐   Ç È   ‐  Ç È  È È È
Ex ‐   ‐  Ç   ‐  ‐  Ç  Ç Ç Çtract Method 
Hide Method ‐  ‐  ‐  ‐ ‐  ‐  ‐  ‐  ‐ 
Inline Method ‐  ‐   ‐  È   ‐  È  È È È
Inline Temp ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Remove Setting Method ‐  ‐  ‐  È ‐  È È È È 
Replace Assignment with Initialization ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
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6.1.4. Results from Course Project 02 
This section se t e ts th o
provides the measurement results for the whole classes before applying any refactoring 
method. Ta 6-15 pr ides the measurement results for the affected classes as a result 
of applying the appropriate refa r m h  l 16 presents the changes in the 
internal quality metrics caused by applying the appropriate refactoring methods, where 
“Ç” symbol represents an increase in a metric value, “È” symbol represents a decrease in 
a metric value, and “‐” sym  r e s  c g  etric value. 
 
Table 6-14. Measurement results before applying any refactoring method: 
Course Project 02 
 
Inheritance Coupling Size Cohesion 
 pre
ble 
nts he r sul  of e C urse Project 02 from this case study. Table 6-14 
ov
cto ing et ods. Tab e 6-
bol epr sent  no han e in a m
Class Name
C  U WMC NOM LOC LCOM 
 
DIT NO CBO RFC FO T
Project.java 1 0 0 6 1 6 5 30 2 
TestProject.java 1 1 7 8 7 267 0 0 8 
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Table 6-15. Measurement results for the affected classes before and after a ef r m ods: Cours Pr t 
 
eritance Cou   
pplying r acto ing eth e ojec
pling Size Cohesion
02 
Inh
Refactoring Method  Class Nam
 NOC BO RF O
e 
DIT C C F UT WMC NOM LOC LCOM 
Before Te 1 0 1 8 7 267 stProject.java   7 8 0 
Hide Method 
After TestProject.java 1 0 1 8 7 7 8 7 26  0 
Before TestProject.java 1 0 1 8 7 267   7 8 0 
Inline Temp 
After Te 0 1 8 7 2stProject.java 1  8 7 26  0 
Before TestProjec a 0 1 8 7 262 t.jav  1   7 8 0 
Extract Method 
After TestProject.java 1 1 9 8 50 9 7 26  6 
Before TestProject.java 1 9 8 265 1 0  7 9 6 Consolidate Conditional 
Expression 
After TestProject.java 1 10 9 41 0 10 7 26  15 
Before TestProject.java 1 10  9 264 1 0  7 10 15 Consolidate Conditional 
Expression 
After TestProject.java 1 0 1 11 10 3 11 7 26  25 
Before TestProject.java 1 0 1 11  10 263   7 11 25 Replace Magic Number 
with Symbolic Constant 
After TestProject.java 0 1 11 10 41  11 7 26  25 
Before TestProject.java 1 0 1 11  10 264  7 11 25 
Reverse Conditional 
After TestProject.java 1 0 1 11 11 10 4 7 26  25 
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Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before TestProject.java 1 0 1 11 7 11 10 264 25 
Inline Method 
After TestProject.java 1 0 1 10 7 10 9 261 15 
Before TestProject.java 1 0 1 10 7 10 9 261 15 
Inline Temp 
After TestProject.java 1 0 1 10 7 10 9 260 15 
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Table 6-16. Changes in the internal quality metrics caused by applying refactoring methods: Course Project 02 
 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Consolidate Conditional Expression ‐  ‐  ‐  Ç ‐  Ç Ç È Ç 
Extract Method ‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Hide Method ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ 
Inline Method ‐  ‐  ‐  È ‐  È È È È 
Inline Temp ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
Reverse Conditional ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ 
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6.1.5. Results from Course Project 03 
This section presents the results of the Course Project 03 from this case study. Table 6-17 
provides the measurement results for the whole classes before applying any refactoring 
method. Table 6-18 provides the measurement results for the affected classes as a result 
of applying the appropriate refactoring methods. Table 6-19 presents the changes in the 
internal quality metrics caused by applying the appropriate refactoring methods, where 
“Ç” symbol represents an increase in a metric value, “È” symbol represents a decrease in 
a metric value, and “‐” symbol represents no change in a metric value. 
 
Table 6-17. Measurement results before applying any refactoring method: 
Course Project 03 
 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Store.java 1 0 0 13 1 13 12 62 16 
StoreManager.java 1 0 1 11 4 11 11 272 0 
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Table 6-18. Measurement results for the affected classes before and after applying refactoring methods: Course Project 03 
 
Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before Store.java 1 0 0 13 1 13 12 62 16 
Encapsulate Field  
After Store.java 1 0 0 15 1 15 14 68 35 
Before Store.java 1 0 0 15 1 15 14 68 35 
Remove Setting Method  
After Store.java 1 0 0 13 1 13 12 62 24 
Before StoreManager.java 1 0 1 11 4 11 11 272 0 
Hide Method 
After StoreManager.java 1 0 1 11 4 11 11 272 0 
Before StoreManager.java 1 0 1 11 4 11 11 272 0 Replace Assignment 
with Initialization 
After StoreManager.java 1 0 1 11 4 11 11 267 0 
Before StoreManager.java 1 0 1 11 4 11 11 267 0 
Inline Temp 
After StoreManager.java 1 0 1 11 4 11 11 263 0 
Before StoreManager.java 1 0 1 11 4 11 11 263 0 
Extract Method 
After StoreManager.java 1 0 1 12 4 12 12 266 10 
Before StoreManager.java 1 0 1 12 4 12 12 266 10 
Extract Method 
After StoreManager.java 1 0 1 13 4 13 13 269 22 
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Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before StoreManager.java 1 0 1 13 4 13 13 269 22 
Extract Method 
After StoreManager.java 1 0 1 14 4 14 14 272 35 
Before StoreManager.java 1 0 1 14 4 14 14 272 35 
Extract Method 
After StoreManager.java 1 0 1 15 4 15 15 275 49 
Before Store.java 1 0 0 13 1 13 12 62 24 Replace Magic Number 
with Symbolic Constant 
After Store.java 1 0 0 13 1 13 12 63 24 
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Table 6-19. Changes in the internal quality metrics caused by applying refactoring methods: Course Project 03 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Encapsulate Field ‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Extract Method ‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Hide Method ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ 
Inline Temp ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Remove Setting Method ‐  ‐  ‐  È ‐  È È È È 
Replace Assignment with Initialization ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
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 Results from JLOC 
OC project from this case study. Table 6-20 
easurement results for the whole classes before applying any refactoring 
ethod. Table 6-21 provides the measurement results for the affected classes as a result 
factoring methods. Table 6-22 presents the changes in the 
etrics caused by applying the appropriate refactoring methods, where 
Ç” symbol represents an increase in a metric value, “È” symbol represents a decrease in 
etric value, and “‐” symbol represents no change in a metric value. 
Table 6-20. Measurement results before applying any refactoring method: JLOC 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
BasicFileInfo.java 1 0 0 10 1 10 10 39 35 
CommonCounter.java 1 0 1 2 5 2 2 53 1 
Gui.java 1 0 1 3 8 3 3 77 1 
ILineCounter.java 1 1 1 1 2 1 1 7 0 
Main.java 1 0 2 1 2 1 1 39 0 
Table.java 2 0 3 17 5 11 11 91 8 
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Table 6-21. Measurement results for the affected classes before and after applying refactoring methods: JLOC 
 
Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before Gui.java 1 0 1 3 8 3 3 77 1 Replace Assignment 
with Initialization 
After Gui.java 1 0 1 3 8 3 3 74 1 
Before CommonCounter.java 1 0 1 2 5 2 2 53 1 
Remove Setting Method 
After CommonCounter.java 1 0 1 1 5 1 1 50 0 
Before Main.java 1 0 2 1 2 1 1 39 0 
Inline Temp 
After Main.java 1 0 2 1 2 1 1 37 0 
Before Table.java 2 0 3 17 5 11 11 91 8 
Extract Method 
After Table.java 2 0 3 18 5 12 12 94 9 
Before Table.java 2 0 3 18 5 12 12 94 9 
Inline Temp 
After Table.java 2 0 3 18 5 12 12 93 9 
Before Table.java 2 0 3 18 5 12 12 93 9 
Hide Method 
After Table.java 2 0 3 18 5 12 12 93 9 
Before Gui.java 1 0 1 3 8 3 3 74 1 Replace Magic Number 
with Symbolic Constant 
After Gui.java 1 0 1 3 8 3 3 76 1 
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Table 6-22. Changes in the internal quality metrics caused by applying refactoring methods: JLOC 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Extract Method ‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Hide Method ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ 
Inline Temp ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Remove Setting Method ‐  ‐  ‐  È ‐  È È È È 
Replace Assignment with Initialization ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
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 Results from J2Sharp 
lts of the J2Sharp project from this case study. Table 6-23 
easurement results for the whole classes before applying any refactoring 
ethod. Table 6-24 provides the measurement results for the affected classes as a result 
factoring methods. Table 6-25 presents the changes in the 
etrics caused by applying the appropriate refactoring methods, where 
Ç” symbol represents an increase in a metric value, “È” symbol represents a decrease in 
etric value, and “‐” symbol represents no change in a metric value. 
Table 6-23. Measurement results before applying any refactoring method: J2Sharp 
 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
J2Sharp.java 1 0 0 6 4 6 5 171 6 
J2SharpGUI.java 2 0 2 7 12 7 6 206 5 
Main.java 1 0 1 1 1 1 1 28 0 
MyInternalFrame.java 2 0 0 2 2 2 0 29 0 
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Table 6-24. Measurement results for the affected classes before and after applying refactoring methods: J2Sharp 
 
Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before MyInternalFrame.java 2 0 0 2 2 2 0 29 0 Replace Magic Number 
with Symbolic Constant 
After MyInternalFrame.java 2 0 0 2 2 2 0 31 0 
Before Main.java 1 0 1 1 1 1 1 28 0 
Extract Method 
After Main.java 1 0 1 2 1 2 2 31 1 
Before J2SharpGUI.java 2 0 2 7 12 7 6 206 5 
Inline Temp 
After J2SharpGUI.java 2 0 2 7 12 7 6 205 5 
Before J2SharpGUI.java 2 0 2 7 12 7 6 205 5 
Inline Method 
After J2SharpGUI.java 2 0 2 6 12 6 5 202 4 
Before J2SharpGUI.java 2 0 2 6 12 6 5 202 4 
Reverse Conditional 
After J2SharpGUI.java 2 0 2 6 12 6 5 202 4 
Before J2Sharp.java 1 0 0 6 4 6 5 171 6 
Hide Method 
After J2Sharp.java 1 0 0 6 4 6 5 171 6 
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Table 6-25. Changes in the internal quality metrics caused by applying refactoring methods: J2Sharp 
 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Extract Method ‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Hide Method ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ 
Inline Method ‐  ‐  ‐  È ‐  È È È È 
Inline Temp ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
Reverse Conditional ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ 
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6.1.8. Results from JNFS 
This section presents the results of the JNFS project from this case study. Table 6-26 
provides the measurement results for the whole classes before applying any refactoring 
method. Table 6-27 provides the measurement results for the affected classes as a result 
of applying the appropriate refactoring methods. Table 6-28 presents the changes in the 
internal quality metrics caused by applying the appropriate refactoring methods, where 
“Ç” symbol represents an increase in a metric value, “È” symbol represents a decrease in 
a metric value, and “‐” symbol represents no change in a metric value. 
 
Table 6-26. Measurement results before applying any refactoring method: JNFS 
 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Compteur.java 2 0 0 5 0 5 4 31 0 
Fichier.java 1 0 0 4 2 4 3 23 3 
JnfsClient.java 2 0 4 2 7 2 1 74 0 
JnfsServeur.java 2 0 3 2 7 2 1 75 0 
Outils.java 1 0 0 1 0 1 0 6 0 
Parametres.java 1 0 0 2 0 2 1 10 0 
MainFrm.java 2 0 2 13 9 13 12 143 58 
ShowIp.java 2 0 0 5 6 5 4 69 6 
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Table 6-27. Measurement results for the affected classes before and after applying refactoring methods: JNFS 
 
Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
JnfsClient.java 2 0 4 2 7 2 1 74 0 
Before 
Parametres.java 1 0 0 2 0 2 1 10 0 
JnfsClient.java 2 0 3 3 6 3 2 78 1 
Inline Class 
After 
Parametres.java - - - - - - - - - 
Before MainFrm.java 2 0 2 13 9 13 12 143 58 
Inline Method 
After MainFrm.java 2 0 2 12 9 12 11 139 47 
Before ShowIp.java 2 0 0 5 6 5 4 69 6 
Inline Method 
After ShowIp.java 2 0 0 4 6 4 3 66 3 
Before MainFrm.java 2 0 2 12 9 12 11 139 47 Replace Assignment 
with Initialization 
After MainFrm.java 2 0 2 12 9 12 11 136 47 
Before ShowIp.java 2 0 0 4 6 4 3 66 3 Replace Assignment 
with Initialization 
After ShowIp.java 2 0 0 4 6 4 3 64 3 
Before JnfsClient.java 2 0 3 3 6 3 2 78 0 
Extract Method 
After JnfsClient.java 2 0 3 4 6 4 3 82 1 
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Inheritance Coupling Size Cohesion 
Refactoring Method  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before JnfsServeur.java 2 0 3 2 7 2 1 75 0 
Extract Method 
After JnfsServeur.java 2 0 3 3 7 3 2 79 1 
Before JnfsClient.java 2 0 3 4 6 4 3 82 1 Replace Magic Number 
with Symbolic Constant 
After JnfsClient.java 2 0 3 4 6 4 3 83 1 
Before JnfsServeur.java 2 0 3 3 7 3 2 79 1 Replace Magic Number 
with Symbolic Constant 
After JnfsServeur.java 2 0 3 3 7 3 2 80 1 
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Table 6-28. Changes in the internal quality metrics caused by applying refactoring methods: JNFS 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Extract Method ‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Inline Class ‐  ‐  È Ç È Ç Ç Ç Ç 
Inline Method ‐  ‐  ‐  È ‐  È È È È 
Replace Assignment with Initialization ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
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6.1.9. Discussion of Results 
From the results presented in Table 6-13, Table 6-16, Table 6-19, Table 6-22, Table 6-25, 
and Table 6-28 that show the changes in the internal quality metrics of the studied 
software projects, we can classify the investigated refactoring methods based on their 
effect on the internal quality metrics. Then, we can classify the investigated refactoring 
methods according to the external quality attributes by mapping the changes in the 
internal quality metrics to the external quality attributes as described in Chapter 4.  
 
Table 6-29 presents the classification of the investigated refactoring methods 
based on the internal quality metrics using empirical results from the studied software 
projects, where “Ç” symbol represents an increase in a metric value, “È” symbol 
represents a decrease in a metric value, and “‐” symbol represents no change in a metric 
value. 
 
Table 6-30 presents the classification of the investigated refactoring methods 
based on the external quality attributes using empirical results from the studied software 
projects, where “Ç” symbol represents an increase (improve) in external quality attribute 
except for the testability (testing effort) it means an impair, “È” symbol represents a 
decrease (impair) in external quality attribute except for the testability (testing effort) it 
means an improve, and “‐” symbol represents no change in external quality attribute. 
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Table 6-29. Classification of refactoring methods based on internal software quality attributes using empirical results 
 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Encapsulate Field 
Extract Method 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Hide Method 
Reverse Conditional 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Inline Method 
Remove Setting Method 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
È 
È 
‐ 
‐ 
È 
È 
È 
È 
È 
È 
È 
È 
Inline Temp 
Replace Assignment with Initialization 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
È 
È 
‐ 
‐ 
Consolidate Conditional Expression ‐  ‐  ‐  Ç ‐  Ç Ç È Ç 
Extract Class ‐  ‐  Ç È Ç È È È È 
Inline Class ‐  ‐  È Ç È Ç Ç Ç Ç 
Replace Magic Number with Symbolic Constant ‐  ‐  ‐  ‐  ‐  ‐  ‐  Ç ‐ 
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Table 6-30. Classification of refactoring methods based on external software quality attributes using empirical results 
Refactoring Method Adaptability Completeness Maintainability Understandability Reusability Testability Reliability 
Inline Method 
Remove Setting Method 
Inline Temp 
Replace Assignment with Initialization 
Extract Class 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
Ç 
Ç 
Ç 
Ç 
Ç 
Encapsulate Field 
Extract Method 
Inline Class 
Replace Magic Number with Symbolic 
Constant 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
È 
È 
È 
È 
Hide Method 
Reverse Conditional 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Consolidate Conditional Expression È È  È  È È  Ç È 
 
 
 
 
 follows (see Chapter 5 f
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This case study provided a number of interesting results which can be observed as 
or further analysis on the effect of the investigated refactoring
ethods on the internal quality metrics): 
 
• The empirical results presented in Table 6-29 and Table 6-30 which are provided 
by the course projects and the open source projects, validate the classification of 
the investigated refactoring methods presented in Chapter 5. 
 
• The empirical results obtained from software projects developed by 
undergraduate students are sam  as the empirical results obtained from open 
source software projects. This strengthens our refactoring classification as we 
consider different programming abilities (students / beginners and professionals).  
 
• During the analysis of the empirical results presented in Table 6-12, Table 6-15, 
Table 6-18, Table 6-21, Table 6-24, and Table 6-27, we observed that all of the 
investigated refactoring methods are dealing with one class except “Extract Class” 
and “Inline Class” are dealing with two classes. This is because that “Extract 
Class” creates (extracts) new class from old class, while “Inline Class” puts 
(inline) a class into another class. 
 
• The empirical results presented in Table 6-12 and Table 6-27 support the earlier 
explanation in Chapter 5 that “Extract Class” increases the number of classes in 
the system, whereas “Inline Class” reduces the number of classes in the system.  
 
e
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• We can observe from Table 6-29 that “Encapsulate Field”, “Extract Method”, and 
“Inline Class” increase the class size in terms of WMC, NOM, and LOC metrics 
since they introduce new methods. On the other hand, “Inline Method”, “Remove
Setting Method”, and “Extract Class” reduce the class size in terms of WMC, 
NOM, and LOC metrics. 
• We can observe from Table 6-29 and Table 6-30 that the refactoring methods that 
are inverse to each other e.g. (“Extract Method” and “Inline Method”), and 
(“Extract Class” and “Inline Class”) have inverse effect on the internal and the 
external quality attributes. 
• One of the objectives of good software design is to reduce the coupling where 
possible and increase the cohesion where possible [40].  We can observe from 
Table 6-29 that “Inline Class” reduces the coupling (CBO and FOUT), while 
“Extract Class” increases the coupling (CBO and FOUT). Additionally, “Inline 
Method”, “Remove Setting Method”, and “Extract Class” increase the cohesion 
(reduce LCOM) while “Encapsulate Field”, “Extract Method”, “Consolidate 
Conditional Expression”, and “Inline Class” reduce the cohesion (increase
LCOM).  
 
Another interesting observation obtained from Table 6-29 is that the refactoring 
methods that are not inverse to each other e.g. (“Encapsulate Field” and “Remove Setting 
Method”), (“Extract Method” and “Remove Setting Method”), (“Inline Temp” and
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“Replace Magic Number with Symbolic Constant”), and (“Replace Assignment with 
Initialization” and “Replace Magic Number with Symbolic Constant”) have inverse 
(conflict) effect on the all internal quality metrics. Table 6-31 presents the refactoring 
methods that are not inverse to each other, but they have inverse effect on the all internal 
quality metrics.  
 
This led us to investigate this situation where some refactoring methods are not 
inverse to each other, but they have inverse effect on the all internal quality metrics. 
Therefore, we need to apply these refactoring methods together and then observe the 
changes in the internal quality metrics for the whole system. This, in turn, helps us to 
understand which one of the refactoring methods is more dominant (has more effect on 
the internal quality metrics). We composed four groups of refactoring methods. Each 
group consists of two refactoring methods that have inverse effect on the all internal 
quality metrics.  
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Table 6-31. Refactoring methods that have inverse effect on the internal quality metrics 
 
Inheritance Coupling Size Cohesion 
Refactoring Method 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Encapsulate Field 
Remove Setting Method 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Ç 
È 
‐ 
‐ 
Ç 
È 
Ç 
È 
Ç 
È 
Ç 
È 
Extract Method 
Remove Setting Method 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Ç 
È 
‐ 
‐ 
Ç 
È 
Ç 
È 
Ç 
È 
Ç 
È 
Inline Temp 
Replace Magic Number  
with Symbolic Constant 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
È 
Ç 
‐ 
‐ 
Replace Assignment  
with Initialization  
Replace Magic Number  
with Symbolic Constant 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
È 
Ç 
‐ 
‐ 
 
To calculate the internal quality metrics for the whole system, we calculated the 
internal quality metrics for all classes in that system and then we aggregated the internal 
quality metrics values by taking their sum and their average. Table 6-32 and Table 6-33 
provide the aggregated measurement results by taking their sum and their average 
respectively. We can see from Table 6-32 and Table 6-33 that two types of the 
aggregation provide the same results.  
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Table 6-32. Sum of measurement results before and after applying group of refactoring methods 
 
Inheritance Coupling Size Cohesion Group of  
Refactoring Methods  Software Project 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before Course Project 03 2 0 1 24 5 24 23 334 16 Encapsulate Field & 
Remove Setting Method 
After Course Project 03 2 0 1 25 5 25 24 337 28 
Before Course Project 03 2 0 1 26 5 26 25 340 35 Extract Method & 
Remove Setting Method After Course Project 03 2 0 1 26 5 26 25 340 35 
Before JLOC 7 1 8 34 23 28 28 303 45 Extract Method & 
Remove Setting Method After JLOC 7 1 8 34 23 28 28 303 45 
Before JLOC 7 1 8 34 23 28 28 301 45 Inline Temp & 
Replace Magic Number  
with Symbolic Constant After JLOC 7 1 8 34 23 28 28 301 45 
Before J2Sharp 6 0 3 16 19 16 12 434 11 Inline Temp & 
Replace Magic Number  
with Symbolic Constant After J2Sharp 6 0 3 16 19 16 12 434 11 
Before Course Project 03 2 0 1 24 5 24 23 334 24 Replace Assignment  
with Initialization & 
Replace Magic Number  
with Symbolic Constant 
After Course Project 03 2 0 1 24 5 24 23 334 24 
Before JNFS 12 0 8 31 30 31 24 418 53 Replace Assignment  
with Initialization & 
Replace Magic Number  
with Symbolic Constant 
After JNFS 12 0 8 31 30 31 24 418 53 
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Table 6-33. Average of measurement results before and after applying group of refactoring methods 
 
Inheritance Coupling Size Cohesion Group of  
Refactoring Methods  Software Project 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before Course Project 03 1 0 0.5 12 2.5 12 11.5 167 8 Encapsulate Field & 
Remove Setting Method 
After Course Project 03 1 0 0.5 12.5 2.5 12.5 12 168.5 14 
Before Course Project 03 1 0 0.5 13 2.5 13 12.5 170 17.5 Extract Method & 
Remove Setting Method After Course Project 03 1 0 0.5 13 2.5 13 12.5 170 17.5 
Before JLOC 1.16 0.16 1.33 5.66 3.83 4.66 4.66 50.5 7.5 Extract Method & 
Remove Setting Method After JLOC 1.16 0.16 1.33 5.66 3.83 4.66 4.66 50.5 7.5 
Before JLOC 1.16 0.16 1.33 5.66 3.83 4.66 4.66 50.17 7.5 Inline Temp & 
Replace Magic Number  
with Symbolic Constant After JLOC 1.16 0.16 1.33 5.66 3.83 4.66 4.66 50.17 7.5 
Before J2Sharp 1.5 0 0.75 4 4.75 4 3 108.5 2.75 Inline Temp & 
Replace Magic Number  
with Symbolic Constant After J2Sharp 1.5 0 0.75 4 4.75 4 3 108.5 2.75 
Before Course Project 03 1 0 0.5 12 2.5 12 11.5 167 12 Replace Assignment  
with Initialization & 
Replace Magic Number  
with Symbolic Constant 
After Course Project 03 1 0 0.5 12 2.5 12 11.5 167 12 
Before JNFS 1.71 0 1.14 4.42 4.28 4.42 3.42 59.71 7.57 Replace Assignment  
with Initialization & 
Replace Magic Number  
with Symbolic Constant 
After JNFS 1.71 0 1.14 4.42 4.28 4.42 3.42 59.71 7.57 
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Table 6-34 presents the changes in the internal quality metrics caused by applying 
group of refactoring methods, where “Ç” symbol represents an increase in a metric value, 
“È” symbol represents a decrease in a metric value, and “‐” symbol represents no change 
in a metric value.  
 
Table 6-34. Changes in the internal quality metrics caused by applying group of 
refactoring methods 
 
Inheritance Coupling Size Cohesion Group of 
Refactoring Methods 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Encapsulate Field & 
Remove Setting Method 
‐  ‐  ‐  Ç ‐  Ç Ç Ç Ç 
Extract Method & 
Remove Setting Method 
‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ ‐ 
Inline Temp & 
Replace Magic Number  
with Symbolic Constant 
‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ ‐ 
Replace Assignment  
with Initialization & 
Replace Magic Number  
with Symbolic Constant 
‐  ‐  ‐  ‐  ‐  ‐  ‐  ‐ ‐ 
 
The first group (“Encapsulate Field” and “Remove Setting Method”) increases 
RFC, WMC, NOM, LOC, and LCOM metrics value. This is because that “Encapsulate 
Field” provides (two methods) setter and getter methods for a field, while “Remove 
Setting Method” removes a setting method for a field. Therefore, there is one extra 
method after applying this group of refactoring which is the getter method. This, in turn, 
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increases the number of methods in the system, increases the source code statements, and 
makes the system less cohesive.  
 
The second group (“Extract Method” and “Remove Setting Method”) does not 
affect any of the investigated internal quality metrics. This is because that “Extract 
Method” creates (extracts) new method, while “Remove Setting Method” removes a 
setting method. Therefore, after applying this group of refactoring, the internal quality 
metrics including the number of methods of the system will not change.  
 
The third group (“Inline Temp” and “Replace Magic Number with Symbolic 
Constant”) does not affect any of the investigated internal quality metrics. This is because 
that “Inline Temp” replaces all references to the temporary variable with an expression 
and removes the temporary variable, while “Replace Magic Number with Symbolic 
Constant” creates a constant and replaces the number with it. Therefore, “Inline Temp” 
reduces the source code statements by one line, whereas “Replace Magic Number with 
Symbolic Constant” increases the source code statements by one line. After applying this 
group of refactoring, the internal quality metrics including the number of source code 
statements of the system will not change.  
 
The fourth group (“Replace Assignment with Initialization” and “Replace Magic 
Number with Symbolic Constant”) does not affect any of the investigated internal quality 
metrics. This is because that “Replace Assignment with Initialization” makes direct 
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initialization of variable instead of declare the variable and then assign a value to it, while 
“Replace Magic Number with Symbolic Constant” creates a constant and replaces the 
number with it. Therefore, “Replace Assignment with Initialization” reduces the source 
code statements by one line, whereas “Replace Magic Number with Symbolic Constant” 
increases the source code statements by one line. After applying this group of refactoring, 
the internal quality metrics including the number of source code statements of the system 
will not change.  
 
To study the effect of the refactoring groups, discussed above, on the external 
quality attributes, we map the changes in the internal quality metrics presented in Table 
6-34 to the external quality attributes as described in Chapter 4. Table 6-35 presents the 
effect of the refactoring groups on the external quality attributes, where “Ç” symbol 
represents an increase (improve) in external quality attribute except for the testability 
(testing effort) it means an impair, “È” symbol represents a decrease (impair) in external 
quality attribute except for the testability (testing effort) it means an improve, and “‐” 
symbol represents no change in external quality attribute. 
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Table 6-35. The effect of refactoring groups on the external quality attributes  
 
Groups of  
Refactoring Methods Adaptability Completeness Maintainability Understandability Reusability Testability Reliability 
Encapsulate Field  
& 
Remove Setting Method 
Ç  Ç  Ç  Ç  Ç  Ç  È 
Extract Method 
& 
Remove Setting Method 
‐  ‐  ‐  ‐  ‐  ‐  ‐ 
Inline Temp 
& 
Replace Magic Number with Symbolic 
Constant 
‐  ‐  ‐  ‐  ‐  ‐  ‐ 
Replace Assignment  with Initialization 
& 
Replace Magic Number with Symbolic 
Constant 
‐  ‐  ‐  ‐  ‐  ‐  ‐ 
 
  
142
6.2. Case Study II: Validating Refactoring to Patterns Classification 
This case study is concerned with validating the classification of the investigated 
refactoring to patterns, presented in Chapter 5, by using real software projects which 
consist of four open source projects.  
 
6.2.1. Software Systems Background 
The software systems used in this case study are four open source projects. The open 
source projects were downloaded from SourceForge.net [12]. These open source projects 
are: HTML Parser [1], Java Class Browser [4], Java Neural Network Trainer [5], and 
JMK (Make in Java) [7]. Table 6-36 summarizes some main characteristics of these 
projects. 
 
Table 6-36. The characteristics of studied software projects in case study II 
 
 
 
Project Language # of 
Classes 
Lines of  
Code 
Description 
HTML Parser Java 202 25992 
An application used to parse HTML in 
either a linear or nested fashion. Primarily 
used for transformation or extraction 
Java Class 
Browser Java 9 647 
An application used to view the class file 
names in a Java archive or Directory with 
multiple archives 
Java Neural 
Network Trainer Java 11 1171 
An application used to add new training 
algorithms and training patterns 
JMK Java 47 5016 An application used to ensure that a set of files is in a consistent state 
 6.2.2.
The data w
difference is that we are looking for refact
refactoring m
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This section presents the results of the HT
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 Data Collection 
as collected from subject systems as described in Section 6.1.2. The only 
oring to patterns opportunities instead of 
ethod opportunities. 
 Results from HTML Parser 
ML Parser from this case study.  Table 6-37 
easurement results for the “lexer” package and “tests”
pectively before applying any refactoring to patterns. Table 6-39 provides the 
easurement results for the affected classes as a result of applying the appropriate 
Table 6-37. Measurement results for lexer package: HTML Parser 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Cursor.java 1 0 1 9 3 9 8 76 14 
Lexer.java 1 0 9 35 9 35 31 773 377 
Page.java 1 1 7 31 15 31 27 522 147 
PageIndex.java 1 0 4 24 2 24 21 171 102 
Source.java 2 0 1 21 8 21 18 248 0 
Stream.java 2 0 0 10 1 10 8 158 2 
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Table 6-38. Measurement results for tests package: HTML Parser 
 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
AllTests.java 1 0 2 2 1 1 1 35 0 
AssertXmlEqualsTest.java 2 0 0 41 2 11 10 44 45 
BadTagIdentifier.java 1 0 5 3 3 3 2 33 1 
FunctionalTests.java 2 0 6 10 3 9 5 82 10 
InstanceofPerformance 
Test.java 1 0 7 11 4 14 6 83 11 
LineNumberAssigned 
ByNodeReaderTest.java 2 0 3 42 1 12 11 92 55 
ParserTest.java 2 0 11 42 9 45 21 705 210 
ParserTestCase.java 1 58 15 30 8 30 29 454 354 
PerformanceTest.java 1 0 5 9 2 12 3 85 1 
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Table 6-39. Measurement results for the affected classes before and after applying refactoring to patterns: HTML Parser 
 
Inheritance Coupling Size Cohesion Refactoring to 
Patterns  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Page.java 1 1 7 31 15 31 27 522 147 
Before 
Source.java 2 0 1 21 8 21 18 248 0 
Page.java 1 1 7 31 15 31 27 522 147 
Replace 
Constructors 
with Creation 
Methods 
After 
Source.java 2 0 1 23 8 23 20 254 32 
ParserTestCase.java 2 58 15 30 8 30 29 454 354 
AssertXmlEqualsTest.java 3 0 0 41 2 11 10 44 45 Before 
LineNumberAssignedByNodeReaderTest.java 3 0 3 42 1 12 11 92 55 
ParserTestCase.java 2 58 15 32 8 32 31 458 413 
AssertXmlEqualsTest.java 3 0 0 43 2 11 10 44 45 
Form Template 
Method 
After 
LineNumberAssignedByNodeReaderTest.java 3 0 3 44 1 12 11 92 55 
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6.2.4. Results from Java Class Browser 
This section presents the results of the Java Class Browser from this case study.  Table 6-
40 provides the measurement results for the whole classes before applying any 
refactoring to patterns. Table 6-41 provides the measurement results for the affected 
classes as a result of applying the appropriate refactoring to patterns. 
 
Table 6-40. Measurement results before applying any refactoring to patterns: 
Java Class Browser 
 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
ArchiveFilter.java 2 0 0 5 2 5 5 31 8 
ClassBrowser.java 2 0 4 14 19 14 13 155 78 
ClassFileTableModel.java 2 0 0 6 3 6 5 58 4 
ClassInfo.java 1 0 0 0 0 0 0 3 0 
MyFilter.java 1 0 0 1 2 1 1 10 0 
ReadJar.java 1 0 1 5 6 5 5 101 10 
ShowClasses.java 1 0 2 1 8 1 1 44 0 
TableMap.java 2 1 0 10 3 10 10 38 0 
TableSorter.java 3 0 14 27 6 17 15 207 59 
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Table 6-41. Measurement results for the affected classes before and after applying refactoring to patterns: Java Class Browser 
Inheritance Coupling Size Cohesion Refactoring to 
Patterns  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
FifthCase.java - - - - - - - - - 
FirstCase.java - - - - - - - - - 
FourthCase.java - - - - - - - - - 
Handler.java - - - - - - - - - 
SecondCase.java - - - - - - - - - 
TableSorter.java 3 0 14 27 6 17 15 207 59 
Before 
ThirdCase.java - - - - - - - - - 
FifthCase.java 2 0 0 3 3 2 1 24 0 
FirstCase.java 2 0 0 3 3 2 1 24 0 
FourthCase.java 2 0 0 3 3 2 1 23 0 
Handler.java 1 5 0 1 1 1 0 11 0 
SecondCase.java 2 0 0 3 3 2 1 23 0 
TableSorter.java 3 0 16 29 8 19 17 162 88 
Replace Conditional 
Dispatcher with 
Command 
After 
ThirdCase.java 2 0 0 3 3 2 1 23 0 
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 Results from Java Neural Network Trainer 
lts of the Java Neural Network Trainer from this case study. 
easurement results for the whole classes before applying any 
e 6-43 provides the measurement results for the affected
appropriate refactoring to patterns. 
 
Table 6-42. Measurement results before applying any refactoring to patterns: 
Java Neural Network Trainer 
Inheritance Coupling Size Cohesion 
Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
BackProp.java 3 0 1 18 1 9 7 70 3 
GA.java 3 0 1 21 2 12 11 167 45 
NeuralNetwork.java 1 0 0 20 2 20 19 155 39 
Pso.java 3 0 1 17 1 8 7 104 7 
QuickProp.java 3 0 1 17 1 8 6 130 11 
Trainer.java 2 4 2 9 4 9 8 62 12 
TrainerListener.java 1 2 2 3 2 3 3 7 3 
TestNN.java 5 0 22 19 12 18 6 314 7 
Problem.java 1 2 2 8 2 8 7 39 21 
RealNumbers.java 2 0 2 14 2 6 5 84 0 
XOR.java 2 0 2 11 2 3 2 53 1 
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Table 6-43. Measurement results for the affected classes before and after applying refactoring to patterns:  
Java Neural Network Trainer 
Inheritance Coupling Size Cohesion Refactoring to 
Patterns  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Pso.java 3 0 1 17 1 8 7 104 7 
QuickProp.java 3 0 1 17 1 8 6 130 11 Before 
Trainer.java 2 4 2 9 4 9 8 62 12 
Pso.java 3 0 1 19 1 8 7 104 7 
QuickProp.java 3 0 1 19 1 8 6 130 11 
Unify Interfaces 
After 
Trainer.java 2 4 2 11 4 11 10 66 50 
Before QuickProp.java 3 0 1 19 1 8 6 130 11 
Compose Method 
After QuickProp.java 3 0 1 21 1 10 8 136 16 
Trainer.java 2 4 2 11 4 11 10 66 50 
NullTrainer.java - - - - - - - - - Before 
RealNumbers.java 2 0 2 14 2 6 5 84 0 
Trainer.java 2 5 2 11 4 11 10 66 50 
NullTrainer.java 3 0 0 14 1 1 1 7 0 
Introduce Null Object 
After 
RealNumbers.java 2 0 2 14 2 6 5 82 0 
 
 
 6.2.6.
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the m
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 Results from JMK 
 from this case study.  Table 6-44  provides 
easurement results for the “jmk” package before applying any refactoring to
ent results for the affected classes as a result 
refactoring to patterns. 
Table 6-44. Measurement results for jmk package: JMK 
Inheritance Coupling Size Cohesion 
ame 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
ession.java 1 17 4 1 4 0 0 7 0 
yFileOperator.java 1 0 9 8 4 4 2 41 3 
ileOperator.java 1 0 10 29 7 12 5 133 30 
a 1 0 21 52 13 55 24 303 309 
unctionCastException.java 3 0 1 0 1 0 0 9 0 
lTable.java 1 0 21 32 5 3 2 411 3 
erator.java 1 0 12 8 4 6 3 57 3 
der.java 1 0 28 32 27 32 29 1118 131 
dFailedException.java 3 0 1 0 1 0 0 9 0 
l.java 2 0 5 5 5 0 0 30 0 
erator.java 1 0 12 8 4 6 3 50 3 
a 1 0 2 13 2 0 0 62 0 
nment.java 1 0 2 1 2 0 0 16 0 
d.java 1 0 14 14 11 0 0 67 0 
unction.java 1 0 3 2 3 0 2 8 1 
0 4 13 2 13 5 52 10 
 
 Class N
ExecO
NoteOper
ParseError.j
Operator.jav
Pattern.java 1 
Revers
Revers
Rule.j
StringL
StringL
StringUtils.j
Valu
W
W
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Inheritance Coupling Size Cohesion 
ame 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
perator.java 1 0 16 17 4 7 3 74 3 
ator.java 1 0 3 2 3 2 2 11 1 
ava 3 0 2 3 2 2 2 20 1 
a 1 0 4 2 4 0 2 8 1 
0 5 5 5 0 0 26 0 
eFunction.java 1 0 3 5 3 5 2 32 1 
eOperator.java 1 0 4 4 4 4 2 21 1 
ava 1 0 10 34 8 22 10 217 91 
ist.java 1 0 2 8 2 14 7 66 6 
istCastException.java 3 0 1 0 1 0 0 9 0 
ava 1 0 9 26 4 2 2 184 53 
e.java 1 1 0 0 0 0 0 5 0 
ildCardFilter.java 1 0 5 12 3 11 3 98 3 
rongArgCountException.java 3 0 1 0 1 0 0 9 0 
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Table 6-45. Measurement results for the affected classes before and after applying refactoring to patterns: JMK 
Inheritance Coupling Size Cohesion Refactoring to 
Patterns  Class Name 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Before Loader.java 1 0 28 32 27 32 29 1118 131 
Chain Constructors 
After Loader.java 1 0 28 32 27 32 29 1113 131 
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6.2.7. Discussion of Results 
From the measurement results presented in Table 6-39, Table 6-41, Table 6-43, and Table 
6-45, we can classify the investigated refactoring to patterns based on their effect on the 
internal quality metrics. Then, we can classify the investigated refactoring to patterns 
according to the external quality attributes by mapping the changes in the internal quality 
metrics to the external quality attributes as described in Chapter 4.  
 
Table 6-46 presents the classification of the investigated refactoring to patterns 
based on the internal quality metrics using empirical results from the studied software 
projects, where “Ç” symbol represents an increase in a metric value, “È” symbol 
represents a decrease in a metric value, and “‐” symbol represents no change in a metric 
value. 
 
Table 6-47 presents the classification of the investigated refactoring to patterns 
based on the external quality attributes using empirical results from the studied software 
projects, where “Ç” symbol represents an increase (improve) in external quality attribute 
except for the testability (testing effort) it means an impair, “È” symbol represents a 
decrease (impair) in external quality attribute except for the testability (testing effort) it 
means an improve, and “‐” symbol represents no change in external quality attribute.
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Table 6-46. Classification of refactoring to patterns based on internal software quality attributes using empirical results 
 
Inheritance Coupling Size Cohesion 
Refactoring to Patterns 
DIT NOC CBO RFC FOUT WMC NOM LOC LCOM 
Compose Method  
Form Template Method  
Replace Constructors with Creation Methods  
Unify Interfaces 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç 
‐ 
‐ 
‐ 
‐ 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Chain Constructors ‐  ‐  ‐  ‐  ‐  ‐  ‐  È ‐ 
Introduce Null Object ‐  Ç ‐  ‐  ‐  ‐  ‐  È ‐ 
Replace Conditional Dispatcher with Command ‐  ‐  Ç Ç Ç Ç Ç È Ç 
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Table 6-47. Classification of refactoring to patterns based on external software quality attributes using empirical results 
 
Refactoring to Patterns Adaptability Completeness Maintainability Understandability Reusability Testability Reliability 
Compose Method  
Form Template Method  
Replace Constructors with Creation 
Methods  
Unify Interfaces 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
Ç 
È 
È 
È 
È 
Chain Constructors 
Introduce Null Object 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
È 
Ç 
Ç 
Replace Conditional Dispatcher with 
Command È  È  È  È È  Ç È 
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This case study provided a number of interesting results which can be observed as 
follows (see Chapter 5 for further analysis on the effect of the investigated refactoring to 
patterns on the internal quality metrics): 
 
• The empirical results presented in Table 6-46 and Table 6-47 which are provided 
by the open source software projects, validate the classification of the investigated 
refactoring to patterns presented in Chapter 5. 
 
• During the analysis of the empirical results presented in Table 6-39, Table 6-41, 
Table 6-43, and Table 6-45, we observed that all of the investigated refactoring to 
patterns are dealing with more than one class except “Chain Constructors” and 
“Compose Method” which are dealing with one class.  
 
• The empirical results presented in Table 6-41 and Table 6-43 support the earlier 
explanation in Chapter 5 that “Introduce Null Object” and “Replace Conditional 
Dispatcher with Command” increase the number of classes in the system. 
 
• We can observe from Table 6-46 that “Compose Method”, “Form Template 
Method”, “Replace Constructors with Creation Methods”, and “Unify Interfaces” 
increase the class size in terms of WMC, NOM, and LOC metrics as they 
introduce new methods. 
 
• One of the objectives of good software design is to reduce the coupling where 
possible and increase the cohesion where possible [40].  We can observe from 
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Table 6-46 that “Replace Conditional Dispatcher with Command” increases the 
coupling (CBO and FOUT). Additionally, “Compose Method”, “Form Template 
Method”, “Replace Constructors with Creation Methods”, “Unify Interfaces”, and 
“Replace Conditional Dispatcher with Command” reduce the cohesion (increase 
LCOM). Therefore, none of the investigated refactoring to patterns can help to 
achieve this objective. 
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Chapter 7 
 
 
 
Conclusion 
 
 
 
This chapter concludes the thesis with an overview of main contributions and directions 
for future work.  
 
7.1. Major Contributions 
This thesis has classified set of refactorings based on internal and external software 
quality attributes. In particular the following contributions have been made: 
 
1. A set of object-oriented metrics that affect external software quality attributes was 
identified based on available literature. 
 
2.  The Impact of refactoring methods and refactoring to patterns on internal 
software quality metrics (inheritance, coupling, size, and cohesion) was studied 
by observing the changes in the internal quality metrics caused by applying 
refactorings. 
  
159
3. The Impact of refactoring methods and refactoring to patterns on external 
software quality attributes was studied by relating internal software quality 
metrics to external software quality attributes.  
 
4. A classification of refactoring methods based on their measurable effect on 
internal and external software quality attributes was proposed. 
 
5. A classification of refactoring to patterns based on their measurable effect on 
internal and external software quality attributes was proposed. 
 
6. An empirical validation was conducted to validate the refactorings classification 
in the context of real software projects. 
 
7.2. Future Work 
Additional research directions that need to be explored in future work include the 
following: 
 
• Investigate the effect of refactoring methods and refactoring to patterns on 
different set of internal software quality metrics such as metrics suites proposed 
by Briand et al. [19, 20] and MOOD metrics suite [32]. Then use these metrics to 
classify the refactorings. 
 
• It is also interesting to investigate the effect of refactoring methods and 
refactoring to patterns on other external software quality attributes such as 
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performance, correctness, and portability. Then use these attributes to classify the 
refactorings. 
 
• Use our approach to classify a more extended set of refactoring methods and 
refactoring to patterns based on software quality attributes to form a large 
classification catalog. 
 
• Additional empirical validations and case studies are also needed to further 
support the findings of this research.  
 
• Some refactoring methods and refactoring to patterns have inverse (conflict) 
effect on software quality attributes. Therefore, another area of research is to form 
large groups of refactorings that have conflict effect on software quality attributes 
and then study their impact on software quality attributes. 
 
• Some refactoring methods and refactoring to patterns such as “Extract Class”, 
“Introduce Null Object”, and “Replace Conditional Dispatcher with Command” 
introduce new classes in the system which can be considered as side effect on the 
overall system quality. Our work focused on studying the effect of these 
refactorings on class level. Therefore, it is interesting to study the side effect of 
these kinds of refactorings on the overall system quality. 
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