are all horizontal and are viewed from infinity from above).
In this paper we give two algorithms that compute the visible portions in time 0((17(n) + k) log2 n),
where U(n') is a super-additive bound on the maximal complexity of the union of (the projections on a viewing plane of) any n' objects from the family under consideration, and k is the complexity of the result- In the past few years much attention has been given in computational geometry to the hidden surface removai problem, one of the central problems in computer graphics. In a typical setting of the problem we are given a collection of n non-intersecting polyhedral or other objects in 3-space, and a viewing point v, and our goal is to construct the view of the given scene, as seen from v. (6) Vmon (6) = V6 -ULson(6) .
Proof. The first equation is easy, because the whole union of the set of objects is obviously visible in the sense defined above -there is no nearer object to hide it. The second equation follows from the fact that UI.0.(6) can only be covered by objects that also cover U6. Moreover, Ul@@ is a subset of U6. V6 can be interpreted as the window through which we can see U8
and, hence, the portions of U1~On(6) that can be seen are exactly those that lie inside V6. The third equation follows from the fact that V6 -U1.0.(6) consists of those points of Ur, 0n(6) So we have to estimate both X8 U6 and X6 'V6. As indicated in the introduction, we assume that the objects involved are "fat" in the sense that the complexity of the union of (the zy-projections of) any subset of n' objects is bounded by (the subquadratic function) U(n') which we also assume to be super-additive. Now let nb denote the number of objects in the subtree rooted at 6. Then clearly log ñ~6 <~U(n6) =~~U(%)= 6 6 d=O 6 at depth d 
6 a leaf
It follows from the above lemma that the overall complexity of the maps V6 on each level of the tree is also O(k). Hence, log n D =~~v,. 
d=O This leads to the following result: Proposition 3.2 Given a set ofn non-intersecting objects, such that the union of the projections on a viewing plane of any n' of them has complexity U(n'), where
is super-additive (and hopefully subquadratic), the vtstbtlity map of the objects can be computed in iime
Proof. This follows immediately from equation (l), plugging in the results of equations (2) This leads to our main result: Theorem 3.3 Given a set of n non-intersecting objects in space and a viewing point z (that may be at tnjinity), such that there exists a known (and easily computable) depth ordering of the objects with respect to z, and such that the union of the projections of any n' of the objects on a viewing plane has complexity U(n'), where U(n') is super-additive (and subquadratic), then the visibility map, as seen from z, can be computedin time O((U(n)+ k) log2 n), using O(U(n) logn) working storage.
The Second Algorithm
In this section we present another algorithm for computing the visibility map &f. It also computes ill in time O((U(n)+k) log2 n) and working storage O(U(n) log n).
It is a variant of a previous technique of the authors [19] . The first part of the algorithm is identical to the first part of the first algorithm.
We sort the objects by depth and store them in the leaves of a balanced binary tree 7, the nearest object in the leftmost leaf. Then for each node b of 'T, we compute U6, the union of the projections of the objects in the subtree whose root is 6. We do this in a bottom-up manner aa described in Section 2. that the union has complexity at most O(n log log n).
Note that the parallel project ions of a set of fat triangles need not in general be fat, but it is still the cme that the union of any subfamily of n' of these projections has complexity O(n' log log n'). angles, the view of this set from any direction can be computed in tzme O((n log log n + k) log2 n), using O(n log n log log n) storage. 
