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Alla fine degli anni’80 le nuove tecnologie di comunicazione e i sistemi informativi
entrano a fare parte in forma stabile del mondo bibliotecario. Nascono le prime reti
di comunicazione tra biblioteche, i primi cataloghi digitali (OPAC)1 nonche´ i primi
documenti in formato elettronico: e` qui che si inizia a parlare di Biblioteche Digitali.
Le biblioteche digitali sono pero` qualcosa di piu`:
“Le biblioteche digitali condividono con tutte le altre biblioteche la natura di ser-
vizio di mediazione per l’accesso alle conoscenze storicamente determinato dall’in-
1On-line Public Access Catalogue ovvero Catalogo in rete ad accesso pubblico. Con questo
acronimo si intendono tutti i cataloghi del posseduto delle biblioteche pubblicati sul web e accessibili
liberamente. Un esempio di OPAC e` ACNP (Archivio Collettivo Nazionale Periodici) che viene
alimentato dai dati di oltre 1000 biblioteche italiane.
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terrelazione con il proprio ambiente; nello specifico contesto della biblioteca ibrida
esse mirano all’integrazione delle risorse digitali e di quelle non digitali in un quadro
di servizio adeguato alle esigenze degli utenti.” [Dig05].
Come recita il Manifesto, le biblioteche digitali, sono caratterizzate soprattutto
dal ruolo di mediazione che compiono verso i propri utenti. Compito gia` appartenen-
te alle biblioteche classiche ma ampliato e potenziato dalle nuove tecnologie; questo
ruolo prende forma nella gestione di servizi e risorse, sia digitali che non. [Pas06]
Le biblioteche digitali forniscono percio` la consultazione di vari cataloghi in linea
(OPAC) e di indici delle riviste (TOC), nonche´ l’accesso on-line a periodici e banche
dati, sia a pagamento che Open-archives2. Parallelamente implementano o adottano
applicazioni che permettono il prestito librario e la fornitura di documenti ai loro
utenti, e sistemi commerciali che aiutano quest’ultimi a catalogare ed organizzare i
documenti consultati.
E` infatti sulla fornitura di documenti, il cosiddetto Servizio Document Delivery,
che la Biblioteca del CNR di Bologna ha deciso di orientare il suo software NILDE.
1.1 Document Delivery e Inter Library Loan (DD/ILL)
Il Document Delivery (DD) e` un servizio per la consegna di documenti, in genere un
articolo di rivista, che consente ad una biblioteca di procurare ad un proprio utente
un documento non posseduto rivolgendosi ad un’altra biblioteca. A differenza del
Prestito Interbibliotecario (ILL - Inter-Library Loan), dove un libro (o un volume di
una pubblicazione) viene prestato alla biblioteca richiedente per un periodo limitato
di tempo, il Document Delivery prevede che la biblioteca che effettua la fornitura
procuri una copia del documento richiesto.
Un servizio come il DD risulta maggiormente efficace quando soddisfa le esigen-
ze dell’utente non solo in termini di riuscita ma anche in termini di tempi brevi e
costi nulli. Cio` avviene grazie all’impiego delle nuove tecnologie: originariamente il
documento veniva inviato in formato cartaceo (fotocopie) tramite posta di superficie
2Gli Open-archives sono sistemi software che consentono agli stessi autori di pubblicare i propri
documenti direttamente in rete e in formato digitale, rendendoli subito reperibili e liberamente
disponibili.
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oppure via fax, spesso previo compenso in base alla politica seguita dalla biblioteca.
Oggi, grazie alla possibilita` di digitalizzare i documenti, si sta diffondendo sempre
piu` l’uso dei supporti elettronici che facilitano il lavoro delle biblioteche, diminuendo
drasticamente i tempi e abbattendo i costi. Ad esempio l’invio tramite posta elet-
tronica o sistemi web-based ha costi nulli e la possibilita` di soddisfare la richiesta e`
quasi immediata, anche in giornata. [Jac04]
Le biblioteche che offrono questo servizio si pongono percio` come intermediarie
tra l’utente e la biblioteca fornitrice del documento adempiendo a quel ruolo di
mediazione invocato dal manifesto delle Biblioteche Digitali.
Il ruolo di mediatore non e` solo utile, ma necessario: il desiderio degli utenti e`
anche quello di non doversi limitare nell’uso del servizio, sara` la loro biblioteca di
riferimento a garantire una ripartizione piu` equa possibile del lavoro tra le varie bi-
blioteche fornitrici (lavoro in genere molto piu` gravoso di quello di richiesta). Questo
meccanismo di equita` e cooperazione porta percio` alla compensazione del lavoro tra
le biblioteche che permette di bilanciare anche i costi del tempo-lavoro. [MGPG05]
Altro punto di forza che sta decretando il successo del Document Delivery (nono-
stante l’avversita` del mondo editoriale) e` la possibilita` di legare in maniera efficace
il servizio ad altri servizi tipici delle biblioteche digitali: OPAC e portali web delle
biblioteche rendono il servizio piu` immediato e intuitivo anche per gli utenti meno
esperti. Inoltre l’utilizzo di standard di comunicazione dei formati digitali (coma
ad esempio l’OpenURL3) permette in pochi passi il passaggio da una banca dati ad
un sistema per la gestione di riferimenti ad un ordine al servizio document delivery,
velocemente da una qualsiasi postazione web, senza doversi necessariamente recare
in biblioteca.
Come gia` accennato vi e` una certa avversita` da parte degli editori al servizio
DD delle biblioteche: cio` spesso si trasforma in clausole contrattuali sugli abbona-
menti che impediscono o limitano la riproduzione e l’invio dei documenti in formato
elettronico, cio` avviene soprattutto per le riviste on-line dove gli articoli sono gia`
in formato elettronico. Nonostante cio` come si e` visto i servizi di DD/ILL sono
3OpenUrl e` un protocollo per lo scambio di metadati finalizzato alla gestione di servizi di linking
contestualizzato (context-sensitive) e viene impiegato per scambiare dati bibliografici tra strutture
informatiche. Per maggiori dettagli vedi 2.2.
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in continua espansione e l’affiancamento di software che ne agevolano la gestione e`
sempre piu` necessario. [Jac04]
1.2 Reference Management Software (RMS)
Gli RMS (Reference Management Software)4 sono programmi basati su database in
grado di aiutare gli utenti a compilare e gestire i propri riferimenti bibliografici.
Alla nascita, negli anni ’80, questi tipi di programmi furono concepiti per faci-
litare la formattazione delle bibliografie secondo le specifiche tipografiche che ogni
editore imponeva per la redazione di una pubblicazione. In seguito si sono evolute
sino a diventare dei veri e propri tool per la gestione completa di database testuali,
finalizzati alle citazioni bibliografiche.
Attualmente la diffusione degli RMS e` in forte espansione grazie anche al diffon-
dersi dei supporti digitali per la pubblicazione scientifica. Per far fronte all’aumento
delle ricerche bibliografiche tramite internet gli RMS implementano funzioni per
l’importazione diretta dei riferimenti delle banche dati bibliografiche online: questa
funzione ha reso l’inserimento dei dati piu` semplice e immediato per tutti gli uten-
ti, anche per grosse quantita` di dati. Inoltre, grazie all’aumento del numero delle
pubblicazioni, e` andato aumentando negli ultimi anni la quantita` di articoli che gli
utenti consultano per i propri studi e la necessita` di organizzare il proprio lavoro e`
divenuta cruciale; gli RMS si sono percio` raffinati soprattutto per cio` che riguarda
l’esportazione dei dati verso programmi di videoscrittura, l’ordinamento e la gestione
dei riferimenti nonche´ la modifica e, nelle versioni piu` recenti, la condivisione degli
stessi con altri utenti. [Del07] [Sch07]
1.2.1 Metadati e formati bibliografici
Formalmente i metadati sono informazioni che descrivono un insieme di dati, ovvero
una “carta di identita`” che ne delinea le caratteristiche.
Per identificare un libro, un articolo o in genere un documento bibliografico si
4RMS (Reference Management Software) e` l’acronimo che si usera` per identificare un software
di gestione bibliografica, questi sono pero` comunemente detti anche: RMD (Reference Management
Database), BMS (Bibliography Management Software), Citation Manager.
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utilizzano quelli che comunemente vengono definiti estremi bibliografici: questi non
sono altro che le informazioni, cioe` i metadati utili ad identificare in modo univoco
un documento.
Nel mondo bibliotecario si usa memorizzare le descrizioni bibliografiche con il
formato MARC (MAchine-Readable Cataloging)5 [Mar07] che garantisce un buon
livello di uniformita` tra le informazioni scambiate tra istituzioni. Con l’avvento di
internet e dello scambio elettronico delle risorse e` andata aumentando, da un lato, la
necessita` di uniformare sempre piu` le informazioni atte al loro reperimento, dall’altro
sono pero` proliferati anche i metadati necessari per identificare risorse sempre piu`
diverse tra loro. Questo ha creato una certa confusione rendendo a volte i dati
di difficile interpretazione. Per ovviare al problema nel 1995 si e` creato un nuovo
sistema per la descrizione delle risorse che soppiantasse quelli esistenti: il Dublin
Core [Dub07]
Questo sistema prevede un numero minimo di campi (poco piu` di una decina)
utilizzati per identificare univocamente una risorsa. I campi sono generali e percio`
applicabili in qualsiasi ambito, ma proprio per questo il Dublin Core non riesce
ad escludere che descrizioni prodotte non finiscano in contraddizione con altre gia`
presenti.
Non esiste un vero e proprio standard per cio` che riguarda gli RMS. Qui i meta-
dati sono essenziali ai fini del reperimento e organizzazione delle risorse specificata-
mente bibliografiche. Permettono percio` di identificare univocamente il singolo docu-
mento e di migliorare la comprensione dei contenuti della risorsa. Infine garantiscono
che siano presenti tutte quelle informazioni necessarie ai fini della formattazione delle
citazioni all’interno delle proprie opere.
1.2.2 Panoramica dei principali software in uso per la gestione di
bibliografie
Per meglio comprendere la realta` di cui si sta parlando si presenta qui una breve
analisi di alcuni pacchetti commerciali che rientrano nell’ambito dei Reference Ma-
nagement Software. Si e` voluto analizzare la versione web-based dei vari pacchetti
5l formato MARC e` poi confluito con il tempo nello standard ISO 2709.
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Figura 1.1: Screenshot della pagina utente di Refworks
(per RefWorks esiste anche una versione stand alone), sono infatti le versioni web
che piu` si avvicinano all’RMS trattato in questa tesi.
RefWorks Questo pacchetto e` prodotto dalla CSA (Cambridge Scientific Abstrac-
ts) ed e` al giorno d’oggi uno tra i piu` diffusi in ambito scientifico. Il software garan-
tisce un accesso personalizzato per l’utente il cui ente di appartenenza ha acquistato
una licenza.
Dopo il login l’utente puo` ottenere l’accesso ad una serie di banche dati dalle
quali partire per la propria ricerca personale. Una volta individuato il documento
d’interesse viene data la possibilita` di importare i dati bibliografici all’interno del
proprio spazio su RefWorks dove vengono aggiunti alla bibliografia dell’utente.
A questo punto l’utente puo` operare sui propri riferimenti sia in gruppo (le
liste dei riferimenti sono ordinabili e i singoli riferimenti suddivisibili in cartelle)
nonche´ singolarmente, puo` modificare i dati o inserirne dei nuovi (i dati inseribili per
ogni riferimento sono 52). E` altres`ı possibile eliminare i riferimenti non necessari e
inserirne di nuovi anche a mano o effettuare una ricerca tra questi tramite un motore
interno.
Grossa potenzialita` del software e` quella di poter importare ed esportare “in mas-
6
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Figura 1.2: Screenshot della pagina utente di Connotea
sa” i dati inseriti sia da/per altri software analoghi che in formati di testo standard
tipo CVS.
Un sistema di interfacciamento con i piu` comuni software di scrittura (Ms-Word
o Works) denominato Write-N-Cite permette di inserire direttamente le citazioni
dalla propria bibliografia nel documento che si sta scrivendo, anche gia` formattate
secondo i vari stili di citazione bibliografica, richiesti (o meglio imposti) dagli editori
per le pubblicazioni.
RefWorks infine possiede anche una versione non web anch’essa interfacciabile
con quella descritta. [Ref07]
Connotea Connotea e` un altro sistema di gestione bibliografica prodotto e distri-
buito dalla Nature Publishing Group, la casa editrice che pubblica la famosa rivista
omonima.
A differenza dei normali RMS come quello descritto in precedenza, Connotea si
identifica piu` come bookmark-sharing come avviene ormai in molti social-networks.
Questo software infatti (anche se specificatamente per l’ambito scientifico) guida i
propri utenti alla collezione e catalogazione di URL legati a documenti o pagine
scientifiche trovate in rete; una volta inseriti o importati gli URL e` possibile ag-
7
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giungere commenti e parole chiave (tag) che aiutano a identificare e catalogare il
nuovo inserimento. Solo una volta inserito e` possibile completare i dati realmente
bibliografici del riferimento (Connotea raccoglie i principali dati per identificare i
documenti).
I riferimenti cos`ı commentati e soprattutto legati a specifiche tag sono pronti
per essere condivisi, se si vuole, con altri utenti del software. E` possibile infatti fare
ricerche interne al database di Connotea tramite parole chiave al fine di reperire
altri riferimenti che soddisfano lo stesso ambito almeno per quanto dichiarato da chi
l’ha inserito e marcato con quel determinato tag. E` possibile inoltre che tra i dati
ritornati vi siano anche documenti che non sono stati ufficialmente pubblicati ma
che lo stesso autore ha inserito tra i suoi riferimenti condivisi.
Anche in questo software e` possibile eliminare e inserire riferimenti nonche´ im-
portarli ed esportarli in vari formati (XML, LATEX) da/per altri software. [Con07]
1.3 Storia di NILDE: dal progetto iniziale a NILDE-
Utenti
NILDE (Network Inter-Library Document Exchange) e` un software web-based che
permette l’automazione di tutto il servizio Document Delivery per le biblioteche che
l’utilizzano. Questo DD System nasce nell’ambito del progetto di ricerca del Con-
siglio Nazionale delle Ricerche (CNR) denominato BiblioMIME6, con l’obiettivo di
“sviluppare servizi tecnologicamente avanzati di Document Delivery tra le biblioteche
del CNR, basati sulla trasmissione via Internet, allo scopo di conseguire bassi costi
di gestione e tempi brevi nella soddisfazione delle richieste provenienti dagli utenti
e dalle biblioteche che si rivolgono a tali servizi”.
Il software vine sviluppato nel 2001 dalla Biblioteca del CNR di Bologna che
tuttora lo gestisce. In quella prima versione NILDE provvede esclusivamente al DD
tra biblioteche.
6Il progetto BiblioMIME del CNR nasce nel corso del 1999 dalla collaborazione tra la Biblioteca
dell’Area di Ricerca di Bologna, la Biblioteca dell’Istituto MASPEC di Parma (afferente all’Area
di Bologna, oggi Istituto IMEM) e l’Istituto per le Applicazioni Telematiche di Pisa (oggi Istituto
IIT)
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Le biblioteche vengono divise in due gruppi:
• Biblioteche richiedenti7: disponibili solo ad effettuare richieste ad altre biblio-
teche tramite il sistema NILDE,
• Biblioteche fornitrici8: disponibili anche a ricevere ordini9 da altre biblioteche,
fornendo cos`ı il loro posseduto.
Ogni biblioteca, tramite l’accesso con username e password puo` compilare il
modulo per l’inoltro delle richieste oppure, in caso sia anche fornitrice, evadere gli
ordini ricevuti.
Un ordine puo` essere:
• evaso: cioe` la risposta della fornitrice e` positiva e il documento inviato: o
tramite i sistemi classici (posta di superficie, fax ecc. . . ) oppure tramite il
sistema proprio di NILDE: i documenti in formato digitale vengono inviati
come semplici allegati di un qualsiasi messaggio di posta elettronica e salvati
automaticamente su un server dedicato, che poi provvede all’eliminazione degli
stessi dopo il prelevamento.
• inevaso: il documento puo` non essere al momento disponibile (in rilegatura,
in prestito, ecc. . . ) o i gli estremi bibliografici forniti sono errati o incompleti
ai fini del suo reperimento.
Con il 2002 viene poi inserita una nuova funzionalita` che da qualsiasi OPAC e
da alcune banche dati di spogli bibliografici permette alle biblioteche aderenti di
richiamare immediatamente il modulo “Richiesta Articolo” di NILDE con il quale
effettuare l’ordine.
Il successivo passo e` nel 200310, con l’introduzione di report statistici che per-
mettono alle biblioteche che ne usufruiscono di valutare le proprie performance:
7D’ora in poi ci si riferira` a questa tipologia di biblioteche semplicemente con il termine:
“richiedente”
8D’ora in poi ci si riferira` a questa tipologia di biblioteche semplicemente con il termine:
“fornitrice”
9D’ora in poi con il termine “ordini” ci si riferira` a tutti i tipi di richieste Document Delivery
10La presentazione del nuovo sistema avviene al II Workshop “Document Delivery via Internet e
cooperazione interbibliotecaria” tenutosi a Bologna nel maggio del 2003
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Figura 1.3: Esempio di report di una biblioteca su NILDE
monitorando il volume dei propri scambi, i tempi di evasione sia in fornitura che in
ricezione, il “tasso di successo”, ecc. . .
Grazie a queste statistiche e` possibile, per i gestori del sistema e per le varie altre
biblioteche fornitrici, valutare il carico di lavoro e il futuro di NILDE, che passa cos`ı
da progetto a vero e proprio servizio.
L’ultimo e sostanziale cambiamento risale al 2005 quando nasce NILDE-Utenti.
Le biblioteche che lo vogliono possono richiedere ai propri utenti di registrarsi
singolarmente al servizio NILDE dichiarando la propria biblioteca di appartenen-
za. Il sistema prevede per loro un’area riservata dove poter compilare le richieste
di Document Delivery da inoltrare alla propria biblioteca. Il bibliotecario si limi-
tata percio` ad individuare una fornitrice alla quale inoltrare la richiesta e a fornire
all’utente il documento una volta ricevuto.
La necessita` di mantenere un controllo centralizzato da parte della biblioteca
per le richieste e` dovuto al fatto che il servizio di Document Delivery viene garan-
tito esclusivamente tra biblioteche e incorpora bene il ruolo di mediazione che le
biblioteche digitali devono adempiere.
Il sistema prevede inoltre che un’utente possa ricavare gli estremi bibliografici
dell’articolo di interesse direttamente da una banca dati associata al sistema NILDE:
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una volta reperito l’articolo di interesse all’interno della banca dati e` possibile tramite
un link inviare i dati a NILDE che, riconosciuto l’utente, compila automaticamente
i campi nel form di richiesta alla propria biblioteca.
1.4 Evoluzione verso un gestore bibliografico: obbiettivi
del software
Come si e` visto il sistema NILDE oggi in funzione provvede esclusivamente ad af-
fiancare la biblioteca nella gestione del servizio DD e, dal lato utente, a fornigli uno
strumento piu` semplice e diretto per le richiesta di documenti.
Questa finalita` rivolta solo al DD risulta limitante: NILDE e` ancora uno stru-
mento rivolto piu` alle biblioteche che agli utenti finali. Gli utenti infatti devono
affiancare al servizio NILDE, utilizzabile esclusivamente per il servizio DD, altri
strumenti al fine di ottenere un supporto pieno alla loro attivita` di ricerca (almeno
per quel che riguarda la documentazione).
Se da un lato percio` NILDE si e` con il tempo integrato bene con banche dati e
OPAC per il reperimento delle fonti, agevolando molto gli step da compiere per la
ricerca bibliografica, dall’altro mantiene il limite di non poter essere utilizzato come
“one-stop-shop-point”11 [Pas06]: l’essere rivolto solo al reperimento di documenti
da richiedere al servizio DD non lo rende il punto centrale attorno al quale operare
le proprie ricerche bibliografiche.
Tra gli strumenti che gli utenti (almeno quelli con un approccio professionale
verso il servizio, p.e. ricercatori) hanno dovuto affiancare al servizio NILDE per
un valido aiuto alla loro professione vi sono sicuramente gli RMS nelle versioni
commerciali viste in precedenza.
L’incompatibilita` tra i due sistemi (non vi e` ad ora in NILDE un sistema per
l’import export dei dati bibliografici) unita alla difficolta` che molti hanno riscontrato
nell’uso degli RMS professionali (spesso sovradimensionati per l’uso che l’utente deve
farne) hanno reso necessario un ripensamento del lato Utenti del servizio NILDE.
11Il termine “one-stop-shop-point” (letteralmente: punto unico di sosta per tutti gli acquisti) e`
mutuato dal mondo commerciale e indica un luogo (fisico o virtuale) da cui accedere a tutti i servizi
che si necessita per un determinato ambito anche lavorativo.
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Questo e` cio` che ha fatto maturare la decisione all’interno della Biblioteca del
CNR di Bologna di implementare uno strumento da integrare al sistema NILDE che
agevoli l’utente nella gestione della sua bibliografia, mantenendo comunque l’anima
di Document Delivery Service.
Si tratta percio` di far migrare l’attuale NILDE-Utenti, gestore di richieste al
servizio DD, in un vero e proprio Reference Management Software. Quello che si
vuole realizzare non e` un oggetto che possa entrare in concorrenza con i gestori
bibliografici visti, ma che soddisfi le esigenze degli utenti fornendo tutte quelle fun-
zionalita` essenziali a renderlo un RMS, con il vantaggio di essere integrato al DD
System. L’utente ha a disposizione un software unico (non deve piu` mantenere pa-
rallelamente i dati bibliografici nel gestore bibliografico e nel gestore delle richieste
DD) e potenzialmente piu` semplice dei pacchetti commerciali che prevedono funzioni
adatte ad un uso molto professionale.
Questa nuova funzionalita` avra` poi anche lo scopo di diffondere ed incentivare
ulteriormente l’uso di NILDE tra le biblioteche. La possibilita` di fornire contestual-
mente al servizio DD, ben organizzato e veloce, anche uno strumento semplice per
la gestione bibliografica e` certamente un ottimo volano per la diffusione di NILDE
e dell’uso del Document Delivery.
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La scelta per le tecnologie da utilizzare per la realizzazione del Reference Mana-
gement Software e` stata dettata da due fattori principali:
• tecnologia Open-source
• uso di standard (ove possibile)
• tecnologia aggiornata ma compatibile con il passato
Il sistema NILDE in uso fin ora e` implementato in PHP 4.1.2 e MySQL 3.2,
la scelta percio` di continuare con queste tecnologie e` stata abbastanza naturale,
ovviamente si e` scelto di passare ad una versione piu` recente come si vedra` in seguito.
Per la comunicazione con le banche dati ci si e` avvalsi dell’ausilio di OpenURL.
Gia` utilizzato dal NILDE attuale questa protocollo di comunicazione e` uno standard
per la comunicazione di metadati bibliotecari e soddisfa i requisiti posti.
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Sia PHP che MySQL che OpenURL sono tecnologie open source, con tutti i
vantaggi che ne derivano.
2.1 PHP e MySQL
2.1.1 MySQL 5.0
MySQL e` un Database management system (DBMS)1 relazionale sviluppato fin dal
1979 dalla ditta MySQL AB.
Si basa su una tecnologia client/server che prevede cioe` un server centrale (che
conterra` il database) e una serie di client (essendo multiutente) che si collegano
interrogando il sistema.
Le interrogazioni avvengono con linguaggio SQL (anche se nella versione MySQL
alcuni comandi non sono ancora completamente supportati), ed implementa una
serie di servizi API2 che permettono ai linguaggi di programmazione (quali PHP,
Perl, C++ ecc. . . ) di accedere il database sempre tramite query SQL.
Nell’implementazione dell’RMS trattata in questa Tesi si e` deciso di utilizzare
una delle ultime versioni di MySQL: MySQL 5.0.
Tra le principali caratteristiche che contraddistinguono questa versione vi sono:
• la possibilita` di effettuare viste, ovvero query SQL che come risultato creano
tabelle virtuali utilizzabili a loro volta come fossero tabelle del database. Sono
a volte aggiornabili, cioe` e` possibile effettuare inserimenti e update sulle tabelle
virtuali create.
• implementazione di stored procedures, ovvero vere e proprie funzioni inserite
all’interno del DBMS che permettono di effettuare operazioni in maniera piu`
semplificata o piuttosto permettono di effettuare operazioni altrimenti non
possibili. Le stored procedures vengono effettuate completamente lato server
1I Database management system (DBMS) sono sistemi software in grado di gestire collezioni di
dati e che percio` permettono di implementare una base di dati
2Le API o Application Programming Interface (letteralmente Interfaccia di Programmazione di
un’Applicazione) sono degli insiemi di procedure disponibili al programmatore, utili ad ottenere
un’astrazione, di solito tra l’hardware e il programmatore, o tra software a basso ed alto livello. In
questo caso implementano l’interfacciamento del linguaggio di programmazione con il database
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(con conseguente aumento di carico anche se relativo da parte dello stesso) ma
limitano fortemente gli accessi e gli scambi tra client e server.
Un esempio di questo tipo di operazioni e` la funzione LAST INSERT ID() che
ritorna l’ID assegnato all’ultimo dato inserito nel db; piu` precisamente ritorna
l’ultimo valore che il database ha generato per un campo AUTO INCREMENT,
cioe` quei campi per i quali avviene in automatico l’assegnazione di un valore
(incrementale) al momento dell’inserimento.
• i trigger, istruzioni SQL che vengono lanciate automaticamente prima o do-
po l’esecuzione di determinate query su una tabella. In particolare tramite i
trigger possono venir scatenati specifici comandi (ad esempio una procedura
personalizzata) nel momento in cui vengono aggiornati, inseriti oppure elimi-
nati i dati di una tabella. Utili in particolare per le tabelle sensibili o con dati
critici del sistema i trigger permettono di implementare, ad esempio, funzioni
che controllino l’integrita` dei dati inseriti, piuttosto che la corrispondenza de-
gli stessi con altri all’interno del database, senza che il compito sia delegato al
linguaggio di programmazione per ognuna delle query eseguite.
• viene reso possibile l’uso delle transazioni, ovvero quel meccanismo messo a
salvaguardia dell’atomicita` dell’operazioni che permette di portare a termine
una serie di query solo se tutte quante vanno a buon fine; in tal caso il risultato
delle operazioni deve essere permanente, mentre in caso di insuccesso si deve
tornare allo stato precedente all’inizio della transazione.
Esempio di uso delle transazioni e` durante l’inserimento in varie tabelle dove
il valore da inserire dipende da quello inserito precedentemente e il manca-
to inserimento di uno di questi potrebbe lasciare il database in uno stato
inconsistente.
Le transazioni fanno s`ı che MySQL 5.0 possa soddisfare le proprieta` ACID3
dei DBMS [MyS07]:
3Le proprieta` ACID (dall’acronimo inglese Atomicity, Consistency, Isolation, e Durability, ovvero
Atomicita`, Consistenza, Isolamento e Durabilita`) sono una serie di proprieta` che contraddistinguono
una buon DBMS. Le proprieta` ACID in italiano vengono talvolta indicate con la traduzione italiana
“Proprieta` Acide”.
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– atomicita`: la transazione e` indivisibile percio` deve essere eseguita inte-
ramente oppure non puo` essere eseguita
– consistenza: prima e dopo l’esecuzione di una transazione i dati nel db
non devono violare eventuali vincoli di integrita` e non devono essere in
contraddizione (inconsistency) con altri dati archiviati nel DB
– isolamento: ogni transazione deve essere eseguita in modo isolato e indi-
pendente dalle altre transazioni, l’eventuale fallimento di una transazione
non deve interferire con le altre transazioni in esecuzione
– durabilita`: (o persistenza) indica che i cambiamenti apportati da una
transazione al fine delle operazioni non dovranno essere persi durante
la fase di scrittura fisica sul db. Per evitare che nel lasso di tempo fra
il momento in cui la base di dati si impegna a scrivere le modifiche e
quello in cui li scrive effettivamente si verifichino perdite di dati dovuti a
malfunzionamenti, vengono tenuti dei registri di log, dove sono annotate
tutte le operazioni sul db.
Le transazioni e le proprieta` ACID in MySQL sono garantite dall’uso di ta-
belle di tipo InnoDB, mentre il tipo predefinito MyISAM non le supporta.
L’utilizzo di un motore di memorizzazione dati tipo InnoDB e` pero` piu` di-
spendioso rispetto al tipo predefinito in termini di RAM e spazio sul disco per
la memorizzazione dei dati.
2.1.2 PHP 5.0
PHP (PHP: Hypertext Preprocessor) e` un linguaggio di scripting nato per la realiz-
zazione di pagine web dinamiche. Ad oggi lo sviluppo di questo software (a cura del
The PHP Group) e` giunto alla versione 5, rilasciata nel giugno del 2004 (attualmente
l’ultima versione e` la 5.2.4 dell’agosto 2007).
La maggiore novita` introdotta da PHP 5 e` il potenziamento del supporto alla
programmazione ad oggetti4 [Tra04]. Nella nuova versione il motore per il modello
4La programmazione orientata agli oggetti (OOP, Object Oriented Programming) e` un paradig-
ma di programmazione, che prevede di raggruppare in un’unica entita` (la classe) sia le strutture
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della programmazione ad oggetti e` basato sul motore Zend Engine v2.0, a differenza
della versione 4 che si basava sulla versione 1.0.
Alcune tra le maggiori differenze di implementazione della OOP tra le due
versioni possono essere riassunte cos`ı:
• All’interno di PHP 4 gli oggetti venivano passati per valore5 mentre in PHP
5 il passaggio avviene implicitamente per riferimento6.
• In PHP 5 e` possibile creare metodi statici7, cosa non possibile nella vec-
chia versione. Per accedervi basta utilizzare l’operatore :: nella forma Nome
Classe ::Metodo Statico .
• Nella versione 5 viene introdotta la possibilita` di dichiarare la Visibilita` di
metodi e attributi, questi possono essere dichiarati:
– privati: solo i metodi della stessa classe possono accedervi
– protetti: possono accedervi solo i metodi della classe stessa e quelli delle
classi che la estendono (figlie)
– pubblici: sono accessibili direttamente anche da fuori della classe che li
implementa
• In PHP 4 il costruttore era un metodo che possedeva lo stesso nome della
classe: cosa che poteva causare disagi in caso si dovesse cambiare nome alla
classe. In PHP 5 invece vengono introdotti due metodi appositi per costruttore
e distruttore: construct() e destruct()
• Vengono introdotti alcuni nuovi Magic Methods (metodi “magici”) quali ad
esempio get, set, isset, unset che vengono forniti unitamente ad ogni
classe implementata e possono in taluni casi essere ridefiniti tramite overload8.
dati (attributi) che le procedure che operano su di esse (metodi). Un’istanza di una classe prende
il nome di “oggetto”
5PER VALORE: viene passato direttamente il valore dell’oggetto, cos`ı che possa essere utilizza
in operazioni interne, ma senza che sia possibile modificare la sorgente originaria del valore
6PER RIFERIMENTO: viene passato solo l’indirizzo (il riferimento) dove e` contenuto l’oggetto,
su di esso le operazioni modificano il reale valore dell’oggetto
7I metodi statici sono metodi appartenenti ad una classe che non operano direttamente su di un
oggetto, possono essere paragonati alle classiche funzioni
8l’overload e` un operazione che permette di ridefinire funzioni (in questo caso metodi) gia` presenti
in altre classi o native del linguaggio
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• Vengono introdotta la gestione delle Exceptions (Eccezioni), ovvero un mec-
canismo che “rileva” gli eventuali errori che il parser individua in modo da
poter operare la giusta politica di gestione (p.e. ignorando l’errore o fornendo
un adeguato messaggio). Questo avviene tramite l’utilizzo dei costrutti try e
catch: il primo rileva l’eventuale errore su un’operazione, il secondo “coglie
l’eccezione” e attua la politica prescelta.
Per l’approfondimento delle funzionalita` di PHP 5 e delle ulteriori differenze con
la versione precedente si rimanda al manuale online di PHP Cf.[PHP07].
2.1.3 Problematiche di sicurezza
Nonostante l’accoppiata PHP-MySQL9 sia ormai consolidata da tempo, la diffusione
e la buona armonia non rendono il sistema immune da falle.
Molti sono i problemi che si possono riscontrare all’interno di questa configura-
zione, anche se spesso non di grave entita`. Per fare un esempio si puo` vedere cosa
accade con l’inserimento di dati imprevisti nelle query SQL.
Accedendo al servizio il sistema fornisce le giuste credenziali per collegarsi al
database; come un qualsiasi utente anche un utente malintenzionato ha modo di
accedere al servizio e di conseguenza al database. Se il sistema prevede delle query
che richiedono dei dati inseriti dall’utente, egli ha modo di inviare al database anche
dati inaspettati malevoli.
In pratica: se il database prevede una query del tipo
SELECT * FROM table WHERE x = $data
l’utente malintenzionato potrebbe introdurre all’interno di $data una stringa del
tipo
1; SELECT * FROM table WHERE y = 5
In questo modo la stringa modifica la query originale, o meglio fa s`ı che essa venga
seguita da una seconda query: infatti il costrutto 1; fa s`ı che per il programma che
interpreta la query veda 1 come il valore dato alla variabile $data, mentre il ; separa
9La configurazione piu` diffusa che vede la partecipazione di PHP e MySQL e` quella che compone,
con il server web APACHE e il sistema operativo Linux, la piattaforma LAMP (Linux, APACHE,
MySQL PHP). Questa e` anche la piattaforma adottata dal sistema NILDE
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nel linguaggio SQL le query consecutive, sicche´ il resto del contenuto passato viene
interpretato come una nuova query e il sistema cerchera` di soddisfare la richiesta:
SELECT * FROM table WHERE x = 1; SELECT * FROM table WHERE y = 5
In questo modo l’utente ha avuto accesso anche ai valori dove y = 5. Questo
potrebbe portare a sua conoscenza dati a cui egli non potrebbe accedere o addirit-
tura, se la seconda query prevede costrutti tipo INSERT o DELETE, ad alterare o
compromettere il database.
Questo semplice trucco e` arginabile con un poco di attenzione da parte dei pro-
grammatori: basta ad esempio non passare dati tramite HTTP GET (che mostra i
valori dei parametri nella barra degli indirizzi del browser) ma tramite HTTP PO-
ST o eseguire controlli incrociati sulle query eseguite. Anche questi controlli pero`
potrebbero essere elusi a loro volta.
Questo non pregiudica l’affidabilita` di un sistema basato su PHP MySQL, ma
certo richiede che questo sia utilizzato con accortezza [Rus03].
2.2 OpenURL
L’OpenURL e` un protocollo di comunicazione per lo scambio di metadati tra strut-
ture informatiche per le citazioni bibliografiche nato per risolvere il problema della
“copia migliore”.
Il problema della copia migliore o appropriate-copy problem e` un noto problema
nato dai sistemi di linking all’interno del mondo scientifico e bibliotecario. Quando
in una risorsa bibliografica digitale si incontra un riferimento ad un altra risorsa (es.:
una citazione in bibliografia) vi si vorrebbe poter risalire immediatamente; questo e`
normalmente possibile tramite un link statico comunemente gestito da un database
centralizzato. Cio` pone pero` dei limiti: ad esempio potrebbe non essere possibile
reperire il documento referenziato perche´ il database non lo contempla o non si
posseggono le autorizzazioni necessarie ad accedervi; si pone quindi la necessita` di
un sistema che permetta di reperire sempre una fonte e che tale fonte sia accessibile
per quell’utente specifico: instradandolo percio` verso la “copia migliore” per lui.
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Questo problema e` arginato dai sistemi di linking dinamico come SFX10[dSH99]
che (riconoscendo l’utente o il suo ente di appartenenza) permettono di risalire a
fonti diversificate (OPAC, Open-archives) e accessibili, senza la necessita` di un DB
centralizzato. Cio` avviene utilizzando come protocollo principale di comunicazione
OpenURL, appositamente creato.
In pratica OpenURL non e` altro che una URI opportunamente costruita che stan-
dardizza il modo in cui i dati (bibliografici) vengono inviati dal generatore del link di-
namico (detta information provider), al richiedente (detto resolver) che interpretera`
i metadati dell’OpenUrl ricevuto.
Come accennato gli information provider permettono, a chi li contatta, di reperire
una risorsa su fonti differenti, ma anche di inviare gli stessi metadati a diversi servizi
disponibili in rete e a cui l’utente ha dimostrato di avere accesso.
E` cos`ı che per l’implementazione di NILDE e` stato scelto il protocollo OpenURL
per importare nel sistema gli estremi bibliografici che un utente (di NILDE) ha
reperito presso una banca dati. In pratica, visitando alcune banche dati che imple-
mentano questo servizio, un utente di NILDE avra` a disposizione accanto ad ogni
riferimento bibliografico un link che gli permettera` di reperirlo in formato full-text
(se possibile secondo gli abbonamenti posseduti dalla sua biblioteca), oppure un link
che gli dara` la possibilita` di richiederlo al servizio DD di NILDE. Cliccando sul link
la banca dati (comportandosi come information provider) inviera` tramite OpenURL
gli estremi bibliografici del riferimento a NILDE (che si comportera` come resolver),
dove sara` poi possibile girare la richiesta DD alla propria biblioteca.
Protocollo e sintassi OpenURL sono stati in origine sviluppati da Oren Beit-Arie
e Herbert Van de Sompel presso Ex Libris, azienda specializzata nello sviluppo di
tecnologie rivolte al mondo bibliotecario e dell’informazione scientifica. Dal 2004
OpenURL e` divenuto uno standard ed ora e` conosciuto anche come ANSI/NISO
Z39.88-2004.
Come specificato dallo stesso nome del protocollo, OpenURL e` distribuito in
10SFX (acronimo di Special Effects, Effetti Speciali) e` un “struttura di linking aperta e context-
sensitive” studiata e prodotta dagli stessi creatori di OpenURL all’inizio degli anni ’90. La natura
context-sensitive le permette di “riconoscere” gli utenti che utilizzano un link generato dal sistema
indirizzandoli in maniera appropriata.
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formato aperto e non proprietario; l’attuale versione e` la 1.0: rispetto alla pri-
ma versione (0.1) implementa nuovi schemi di metadati e descrive vari formati di
documento oltre agli articoli di pubblicazioni scientifiche.
L’architettura OpenURL e` percio` costituita da 6 entita` principali ognuna delle
quali suddivisa in un numero variabile di coppie chiave-valore:
• Referent: i dati relativi al documento referenziato (estremi bibliografici).
Questi sono gli unici dati realmente obbligatori al fine della creazione del link
OpenURL.
• ReferringEntity:gli elementi che descrivono il contesto in cui la citazione e`
reperita (l’articolo che riporta il riferimento in bibliografia, la collezione di
bookmark di cui il riferimento fa parte, ecc. . . ).
• Requester: gli elementi che descrivono il richiedente del documento referen-
ziato (l’utente)
• ServiceType: gli elementi che descrivono il tipo di servizio richiesto per il do-
cumento (il full-text per il documento, l’abstract del documento, una richiesta
di DD per il documento, ecc. . . )
• Resolver: gli elementi che identificano l’entita` alla quale la richiesta di servi-
zio e` indirizzata (l’editore o il server Open-archives che possiede il full-text o
l’abstract richiesto, il fornitore del servizio DD, ecc. . . )
• Referrer: gli elementi che identificano la fonte che ha creato il link, cioe`
l’information provider (la banca dati del fornitore, database di provenienza,
ecc. . . ).
Nello specifico le coppie chiave-valore del Referent avranno la forma riportata in
tabella TABELLA. Si tralascia il dettaglio delle altre specifiche, reperibili comunque
da Cf. [KEV04].
Ad esempio, per l’articolo:
“M. E. Jackson. The future of interlending. Interlending & Document Supply,
32(2):88–93, 2004. PT: J; UT: ISI:000223117400004.”
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Chiave Descrizione
rft id Id del Referent
rft val fmt Tipo di documento (Libro, articolo, ecc. . . )
rft ref fmt Tipo di formato in cui sono salvati i metadati (txt,
csv, ecc. . . )
rft ref Locazione dei matadati (url del file contente i
metadati)
rft dat Dati privati
rft.
(es. rft.title,
rft.year, ecc. . . )
Prefisso per i vari metadati (titolo, anno, ecc. . . )
Tabella 2.1: Chiavi-Valori per link OpenURL
ricercato su Web Of Sience (information provider) e richiesto al DD di NILDE
(resolver) l’OpenURL corrispondente e`:
http://nilde.bo.cnr.it/utenti/index.PHP?st=18&&url ver=Z39.88-2004&url ctx
fmt=info:ofi/fmt:kev:mtx:ctx&rft val fmt=info:ofi/fmt:kev:mtx:journal&rft.atitle=
The+future+of+interlending&rft.auinit=ME&rft.aulast=Jackson&rft.date=2004&rft.
epage=93&rft.genre=article&rft.issn=0264-1615&rft.issue=2&rft.spage=88&rft.stitle=
INTERLEND+DOC+SUPPLY&rft.title=INTERLENDING+%26amp%3B+DOCUMENT+SUPPLY&rft.volume=
32&rfr id=info:sid/www.isinet.com:WoK:WOS [WoS07]
Un’ultima considerazione va posta in merito alla reale implementazione di questo
protocollo. In molti casi lo standard e` disatteso dai gestori della bancadati: o per
errore o perche´ attuano una differente interpretazione delle direttive. Non sempre
ogni banca dati si affida ad un solo protocollo ma puo` implementare la versione 0.1
o 1.0 a seconda del documento. Inoltre il protocollo lascia liberta` di scelta su alcuni
campi, ad esempio per i metadati riguardanti l’autore esistono i campi:
• aulast, che indica il cognome del primo autore
• aufirst, che indica il nome del primo autore
• auinit aunit1 auinitm, che possono essere usate indistintamente per l’ini-
ziale del nome del primo autore
• ausuffix, che indica il titolo (accademico o onorifico)
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• au, che puo` raccogliere sia il nome per esteso del primo autore che la lista di
tutti gli autori secondari.
E` evidente come tutto cio` porti a confusioni e incoerenze nell’interpretazione; a
tale scopo l’implementazione del protocollo OpenURL sara` eseguita ad hoc per le
banche dati collegate al sistema NILDE (vedi paragrafo 4.2.3.2).
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3.1 Specifiche introduttive e analisi dei requisiti
In questa sezione verra` riportata tutta la fase precedente la progettazione del data-
base e del software. Questa fase si e` resa necessaria per pianificare tutti i requisisti
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che il programma deve soddisfare e soprattutto identificare ed analizzare la realta`
in cui deve essere integrato [ACPT02].
Si vedra` cosa e` stato richiesto di realizzare e da che situazione si e` partiti per
effettuare l’integrazione dell’RMS con il DD System NILDE, con particolare riguardo
al database che lo costituisce.
3.1.1 Specifiche per la realta` di interesse
Per la realizzazione del software per la gestione dei riferimenti bibliografici (RMS)
ci si e` basati su un’impostazione simile a quella dei maggiori pacchetti commerciali
visti in precedenza. A questa visione generale vanno aggiunte le specifiche secondo
i requisiti del gestore del servizio, utile soprattutto per l’integrazione con NILDE,
nonche´ un feedback fornito da un utente intervistato.
3.1.1.1 Desiderata del gestore del servizio
Assieme al gestore del servizio, la Biblioteca dell’Area di Ricerca del C.N.R. di
Bologna, si e` delineata una traccia che disegni a grandi linee il lavoro da svolgere:
“Il Reference Management Software deve poter prevedere per gli utenti di NILDE
la possibilita` di creare e gestire una propria bibliografia scientifica, cioe` una collezio-
ne di citazioni bibliografiche che possono essere articoli pubblicati su riviste, articoli
pubblicati all’interno di libri o libri. Queste citazioni o riferimenti bibliografici pos-
sono essere inseriti manualmente oppure importati da banche dati. L’utente ha la
possibilita` poi di agire sui propri riferimenti eliminandoli o modificandoli, in parte
o completamente. Deve poi avere la possibilita` di organizzarli in strutture ed elenchi
che ne permettano un facile reperimento o l’esportazione anche del solo testo.
Per rendere il sistema RMS integrabile con il DD System occorre che l’utente
possa in ogni momento richiedere il full-text del documento al servizio Document
Delivery della propria biblioteca di riferimento. Delle richieste, si vuole mantenere
sempre traccia ed ognuna di esse puo` essere effettuata una e una sola volta1 per
riferimento.
1Questo e` un vincolo forte gia` presente nel sistema NILDE fin’ora in uso. Il servizio ha un costo
per la biblioteca e lo si intende “una tantum”. Questo vale anche se la richiesta non e` soddisfatta
perche´ si suppone che la sua irreperibilita` non sia colmabile.
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Infine deve essere garantita all’utente la possibilita` di modificare ed aggiornare il
proprio account”
Questo quadro va realizzato partendo dalla realta` di NILDE-Utenti gia` esistente
e descritta nell’introduzione. NILDE infatti prevede dalla versione del 2005 la pos-
sibilita` di gestire utenti e, per ognuno di essi, di inserire riferimenti bibliografici per
effettuare richieste al servizio DD. Da cio` va colto il meccanismo con cui si effettua
il Document Delivery, cioe` i dati necessari all’operazione:
• Data di richiesta da parte dell’utente e data di chiusura in cui la biblioteca
effettuera` il servizio.
• Stato della richiesta del documento (mai richiesto, richiesto e in attesa, conse-
gnato con successo, non consegnato, ecc.)2.
• Note di comunicazione tra utente e biblioteca per informazioni extra al mo-
mento della richiesta e della consegna.
• Possibilita` di richiedere l’annullamento dell’ordine3.
D’altro canto pero` i dati e le funzioni del vecchio servizio NILDE-Utenti sono in-
sufficienti alla realizzazione di un RMS, occorrono percio` una serie di aggiornamenti
al fine di realizzare il Reference Management Software da integrare al DD System.
• Ampliare il tipo di oggetti bibliografici che e` possibile gestire in bibliografia:
oltre all’articolo su rivista gia` presente nel NILDE attuale, aggiungere l’articolo
pubblicato in un libro o il libro stesso.
• Ampliare i dati bibliografici che vengono attualmente riportati per la richie-
sta/fornitura del documento con altri utili all’utente.
2Il dettaglio degli stati e` rimandato al momento dell’analisi degli attributi.
3L’intero sistema NILDE, secondo il regolamento che lo regola, prevede un meccanismo di richie-
sta di annullamento di un ordine tra le biblioteche. Cioe` se una biblioteca che richiede un documento
ad un’altra biblioteca volesse annullare l’ordine puo` richiederlo, ma e` a discrezione dell’altra biblio-
teca la facolta` di acconsentire e terminare la transazione o portarla a termine. Cio` e` dovuto al fatto
che la biblioteca fornitrice potrebbe aver gia` iniziato la procedura di fornitura ed aver gia` incontrato
dei costi o addirittura aver gia` spedito il documento. Cos`ı facendo se la biblioteca fornitrice rifiuta
l’annullamento la transazione e` valida a tutti gli effetti. Analogamente l’utente puo` richiedere di
annullare l’ordine fatto, ma e` a discrezione della biblioteca acconsentire perche´ magari e` gia` stato
iniziato il lavoro di fornitura e non puo` essere fermato.
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Aggiungere ad autori, titolo, pagine iniziale, pagina finale, volume, fascicolo
altri quali abstract, note personali, codici di catalogazione bibliografica.
• Rendere la gestione dell’elenco dei documenti di ogni utente piu` dinamica;
l’attuale sistema di visualizzazione consiste in un elenco ordinato per data di
inserimento e non modificabile, si vuole rendere invece possibile l’ordinamento
in base a indici differenti, poter effettuare visualizzazioni parziali o sottoelenchi
in base ai desideri e le necessita` di ogni singolo utente.
P.e.: ordinamento per autori o argomenti, creazione di label che possano
raggruppare i documenti in base a criteri esclusivi per l’utente.
• Poter rendere possibile agli utenti la gestione di “tutta” la loro bibliografia.
Attualmente sono presenti per ogni utente solo i dati degli articoli richiesti
tramite il sistema NILDE. Quello che si vorrebbe e` la possibilita` di aggiungere
o importare dati bibliografici non necessariamente finalizzati al reperimento
tramite DD, ma che possano essere utilizzati esclusivamente dall’utente per
completare la propria bibliografia. Per questi articoli potrebbe infatti non
essere necessario la fornitura da parte della biblioteca perche´ gia` in possesso o
reperiti tramite altre fonti.
• Dare la possibilita` agli utenti di operare in totale autonomia sui riferimenti
inseriti: avere la possibilita` percio` di eliminarli modificarli, parzialmente o
completamente. Mantenendo comunque taccia anche dei riferimenti non piu`
di interesse dell’utente se richiesti al servizio DD per la tracciabilita` delle
transazioni tra biblioteche.
• Dare la possibilita` all’utente di modificare autonomamente i propri dati (at-
tualmente deve rivolgersi alla propria biblioteca di riferimento)
3.1.1.2 Intervista
Ai fini di raccogliere maggiori informazioni sul lavoro da svolgere e sulle reali ne-
cessita` degli utenti finali e` stata realizzata un’intervista ad un’utilizzatrice assidua
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del servizio, grazie alle quale e` stato possibile ottenere un riscontro sui i punti sopra
citati oltre che alcuni suggerimenti.
L’intervista e` stata posta ad una ricercatrice dell’Istituto per la Sintesi Organica
e la Fotoreattivita` del CNR di Bologna (ISOF). In seguito viene riportata una sintesi
per punti dei risultati dell’incontro.
Utilizzo del servizio All’utente sono state fatte innanzitutto domande sul suo
utilizzo di risorse documentali ai fini della attivita` di ricerca:
• la stima del numero di articoli prodotti dalla ricercatrice e` di circa 20 all’anno,
ognuno dei quali puo` raggiungere punte di 50 citazioni
• per realizzare cio` alla ricercatrice occorre consultare quasi 1000 citazioni bi-
bliografiche all’anno, prevalentemente articoli di riviste.
Le fonti maggiormente consultate sono in genere banche dati online di tipo Mul-
tidisciplinare, raramente invece vengono utilizzate come fonti di uno specifico ambito
di ricerca.
Questi dati forniscono (anche se limitatamente alla realta` dell’intervistata) un
quadro realistico dell’utilizzo che potra` essere fatto del servizio RMS.
Feedback sulle nuove proposte e suggerimenti Tra l’analisi dei punti indi-
cati dal committente e le proposte della stessa intervistata sono emerse le seguenti
considerazioni:
• Impostazione di parole chiave per la divisione in cartelle o label per ricerca
veloce e ordinamento.
• Possibilita` di ordinamento per “nome autore” o per “data pubblicazione”, per
ricercare ultime citazioni utili.
• Struttura per tenere traccia del file (.pdf) in locale: ad esempio con un campo
nome libero per inserimento da parte dell’utente di link al documento locale o
locazione del documento cartaceo.
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Figura 3.1: Schema E-R di NILDE nella versione del 2001
• Inserimento di nuovi campi per rendere i riferimenti piu` completi ad esempio
Abstract.
• Possibilita` di esportare o comunque stampare gli estremi bibliografici dei rife-
rimenti di interesse per facilitarne la citazione all’interno di propri elaborati.
3.1.2 Struttura del database (NILDE)
Prima di procedere allo sviluppo del RMS occorre osservare inoltre qual’e` la realta` del
database di NILDE: ricorrendo alle informazioni acquisite sulla storia del progetto
NILDE e` stato possibile ricrearne la struttura, ripercorrendo la sua evoluzione dalla
versione del 2001 a quella in uso fin’ora.
Da un database iniziale abbastanza semplice il sistema si e` evoluto introducendo
nuove funzionalita` e nuovi accorgimenti. Per apporre queste modifiche tuttavia si
sono dovute compiere scelte e adattamenti non sempre ottimali; tanto che, come ve-
dremo, per poter integrare Reference Management Software nel Document Delivery
System si e` resa necessaria una completa analisi e riscrittura del db.
Analisi Nella versione del 2001 il sistema NILDE prevede esclusivamente la forni-
tura di documenti tra Biblioteche che aderiscono al progetto, il database pertanto
si fonda esclusivamente da due entita`: le biblioteche e i documenti scambiati.
Questa versione del database e` rappresentabile secondo lo schema concettuale
(espresso nel modello Entita`-Relazione) in figura 3.1.
Nello schema si puo` ritrovare il meccanismo con cui le biblioteche interagivano:
• una biblioteca (associata all’entita` “BIBLIO” e memorizzati nella tabella omo-
nima) si pone come Richiedente e inoltra una domanda di Document Delivery
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Figura 3.2: Schema E-R di NILDE nella versione del 2005
ad un’altra biblioteca che diveniva cos`ı una Fornitrice (anch’essa rappresentata
in “BIBLIO”).
• la biblioteca Fornitrice “risponde” alla Richiedente inviando il documento o
“inevadendo” l’ordine se non in grado di soddisfare la richiesta.
• La richiesta consiste in un articolo, identificato dai suoi estremi bibliografici,
l’articolo diventa percio` un “ORDINE” (con i dati memorizzati nella tabella
omonima), mentre “DOCDEL” rappresenta la relazione che collega tra loro
queste entita`. Questa relazione dovrebbe avere percio` il compito di organizzare
tutti i dati relativi alla gestione dell’operazione di Documet Delivery quali ad
esempio le date di apertura e chiusura dell’ordine, il metodo di fornitura del
documento, note di scambio tra le biblioteche ecc. . .
All’introduzione poi del gestore degli utenti nel 2005 al database descritto inte-
grata tutta una nuova sezione. Inoltre dove essere mantenere una continuita` con il
passato per quelle biblioteche che non vogliono/possono avvalersi della nuova fun-
zionalita`. Il seguente schema concettuale sintetizza la versione del database con la
parte per gli utenti.
Alla prima versione del database (la parte dello schema a destra della linea
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tratteggiata in figura 3.2) si integra una nuova entita`: “UTENTI” che, tradotta
nell’omonima tabella, contiene i dati utili riguardati gli utenti del servizio. Ogni
utente e` vincolato alla propria biblioteca dalla relazione “APPARTIENE” mentre la
possibilita` di effettuare ordini e` garantita dalla relazione “RICHIEDE” .
Anche qui i metadati che rappresentano gli articoli che gli utenti richiedono
alla biblioteca, vengono memorizzati direttamente nella tabella “ORDINE”, mentre
in una tabella denominata “U ORDINI” (derivata della relazione “RICHIEDE”)
vengono mantenuti i dati di gestione lato utente quali: la data di apertura dell’ordine
dell’utente alla biblioteca, la data di chiusura, la risposta di questa, le varie note che
accompagnano la richiesta ecc. . .
Scelte implementative e problemi Come preannunciato l’integrazione di un
RMS all’interno di un sistema come questo pone alcuni problemi:
• La tabella “ORDINE” mantiene contemporaneamente sia i dati puramente
bibliografici del riferimento che i dati relativi alla gestione dell’ordine da parte
della biblioteca. Nella tabella 3.1 e` possibile riscontrare come i dati e i metadati
siano presenti tutti contemporaneamente.
Cos`ı era stato deciso visto che i dati di gestione risultavano comunque relativi
ad uno ed un solo ordine e ogni ordine poteva essere gestito uno ed una sola
volta. Questo vincolo e` dato dalla cardinalita` “uno a uno” tra “ORDINE” e
la relazione (vedi figura 3.1).
Anche nella versione NILDE-Utenti i dati bibliografici e di gestione dello scam-
bio interbibliotecario sono rimasti accorpati, separando solo “U ORDINI” per
la parte relativa all’utente.
L’accorpamento dei dati gestionali con i metadati, seppur utile da un punto di
vista implementativo, (non richiedeva di compiere ricerche su due tabelle di-
stinte per ottenere le informazioni su una transazione) non risulta ottimale per
l’integrazione del Reference Management Software. Infatti per poter garanti-
re ad un utente la gestione autonoma dei propri riferimenti e` necessario che
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La tabella “ORDINE”
od idod int(11)
od datarichie date
od idbibrichie int(11)
od emailopzio varchar(60)
od autodoc varchar(100)
od dataeva date
od tipoeva enum(’0’, ’1’, ’2’, ’3’, ’4’, ’5’, ’6’)
od filedoc varchar(20)
od nomedoc varchar(100)
od annodoc varchar(4)
od voludoc varchar(8)
od inipgdoc varchar(8)
od titolodoc varchar(100)
od idbibforni int(11)
od npgdoc tinyint(4)
od opereva varchar(30)
od noteeva text
od finpgdoc varchar(8)
od fascicolo varchar(8)
od utente varchar(30)
od npr varchar(8)
od npe varchar(8)
od inevaso enum(’0’, ’1’, ’2’, ’3’, ’4’, ’5’, ’6’)
od cancella enum(’0’, ’1’)
od pointer int(11)
od issn varchar(9)
od timestamp datetime
Tabella 3.1: La tabella “ORDINE” in SQL
questi siano svincolati dalla gestione di un eventuale ordine fatto al Document
Delivery System.
Formalmente cio` e` indicata come un’anomalia di inserimento: data la strut-
tura, i dati bibliografici inseriti da un utente sono privi di tutti quei dati
gestionali che verranno inseriti solo al momento dell’eventuale presa in carico
dal servizio DD, anche nel caso che questo non avvenga mai.
• Nella versione originale ogni articolo/riferimento bibliografico e` legato ad una
ed una sola transazione. Per rendere possibile un meccanismo di “riordino” in
caso di insuccesso di una qualche richiesta e` necessario rintrodurre interamente
i dati dell’articolo a cui ci si riferisce.
Questa scelta porta alla creazione di ridondanze e anomalie di aggiornamento:
se un utente volesse modificare i dati relativi ad un proprio articolo e questo
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fosse stato richiesto al servizio DD, l’aggiornamento dovrebbe operare su OGNI
istanza dell’articolo ripetuto.
• Altro punto che va sottolineato e` che nell’ultima versione del database sono
riscontrabili, come eredita` di varie modifiche, dei cosiddetti “campi morti”:
ovvero quei campi utili a operazioni o funzionalita` non piu` supportate, ma che
se eliminati possono dare problemi in quei punti del codice piu` vecchio che
ancora li prevede.
3.1.3 Analisi delle specifiche e dei task dell’utente
Dall’analisi del servizio attualmente in uso, la visione dei Reference Management
Software commerciali, e dalle specifiche riportate e` possibile infine definire detta-
gliatamente quali sono i requisisti per il l’RMS da integrare al DD System NILDE:
questi potranno poi essere riassunti in 4 aree principali secondo questi concetti:
• Gestione utente
• Gestione riferimenti
• Gestione bibliografia
• Gestione etichette
Nel dettaglio verranno presentate le operazioni e le regole da soddisfare per
ognuno di questi concetti.
Gestione utente
• Gli utenti sono mutuati dal servizio NILDE percio` devono essere iscritti ad
una biblioteca e fornire credenziali per accedere al servizio
• Devono poter modificare i propri dati.
Gestione riferimenti
• Rende possibile all’utente l’inserimento di riferimenti da banche dati o ma-
nualmente, distinguendo il tipo del riferimento (libro o articolo).
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• Possibilita` di richiedere un documento al servizio di DD e l’eventuale annulla-
mento della richiesta.
• Rendere possibile la visualizzazione e la modifica dei riferimenti, nonche´ la
cancellazione di quelli non piu` d’interesse.
Gestione bibliografia
• Rendere possibile l’ordinamento dei riferimenti in base a un qualsiasi campo
utile o filtrato per parole chiave (etichette).
• Visualizzare le richieste effettuate al Document Delivery.
• Esportare i dati in un formato stampabile.
Gestione etichette
• Implementare parole chiave per il raggruppamento tramite etichette: ovvero
ad ogni articolo, o serie di articoli, e` possibile associare una o piu` parole chiave.
Ad ogni etichetta sara` percio` possibile associare piu` riferimenti, mentre ogni
riferimento potra` contenere diverse parole chiave che lo catalogano secondo
criteri differenti a discrezione dell’utente.
3.2 Progettazione concettuale
Come si e` visto, e` stato necessario produrre un nuovo database per permettere il
corretto inserimento del Reference Management Software all’interno del DD System
NILDE. Di seguito vengono riportate solo le specifiche inerenti la creazione del RMS,
argomento di questa tesi; verra` pero` mantenuta parallelamente una visione generale
dell’intera struttura di NILDE che con questa “riforma” e` andato creandosi: questo
permettera` di comprende meglio certe scelte per l’integrazione del software e le
potenzialita` del sistema.
Per procedere nell’analisi si sfruttera` al modello Entita`-Relazione4.
4il modello ENTITA` – RELAZIONE (E-R) e` un modello concettuale per la rappresentazione dei
dati ad un livello astratto durante la realizzazione di una base di dati. Fornisce una serie di strutture
(costrutti) atti a descrivere la realta` di interesse con schemi che raffigurano l’organizzazione dei dati.
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3.2.1 Glossario dei concetti: entita` e relazioni
Nelle specifiche fin ora analizzate si e` fatto spesso riferimento a vari concetti con
differenti termini, per eliminare ogni ambiguita` si riporta un glossario che renda
univoco il loro significato. D’ora in poi si utilizzeranno questi termini per identificare
i relativi concetti
'
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Termine Descrizione Sinonimi
Utente La persona fisica che accede al servizio
Ricercatore
Professore
Studente
Iscritto alla biblioteca
Riferimento
Insieme di dati bibliografici che individuano
univocamente un documento bibliografico
Documento bibliografico
Documento
Articolo
Libro
Estremi bibliografici
Etichetta
Elemento che permette di catalogare uno o
un’insieme di riferimenti bibliografici
Label
Cartella
Tag
Biblioteca La struttura bibliotecaria che utilizza il
servizio NILDE
Utente bibliotecario
Bibliografia L’insieme dei riferimenti organizzati (p.e. con
etichette) da un utente
Lista riferimenti
Tabella 3.2: Glossario dei termini
La bibliografia, come si puo` dedurre dalla tabella precedente, e` l’insieme dei
riferimenti e delle etichette, di per se´ percio` non produce un concetto trasformabile
in un costrutto dello schema E-R ma piuttosto e` una sovrastruttura che comprende
i riferimenti e le etichette.
E` ora possibile identificare le seguenti entita`5 e relazioni6 utili alla realizzazio-
ne dello RMS, non ne fara` parte percio` Biblioteca che e` legata esclusivamente al
Document Delivery System.
5le ENTITA` sono un costrutto del modello Entita`-Relazione per la rappresentazione degli oggetti
(cose, persone fisiche, ecc), che hanno proprieta` comuni tra loro ed esistenza “autonoma” ai fini
dell’applicazione di interesse. Graficamente vengono rappresentate con un rettangolo con il nome
dell’entita`
6le RELAZIONI sono un costrutto del modello Entita`-Relazione per la rappresentazione dei
legami logici tra due o piu` entita`, significativi per l’applicazione di interesse. Graficamente vengono
rappresentate con un rombo con il nome della relazione
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Entita` Relazioni
Utente Gestisce (Gestione riferimenti)
Riferimento Associa (Associa Etichetta - Riferimento)
Etichetta Crea (Gestione Etichetta)
Tabella 3.3: Relazioni ed Entita` per lo schema E-R
Figura 3.3: Schema E-R del Reference Manager
3.2.2 Schema ER
Le entita` e relazioni descritte si collegano secondi questi concetti:
• un utente gestisce (crea) le proprie etichette
• un utente gestisce i propri riferimenti,
• i riferimenti sono associati a delle etichette,
da cui il lo schema E-R in figura 3.3: questa sara` la struttura per l’implementa-
zione dell’RMS in NILDE.
L’RMS si integra al sistema NILDE, invece, come dallo schema E-R in figura
3.4. Si tralasciano i dettagli di questa parte perche´ esulano dall’implementazione
dell’RMS, ma e` interessante notare che la struttura del nuovo RMS sostituisce, o
meglio integra, totalmente la struttura del vecchio NILDE-Utenti. (Cf. figura 3.2)
Quello che prima era visto come la relazione “RICHIEDE” che esprimeva il
concetto di “richiesta al Document Delivery” e` sostituita dalla nuova relazione
“GESTISCE”, piu` conforme all’implementazione di un RMS.
Inoltre cio` che prima era contenuto nell’entita` “ORDINE” (che come si ricordera`
conteneva contemporaneamente sia i metadati dei riferimenti bibliografici che i dati
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Figura 3.4: Schema E-R completo di NILDE
di gestione dell’ordine) ora e` considerato separatamente nelle relazioni ed entita`
“DOC DEL” e “RIFERIMENTO”.
Analogamente e` stato deciso di mantenere distinti i metadati bibliografici dai
dati gestionali che li legano all’utente, che saranno tutti attributi di “GESTISCE”.
“RIFERIMENTO” conterra` percio` solo ed esclusivamente i dati relativi ai rife-
rimenti bibliografici, i dati ottenibili cioe` da una banca dati bibliografica (con Ope-
nURL nel nostro caso); la relazione “GESTISCE” si occupera` invece di mantenere
traccia dei dati gestionali o personali:
• dati di gestione del riferimento,
• dati di gestione per l’eventuale richiesta al document delivery,
• dati non standardizzati collegati agli estremi bibliografici come note dell’uten-
te, collocazione prescelta e indirizzo URL collegabile; dati cioe` non ottenibili
da una banca dati bibliografica.
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Sviluppo delle componenti dello schema Sia le entita` che le relazioni so-
no formata da attributi7, mentre per le entita` essi ne descrivono la natura, per le
relazioni definiscono il modo con cui la relazione mantiene “unite” le entita`. Analiz-
zeremo in seguito singolarmente ogni entita`, ogni relazione e le cardinalita`8 con cui
queste si rapporteranno.
UTENTE Per apprendere meglio le caratteristiche degli utenti e` utile analiz-
zare come siano nati gli attributi che li rappresentano; questa parte e` ereditata dal
sistema NILDE gia` esistente.
Dall’analisi si raffigurano diversi tipi di utente: gli utenti che usufruiscono del
servizio NILDE infatti hanno caratteristiche legate alla loro biblioteca di apparte-
nenza oltre ai dati comuni a tutti, queste entita` si caratterizzeranno come entita`
figlie9 dell’entita` principale “UTENTE”.
Le biblioteche che aderiscono a NILDE possono essere, come visto nell’introdu-
zione (vedi paragrafo 1.3), di tre tipi:
• Biblioteche universitarie
• Biblioteche di istituti di ricerca (pubblici e privati)
• Biblioteche pubbliche (biblioteche comunali)
• Biblioteche del ministero della Sanita` (appartenenti al progetto BiblioSan).
Per le biblioteche universitarie si e` resa necessaria l’introduzione di dati che
identifichino la qualifica dell’utente (professore, studente, ecc..) e altri dati che
riportino l’organizzazione interna dell’ateneo, percio`:
• Numero di matricola,
7gli ATTRIBUTI descrivono le proprieta` degli elementi di entita` o relazioni che sono di interesse
al fine dell’applicazione. Un attributo associa a ciascuna occorrenza di entita` (o relazione) un valore
appartenente ad un insieme di valore ammissibili (domino). Graficamente vengono rappresentati
con un cerchietto collegato all’entita` o relazione di appartenenza.
8le CARDINALITA` vengono specificate per ciascuna partecipazione di una entita` a una relazione
e descrivono il numero minimo e massimo di occorrenze di relazione a cui un occorrenza di un entita`
puo` partecipare. Sono rappresentate da una coppia di numeri racchiusi tra parentesi dove il primo
indica la partecipazione minima richiesta (0 per opzionale, 1 per obbligatoria) e il secondo il massimo
numero di relazioni che possono intercorrere per ogni occorrenza (1 per una sola partecipazione, N
per un valore superiore)
9Le ENTITA` FIGLIE sono entita` legate ad un’entita` superiore chiamata PADRE; esse sono
specializzazione dell’entita` padre (che a sua volta e` una generalizzazione dell’entita` figlie) ed eredi-
tano tutte le caratteristiche (partecipazioni a relazioni e attributi) dell’entita` padre aggiungendone
alcune solo proprie piu` specifiche.
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Figura 3.5: Rappresentazione E-R dell’entita` UTENTE
• Dipartimento di afferenza,
• Qualifica.
Per le biblioteche degli istituti di ricerca o mediche e` stato utile identificare:
• Referente responsabile (p.e.: responsabile del progetto di ricerca),
• L’istituto di appartenenza, utile per le biblioteche centralizzate.
Per le biblioteche pubbliche e` stato invece utile identificare il:
• Numero di tessera bibliotecaria.
A questi dati caratterizzanti si si sommano i dati comuni:
• Dati anagrafici (nome e cognome),
• Credenziali d’accesso (username e password),
• Recapiti (telefono fisso, cellulare, fax, e-mail).
L’insieme di questi attributi delinea percio` anche l’entita` “UTENTE” come e`
stato pensato per il gestore dei riferimenti bibliografici e la sua rappresentazione
secondo il modello E-R e` visibile in figura 3.5.
40
3.2 Progettazione concettuale
RIFERIMENTO Anche l’entita` “RIFERIMENTO” eredita concetti gia` pre-
senti nel vecchio sistema, integrati pero` con le nuove specifiche. Come gia` visto,
l’entita` conterra` i puri metadati bibliografici, quelli ottenibili dalle banche dati
bibliografiche, distinguendo tra piu` tipi di riferimento:
• Articolo da rivista
• Libro
• Articolo da libro o parte di libro
Questi tipi avranno attributi comuni quali:
• Autore principale
• Autori secondari
• Anno
• Volume
• Fascicolo
• Abstract
• Editore
• Luogo di edizione
• Codice banca dati di provenienza (SID)
Le peculiarita` per il tipo “Articolo da rivista” sono:
• Titolo Rivista
• Titolo Articolo
• Pagina iniziale
• Pagina finale
• Codici bibliotecari (ISSN, DOI)
I libro prevedera`:
• Titolo Libro
• Codice bibliotecario (ISSB)
Mentre per le componenti di un libro si avranno:
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Figura 3.6: Rappresentazione E-R dell’entita` RIFERIMENTO
• Titolo del Libro
• Titolo Parte (Titolo capitolo o articolo contentuto nel libro)
• Pagina iniziale
• Pagina finale
• Codice bibliotecario (ISBN)
“RIFERIMENTO” apparira` percio` come in figura 3.6
ETICHETTA L’entita` “ETICHETTA” infine avra` come attributi solo:
• un codice identificativo dell’etichetta
• nome dell’etichetta stessa.
Esso sara` percio` come in figura 3.7
GESTISCE La relazione “GESTISCE”, come visto, collega gli utenti con i
propri riferimenti, essa dovra` associare percio` ad ogni singolo utente un numero
variabile di riferimenti, questo fa s`ı che:
• l’entita` “UTENTE” partecipi alla relazione con cardinalita` (0,N): ogni
utente puo` avere un numero arbitrario di riferimenti ad esso collegati
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Figura 3.7: Rappresentazione E-R dell’entita` ETICHETTA
• l’entita` “RIFERIMENTO” partecipi alla relazione con cardinalita` (0,1):
ogni riferimento e` collegato ad un unico utente che lo gestisce.
La cardinalita` minima 0 intende la possibilita` di avere occorrenze all’interno
dell’entita` “RIFERIMENTO” che non si relazionano con gli utenti: queste
sono le occorrenze inserite dalle biblioteche che non usufruiranno della ge-
stione degli utenti10, come vedremo queste dovrebbero diventare una parte
strettamente minoritaria.
Come gia` anticipato nell’introduzione a questo paragrafo “GESTISCE” dovra`
provvedere a mantenere tutti i dati di gestione del riferimento, del Document Deli-
very per l’utente e i dati non bibliografici del documento.
Gli attributi per questa relazione saranno:
• Data inserimento
• Stato del riferimento
• Gestione DD (Data richiesta, Data evasione, stato del DD, Comunicazioni
utente, Comunicazioni biblioteca, richiesta di cancellazione)
• Appunti Utente
• Collocazioni (Collocazione fisica, URL)
La rappresentazione della relazione e` visibile in figura 3.8
10Questa scelta e` stata fatta da parte del gestore del servizio per mantenere compatibilita` con
il passato oltre che permettere anche alle biblioteche senza un’utenza fissa di adoperare il servizio
NILDE senza usufruire del servizio agli utenti e di conseguenza dell’RMS. Non e` detto che questa
possibilita` sia mantenuta anche in futuro.
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Figura 3.8: Rappresentazione E-R della relazione GESTISCE
ASSOCIA La relazione “ASSOCIA”, collega i singoli riferimenti alle etichette
che li raggruppano o rappresentano, essa percio` dovra` mantenere traccia di tutti gli
accoppiamenti oltre che garantire la specifica di poter raggruppare piu` riferimenti in
una etichetta e, allo stesso tempo, la stessa tempo associare allo stesso riferimento
piu` etichette. Si avra` percio` che:
• l’entita` “RIFERIMENTO” partecipi alla relazione con cardinalita` (0,N):
ogni riferimento puo` essere associato a piu` etichette
• l’entita` “ETICHETTA” partecipi alla relazione con cardinalita` (0,N): ogni
etichetta puo` raggruppare un numero N di riferimenti.
CREA La relazione “CREA” associa le etichette all’utente che le crea e gesti-
sce. Ogni utente puo`, dalle specifiche, creare piu` etichette, che sono sue personali,
da cio` si ha che:
• l’entita` “UTENTE” partecipa alla relazione con cardinalita` (0,N): ogni
utente puo` creare/gestire N etichette
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Figura 3.9: Schema E-R completo del Reference Management Software
• l’entita` “ETICHETTA” partecipa alla relazione con cardinalita` (1,1): ogni
etichetta deve appartenere ad un solo utente.
Nella figura 3.9 e` rappresentato lo schema E-R completo del Reference Mana-
gement Software con le cardinalita` tra le entita` e le relazioni. In tabella 3.4 sono
invece riportati gli attributi di ogni entita` e relazione descritta.
3.2.3 Vincoli
Per ragioni legate al sistema NILDE e scelte operate dal gestore del servizio, sono
presenti alcune regole non descrivibili con i costrutti Entita`-Relazione:
• Non e` possibile per l’utente operare sempre su tutti i propri riferimenti libe-
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Entita` Attributi Identificatore
Utente
Username (stringa)
Codice identificativo (stringa)
Password (stringa)
Nome (stringa)
Cognome (stringa)
Telefono (numerico)
Cellulare (numerico)
Fax (numerico)
E-mail (stringa)
Ricercatore
UTENTE +
Codice identificativo (stringa)Responsabile (stringa)
Istituto (stringa)
Iscritto
Biblioteca
UTENTE +
Codice identificativo (stringa)
Tessera (numerico)
Universitario
UTENTE +
Codice identificativo (stringa)Dipartimento (stringa)
Matricola (numerico)
Riferimento
Autore 1 (stringa)
Codice identificativo (stringa)
Autore 2 (stringa)
Anno (numerico)
Volume (numerico)
Fascicolo (numerico)
Abstract (testo)
Editore (stringa)
Luogo di edizione (stringa)
SID (alfanumerico)
Articolo da
rivista
Riferimento +
Codice identificativo (stringa)
Titolo Articolo (stringa)
Titolo Rivista (stringa)
Pagina iniziale (numerico)
Pagina finale (numerico)
DOI (alfanumerico)
ISSN (numerico)
Libro
Riferimento +
Codice identificativo (stringa)Titolo (stringa)
ISBN (numerico)
Componente
di Libro
Riferimento +
Codice identificativo (stringa)Titolo Libro (stringa)
Titolo Componente (stringa)
Pagina iniziale (numerico)
Pagina finale (numerico)
ISBN (numerico)
Etichetta Nome etichetta (stringa) Codice identificativo (stringa)
Tabella 3.4: Schema degli attributi
ramente; i riferimenti per i quali e` stato richiesto il full-text tramite il servizio
DD non possono essere modificati durante tutto il periodo in cui la richiesta
al DD e` attiva, questo per evitare la gestione in concorrenza del dato da parte
dell’utente e della biblioteca che ha preso in carico l’ordine.
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• Al termine della procedura di DD vengono ripristinate tutte le funzioni all’u-
tente, ma la procedura di cancellazione cambia, anche se in maniera trasparente
all’utente. Mentre la cancellazione di un riferimento mai richiesto al DD pro-
voca la sua rimozione effettiva dal sistema, la cancellazione di un riferimento
richiesto in realta` cambia stato e non sara` semplicemente piu` accessibile dalla
bibliografia dell’utente: cio` e` necessario perche´ occorre mantenere traccia delle
transazioni tra l’utente e la propria biblioteca come richiesto dalle specifiche.
• A tale scopo i riferimenti sono associati a degli indicatori di stato memorizzati
nella relazione “GESTISCE”: Stato Riferimento e Stato DD. Il primo descri-
vera` lo stato del documento rispetto alla sua presenza o meno in bibliografia,
il secondo descrivera` invece che tipo di transazione e` stata effettuata per il
Document Delivery e ricordera` se la richiesta e` andata a buon fine (evasa) o
no (inevasa). Gli stati possibili sono visibili i tabella 3.5
Va da se´ che se lo stato del riferimento e` “mai richiesto” anche lo Stato DD
e` Non richiesto, mentre gli altri due stati del riferimento possono combinarsi
diversamente con tutti gli stati di una transazione DD.
• La richiesta al Document Delivery di un determinato documento puo` essere
fatta una ed una sola volta, come da specifiche, percio` una volta che lo stato
del riferimento cambia da “mai richiesto” non puo` essere piu` ripristinato e la
possibilita` di richiederlo al servizio DD e` disabilitata.
• Ogni utente avra` a disposizione un numero finito di etichette, questa scelta, im-
posta da ragioni tecniche, verra` discussa piu` ampiamente quando si affrontera`
l’analisi dei volumi per l’entita` “ETICHETTA”.
• Le etichette di ogni utente dovranno avere nome differente, mentre e` possibile
che esistano etichette con lo stesso nome associate ad utenti differenti. Cio`,
come intuibile, e` dovuto al fatto che non sarebbe poi possibile per l’utente
capire a quale etichetta si sta riferendo.
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Attributo Valore
Stato Riferimento
- Presente in bibliografia e mai richiesto al DD
- Presente in bibliografia e in richiesta al DD
- Presente in bibliografia e ricevuto dal DD
- Non piu` presente in bibliografia (ricevuto dal DD ma poi
eliminato solo dalla bibliografia)
Stato DD
- Non richiesto
- Richiesto in attesa di lavorazione (durante questo stato sono
inibite le possibilita` di cancellazione e modifica riferimento)
- Evaso, documento consegnato
- Inevaso, documento non reperito
- Richiesta errata da parte dell’utente
Tabella 3.5: Stati per i riferimenti in bibliografia
3.3 Progettazione logica
Dal database iniziale e dai colloqui con il gestore del servizio e` stato possibile estra-
polare il volume di dato fin ora utilizzato, inoltre e` stato possibile fare una stima su
quale sara` i traffico e le modalita` di accesso per il nuovo sistema provvisto dell’RMS.
3.3.1 Analisi dei volumi
Per i volumi delle entita` “UTENTE” e “RIFERIMENTO” ci si e` basati sulle di-
mensioni attualmente a regime, adattate ad un calcolo di previsione. L’entita` “ETI-
CHETTA” e` nuova e il suo volume una volta che l’RMS e` in uso puo` essere solo
supposta in base all’uso (indicato anche dall’utente intervistato) che ne verra` fatto11.
Per l’entita` “UTENTE” si prevede una dimensione basata sul numero di bi-
blioteche che appartengono al sistema NILDE: come accennato nell’introduzione
attualmente sono 59312 ,di queste pero` solo circa 100 utilizzano l’attuale sistema
di NILDE-Utenti. Stimando inoltre una media di circa 100 utenti per biblioteca si
ottiene un valore nell’ordine dei 10.000 utenti; valore che dovrebbe sensibilmente
aumentare con l’introduzione del servizio RMS, finalizzato proprio agli utenti finali.
Per il volume dell’entita` “RIFERIMENTO” si sarebbe potuto anche qui fare
riferimento alla realta` esistente, ma essa rispecchia la situazione attuale dove l’uso
di NILDE si limita al Document Delivery, senza un RMS: questo non avrebbe reso
11Le previsioni su tutti i volumi sono state concordate con il gestore del servizio.
12il dato e` stato ottenuto dalle statistiche di NILDE del 29 settembre 2007, consultabili
all’indirizzo: http://nilde.bo.cnr.it/index.PHP?st=2
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Concetto Tipo Volume
Utente E
utenti per biblioteca × numero biblioteche con utenti
(100× 100) = 10.000
Riferimento E
numero medio articoli per utente × numero utenti
(500× 10.000) = 5.000.000
Etichetta E
numero medio etichette per utente × numero utenti
(5× 10.000) = 50.000
≪
(20× 10.000) = 200.000
numero massimo etichette per utente × numero utenti
Gestisce R
proporzionale al numero riferimenti
5.000.000
Associa R
numero riferimenti associati ad etichette × numero medio etichette per utente
(il calcolo e` rimandato alla spiegazione dettagliata)
≃ 10.750.000
≪
(20× 5.000.000) = 100.000.000
numero massimo etichette per utente × numero riferimenti
Crea R
proporzionale al numero etichette
50.000
Tabella 3.6: Schema dei volumi
una stima attendibile. Si deve prevedere invece l’uso del servizio soprattutto da parte
degli utenti che lo sfruttano come RMS. Il volume deve essere calcolato sul numero
di utenti previsti e l’uso che questi faranno del servizio: cioe` il numero di utenti e
una stima tra le quantita` di articoli consultati dall’utente intervistato (ricercatore
CNR, percio` con approccio professionale) e la quantita` di chi invece non usera` il
sistema sistematicamente, una media finale di circa 500 articoli annui. Da cio` si e`
stimato un valore di circa 5.000.000 di articoli annui.
Una considerazione va fatta inoltre sulle occorrenze all’interno dell’entita` “RI-
FERIMENTO” che non faranno parte del Reference Management System: come
accennato in precedenza si tratta di quei riferimenti che verranno inseriti dalle bi-
blioteche che non usufruiranno della gestione degli utenti e di conseguenza dell’RMS.
La stima per queste occorrenze puo` essere fatta basandosi sul database in uso fin’ora
e risulta essere nell’ordine delle 50.00013 richieste all’anno, dato non rilevante percio`
sulla base alle stime fatte.
Occorre infine fare un osservazione sulla crescita: quelle proposte sono stime an-
13il dato e` stato ottenuto dalle statistiche di NILDE del 29 settembre 2007, consultabili
all’indirizzo: http://nilde.bo.cnr.it/index.PHP?st=2
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nue, che presupporrebbero un aumento costante e lineare del numero di riferimenti.
In realta` occorre considerare che ogni utente (anche per propria facilita` di gestione)
tendera` ad eliminare dati vecchi non piu` utili; inoltre sarebbe possibile predisporre
un meccanismo di history che mantenga i dati non piu` utilizzati quotidianamente
separati dal quelli nuovi o recenti. Questo pero` e` una funzionalita` che non coinvol-
ge il solo Reference Management Software e la sua discussione ed implementazione
esula dall’argomento di questa Tesi.
Le etichette saranno invece rapportate al numero di utenti che le creano: sup-
ponendo una media di circa 5 etichette per utente si dovrebbero avere un volume
di circa 50.000 unita` nell’entita` “ETICHETTA”. Come si vedra` piu` avanti, ana-
lizzando le relazioni coinvolte, si potra` notare come un ampio numero di etichette
legato alla possibilita` di collegarle a molti riferimenti (e viceversa) potrebbe creare
un volume enorme per la relazione “ASSOCIA”. Questo ha determinato la scelta di
limitare il numero di etichette che un utente puo` creare; in accordo con il gestore del
servizio il limite e` stato valutato in 20 etichette, che porterebbero nel caso pessimo
ad un massimo di 200.000 etichette totali.
Per la relazione “GESTISCE” il volume e` pari a quello dell’entita` “RIFERI-
MENTI” poiche´ la cardinalita` che intercorre tra le due e` (0,1) come espresso in
precedenza. Il numero di occorrenze per la relazione “GESTISCE” sara` percio` circa
5.000.000.
Come anticipato, la relazione “ASSOCIA” e` quella che potenzialmente potrebbe
avere il volume massimo. In teoria sarebbe possibile avere ogni etichetta associata
ad ogni riferimento e viceversa (sia “ETICHETTA” che “RIFERIMENTO” sono in
relazione (N,N) con “ASSOCIA”); di conseguenza si avrebbe una cardinalita` per la
relazione pari al prodotto cartesiano delle due entita` partecipanti.
La limitazione a 20 etichette massimo per utente limita questo problema portan-
do il volume a 100.000.000 entry nel caso pessimo. Questo pero` non e` comunque un
valore reale: infatti si e` gia` supposto una media di circa 5 etichette per utente, a cui
va’ poi aggiunto che non tutti i riferimenti saranno associati a tutte le etichette (si
perderebbe ogni vantaggio derivato dall’uso delle stesse). Il volume per la relazione
“ASSOCIA” e` stato percio` calcolato immaginando che dei riferimenti:
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• circa il 20% sia associato a 4 o 5 etichette,
• circa il 30% sia associato a 2 o 3 etichette,
• circa il sia associato al massimo ad 1 etichetta;
cio` porta ad un valore di circa 10.750.000 occorrenze.
Per la relazione “CREA” infine si prevede un volume uguale a quello dell’entita`
“ETICHETTA” essendo in relazione (1,1): ovvero ognuna elle etichette appartiene
ad un solo utente. La relazione avra` un volume di circa 50.000 occorrenze.
3.3.2 Analisi delle operazioni
Le operazioni che verranno implementate al livello di database sono sostanzialmente
quelle individuate dalle specifiche. Esse corrispondono in linea di massima a dei task
per l’utente:
• Gestione account
– Registrazione
– Visualizza/Modifica dati personali
• Gestione Riferimenti
– Inserimento riferimento
∗ Richiesta al DD
∗ Richiesta di annullamento
– Visualizza Dettaglio del Riferimento
∗ Modifica
∗ Elimina Riferimento
∗ Applica / scollega una o piu` etichette
• Gestione etichette
– Crea
– Modifica
– Elimina
• Gestione bibliografia
– Applica / scollega etichetta a riferimento (o a selezione di riferimenti)
– Visualizza lista riferimenti (ordina per data, anno, autore. . . )
∗ Visualizza per etichetta
∗ Visualizza DD (history o richieste in attesa)
– Seleziona e scegli modalita` di formattazione (per esporta o copia/incolla)
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– Seleziona ed elimina uno o piu` riferimenti
Come si vedra` tra questi task e` sono facilmente individuabili le operazioni che
occorrera` compiere a livello di database. Alcune di queste tuttavia, benche´ differenti
dal punto di vista dell’utente finale, sono solo delle varianti di una stessa operazio-
ne a livello di database; viceversa, altre operazioni benche´ parte dello stesso task
impongono procedure differenti per la loro implementazione.
Nella tabella 3.7 vengono riportate le varie operazioni e la frequenza con cui
dovrebbero venir eseguite una volta che il sistema e` entrato pienamente in funzione14.'
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OP. Operazione Frequenza
1 Registrazione una tantum
2 Visualizza dati personali 1-2 volte al giorno
3 Modifica dati personali 1 volta all’anno
4 Aggiungi nuovo riferimento alla bibliografia senza richiedere
l’articolo al Document Delivery
3-4 volte al giorno
5 Aggiungi nuovo riferimento alla bibliografia richiedendo
l’articolo al Document Delivery
3-4 volte alla sett.
6 Richiedi al Document Delivery un articolo i cui riferimenti
sono gia` presenti nella bibliografia
1 volta alla set.
7 Richiesta annullamento ordine DD (alla bib. di riferimento) 1 volta al mese
8 Visualizza lista di riferimenti 5-6 volte al giorno
9 Visualizza i dati completi del riferimento 2-3 volte al giorno
10 Modifica / Completa dati del riferimento 3 volte al giorno
11 Elimina riferimento non richiesto al Document Delivery 1-2 volte al mese
12 Elimina riferimento richiesto al Document Delivery 1-2 volte al mese
13 Elimina lista di riferimenti (richiesti al DD e non) 1-2 volte al mese
14 Crea un’etichetta 1 volta alla sett.
15 Visualizza elenco etichette 2-3 volte al giorno
16 Modifica il nome di un’etichetta 1 volta al mese
17 Elimina un’etichetta 1 volta al mese
18 Collega un riferimento / una serie di riferimenti ad
un’etichetta
3-4 volte al giorno
19 Scollega un riferimento / una serie di riferimenti da
un’etichetta
1 volta alla sett.
20 Visualizza lista di riferimenti associati ad un’etichetta 3-4 volte al giorno
21 Visualizza storico del Document Delivery 1 volta alla sett.
22 Cambia ordine di visualizzazione 5-6 volte al giorno
23 Visualizza articoli selezionati formattati per permetterne
l’esportazione
1-2 volte al mese
Tabella 3.7: Schema delle operazioni
14I dati sulla frequenza delle operazioni sono da considerarsi arbitrari e servono solo a distinguere
quelle molto frequenti da quelle piu` rare.
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3.3.3 Analisi degli accessi
Per valutare come le singole operazione andranno ad operare sul database finale si
e` fatta un’analisi degli accessi dove si valuta il numero di accessi che occorrera` fare
alle singole tabelle del database per compiere ognuna delle operazioni viste.
Essendo l’RMS integrato nel DD system NILDE alcune operazioni andranno
obbligatoriamente ad interagire con parti del database finale non facenti parte del
Reference Management Software: sara` percio` necessario tenere conto anche di entita`
e relazioni quali: “BIBLIO”, entita` corrispondente alle biblioteche aderenti a NILDE
e “DOCDEL”, la relazione che provvede a mantenere i legami tra le biblioteche e i
riferimenti per la gestione del Document Delivery.
Le operazioni che si legheranno con il sistema “al di fuori” dell’RMS sono:
• alcune operazioni legate alla gestione dei dati dell’utente che necessitano di
conoscere la biblioteca di riferimento,
• tutte le operazioni legate al Document Delivery che, anche se previste co-
me operazioni integranti di questo RMS, devono poter “comunicare” i dati
delle richieste alla biblioteca di riferimento per l’utente; cio` avviene tramite
la relazione “DOCDEL”. Il dettaglio di come avverranno queste (e le altre)
operazioni e` descritto in seguito.
Nella tabella 3.8 sono elencate le operazioni, per ognuna di esse si riporta:
• i concetti coinvolti nell’ordine in cui vengono acceduti, indicando il tipo di
costrutto (E = entita`, R= relazione),
• gli accessi, ovvero il numero di occorrenze che vengono coinvolte per ognuno
dei concetti coinvolti,
• il tipo di accesso che viene effettuato che puo` essere in lettura (L) o in scrit-
tura (S)15. Sono considerate in scrittura anche le operazioni di cancellazione
e in genere tutte quelle che al termine della transazione lasciano il database
alterato.
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Operazioni Concetto Costrutto Accessi Tipo
1 Registrazione
Biblio E vol L
Appartiene R 1 S
Utente E 1 S
2 Visualizza dati personali Utente E 1 L
3 Modifica dati personali Utente E 1 S
4 Aggiungi nuovo riferimento alla bibliografia
senza richiedere l’articolo al DD
Riferimento E 1 S
Gestisce R 1 S
5 Aggiungi nuovo riferimento alla bibliografia
richiedendo l’articolo al DD
Riferimento E 1 S
DocDel R 1 S
Gestisce R 1 S
6 Richiedi al DD un articolo i cui riferimenti
sono gia` presenti nella bibliografia
DocDel R 1 S
Gestisce R 1 S
7 Richiesta annullamento ordine DD (alla
bib. di riferimento)
Gestisce R 1 S
DocDel R 1 S
8 Visualizza lista di riferimenti
Gestisce R < 500 L
Riferimento E < 500 L
9 Visualizza lista di riferimenti
Riferimento E 1 L
Gestisce R 1 L
10 Modifica / Completa dati del riferimento
Riferimento E 1 S
Gestisce R 1 S
11 Elimina riferimento non richiesto al DD
Gestisce R 1 S
Riferimento E 1 S
12 “Elimina” articolo richiesto al Document
Delivery
Gestisce R 1 S
13 Elimina lista di riferimenti (richiesti al DD
e non)
Gestisce R < 500 S
Riferimento E < 500 S
14 Crea un’etichetta
Etichetta E 1 S
Crea R 1 S
15 Visualizza elenco etichette
Crea R 20 L
Etichetta E 20 S
16 Modifica il nome di un’etichetta Etichetta E 1 S
17
Elimina un’etichetta
Associa R < 500 S
Crea R 1 S
Etichetta E 1 S
18 Collega un riferimento / una serie di
riferimenti ad un’etichetta
Associa R < 500 S
19 Scollega un riferimento / una serie di
riferimenti da un’etichetta
Associa R < 500 S
20 Visualizza lista di riferimenti associati ad
un’etichetta
Associa R < 500 L
Riferimento E < 500 L
21 Visualizza storico del Document Delivery
Gestisce R < 500 L
Riferimento E < 500 L
22 Cambia ordine di visualizzazion
Gestisce R < 500 L
Riferimento E < 500 L
23 Visualizza articoli selezionati formattati per
permetterne l’esportazione
Riferimento E < 500 L
Note:
vol = volume dell’entita` “BIBLIO”
500 = numero di articoli per utente
20 = numero massimo di etichette per utente
Tabella 3.8: Schema degli accessi
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Analizzando operazione per operazione si chiariranno le scelte che hanno portato
a creare questa tavola degli accessi:
• OP.1: Perche´ un utente si iscriva occorre che indichi al sua biblioteca di
riferimento, percio` occorre che possa consultare la lista di tutte le biblioteche.
• OP.2-3: Sia per ottenere i propri dati basta un unico accesso in lettura
all’entita` “UTENTE”, per modificarli un ulteriore accesso in scrittura.
• OP.4: All’inserimento del riferimento occorre inserire i puri metadati in “RI-
FERIMENTO” e quelli di gestione (data inserimento ecc.) in “GESTIONE”
• OP.5: L’inserimento con annessa richiesta al DD e` analoga all’inserimento
puro e semplice ma necessita di inserire in “GESTISCE” anche alcuni dati di
gestione dell’ordine (data apertura ordine, stato della richiesta, ecc.). Inoltre
vanno inseriti alcuni parametri all’interno di “DOCDEL” per permettere poi
alla biblioteca che effettua il DD di poter risalire ai dati bibliografici dei quali
si vuole ottenere il full-text. Dal punto di vista dell’utente, ma piu` in gene-
rale del Reference Management Software, tutto cio` che occorre per mantenere
traccia della richiesta al servizio Document Delivery e` mantenuto in “GESTI-
SCE”, l’accesso alla relazione “DOCDEL” e` per agevolare la procedura della
biblioteca al momento dell’evasione dell’ordine16
• OP.6: Questa operazione puo` essere effettuata al momento in cui l’utente
consulta la propria lista dei riferimenti o i dettagli di un riferimento, a quel
punto il processo e` analogo al precedente (senza un nuovo inserimento).
• OP.7: Come spiegato in precedenza la richiesta di annullamento non garan-
tisce la terminazione della procedura, che e` a discrezione della biblioteca; l’o-
perazione si limita pertanto a settare un flag che attiva la richiesta. Il flag
viene settato contemporaneamente sia su “GESTISCE” che “DOCDEL” per
gli stessi motivi descritti per l’operazione 5
15La distinzione tra scrittura e lettura e` necessaria in quanto, comunemente, gli accessi in scrittura
sono piu` onerosi di quelli in sola lettura in termini di tempo/risorse.
16Mantenendo un punto di vista ampio su tutto il database NILDE e` possibile notare come questa
operazione vada a creare una ridondanza di dati all’interno del database; la discussione su questa
scelta e` rimandata all paragrafo sull’eliminazione delle ridondanze
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• OP.8: Questa e` una delle operazioni principali dell’RMS e verra` spesso ese-
guita prima delle altre per permetterne l’esecuzione, essa infatti permette di
avere l’elenco dei riferimenti dal quale si partira` per agire su uno o un insieme
di questi.
• OP.9-10: La prima operazione permette di accedere ai dati completi del riferi-
mento per visualizzarli (lettura su “RIFERIMENTO” e “GESTISCE”), la se-
conda di modificarli(scrittura su “RIFERIMENTO” e “GESTISCE”). Queste
operazioni prevedono che l’utente abbia gia` visualizzato un elenco di riferimenti
da cui selezionare quello di interesse (op.8).
• OP.11-12: L’operazione 11 permette di eliminare completamente un riferi-
mento dal database. La 12 invece garantisce che un riferimento richiesto al
DD non venga effettivamente eliminato dal database, come richiesto nelle spe-
cifiche. Esso agisce sullo stato del riferimento dichiarandolo “Non piu` presente
in bibliografia”, cio` modifica solo la relazione “GESTISCE” lascia inalterata
l’entita` “RIFERIMENTO”.
• OP.13: Quest’operazione e` la ripetizione su un insieme di riferimenti dell’ope-
razione di cancellazione. Non la si puo` pero` implementare come una semplice
ripetizione dell’operazione perche´ un insieme di elementi potrebbe compren-
dere sia riferimenti richiesti al DD che no. L’operazione 13 deve comportarsi
come l’operazione 11 per alcuni elementi e come la 12 per altri.
• OP.14-15-16-17: Queste operazioni agiscono sulla relazione “CREA” e sul-
l’entita` “ETICHETTA” in lettura per visualizzare (op.15) o in scrittura per
creare (op.14), modificare (op.16) ed eliminare (op.17). Alla creazione viene
associato anche l’utente che ha creato l’etichetta. Le operazioni di scrittura
14-16-17 prevedono sempre che prima sia fatta quella di lettura 15.
• OP.18-19: Queste operazioni agiscono indistintamente su uno o un gruppo di
elementi per collegarli o scollegarli da una o piu` etichetta; non viene fornita
invece la possibilita` di associare molti articoli a molte etichette: infatti questo
potrebbe portare le scritture su “ASSOCIA” a dei valori molto alti (fino a
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20 etichette × 500 articoli = 10.000 scritture per ogni operazione) e cio` e` da
evitare. Tutte queste operazioni inoltre prevedono che prima si effettuata una
visualizzazione dei riferimenti (op.8) e delle etichette (op.15).
• OP.20: Questa operazione e` analoga all’operazione di visualizzazione di un
elenco di riferimenti (op.8) ma deve prima accedere ad una lista di etichette
(op.15) per poi far effettuare una ricerca su “RIFERIMENTO” filtrata per
etichetta. I riferimenti che faranno parte dell’output dell’operazione sono quelli
associati all’etichetta prescelta come memorizzato nella relazione “ASSOCIA”.
• OP.21: E` una visualizzazione per elenco che riporta solo i riferimenti per
i quali e` stato effettuata una richiesta al Document Delivery. Essendo uno
storico delle richieste vengono anche riportati quei riferimenti ormai non piu`
presenti nella bibliografia dell’utente, ma ancora presenti nel database grazie
all’operazione 12.
• OP.22: Cambiare l’ordine di visualizzazione e` anch’essa un’operazione analoga
alla visualizzazione elenco (op.8) anche filtrato per etichetta (op.20) ma con la
richiesta di ordinarlo in modo differente.
• OP.23: E` un operazione che avviene su una serie di elementi selezionati e li
ripropone con l’applicazione di un nuovo stile di visualizzazione.
3.3.4 Ristrutturazione dello schema concettuale
Perche´ lo schema proposto possa tradursi in un vero database occorre ancora effet-
tuare alcune “ristrutturazioni” prendendo in esame anche le analisi fatte sui carichi
applicativi (operazioni, volumi, accessi) viste in precedenza.
3.3.4.1 Analisi delle ridondanze
Come gia` accennato in precedenza lo schema presenta alcune ridondanze, queste ser-
vono soprattutto per permettere l’integrazione del Reference Management Software
con il resto del sistema NILDE.
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Sono presenti infatti dei dati nella relazione “GESTISCE” che provengono dalla
relazione “DOCDEL”, sviluppata all’interno di NILDE; i dati ridondati sono quelli
che permettono la gestione del Document Delivery: Data richiesta, Data evasione,
stato del DD, richiesta di cancellazione.
Nell’ambito dello sviluppo dell’RMS17 questi attributi sono ripetuti in entrambi
i costrutti per permettere alle operazioni 8, 9, 12, 13, 20, 21 e 22 un accesso piu`
veloce a tutti i dati di cui necessitano; cos`ı facendo esse operano fondamentalmente
sulle relazione “GESTISCE” e “RIFERIMENTO” per ottenere tutti i dati necessari
alla visualizzazione del contenuto della bibliografia dell’utente, dei dettagli di un
articolo o dello storico delle richieste al DD, senza che sia necessario interpellare
altri costrutti esterni.
Per ottenere cio` si ha solo un aggravio di una scrittura da parte delle operazioni
5, 6 e 7, quelle operazioni che intervengono durante le richieste di DD.
Se non vi fosse presenza di ridondanza le operazioni 8, 9, 12, 13, 20, 21 e 22
dovrebbero effettuare un numero di accessi in lettura alla relazione “DOCDEL”
pari al numero di riferimenti che sono stati richiesti al Document Delivery.'
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Con Ridondanza
op. 6
(1× 2 + 1× 2)× 1/7 = 0, 6
(accessi “DOCDEL” + “GESTISCE” in scrittura) × frequenza in gg
op. 8
(500 + 500)× 5 = 5.000
(accessi “RIFERIMENTO” + “GESTISCE” in lettura) × frequenza in gg
Senza Ridondanza
op. 6
(1× 2)× 1/7 = 0, 3
(accessi “DOCDEL” in scrittura) × frequenza in gg
op. 8
(500 + 500 + 500)× 5 = 7.500
(accessi “RIFERIMENTO” + “GESTISCE” + “DOCDEL” in lettura) × frequenza in gg
Tabella 3.9: Esempio ridondanze op.6 e op.8
3.3.4.2 Eliminazione delle generalizzazioni
Dato che nei sistemi di gestione della base di dati in uso (MySQL) non e` consentito
l’uso di generalizzazioni e` necessario eliminarle ove siano presenti. Le entita` che
17Analogamente a quanto avviene per l’RMS anche le operazioni sviluppate per il resto del sistema
NILDE trovano giovamento da questa ridondanza. Non vengono qui discusse perche´ non inerenti
allo sviluppo dell’RMS.
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Figura 3.10: Eliminazione delle generalizzazioni entita` UTENTE
presentano questi costrutti sono “UTENTE” e “RIFERIMENTO”, per esse sono
previsti tre entita` figlie con attributi particolari.
Per “UTENTE” gli attributi non sono vinvolanti per le varie entita` figlie (nessuna
operazione fa distinzioni in base a questi valori), si e` deciso percio` di compiere un
accorpamento di tutte le tre entita` in “UTENTE”.
Inoltre cio` da la possibilita` di risparmiare in termini di spazio sul database perche´
e` possibile sovrapporre alcuni attributi concettualmente simili:
• “Istituto” e “Dipartimento” si fondono a livello del padre in “Dipartimento”
• “Tessera” e “Matricola” si fondono a livello del padre in “Matricola”
L’entita` UTENTE si trasformera` percio` come in figura 3.10.
All’interno dell’entita` “RIFERIMENTO” invece gli attributi differenziano so-
stanzialmente le tre entita` figlie. Mentre “Libro” e “Componente di Libro” posso-
no benissimo essere fuse (gli attributi di “Libro” sono un sottoinsieme di quelli di
“Componente”). Il problma rimane per gli articoli, in particolare per quanto rigurda
i codici biblitecari: ISBN che e` associato specificatamente a libri e ISSN, che invece
e` associato solo a riviste.
Benche´ questa differenziazione dei dati imponesse il trattamento di Riviste e
Libri distintamente, si e` deciso comunque di operare un accorpamento di tutte le
entita` figlie nel padre, introducendo un attributo “Tipo materiale” che distingue libri
da articoli di rivista, delegando poi al software la gestione dei campi “incompatibili”
con il tipo materiale.
Questa scelta e` stata dettata dalla forte necessita` di mantenere un unica tabella
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Figura 3.11: Eliminazione delle generalizzazioni entita` RIFERIMENTO
con tutti i riferimenti, utile anche ad altre parti del codice NILDE non qui trattate.
L’entita` RIFERIMENTO si trasformera` percio` come in figura 3.11.
3.3.4.3 Identificatori
Ogni entita` descritta deve prevedere una propria chiave per stabilire legami in rela-
zioni diverse; nessuna delle entita` descritte possiede pero` attributi che identificano
in maniera univoca le proprie occorrenze:
• “ETICHETTA”: per questa entita` esiste solo il nome dell’etichetta, e, an-
che se irripetibile per ogni utente, possono esistere etichette associate a uten-
ti differenti con lo stesso nome. Si e` deciso di attribuire un codice ad ogni
etichetta.
• “RIFERIMENTO”: nessun attributo di quest’entita` puo` identificare in ma-
niera univoca l’occorrenza perche´ anche qui utenti differenti possono inserire
lo stesso articolo. Si e` deciso di attribuire un codice ad ogni riferimento.
• “UTENTE”: in questo caso si potrebbe individuare la coppia “username”
“password” come chiave per l’entita`, per praticita` si e` preferito pero` un iden-
tificatore composto da un solo attributo. Si e` deciso di attribuire un codice ad
ogni utente.
Come si vedra` nel prossimo paragrafo che definisce il modello relazionale per
l’RMS, la tabella corrispondente alla relazione “GESTISCE” conterra` le chiavi ester-
ne delle due entita` “RIFERIMENTO” ed “UTENTE”. Essendo la cardinalita` (0,1)
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tra “GESTISCE” e “RIFERIMENTO”, si potra` accedere con l’identificatore del ri-
ferimento anche alla tabella corrispondente all’attuale relazione. Si e` pero` deciso
di mantenere sin d’ora anche un identificatore autonomo per la tabella derivata da
“GESTISCE”, questo perche´ in futuro e` possibile che la cardinalita` tra i due co-
strutti cambi da (0,1) ad (1,N): cioe` si potrebbero avere piu` gestioni per lo stesso
riferimento legato allo stesso utente; per esempio, potrebbe diventare possibile per
un utente richiedere piu` volte lo stesso riferimento al servizio di DD e si vuole man-
tenere traccia di ogni transazione, percio` per lo stesso riferimento e` necessario avere
piu` occorrenze di “GESTISCE”, una per ogni richiesta ed ognuna identificata con
un proprio codice.
3.4 Modello Relazionale
E` infine possibile creare un modello relazionale che rappresenti lo stesso schema
visto fin ora nella forma Entita`-Relazione. Sia le entita` che le associazioni viste si
tradurranno in relazioni18 che conterranno gli attributi e le chiavi identificate.
Ove intercorra una cardinalita` (1,1) tra le associazioni e le entita` e` possibile
effettuare una sorta di accorpamento, cio` permette di limitare il numero di relazioni
e di conseguenza di accessi alle nuove relazioni, percio` alle tabelle del database
corrispondente.
L’entita` “ETICHETTA” partecipa con cardinalita` (1,1) all’associazione “CREA”,
percio` e` possibile tradurre i due costrutti in uno unico per il modello relazione.
Cio` vale anche per la cardinalita` (0,1) ma nel nostro caso essa intercorre so-
lo tra “GESTISCE” e “RIFERIMENTO” che come spiegato piu` volte si vogliono
mantenere ben distinte.
Le associazioni invece che prevedono partecipazioni tipo (0,N) o (1,N) vengono
tradotte nel modello relazionale con relazioni autonome che hanno per identificatore
gli identificatori delle entita` coinvolte. (Come accennato nel paragrafo precedente la
18Il significato di relazione qui cambia e non e` da considerarsi alla stregua delle relazioni per lo
schema E-R, sia le entita` che le relazioni E-R (che ora chiameremo associazioni) si trasformano in
relazioni per il modello relazionale.
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relazione corrispondente a “GESTISCE” avra` anche una sua chiave autonoma, per
ora inutilizzata)'
&
$
%
Costrutto E-R Relazione
UTENTE utente (ut id, ut usr, ut pwd, ut nome, ut cognome,
ut email, ut tel 1, ut tel 2, ut fax, ut id, ut dip,
ut mat, ut referente)
GESTISCE refman (rm id, ri id, ut id, rm datains, rm stato, rm -
colloca, rm url, rm note, rm datarichie, rm dataeva,
rm noteutebib, rm notebibute, rm stato dd, rm cancella)
RIFERIMENTO riferimento (ri id, ri tipomateriale, ri titolopub,
ri titolopart, ri au1, ri au2, ri anno, ri vol, ri -
fasc, ri pgini, ri pgfine, ri abstract, ri editore,
ri luogoed, ri doi, ri issn, ri isbn, ri sid)
ASSOCIA rif eti(ri id, et id)
ETICHETTA etichetta (et id, ut id, et nome)
Tabella 3.10: Modello relazionale
Per ogni attributo e` stato scelto di mantenere un nome che avesse come prefisso il
nome della relazione alla quale appartiene, cio` per conformita` con le scelte fatte per
il resto del sistema NILDE e facilitare poi l’identificazione dell’attributo all’interno
del codice. Inoltre i nomi adottati per le relazioni sono stati parzialmente cambiati
come riportato in tabella.
Anche la relazione GESTISCE e` stata rinominata: si e` deciso di chiamarla Re-
fMan perche´ essa rappresenta il cuore del Reference Management Software, costi-
tuendo di per se´ il legame che intercorre tra gli utenti e i riferimenti collezionati.
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4.1 Struttura del database
Del modello relazionale sono state derivate 5 tabelle per l’implementazione dell’RMS,
cos`ı come gli attributi che le compongono.
4.1.1 Vincoli di integrita` referenziale
Tra le tabelle che compongono l’RMS sono stati inseriti alcuni vincoli di integrita`
referenziale1 al fine di prevenire l’inserimento (anche a livello di database) di dati
1Il vincolo d’integrita` referenziale e` il piu` comune tipo di vincolo interrelazionale, cioe` quei
vincoli che sussistono tra tabelle differenti di uno stesso database: nei vincolo integrita` referenziale
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che potrebbero lasciare il db in uno stato inconsistente.
Le chiavi esterne sono state adottate principalmente all’interno delle tabelle cor-
rispondenti alle relazioni dello schema E-R per mantenere i legami tra le entita`;
questi attributi oltre ad avere un vincolo relazionale con la chiave nella tabella ma-
ster portano lo stesso nome (nella formula adottata e descritta in precedenza) in
modo da identificare anche in maniera mnemonica la derivazione da un altra tabella
di quello specifico attributo:
• Nella tabella RefMan l’attributo ut id che identifica l’utente e` legato alla stessa
chiave in Utente, mentre l’attributo ri id e` legato a ri id di Riferimento:
cio` garantisce che non possano esistere relazioni “rotte” tra utenti e riferimenti,
ogni tupla di RefMan lega riferimenti e utenti realmente esistenti nel database.
• Nella tabella Rif Eti gli attributi ri id e et id sono derivati dagli analoghi at-
tributi di Riferimento ed Etichetta: anche qui viene garantita la correttezza
delle relazioni.
• Nella tabella Etichetta l’attributo che identifica l’utente ut id e` legato al-
l’omonimo attributo nella tabella Utente: cio` fa s`ı che non vi possano essere
etichette non appartenenti a utenti registrati.
'
&
$
%
Tabella Master Tabella Slave
Utente(ut id)
RefMan(ut id, ri id)
Riferimento(ri id)
Riferimento(ri id)
Rif Eti(ri id, et id)
Etichetta(et id)
Utente(ut id) Etichetta(ut id)
Qualifica(qu id) Utente(qu id)
Tabella 4.1: Chiavi esterne
Un altro aspetto legato all’uso delle chiavi esterne e` la politica2 adottata in
caso di azioni (cancellazione e aggiornamento) su queste chiavi: cio` ha influen-
gli attributi di una data tabella (detta slave) possono assumere soltanto dei valori specificati in
un’altra tabella (detta master). Questi attributi vincolati sono detti “chiavi estere” o “foreign key”
in inglese.
2All’atto della dichiarazione delle chiavi esterne e` possibile specificare quale deve essere il com-
portamento in caso di Cancellazione (Delete) o Aggiornamento (Update).
I comportamenti possono essere di 3 tipi:
NO ACTION o RESTRICT non permette l’eliminazione o l’aggiornamento se prima non viene eli-
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za anche sulle intere tuple che le chiavi esterne mettono in relazione contribuendo
all’implementazione delle operazioni di aggiornamento e cancellazione.
Nella realizzazione del database per il Reference Management Software e` stato
adottata una politica di On Update Cascade e On Delete Cascade; questo perche´
le tuple che hanno un attributo legato con chiave esterna hanno senso solo se esi-
ste la tupla referenziata (nella tabella master), in altre parole non potranno mai
esistere tuple “orfane” una volta che l’entry corrispondente nella tabella master e`
stata eliminata. Analogamente per l’aggiornamento: se il valore referenziato tramite
chiave esterna viene modificato, non deve accadere che il valore della tabella slave
non si aggiorni o assuma valori diversi (default o null). Un esempio e` il legame tra
le etichette e i riferimenti: se viene eliminata una etichetta, tutte le entry che la
riguardano all’interno di Rif Eti (che provvede a memorizzare le corrispondenze
tra Etichetta e Riferimento tramite coppie di chiavi) devono essere a loro volta
eliminate per cancellare i legami tra i riferimenti e quell’etichetta ormai inesistente.
Le operazioni “in cascata” su aggiornamento e cancellazione portano vantaggi a
livello di prestazioni, o meglio, di complessita` delle query: nell’esempio riportato ca-
scade permette infatti di eliminare l’etichetta direttamente dalla tabella Etichetta
con un’unica query, sara` poi il db a provvedere all’eliminazione delle occorrenze in
Rif Eti operando “in cascata”; adottando invece una politica tipo No action si sa-
rebbe dovuto procedere prima alla rimozione di tutte le occorrenze dell’etichetta da
eliminare all’interno di Rif Eti, poi si sarebbe potuta eliminare l’etichetta, ormai
libera da legami (cio` prevede l’impiego di 2 query distinte). L’uso di una politica
di cascade garantisce percio` che gli aggiornamenti o le eliminazioni avvengano in
maniera atomica, senza che il database entri mai in una stato inconsistente durante
una di queste operazioni.
Unica eccezione sul database realizzato per l’RMS e` costituita dal vincolo tra
l’attributo qu id di Utente (che identifica la qualifica per l’utente) e la tabella
minato il legame con la tabella slave.
CASCADE consente la cancellazione e la modifica, producendo, nel primo caso, la cancellazione
di tutte le istanze in relazione della tabella referenziante, e nel secondo caso l’aggiornamento del
valore della chiave nella tabella slave.
SET NULL e SET DEFAULT, le eliminazioni o gli aggiornamenti portano al settaggio
rispettivamente del valore null o di default dell’attributo vincolato nella tabella slave.
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ausiliaria Qualifica (vedi paragrafo 4.1.3.1). In questo caso la relazione tra la
tabella master Qualifica e la slave Utente per la cancellazione e` di tipo No action:
questo perche´ si vuole evitare che, anche accidentalmente, un’eliminazione3 di una
semplice qualifica porti alla cancellazione di tutti gli utenti collegati. Per effettuare
un’eliminazione in questo caso occorre prima assegnare agli utenti corrispondenti
una nuova qualifica poi si puo` procedere all’eliminazione.
4.1.2 Chiavi e Indici
Per migliorare le prestazioni di un database relazionale, soprattutto in fase di lettura,
si utilizzano gli indici sulle tabelle4.
Ogni tabella e` indicizzata tramite le sue chiavi primarie elencate in precedenza
(vedi tabella 4.1).
4.1.3 Tipi per gli attributi
A differenza di quanto riportato nell’analisi si e` deciso di adottare alcuni tipi diffe-
renti per alcuni campi delle tabelle. In alcuni casi infatti si e` reso necessario l’utilizzo
di stringhe al posto di numeri per memorizzare valori con formattazioni particolari,
ad esempio i numeri di telefono vengono memorizzati con un trattino che divide il
prefisso dal numero percio` si e` reso necessario l’utilizzo di una tipo varchar.
L’elenco completo dei tipi associati ad ogni attributo e` consultabil enelle funzioni
SQL di creazione del database all’Appendice B
4.1.3.1 Campi con valori predefiniti
Nella progettazione di tutto il sistema NILDE si e` deciso, per standardizzare il
contenuto di alcuni campi, di collegare questi a tabelle che hanno il compito di
3Come descritto in seguito nel paragrafo 4.1.3.1 solo il gestore del sistema Nilde puo` operare su
questa tabella
4Gli indici sono delle tabelle speciali associate alle tabelle dati che il DBMS crea e memorizza al
suo interno. Vengono poi utilizzate in particolare modo durante le operazioni di lettura. Possono
essere di 3 tipi:
Le Chiavi Primarie o Primary Key sono le chiavi che identificano in maniera univoca un record in
una tabella, non possono essere nulle, sono obbligatorie (garantiscono l’unicita` della tupla) e ne puo`
esistere massimo una per tabella
Le chiavi Unique sono anch’esse chiavi che non ammettono valori duplicati all’interno della tabella
ma possono assumere valori nulli e non sono limitate nel numero.
Gli altri indici (non si parla piu` di chiavi) ammettono valori ripetuti.
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raccogliere esclusivamente i valori che i relativi campi possono contenere.
Nella parte riguardante l’RMS questa questa scelta e` stata fatta per i valori del
campo qu id della tabella Utente. Il campo riporta la qualifica che l’utente ha
rispetto alla propria biblioteca o all’ente di appartenenza, l’elenco5 di queste quali-
fiche e` stato raccolto in una tabella Qualifica creata appositamente. Un vincolo di
integrita` referenziale garantisce la relazione tra Utente e Qualifica come descritto
alla fine del paragrafo 4.1.1.
4.2 Struttura ad oggetti e implementazione delle ope-
razioni
L’impostazione adottata per lo sviluppo del Reference Management Software e` ba-
sta sulla programmazione ad oggetti anche se limitato dalla natura web-based del
software. Questa impostazione ha reso il lavoro piu` schematico e scalabile rispetto
a quello ottenuto da una programmazione puramente funzionale, anche se ha impo-
sto l’utilizzo di strutture dati piu` complesse, soprattutto nell’interfacciamento con
il database [AN07].
La scelta della programmazione orientata agli oggetti e` stata fatta soprattutto
per la scalabilita` del codice6: il vantaggio maggiore derivante da questa scelta e` in-
fatti la possibilita` di ampliare ulteriormente sia le potenzialita` delle funzioni attuali,
aumentando ad esempio le operazioni da compiere sugli elementi attuali; oppure im-
plementare funzionalita` ex-novo, dando a queste l’opportunita` di sfruttare il lavoro
gia` esistente. Anche nella fase attuale la programmazione OO ha portato vantaggi in
questo senso: molte classi implementate infatti sfruttano metodi massi a disposizione
da altre classi, senza dover implementare a loro volta le stesse funzionalita`.
Per lo sviluppo del Reference Management Software sono stati individuate clas-
si corrispondenti alle entita`, alle quali si affiancano altre classi di supporto che
compongono un framework7 funzionale all’implementazione.
5L’elenco delle qualifiche disponibili e` stato redatto dal gestore del sistema NILDE
6Un codice si definisce scalabile se puo` essere ampliato mantenendo l’utilizzo di tutti (o quasi) i
componenti gia` presenti, semplicemente con l’aggiunta di altri elementi o componenti
7Un Framework e` una struttura ausiliaria al software che contiene procedure, funzioni, strutture
dati utili allo sviluppo del software. In genere i Framework, ponendo al servizio del programmatore
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4.2.1 Classi per il framework di interfacciamento al db
Per rendere possibile l’interfacciamento del software con il database si e` deciso di
realizzare una sorta di Framework che permetta di mantenere le due parti, per
quanto possibile, distinte.
Cio` che qui e` definito Framework sono in realta` una serie di strutture ausiliarie
realizzate ad hoc per il sistema NILDE, che, comuni a tutte le sue parti, mirano
alla risoluzione dei problemi specifici di questo software. Questa interfaccia prevede
una serie di classi che organizzano i dati del database mettendoli a disposizione delle
altre classi (corrispondenti alle entita` viste in progettazione) che implementano tutte
le operazioni alla base del Reference Management Software.
4.2.1.1 La classe Field
Alla base del framework c’e` la classe Field. Questa classe provvede a rappresentare
un campo di una qualsiasi tabella del database.
Di un campo e` utile conoscere il nome, il valore, il tipo e la dimensione; inoltre
e` utile sapere se puo` essere NULL o l’eventuale suo valore di default. Per fare cio`
la classe prevede una serie di attributi8 ognuno dei quali rappresenta uno di questi
dati associati al singolo campo.
Questa classe viene istanziata dagli oggetti che rappresentano le entita` del data-
base: un’istanza per ogni attributo che forma l’entita`. Ad esempio per l’entita` utente
esistera` un attributo costituito da un array di Field: un field che rappresentera` il
campo ut id, uno che rappresentera` il campo ut nome, uno il campo ut cognome,
ecc. . . .
Field permette percio` di sapere che il campo ut id ha un determinato valore, e`
di tipo intero, ha una dimensione massima di 50 caratteri, non puo` essere nullo e non
ha valore di default. Altrettanto avviane per gli altri campi. In generale l’attributo
che ogni classe implementa avra` una struttura tipo quella rappresntata in figura 4.1.
queste strutture, permettono uno sviluppo piu` agile e, per quanto possibile, indipendente dai dati.
8Fin’ora con il termine attributo ci si e` riferiti agli identificatori dei dati memorizzati nelle tabelle
del database. Qui invece il termine e` utilizzato nell’accezione propria della programmazione Object-
Oriented : per attributo percio` qui si intendono tutti quegli elementi su cui i metodi della classe
vanno ad operare, ovvero i dati.
68
4.2 Struttura ad oggetti e implementazione delle operazioni
Figura 4.1: Attributo formato da un array di Field
Si vedra` poi durante la trattazione degli oggetti legati alle entita` i dettagli e i
vantaggi di questa struttura.
4.2.1.2 La classe Db
La classe Db rappresenta la connessione al database. Questa classe incapsula tutti
i dati utili ad instaurare una connessione al db quali:
• Nome del database
• Host a cui connettersi
• Porta di connessione
• Username di accesso al database
• Password di accesso al database
Questa classe e` cio` che fa interfacciare il codice PHP del software con il database
MySQL: il metodo costruttore di questa classe permette il collegamento al database
mentre gli altri metodi provvedono ad implementare tutte quelle funzioni di scambio
dati (inserimenti, interrogazioni, aggiornamenti, ecc . . . ).
I metodi di questa classe in taluni casi riscrivono semplicemente alcune delle
funzioni delle librerie PHP utili alle azioni di collegamento a MySQL, talora am-
pliandole con ulteriori controlli. Si e` deciso di compiere questa scelta per rendere
indipendente la stesura del codice dalla struttura di MySQL, e di conseguenza dalle
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funzioni PHP legate a MySQL. E` possibile infatti sostituire un giorno il database
basato su MySQL con un altro DBMS senza che sia necessario ricercare nel codice
tutte le funzioni di collegamento tra PHP e MySQL, ma semplicemente riscrivendo
ii metodi creati in questa classe.
I metodi implementati:
• connect(): esegue la connessione al database utilizzando la finzione mySQL -
connect di PHP. In caso di errore invoca un errore contenuto nella classe
DBException.
• close(): chiude la connessione al database utilizzando la funzione mySQL -
close di PHP
• free($res): libera la memoria dopo la chiusura della connessione utilizzando
la funzione mySQL free result di PHP
• fetch fields($tables, $campi=null): restituisce un array associativo di
oggetti field della tabella pasasta in ingresso ($tables); tramite la query “SHOW
COLUMNS FROM $tables” questo metodo ottiene i dati dei campi della tabella
desiderata e istanzia un oggetto field per ogni record ottenuto, raccogliendoli
poi in un array
• execute($query): esegue una query SQL passata in ingresso utilizzando la
funzione mySQL db query di PHP. In caso di errore invoca un errore contenuto
nella classe DBException
• numrows($res): Restituisce il numero di righe ottenute nel risultato ($res)
della query SQL utilizzando la funzione mySQL num rows di PHP.
• numcols($res): Restituisce il numero di colonne ottenute nel risultato ($res)
della query SQL utilizzando la funzione mySQL num fields di PHP.
• fetch($res, $type=null): Restituisce un array (associativo, numerico o en-
trambi secono il parametro $type) contenente ogni riga di risultato di una
query ($res) utilizzando la funzione mySQL fetch array di PHP. E` possibile
poi ciclare sull’array restituito per ottenere i singoli valori.
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• fetch row($res, $row, $type=null): Restituisce un array (associativo, nu-
merico o entrambi secono il parametro $type) corrispondente ad una sola riga
($row) del risultato di una query ($res) utilizzando la funzione mySQL fet-
ch array di PHP.
• fetch single($res): Restituisce il valore ottenuto da una query ($res) che
da come risultato un singolo campo. Utilizza la funzione fetch row descritta
in precedenza parametrizzata per ottenere direttamente il valore. Questa fun-
zione viene impiegata al posto della fetch row o la fetch quando si sa che il
risultato sara` composto da un solo elemento e se ne vuole conoscere il valore
direttamente (es.: una query che prevede l’operatore aggregato COUNT9), cio`
permette di scrivere meno codice.
• fieldtype($res, $findex): Restituisce il tipo del campo ($findex) del
risultato di una query ($res) utilizzando la funzione mySQL field type di
PHP.
• fieldname($res, $findex): Restituisce il nome del campo ($findex) del
risultato di una query ($res) utilizzando la funzione mySQL field name di
PHP.
• last id(): Restituisce il valore dell’ultimo campo AUTO INCREMENT inserito
utilizzando la funzione mySQL insert id di PHP. Questa funzione permette di
estrarre dal db l’identificatore (che nel db creato sono AUTO INCREMENT) di un
nuovo elemento inserito per poterlo utilizzare immediatamente.
4.2.1.3 La classe DBException
Questa classe incapsula un errore SQL, estende la classe Exception di PHP. Viene
richiamata in caso di necessita` dalla classe DB descritta in precedenza e visualizza
messaggi d’errore a schermo.
9Gli operatori aggregati sono una serie di parole chiave del linguaggio SQL dedicate all’aggre-
gazione dei dati grazie ai quali e` possibile ottenere informazioni aggiuntive (calcolate run-time) sul
risultato della query effettuata.
Es.: l’operatore COUNT fornisce il numero di risultati (righe) che la query ha prodotto.
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4.2.2 Classi per il framework di visualizzazione
Come il framework precedente permette un agevole interfacciamento con il data-
base, un altro framework implementa una serie di procedure atte a semplificare ed
uniformare l’input e l’output dei dati. Questo framework infatti si occupa della
preparazione dei form html per l’immissione o la modifica dei dati contenuti negli
oggetti oltre che alla formattazione dell’output degli stessi.
Il framework e` a sua volta costituito da varie classi che adempiono a tutte le
funzioni.
4.2.2.1 La classe Form
La classe form permette la preparazione di un form html per l’inserimento dei dati.
Il costruttore prepara il tag di apertura del form html, mentre ogni altro tipo di
tag e` implementato da un apposito metodo, ad esempio: addInputText permette
l’inserimento di un campo form per l’input di testo, mentre addHidden permette
l’inserimento di un campo nascosto (per l’elenco completo dei metodi implementati
si rimanda all’Appendice A)
4.2.2.2 La classe FieldForm
La classe FieldForm estende la classe Form vista in precedenza. Questa classe puo`
essere utilizzata per preparare un form html di inserimento che debba riempire o
modificare un oggetto che sfrutta a sua volta la classe field.
Come gia` descritto nel paragrafo 4.2.1.1 ogni classe che rappresenta un’entita` ha
come attributo principale un array formato da tante istanze della classe field, cio`
permette, come gia` detto, di conoscere per ogni dato non solo il valore, ma anche il
tipo, la lunghezza, se puo` essere nullo e l’eventuale valore di default.
L’utilita` di questa classe sta nel fatto di sfruttare questi dati e utilizzare il tag
form html piu` adatto al tipo da inserire, dimensionandolo o inizializzandolo (null e
default) in maniera opportuna.
Ad esempio FieldForm, in base al valore corrispondente al “size” del database,
regola la giusta dimensione che deve avere il form (maxlenght), in base all’obbliga-
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torieta` di un campo (null o not null) aggiunge un segno convenzionale per indicare
l’eventuale obbligatorieta`; tramite il tipo del campo sul database “sceglie” il tipo di
form piu` adatto a implementarlo ed invoca il corrispondente metodo di Form: ad
esempio un campo varchar del database sara` fatto inserire utilizzando un tag form di
tipo text mentre per un campo i cui valori sono date, frammenta l’inserimento in tre
form distinti in modo da separare giorno mese ed anno. Anche qui per il dettaglio
completo dei metodi implementati si rimanda all’Appendice A.
4.2.2.3 La classe ParserField
Questa classe, prendendo in input un intero array di post passato da un form ed
esegue il parsing dei dati: ovvero “risistema” i valori in moda da prepararli per
l’inserimento sul database.
Ad esempio se il post passa un dato diviso (come puo` accadere per le date che
vengono fatte inserire giorno, mese e anno distintamente) lo ricostruisce creando
in un valore unico per il database. Oppure esegue operazioni richieste dalle regole
delle query SQL: inserisce gli apici attorno alle parole che verranno memorizzate
come varchar, esegue l’escaping10 dei caratteri che all’interno di una query SQL
potrebbero dare problemi. Per il dettaglio completo delle operazioni si consulti il
codice riportato in Appendice A.
4.2.2.4 La classe FieldRender
La classe FieldRender e` una classe statica11 in grado di formattare l’output del
contenuto dell’attributo di un oggetto.
Per rendere possibile una formattazione semplice e veloce la classe FieldRender
mette a disposizione un metodo: renderField($fieldobj,$segnaposto=null),
che prende in input un field e lo formatta per l’output in base al tipo, anteponendo un
nome identificatore del contenuto del campo. Inoltre, invece che limitarsi a fornire
il dato grezzo, provvede a dargli una formattazione piu` intellegibile, (es. le date
10con il termine escaping si intende la corretta formattazione dei simboli riservati che ricorrono
nel testo. In questo caso la funzione di escaping fa precedere i caratteri dal simbolo per far capire
all’interprete che non si tratta di un simbolo riservato, ma proprio del carattere in questione.
11una classa statica e` una classe che non prevede l’istanziazione di un oggetto, essa puo` essere
vista sostanzialmetne come un “contenitore” di metodi che la classe mette a disposizione
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vengono scritte nel formato europeo gg/mm/aaaa anziche´ americano, trlasciando gli
orari).
4.2.3 Classi per le entita`
Come gia` annunciato nell’introduzione a questo capitolo, sono state create delle
classi che mappano le entita` progettate. Piu` precisamente queste classi sfruttano il
“framework” sopra descritto per rappresentare istanze dei dati raccolti nelle tabelle
del database.
Queste classi contengono i metodi che implementano tutte le operazioni studiate
ai fini della realizzazione dell’RMS (vedi tabella 3.7).
Le classi possiedono un’attributo (privato)12 che viene istanziato dal costruttore:
questo, utilizzando la classe DB descritta in precedenza, riempe un array associativo
dove ogni campo contiene un oggetto field (vedi paragrafo 4.2.1.1).
Ogni classe poi implementa una serie di funzioni di overload13 chiamata inter-
namente da PHP5 per operare direttamente sui dati:
• get($fieldname): prende in input il nome di un campo e ne restituisce il
valore cos`ı come salvato sul db.
• set($fieldname, $value): prende in input il nome di un campo e un valore
e lo setta all’interno dell’oggetto. N.B. Questo non aggiornera` il valore sul
database.
• isset($fieldname): prende in input il nome di un campo e verifica se questo
esiste all’interno dell’oggetto.
• unset($fieldname): prende in input il nome di un campo ed elimina il
valore corrispondente nell’oggetto. N.B. Questo non aggiornera` il valore sul
database.
Questi metodi non sempre sono utilizzati, ma sono stati predisposti sia per il
debugging che in vista di utilizzi futuri.
12vedi paragrafo 2.1.2
13In questo caso le funzioni implementate ridefiniscono quelle native per le calssi PHP 5 allo scopo
di adattarle alla natura degli attributi delle classi implementate
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Come si vedra` nel dettagli in seguito tutte le cassi ricalcano questa struttura con
minime variazioni.
4.2.3.1 La classe Utente
La classe Utente rappresenta un utente del sistema NILDE. La classe prevede un
attributo $ute che conterra` tutti i dati dell’utente da istanziare. Il costruttore
istanzia l’oggetto eseguendo la query: “SELECT * FROM utente WHERE ut id = Id
utente ”; l’identificatore dell’utente e` ottenuto come parametro in ingresso.
I metodi implementati:
• visualizza(): Visualizza i dati dell’utente, per compiere cio` fa uso del metodo
renderField di FieldRender per la stampa uniformata del contenuto di un
oggetto.
• nuovo(): Permette l’inserimento di un nuovo utente invocando il metodo form
e passando un parametro settato per la stampa del form di inserimento.
• modifica(): Permette la modifica di un utente gia` presente sul database
NILDE invocando il metodo form e passando un parametro settato per la
stampa del form di modifica.
• elimina(): Permette l’eliminazione di un utente. Questo metodo non imple-
menta un task dell’utente quanto piuttosto della gestione degli utenti da parte
della biblioteca. Anche se non e` parte integrante del Reference Management
Software e` comunque un metodo di utente perche´ agisce su un’istanza di questa
classe.
Perche´ possano essere rispettati i vincoli legati all’eliminazione di un utente,
prima di adempiere all’operazione il metodo esegue alcuni controlli: Controlla
se l’utente non ha mai effettuato ordini al servizio DD tramite la query:
SELECT COUNT(ut id)
FROM refman
WHERE rm stato <> Riferimento Non Richiesto AND ut id = Id Utente
In tal caso prosegue con l’eliminazione di tutti i riferimenti legati all’utente:
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DELETE FROM riferimento
WHERE ri id = any (
SELECT ri id
FROM refman
WHERE ut id = Id Utente )
Poi con l’eliminazione dell’utente stesso:
DELETE FROM utente
WHERE ut id = Id Utente
Se invece risultano articoli richiesti, prima controlla che non vi siano ordini in
attesa di evasione:
SELECT COUNT(ri id)
FROM refman
WHERE rm stato = Richiesta in Attesa AND ut id = Id Utente
e in tal caso impedisce l’eliminazione fornendo un messaggio di avviso; men-
tre se nessun ordine e` in sospeso procede segnando l’utente come disabilitato
all’interno della tabella appartiene. Cio` impedira` che l’utente abbia ancora
accesso al servizio, senza perdere i dati sullo storico delle richieste che la bi-
blioteca ha operato per questo utente. Quest’ultima operazione avviene con
la query:
UPDATE appartiene
SET ap stato = Utente disabilitato
WHERE ut id = Id Utente
Una considerazione va fatta per tutte le altre tabelle dell’RMS coinvolte: Re-
fMan, Rif Eti ed Etichetta. Queste tabelle, come visto nel paragrafo 4.1.1,
sono legate con vincoli di integrita` referenziale con chiave esterna alle tabel-
le citate in precedenza, e a queste chiavi e` stata data una politica di “ON
Delete Cascade”: cio` fa s`ı che le eliminazioni provochino, in cascata, tutte
le eliminazioni dei campi non piu` necessari sulle tabelle delle etichette e dei
collegamenti.
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• form($action,$new=FALSE): questo metodo prende in input un indirizzo a cui
passare i dati del form html e un parametro che indica al metodo se predisporre
un form per un nuovo inserimento oppure un form per la modifica di dati gia`
istanziati nell’attributo dell’oggetto.
Questo metodo provvede percio` a istanziare un oggetto di tipo FieldForm (vedi
paragrafo 4.2.2.2) che preparera` i campi del form html e tutti gli ulteriori
dati utili all’adempiento dell’operazione di inserimento o aggiornamento del
database.
Se il metodo e` invocato per un nuovo inserimento i campi del form html gene-
rato risulteranno tutti vuoti mentre se si predispone per una modifica i campi
del form html si presenteranno gia` carichi dei valori attuali da modificare.
• inserisci($post): questo metodo prende in input un array associativo con-
tenente i campi del DB da inserire passati tramite HTTP POST.
Il metodo, tramite la classe ParserField (vedi paragrafo 4.2.2.3), ottiene tutti
i valori da inserire nel database. Inserisce percio` il nuovo utente tramite la
query:
INSERT INTO utente (Elenco Attributi )
VALUES (Elenco Valori )
Mentre provvede poi ad associarlo alla biblioteca prescelta con la query:
INSERT INTO appartiene (bi id,ut id,ap stato)
VALUES (Id Biblioteca,Id Utente,Utente in Attesa )
• aggiorna($post): anche questo metodo prende in input un array associativo
contenente i campi del DB da inserire passati tramite HTTP POST.
Analogamente a quanto avviene per l’inserimento questo metodo, tramite la
classe ParserField (vedi paragrafo 4.2.2.3), ottiene tutti i valori da inserire nel
database. Inserisce percio` i dati aggiornati dell’utente tramite la query:
UPDATE utente SET Coppie Chiave-Valore
WHERE ut id= Id Utente
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Questa classe, con il suo attributo e i suoi metodi, soddisfa le operazioni 1, 2, e
3, descritte in fase di progettazione e riportate nella tabella 3.7
4.2.3.2 La classe RefMan e Riferimento
Grossa parte delle funzioni salienti dell’RMS sono sviluppate all’interno della classe
RefMan e della classe Riferimento, che mutuano il nome dalle analoghe tabelle del
database. RefMan estende la classe Riferimento che in pratica viene acceduta solo
RefMan. Inoltre Riferimento sara` estesa anche da altre classi all’interno del software
NILDE14.
RefMan RefMan estende la classe Riferimento e come tale ridefinisce a volte alcuni
suoi metodi. Il costruttore della classe RefMan prende in ingresso 3 parametri:
• $id: che indica l’id del riferimento, e viene passato nel caso si stia istanziando
un oggetto i cui dati sono gia` presenti nel database,
• $rif type e $idute: che indicano il tipo del riferimento (libro o articolo)
e l’utente al quale associarlo e che invece vengono passati nel caso si stia
inserendo un nuovo riferimento.
Tramite questi parametri il costruttore istanzia l’attributo $ref che il costrutto-
re istanzia tramite la query: SELECT * FROM refman WHERE ri id = Id riferi-
mento , e che conterra` i dati relativi al riferimento contenuti nella tabella RefMan.
Essendo estensore della classe Riferimento, RefMan accede anche all’attributo di
Refman (vedi la parte su Riferimento di questo paragrafo).
I metodi implementati da RefMan sono:
• visualizza(): Questo metodo pubblico visualizza i dati del riferimento. Per
ottenere i metadati completi invoca il metodo visualizza() del padre, aggiun-
gendo poi all’output gli ulteriori dati presenti in RefMan (vedi distinzione me-
tadati e dati gestionali al paragrafo 3.2.2). Per ottenere la stampa uniformata
del contenuto utilizza il metodo renderField della classe FieldRender.
14La classe che assieme a RefMan estendera` riferimento sara` DocDel: mutuata dall’entita` DocDel
del database (vedi figura 3.4). Non viene qui tratta perche´ le sue funzioni esulano da quelle del
Reference Management Software
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• nuovo(): Permette l’inserimento di un nuovo riferimento invocando il metodo
form e passando un parametro settato per la stampa del form di inserimento.
• nuovo openurl($get): Permette l’inserimento di un nuovo riferimento otte-
nuto da un link OpenURL (vedi paragrafo 2.2) passato in input tramite il
parametro $get. L’azione procede poi invocando il metodo parse openurl
della classe padre riferimento per ottenere il parsing dei dati. Infine viene in-
vocato il metodo form passando un parametro settato per la stampa del form
di inserimento.
Da notare e` che al momento della chiamata parse openurl l’oggetto istanziato
per la classe padre riferimento viene riempito di tutti i dati (come si vedra`
meglio in seguito). Questo fa s`ı che il metodo form di RefMan presenti il
form di inserimento con i campi del form html gia` pieni (come se si trattasse
di un riferimento gia` presente sul database da modificare); i dati saranno
cos`ı disponibili per le eventuali ultime modifiche e il salvataggio definitivo sul
database.
• modifica(): Permette la modifica di un riferimento gia` presente sul database
NILDE invocando il metodo form e passando un parametro settato per la
stampa del form di modifica. Nell’invocare il metodo form viene passato un
ulteriore parametro che indica se si vuole esclusivamente modificare i dati
presenti o rivederli e completarli per una richiesta al servizio DD.
• elimina() Esegue l’eliminazione del riferimento. Prima viene controllato che
il riferimento sia effettivamente eliminabile (cioe` non e` in richiesta), poi se il
riferimento non sia stato nemmeno richiesto in passato: in questo caso l’azione
procede per l’eliminazione effettiva invocando il metodo elimina della clas-
se padre riferimento, che provochera` anche la cancellazione della entry della
tabella RefMan grazie alla politica di “ON Delete Cascade”.
Se nessuna delle condizioni precedenti e` verificata viene semplicemente settato
uno stato che indica il riferimento come “eliminato” tramite la query:
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UPDATE refman SET rm stato = Riferimento Eliminato
WHERE ri id = Id Riferimento
In questo caso pero` la politica di “ON Delete Cascade” non viene in aiuto e
tutte l’eventuali associazioni con le etichette per il riferimento vanno eliminate
manualmente:
DELETE FROM rif eti
WHERE ri id = Id Riferimento
• form($action,$new=false,$req=false): questo metodo prende in input tre
attributi: un indirizzo a cui passare i dati del form html ed un parametro che
indica al metodo se predisporre un form per un nuovo inserimento oppure un
form per la modifica dei dati gia` presenti; infine un ulteriore parametro indica
se il riferimento e` da inserire unicamente in bibliografia oppure se e` anche da
richiedere al servizio DD.
Quest’ultimo parametro comunichera` infatti al metodo form di predisporre
per la compilazione anche il campo rm noteutebib per le note da inviare alla
biblioteca in allegato alla richiesta, nonche´ il bottone che permette l’operazio-
ne di “Salva e Richiedi”. Nel caso di un nuovo inserimento questa “doppia
possibilita`” e` automaticamente attiva.
form invoca poi il metodo addFormFields della classe padre per poter creare
un unico form html con i campi per i dati da inserire sia in RefMan che in
Riferimento
Come tutti i metodi form implementati nelle varie classi anche questo metodo
provvede a istanziare un oggetto di tipo FieldForm (vedi paragrafo 4.2.2.2), che
preparera` i campi del form html e tutti gli ulteriori dati utili all’adempimento
dell’operazione di inserimento o aggiornamento del database.
Se il metodo e` invocato per un nuovo inserimento i campi del form html gene-
rato risulteranno tutti vuoti mentre se si predispone per una modifica i campi
del form html si presenteranno gia` carichi dei valori attuali da modificare.
• inserisci($post,$req=FALSE): Aggiunge il nuovo riferimento nel DB pren-
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dendo in input un array associativo HTTP POST e un parametro $req. Se
oltre al salvataggio si voleva eseguire anche la richiesta al servizio DD (pa-
rametro $req), il metodo imposta i giusti parametri in RefMan e crea una
nuova entry nella tabella di gestione richieste della biblioteca (la gestione della
richiesta e` poi appannaggio della biblioteca ed esula dalle mansioni dell’RMS).
Come per form, questo metodo invoca l’omonima funzione della classe padre
per far inserire nella tabella Riferimento i dati che gli competono. Con il
numero id ritornato da Riferimento viene eseguita poi la query di inserimento:
INSERT INTO RefMan Elenco Attributi
VALUES (Elenco Valori )
• aggiorna($post,$req=FALSE): Anche questo metodo prende in input un ar-
ray associativo contenente i campi del DB da inserire passati tramite HTTP
POST e un parametro $req. Come per il metodo precedente, se oltre alla
modifica si voleva eseguire anche la richiesta al servizio DD (parametro $req),
il metodo imposta i giusti parametri in RefMan e crea una nuova entry nella
tabella di gestione richieste della biblioteca. La query eseguita dal metodo
aggiorna() e`:
UPDATE refman SET Coppie Chiave-Valore
WHERE ri id = Id Riferimento
Anche in questo caso per inserire i dati in Riferimento vene invocate l’analogo
metodo del padre.
• annulla ric(): Questo metodo permette la richiesta di annullamento dell’or-
dine fatto al servizio DD di NILDE. Come descritto nel Paragrafo 3.1.1.1, il
sistema di annullamento consiste in un richiesta che potrebbe anche non essere
accolta dalla biblioteca. Il metodo pertanto imposta un flag che indica la vo-
lonta` dell’utente di annullare la richiesta, settando appropriatamente il campo
rm cancella della tabella riferimento tramite la query:
UPDATE refman SET rm cancella = Annullamento richiesto
WHERE ri id = Id Riferimento
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Una volta settato questo flag la biblioteca potra` acconsentire alla richiesta di
annullamento, eliminando l’ordine e riportando lo stato a quello iniziale, o
ignorarla e proseguire con il lavoro gia` avviato.
• controlla campi($post) Controlla che tutti i campi obbligatori per il DB
siano presenti nel post passato. Per effettuare tale controllo invoca l’omonimo
metodo di della classe padre riferimento.
Riferimento La classe Riferimento, come gia` detto, e` accessibile solo nella sua
forma estesa perche´ i suoi metodi sono pensati per essere utilizzati all’interno di
altri metodi di classi esterne, pertanto puo` essere vista come “ausiliaria” della classe
RefMen.
Il costruttore per questa classe riceve in input l’id del riferimento su cui operare,
oppure il tipo di materiale di cui fa parte il nuovo riferimento. L’attributo per questa
classe e` $rif che raccogli i metadati di un riferimento. Il costruttore si adopera poi
di “selezionare” i campi in base al tipo di materiale che si sta gestendo, ad esempio
per un articolo da rivista verra` scartato il codice ISBN mentre per il libro sara` il
codice ISSN a non essere utilizzato. I metodi implementati sono:
• visualizza(): Questo metodo visualizza i metadati del riferimento. Viene
invocato dal metodo di RefMan per completare tutti i dati (gestionali e meta-
dati) collegati al riferimento. Per ottenere la stampa uniformata del contenuto
utilizza il metodo renderField della classe FieldRender.
• elimina() Esegue l’eliminazione del riferimento. Invocata dopo che sono
stati fatti i controlli sulla “eliminabilita`” del riferimento esegue la query di
eliminazione:
DELETE FROM riferimento
WHERE ri id = Id Riferimento
• addFormFields() Aggiunge i campi per il form html riguardanti il riferimento.
A differenza di tutti gli altri metodi form implementati nelle altre classi questo
non prevede la creazione completa (e percio` autonoma) di un form html, ma
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si limita ad aggiungere i tag form per i metadati del riferimento. Il riferimento
non sara` mai acceduto autonomamente ma sempre contestualmente ai dati di
gestione contenuti in RefMan15.
• inserisci($post): Aggiunge il nuovo riferimento nel DB passato tramite un
POST HTTP. Ritorna l’id del nuovo riferimento creato in modo da poterlo
collegare all’utente proprietario nella tabella RefMan. La query e`: INSERT
INTO riferimento Elenco Attributi VALUES (Elenco Valori )
• aggiorna($post): Aggiorna un riferimento con i nuovi dati passati tramite
un POST HTTP. La query utilizzata e`:
UPDATE riferimento SET Coppie Chiave-Valore
WHERE ri id = Id Riferimento
• controlla campi($post) Controlla che tutti i campi obbligatori per il DB
siano presenti nel post passato: tutti gli attributi che nella tabella sono di-
chiarati “NOT NULL” devono esistere nel post ed avere un valore valido as-
sociato. Il controllo avviene semplicemente verificando le informazioni su tale
caratteristica che il sistema, basato su oggetti di Field, fornisce (vedi paragrafo
4.2.1.1).
• parse openurl($input): Questo metodo implementa il Parser OpenURL. Lo
scopo del parser e` quello di ricavare dal parametro in input (una get http) i
metadati passati dalla bancadati che ha generato il link.
In primo luogo il Parser determina secondo quali specifiche la stringa Ope-
nURL e` stata generata:
– versione PubMed (una versione implementata dalla bancadati)
– versione 0.1
– versione 1.0
Distinte le tre versioni viene chiamata la funzione di decodifica appropriata
(parse Pubmed, parse v01, parse v10) che avra` il compito di inizializzare
l’attributo della classe secondo i valori estratti dall’OpenURL.
15Analogamente avverra` per la classe mutuata dall’entita` DocDel che sfruttera` questa funzione
per la modifica/inserimento dei riferimenti in gestione alle biblioteche
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Come gia` specificato nel paragrafo 2.2, queste funzioni sono state realizzata ad
hoc per il sistema NILDE: esse infatti cercano di individuare i metadati andan-
do incontro allo schema adottato dalle banche dati collegate a NILDE, anche
se non sempre coincidente con lo standard proposto dal protocollo OpenURL
(vedi Appendice A per il codice esteso).
Queste classi, con i loro attributi e i loro metodi, soddisfano le operazioni 4, 5,
6, 7, 9, 10, 11, 12 e 13 descritte in fase di progettazione e riportate nella tabella 3.7
4.2.3.3 La classe Etichetta
Questa e` la classe predisposta per rappresentare un’etichetta. La classe e` dotata
di un attributo $eti che viene istanziato dal costruttore tramite la query: SELECT
* FROM etichetta WHERE et id = Id etichetta l’identificatore dell’etichetta e`
ottenuto come parametro in ingresso.
Per poter permettere tutte le operazioni previste sulle etichette questa classe
prevede una serie di metodi:
• nuovo($idute): Permette l’inserimento di una nuova etichetta per l’uten-
te (specificato dal parametro di input $idute) invocando il metodo form e
passando un parametro settato per la stampa del form di inserimento.
• modifica($idute): Permette la modifica di un’etichetta appartenente all’u-
tente specificato da $idute invocando il metodo form e passando un parametro
settato per la stampa del form di modifica.
• elimina($idute): Permette l’eliminazione di un’etichetta eseguendo la query:
DELETE FROM etichetta
WHERE et id = Id Etichetta
L’eliminazione dell’etichetta provoca anche la disassociazione da tutti i rife-
rimenti ad essa collegati. Questo grazie sempre alla politica di “ON Delete
Cascade” che vincola Rif Eti ad Etichetta.
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• form($action,$new=FALSE): questo metodo prende in input un indirizzo a cui
passare i dati del form html e un parametro che indica al metodo se predisporre
un form per un nuovo inserimento oppure un form per la modifica di dati gia`
istanziati nell’attributo dell’oggetto.
Questo metodo provvede percio` a istanziare un oggetto di tipo FieldForm (vedi
paragrafo 4.2.2.2) che preparera` i campi del form html e tutti gli ulteriori
dati utili all’adempimento dell’operazione di inserimento o aggiornamento del
database.
• inserisci($post): questo metodo prende in input un array associativo, pas-
sato tramite HTTP POST, contenente il nome dell’etichetta da inserire nel
database e l’utente a cui associarla.
Il metodo, tramite la classe ParserField (vedi paragrafo 4.2.2.3), ottiene il
nome da inserire nel database. Inserisce percio` la nuova etichetta tramite la
query:
INSERT INTO etichetta (ut id,et nome)
VALUES (Id Utente, Nome Etichetta )
• aggiorna($post): anche questo metodo prende in input un array associativo
contenente il nuovo nome da dare all’etichetta passato tramite HTTP POST.
Analogamente a quanto avviene per l’inserimento questo metodo, tramite la
classe ParserField (vedi paragrafo 4.2.2.3), ottiene il nuovo nome e lo inserisce
nel db tramite la query:
UPDATE etichetta SET et nome = Nuovo Nome Etichetta
WHERE et id = Id Etichetta
• associa($idrif): questo metodo prende in input l’id del riferimento da asso-
ciare all’etichetta e inserisce la coppia Id riferimento, Id Etichetta nella tabella
di relazione Rif Eti. La query di inserimento e`:
INSERT INTO rif eti (et id,ri id)
VALUES (Id Etichetta, Id Riferimento )
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Se per errore viene passato un id riferimento che forma gia` una coppia con
l’etichetta nella tabella Rif Eti (il riferimento e` gia` associato all’etichetta), la
query non inserira` ovviamente un’altra coppia identica, ma effettuera` l’opera-
zione a vuoto senza conseguenze per il database. Controllare anticipatamente
se la coppia fosse gia` presente nel database avrebbe appesantito il processo di
associazione, perche´ si sarebbero dovute eseguire ogni volta due query distinte:
una per il controllo e una per l’eventuale inserimento a db.
• disassocia($idrif): questo metodo prende in input l’id del riferimento da
disassociare dall’etichetta, percio` la rimozione della coppia Id riferimento, Id
Etichetta dalla tabella di relazione Rif Eti. L’operazione avviene tramite la
query:
DELETE FROM rif eti
WHERE et id = Id Etichetta AND ri id = Id Riferimento
Se la coppia non esiste all’interno della tabella Rif Eti la query va a vuoto e
non compie alcuna azione.
Questa classe, con il suo attributo e i suoi metodi, soddisfa le operazioni 14, 15,
16, 17, 18 e 19 descritte in fase di progettazione e riportate nella tabella 3.7
4.2.3.4 La classe Bibliografia
La classe bibliografia rappresenta l’insieme dei riferimenti che un utente ha colle-
zionato. Questi non vengono infatti acceduti come singole entita` ma in gruppo,
ad esempio per organizzarli e ordinarli, o compiere operazioni che prevedono piu`
riferimenti contemporaneamente.
Bibliografia e` una classe statica, essa infatti non e` mutuata da una tabella del
database creato, ma nasce da una serie di dati selezionati con una query ad hoc.
Non essendo basata su una specifica tabella, non le si poteva applicare la struttura a
“Field” (vedi paragrafo 4.2.1.1) pensata per le altre classi. Inoltre questa classe non
ha metodi propri perche´ tutte le azioni sono compiute o dalla query fatta oppure
appartengono ad altre classi implementate.
Metodi statici della classe Bibliografia:
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• elenco rif($idute, $label, $order, $qualif, $start, $passo): Permet-
te di visualizzare l’elenco dei riferimenti di un utente. I sei parametri in ingresso
indicano:
– $idute: l’utente che possiede la bibliografia,
– $label: l’eventuale etichetta su cui filtrare l’elenco,
– $order, $qualif: l’attributo per il quale ordinare l’elenco e con che
qualifica: crescente o decrescente
– $start, $passo: La porzione di elenco che si vuole visualizzare fornendo
il riferimento dal quale partire e il numero di riferimenti da visualizzare.
Questo metodo oltre a creare la lista dei riferimenti come una tabella html,
crea anche i menu` di navigazione tra le pagine per visualizzare le porzioni
di lista e i criteri di ordinamento e visualizzazione dei riferimenti secondo i
parametri precedenti, filtrando i risultati per etichetta. Inoltre imposta le
funzioni per operare sui riferimenti quali la cancellazione di un gruppo di
riferimenti o l’associazione/disassociazione da un’etichetta. Per compiere cio`
la classe Bibliografia invoca il metodo elimina della classe RefMan e il metodo
associa/disassocia della classe etichetta, istanziando un elemento per ogni
riferimento selezionato. Infine, nel creare la lista, predispone ogni singolo
riferimento perche´ possa essere acceduto velocemente ogni metodo per la sua
gestione: cliccando sui riferimenti sara` possibile visualizzarlo, modificarlo o
richiederlo al servizio DD.
Le query interessate sono differenti a seconda che si stia filtrando per etichetta:
SELECT rif.ri id, ri titolopub, ri au1, ri anno, rm stato, ri tito-
lopart, dd stato ddill, rm datarichie, rm dataeva, rm notebibute, rm -
noteutebib, rm cancella
FROM refman ref, riferimento rif
WHERE rif.ri id = ref.ri id AND rif.ri id = any (
SELECT rif eti.ri id
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FROM rif eti
WHERE rif eti.et id = Etichetta selezionata )
ORDER BY Campo per il quale ordinare ASC / DESC
LIMIT Riferimento di partenza, Rif. da visualizzare
piuttosto che si voglia visualizzare l’intera bibliografia:
SELECT rif.ri id, ri titolopub, ri au1, ri anno, rm stato, ri tito-
lopart, dd stato ddill, rm datarichie, rm dataeva, rm notebibute, rm -
noteutebib, rm cancella
FROM refman ref, riferimento rif
WHERE ref.ut id = Id Utente AND rm stato != Rif. Eliminato AND ref.ri -
id = rif.ri id
ORDER BY Campo per il quale ordinare ASC / DESC
LIMIT Riferimento di partenza, Rif. da visualizzare
• history dd($idute): Permette la visualizzazione lo storico di tutti riferimen-
ti che l’utente ha richiesto al servizio DD della propria biblioteca. In questo
elenco appariranno solo le richieste concluse (sia positivamente che negativa-
mente), anche tutti quei riferimenti per i quali e` stato effettuata una richiesta
al servizio e che poi sono stati “eliminati” dalla bibliografia dell’utente. Per
creare questa lista viene lanciata la query:
SELECT ri titolopub, ri titolopart, ri au1, ri anno, rm datarichie,
rm dataeva
FROM refman ref, riferimento rif
WHERE ref.ut id = Id Utente AND rm stato != Rif. Non Richiesto
AND rm stato != Richiesta in Attesa AND ref.ri id = rif.ri id
ORDER BY rm datarichie DESC
• print list($post): Questo metodo permette di visualizzare i dati di una
serie di riferimenti formattati per la stampa. Selezionati i riferimenti desiderati
dalla bibliografia questo metodo ottiene i dati dei riferimenti eseguendo (per
ogni riferimento) la query:
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SELECT *
FROM riferimento
WHERE ri id = Id Riferimento
Questa classe, con il suo attributo e i suoi metodi, soddisfa le operazioni 8, 20,
21, 22 e 23, descritte in fase di progettazione e riportate nella tabella 3.7
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5.1 Criticita`
Nell’implementare quello che a tutti gli effetti e` un software gestionale, le maggiori
difficolta` sono state incontrate nell’applicare la “teoria” al “mondo reale”.
Le fasi che normalmente si affrontano nell’approcciarsi ad un progetto di questo
tipo (analisi, progettazione, realizzazione) sono meno nitide e definite all’interno di
una realta` lavorativa.
Capita, come in questo caso, che anche in fase di realizzazione vengano introdotte
nuove funzionalita`: spesso semplici correzioni o integrazioni, ma altre volte veri e
propri nuovi requisiti che il software deve soddisfare. Funzionalita` che collidono con
il lavoro gia` implementato o che comunque impongono di rivedere l’impostazione
data alla progettazione e alla realizzazione, perche´ non si debba (ancora in fase di
sviluppo) adottare “stratagemmi” per l’integrazione.
Altres`ı puo` avvenire che funzionalita` in precedenza richiesta risultino superflue
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una volta che il software inizia a prendere forma. Qui spesso basta scartare le
funzioni che le implementano, ma puo` anche capitare che delle decisioni prese in
fase di progettazione abbiano dovuto tenere conto di queste funzionalita`: occorre
percio` rivederle per non avere un codice o un database “sporco” sin dal debutto.
Questi inconvenienti capitano perche´ non sempre e` possibile raccogliere a priori
tutti i desiderata del committente: le idee e i problemi nascono anche una volta visti
i primi sviluppi del software; anche gli obiettivi possono mutare perche´ il contesto
in cui il progetto si inserisce e` in continua evoluzione.
Cambiano inoltre le priorita`. Mentre la teoria vorrebbe che talune scelte (ad
esempio in materia di sicurezza ed efficienza) avessero la precedenza, nella realta` dei
fatti queste devono venire in contro ad esigenze che esulano da un puro “ragionamen-
to informatico”: usabilita` del software ed interfaccia accattivante, costi da affrontare
o leggi e regolamenti che il servizio e di conseguenza il software deve osservare.
5.2 Sviluppi futuri
Benche´ il nuovo software di NILDE non sia ancora sviluppato nella sua interezza
sono gia` al vaglio alcune ipotesi per sviluppi futuri.
Per cio` che concerne il Reference Management Software un’ipotesi e` quella di
portarlo un giorno ad interagire con altri gestori bibliografici come quelli elencati in
precedenza.
L’idea e` quella di rendere possibile l’import e l’export delle bibliografie dall’RMS
di NILDE: questo potra` attirare utenti che attualmente fanno uso di software com-
merciali, o agevolare quell’utenza piu` specializzata che necessita di maggiori po-
tenzialita` e che vorra` eventualmente migrare dall’RMS di NILDE a software piu`
potenti.
Altro sviluppo futuro sara` probabilmente la possibilita` per ogni utente di iscri-
versi a piu` biblioteche (legate al circuito NILDE) e di conseguenza avere la possibilita`
di effettuare la richiesta di un documento al servizio DD della biblioteca piu` comoda,
o a cui fa riferimento per quel periodo (si pensi ad un professore che ha cattedre
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divise su piu` atenei piuttosto che uno studente che fa riferimento sia alla biblioteca
di facolta` che a quella comunale).
Infine vi e` l’ipotesi che al sistema NILDE sia data la possibilita` di gestire il
servizio ILL (Prestito interbibliotecario); questo presuppone una politica di ricezio-
ne e restituzione del prestito nonche´ avvisi all’intero del gestore bibliografico sulle
scadenze e i ritardi.
Il Reference Management Software e` solo una parte dell’intero NILDE. Tutta la
sua potenzialita` si potra` esprime una volta che tutto il software per la versione 4 di
NILDE sara` completato.
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A.1 Classe Field
1 /**
2 * La classe rappresenta un campo sul DB.
3 * Incapsula in un’unica struttura , il nome , il tipo , e la dimensione di un campo
4 */
5 class Field {
6
7 /** Nome del campo
8 * @variable string fieldname
9 */
10 public $fieldname;
11
12
13 /** Valore del campo
14 * @variable mixed value
15 */
16 public $value;
17
18
19 /** Tipo del campo
20 * Puo ’ essere: int ,float ,varchar ,blob ,text ,date ,datetime ,binary
21 * @variable string type
22 */
23 public $type;
24
25
26 /** Massima dimensione (in caratteri) del campo
27 * @variable int maxsize
28 */
29 public $maxsize;
30
31
32 /** Indica se il campo puo ’ esser null (TRUE) o meno (FALSE)
33 * @variable bool
34 */
35 public $isnull;
36
37
38 /** Riporta l’eventuale valore di default
39 * @variable string type
40 */
41 public $defaultval;
42
43
44 /** Costruttore della classe.
45 * @method __construct
46 */
47 function __construct () {
48
49 $this ->value="";
50 $this ->type="";
51 $this ->maxsize="";
52 $this ->fieldname="";
53 $this ->isnull="";
54 $this ->defaultval="";
55
56 }
57 }
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A.2 Classe Db
1 /**
2 * Classe che incapsula la connessione al DB
3 * @class Db
4 */
5 class Db {
6
7 /** Nome del database
8 * @variable private string dbase
9 */
10 private $dbase;
11
12 /** Host a cui connettersi
13 * @variable private string host
14 */
15 private $host;
16
17 /** Porta di connessione all ’host
18 * @variable private int port
19 */
20 private $port;
21
22 /** Username di accesso al database
23 * @variable private string user
24 */
25 private $user;
26
27 /** Password di accesso al database
28 * @variable private string passwd
29 */
30 private $passwd;
31
32 /** Connessione al DB (una volta stabilita)
33 * @variable private object conn
34 */
35 private $conn;
36
37 // -------------------- METODI DELLA CLASSE DB -------------------- //
38
39 /** Costruttore della classe.
40 * @method __construct
41 * @param int dbport porta di connessione
42 * @param string dblogin username di accesso al database
43 * @param string dbpass password di accesso al database
44 * @param string dbname nome del database a cui connettersi
45 * @param string dblhost host host alla quale connettersi
46 */
47 function __construct($dbport=null , $dblogin=null , $dbpass=null , $dbname=null ,$dbhost=null) {
48
49 global $DBHOST ,$DBLOGIN ,$DBNAME ,$DBPASS ,$DBPORT;
50
51 $this ->conn=null;
52 $this ->dbase=( isset($dbname) && $dbname !=null)?$dbname:$DBNAME;
53 $this ->port=(isset($dbport) && $dbport !=null)?$dbport:$DBPORT;
54 $this ->user=(isset($dblogin) && $dblogin !=null)?$dblogin:$DBLOGIN;
55 $this ->passwd =( isset($dbpass) && $dbpass !=null)?$dbpass:$DBPASS;
56 $this ->host=(isset($dbhost) && $dbhost !=null)?$dbhost:$DBHOST;
57 $this ->connect ();
58 }
59
60 /** Distruttore della classe
61 * @method __destruct
62 */
63 function __destruct ()
64 {
65 $this ->dbase="";
66 $this ->port="";
67 $this ->user="";
68 $this ->passwd="";
69 $this ->host="";
70 $this ->conn=null;
71 }
72
73 /** Si connette al database
74 * <br >Lancia una {@link dbexception} in caso di errore SQL
75 * @method connect
76 */
77 function connect () {
78 try {
79 $hst=$this ->host.":".$this ->port;
80
81 $con=@mysql_connect($hst ,$this ->user ,$this ->passwd);
82 if ($con) {
83 mysql_select_db($this ->dbase ,$con);
84 $this ->conn=$con;
85 mysql_query("SET NAMES utf8");
86 }
87 else
88 throw new DBException(DBException :: $NOCONN);
89 }
90 catch(DBException $e) {
91 echo $e;
92 $this ->conn=null;
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93 }
94 }
95
96
97 /** Chiude una connessione al DB
98 * @method close
99 */
100 function close() {
101 if(isset($this ->conn) && $this ->conn!=null) mysql_close($this ->conn);
102 }
103
104
105 /** Libera la memoria
106 * @method free
107 */
108 function free($res) {
109 if($res!=null) mysql_free_result($res);
110 }
111
112 /** Restituisce un array associativo di oggetti {@link Field}
113 * @method __fetch_fields
114 * @param string table nome delle tabelle separate da virgola
115 * @param string campi elenco di campi da considerare (separati da virgola)
116 * @return array Array associativo contenente i campi della tabella
117 */
118 function fetch_fields($tables ,$campi=null) {
119
120 $result=null;
121 if(! isset ($campi) || $campi =="")
122 $result = $this ->execute("SHOW COLUMNS FROM $tables");
123 else { // eliminare else
124 srand();
125 $rand=rand();
126 $view=$this ->execute("START TRANSACTION");
127 $view=$this ->execute("CREATE VIEW tempview_$rand AS SELECT $campi FROM $tables");
128 $result=$this ->execute("SHOW COLUMNS FROM tempview_$rand");
129 $view=$this ->execute("COMMIT");
130 $view = $this ->execute("DROP VIEW tempview_$rand");
131 }
132
133 $field_arr=array();
134 while ($row = $this ->fetch($result)) {
135 $field=new Field();
136 $t=$row[Type];
137 $size =0;
138
139 $p=strpos($t ,"(");
140 $p2=strpos($t,")");
141
142 if($p && $p2) {
143 $size=substr($t ,$p+1,$p2 -$p -1);
144 $t=substr($t ,0,$p);
145 }
146
147 //i tipi che hanno le varianti TINY ,LONG ecc .. li riconduco alle famiglie generiche
148 // gli altri li lascio cosi ’ come sono
149 if(strpos($t ,"int")) $t="int";
150 if(strpos($t ,"blob")) $t="blob";
151 if(strpos($t ,"text")) $t="text";
152 if(strpos($t ,"float")) $t="float";
153 if(strpos($t ,"binary")) $t="binary";
154
155 $field ->type=$t;
156 $field ->fieldname=$row["Field"];
157 $field ->maxsize=$size;
158 $field_arr[$row["Field"]]= $field;
159 $n=($row["Null"]=="YES")?true:false;
160 $field ->isnull=$n;
161 if($row["Default"]!="NULL")
162 $field ->defaultval=$row["Default"];
163 }
164 return $field_arr;
165 }
166
167 /** Esegue una query SQL
168 * @method execute
169 * @param string query Query SQL da eseguire
170 * @return object Oggetto PHP "Results" contenenti il risultato della query
171 */
172 function execute($query) {
173
174 if($this ->conn!=null) {
175 try {
176 $res=@mysql_db_query($this ->dbase ,$query ,$this ->conn);
177 if (!$res)
178 throw new DBException(DBException ::$QUERYERR ,array($query ,mysql_error (),mysql_errno ()));
179 return $res;
180 }
181 catch(DBException $e) {
182 $errn=$e ->DbErrorNum ();
183 if ($errn != 1062) echo $e; // scrive errore della query (debug)
184 else throw new DBException(DBException ::$QUERYERR ,array($query ,mysql_error (),mysql_errno ()))
; // rilancia l’exception per una gestione ad hoc
185 }
186 }
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187 return null;
188 }
189
190
191 /** Restituisce il numero di righe ottenute nel risultato della query SQL
192 * @method numrows
193 * @param object res Oggetto PHP Results contenente il risultato della query
194 * @return int Numero di righe del risultato
195 */
196 function numrows($res)
197 {
198 if($res!=null) return mysql_num_rows($res);
199 return null;
200
201 }
202
203
204 /** Restituisce il numero di colonne ottenute nel risultato della query SQL
205 * @method numcols
206 * @param object res Oggetto PHP Results contenente il risultato della query
207 * @return int Numero di colonne del risultato
208 */
209 function numcols($res)
210 {
211 if($res!=null) return mysql_num_fields($res);
212 else return null;
213 }
214
215 /** Restituisce un array (associativo , numerico o entrambi) per ogni riga del risultato di una query
216 * @method fetch
217 * @param object res Oggetto PHP Results contenente il risultato della query
218 * @param int type Tipo di array da restituire (1: associativo ,2: numerico , 3: entrambi)
219 * @return array Array contenente una "riga" del risultato della query. Ritorna FALSE se non ci sono
piu ’ righe da restituire
220 */
221 function fetch($res ,$type=null)
222 {
223
224 if($type ==3) $type=MYSQL_BOTH;
225 else if($type ==2) $type=MYSQL_NUM;
226 else $type=MYSQL_ASSOC;
227
228 if (! $fields =@mysql_fetch_array($res ,$type)) return false;
229 else return $fields;
230 }
231
232 /** Restituisce un array (associativo , numerico o entrambi) corrispondente ad una riga del risultato di
una query
233 * @method fetch_row
234 * @param object res Oggetto PHP Results contenente il risultato della query
235 * @param int row Indice della riga
236 * @param int type Tipo di array da restituire (1: associativo ,2: numerico , 3: entrambi)
237 * @return array Array contenente una "riga" del risultato della query
238 */
239 function fetch_row($res ,$row ,$type=null) {
240 if($type ==3) $type=MYSQL_BOTH;
241 else if($type ==2) $type=MYSQL_NUM;
242 else $type=MYSQL_ASSOC;
243
244 if($res!=null) {
245 mysql_data_seek($res , $row);
246 $record = @mysql_fetch_array($res ,$type);
247 return $record;
248 }
249 else return null;
250 }
251
252 /** Restituisce il valore di una query che restituisce solo un campo
253 * @method fetch_row
254 * @param object res Oggetto PHP Results contenente il risultato della query
255 * @param int type Tipo di array da restituire (1: associativo ,2: numerico , 3: entrambi)
256 * @return mixed valore restituito
257 */
258 function fetch_single($res) {
259
260 $arr=$this ->fetch_row($res ,0, MYSQL_NUM);
261 return $arr [0];
262 }
263
264 /** Restituisce il tipo di un campo del risultato di una query
265 * @method fetch_field_type
266 * @param object res Oggetto PHP Results contenente il risultato della query
267 * @param int findex indice del campo
268 * @return string Tipo del campo
269 */
270 function fieldtype($res ,$findex) {
271
272 return mysql_field_type ($res ,$findex);
273 }
274
275
276 /** Restituisce il nome di un campo del risultato di una query
277 * @method fieldname
278 * @param object res Oggetto PHP Results contenente il risultato della query
279 * @param int findex indice del campo
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280 * @return string Nome del campo
281 */
282 function fieldname($res ,$findex) {
283
284 if($res!=null) return mysql_field_name ($res ,$findex);
285 return null;
286 }
287
288
289 /** Restituisce il valore dell ’ultimo campo AUTO_INCREMENT inserito
290 * @method last_id
291 * @return int Ultimo valore AUTO_INCREMENT inserito (tramite INSERT)
292 */
293 function last_id () {
294
295 return mysql_insert_id ();
296 }
297 }
A.3 Classe DBException
1 /** Classe che incapsula un errore SQL (Vedi {@link db})
2 * @class DBException
3 */
4 class DBException extends Exception {
5
6 /** Tipo di codice che indica un errore di connessione
7 * @variable private int NOCONN
8 */
9 public static $NOCONN =1;
10
11 /** Tipo di codice che indica un errore SQL nella query
12 * @variable private int QUERYERR
13 */
14 public static $QUERYERR =2;
15
16 /** Attributi che inicano le specificahe dell ’errore SQL
17 * @variable public string $query
18 * @variable public string $err
19 * @variable public int $errn
20 */
21 public $query; // La query erronea
22 public $err; // Il tipo d’errore ritornato da SQL
23 public $errn; // Il numero dell ’errore ritornato da SQL
24
25 // -------------------- METODI DELLA CLASSE DB -------------------- //
26
27 /** Costruttore della classe.
28 * @method __construct
29 * @param int code codice di errore dell ’eccezzione (NOCONN oppure QUERYERR)
30 * @param array args parametri facoltativi (non usato)
31 */
32
33 public function __construct($code ,$args=null) {
34
35 parent :: __construct($message , $code);
36
37 switch ($code) {
38 case self:: $NOCONN:
39 $this ->message="Errore durante la connessione al DB";
40 break;
41
42 case self:: $QUERYERR:
43 $this ->query=$args [0];
44 $this ->err=$args [1];
45 $this ->errn=$args [2];
46 $this ->message="<b>Query:</b> <i>".$this ->query." </i> <br /><br /><b>Errore:</b>(".$this ->
errn.") ".$this ->err." <br />";
47 break;
48
49 default:
50 $this ->message="Errore sconosciuto , code=$code";
51 break;
52 }
53 }
54
55
56 /** Funzione di overload chiamata internamente da PHP5 per convertire l’oggetto in stringa
57 * @method __toString
58 * @return string stringa restituita
59 */
60 public function __toString () {
61
62 return $this ->message;
63
64 }
65
66 /** Funzione che ritorna il numero dell ’errore SQL
67 * @method DbErrorNum ()
68 * @return int numero errore SQL
69 */
70 public function DbErrorNum () {
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71
72 if (isset($this ->errn)) return $this ->errn;
73 else return null;
74
75 }
76 }
A.4 Classe Form
1 class Form {
2
3 private $elements;
4 public static $pref="_pre";
5 public static $suf="_suf";
6 public static $numero="_num";
7 public static $giorno="_gg";
8 public static $mese="_mm";
9 public static $anno="_aaaa";
10 public static $ore="_ore";
11 public static $minuti="_min";
12 public static $secondi="_sec";
13
14 private static $std_select=array();
15
16 function __construct($name ,$action ,$method ,$extra=null ,$pre_tag=null ,$post_tag=null) {
17 self:: init_std_select ();
18 $this ->elements .="$pre_tag <form name =\" $name\" id=\" $name\" method =\" $method \" action =\" $action
\" $extra >$post_tag";
19 }
20
21 function addHidden($name ,$val ,$pre_tag=null ,$post_tag=null) {
22 $this ->elements .="$pre_tag <input type =\" hidden \" name =\" $name\" id=\" $name\" value =\" $val\"
style =\" display:none\" />$post_tag";
23 }
24
25 function addInputText($name ,$val ,$maxlength ,$size ,$extra=null ,$pre_tag=null ,$post_tag=null) {
26 $this ->elements .="$pre_tag <input type =\" text\" name =\" $name\" id=\" $name\" value =\" $val\" size
=\" $size\" maxlength =\" $maxlength \" $extra />$post_tag";
27 }
28
29 function addPassword($name ,$val ,$maxlength ,$size ,$extra=null ,$pre_tag=null ,$post_tag=null) {
30 $this ->elements .="$pre_tag <input type =\" password \" name =\" $name\" id=\" $name\" value =\" $val\"
size =\" $size\" maxlength =\" $maxlength \" $extra />$post_tag";
31 }
32
33
34 function addTextArea($name ,$val ,$rows ,$cols ,$extra=null ,$pre_tag=null ,$post_tag=null) {
35 if($rows !=0) $rows="rows =\" $rows\"";
36 if($cols !=0) $cols="cols =\" $cols\"";
37 $this ->elements .="$pre_tag <textarea name =\" $name\" id =\" $name\" $cols $rows $extra >$val </
textarea >$post_tag";
38 }
39
40
41 function addSelect($name ,$multiple ,$options ,$selected_index ,$size=1,$extra=null ,$pre_tag=null ,
$post_tag=null) {
42 if($multiple) $multiple="multiple =\" multiple \"";
43 if(isset($size) && $size!="" && $size >1) $size="size =\" $size\"";
44 else $size="";
45 $lista="$pre_tag <select id=\" $name\" name =\" $name\" $multiple $size $extra >\n";
46 if(count($options) >0) {
47 foreach($options as $key=>$val) {
48 $sel="";
49 if($key== $selected_index && $selected_index !="" && $selected_index !=null) $sel="selected
=\" selected \"";
50 $lista .="<option value =\" $key\" $sel >$val </option >\n";
51 }
52 }
53 $lista .=" </select >$post_tag";
54 $this ->elements .= $lista;
55 }
56
57
58 private static function init_std_select () {
59 /* sono def nel file const.php di ogni lingua */
60 global $DISCIPLINE;
61 global $SINO;
62
63 self:: $std_select [0]= $DISCIPLINE;
64 self:: $std_select [1]= $SINO;
65 }
66
67 /**
68 * Restituisce il codice HTML di un elenco a discesa con le voci prese da un elenco predefinito
69 * @function combo
70 * @package Utility
71 * @param string nome Nome dell ’oggetto HTML che verra ’ restituito
72 * @param int tipo Tipo di elenco (0= discipline ,1= Si/No ,ecc ...)
73 * @param mix selected_index ID o chiave dell ’elemento da selezionare
74 * @return string codice HTML dell ’elenco
75 */
76 function std_select($nome ,$tipo ,$selected_index) {
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77 $val_tendina=$this ->std_select[$tipo]; // hash di valori (key ->val)
78
79 $this ->addSelect($nome ,"",$val_tendina ,$selected_index ,1);
80 }
81
82
83 /**
84 * Restituisce il valore corrispondente alla chiave selezionata in una tendina
85 * @function valore_combo
86 * @package Utility
87 * @param int tipo Tipo di elenco (0= discipline ,1= Si/No ,ecc ...)
88 * @param mix selected_index ID o chiave dell ’elemento selezionato
89 * @return mix valore dell ’elemento selezionato
90 */
91 static function std_select_val($tipo ,$selected_index) {
92 self:: init_std_select ();
93 $tendina=self:: $std_select[$tipo];
94 return self:: getSelectVal($tendina ,$selected_index);
95 }
96
97 /**
98 * Restituisce il valore corrispondente alla chiave selezionata in una tendina
99 * @function valore_combo
100 * @package Utility
101 * @param array values_arr Array associativo contenente i valori della tendina
102 * @param mix selected_index ID o chiave dell ’elemento selezionato
103 * @return mix valore dell ’elemento selezionato
104 */
105 static function getSelectVal($tendina ,$selected_index ) {
106 return $tendina[$selected_index ];
107 }
108
109
110
111 function addRadio($name ,$val ,$checked=FALSE ,$extra=null ,$pre_tag=null ,$post_tag=null ,$alt_id=null)
{
112 if($checked) $checked="checked =\" checked \"";
113 else $checked="";
114
115 if($alt_id !="") $id="id=\"".$alt_id."\"";
116 else $id="id=\" $name\"";
117 $this ->elements .="$pre_tag <input type =\" radio\" name =\" $name\" $id value =\" $val\" $checked
$extra />$post_tag";
118 }
119
120 function addCheckbox($name ,$val ,$checked=FALSE ,$extra=null ,$pre_tag=null ,$post_tag=null) {
121 if($checked) $checked="checked =\" checked \"";
122 $this ->elements .="$pre_tag <input type =\" checkbox \" name =\" $name\" id=\" $name\" value =\" $val\"
$checked $extra />$post_tag";
123 }
124
125
126 function addButton($name ,$val ,$extra=null ,$pre_tag=null ,$post_tag=null) {
127 $this ->elements .="$pre_tag <input type =\" button \" name =\" $name\" id=\" $name\" value =\" $val\"
$extra />$post_tag";
128 }
129
130 function addReset($name ,$val ,$extra=null ,$pre_tag=null ,$post_tag=null) {
131 $this ->elements .="$pre_tag <input type =\" reset\" name =\" $name\" id=\" $name\" value =\" $val\"
$extra />$post_tag";
132 }
133
134 function addSubmit($name ,$val ,$extra=null ,$pre_tag=null ,$post_tag=null) {
135 $this ->elements .="$pre_tag <input type =\" submit \" name =\" $name\" id=\" $name\" value =\" $val\"
$extra />$post_tag";
136 }
137
138 function close() {
139 $this ->elements .=" </form >";
140 }
141
142 function addHTML($stringa) {
143 $this ->elements .= $stringa;
144 }
145
146 function stampa () {
147 echo $this ->elements;
148 }
149 }
A.5 Classe FieldForm
1 class FieldsForm extends Form {
2
3 function __construct($name ,$action ,$extra=null) {
4 parent :: __construct($name ,$action ,"POST",$extra);
5 }
6
7
8 function addField($fieldobj ,$extra=null ,$pre_tag=null ,$post_tag=null) {
9
10 $type=$fieldobj ->type;
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11 $name=$fieldobj ->fieldname;
12 $val=SQL_unescape($fieldobj ->value);
13
14 global $$name; // necessaria per accedere alle costanti con i nomi
15
16 $star="";
17 if(!$fieldobj ->isnull) $star="<font class =\" bold\" color =\"# FF0000\"> * </font >";
18 // metto il nome del campo
19 $this ->addHTML("<div class =\" $name\">");
20 $this ->addHTML($$name."$star: <span >");
21
22 if(strpos($name ,"_pwd"))
23 $this ->addPassword($name ,$val ,$fieldobj ->maxsize ,30,$extra ,$pre_tag ,$post_tag);
24
25 else if(strpos($name ,"_tel")|| strpos($name ,"_fax")) {
26 $phonearr=parse_phone($val);
27 $val_pre=$phonearr [0];
28 $val_num=$phonearr [1];
29 $this ->addInputText($name.self::$pref ,$val_pre ,4,4,$extra ,$pre_tag ,"");
30 $this ->addHTML("&nbsp;-&nbsp;");
31 $this ->addInputText($name.self::$numero ,$val_num ,12 ,12,$extra ,"",$post_tag);
32 }
33
34 else if(strpos($name ,"_doi")) {
35 $doiarr=parse_doi($val);
36 $val_pre=$doiarr [0];
37 $val_suf=$doiarr [1];
38 $this ->addInputText($name.self::$pref ,$val_pre ,6,6,"","10.","");
39 $this ->addInputText($name.self::$suf ,$val_suf ,25,25 ,"","&nbsp ;/& nbsp;",$post_tag);
40 }
41
42 else
43 switch($type) {
44 case "text":
45 case "blob": $this ->addTextArea($name ,$val ,0,0,$extra ,$pre_tag ,$post_tag);
46 break;
47
48 case "date":
49 $datearr=parse_date($val);
50 $val_aaaa=$datearr [0];
51 $val_mm=$datearr [1];
52 $val_gg=$datearr [2];
53
54 $this ->addInputText($name.self::$giorno ,$val_gg ,2,2,$extra ,$pre_tag ,"&nbsp ;/& nbsp;");
55 $this ->addInputText($name.self::$mese ,$val_mm ,2,2,"","","&nbsp ;/& nbsp;");
56 $this ->addInputText($name.self::$anno ,$val_aaaa ,4,4,"","",$post_tag);
57 break;
58
59 case "datetime":
60 $datearr=parse_datetime($val);
61 $val_aaaa=$datearr [0];
62 $val_mm=$datearr [1];
63 $val_gg=$datearr [2];
64
65 $val_hh=$datearr [3];
66 $val_min=$datearr [4];
67 $val_ss=$datearr [5];
68
69 $this ->addInputText($name.self::$giorno ,$val_gg ,2,2,$extra ,$pre_tag ,"&nbsp ;/& nbsp;");
70 $this ->addInputText($name.self::$mese ,$val_mm ,2,2,"","","&nbsp ;/& nbsp;");
71 $this ->addInputText($name.self::$anno ,$val_aaaa ,4,4,"","","&nbsp;&nbsp;");
72
73 $this ->addInputText($name.self::$ore ,$val_hh ,2,2,$extra ,$pre_tag ,"&nbsp ;.& nbsp;");
74 $this ->addInputText($name.self::$minuti ,$val_min ,2,2,"","","&nbsp ;.& nbsp;");
75 $this ->addInputText($name.self::$secondi ,$val_ss ,2,2,"","",$post_tag);
76 break;
77
78 default:
79 $this ->addInputText($name ,$val ,$fieldobj ->maxsize ,30,$extra ,$pre_tag ,$post_tag);
80
81 }
82 $this ->addHTML(" </span >");
83 $this ->addHTML(" </div >");
84
85 }
86
87 function addFieldSelect($fieldobj ,$multiple ,$options ,$size=1,$extra=null ,$pre_tag=null ,$post_tag="
<br/>\n") {
88 $selected_index=$fieldobj ->value;
89
90 $name=$fieldobj ->fieldname;
91
92 global $$name; // necessaria per accedere alle costanti con i nomi
93
94 $this ->addHTML("<div class =\" $name\">".$$name.": ");
95 $this ->addSelect($fieldobj ->fieldname ,$multiple ,$options ,$selected_index ,$size ,$extra ,"<span >",
" </span >");
96 $this ->addHTML(" </div >");
97
98 }
99 }
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1 class ParserField {
2
3 private $post_val;
4
5 public function __construct($post) {
6
7 $this ->post_val=$post;
8 }
9
10
11 public function parse($field) {
12
13 $val=$this ->simple_parse($field);
14 $type=$field ->type;
15 $key=$field ->fieldname;
16
17 if( $type=="int" || strpos($key ,"_pwd") ) return $val;
18 else return "’".$val."’";
19 }
20
21
22 public function simple_parse($field) {
23
24 $val=$this ->post_val[$field ->fieldname];
25 $type=$field ->type;
26 $key=$field ->fieldname;
27
28 if($type=="blob"|| $type=="varchar"||$type=="text") $val=SQL_escape($val);
29
30 if($type=="date")
31 $val=build_date($this ->post_val[$key.Form:: $anno],$this ->post_val[$key.Form:: $mese],$this ->
post_val[$key.Form:: $giorno ]);
32
33 if($type=="datetime")
34 $val=build_datetime($this ->post_val[$key.Form::$anno],$this ->post_val[$key.Form:: $mese],$this ->
post_val[$key.Form:: $giorno],$this ->post_val[$key.Form::$ore],$this ->post_val[$key.Form::
$minuti],$this ->post_val[$key.Form:: $secondi ]);
35
36 if($type=="int" && $val=="")
37 $val="NULL";
38
39 if (strpos($key ,"_tel")|| strpos($key ,"_fax") )
40 $val=build_phone($this ->post_val[$key.Form:: $pref],$this ->post_val[$key.Form:: $numero ]);
41
42 else if(strpos($key ,"_doi"))
43 $val=build_doi($this ->post_val[$key.Form::$pref],$this ->post_val[$key.Form::$suf]);
44
45 else if(strpos($key ,"_pwd") && $val!="") $val="MD5(".$val.")"; // NB: gli apicetti li ho inseriti
prima
46
47 return $val;
48 }
49 }
A.7 Classe FieldRender
1 class FieldRender {
2
3 public static function renderField($fieldobj ,$segnaposto=null) {
4
5 $type=$fieldobj ->type;
6 $name=$fieldobj ->fieldname;
7 $val="";
8 if($name=="bi_id" || $name=="qu_id" || $name=="en_id") {
9 $val=getIDValue($fieldobj);
10 }
11 else {
12 $val=SQL_unescape($fieldobj ->value);
13
14 switch($type) {
15
16 case "date":
17 $val=print_date($val);
18 break;
19
20 case "datetime":
21 $val=print_datetime($val);
22 break;
23 }
24 }
25
26 if(! isset($segnaposto)) $segnaposto=$name;
27 $s=self:: render($segnaposto ,$val);
28
29 return $s;
30 }
31
32 public static function render($name ,$val) {
33 $s=$val;
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34 $extra="";
35 global $$name; // necessaria per accedere alle costanti con il nome
36
37 if($val!=""){
38 if(strpos($name ,"_email")) {
39 $extra="class =\" email\"";
40 }
41
42 elseif(strpos($name ,"_tel")|| strpos($name ,"_fax")) {
43 $extra="class =\" tel\"";
44 }
45
46 else {
47 $s="<div class =\" $name\">";
48 $s.= $$name.": <span >$val </span > "; //al posto di $name , mettere il nome
49 $s.=" </div >\n";
50 }
51 }
52 return $s;
53 }
54 }
A.8 Classe Utente
1 /**
2 * Classe che rappresenta un utente
3 */
4 class Utente {
5
6 /** Array associativo contenente oggetti di tipo {@link field}, uno per campo corrispondente a quelli
sul DB
7 * L’array viene riempito dal costruttore tramite query creando cosi ’ la struttura della classe
8 * @variable private array ute
9 */
10 private $ute; // Array che conterra ’ i dati dell ’utente indicizzati per nome campo
11
12 // -------------------- METODI DELLA CLASSE UTENTE -------------------- //
13
14 /**
15 * Costruttore della classe utente.
16 * @method __construct
17 * @param int id ID dell ’utente <br >
18 * Se id=null crea solo la struttura , altrimenti costruisce l’oggetto con i dati dell ’utente
19 * che ha per ID quello passato
20 */
21 function __construct($id=null) {
22
23 //Si collega al DB
24 $dbnilde=new Db();
25
26 // Crea l’oggetto $ute , anche vuoto
27 $this ->ute=$dbnilde ->fetch_fields("utente");
28
29 if($id!=null) {
30 // Fa la query
31 $result=$dbnilde ->execute("SELECT * FROM utente WHERE ut_id=$id");
32
33 if($result && $dbnilde ->numrows($result)==1) {
34
35 // Legge tutti i valori ritornati
36 $dati=$dbnilde ->fetch($result);
37 // Inserisce i valoro ad uno a uno nell ’oggetto
38 foreach ($this ->ute as $key=>$v)
39 $this ->ute[$key]->value=$dati[$key];
40 }
41 }
42 }
43
44 /**
45 * Funzione di overload chiamata internamente da PHP5 per accedere direttamente ai membri della classe
46 * @method __get
47 * @param string fieldname nome del campo di cui fare la get
48 * @return Oggetto {@link field} corrispondente al campo
49 */
50 public function __get($fieldname) {
51 return $this ->ute[$fieldname]->value;
52 }
53
54 /**
55 * Funzione di overload chiamata internamente da PHP5 per impostare direttamente il valore dei membri
della classe
56 * @method __set
57 * @param string fieldname nome del campo di cui fare la set
58 * @param mix val valore da assegnare al campo
59 */
60 public function __set($fieldname ,$value) {
61 $this ->ute[$fieldname]->value=$value;
62 }
63
64 /**
65 * Funzione di overload chiamata internamente da PHP5 per verificare se un membro della classe e’
settato
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66 * @method __isset
67 * @param string fieldname nome del campo di cui fare la set
68 * @return bool indica se il membro e’ settato
69 */
70 public function __isset($fieldname) {
71 return isset($this ->ute[$fieldname ]);
72 }
73
74
75 /**
76 * Funzione di overload chiamata internamente da PHP5 per resettare membro della classe
77 * @method __unset
78 * @param string fieldname nome del campo di cui fare la set
79 */
80 public function __unset($fieldname) {
81 unset($this ->ute[$fieldname ]);
82 }
83
84
85 /**
86 * Funzione di overload chiamata internamente da PHP5 per convertire l’oggetto in stringa
87 * @method __toString
88 * @return string stringa restituita
89 */
90 function __toString ()
91 {
92 return $this ->ute["ut_nome"]->value;
93 }
94
95
96 /**
97 * Visualizza i dati dell ’utente
98 * @method visualizza
99 */
100 function visualizza($action="my_action_utente.php") {
101
102 foreach ($this ->ute as $key=>$v)
103 if ($key != "ut_id" && $key != "ut_pwd" && $key != "ut_gen")
104 echo FieldRender :: renderField($this ->ute[$key]);
105
106 echo "<hr/>";
107
108 $form=new FieldsForm("form_utente",$action);
109 $form ->addHidden("ut_id",$this ->ute["ut_id"]->value);
110 $form ->addHidden("op","edit");
111 $form ->addSubmit("btn_submit","Edit");
112 $form ->close();
113
114 $form ->stampa ();
115
116 }
117
118 /**
119 * Visualizza un form di inserimento dei dati per un nuovo utente.<br >
120 * Invoca modifica per la stama del form
121 * @method nuovo
122 * @param string action URL pagina a cui fare il POST del form
123 */
124 function nuovo($action="my_action_utente.php") {
125
126 $this ->form($action ,TRUE);
127
128 }
129
130
131 /**
132 * Visualizza un form per la modifica dei dati dell ’utente.<br >
133 * Invoca modifica per la stama del form
134 * @method nuovo
135 * @param string action URL pagina a cui fare il POST del form
136 */
137 function modifica($action="my_action_utente .php") {
138
139 $this ->form($action ,FALSE);
140
141 }
142
143 /**
144 * Permette l’eliminazione dell ’utente precedentemente istanziato.<br >
145 * Invoca modifica per la stama del form
146 * @method elimina
147 * @param string action URL pagina a cui fare il POST del form
148 */
149 function elimina () {
150
151 //Si collega al DB
152 $dbnilde=new Db();
153
154 // Query per controllare se l’utetne non ha mai effettuato ordini DD
155 $query_1="
156 SELECT COUNT(ut_id)
157 FROM refman
158 WHERE rm_stato <> ".getConstVar("Rif_NonRichiesto ")." and ut_id = ’".$this ->ute["ut_id"]->value
."’";
159
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160 $result_1=$dbnilde ->execute($query_1);
161
162 // Estrae il numero di ordini fatti
163 $row=$dbnilde ->fetch($result_1 ,2);
164 $ordini=$row [0];
165
166 if ($ordini == 0) {
167
168 // Elimina l’utente dal database assieme a tutti i suoi riferimenti
169
170 $query_2a="
171 DELETE FROM riferimento
172 WHERE ri_id = any (
173 SELECT ri_id
174 FROM refman
175 WHERE ut_id = ".$this ->ute["ut_id"]->value.")";
176
177 $query_2b="
178 DELETE FROM utente
179 WHERE ut_id = ".$this ->ute["ut_id"]->value;
180
181 $result_2a=$dbnilde ->execute($query_2a);
182 $result_2b=$dbnilde ->execute($query_2b);
183 }
184 else {
185
186 // Query per controllare che non vi siano ordini aperti per l’utente
187 $query_3="
188 SELECT COUNT(ri_id)
189 FROM refman
190 WHERE rm_stato = ".getConstVar("Rif_RichiestaAperta")." AND ut_id = ".$this ->ute["ut_id"]->
value ;
191
192 $result_3=$dbnilde ->execute($query_3);
193
194 // Estrae il numero di ordini aperti
195 $row=$dbnilde ->fetch($result_3 ,2);
196 $ordini_ap=$row [0];
197
198 if ($ordini_ap != 0)
199 echo "ATTENZIONE - impossibile effettuare l’eliminazione , l’utetne ha ancora ".$ordini_ap."
ordini in attesa.";
200 else {
201 // Setta l’utente come eliminato senza rimuoverlo dal database
202 $query_4="
203 UPDATE appartiene
204 SET ap_stato = ".getConstVar("UTENTE_DISABILITATO")."
205 WHERE ut_id = ".$this ->ute["ut_id"]->value;
206
207 $result_4=$dbnilde ->execute($query_4);
208 }
209 }
210 }
211
212 /**
213 * Visualizza un form per inserimento/modifica dei dati dell ’utente
214 * @method private form
215 * @param string action URL pagina a cui fare il POST del form
216 * @param bool new indica se si sta ’ inserendo un nuvo utente (<code >$new=TRUE </code >) o si modifica
uno gia ’ esistente (<code >$new=FALSE </code >)
217 */
218 function form($action ,$new=FALSE) {
219
220 $form=new FieldsForm("form_utente",$action);
221 if (!$new) {
222 $form ->addHidden("ut_id",$this ->ute["ut_id"]->value ,null ,"\n");
223 $form ->addHidden("op","update",null ,"\n");
224 }
225 else {
226 $form ->addHidden("op","new",null ,"\n");
227
228 // Elenco biblioteche
229 $biblio_arr=db_elenco("bi_id");
230 $form ->addSelect("bi_id",FALSE ,$biblio_arr ,null ,1,null ,"<b>Biblioteca di appartenenza :</b>","<
br/>\n");
231 }
232
233 foreach ($this ->ute as $key=>$value) {
234 $type=$this ->ute[$key]->type;
235
236 if ($key=="qu_id") { // Elenco qualifiche per l’utente
237 $qual_arr=db_elenco("qu_id");
238 $form ->addFieldSelect($this ->ute[$key],FALSE ,$qual_arr);
239 }
240 else
241 if ($key!="ut_id" && ($key!="ut_usr" || $new) && ($key!="ut_pwd" || $new))
242 $form ->addField($this ->ute[$key]);
243
244 else $noinsert[$key] = TRUE; // Crea l’array di dati da non inserire in query per l’
Iserimento/ Aggiornamento
245 }
246
247 $code = urlencode(serialize($noinsert));
248 $form ->addHidden("noins",$code);
249 $form ->addSubmit("btn_submit","Invia",null ,null ,"&nbsp;&nbsp;\n");
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250 $form ->addReset("btn_reset","Cancella",null ,null ,"<br/>\n");
251 $form ->close();
252
253 $form ->stampa ();
254 }
255
256
257 /**
258 * Aggiunge il nuovo utente nel DB
259 * @method inserisci
260 * @param array post array associativo contenente i campi del DB da inserire (passati p.e. tramite HTTP
POST)
261 */
262 function inserisci($post) {
263
264 global $UTENTE_IN_ATTESA;
265
266 $attributi="";
267 $valori="";
268
269 $noinsert = unserialize(urldecode($post["noins"]));
270
271 $dbfields=new ParserField($post);
272
273 foreach ($this ->ute as $key=>$v)
274 if (! $noinsert[$key]) {
275
276 $val=$dbfields ->parse($this ->ute[$key]);
277
278 // Pone le virgole dopo il valore precedente (tranne che per il primo)
279 if($attributi !="") $attributi .=",";
280 if($valori !="") $valori .=",";
281 // Aggiorna l’elenco degli attributi e dei valori per la query
282 $attributi .=$key;
283 $valori .=$val;
284 }
285
286 if($attributi !="") {
287
288 // Si collega al DB
289 $dbnilde=new Db();
290
291 // Inserisce il nuovo utente in "utente"
292 $query_1="
293 INSERT INTO utente ($attributi)
294 VALUES ($valori); ";
295
296 // Inserisce l’appartenza alla biblio in " appartiene"
297 $query_2="
298 INSERT INTO appartiene (bi_id ,ut_id ,ap_stato)
299 VALUES ($post[bi_id],@@identity ,’$UTENTE_IN_ATTESA ’)";
300 // @@identity e’ l’ultimo autoincrement del DB , ovvero ut_id
301
302 $result_1=$dbnilde ->execute($query_1);
303 $result_2=$dbnilde ->execute($query_2);
304
305 }
306 }
307
308
309
310 /**
311 * Aggiorna i dati modificati dell utente sul DB
312 * @method aggiorna
313 * @param array post array associativo contenente i campi del DB da modificare (passati ad es. tramite
HTTP POST)
314 * @return bool indica se l’aggiornamento ha avuto successo o meno
315 */
316 public function aggiorna($post) {
317
318 $coppie="";
319
320 $noinsert = unserialize(urldecode($post["noins"]));
321
322 $dbfields=new ParserField($post);
323
324 foreach ($this ->ute as $key=>$v)
325 if (! $noinsert[$key]) {
326
327 // Pone le virgole dopo il valore precedente (tranne che per il primo)
328 if($coppie !="") $coppie .=",";
329 // Aggiunge la nuova coppia attributo=valore per la query
330 $coppie .=$key."=".$dbfields ->parse($this ->ute[$key]);
331 }
332
333 if($coppie !="") {
334
335 // Si collega al DB
336 $dbnilde=new Db();
337 // Aggiorna il riferimento
338 $query="UPDATE utente SET $coppie WHERE ut_id=".$this ->ute["ut_id"]->value;
339 $result=$dbnilde ->execute($query);
340
341 return $result;
342 }
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343
344 return TRUE;
345 }
346
347
348
349 /**
350 * Controlla che l’username prescelto dall ’utetne non sia tra quelli gia ’ presenti nel database
351 * @method control_usr
352 */
353
354 public function control_usr($user) {
355
356 // Si collega al DB
357 $dbnilde=new Db();
358 $result=$dbnilde ->execute("SELECT COUNT(ut_id) FROM utente WHERE ut_usr=’$user’");
359
360 $n_user = $dbnilde ->fetch_single($result);
361
362 if ($n_user == 0) return TRUE;
363 else return FALSE;
364 }
365 }
A.9 classe RefMan
1 /**
2 * Classe che implementa le gestione per un riferimento
3 */
4 class RefMan extends Riferimento {
5
6 /** Array associativi contenenti oggetti di tipo {@link field}, uno per campo corrispondente a quelli
sul DB
7 * <br >Gli array viengono riempiti dal costruttore tramite query creando cosi ’ la struttura della
classe
8 * @variable private array ref
9 * @variable private array rif
10 */
11 private $ref; // Array che conterra ’ i dati del riferimento indicizzati per nome campo contenuti
i refman
12
13 // -------------------- METODI DELLA CLASSE REFMAN -------------------- //
14
15 function __construct($id=null ,$rif_type=null ,$idute=null) {
16
17 //se id == null , rif_type e $idute DEVONO essere passati
18 //se id != null , rif_type e $idute NON DEVONO essere passati
19
20 //Si collega al DB
21 $dbnilde=new Db();
22
23 // Crea $ref , anche vuoto
24 $this ->ref=$dbnilde ->fetch_fields("refman");
25
26 // Inizializza $rif vuoto
27 //$this ->rif=null;
28
29 if($id!=null) {
30
31
32 // Fa le query
33 $result=$dbnilde ->execute("SELECT * FROM refman WHERE ri_id=$id");
34
35 if($result && $dbnilde ->numrows($result)==1) {
36
37 // Legge tutti i valori ritornati
38 $dati=$dbnilde ->fetch($result);
39
40 // Inserisce i valori ad uno a uno nell ’oggetto ref
41 foreach ($this ->ref as $key=>$v) {
42 $this ->ref[$key]->value=$dati[$key];
43 }
44
45 // Crea $rif istanziando il riferimento corrispondente a ri_id
46 parent :: __construct($this ->ref["ri_id"]->value ,null);
47 }
48 }
49
50
51 else {
52 // Crea $rif istanziando un riferimento vuoto
53 parent :: __construct(null ,$rif_type);
54 // Immette l’id utetne nell ’oggetto ref
55 $this ->ref["ut_id"]->value = $idute;
56 }
57
58 }
59
60 /**
61 * Funzione di overload chiamata internamente da PHP5 per accedere direttamente ai membri della classe
62 * @method __get
63 * @param string fieldname nome del campo di cui fare la get
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64 * @return Oggetto {@link field} corrispondente al campo
65 */
66 public function __get($fieldname) {
67 return $this ->ref[$fieldname]->value;
68 }
69
70 /**
71 * Funzione di overload chiamata internamente da PHP5 per impostare direttamente il valore dei membri
della classe
72 * @method __set
73 * @param string fieldname nome del campo di cui fare la set
74 * @param mix val valore da assegnare al campo
75 */
76 public function __set($fieldname ,$value) {
77 $this ->ref[$fieldname]->value=$value;
78 }
79
80 /**
81 * Funzione di overload chiamata internamente da PHP5 per verificare se un membro della classe e’
settato
82 * @method __isset
83 * @param string fieldname nome del campo di cui fare la set
84 * @return bool indica se il membro e’ settato
85 */
86 public function __isset($fieldname) {
87 return isset($this ->ref[$fieldname ]);
88 }
89
90
91 /**
92 * Funzione di overload chiamata internamente da PHP5 per resettare membro della classe
93 * @method __unset
94 * @param string fieldname nome del campo di cui fare la set
95 */
96 public function __unset($fieldname) {
97 unset($this ->ref[$fieldname ]);
98 }
99
100 /**
101 * Visualizza i dati di un riferimento
102 * @method visualizza
103 */
104 public function visualizza($action="my_action_refman.php") {
105
106 // Visualizza i dati da riferimento
107 parent :: visualizza ();
108
109 // Visualizza i dati da refman
110 foreach ($this ->ref as $key=>$valore)
111 if ($key=="rm_datains" || $key=="rm_note" || $key=="rm_colloca" || $key=="rm_url" || $key=="
rm_file")
112 echo FieldRender :: renderField($this ->ref[$key]);
113
114 echo "<hr/>";
115
116
117 if ($this ->ref["rm_stato"]->value != getConstVar("Rif_RichiestaAperta")) { // politica di
modifica in base a statodd
118 $form=new FieldsForm("form_riferimento ",$action);
119 $form ->addHidden("ri_id",$this ->ref["ri_id"]->value);
120 $form ->addHidden("op","edit");
121 $form ->addSubmit("btn_submit","Edit");
122 $form ->close();
123 $form ->stampa ();
124 }
125 else echo "<div >Non e’ possibile modificare il riferimento perche ’ in richiesta </div >";
126
127 }
128
129 /**
130 * Visualizza un form di inserimento dei dati per un nuovo riferimento.<br >
131 * Invoca form per la stama del form
132 * @method nuovo
133 * @param string action URL pagina a cui fare il POST del form
134 */
135
136 function nuovo($action="my_action_refman.php") {
137
138 $this ->form($action ,true ,true);
139
140 }
141
142 /**
143 * Esegue il parsing dell ’OpenURL poi visualizza un form compilato con i dati passati per l’inserimento
a db.<br >
144 * Invoca form per la stama del form
145 * @method nuovo_openurl
146 * @param array get array associativo contenente i campi formattati secondo lo standard OpenURL
147 * @param string action URL pagina a cui fare il POST del form
148 */
149
150 function nuovo_openurl($get ,$action="my_action_refman .php") {
151
152 parent :: parse_openurl($get);
153
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154 $this ->form($action ,true ,true);
155 }
156
157 /**
158 * Visualizza un form per la modifica dei dati del riferimento.<br >
159 * Invoca form per la stama del form
160 * @method modifica
161 * @param int idute id dell ’utente che possiede il riferimento da modificare
162 * @param string action URL pagina a cui fare il POST del form
163 */
164
165 function modifica($action="my_action_refman .php",$req=false) {
166
167 $this ->form($action ,false ,$req);
168 }
169
170
171
172 /**
173 * Esegue l’eliminazione del riferimento.<br >
174 * @method elimina
175 * @param int idute id dell ’utente che possiede il riferimento da eliminare
176 * @param string action URL pagina a cui fare il POST del form
177 */
178 function elimina () {
179
180 // se riferimento e’ in richiesta non effettua cancellazione
181 if ($this ->ref["rm_stato"]->value != getConstVar("Rif_RichiestaAperta")) {
182
183 // se riferimento non e’ mai stato richiesto lo cancella dal db
184 if ($this ->ref["rm_stato"]->value == getConstVar("Rif_NonRichiesto")) {
185 $del_ok = parent :: elimina ();
186 if ($del_ok) {
187 unset($this ->rif);
188 return $del_ok;
189 }
190 }
191 else { // se riferimento e’ stato richiesto e la richiesta e’ chiusa , setta lo stato come
eliminato
192 $this ->ref["rm_stato"]->value = getConstVar("Rif_Eliminato");
193
194 //Si collega al DB
195 $dbnilde=new Db();
196
197 $query_1="UPDATE refman SET rm_stato=".$this ->ref["rm_stato"]->value." WHERE ri_id=".$this ->
ref["ri_id"]->value;
198 $result_1=$dbnilde ->execute($query_1);
199
200 // elimina i collegamenti tra il riferimento e le etichette
201 $query_2="DELETE FROM rif_eti WHERE ri_id = ".$this ->ref["ri_id"]->value;
202 $result_2=$dbnilde ->execute($query_2);
203
204 unset($this ->rif);
205 return TRUE;
206 }
207 }
208 return FALSE;
209 }
210
211 /**
212 * Visualizza un form per inserimento/modifica dei dati del riferimento.
213 * @method private form
214 * @param string action URL pagina a cui fare il POST del form
215 * @param bool new indica se si sta ’ inserendo un nuvo riferimento (<code >$new=TRUE </code >) o si
modifica uno gia ’ esistente (<code >$new=FALSE </code >)
216 */
217
218 private function form($action ,$new=false ,$req=false) {
219
220
221 $form=new FieldsForm("form_riferimento",$action);
222 if (!$new) {
223 $form ->addHidden("op","update",null ,"\n");
224 $form ->addHidden("ri_id",$this ->ref["ri_id"]->value ,null ,"\n");
225 }
226 else {
227 $form ->addHidden("op","new",null ,"\n");
228 $form ->addHidden("rif_type",$this ->rif["ri_tipomateriale"]->value ,null ,"\n");
229 $form ->addHidden("idute",$this ->ref["ut_id"]->value ,null ,"\n");
230 }
231
232 $form ->addHTML("<br/>---------- DATI DEL RIFERIMENTO ----------<br/>");
233
234 // Chiama la addFormFields di riferimento per inserire i campi nel form gia ’ aperto
235 parent :: addFormFields($form ,$new);
236
237 $form ->addHTML("<br/>---------- DATI PERSONALI ----------<br/>");
238
239 foreach ($this ->ref as $key=>$v) {
240
241 // if ($key ==" rm_note" || $key ==" rm_colloca" || $key ==" rm_url" || $key ==" rm_file" || ($key =="
rm_noteutebib " && $this ->ref [" rm_stato "]->value == getConstVar (" Rif_NonRichiesto ")))
242 if ($key=="rm_note" || $key=="rm_colloca" || $key=="rm_url" || $key=="rm_file" || ($key=="
rm_noteutebib" && $req))
243 $form ->addField($this ->ref[$key]);
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244
245 else $noinsert[$key] = TRUE; // Crea l’array di dati da non inserire in query per l’Iserimento
/ Aggiornamento
246 }
247
248 $form ->addHTML("<hr/>");
249
250 $code = urlencode(serialize($noinsert));
251 $form ->addHidden("noins",$code);
252 if (!$req || $new)
253 $form ->addSubmit("btn_save","Salva",null ,null ,"&nbsp;&nbsp;\n");
254 if ($req) // if ($this ->ref [" rm_stato "]->value == getConstVar (" Rif_NonRichiesto "))
255 $form ->addSubmit("btn_request","Salva e Richiedi",null ,null ,"&nbsp;&nbsp;\n");
256 $form ->addReset("btn_reset","Cancella",null ,null ,"<br/>\n");
257 $form ->close();
258
259 $form ->stampa ();
260
261 }
262
263 /**
264 * Aggiunge il nuovo oggetto riferimento nel DB
265 * @method inserisci
266 * @param array post array associativo contenente i campi del DB da inserire (passati p.e. tramite HTTP
POST)
267 */
268 function inserisci($post ,$req=FALSE) {
269
270 // Esegue il metodo inserisci di riferimento che ritorna il nuovo ri_id
271 $rif_id=parent :: inserisci($post);
272
273 if ($rif_id) {
274
275 $noinsert = unserialize(urldecode($post["noins"]));
276
277 $dbfields=new ParserField($post);
278
279 // Prepara i campi con i valori prefissati
280 $attributi = "ri_id ,ut_id ,rm_datains";
281 $valori = $rif_id.",".$post["idute"].",".’NOW()’;
282
283 // Aggiunge i valori inseriti a mano
284 foreach ($this ->ref as $key=>$v)
285 if (! $noinsert[$key]) {
286
287 $attributi .=",".$key;
288 $valori .=",".$dbfields ->parse($this ->ref[$key]);
289 }
290
291 if($attributi !="") {
292
293 if ($req) {
294 // Chiama "inserisci" di DOCDEL per creare una nuova richiesta. Ritorna TRUE se tutto ok
295 $req_ok = TRUE;
296
297 if ($req_ok) {
298 $attributi .=",rm_datarichie ,rm_stato";
299 $valori .=",NOW(),".getConstVar("Rif_RichiestaAperta ");
300 }
301 }
302
303 // Si collega al DB
304 $dbnilde=new Db();
305 // Inserisci i dati in RefMan
306 $query="INSERT into refman ($attributi) VALUES ($valori)";
307 $result=$dbnilde ->execute($query);
308 }
309 }
310 return $rif_id;
311 }
312
313 /**
314 * Aggiorna i dati modificati del riferimento sul DB
315 * @method aggiorna
316 * @param array post array associativo contenente i campi del DB da modificare (passati ad es. tramite
HTTP POST)
317 */
318 public function aggiorna($post ,$req=FALSE) {
319
320 // Esegue il metodo aggiorna di riferimento
321 $upd_ok = parent :: aggiorna($post);
322
323 if ($upd_ok) {
324
325 $coppie="";
326
327 $noinsert = unserialize(urldecode($post["noins"]));
328
329 $dbfields=new ParserField($post);
330
331 foreach ($this ->ref as $key=>$v)
332 if (! $noinsert[$key]) {
333
334 // Pone le virgole dopo il valore precedente (tranne che per il primo)
335 if($coppie !="") $coppie .=",";
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336 // Aggiunge la nuova coppia attributo=valore per la query
337 $coppie .=$key."=".$dbfields ->parse($this ->ref[$key]);
338 }
339
340 if($coppie !="") {
341
342 if ($req) {
343 // Chiama " inserisci" di DOCDEL per creare una nuova richiesta. Ritorna TRUE se tutto ok
344 $req_ok = TRUE;
345
346 if ($req_ok) $coppie .=",rm_datarichie=NOW(),rm_stato=".getConstVar("Rif_RichiestaAperta")
;
347 }
348
349 // Si collega al DB
350 $dbnilde=new Db();
351
352 // Aggiorna il riferimento
353 $query="UPDATE refman SET $coppie WHERE ri_id=".$this ->ref["ri_id"]->value;
354 $result=$dbnilde ->execute($query);
355
356 return $result;
357 }
358 return TRUE;
359
360 }
361 else return FALSE;
362 }
363
364
365 /**
366 * Attiva la richiesta di annullamento.<br >
367 * @method annulla_ric
368 */
369
370 function annulla_ric () {
371
372 // Si collega al DB
373 $dbnilde=new Db();
374
375 // Setta la richiesta annullamento
376 $query="UPDATE refman SET rm_cancella =1 WHERE ri_id=".$this ->ref["ri_id"]->value;
377 $result=$dbnilde ->execute($query);
378
379 return $result;
380 }
381
382
383 /**
384 * Controlla che tutti i campi obbligatori per il DB siano presenti nel post passato
385 * @method controlla_campi
386 * @param array post array associativo contenente i campi da controllare (passati ad es. tramite HTTP
POST)
387 */
388 public function controlla_campi($post) {
389
390 return parent :: controlla_campi($post);
391 }
392 }
A.10 Classe Riferimento
1 /**
2 * Classe che rappresenta un riferimento
3 */
4 class Riferimento {
5
6 /** Array associativo contenente oggetti di tipo {@link field}, uno per campo corrispondente a quelli
sul DB
7 * <br >L’array viene riempito dal costruttore tramite query creando cosi ’ la struttura della classe
8 * @variable private array rif
9 */
10 protected $rif; // Array che conterra ’ i dati del riferimento indicizzati per nome campo
11
12 // -------------------- METODI DELLA CLASSE RIFERIMENTO -------------------- //
13
14 /**
15 * Costruttore della classe riferimento.
16 * @method __construct
17 * @param int id ID del riferimento <br >
18 * Se id=null crea solo la struttura , altrimenti costruisce l’oggetto con i dati del riferimento
19 * che ha per ID quello passato
20 * @param int type Tipo di riferimento (0-Articolo ,2- Libro) <br >
21 */
22 public function __construct($id=null ,$type=null) {
23 //se id == null , type DEVE essere diverso da null
24 //se id != null , type NON deve essere passato
25
26 //Si collega al DB
27 $dbnilde=new Db();
28
29 // Crea l’oggetto $rif , anche vuoto
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30 $this ->rif=$dbnilde ->fetch_fields("riferimento");
31
32 if($id!=null) {
33
34 // Fa la query
35 $result=$dbnilde ->execute("SELECT * FROM riferimento WHERE ri_id=$id");
36 if($result && $dbnilde ->numrows($result)==1) {
37
38 // Legge tutti i valori ritornati
39 $dati=$dbnilde ->fetch($result);
40
41 // Inserisce i valoro ad uno a uno nell ’oggetto
42 foreach ($this ->rif as $key=>$v)
43 $this ->rif[$key]->value=$dati[$key];
44
45 $type=$this ->rif["ri_tipomateriale "]->value;
46 // Sovrascrive il tipo materiale con quello letto dal DB eseguendo cosi ’ 1 solo controllo
47
48 }
49 }
50
51 //in base al tipo , elimino i campi che non mi servono e setto i campi NOT NULL specifici per il
tipo
52 switch($type) {
53 case getConstVar("TIPO_ARTICOLO"): // Articolo
54 unset($this ->rif["ri_isbn"]);
55 $this ->rif["ri_tipomateriale"]->value = getConstVar(" TIPO_ARTICOLO");
56
57 $this ->rif["ri_titolopart"]->isnull = FALSE; // rende obbligatorio il campo per titolo
articolo
58 break;
59
60 case getConstVar("TIPO_LIBRO"): // Libro o parte di Libro
61 unset($this ->rif["ri_issn"]);
62 unset($this ->rif["ri_fasc"]);
63 unset($this ->rif["ri_abstract"]);
64 unset($this ->rif["ri_doi"]);
65 unset($this ->rif["ri_sid"]);
66 $this ->rif["ri_tipomateriale"]->value = getConstVar(" TIPO_LIBRO");
67 break;
68 }
69 }
70
71 /**
72 * Funzione di overload chiamata internamente da PHP5 per accedere direttamente ai membri della classe
73 * @method __get
74 * @param string fieldname nome del campo di cui fare la get
75 * @return Oggetto {@link field} corrispondente al campo
76 */
77 public function __get($fieldname) {
78 return $this ->rif[$fieldname]->value;
79 }
80
81 /**
82 * Funzione di overload chiamata internamente da PHP5 per impostare direttamente il valore dei membri
della classe
83 * @method __set
84 * @param string fieldname nome del campo di cui fare la set
85 * @param mix val valore da assegnare al campo
86 */
87 public function __set($fieldname ,$value) {
88 $this ->rif[$fieldname]->value=$value;
89 }
90
91 /**
92 * Funzione di overload chiamata internamente da PHP5 per verificare se un membro della classe e’
settato
93 * @method __isset
94 * @param string fieldname nome del campo di cui fare la set
95 * @return bool indica se il membro e’ settato
96 */
97 public function __isset($fieldname) {
98 return isset($this ->rif[$fieldname ]);
99 }
100
101
102 /**
103 * Funzione di overload chiamata internamente da PHP5 per resettare membro della classe
104 * @method __unset
105 * @param string fieldname nome del campo di cui fare la set
106 */
107 public function __unset($fieldname) {
108 unset($this ->rif[$fieldname ]);
109 }
110
111
112 /**
113 * Distruttore della classe riferimento.
114 * @method __destruct
115 */
116 function __destruct () {
117 $this ->rif=null;
118 }
119
120
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121 /**
122 * Visualizza i dati di un riferimento
123 * @method visualizza
124 */
125 function visualizza () {
126 echo "<div id=\" reference_data\">";
127 if($this ->rif["ri_tipomateriale"]->value== getConstVar("TIPO_ARTICOLO"))
128 echo getConstVar("ARTICOLO");
129 else if($this ->rif["ri_tipomateriale"]->value== getConstVar("TIPO_LIBRO"))
130 echo getConstVar("LIBRO");
131 foreach ($this ->rif as $key=>$valore)
132 if($key!="ri_id" && $key!="ri_tipomateriale ") // campi da non visualizzare
133 echo FieldRender :: renderField($this ->rif[$key]);
134 echo " </div >";
135
136 }
137
138
139 /**
140 * Esegue l’eliminazione del riferimento.<br >
141 * @method elimina
142 * @param int idute id dell ’utente che possiede il riferimento da eliminare
143 * @param string action URL pagina a cui fare il POST del form
144 */
145 function elimina () {
146
147 // Si collega al DB
148 $dbnilde=new Db();
149
150 // Elimina il riferimento
151 $query="DELETE FROM riferimento WHERE ri_id=".$this ->rif["ri_id"]->value;
152 $result=$dbnilde ->execute($query);
153 return $result;
154 }
155
156 /**
157 * Aggiunge i campi per il form html rigurdanti il riferimento.<br >
158 * @method addFormFields
159 */
160
161 public function addFormFields($form ,$new) {
162
163 if(!$new) $form ->addHidden("ri_id",$this ->rif["ri_id"]->value);
164 if($this ->rif["ri_tipomateriale"]->value== getConstVar("TIPO_ARTICOLO"))
165 $form ->addHTML(getConstVar("ARTICOLO"));
166 else if($this ->rif["ri_tipomateriale"]->value== getConstVar("TIPO_LIBRO"))
167 $form ->addHTML(getConstVar("LIBRO"));
168
169 foreach ($this ->rif as $key=>$v) {
170
171 if($key!="ri_id" && $key!="ri_tipomateriale ") // Campi non editabili
172 $form ->addField($this ->rif[$key]);
173
174 else $noinsert[$key] = TRUE; // Crea l’array di dati da non inserire in query per l’Iserimento
/ Aggiornamento
175 }
176
177 $code = urlencode(serialize($noinsert));
178 $form ->addHidden("noins_rif",$code);
179 }
180
181 /**
182 * Aggiunge il nuovo oggetto riferimento nel DB
183 * @method inserisci
184 * @param array post array associativo contenente i campi del DB da inserire (passati p.e. tramite HTTP
POST)
185 */
186 function inserisci($post) {
187
188 $attributi="";
189 $valori="";
190
191 $noinsert = unserialize(urldecode($post["noins_rif"]));
192
193 $dbfields=new ParserField($post);
194
195 // Prepara i campi con i valori prefissati
196 $attributi = "ri_tipomateriale ";
197 $valori = "’".$post["rif_type"]."’";
198
199 foreach ($this ->rif as $key=>$v)
200 if (! $noinsert[$key]) {
201
202 $attributi .=",".$key;
203 $valori .=",".$dbfields ->parse($this ->rif[$key]);
204 }
205
206 if($attributi !="") {
207
208 // Si collega al DB
209 $dbnilde=new Db();
210 // Inserisce il riferimento
211 $query="INSERT into riferimento ($attributi) VALUES ($valori)";
212 $result=$dbnilde ->execute($query);
213
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214 if ($result) return $dbnilde ->last_id ();
215 }
216 else return FALSE;
217 }
218
219
220 /**
221 * Aggiorna i dati modificati del riferimento sul DB
222 * @method aggiorna
223 * @param array post array associativo contenente i campi del DB da modificare (passati ad es. tramite
HTTP POST)
224 */
225 public function aggiorna($post) {
226
227 $coppie="";
228
229 $noinsert = unserialize(urldecode($post["noins_rif"]));
230
231 $dbfields=new ParserField($post);
232
233 foreach ($this ->rif as $key=>$v)
234 if (! $noinsert[$key]) {
235
236 // Pone le virgole dopo il valore precedente (tranne che per il primo)
237 if($coppie !="") $coppie .=",";
238 // Aggiunge la nuova coppia attributo=valore per la query
239 $coppie .=$key."=".$dbfields ->parse($this ->rif[$key]);
240 }
241
242 if($coppie !="") {
243
244 // Si collega al DB
245 $dbnilde=new Db();
246 // Aggiorna il riferimento
247 $query="UPDATE riferimento SET $coppie WHERE ri_id=".$this ->rif["ri_id"]->value;
248 $result=$dbnilde ->execute($query);
249 return $result;
250 }
251
252 return TRUE;
253 }
254
255 /**
256 * Controlla la completezza dei campi obbligatori
257 * @method controlla_campi
258 * @param array post array associativo contenente i campi del DB da modificare (passati ad es. tramite
HTTP POST)
259 * @return bool Restituisce <code >TRUE </code > o <code >FALSE </code > a seconda se i campi obbligatori
sono stati compilati
260 */
261 public function controlla_campi($post) {
262 $pf=new ParserField($post);
263
264 $noinsert = unserialize(urldecode($post["noins_rif"]));
265
266 foreach ($this ->rif as $key=>$v) {
267 if (! $noinsert[$key]) {
268 $vv=$pf ->simple_parse($this ->rif[$key]);
269 if( !$this ->rif[$key]->isnull && isset($vv) && ($vv=="" || $vv=="NULL"))
270 return false;
271
272 }
273 }
274
275 //in base al tipo di materiale controlla i campi specifici
276
277 return true;
278 }
279
280 /**
281 * Parserizza l’OpenURL
282 * @method parser_openurl
283 */
284 function parse_openurl($input) {
285
286 $this ->rif["ri_tipomateriale"]->value=getConstVar(" TIPO_ARTICOLO"); // deve valutare $post [" genre
"]
287
288 // Controlla il tipo di URL ricevuto: OpenURL v0.1, OpenURL v1.0, PubMed
289 $sid_get = $input[’sid’];
290 $id_get = $input[’id’];
291
292 $ver="";
293 // per ver 1.0 e’ mandatory
294 if(! empty($input[’url_ver ’])) {
295 $ver= $input[’url_ver ’];
296 }
297
298 // PubMed
299 if ($sid_get == ’Entrez:PubMed ’ && strpos($id_get , "pmid:") === 0) {
300 $this ->parser_Pubmed($id_get ,$sid_get);
301 }
302
303 // OpenURL v0.1
304 elseif (empty($ver) or $ver != "Z39 .88 -2004") {
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305 $this ->parser_v01($id_get ,$sid_get ,$input);
306 }
307
308 // OpenURL v1.0
309 elseif (! empty($ver)) {
310 $this ->parser_v10($id_get ,$sid_get ,$input);
311 }
312 }
313
314
315
316 /**
317 * Esegue il parsing dell ’url passato da PubMed settendo i campi nell ’oggetto rif
318 * @method parser_Pubmed
319 * @param string id_get id passato nell ’URL
320 * @param string sid_get il codice sid della banca dati passato nell ’URL
321 */
322 private function parser_Pubmed($id_get ,$sid_get) {
323
324 $value = substr($id_get , 5, strlen($id_get));
325
326 $title_string = "-";
327 $authors_string = "";
328 $pages = "-";
329 $ini_page = "-";
330 $end_page = "-";
331 $journal_string = "-";
332 $volume = "-";
333 $issue = "-";
334 $year = "-";
335 $issn = "-";
336
337 $dh = fopen("http :// eutils.ncbi.nlm.nih.gov/entrez/eutils/efetch.fcgi?db=pubmed&id=$value&retmode=
text&rettype=medline", "r");
338 $foo = "";
339 while (!feof($dh)) {
340 $buffer = fgets($dh , 4096);
341 switch ($foo) {
342 case "title":
343 if (strpos($buffer , " ") === 0)
344 $title_string .= trim(substr($buffer , 6));
345 $foo = "";
346 break;
347 case "authors":
348 if (strpos($buffer , " ") === 0)
349 $authors_string .= trim(substr($buffer , 6));
350 $authors_string .= ", ";
351 $foo = "";
352 break;
353 case "journal":
354 if (strpos($buffer , " ") === 0)
355 $journal_string .= trim(substr($buffer , 6));
356 $foo = "";
357 break;
358 default:
359 break;
360 }
361 if (strpos($buffer , "TI - ") === 0) {
362 $title = trim(substr($buffer , 6));
363 $title_string = $title;
364 $foo = "title";
365 }
366 if (strpos($buffer , "AU - ") === 0) {
367 $authors = trim(substr($buffer , 6));
368 $authors_string .= $authors;
369 $foo = "authors";
370 }
371 if (strpos($buffer , "PG - ") === 0) {
372 $pages = trim(substr($buffer , 6));
373 }
374 if (strpos($buffer , "VI - ") === 0) {
375 $volume = trim(substr($buffer , 6));
376 }
377 if (strpos($buffer , "IP - ") === 0) {
378 $issue = trim(substr($buffer , 6));
379 }
380 if (strpos($buffer , "IS - ") === 0) {
381 $issn = trim(substr($buffer , 6));
382 }
383 if (strpos($buffer , "TA - ") === 0) {
384 $journal = trim(substr($buffer , 6));
385 $journal_string = $journal;
386 $foo = "journal";
387 }
388 if (strpos($buffer , "DP - ") === 0) {
389 $year = substr(trim(substr($buffer , 6)), 0, 4);
390 }
391 } // end while
392
393 $title_string = str_replace("[", "", $title_string);
394 $title_string = str_replace("]", "", $title_string);
395 $title_string = str_replace(".", "", $title_string);
396
397 if ($authors_string)
398 $authors_string = substr($authors_string , 0, strlen($authors_string) - 2);
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399 else $authors_string = "-";
400
401 if(strpos($pages ,";") != false)
402 $pages=substr($pages ,0,strpos($pages ,";"));
403 if (strpos($pages , "-") != false) {
404 $ini_page = substr($pages , 0, strpos($pages , "-"));
405 $end_page = substr($pages , strpos($pages , "-") + 1, strlen($pages));
406 $diff = strlen($ini_page) - strlen($end_page);
407 if ($diff > 0)
408 $end_page = substr($ini_page , 0, $diff) . $end_page;
409 }
410 else $ini_page = $pages;
411
412 if (strlen($issn) != 9) {
413 // $issnwellformed = strtoupper(substr($issn ,0 ,4) . "-" . substr($issn , 4,7)); //OK
414 $issnwellformed = substr($issn , 0,9); //OK
415 }
416 else $issnwellformed = $issn;
417
418 $this ->rif["ri_titolopub"]->value = $journal_string;
419 $this ->rif["ri_titolopart"]->value = $title_string;
420 $this ->rif["ri_au1"]->value = $authors_string;
421 $this ->rif["ri_anno"]->value = $year;
422 $this ->rif["ri_vol"]->value = $volume;
423 $this ->rif["ri_fasc"]->value = $issue;
424 $this ->rif["ri_pgini"]->value = $ini_page;
425 $this ->rif["ri_pgfine"]->value = $end_page;
426 $this ->rif["ri_issn"]->value = $issnwellformed;
427 $this ->rif["ri_sid"]->value = $sid_get";
428
429
430 fclose($dh);
431 }
432
433 /**
434 * Esegue il parsing di un OpenUrl versione 0.1 settendo i campi nell’oggetto rif
435 * @method parser_v01
436 * @param string id_get id passato nell’URL
437 * @param string sid_get il codice sid della banca dati passato nell’URL
438 */
439 private function parser_v01($id_get ,$sid_get ,$input) {
440
441 if (!empty($sid_get) || sizeof($input) > 1) {
442
443 foreach (array_keys ($input) as $key) {
444 $input[$key] = eregi_replace("<", "&lt;", $input[$key]);
445 $input[$key] = eregi_replace("%40", "&lt;", $input[$key ]);
446 $input[$key] = eregi_replace(">", "&gt;", $input[$key]);
447 $input[$key] = eregi_replace("%41", "&gt;", $input[$key ]);
448 $input[$key] = eregi_replace("&lt;/ script&gt;", "", $input[$key]);
449 $input[$key] = eregi_replace("&lt;script .*&gt;", "", $input[$key]);
450 }
451
452
453 if (isset($input[’pages ’])) {
454 $input[’pages ’] = trim(ereg_replace(" *: *", "", $input[’pages ’]));
455 $input[’pages ’] = eregi_replace("^p\. *", "", $input[’pages ’]);
456 $input[’pages ’] = ereg_replace("\.$", "",$input[’pages ’]);
457 }
458
459 if (! $input[’spage ’] && ereg("(.+) -(.*)", $input[’pages ’], $pages_list)) {
460 $input[’spage ’] = $pages_list [1];
461 $input[’epage ’] = $pages_list [2];
462 }
463 elseif (! $input[’spage ’] && $input[’pages ’])
464 $input[’spage ’] = $input[’pages ’];
465
466 if (isset($input[’spage ’])) {
467 # in case of things like "p. 6,8" or "123; response 245"
468 $input[’spage ’] = ereg_replace(" ,.*", "", $input[’spage ’]);
469 $input[’spage ’] = ereg_replace(";.*", "", $input[’spage ’]);
470
471 # We can clean up things like spage =128& epage =32
472 if (ereg("^[0 -9]+$", $input[’spage ’]) && ereg("^[0 -9]+$", $input[’epage ’])) {
473 $digit_diff = strlen($input[’spage ’]) - strlen($input[’epage ’]);
474 if ($digit_diff > 0) {
475 $extra_digits = substr($input[’spage ’], 0, $digit_diff);
476 $input[’epage ’] = $extra_digits . $input[’epage ’];
477 }
478 }
479 }
480
481 if (strlen($input[’issn ’]) == 8)
482 $issnwellformed = strtoupper(substr($input[’issn ’],0,4) . "-" . substr($input[’issn ’], 4,7))
; //OK
483 else $issnwellformed = substr($input[’issn ’],0,9);
484
485 $this ->rif["ri_titolopub"]->value = $input[’title ’];
486 $this ->rif["ri_titolopart"]->value = $input[’atitle ’];
487 if(!empty($input[’aulast ’])) {
488 $this ->rif["ri_au1"]->value = $input[’aulast ’]." ".$input[’aufirst ’];
489 $this ->rif["ri_au2"]->value = $input[’au ’];
490 }
491 else $this ->rif["ri_au1"]->value = $input[’au ’];
492 $this ->rif["ri_anno"]->value = substr($input[’date ’], 0, 4); //OK
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493 $this ->rif["ri_anno"]->value = $input[’date ’]; //OK
494 $this ->rif["ri_vol"]->value = $input[’volume ’];
495 $this ->rif["ri_fasc"]->value = $input[’issue ’];
496 $this ->rif["ri_pgini"]->value = $input[’spage ’]; //OK
497 $this ->rif["ri_pgfine"]->value = $input[’epage ’]; //OK
498 $this ->rif["ri_issn"]->value = $issnwellformed;
499 if (!empty($sid_get)) {
500 $this ->rif["ri_sid"]->value = $sid_get";
501 }
502
503 }
504 }
505
506 /**
507 * Esegue il parsing di un OpenUrl versione 1.0 settendo i campi nell ’oggetto rif
508 * @method parser_v01
509 * @param string id_get id passato nell ’URL
510 * @param string sid_get il codice sid della banca dati passato nell ’URL
511 */
512 private function parser_v10($id_get ,$sid_get ,$input) {
513
514 $rfr_id = $input[’rfr_id ’];
515
516
517 foreach (array_keys ($input) as $key) {
518 $input[$key] = eregi_replace("<", "&lt;", $input[$key]);
519 $input[$key] = eregi_replace("%40", "&lt;", $input[$key ]);
520 $input[$key] = eregi_replace(">", "&gt;", $input[$key]);
521 $input[$key] = eregi_replace("%41", "&gt;", $input[$key ]);
522 $input[$key] = eregi_replace("&lt;/ script&gt;", "", $input[$key]);
523 $input[$key] = eregi_replace("&lt;script .*&gt;", "", $input[$key]);
524 }
525 if (isset($input[’pages’])) {
526 $input[’pages’] = trim(ereg_replace(" *: *", "", $input[’pages’]));
527 $input[’pages’] = eregi_replace("^p\. *", "", $input[’pages’]);
528 $input[’pages’] = ereg_replace("\.$", "",$input[’pages ’]);
529 }
530
531 if (! $input[’rft.spage’] && ereg("(.+) -(.*)", $input[’pages’], $pages_list)) {
532 $input[’rft.spage’] = $pages_list [1];
533 $input[’rft.epage’] = $pages_list [2];
534 } elseif (! $input[’rft.spage’] && $input[’pages’]) {
535 $input[’rft.spage’] = $input[’pages’];
536 }
537
538 if (isset($input[’rft.spage’])) {
539 # in case of things like "p. 6,8" or "123; response 245"
540 $input[’rft.spage’] = ereg_replace(" ,.*", "", $input[’rft.spage’]);
541 $input[’rft.spage’] = ereg_replace(";.*", "", $input[’rft.spage’]);
542
543 # We can clean up things like spage =128& epage =32
544 if (ereg("^[0 -9]+$", $input[’rft.spage’]) && ereg("^[0 -9]+$", $input[’rft.epage’])) {
545 $digit_diff = strlen($input[’rft.spage’]) - strlen($input[’rft.epage’]);
546 if ($digit_diff > 0) {
547 $extra_digits = substr($input[’rft.spage’], 0, $digit_diff);
548 $input[’rft.epage’] = $extra_digits . $input[’rft.epage ’];
549 }
550 }
551 }
552
553 // url_ctx_fmt (format of tthe ContentObject ) is a fixed value
554 // is mandatory for by -value and by -Reference OpenURL , is optional for Inline OpenURL
555 $url_ctx_fmt=$input[’url_ctx_fmt ’];
556
557 $url_ctx_val=$url_ctx_ref="";
558 // is mandatory for by -value OpenURL
559 if(!empty($input[’url_ctx_val ’])) $url_ctx_val=$input[’url_ctx_val ’];
560 // is mandatory for by -reference OpenURL
561 if(!empty($input[’url_ctx_ref ’])) $url_ctx_ref=$input[’url_ctx_ref ’];
562 // inline OpenURL has $url_ctx_val= $url_ctx_ref =""
563
564 // referrer
565 $ref = $input[’rfr_id ’];
566
567
568 // by -value and inline
569 if(empty($url_ctx_ref)) {
570
571 $test_issn = $input[’rft_issn ’];
572 if (strlen($test_issn) == 8)
573 $issnwellformed = strtoupper(substr($test_issn ,0,4) . "-" . substr($test_issn , 4,7)); //OK
574 else $issnwellformed = substr($test_issn ,0,9);
575
576 $this ->rif["ri_titolopub"]->value = $input[’rft_jtitle ’];
577 $this ->rif["ri_titolopart"]->value = $input[’rft_atitle ’];
578 $this ->rif["ri_au1"]->value = $input[’rft_aulast ’].", ".$input[’rft_aufirst ’];
579 $this ->rif["ri_au2"]->value = $input[’rft_au ’];
580 $this ->rif["ri_anno"]->value = $input[’rft_date ’];
581 $this ->rif["ri_vol"]->value = $input[’rft_volume ’];
582 $this ->rif["ri_fasc"]->value = $input[’rft_issue ’];
583 $this ->rif["ri_pgini"]->value = $input[’rft_spage’];
584 $this ->rif["ri_pgfine"]->value = $input[’rft_epage’];
585 $this ->rif["ri_issn"]->value = $issnwellformed;
586 $this ->rif["ri_sid"]->value = $ref;
587
118
A.11 Classe Etichetta
588
589 if (strstr($ref , "info:sid/www.isinet.com:WoK")) {
590
591 // Web of Science
592 $this ->rif["ri_au1"]->value = $input[’rft_aulast ’].", ".$input[’rft_auinit ’];
593 $this ->rif["ri_titolopub"]->value = $input[’rft_title ’];
594 if(!empty($input[’rft_stitle ’])) $this ->rif["ri_titolopart"]->value = $input[’rft_stitle ’];
595 if(!empty($input[’rft_atitle ’])) $this ->rif["ri_titolopart"]->value = $input[’rft_atitle ’];
596
597 }
598 }
599 else {
600 // by -reference
601 $this ->rif["ri_titolopub"]->value = "by reference - contattare il webmaster";
602 $this ->rif["ri_titolopart"]->value = "by reference - contattare il webmaster";
603 }
604 }
605
606 }
A.11 Classe Etichetta
1 /**
2 * Classe che rappresenta un’etichetta
3 */
4 class Etichetta {
5
6 /** Array associativo contenente oggetti di tipo {@link field}, uno per campo corrispondente a quelli
sul DB
7 * <br >L’array viene riempito dal costruttore tramite query creando cosi ’ la struttura della classe
8 * @variable private array eti
9 */
10 private $eti; // Array che conterra ’ i dati dell ’utente indicizzati per nome campo
11
12 // -------------------- METODI DELLA CLASSE ETICHETTA -------------------- //
13
14 /**
15 * Costruttore della classe etichetta.
16 * @method __construct
17 * @param int id ID dell ’etichetta <br >
18 * Se id=null crea solo la struttura , altrimenti costruisce l’oggetto con i valori dell ’etichetta
19 * che ha per ID quello passato
20 */
21 function __construct($id=null) {
22
23 //Si collega al DB
24 $dbnilde=new Db();
25
26 // Crea l’oggetto $ute , anche vuoto
27 $this ->eti=$dbnilde ->fetch_fields("etichetta");
28
29 if($id!=null) {
30 // Fa la query
31 $result=$dbnilde ->execute("SELECT * FROM etichetta WHERE et_id=$id");
32
33 if($result && $dbnilde ->numrows($result)==1) {
34
35 // Legge tutti i valori ritornati
36 $dati=$dbnilde ->fetch($result);
37
38 // Inserisce i valori ad uno a uno nell ’oggetto
39 foreach ($this ->eti as $key=>$v)
40 $this ->eti[$key]->value=$dati[$key];
41 }
42 }
43 }
44
45 /**
46 * Funzione di overload chiamata internamente da PHP5 per accedere direttamente ai membri della classe
47 * @method __get
48 * @param string fieldname nome del campo di cui fare la get
49 * @return Oggetto {@link field} corrispondente al campo
50 */
51 public function __get($fieldname) {
52 return $this ->eti[$fieldname]->value;
53 }
54
55 /**
56 * Funzione di overload chiamata internamente da PHP5 per impostare direttamente il valore dei membri
della classe
57 * @method __set
58 * @param string fieldname nome del campo di cui fare la set
59 * @param mix val valore da assegnare al campo
60 */
61 public function __set($fieldname ,$value) {
62 $this ->eti[$fieldname]->value=$value;
63 }
64
65 /**
66 * Funzione di overload chiamata internamente da PHP5 per verificare se un membro della classe e’
settato
67 * @method __isset
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68 * @param string fieldname nome del campo di cui fare la set
69 * @return bool indica se il membro e’ settato
70 */
71 public function __isset($fieldname) {
72 return isset($this ->eti[$fieldname ]);
73 }
74
75
76 /**
77 * Funzione di overload chiamata internamente da PHP5 per resettare membro della classe
78 * @method __unset
79 * @param string fieldname nome del campo di cui fare la set
80 */
81 public function __unset($fieldname) {
82 unset($this ->eti[$fieldname ]);
83 }
84
85
86 /**
87 * Distruttore della classe utente.
88 * @method __destruct
89 */
90 function __destruct () {
91 $this ->eti=null;
92 }
93
94
95 /**
96 * Visualizza un form di inserimento di una nuova etichetta.<br >
97 * Invoca form per la stampa del form
98 * @method nuovo
99 * @param int idute id dell ’utente che crea l’etichetta
100 * @param string action URL pagina a cui fare il POST del form
101 */
102 function nuovo($idute ,$action="my_action_etichetta.php") {
103
104 $this ->form($idute ,$action ,TRUE);
105
106 }
107
108
109 /**
110 * Visualizza un form per la modifica del nome dell ’etichetta.<br >
111 * Invoca form per la stampa del form
112 * @method modifica
113 * @param int idute id dell ’utente che possiede l’etichetta da modificare
114 * @param string action URL pagina a cui fare il POST del form
115 */
116 function modifica($idute ,$action="my_action_etichetta.php") {
117
118 $this ->form($idute ,$action ,FALSE);
119
120 }
121
122
123 /**
124 * Esegue l’eliminazione dell ’etichetta.<br >
125 * @method elimina
126 * @param int idute id dell ’utente che possiede l’etichetta da eliminare
127 */
128 function elimina($idute) {
129
130 // Si collega al DB
131 $dbnilde=new Db();
132
133 // Elimina l’etichetta
134 $query=" DELETE FROM etichetta
135 WHERE et_id = ".$this ->eti["et_id"]->value;
136
137 $result=$dbnilde ->execute($query);
138
139
140 }
141
142 /**
143 * Visualizza un form per inserimento/modifica dell ’etichetta
144 * @method private form
145 * @param int idute id dell ’utente che crea l’etichetta
146 * @param string action URL pagina a cui fare il POST del form
147 * @param bool new indica se si sta ’ inserendo un nuvo utente (<code >$new=TRUE </code >) o si modifica
uno gia ’ esistente (<code >$new=FALSE </code >)
148 */
149 private function form($idute ,$action ,$new=FALSE) {
150
151 $form=new FieldsForm("form_etichetta",$action);
152
153 if (!$new) {
154 $form ->addHidden("et_id",$this ->eti["et_id"]->value ,null ,"\n");
155 $form ->addHidden("op","update",null ,"\n");
156 }
157 else {
158 $form ->addHidden("op","new",null ,"\n");
159 }
160
161 $val=SQL_unescape($this ->eti["et_nome"]->value);
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162
163 $form ->addHidden("ut_id",$idute ,null ,"\n");
164 $form ->addField($this ->eti["et_nome"]);
165
166 $form ->addSubmit("btn_submit","Invia",null ,null ,"&nbsp;&nbsp;\n");
167 $form ->addReset("btn_reset","Cancella",null ,null ,"<br/>\n");
168 $form ->close();
169
170 $form ->stampa ();
171 }
172
173
174 /**
175 * Aggiunge la nuova etichetta nel DB
176 * @method inserisci
177 * @param array post array associativo contenente i campi del DB da inserire (passati p.e. tramite HTTP
POST)
178 */
179 function inserisci($post) {
180
181 // Inizializza i valori per l’utente
182 $ute=SQL_escape($post["ut_id"]);
183
184 // Inizializza i valori per il nome
185 $nom=SQL_escape($post["et_nome"]);
186
187
188 // Si collega al DB
189 $dbnilde=new Db();
190
191 // Inserisce il nuovo etichetta in " etichetta"
192 $query=" INSERT INTO etichetta (ut_id ,et_nome) VALUES (’$ute ’,’$nom ’) ";
193
194 $result=$dbnilde ->execute($query);
195
196 }
197
198
199
200 /**
201 * Aggiorna i dati modificati dell ’etichetta sul DB
202 * @method aggiorna
203 * @param array post array associativo contenente i campi del DB da modificare (passati ad es. tramite
HTTP POST)
204 */
205 public function aggiorna($post) {
206
207
208 // Inizializza i valori per il nome
209 $val=SQL_escape($post["et_nome"]);
210
211 // Si collega al DB
212 $dbnilde=new Db();
213
214 // Aggiorna il riferimento
215 $query="UPDATE etichetta SET et_nome=’$val’ WHERE et_id=".$this ->eti["et_id"]->value;
216
217 $result=$dbnilde ->execute($query);
218
219 }
220
221 /**
222 * Associa l’eticheta al riferimento passato
223 * @method associa
224 * @param idrif id del riferimento da associare
225 */
226 public function associa($idrif) {
227
228 // Si collega al DB
229 $dbnilde=new Db();
230
231 if (($this ->eti["et_id"]->value) != "") { // controlla se esiste l’etichetta
232
233 try {
234 $query="INSERT INTO rif_eti (et_id ,ri_id) VALUES (’".$this ->eti["et_id"]->value."’,’".$idrif
."’) ";
235 $result=$dbnilde ->execute($query);
236 }
237 catch(DBException $exc) {
238 $errn=$exc ->DbErrorNum ();
239 if ($errn != 1062) echo $exc; // debug
240 }
241 return TRUE;
242 }
243 return FALSE;
244
245 }
246
247 /**
248 * Disassocia l’eticheta dal riferimento passato
249 * @method disassocia
250 * @param idrif id del riferimento da disassociare
251 */
252 public function disassocia($idrif) {
253
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254 // Si collega al DB
255 $dbnilde=new Db();
256
257 $query="DELETE FROM rif_eti WHERE et_id = ’".$this ->eti["et_id"]->value."’ and ri_id = ’".$idrif."
’";
258 $result=$dbnilde ->execute($query);
259 }
260 }
A.12 Classe Bibliografia
1 /**
2 * Classe che rappresenta la bibliografia
3 */
4 class Bibliografia {
5
6 // -------------------- METODI DELLA CLASSE BIBLIOGRAFIA -------------------- //
7
8 /**
9 * Visualizza l’intera bibliografia dell ’utente
10 * @method bibliografia
11 */
12 public static function elenco_rif($idute , $label , $order , $qualif , $start , $passo) {
13
14 if ($order == null) $order = "ri_titolopub";
15 if ($qualif == null) $qualif = "asc";
16 if ($start == null) $start = "0";
17 if ($label == null) $label = "0"; // indica nessun filtro per etichetta
18 if ($passo == null) $passo = "10";
19
20
21 // Si collega al Db
22 $dbnilde=new Db();
23
24
25 // Filtro per etichetta
26 if ($label != "0") {
27 // Query per contare il totale dei risultati
28 $result_count = $dbnilde ->execute(
29 "SELECT COUNT(ri_id)
30 FROM rif_eti
31 WHERE rif_eti.et_id = ".$label
32 );
33
34 // Query con i risultati filtrati per etichetta
35 $result = $dbnilde ->execute(
36 "SELECT rif.ri_id , ri_titolopub , ri_au1 , ri_anno , rm_stato , ri_titolopart , dd_stato_ddill
, rm_datarichie , rm_dataeva , rm_notebibute , rm_noteutebib , rm_cancella
37 FROM refman ref , riferimento rif
38 WHERE rif.ri_id = ref.ri_id AND rif.ri_id = any (
39 SELECT rif_eti.ri_id
40 FROM rif_eti
41 WHERE rif_eti.et_id = ".$label.")
42 ORDER BY ".$order." ".$qualif."
43 LIMIT ".$start.", ".$passo
44 );
45 }
46 // Tutti i riferimenti dell ’utente
47 else {
48 // Query per contare il totale dei risultati
49 $result_count = $dbnilde ->execute(
50 "SELECT COUNT(ri_id)
51 FROM refman
52 WHERE ut_id = ".$idute." AND rm_stato != ".getConstVar("Rif_Eliminato")
53 );
54 $result = $dbnilde ->execute(
55 "SELECT rif.ri_id , ri_titolopub , ri_au1 , ri_anno , rm_stato , ri_titolopart , dd_stato_ddill
, rm_datarichie , rm_dataeva , rm_notebibute , rm_noteutebib , rm_cancella
56 FROM refman ref , riferimento rif
57 WHERE ref.ut_id = ".$idute." AND rm_stato != ".getConstVar("Rif_Eliminato")." AND ref.
ri_id = rif.ri_id
58 ORDER BY ".$order." ".$qualif."
59 LIMIT ".$start.", ".$passo
60 );
61 }
62 // Conta il numero totale di riferimenti
63 $arr = $dbnilde ->fetch($result_count ,2);
64 $max = $arr [0];
65
66 // Conta il numero dei campi ritornati dalla query
67 $cols = $dbnilde ->numcols($result);
68
69 // Ottine il nome dei campi e li mette in un array
70 for ($j=0; $j < $cols; $j++) {
71 $flds[$j] = $dbnilde ->fieldname($result ,$j);
72 }
73
74 // Ottiene l’elenco delle etichette per l’utente
75 $eti_arr=db_elenco("et_id");
76
77 // -INIZIO FORM -
78 $form=new Form("form_bibliografia","my_action_bibliografia.php","POST");
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79
80 // Menu funzioni
81 $form ->addHTML("<table width =\"100%\" border =\"0\" >"."\n");
82 $form ->addHTML("<tr >"."\n");
83
84 // . Bottone Elimina
85 $form ->addSubmit("op","delete",null ,"<td >"," </td >\n");
86
87 // . Bottone Stampa
88 $form ->addSubmit("op","stampa",null ,"<td >"," </td >\n");
89
90 // . Elenco etichette per " visualizza per etichetta"
91 $eti_vis=$eti_arr;
92 $eti_vis [0]="Tutti";
93 $form ->addSelect("label",FALSE ,$eti_vis ,$label ,null ,null ,"<td>","\n");
94 $form ->addSubmit("op","visualizza",null ,null ,"</td >\n");
95
96 // . Elenco etichette per "associa ad etichetta" e " dissasocia da etichetta"
97 $eti_arr=db_elenco("et_id");
98 if (isset($eti_arr)) {
99 $form ->addSelect("eti_coll",FALSE ,$eti_arr ,null ,null ,null ,"<td >","\n");
100 $form ->addSubmit("op","collega",null ,null ,"</td >\n");
101 $form ->addSelect("eti_scoll",FALSE ,$eti_arr ,null ,null ,null ,"<td>","\n");
102 $form ->addSubmit("op","scollega",null ,null ," </td >\n");
103 }
104 else $form ->addHTML("<td >Nessuna etichetta creata </td >\n");
105
106 // . Navigazione tra le pagine
107 $form ->addHTML("<td >");
108 if ($start > 0) {
109 $form ->addHTML("[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".$idute."&label="
.$label."&order=".$order."&qualif=".$qualif."&start =0& passo=".$passo."\"><<</a>]");
110 $pre = $start - $passo;
111 $form ->addHTML("[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".$idute."&label="
.$label."&order=".$order."&qualif=".$qualif."&start=".$pre."&passo=".$passo."\"><</a>]");
112 }
113 else $form ->addHTML("[<<][<]");
114
115 if ($start + $passo < $max) {
116 $pos = $start + $passo;
117 $form ->addHTML(" (".( $start +1)."-".$pos." / ".$max.") ");
118 $form ->addHTML("[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".$idute."&label="
.$label."&order=".$order."&qualif=".$qualif."&start=".$pos."&passo=".$passo."\">></a>]");
119 if ($max % $passo == 0) $last = $max - $passo;
120 else $last = $max - ($max % $passo);
121 $form ->addHTML("[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".$idute."&label="
.$label."&order=".$order."&qualif=".$qualif."&start=".$last."&passo=".$passo."\">>></a>]\
n");
122 }
123 else $form ->addHTML(" (".( $start +1)."-".$max." / ".$max.") [>][>>]\n");
124
125 // . Passo
126 $passo_arr=Array (5= >5 ,10= >10 ,15= >15 ,20= >20);
127 $form ->addSelect("passo",FALSE ,$passo_arr ,$passo ,null ,null ,"Passo: ","\n");
128 $form ->addSubmit("op","visualizza",null ,null ,"\n");
129
130 $form ->addHTML(" </td >\n");
131 $form ->addHTML(" </tr >\n");
132 $form ->addHTML(" </table >\n");
133
134 $form ->addHTML("<br />\n");
135
136 $form ->addHTML("<table width =\"100%\" border =\"1\" >\n");
137
138
139 // Scrive la riga di intestazione della tabella con i nomi dei campi e le frecce per l’ordinamento
140 $form ->addHTML("<tr >\n");
141 $form ->addHTML("<th />\n"); // colonna 1: check box
142
143 for ($j=1; $j < 5; $j++) { // colonne 2-5
144 if ($flds[$j] == $order) {
145 if($qualif == "asc")
146 $form ->addHTML("<th> >[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".
$idute."&label=".$label."&order=".$flds[$j]."&qualif=desc&start =0& passo=".$passo."
\">v</a>]<<br />- ".getConstVar($flds[$j])." -</th >\n");
147 else
148 $form ->addHTML("<th> >[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".
$idute."&label=".$label."&order=".$flds[$j]."&qualif=asc&start =0& passo=".$passo."
\">^</a>]<<br />- ".getConstVar($flds[$j])." -</th >\n");
149 }
150 else
151 $form ->addHTML("<th >[<a href =\" my_action_bibliografia.php?op=visualizzaGET&ut_id=".$idute."&
label=".$label."&order=".$flds[$j]."&qualif=asc&start =0& passo=".$passo."\">v</a>]<br
/>- ".getConstVar($flds[$j])." -</th >\n");
152 }
153
154 $form ->addHTML("<th >DD/ILL </th >\n"); // colonna 6: dati dd/ill
155 $form ->addHTML(" </tr >\n");
156
157 // Scrive tutte le righe della tabella
158 $i=0;
159 while ($row=$dbnilde ->fetch($result)) {
160
161 $form ->addHTML("<tr >\n");
162
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163 // Colonna [1] Checkbox con ID
164 $idrif[$i]=$row["ri_id"];
165 $form ->addCheckbox("idrif[]",$idrif[$i],"",null ,"<td>","</td >\n");
166
167 // Colonna [2] TITOLO
168 $form ->addHTML("<td ><a href =\" my_action_refman .php?op=vis_rif&ri_id=".$idrif[$i]."\">".
sql_unescape($row["ri_titolopub"])."<br />".sql_unescape($row["ri_titolopart"])."<a/><br
/>");
169 $result_eti = $dbnilde ->execute(
170 "SELECT et_nome
171 FROM etichetta
172 WHERE et_id = any (
173 SELECT et_id
174 FROM rif_eti
175 WHERE ri_id = ".$idrif[$i].")"
176 );
177 // Conta il numero di etichette associate al rif
178 $numeti = $dbnilde ->numrows($result_eti);
179
180 if ($numeti > 0) {
181 // Per ogni etichetta associata al rif prende il nome e lo scrive
182 $first = TRUE;
183 while ($eti=$dbnilde ->fetch($result_eti)) {
184 if (! $first) $form ->addHTML(", ");
185 else $first = FALSE;
186 $form ->addHTML($eti["et_nome"]);
187 }
188 $form ->addHTML(".");
189 }
190 $form ->addHTML(" </td >\n");
191
192 // Colonna [3] AUTORE
193 $form ->addHTML("<td >".sql_unescape($row["ri_au1"])." </td >\n");
194
195 // Colonna [4] ANNO
196 $form ->addHTML("<td >".sql_unescape($row["ri_anno"])." </td >\n");
197
198 // Colonna [5] Stato DD/ILL
199 $form ->addHTML("<td >".$row["rm_stato"]." </td >\n");
200
201 // Colonna [6] Dati DD/ILL
202 if ($row["rm_stato"] == getConstVar("Rif_NonRichiesto "))
203 $form ->addHTML("<td ><a href =\" my_action_refman.php?op=ric_rif&ri_id=".$idrif[$i]."\">[
Richiedi ]<a/></td >");
204 elseif ($row["rm_stato"] == getConstVar("Rif_RichiestaAperta")) {
205 $form ->addHTML("<td >\n");
206 $form ->addHTML("Richiesto il ".print_datetime($row["rm_datarichie"],"date")."\n");
207 if ($row["rm_cancella"]== getConstVar("CANCELLA_OFF"))
208 $form ->addHTML("<a href =\" my_action_bibliografia.php?op=ric_canc&ri_id=".$idrif[$i]."&
ut_id=".$idute."&label=".$label."&order=".$order."&qualif=".$qualif."&start=".
$start."&passo=".$passo."\">[ Annulla ]<a/><br/>");
209 else $form ->addHTML("<br/>Si e’ richiesto l’annullamento per questo ordine <br/>");
210 $form ->addHTML("Note per la biblioteca: ".sql_unescape($row["rm_noteutebib"])."<br />\n")
;
211 $form ->addHTML(" </td >\n");
212 }
213 elseif ($row["rm_stato"] == getConstVar("Rif_RichiestaChiusa")) {
214 $form ->addHTML("<td >\n");
215 $form ->addHTML("Ricevuto il ".print_datetime($row["rm_dataeva"],"date")."<br />\n");
216 $form ->addHTML("Note dalla biblioteca: ".sql_unescape($row["rm_notebibute"])."<br />\n");
217 $form ->addHTML(" </td >\n");
218 }
219
220 $i++;
221 $form ->addHTML(" </tr >\n");
222 }
223
224 $form ->addHTML("</table >\n");
225
226 $form ->addHidden("ut_id",$idute ,null ,"\n");
227 $form ->addHidden("order",$order ,null ,"\n");
228 $form ->addHidden("qualif",$qualif ,null ,"\n");
229 $form ->addHidden("start","0",null ,"\n");
230
231 $form ->close();
232 // - FINE FORM -
233
234 $form ->stampa ();
235
236
237 }
238
239
240 public static function history_dd ($idute) {
241
242 // Si collega al Db
243 $dbnilde=new Db();
244
245 $result = $dbnilde ->execute(
246 "SELECT ri_titolopub , ri_titolopart , ri_au1 , ri_anno , rm_datarichie , rm_dataeva
247 FROM refman ref , riferimento rif
248 WHERE ref.ut_id = ".$idute." AND rm_stato != ".getConstVar("Rif_NonRichiesto ")." AND
rm_stato != ".getConstVar("Rif_RichiestaAperta")." AND ref.ri_id = rif.ri_id
249 ORDER BY rm_datarichie DESC"
250 );
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251
252 echo "<table width =\"100%\" border =\"1\" >\n";
253
254 // Conta il numero delle colonne/il numero dei campi della tabella
255 $cols = $dbnilde ->numcols($result);
256
257 // Ottine il nome dei campi e li mette in un array
258 for ($j=0; $j < $cols; $j++) {
259 $flds[$j] = $dbnilde ->fieldname($result ,$j);
260 }
261
262 echo "<tr >\n";
263 for ($j=0; $j < 5; $j++)
264 echo "<th >- ".$flds[$j]." -</th >\n";
265 echo "</tr >\n";
266
267 // Scrive tutte le righe della tabella
268 while ($row=$dbnilde ->fetch($result)) {
269 echo "<tr >\n";
270 for ($j=0; $j < 5; $j++)
271 echo "<td >".$row[$flds[$j]]." </td >\n";
272 echo " </tr >\n";
273 }
274
275 echo "</table >"."\n";
276
277
278 }
279
280
281 public static function print_list ($post) {
282
283 // Si collega al Db
284 $dbnilde=new Db();
285
286 $num_sel= count($post["idrif"]);
287 for ($i=0; $i < $num_sel; $i++) {
288
289 $result = $dbnilde ->execute(
290 "SELECT *
291 FROM riferimento
292 WHERE ri_id = ".$post["idrif"][$i]
293 );
294
295 // Conta il numero delle colonne/il numero dei campi della selezione
296 $cols = $dbnilde ->numcols($result);
297
298 // Ottine il nome dei campi e li mette in un array
299 for ($j=0; $j < $cols; $j++) {
300 $flds[$j] = $dbnilde ->fieldname($result ,$j);
301 }
302
303 // Scrive tutti valori della selezione
304 $row=$dbnilde ->fetch($result);
305 echo $row["ri_au1"]." ".$row["ri_au2"].". ".$row["ri_titolopart"].", ".$row["ri_titolopart"
].". Vol ".$row["ri_vol"]." (".$row["ri_fasc"].") pp ".$row["ri_pagini"]."-".$row["
ri_pagini"]."<br/><br/>\n";
306
307 }
308
309 }
310 }
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1 CREATE DATABASE ‘nilde ‘ DEFAULT CHARACTER SET utf8 COLLATE utf8_unicode_ci;
2
3 CREATE TABLE ‘nilde ‘.‘qualifica ‘ (
4 ‘qu_id ‘ int (10) unsigned NOT NULL auto_increment COMMENT ’Identificativo qualifica’,
5 ‘qu_nome ‘ varchar (100) collate utf8_unicode_ci NOT NULL COMMENT ’Nome qualifica’,
6 PRIMARY KEY (‘qu_id ‘)
7 ) ENGINE=InnoDB DEFAULT CHARSET=utf8 COLLATE=utf8_unicode_ci;
8
9 CREATE TABLE ‘nilde ‘.‘utente ‘ (
10 ‘ut_id ‘ int (10) unsigned NOT NULL auto_increment COMMENT ’Identificativo utente ’,
11 ‘ut_usr ‘ varchar (50) collate utf8_unicode_ci NOT NULL COMMENT ’Username ’,
12 ‘ut_pwd ‘ varchar (32) collate utf8_unicode_ci NOT NULL COMMENT ’Password ’,
13 ‘ut_nome ‘ varchar (50) collate utf8_unicode_ci NOT NULL COMMENT ’Nome utente ’,
14 ‘ut_cognome ‘ varchar (50) collate utf8_unicode_ci NOT NULL COMMENT ’Cognome utente ’,
15 ‘ut_email ‘ varchar (100) collate utf8_unicode_ci NOT NULL COMMENT ’Indirizzo e-mail’,
16 ‘ut_tel_1 ‘ varchar (15) collate utf8_unicode_ci NOT NULL COMMENT ’Numero di telefono primario ’,
17 ‘ut_tel_2 ‘ varchar (15) collate utf8_unicode_ci default NULL COMMENT ’Numero di telefono secondario ’,
18 ‘ut_fax ‘ varchar (15) collate utf8_unicode_ci default NULL COMMENT ’Numero di fax’,
19 ‘qu_id ‘ int (10) unsigned NOT NULL COMMENT ’Identificativo della qualifica utente (tab. qualifica)’,
20 ‘ut_dip ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Dipartimento di afferenza ’,
21 ‘ut_mat ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Numero di matricola/tessera ’,
22 ‘ut_referente ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Nome del referente’,
23 PRIMARY KEY (‘ut_id ‘),
24 KEY ‘qu_id ‘ (‘qu_id ‘),
25 FOREIGN KEY (‘qu_id ‘) REFERENCES ‘qualifica ‘ (‘qu_id ‘) ON DELETE NO ACTION ON UPDATE CASCADE
26 ) ENGINE=InnoDB DEFAULT CHARSET=utf8 COLLATE=utf8_unicode_ci;
27
28
29 CREATE TABLE ‘nilde ‘.‘riferimento ‘ (
30 ‘ri_id ‘ int (10) unsigned NOT NULL auto_increment COMMENT ’Identificativo riferimento ’,
31 ‘ri_tipomateriale ‘ int (10) NOT NULL COMMENT ’Tipo di riferimento: 1=Articolo , 2=libro’,
32 ‘ri_titolopub ‘ varchar (100) collate utf8_unicode_ci NOT NULL COMMENT ’Titolo Rivista/Libro’,
33 ‘ri_titolopart ‘ varchar (100) collate utf8_unicode_ci default NULL COMMENT ’Titolo Articolo/Parte’,
34 ‘ri_au1 ‘ varchar (100) collate utf8_unicode_ci default NULL COMMENT ’Autore Principale ’,
35 ‘ri_au2 ‘ varchar (100) collate utf8_unicode_ci default NULL COMMENT ’Autori secondari’,
36 ‘ri_anno ‘ int(4) default NULL COMMENT ’Anno di pubblicazione’,
37 ‘ri_vol ‘ varchar (100) collate utf8_unicode_ci default NULL COMMENT ’Volume ’,
38 ‘ri_fasc ‘ varchar (50) collate utf8_unicode_ci default NULL COMMENT ’Fascicolo’,
39 ‘ri_pgini ‘ int (10) default NULL COMMENT ’Pagina iniziale ’,
40 ‘ri_pgfine ‘ int (10) default NULL COMMENT ’Pagina finale ’,
41 ‘ri_abstract ‘ text collate utf8_unicode_ci COMMENT ’Abstract ’,
42 ‘ri_editore ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Editore ’,
43 ‘ri_luogoed ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Luogo di edizione ’,
44 ‘ri_doi ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Codice DOI’,
45 ‘ri_issn ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Codice ISSN’,
46 ‘ri_isbn ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Codice ISBN’,
47 ‘ri_sid ‘ varchar (20) collate utf8_unicode_ci default NULL COMMENT ’Codice SID’,
48 PRIMARY KEY (‘ri_id ‘)
49 ) ENGINE=InnoDB DEFAULT CHARSET=utf8 COLLATE=utf8_unicode_ci;
50
51
52 CREATE TABLE ‘nilde ‘.‘refman ‘ (
53 ‘rm_id ‘ int (10) NOT NULL auto_increment COMMENT ’Identificativo (non usato)’,
54 ‘ri_id ‘ int (10) unsigned NOT NULL COMMENT ’Identificativo riferimento (tab. riferimento)’,
55 ‘ut_id ‘ int (10) unsigned NOT NULL COMMENT ’Identificativo utente (tab. utente)’,
56 ‘rm_datains ‘ datetime NOT NULL COMMENT ’Data inserimento articolo ’,
57 ‘rm_stato ‘ int (10) NOT NULL default ’1’ COMMENT ’Stato riferimento ’,
58 ‘rm_colloca ‘ varchar (100) collate utf8_unicode_ci default NULL COMMENT ’Collocazione ’,
59 ‘rm_url ‘ varchar (100) collate utf8_unicode_ci default NULL COMMENT ’URL riferimento ’,
60 ‘rm_note ‘ text collate utf8_unicode_ci COMMENT ’Note utente ’,
61 ‘rm_datarichie ‘ datetime default NULL COMMENT ’Data di richiesta al servizio DD’,
62 ‘rm_dataeva ‘ datetime default NULL COMMENT ’Data di evasione dal servizio DD’,
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63 ‘rm_noteutebib ‘ text collate utf8_unicode_ci COMMENT ’Note accompagnamento richiesta al servizio DD’,
64 ‘rm_notebibute ‘ text collate utf8_unicode_ci COMMENT ’Note accompagnamento risposta dal servizio DD’,
65 ‘rm_stato_dd ‘ int (10) NOT NULL default ’0’ COMMENT ’Stato richiesta DD’,
66 ‘rm_cancella ‘ tinyint (1) NOT NULL default ’0’ COMMENT ’Ric. annullamento: 0= NonRichiesta 1= Richiesta ’,
67 PRIMARY KEY (‘ut_id ‘,‘ri_id ‘),
68 KEY ‘rm_id ‘ (‘rm_id ‘),
69 KEY ‘ri_id ‘ (‘ri_id ‘),
70 FOREIGN KEY (‘ut_id ‘) REFERENCES ‘utente ‘ (‘ut_id ‘) ON DELETE CASCADE ON UPDATE CASCADE ,
71 FOREIGN KEY (‘ri_id ‘) REFERENCES ‘riferimento ‘ (‘ri_id ‘) ON DELETE CASCADE ON UPDATE CASCADE
72 ) ENGINE=InnoDB DEFAULT CHARSET=utf8 COLLATE=utf8_unicode_ci;
73
74
75 CREATE TABLE ‘nilde ‘.‘etichetta ‘ (
76 ‘et_id ‘ int (10) unsigned NOT NULL auto_increment COMMENT ’Identificativo etichetta’,
77 ‘ut_id ‘ int (10) unsigned NOT NULL COMMENT ’Identificativo utente (tab. utente)’,
78 ‘et_nome ‘ varchar (30) collate utf8_unicode_ci NOT NULL COMMENT ’Nome Etichetta ’,
79 PRIMARY KEY (‘et_id ‘),
80 KEY ‘ut_id ‘ (‘ut_id ‘),
81 FOREIGN KEY (‘ut_id ‘) REFERENCES ‘utente ‘ (‘ut_id ‘) ON DELETE CASCADE ON UPDATE CASCADE
82 ) ENGINE=InnoDB DEFAULT CHARSET=utf8 COLLATE=utf8_unicode_ci;
83
84
85 CREATE TABLE ‘nilde ‘.‘rif_eti ‘ (
86 ‘et_id ‘ int (10) unsigned NOT NULL COMMENT ’Identificativo etichetta (tab. etichetta)’,
87 ‘ri_id ‘ int (10) unsigned NOT NULL COMMENT ’Identificativo riferimento (tab. riferimento)’,
88 PRIMARY KEY (‘et_id ‘,‘ri_id ‘),
89 KEY ‘ri_id ‘ (‘ri_id ‘),
90 FOREIGN KEY (‘et_id ‘) REFERENCES ‘etichetta ‘ (‘et_id ‘) ON DELETE CASCADE ON UPDATE CASCADE ,
91 FOREIGN KEY (‘ri_id ‘) REFERENCES ‘riferimento ‘ (‘ri_id ‘) ON DELETE CASCADE ON UPDATE CASCADE
92 ) ENGINE=InnoDB DEFAULT CHARSET=utf8 COLLATE=utf8_unicode_ci;
128
Bibliografia
[ACPT02] P. Atzeni, S. Ceri, S. Paraboschi, and R. Torlone. Basi di dati - Modelli
e linguaggi di interrogazione. McGraw-Hill, 2002.
[AN07] J. Arlow and I. Neustadt. UML 2 e Unified Process. McGraw-Hill, 2007.
[Con07] Sito ufficiale di Connotea. http://www.connotea.org/, 2007.
[Del07] F. Dell’Orso. Bibliography Formatting Software: An Evaluation
Template. 2007. http://www.burioni.it/forum/ors-bfs/text/index.html.
[Dig05] Manifesto delle Biblioteche Digitali. http://www.aib.it/aib/cg/gbdigd05a.htm3,
2005.
[dSH99] H. Van de Sompel and P. Hochstenbach. Reference Linking in a Hybrid
Library Environment Part 2: SFX a Generic Linking Solution. D-Lib
Magazine, 5(10), April 1999.
[Dub07] Dublin Core Metadata Initiative. http://dublincore.org/, 2007.
[Jac04] M. E. Jackson. The future of interlending. Interlending & Document
Supply, 32(2):88–93, 2004. PT: J; UT: ISI:000223117400004.
[KEV04] NISO AX committee - KEV Implementation Guidelines v1.7, 2004.
[Mar07] MARC standards. http://www.loc.gov/marc/, 2007.
129
BIBLIOGRAFIA
[MGPG05] S. Mangiaracina, M. Giannuzzi, B. Pistoia, and M. Guazzerotti. Il si-
stema NILDE : dalla sperimentazione alla cooperazione, dal progetto al
servizio. Biblioteche Oggi, gennaio-febbraio(1):29–39, 2005.
[MyS07] Sito ufficiale MySQL. http://www.mysql.com/, 2007.
[Pas06] V. Pasqui. Portali: funzionalita` e tecnologie nel contesto bibliotecario.
2006. http://hdl.handle.net/1889/509.
[PHP07] Sito ufficiale PHP. http://www.php.net/, 2007.
[Ref07] Sito ufficiale di RefWorks. http://www.refworks.com/, 2007.
[Rus03] R. Russell. Hack Proofing. McGraw-Hill, 2003.
[Sch07] A. Schomburg. Bibliographic Management Systems. 2007.
http://wwwex.biochem.mpg.de/iv/lvsh.html.
[Tra04] A. Trachtenberg. Upgrading to PHP 5 First Edition. 2004.
[WoS07] Sito di ISI Web of Knowledge - Web of Sience.
http://www.isiknowledge.com/, 2007.
130
Ringraziamenti
Ringrazio la mamma e il babbo per aver atteso tutto questo tempo.
Ringrazio chi avrebbe voluto vedermi laureato ma non ha potuto.
Ringrazio il prof. Danilo Montesi e la dott.ssa Silvana Mangiaracina per il tempo e
l’impegno spesi a seguirmi in questo lavoro.
Ringrazio la Biblioteca del CNR di Bologna che mi ha dato questa opportunita`, e in
particolare Marta, Alessandro, Daniele, Giacomo, Maria Grazia, Silvia e Patrizia.
Ringrazio Stefania.
Ringrazio i miei amici di sempre.
Ringrazio tutte le ragazze e i ragazzi del Circolo universitario.
Ringrazio Falo` per avermi tenuto compagnia nelle notti a scrivere la Tesi
. . . e tutti quelli che sicuramente sto scordando ora.
131
