Abstract-Static type systems play an essential role in contemporary programming languages. Despite their importance, whether static type systems influence human software development capabilities remains an open question. One frequently mentioned argument for static type systems is that they improve the maintainability of software systems-an often used claim for which there is no empirical evidence. This paper describes an experiment which tests whether static type systems improve the maintainability of software systems. The results show rigorous empirical evidence that static type are indeed beneficial to these activities, except for fixing semantic errors.
I. INTRODUCTION
There is a long, ongoing debate about the possible pros and cons of static or dynamic type system in programming languages (see [2] , [14] , [4] for a general introduction into type systems). While many authors state that static type systems are extremely important (see again [2] , [14] , [4] ), others hold opposite views (for instance, [22] ).
Typical examples of arguments about advantages of static type systems can be found in many text books on programming and programming languages:
• "Strong typing is important because adherence to the discipline can help in the design of clear and wellstructured programs. What is more, a wide range of logical errors can be trapped by any computer which enforces it". [1, p. 8]
• "A static type system provides the reader of code with an implicit documentation. Because a static type system enforces type declarations for variables, methods parameters and return types, it implicitly increases the documentation factor by making the code speak for itself." [14, p. 5] Some of the drawbacks typically mentioned include [22, pp.
149-159]:
• "A type system can be overly restrictive and forces the programmer to sometimes work around the type system."
• "They can get in the way of simple changes or additions to the program which would be easily implemented in a dynamic type system but make it difficult in the static type system because of dependencies that always have to be type correct."
The debate regarding the pros and cons of static or dynamic type systems is ongoing in both academia and the software industry. While statically typed programming languages such as C, C++ and Java dominated the software market for many years, dynamically typed programming languages such as Ruby or JavaScript are increasingly gaining groundespecially in the domain of software development for the web. This paper contributes to this discussion with a controlled experiment (see [11] , [23] , [19] , [16] for introductions on controlled experiments) that empirically investigates the possible benefits of static type systems. The main research question for our experiment is whether a static type system is helpful to humans, given the following considerations: 1) a set of use cases involving new classes, and 2) in tasks involving fixing errors in an application. The programming languages used in the experiment were Java and Groovy-where Groovy was used as a dynamically typed Java. The classes given to the subjects were either statically typed (for Java) or dynamically typed (for Groovy). The experiment reveals that those subjects who used the statically typed version of the classes had a significant positive benefit for tasks where different classes had to be used and where type errors had to be fixed (respectively no-such-method-errors in the dynamically typed classes). For semantic errors, no difference between the statically and dynamically typed variants were found. The measurements are based on development time; the time developers needed to solve a given programming task.
Structure of the paper. Section II gives an overview of related work. Section III describes the experiment by discussing initial considerations, the programming tasks given to the subjects, the general experimental design, and threats to validity. Then, section IV describes the results by describing the measured data, giving descriptive statistics and performing significance tests on the measurements. After discussing the experiment in section V, we conclude in section VI.
II. RELATED WORK
Gannon's early experiment [7] revealed an increase in programming reliability for the subjects using a language with a static type system; each subject solved a task twice, with both kinds of type systems in varying order.
Prechelt and Tichy studied the impact of static type checking on procedure arguments using the programming languages ANSI C, which performs type checking on arguments of procedure calls, and K&R C, which does not [17] . The experiment revealed, for one task, a significant positive impact of the static type system with respect to the development time, but did not reveal a significant difference for the other.
A qualitative pilot study on type systems by Daly et al. observed programmers who used a new type system for an existing language [5] . The authors concluded that at least in the specific setting, the benefit of the statically typed language could not be shown.
An empirical evaluation of seven programming languages performed by Prechelt [15] showed that programs written in (dynamically typed) scripting languages (Perl, Python, Rexx, or Tcl), took half or less time to write than equivalent programs written in C, C++, or Java.
The study presented here is part of a larger experiment series about static and dynamic type systems (see [9] ).
In [8] we studied the effect of a static and dynamic type system to implement a scanner and a parser; The dynamic type system had a significant positive time benefit for the scanner, while no significant difference could be measured for implementing the parser. In [21] we analyzed to what extent type casts, which occur in statically typed programs, influence simple programming tasks. We found out that type casts did negatively influence the development time of trivial programming tasks, while longer tasks showed no significant difference.
A further experiment [20] revealed that the fixing of type errors is significantly faster with a static type system (in comparison to no-such-method errors). In [13] we analyzed the impact of static or dynamic type systems on the use of undocumented APIs. The study showed for three of five programming tasks a positive impact of the static type system, and a positive impact of the dynamic type system for two other tasks.
III. EXPERIMENT DESCRIPTION
We start with initial considerations, then discuss our programming environment and methodology. After introducing the experimental design we give a detailed description of the programming tasks. Then, we describe the experiment execution and finally, we discuss threats to validity.
A. Initial Considerations for Experimental Design
The intent of the experiment is to identify in what situations static type systems possibly have an impact on the development time. The underlying motivation for this experiment is that previous experiments already identified a difference between static and dynamic type system for programming tasks [7] , [17] , [8] , [21] . According to previous experiments and the literature on type systems, our expectations were that static type systems potentially help in situations like 1) adding or adapting code on an existing system, and 2) finding and correcting errors in an existing system. Therefore we examine three kinds of programming tasks: 1) using the code from an existing system, where documentation is only provided by the source code; 2) fixing type errors (no-such-method-errors for dynamically typed applications) in existing code; 3) fixing semantic errors in existing code. The hypotheses followed by the experiment were: 1) Static type systems decrease development time if classes should be used which are only documented by its source code 2) Static type systems decrease development time if type errors need to be fixed 3) For fixing semantic errors, the (static or dynamic) type system has no influence on the resulting debugging time. The programming tasks reflect the three hypotheses; we did not want to have a single task for each hypothesis, as the experiment's result could be heavily influenced by a compound factor such as task description, etc. Thus we defined several tasks for each hypothesis. Since we needed statically and dynamically typed programming tasks, an obvious consideration is the choice programming languages. Our goal was to use languages as similar as possible, and which do not need exhaustive additional training for the subjects. Since Groovy can be used as a dynamically typed Java, and the subjects were already proficient with Java, this language pair was an obvious choice.
B. Environment and Measurement
We use the Emperior programming environment which was used in previous experiments [6] . It consists of a simple text editor (with syntax highlighting) with a tree view that shows all necessary source files for the experiment. From within the text editor, subjects were permitted to edit and save changes in the code and also to run both the application and test cases.
Subjects worked sequentially on each individual task, without knowing the next ones. Every time a new programming task was given to the subject, a new IDE was opened which contained all the necessary files. For each task, subjects were provided executable test cases, without their source code. We measured the development time until all test cases for the current programming task passed; we do not need to measure correctness, as passing tests imply correctness.
The whole programming environment (IDE with programming tasks, test cases, etc.) including the operating system (Ubuntu 11.04) was stored on an USB stick which was used to boot the machines used in the experiment.
C. Experimental Design
The experiment in this paper follows a within-subject design that has been applied in previous experiments [21] , [6] , [13] . The motivation for the within-subject design is the relatively low number of subjects: While within-subject designs potentially suffer from the problem of learning effects, they have the benefit that each individual's difference in performance can be considered in the analysis, which increases the statistical power.
In this design, we first give developers a set of statically typed programming tasks, i.e. programming tasks with a corresponding set of classes which have static type annotations in the Java programming language and the same tasks with a set of classes without such annotations in Groovy. In order to study whether there is a difference between both solutions, we divide the set of subjects into two groups and let one group start the development tasks with Groovy and the other group start with Java (often called counterbalancing). Table I illustrates the corresponding design. The potential problem with this approach is in cases where the learning effect is too large. In such cases, the second measurement will always be lower than the first measurement: the experiment will not reveal any result. In case the learning effect and the language effect is equal, the design still reveals a result since group B would not show any difference, while group A would (under the assumption that the static type system indeed decreases development time). A more detailed discussion of this design can be found in [21] , [13] .
D. Base Application
The software used by the participants was based on a small, round-based, video game written in Java for a previous experiment [10] , which was slightly extended. This application base consisted of 30 classes, with 152 methods, and contained approximately 1300 lines of code. We translated the application to Groovy, removing all static type system information.
While it is difficult to do so completely, to reduce learning effects we renamed all the classes, fields, methods, and other code constructs in the Java application, to produce an application in a different program domain-a simple e-mail client. For both programs, we renamed field and method parameter names so that they would not reflect the exact type they contained. This was done to remove the documentation value of type names from variables, and to make the program type free. Variables were renamed using synonyms of the types they stood for.
E. Programming Tasks
The experiment consisted of 9 tasks, each of which had to be solved in both languages. In addition to these regular tasks, a warm-up task (not part of the analysis) was provided to make the participants comfortable with the environment they had to use. The task descriptions were provided as a class comment. Example solutions for each task can be found in the appendix (Tables V, VI) . According to the hypotheses in the experiment we designed three kinds of tasks:
• Class identification tasks (CIT), where a number of classes needs to be identified (Table V) . The participants had to fill a method stub in the task.
• Type error fixing tasks (TEFT), where a type error needs to be fixed in existing code (Table VI) .
• Semantic error fixing tasks (SEFT), where a semantic error needs to be fixed in existing code (see Table VI ).
In the following we describe the characteristics of each task. The numbering of the tasks corresponds to the order in which the tasks were given to the subjects. We explain the task description for only one of the languages to conserve space. 1) CIT 1 (two classes to identify): For this task two classes have to be identified, namely a Pipeline class which would take a generic type parameter and the ActionsAndLoggerPipe class. Instances of these have to be used by initializing a type ActionsAndLoggerPipe with two Pipeline instances and then passing the pipe along a method call.
2) CIT 2 (Four Classes to Identify): This task requires 4 classes to be identified. In Java, instances of MailStartTag and MailEndTag have to be sent to an instance of the type EMailDocument, along with an Encoding (which is an abstract class, but any of the provided subclasses was a correct choice for instantiation). Additionally, both start and end tag have to be provided with a CursorBlockPosition instance during their creation.
3) CIT 3 (Six Classes to Identify): For this task six classes need to be identified. A MailElement subclass of type OptionalHeaderTag has to be instantiated, outfitted with several dependencies and then returned.
4) SEFT 1: In this task a semantic error, which leads to wrong program behavior, needs to be fixed. Subjects are given a sequence of statements that are executed during test runs and give a starting point for debugging. An additional consistency check shows what was expected from the program. In the code, when a cursor reaches the last element of an e-mail, it should result in a job of type ChangeMailJob in order to load the next mail. Because of the error, a SetCursorJob instance is wrongly used instead, which reset the cursor back to the first element of the current mail. The consistency check provides a description of the error and tells the participants that the current document has not changed after reaching the last element.
5) SEFT 2: Subjects are given a code sample that interacts with the application and which contains a consistency check. In this task, the goal is to identify a missing method call in the code that leads to wrong behavior. TableVI shows both the wrong code and the correct solution for the Groovy video game. The problem is that once a player moves from one field to the next, a move command is executed. This move command is supposed to set the player reference to the new field and delete it from the previous. The semantic error is that the call to the method is missing. This leads to duplicate player references, which are detected by the consistency check. The participants had to insert the missing call.
6) CIT 4 (Eight Classes to Identify):
This task requires instantiating the WindowsMousePointer class. This object has to be outfitted with dependencies to other objects (e.g., icons, cursors, theme). The task requires the subjects to identify the class hierarchies and subclasses that are needed. Enumeration types were used as well, although the specific values were not critical to the task. 7) TEFT 1: This task contains a type error where the place with the faulty code is different from the place that leads to a program run-time exception. Because of the nature of this error, they are easily detected by the static type checker in Java. As such, only the Groovy tasks require explanation (see Table VI ). In the erroneous code in Groovy, a GameObject instance is inserted into a property that is supposed to be a simple String. As such, when the consistency check runs, the properties are concatenated, which leads to a run-time exception, because the GameObject does not have a concatenate method. The solution is to remove the GameObject and keep the String.
8) CIT 5 (Twelve Classes to Identify): These tasks requires subjects to identify twelve classes; the largest construction effort of all type identification tasks. In Java, participants have to configure a MailAccount instance with dependencies to other objects, which represent a part of the mail account configuration (e.g., user credentials). These objects also have dependencies to other objects, resulting in a large object graph. 9) TEFT 2: We suspect this task is one of the more difficult ones for Groovy developers. It contains a wrongly assigned object leading to a run-time error, but the distance between the bug insertion and the run-time error occurrence is larger than for tasks TEFT 1. When a new TeleportCommand is created, it is outfitted with dependencies to the player and the level. The bug is that the order of the two parameters is wrong. The solution is to switch the order of the two types, which may not be obvious.
10) Summary of Programming Tasks: Table II gives an overview of the characteristics of each programming task. Five programming tasks required participants to identify classeswhere they varied with respect to the number of classes to be identified. For the type errors, as well as for the semantic errors, we designed two programming tasks.
For CI Tasks, developers are given an empty method stub where parameters either need to be initialized or used for the construction of a new object (which requires additional objects as input). For TEF Tasks, Java developers have code that does not compile due to a type error. In contrast, for Groovy developers, a test case fails. In both cases, the subjects have to transform the code base. For SEF Tasks, all subjects are given failing tests and the code base must be modified until all pass.
F. Experiment Execution
The experiment was performed with 36 subjects, but only 33 finished the tasks. Of these subjects, thirty students, three were research associates, and three were industry practitioners. All subjects were volunteers and were randomly assigned to the two groups. Two practitioners started with Java and all three research associates started with Groovy. A more detailed description of the subjects can be found in [12] . The experiment was performed at the University of Duisburg-Essen within a time period of one month. The machines used by the subjects where IBM Thinkpads R60, with 1GB of RAM.
G. Threats to Validity
As with any scientific study, this study has a number of potential threats to validity. Some of the threats are general for these kinds of experiments (students as subjects, small programming tasks, artificial development environment), which are already discussed in detail in other related experiments (see for instance [21] , [8] ). Furthermore, the experimental design causes some internal threats (learning effect may hide the main effect) which is explained in more detail in [13] . As many of these threats have been described previously, we discuss here those most relevant to the current experiment. Chosen tasks (external validity): We explicitly designed the programming tasks in a way that complicated control structures such as loops, recursion, etc. were not used. Using those control structures probably increases the variability amongst subjects. Given this potential problem, the effects observed here may not generalize to real-world programs in industry.
Chosen programming languages (internal and external validity): For practical reasons we decided to use Java and Groovy as representatives for languages with static and dynamic type systems. However, Java's type system requires explicit type annotations for return types, variables, parameters, etc. This differs from the type system of languages such as ML. As a consequence, Java source code requires more text; the potential disadvantage is that writing this code requires more keyboard input, while the potential benefit is that these annotations present reinforcing documentation. However, the characteristic of having a type annotation and its consequences is not directly related to static type systems and can be achieved without having a statically typed languages. If our experiment reveals a difference between Java and Groovy, it is possible the observed effect is not related to the type system, but is instead related to the syntactical element type annotation. 124  227  193  295  320  591  104  153  74  87  323  537  78  149  293  564  44  246  1907  4072  max  1609  2215  4285  1354  1983  2433  2910  3062  2264  2262  3240  2505  900  2565  1514  2538  535  2285  14414  14557  arith. mean  535  818  781  669  813  1182  1111  814  507  429  827  1026  236  928  691  1112  147  849  5648  7827  median  480  575  567  562  711  1010  1015  639  293  282  716  880  197  813  671  1046  116  750  4892  7349  std. dev.  336  552  787  309  410  453  798  696  528  426  543  461  159  549  246  417  101  557  2925  2214 In other words, the effect of syntax, or our choice of languages (e.g., Java and Groovy), is not clear from this study.
IV. EXPERIMENT RESULTS

A. Measurements and Descriptive Statistics
Table VII shows the observed development time for all tasks, while Table III shows the corresponding descriptive statistics. The boxplot in Figure 1 gives a more intuitive representation of the data. Both the data and the descriptive statistics reveals several facts. First, no single subject had sums of development times for Java that were greater than the sums of development times for Groovy. Second, for all tasks (including the sums) the minimum time is always smaller in Java than in Groovy. However, this statements does not hold for the maximum times, the arithmetic means, or the medians:
• Maximum: For the tasks CIT 2, SEFT 2 and CIT 4 the maximum development time is larger for the Java solution.
• Arithmetic mean: For the tasks CIT 2, SEFT 1, and SEFT 2 the arithmetic mean is larger for the Java solutions.
• Median: For the tasks CIT 2, SEFT 1, and SEFT 2 the median for the Java solutions is larger. Consequently, the first impression that the Java development times are always faster than the Groovy development times is not immediately obvious-due to the different results from the maximum, arithmetic means and medians.
B. Repeated Measures ANOVA
We start the statistical analysis by treating each subsequent round of tasks separately. This is completed by first analyzing round 1 of programming tasks (task 1-9) with all developers together (i.e. those that solved the tasks in Java and those that solved the tasks in Groovy). Then, we do the same for the second round. The analysis is performed by using a Repeated Measure ANOVA, with the within-subject factor programming task and the between-subject factor programming language. Since this analysis combines the different languages in each round, it cannot benefit from the within-subject effect that each individual performs each task twice. Figures 2 and 3 show the boxplots for the two rounds. While for the type error fixing tasks (TEFT), there seems to be hardly a difference between both rounds, we see rather large differences for the other kinds of tasks in both rounds. Further, before conducting our tests, we ran Mauchly's sphericity test, which was significant in both rounds. As such, we used the standard Greenhouse-Geisser correction in reporting our Repeated Measure ANOVA results.
Results show, first, that the dependent variable of development time showed a significant difference in the first as well as in the second round (p<.001, partial η 2 =.275 in the first round and p<0.001, partial η 2 =.246 in the second round). In both cases the estimated effect size is comparable (with .275 and .246). Second, there is a significant interaction between the factor programming task and programming language (in the first round p<.001, partial η 2 =.181 and in the second round p<.001, partial η 2 =.172). In both cases the estimated effect size is comparable. The significance indicates that the original motivation holds-the effect of the programming language is different for different programming tasks. Concerning the impact of the between-subject factor programming language, it turns out that it is non-significant for the first round (p>.76) and significant for the second (p<.001).
To summarize, different programming tasks have an influence on the resulting development times. Furthermore, the resulting development times depend on the tasks as well as on the programming language. Hence, it is reasonable to analyze the different tasks and the languages in separation, with a within-subject study of each task. 
C. Task-Wise and Group-Wise Analysis
To perform a within-subject analysis on each task we combine, for each subject, the development times for both rounds. In other words, we compare the group starting with Java and the group starting with Groovy separately.
Figures 4 and 5 show boxplots for both groups. The groups are quite different: for the group starting with Groovy there is a clear positive impact of Java, while for the Java-first group the effect is more nuanced. In all cases, we performed the non-parametric Wilcoxon-test. The results of the test for the first group starting with Groovy ("Groovy first") and the group starting with Java ("Java first") as well as the combination of both analyses is given in Table IV ; to ease reading, the table We can see that for the group starting with Groovy, the effect of the programming language is always significant: in all cases Java required less development time. Likely explanations are either the effect of the static type system or the learning effect from the experiment. For the group starting with Java, we have a different result. For CIT 2, SEFT 1, and SEFT 2 the subjects required less time with Groovy, while no significant impact of the programming language was found for CIT 1, CIT 3 and CIT 4. Combining both results, we obtain a positive impact of Java for all Type Error Fixing Tasks (TEFT), all Class Identification Tasks (except CIT 2), and no impact on the semantic error fixing tasks. .003 benefit -Groovy --Java Java Java Groovy Groovy Result benefit Java -Java Java Java Java Java --
V. DISCUSSION
The experiment revealed a positive impact of the static type system for six of nine programming tasks: For all tasks where type errors needed to be fixed (TEFT) and for most of the tasks where new classes need to be used (CIT), but no difference for semantic error fixing tasks (SEFT). From this perspective, the experiment provides evidence that static type systems benefit developers in situations where a set of classes has to be used where documentation is limited or not available (which we suspect is quite common). An important implication of the experimental results is that no single tasks could be used to argue in favor for dynamic type systems-the best humans performed with them was a statistical tie compared to their static cousins.
Further, while no statistically significant differences were observed with regards to tasks involving debugging semantic errors, it seems plausible that learning effects masked any potential results. This is a common problem with repeated measures designs such as ours. The trade-off here is that such experimental designs make it easier to obtain statistically reliable results on small samples (because you obtain more data from each subject), but such learning effects must be taken into account, both statistically (using a Repeated Measures Anova) and practically (e.g., potentially adjusting the tasks). With that said, even if one type is ultimately found to be superior for this kind of task, the fact that it may be masked implies that the effect size is probably small.
In CIT 2, the group starting with Groovy was faster with the statically typed solution, while the group starting with Java was faster with the dynamically typed solution. Following the same argumentation as before, this likely means that the learning effect was larger than the (possible) positive main effect of the static type system. However, it was not obvious from our observations why this would be the case. Ultimately, the principle for solving CIT 2 was the same as for CIT 1, 3, 4, and 5. In all these cases, the developer had to use a number of new classes which were not known to him upfront. In CIT 2, a relatively small number of new classes had to be identified (four types)-which is less than for CIT 3, 4, and 5, but more than for CIT 1. Hence, it is not sufficient to argue that this task is different because of the number of classes to be identified.
We cannot exclude that the special situation of CIT 2 might be the result of the underlying domain. Groovy developers (who used the video game example) may have found the classes to be used more intuitive than the classes for the Java application (the mail client). Additionally, we think that the method names in the task might have given the developers a hint on the kinds of classes had to be used. For instance, the methods setStart and setGoal in the Groovy code for task two seem to have a larger association to the necessary types StartLevelField and GoalLevelField in comparison to task one (where setTasksAndMessages required a Queue object). At least, the special situation with CIT 2 gives implies that the argumentation for or against static types cannot be trivially reduced to the question of how many (unknown) classes are needed in order to solve a programming task. There seem to be other factors which need to be identified. Given this point, we think that identifying these factors exactly is an important avenue of future work, if nothing else, to provide future programming language designers with a roadmap for how type systems could, or maybe should, be designed to maximize human performance as best as the research community is able (see [13] for a corresponding example and a more detailed discussion).
VI. SUMMARY AND CONCLUSION
Although there is a long ongoing debate about the possible pros and cons of static type systems, there is hardly any empirical data available on their usage by human developers. This paper introduced an experiment empirically analyzing the potential benefit of static type systems. Three kinds of programming tasks-all of them potential maintenance taskswere given to 33 subjects: tasks where a set of previously unknown classes had to be used by the developers, tasks where developers had to fix semantic errors, and tasks where developers had to fix type errors. Altogether nine programming tasks were given to the subjects.
Each subject did the programming tasks twice: with a statically typed environment and with a dynamically typed one. For the statically typed environment, the subjects used the programming language Java, while for the dynamically typed environment they used Groovy. The result of the experiment can be summarized as follows:
• Static type systems help humans use a new set of classes: For four of the five programming tasks that required using new classes, the experiment revealed a positive impact of the static type system with respect to development time. For one task, we did not observe any statistically significant difference (possibly due to learning effects).
• Static type systems make it easier for humans to fix type errors: For both programming tasks that required fixing a type error, the use of the static type system statistically significantly reduced development time.
• For fixing semantic errors, we observed no differences with respect to human development times: For both tasks where a semantic error had to be fixed, we did not observe any statistically significant differences (also possibly due to learning effects).
The experiment suffers (like every experiment) from a number of threats to validity. One of them is that the dynamically typed code was artificially constructed in a way that the names of the parameters, variables, etc. did not contain any hints with respect to the corresponding expected types. It might be the case that we caused additional complexity to the dynamically typed solutions. In fact, to what extent (or for which percentage or in what situation) parameter names in dynamically typed code reflect the classes/types that are expected is unclear. An empirical investigation of dynamically typed source code repositories could help answering this question (examples of these studies are [3] , [18] ). It might be further noted that there is some oft occurring statement that tool support for statically typed languages is easier to achieve (for code refactorings, etc.). Under this assumption, using a mature IDE (such as Eclipse etc.) it seems reasonable that a positive impact on the development times for the statically typed versions would be observed. We think that in our case (for the languages Java and Groovy) this would have been the case-however, Java has much more mature IDE support than Groovy and it is important to make the experimental conditions similar. As such, we used simple text editors to make our study as fair as we were able. Still, tool support is common in industry and it seems reasonable that this factor could be considered in future studies.
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CIT 5
M a i l A c c o u n t c r e a t e N e w U s e r P r i n c i p a l A n d A c c o u n t ( S t r i n g userName , S t r i n g p a s s w o r d ) { M a i l F o r m a t t e r mailDOMCreator = new M a i l F o r m a t t e r ( ) ; M a i l F o r m a t R e a d e r r a w F i l e I n p u t R e a d e r = new M a i l F o r m a t R e a d e r ( ) ; M a i l R e a d e r m a i l P a r s e r = new M a i l R e a d e r ( mailDOMCreator , r a w F i l e I n p u t R e a d e r ) ; M a i l I n S e r v e r i n c o m i n g S e r v e r = new M a i l I n S e r v e r ( E n c r y p t i o n T y p e . TLS , S e r v e r T y p e . IMAP ) ; S e n d M a i l S e r v e r o u t g o i n g S e r v e r = new S e n d M a i l S e r v e r ( E n c r y p t i o n T y p e . TLS ) ; S e r v e r C o n f i g u r a t i o n s e r v e r D a t a = new S e r v e r C o n f i g u r a t i o n ( i n c o m i n g S e r v e r , o u t g o i n g S e r v e r ) ; L o c a l A r c h i v e m a i l L o c a t i o n = new L o c a l A r c h i v e ( ) ; C r e d e n t i a l s l o g i n I n f o = new C r e d e n t i a l s ( userName , p a s s w o r d ) ; M a i l A c c o u n t r e s u l t = new M a i l A c c o u n t ( m a i l P a r s e r , s e r v e r D a t a , m a i l L o c a t i o n , l o g i n I n f o ) ; U s e r I n f o u s e r P r o f i l e = new U s e r I n f o ( ) ; r e s u l t . s e t U s e r P r o f i l e ( u s e r P r o f i l e ) ; r e t u r n r e s u l t ; } d e f c r e a t e P r o t o t y p e N e t w o r k F u n c t i o n a l i t y ( ) { d e f p a s t E v e n t s = new E v e n t H i s t o r y ( ) ; d e f i n c i d e n t M a n a g e r =
new N e t w o r k E v e n t H a n d l e r ( p a s t E v e n t s ) ; d e f t r a n s m i s s i o n M e t h o d = T r a n s p o r t P r o t o c o l . TCP ; d e f e n d P o i n t = new I P A d d r e s s ( ) ; d e f s e r v e r F a c a d e = new S e r v e r P r o x y ( t r a n s m i s s i o n M e t h o d , e n d P o i n t ) ; d e f i o = new F i l e A c c e s s ( ) ; d e f p a r s e r = new G a m e L e v e l P a r s e r ( ) ; d e f f o r m a t t e r = new S e r i a l i z e r ( i o , p a r s e r ) ; d e f r e s u l t = new N e t w o r k A c c e s s ( i n c i d e n t M a n a g e r , s e r v e r F a c a d e , f o r m a t t e r ) ; d e f g a m e I n f o = new GameData ( G a m e S t a t e . I d l e ) ; r e s u l t . s e t N e x t C o n t e n t ( new GamePackage ( g a m e I n f o ) ) ; r e t u r n r e s u l t ; } Table VI  EXAMPLE SOLUTIONS FOR SEMANTIC ERROR FIXING TASKS (SEFT) AND TYPE ERROR FIXING TASKS (TEFT) 
