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Abst ract - -Tes t ing  is traditionally used to check the correctness of programs, but we argue that 
it can also he used to check the correctness of databases. In this paper, we present a theoretical 
foundation for declarative testing of logic databases, which can he used to check the correctness (i.e., 
consistency or completeness) of databases, as well as the correctness of the user's queries on databases. 
1. INTRODUCTION 
Testing [1] is a process of executing a program with the intention of finding some errors. Declara- 
tive testing [2] is a testing process pecifically for logic programs. Although traditionally testing is 
used to check the correctness ofprograms, it can also be used to check the correctness ofdatabases. 
Particularly, declarative testing can be used to check the correctness of logic databases. 
A logic database is a database based on logic. Sometimes, it is also called a deductive database. 
From a conceptual point of view, a logic database is simply a logic program--both consist of facts 
and rules. But, of course, there are some practical differences between logic databases and logic 
programs. For example, one of the differences i that a logic program usually has more rules than 
facts; while a logic database usually has more facts than rules. Also, in program testing, it is 
assumed that the test data are correct, thus it is only necessary to check the correctness of the 
program. But in database testing, it is necessary to check the correctness of both the database 
and database queries. 
In this paper, we shall present a theoretical foundation for declarative testing of logic databases 
based on our earlier work in declarative testing of logic programs [2]. It is assumed that readers of 
this paper have some basic knowledge of logic programming and declarative testing in logic pro- 
gramming. For more details, readers are advised to consult Lloyd's book on logic programming [3] 
and the author's book on declarative testing and debugging in logic programming [4]. 
2. SOME EXAMPLES 
In this section, we present some examples in order to demonstrate he basic idea of declarative 
testing of logic databases. First, we give an example of declarative testing of logic programs. 
EXAMPLE 1. The following program is incorrect with wrong answers: 
intersection([], X, []) ~- 
intersection( [X [ R] , Y, [X[Z]) ~- member(X, Y), 
intersection(R, Y, Z) 
intersection(IX[R], Y, Z) ~-not  member(X, Y), 
intersection(R, Y, Z) 
member(X, IX I _ ]) ~- Y, missing this statemen~ 
member(X, [_ [ Y]) +-member(X, Y) 
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When a test goal 
~-- intersection([1,2], [2,3"1, Answer) 
is given to the program, it will return a wrong answer 
Answer = [']. 
Actually, the correct answer should be: 
Answer = [2]. 
EXAMPLE 2. The following program is incorrect with missing answers: 
max([A I L"1, Max) ~- -maxt (L ,  A, Max) 
maxl([], A, A) 
maxl ( [A  l B] ,  )1, )11) ~-- )1 < A, max1(B, A, )11) 
max1([A I B"1, M, MI) ~- )1 >= A, maxl(M, B, )11) 
7. should be maxl(B, M, MI) 
When a test goal 
~-max( [ lO0,  2,  99"1, Max) 
is given to the program, it will fail on this goal 
fail. 
This means that it misses the answer 
Max = 100. 
We call the incorrect program with wrong answers an inconsistent program, and the incorrect 
program with missing answers an incomplete program. 
The above are two examples of declarative testing of ordinary logic programs. When we 
apply declarative testing to logic databases, the situation is different. We present some (simple) 
examples to illustrate this point. 
EXAMPLE 3. The following is a small and simple family database D: 
mother(mary, john) ~- 
mother(mary, f red)  ~- 
father(andrew, john) +-- 
Clearly, the data structure diagram representing the correct specification of D is as follows (see 
Figure 1). 
mary 
john fred 
andrew 
Figure 1. 
When a test query Q 
*-- fa ther (andrew,  f red) .  
is given to the database, it will return 
fa i l .  
Is the database D incorrect or is the query Q incorrect? There are two problems concerning 
this question: the database is inconsistent/incomplete, or the query is inconsistent/incomplete, 
depending on the intended interpretation of the database which reflects its specification. We use 
Example 3 as a further illustration of this problem. 
EXAMPLE 4. The correctness of databases and database queries. 
If the data structure diagram representing the correct specification of D in Example 3 is as in 
Figure 2, then the query is incorrect (here it is inconsistent), since andrew is not john's father, 
but f red 's  father. 
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Similarly, if the data structure diagram representing the correct specification of D in Example 3 
is as in Figure 3; then the database is incorrect (here it is incomplete), since andrew is both john's 
and fred's father. 
mary 
~ r 
john fred 
a~lrew 
Figure 2. 
mary 
john fred 
andrew 
Figure 3. 
Thus, there are two purposes in testing a logic database: one is to test the correctness of the 
queries, the other is to test the correctness of the database. By assuming the existence of an oracle 
(usually the user, or the Data Base Adminstrator (DBA)) who knows the intended interpretation 
of Q on D, then by comparing the intended interpretation with the machine interpretation tort D, 
it can be determined whether D is correct or the query on D is correct. In the next section, we 
formalise this idea. 
3. FORMALISAT ION 
In this section, we formalise the ideas presented in the previous section. First, we give the 
formal definitions of logic databases and queries. 
DEFINITION 1. A logic database statement is a typed first order logic formula either in the form 
v(A w), 
or in the form 
V(A .-), 
where A is an atom, W is a typed first order logic formula. 
DEFINITION 2. A logic database is a finite set of database statements. 
DEFINITION 3. A query to a logic database is a typed first order logic formula in the form of 
v(,- w), 
where W is a typed first order logic formula. 
Note that in the above three definitions, W is defined as an arbitrary typed first order logic 
formula. But for simplicity, we consider W here as a typed conjunction of literals L1,. . . ,  Ln, or 
more simply, the typed conjunction of atoms A1,... ,  An. 
DEFINITION 4. Let D be a database, Q a query on D and ID an intended interpretation (expected 
answer) olD, denoted by D(Q). 
DEFINITION 5. Let D be a database, Q a query on D and I~) a computed interpretation (machine 
answer) of database D, denoted by D*(Q). 
In program testing, it is enough to define the intended and machine interpretations of P 
(corresponding here to D), but in database testing, it is necessary to define the intended and 
expected interpretations of Q, since when the database D becomes very large, the user no longer 
knows what is in the database nor does he know clearly what should be retrieved. Sometimes the 
machine interpretation is wrong not because D is wrong, but because Q is wrong. So we need to 
define the intended and machine interpretations of Q. 
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DEFINITION 6. Let D be a database, Q a query on D and I O an intended interpretation (expected 
answer) of Q, denoted by Q(D). 
DEFINITION 7. Let D be a database, Q a query on D, and I~ a computed interpretation (machine 
answer) of Q, denoted by Q*(D). 
In order to test the correctness of a query Q, we assume the database D is correct. 
PROPOSITION 1. Let Q be a query, D a database, Q(D) the intended interpretation, and Q*(D) 
the machine interpretation. Then, 
Q is said to be correct on D, iff 
Q is said to be incorrect on D, iff 
Q is said to be inconsistent on D, iff 
Q(D) = Q'(D); 
Q(D) ¢ Q*(D); 
Q(D) C Q'(D); 
Q is said to be incomplete on D, iff 
Q(D) D Q*(D). 
Now, we assume that query Q is correct and test the correctness of database D. 
PROPOSITION 2. Let D be a database, Q a query, D(Q) the intended interpretation, and D*(Q) 
the machine interpretation. Then, 
D is said to be correct on Q, iff 
D is said to be incorrect on Q, iff 
D(Q) = D*(Q); 
D(Q) ~ D'(Q); 
D is said to be inconsistent on Q, iff 
D(Q) C D*(Q); 
D is said to be incomplete on Q, iff 
O(Q) D'(Q). 
Usually, DBAs test the correctness ofdatabases, while users test the correctness oftheir queries. 
From an automata-theoretical point of view, a testing can be modeled by an automaton. 
DEFINITION 8. A test T on a database D is an ordered tripe M = ( I ,~],  F), where I is the 
intended interpretation o lD  (I = {true, false) ), ~. is the test data--a set o£ queries Q, and F 
is a partial function F : I × ~ ~ I. 
In terms of automata, T is the automaton, I the set of states, and I2 the input alphabet. 
Suppose the flowchart in Figure 4(a) represents a tester that branches to D is correct, or to D 
is incorrect, if its input is Y or N, that is, depending on whether D(Q) (respectively, Q(D)) is 
equal to D*(Q) (respectively, Q'(D)) or not. Then the automaton in Figure 4(b) models this 
behaviour. 
As the testing is iterative until D (respectively, Q) is correct, debugging should be invoked if D 
(respectively, Q) is incorrect (see Figure 5(a)). Thus the testing processing can be modeled by 
the automaton in Figure 5(b). 
We now investigate the correctness of the testing method for logic databases. As mentioned in 
the previous ection, a logic database can be regarded as a logic program, so we can directly use 
a logic programming system (e.g., PROLOG) as the query evaluator for the database system. 
Thus, the correctness of declarative testing for databases depends on the correctness of the logic 
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programming system itself. More specifically, it depends on the SLD-resolution (or SLDNF- 
resolution) for databases. 
THEOREM l. Let Q be a query, D the database and I an intended interpretation of D. Then T, 
the testing procedure on D for Q, is a sound procedure. 
PROOF. By the SLD(NF)-resolution, if there is an answer for Q on D, it should be returned. 
For any of the returned answers, by asking the oracle (usually the programmer), the correctness 
is fully decidable (see Figure 6). Thus T on D for Q is sound. | 
THEOREM 2. Let Q be a query, D the database and I the intended interpretation o?D. Then T, 
the testing procedure on D for Q, is a complete/semi-complete procedure. 
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DonQ 
Tester 
Correct Incorrect 
Figure 6. 
PROOF. (I) D halts: By SLD(NF)-resolution, if D halts on Q, then the correctness of all the 
returned answers is fully decidable (see Figure 7). Thus T on D for Q is complete. 
I 
Y/N Y/N Y/N [ 
I I Ans~ Answer~ Tester"" Answf  _ 
D onQ 
halt 
Figure 7. 
(2) D does not halt: By the SLD(NF)-resolution, if D does not halt on Q, then the correctness 
of the returned answers is semi-decidable (see Figure 8). 
Y/N Y/N 
Ans~ Answer~ ... 
Tester 
DonQ 
Y/N 
does not halt 
Figure 8. 
Thus T on D for Q is semi-complete. | 
Note that if D on Q falls into an infinite loop, then the correctness of D (respectively, Q) is 
undecidable (see Figure 9). 
Tester 
D on Q does not halt 
Figure 9. 
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Since the user (or the DBA) is assumed to be the oracle who knows the intended interpretation 
of Q on D, it can be determined after the testing process whether the database D is correct, or the 
query Q is correct. The errors can then be further detected and fixed manually or mechanically 
(e.g., by a declarative debugger). 
4. CONCLUSIONS 
In this paper, we presented a theoretical foundation for declarative testing of logic databases, 
which can test the correctness of databases as well as user's queries. It has been shown that 
declarative testing is useful not only in logic programming, but also in logic databases. The 
testing theory developed is particularly useful in the testing of very large databases for which the 
user (respectively, DBA) may not know the intended interpretation of D (respectively, Q). 
In the research area of testing, there has been much work done on program testing, but little 
on database testing, although there is a paper [5], as far as we know, on the test data generation 
for relational databases. Our work can be regarded as a starting point of declarative testing in 
logic databases. We believe that it is a promising research area and will attract more and more 
researchers. 
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