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Abstract 
Software maintenance plays an important role in the life cycle of software product. It is estimated that more than 80% 
of code in production is unstructured and not well documented. Since the coding style varies to each programmer, it 
is very difficult to do a change in existing software. It necessitates the developer to reconstruct the design module and 
requirements specification from existing code.   
This paper presents an approach to reverse engineer the internal state of an object from C++ programs, resulting in 
state machines. The state of an object can be determined in two ways. In the first approach objects can be extracted 
by statically analyzing the programs. In the second approach extraction of objects and the transitions between the 
objects can be achieved by executing a program on set of test cases which can be restricted by testing the independent 
paths in the behavior of an object.   
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1. Introduction 
     Reverse Engineering is the process of transition of Legacy code into design and/or architectural 
elements. The main aim of CASE tools developed over a period of time is to minimize the effort of 
understanding a Legacy Software. As the Programs are written by various programmers in different 
possible ways, it is difficult to understand the design by using the source code. Reverse Engineering of 
the object oriented applications results in the design representations in the standard UML representation. 
     Reverse Engineering and maintenance of object oriented applications is mostly restricted to static 
analysis of the code. In the earlier approaches class diagrams, sequence diagrams and use case model 
were derived from the source code. The sequence diagram generated from the code depicts only the 
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messages exchanged at the class level. This prevents analyzing the behaviour of individual objects of a 
class.
     Invocation of method based on Equivalence partitioning of data set is insufficient to identify the 
possible states of a class. In this paper static two strategies for extracting state machines form the legacy 
C++ code are presented.  
     The Organization the paper is as follows: Section 2 specifies related work in state transition of objects; 
Section 3 describes the need of reverse engineering and challenges. Section 4 describes Static Analysis 
Approach for extracting state diagrams from C++ code, Section 5 specifies extraction of state machines 
based on independent paths and Section 6 concludes the paper. 
2. Related Work 
     Reverse Engineering is one the essential part of software maintenance. It involves high risk especially 
when the maintenance and development teams are different. Extracting the static model from the source 
code may not be motivating factor for software maintenance. Many reverse engineering tools are 
proposed in literature. However each represents only a subset of operational requirements.  
     In [7], MM Path generation approach for Object Oriented systems was proposed. However the 
emphasis is only to identify the messages exchanged between the objects. In [4] reverse engineering state 
machines for legacy C-Code is presented, but the emphasis is not on Object Oriented Systems. In [3, 6] 
reverse engineering of conceptual model is presented, but the emphasis is more on functional abstraction 
than the data abstraction. In [1, 2, 5] reverse engineering of Object oriented programming languages into 
UML is discussed. The process of reverse engineering is resulting in models consisting of only the static 
parts of design. Though the communication among objects is transformed, but reverse engineering of the 
internal state of the object is not presented.   
     In this paper we propose to identify the internal state of the object from the source code using the static 
analysis and based on the independent paths in the behaviour of object.  
3. Reverse Engineering 
     Reverse engineering is the process of analyzing a subject system to identify the system’s components 
and their interrelationships and create representations of the system in another form or at higher levels of 
abstraction (Chikofsky and Cross [1990]). Reverse engineering is needed when the process to understand 
a software system would take a long time due to incorrect, out of date documentation, complexity of the 
system and the insufficient knowledge of the maintainer of the system. Reverse Engineering is used to 
recover lost information, to improve or provide documentation, to detect side effects, to reuse the 
components and to reduce the maintenance effort. 
     In the earlier approaches, reverse engineering of object oriented code resulted in generation of Class 
Diagrams, Interaction Diagrams and Use case Model in general. However they represent only the static 
nature of the object oriented systems.  
     State Transition diagrams are commonly used by software engineers to implement the dynamic or state 
dependent behaviour of the system. Hence the dynamic behaviour of the system can be understood from 
the source code if the state transition diagram is extracted from the legacy code. 
4. Static Analysis approach for Extraction State Machine 
     The possible states of an object can be extracted statically by visiting each instruction in the given C++ 
Code. The interaction diagrams extracted in the earlier approaches [1, 2] represent one way of extracting 
the static behaviour.  
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     In C++ the implementation of ‘switch/case’ if exists may help in identifying the static nature of 
extracting states of an object and their transitions. The ordinal variable selected may become the event on 
which the method is called. The resultant state of the object depends on the number of methods and the 
visibility of the methods. Further once an object is created, it is in the initial state. The static variables if 
any doesn’t determine the target state, the state of an object can be determined only through public non-
static variables known as interesting state variables.  
Consider the following block of code 
Class C1{ 
   int a,b; 
Public: 
           C1() { a=5; b=10}   
           m1(); 
           m2(); ……. 
};
Consider the following block of main program 
Switch (ch) 
{
   Case 1:  obj.m1(); 
   Case 2:  obj.m2(); 
…..
}
     If the object contains one method, then there exists one initial and one final state. If the object contains 
two methods then there exists four possible states. The states depend on the sequential execution of the 
methods. Based on the execution logic of a method the state of object might change to another or might 
remain in the same state.  
     The following table depicts the no. of state transitions for different methods: m1(),  m1( m2()), m2(), 
m2(m1()) 
Table 1. Possible states of an object after static analysis 
No. Of 
methods 
Initial State Possible 
States
1 S0 1 
2. S0 4 
3. S0 15 
     If there exists only one method m1, then there exists only one initial and one final state. If there are 
exists two methods m1, m2. The call to method m1 by object obj as obj.m1, results in fours states i.e a 
state achieved after call to m1 and another state reached after calling m2 then m1.  
The initial state of an object is determined by the initial values of a and b. It may also depend on 
execution of a default constructor. 
     If the initial state of the object “obj” is S1 (say). The different states of the object can be determined by 
the final state acquired after executing a method. In this case the value of ordinal variable becomes an 
event and the method call an action and the final values produced becomes the final state.  
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State Chart for the above code using ordinal variables values ch=1 and ch=2 is as follows: 
Figure 1. State chart depicting the static behavior 
5. Extraction of State Machine using Independent paths 
     In C/C++, the implementation of state machines using ‘switch/case’ or ‘if’ statements causes problems 
in readability, understand ability, maintainability, and modification because the case statement only helps 
in capturing the first call to a method. The extraction of states of an object as discussed in the literature 
and in the static analysis approach is insufficient to identify the possible internal transitions of an object.  
Since the state of an object depends on the input data items, it is difficult to identify the possible states. 
     The possible state of the object not only depends on the sequence of execution of methods but it also 
depends on the data in a particular method. 
It is proposed to analyze the behaviour of each of the method dynamically to retrieve the possible 
independent paths in a particular method. This can be achieved by analyzing each line of code in the 
method .The cylcomatic complexity gives the number of independent paths 
V (G) = N (DE) + 1 
     Each and every method is analyzed for the number of independent paths by identifying the number of 
decision elements. As each independent path may lead to a different state, several output states can be 
generated. 
     For example if the method m1 consists of 3 decision elements. Then there exist 4 possible final states.  
Class C1{ 
   int a,b; 
Public: 
           C1() { a=5; b=10}   
           m1() 
          {   while (d!=0) 
 { 
  if (a==2) 
 } 
         } 
}
     In the method m1() there exists two Decision Elements hence there exists three independent paths. The 
method m1 invocation results in 3 different states though the input is same. 
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     To extract the possible dynamic behaviour of an object, the internal code has to be analyzed by 
extracting the number of independent paths. The no of independent paths gives the possible final states of 
an object when a method is invoked. The static approach gives the states of an object by evaluating the 
methods invoked. However this doesn’t represent all possible states. Hence the internal structure of each 
and every method needs to be analyzed.  This also helps in identifying the remaining validations which 
may be a part of maintenance activity.  
      When the method m1() is invoked the state of an object may not only change to one target state but it 
may be any of the three target states because of existence of three independent paths in the method m1(). 
Figure 2. State chart depicting the dynamic behaviour 
6. Conclusion 
     Reverse Engineering is the important building block in understanding and maintaining the code. 
Maintainability increases when the dynamic behaviour of the object is translated into design from the 
source code.  
     Static Analysis of source code helps in identifying the possible states of an object based on the number 
of methods that can be invoked in a given class. However this doesn’t depict the full fledged internal 
states of an object. In dynamic approach of extracting the state machines, the internal code of an object 
has to be analyzed which may require many inputs to assess its state. As the final state is usually 
evaluated based on the independent paths, cylcomatic complexity measure is used to assess the no of 
states of an object. To better understand the possible validations both static and dynamic analysis of 
source code is needed for better restructuring of the object oriented systems.  
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