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51 Johdanto
Mobiiliteknologian  kehittyminen  tuo  samalla  sekä  uusia  mahdollisuuksia  että
haasteita  kehittäjille  ja  sisällöntuottajille.  Juurikin  mobiilisovellusten  käyttö  on
älypuhelinten käyttäjäkunnan keskuudessa vain kasvussa (Flurry 2014). Älypu-
helimia on erilaisia ja kaikilla on oma käyttäjäkuntansa, joille mobiilisovellus olisi
saatava käyttöön.  Tekijän etua ajatellen sovelluksen on oltava käyttökokemuk-
seltaan yhteneväinen kaikilla sovellusalustoilla riippumatta siitä, mikä käyttäjän
puhelimen käyttöjärjestelmä on.
Mobiilisovelluksia voi nykyään tehdä lähes kuka tahansa, mutta se vaatii tieto-
pohjaa  ohjelmointikielistä  kohdealustan  mukaan.  HTML5:n,  CSS:n  ja
JavaScriptin käyttö sovelluskehityksessä tarjoaa kuitenkin  vaihtoehdon mobiili-
sovellusten tekoon, koska HTML5 on monelle aloittelijatason koodausta harras-
taneelle tutumpi kuin esimerkiksi C# tai muut vastaavat ohjelmointikielet. Tässä
mielessä HTML5:ä osaavan on helpointa tehdä mobiilisovellus täysin verkossa
käytettävien merkintäkielien avulla ja hyödyntää niitä niin paljon kuin on mahdol-
lista ja järkevää.
HTML5:n integrointi eli sisällyttäminen mobiilisovelluksen natiiviin rakenteeseen
tarjoaa kuitenkin  JavaScriptiin yhdistettynä mahdollisuuden hyödyntää puheli-
men omaa ulkoasua ja toiminnallisuuksia sekä soveltaa omia HTML5-taitojaan
siihen muotoon kuin itse haluaa. HTML5 on universaali selainkieli, joten valmiik-
si kirjoitettu HTML5-tiedosto on mahdollista siirtää lähes sellaisenaan käyttöjär-
jestelmältä toiselle,  kuten  Microsoftin  Windows Phonelle,  Applen iOS:lle  sekä
Googlen Androidille, jos niille rakennetaan samansisältöinen sovellus.
Tässä opinnäytetyössä tutustutaan  integrointiin tekniikkana, eritoten Windows
Phonen rakenteessa. Apuna käytetään Apache Cordova -nimistä sovelluske-
hystä, joka mahdollistaa natiivin rungon yhdistämisen HTML5:een, CSS:n ja Ja-
6vaScriptiin. Tällä tavoin tehdyistä sovelluksista tulee  niin kutsuttuja  hybridiso-
velluksia.
Hybridisovellusten käsittelemisen ohella käydään samalla läpi sitä, kuinka integ-
rointi  tapahtuu  käytännössä.  Opinnäytetyössä ei opeteta mitään  merkintä- tai
ohjelmointikieltä  eikä  sovelluksen  kokoamista  sovelluskauppaan  asti.  Ohjel-
mointikielien hallitseminen ei ole edes tarpeellista tässä opinnäytetyössä käyte-
tyissä esimerkeissä, mutta HTML5:n perustaidot ovat hyödyksi. Tärkeimmäksi
nousee kuitenkin itse integrointivaihe sekä Apache Cordovan käsittely. Käsitelty
tekniikka ja tieto ovat kuitenkin sellaisinaan vapaasti sovellettavissa.
Tutkimusta on tehty jo Karelia AMK:n tekemän vuoden 2013 Ilosaarirockin Win-
dows Phone 7 -mobiilioppaan rakentamisen lomassa. Lopullinen käyttöliittymä
oli teknisesti onnistunut työryhmän kokoaman HTML5-, CSS- ja JavaScript-poh-
jaisen  sisällön ja sovelluspohjana toimivan XAML-rungon yhdistämisen osalta.
Tekniikan selvennyksen vaihe käsittelee pääasiassa Windows Phone 7 -käyttö-
järjestelmää, mutta myös  sitä,  kuinka  tällainen hybridiprojekti  aloitetaan Win-
dows Phone 8:lle.
2 Yleistä Windows Phonesta
Windows Phone on Microsoft Corporationin kehittämä  mobiilikäyttöjärjestelmä
ja Windows Mobilen seuraaja. Se tuli markkinoille vuonna 2010, ja käyttöjärjes-
telmän uusin versio on kirjoitushetkellä Windows Phone 8.1 (18.10.2014). Win-
dows Phonelle  tehtävien  sovellusten  pääasiallisina  ohjelmointikielinä  toimivat
C# sekä Visual Basic.  Tarjolla olevista työkaluista Microsoftin ilmaiseksi tarjoa-
ma Visual Studio on ensisijainen väline Windows Phone -sovelluksia tehtäessä.
Kyseinen  ohjelma  tukee  näiden  lisäksi  muitakin  ohjelmointikieliä  ja  soveltuu
muuhunkin kuin pelkästään mobiilisovellusten tekemiseen.
7Microsoft osti Nokian mobiilipuolen toiminnan  itselleen  25. maaliskuuta 2014,
mutta Microsoft suunnittelee hylkäävänsä sekä Nokian että Windows Phone -ni-
misen tuotemerkin vuonna 2015. Jatkossa Windows Phone -tuotemerkki muut-
tuu pelkäksi Windowsiksi. (The Verge 2014.)
Windows Phonen osuus suomalaisilla älypuhelinmarkkinoilla on  lähiaikoina yl-
lättävästi kaventunut, mutta sillä on yhä vankka käyttäjäkunta ja yrityskäytössä
sillä on edelleen noin 55 prosentin markkinaosuus (Marketvisio 2014). Windows
Phone 7 -mallin version 7.8 tuki  lopetettiin Microsoftin toimesta  14.10.20141,
mikä tekee Windows Phone 8:sta pääasiallisen kehitysversion. Tämän opinnäy-
tetyön sisällössä käsitellään yhä Windows Phone 7 -mallille integrointia Win-
dows Phone 8:n rinnalla, jotta osoitetun tekniikan soveltamismahdollisuudet ja
potentiaali olisivat ilmeisemmät. Myös integroinnin vaiheet käydään näin perus-
teellisemmin läpi.
3 Integrointi vastaan natiivi
3.1 Natiivisovellus
Natiivisovelluksiksi  voidaan  kuvailla  älypuhelinsovelluksia,  jotka  on  toteutettu
esimerkiksi  tietylle käyttöjärjestelmälle tarkoitetuilla kehittäjän tarjoamilla työka-
luilla ja ne noudattavat käyttöjärjestelmälle  suunnattua sovellusrakennetta.  So-
vellukset ladataan niiden jakelukaupoista suoraan älypuhelimeen, ja ne toimivat
asennuttuaan myös  ilman  verkkoyhteyttä,  joskin  sovellusten  toiminnallisuus
saattaa vaatia verkon käyttöä esimerkiksi syötteen päivittämiseen. Kun ne ovat
suoraan yhteydessä puhelimeen, sovellukset voivat käyttää älypuhelimen omia
toimintoja, kuten kameraa tai GPS:ää. (Nielsen Norman Group 2013.)
1 Microsoft Product Lifecycle Search
http://support2.microsoft.com/lifecycle/search/default.aspx?sort=PN&alpha=Windows+phone
8Lisäksi nämä  sovellukset käyttävät tiettyjä ohjelmointikieliä – esimerkiksi Win-
dows Phonelle  tulevat  sovelluksien  pääasialliset  ohjelmointikielet  ovat  Visual
Basic tai C#,  jos rakennetta ja toiminnallisuuksia haluaa muokata itse.  (Visual
Studio 2014.) Ohjelmointikielet riippuvat käyttöjärjestelmästä, joten kun sovel-
lusta tehdään useammalle eri alustalle, on myös hallittava niille tarkoitetut ohjel-
mointikielet.
Windows Phonessa natiiviksi sovellusrakenteeksi voi käsittää sen Microsoft de-
sign language -käyttöliittymän, jota aiemmin kutsuttiin tutummin Metroksi ja joka
on tyyliuskollisille Windows Phone -sovelluksille ominainen1.  XAML-koodiin ja
omanlaiseensa ulkomuotoon ja toiminnallisuuteen pohjautuva Metro tunnetaan
juuri Windows Phonesta. Parhaimmillaan se on käyttäjälleen niin tuttu, että sitä
on syytä hyödyntää omaa mobiilisovellusta tehdessä, jos haluaa säilyttää tutun
käytettävyyden. Microsoftin verkkosivuilla on myös ohjeistusta käyttöliittymän ja
ulkomuodon luontiin2.
Älypuhelinkehittäjät  tarjoavat  omia  ohjelmistojaan  ja  ohjelmointikieliään,  jotta
natiivisovellusten  rakentaminen  olisi  helpompaa.  Natiivisovelluksia  tehtäessä
ongelmaksi koituu  kuitenkin niiden soveltuvuus – ne sopivat sellaisinaan vain
yhdelle älypuhelinalustalle.  Yhdellä ohjelmointikielellä  tehtyä sovellusta ei  voi
sellaisenaan tuoda toiselle alustalle, vaan on luotava sille  käyttöjärjestelmälle
tarkoitetulla ohjelmointikielellä uusi.
3.2 Web-sovellus
HTML5:llä, CSS:llä ja JavaSciptillä voi luoda eräänlaisia web-sovelluksia, jotka
toimivat älypuhelimen web-selaimesta käsin. Ne eivät välttämättä käytä mitään
1 Microsoft Design Language: The newest official way to refer to 'Metro'
http://www.zdnet.com/microsoft-design-language-the-newest-official-way-to-refer-to-metro-
7000006526/
2 Guidelines for Windows Runtime apps
http://msdn.microsoft.com/en-us/library/windows/apps/hh465424.aspx
9tiettyä  puhelimelle tarkoitettua natiivia sovellusrakennetta,  mutta näyttävät pu-
helimeen sopivilta ja käyttäytyvät muutoin mobiilisovelluksen tavoin niissä mää-
rin kun on haluttu. Tällöin ne ovat ennemminkin  vain  web-sivustoja, jotka on
mukautettu älypuhelinsovelluksen muotoon. Koska ne toimivat selaimen kautta,
niitä ei voi tallentaa sieltä puhelimeen itseensä. (Nielsen Norman Group 2013.)
Usein  verkkosivustot  tekevät  sivuistaan  myös  mobiiliystävällisen  version,  ja
käyttäjä voi vaihtaa verkkonäkymän ja mobiilinäkymän välillä.
Web-sovellukset ovat riippuvaisia internet-yhteydestä. Ne eivät myöskään voi
luonnollisesti käyttää kaikkia puhelimen omia toimintoja sellaisten kiinteiden so-
vellusten tapaan, jotka ladataan sovelluskaupasta. Tällöin sovellus on puheli-
men omassa muistissa. Sama toteutuu, jos web-tekniikoilla luotu sovellus yhdis-
tetään natiiviin sovellusrakenteeseen ja rakennetaan varsinaiseksi älypuhelinso-
vellukseksi pelkän nettisivun sijasta.
3.3 Integrointi / hybridisovellukset
Gartnerin vuonna 2013 tekemän arvion mukaan vuoteen 2016 mennessä yli 50
prosenttia  mobiilisovelluksista  olisi  tehty  jonkinlaisella  hybriditekniikalla  eli
integroimalla  HTML5-pohjaista sisältöä natiiviin rakenteeseen (Gartner 2014).
Nämä hybridisovellukset ovat siis osittain natiivirakenteisia, osittain  HTML5:llä
ja sitä  tukevilla CSS:llä ja JavaScriptillä tehtyjä.  Tämänkaltaisten sovellusten
ehdottomin  etu  on  niiden  alustariippumattomuus  sisältömuotonsa  vuoksi.
HTML5-pohjainen sisältö on helppo upottaa jopa sellaisenaan toiselle käyttöjär-
jestelmälle vaihtamalla vain natiivia sovellusrakennetta. (Nielsen Norman Group
2013.)
Hybridisovellus  toimii  lokaalisti  puhelimessa  eikä  web-tekniikoiden  käytöstä
huolimatta vaadi käytettäväkseen puhelimen internet-selainta. Ne ovat eräänlai-
nen rakennuselementti, mutta tietenkin halutessaan sovellus voi olla yhteydes-
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sä selaimen toimintaan tai hakea sisältönsä ulkoiselta palvelimelta. Niin sanotul-
la hybriditekniikalla eli natiivirakennetta ja web-tekniikalla luotua sisältöä yhdis-
tävällä  tavalla  tehdyt  sovellukset  myös hyväksytään sovelluskaupoissa,  joten
tällaiselle  sovelluksen  rakennemuutokselle  ei  ole  estettä.  (Nielsen  Norman
Group 2013.)
Natiivin rakenteen ja web-tekniikoiden yhdistäminen on tehty yksinkertaisem-
maksi siihen perehtyneiden osapuolien vuoksi. Tällainen on esimerkiksi Apache
Cordova. Nämä osapuolet tarjoavat työkalut ja asennettavat rakennuspaketit,
jotka hoitavat natiivin rakenteen ja siihen käsiksi pääsyn tekijänsä puolesta. Täl-
löin voidaan keskittyä luomaan sisältöä ja tekemään itse sovellusta. Myös laaja
dokumentointi on tässä avuksi.
Hybridisovelluksissa voi myös käyttää hyväksi liitännäisiä eli plugineja. Näiden
lisääminen vaatii Apache Cordovaa käytettäessä yleensä lisätoimia, mutta liitän-
näisiä voi tehdä itse tai niitä voi ladata kolmannen osapuolen kehittäjiltä1. Myös
Apache Cordova tarjoaa muutamia liitännäisiä2. Hyvä esimerkki hyödyllisestä lii-
tännäisestä on esimerkiksi paikannusta käyttävä liitännäinen, joka etsii käyttä-
jän kartalta.
4 XAML ja HTML5 yhdessä
4.1 XAML
XAML  (Extensible  Application  Markup  Language) on  Microsoftin  kehittämä
XML:lle  (Extensible  Markup  Language)  perustuva  kieli,  joka  toimii  Windows
Phone -sovellusten pohjana. XAML mahdollistaa sovellukselle muun muassa ta-
1 Cordova Plugin Registry
http://plugins.cordova.io/#/
2 Plugin APIs
http://cordova.apache.org/docs/en/4.0.0/cordova_plugins_pluginapis.md.html#Plugin%20APIs
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pahtumien luonnin ja data bindingin, eli niin kutsutun tietosidonnan, jonka avulla
sovelluksella voidaan esittää ja hakea tietoa. Esimerkiksi jokin XAML-elementti
voidaan yhdistää ohjelmointikielellä tehtyyn sisältöön ja saada se esittämään
tuon sisällön näytöllä. Data bindingin avulla sovellus ja sen elementit ovat vuo-
rovaikutuksessa dataan1. XAML on juuri se pohja, johon HTML5-sisältö voidaan
yhdistää. (Microsoft Corporation 2014.)
4.2 HTML5:n ominaisuudet
HTML5 (Hypertext  Markup Language) on  standardoitu  kuvauskieli,  josta esi-
merkiksi verkkosivustot koostuvat. Sen avulla saadaan näkyviin sisältöä verkko-
sivuille ja jäsennellään sitä. HTML5 rakentuu tageista, joista jokaisella on oman-
laisensa rooli. Useimmiten HTML5-dokumentin alkuun määritellään enemmän
rakennetta jäsenteleviä tageja ja itse sisältö kootaan kevyesti muokkaavien ta-
gien sisään. (W3Schools 2014.)
Uusin HTML5 on päivitetty versio HTML:stä. Sillä on mahdollista tehdä aiempaa
versiotaan enemmän sisältöä ja muokata sitä haluamallaan tavalla. Tämä tar-
joaa mobiilisovelluksien kanssa paljon enemmän mahdollisuuksia korvata natii-
vit sovellusrakenteet ja tehdä sovelluksesta haluamansa näköisen ilman mitta-
vaa tuntemusta ohjelmoinnista. HTML5:ssä uutta on esimerkiksi sisäänraken-
nettujen  toiminnallisuuksien  mukaantulo,  kuten  videon  tai  audion  upotus.
(W3Schools 2014.)
HTML5:n kanssa käytetään usein CSS:ää (Cascading Style Sheet), eli tyylioh-
jetta, jolla kirjoitetaan sääntöjä muille dokumenteille. CSS auttaa muun muassa
muokkaamaan sisällön ulkomuotoa ja asettelua. Myös CSS on saanut lähivuo-
sina uudemman, päivitetyn version  nimeltä CSS3.  Lisäyksistä näkyvimmät lie-
nevät esteettiset seikat kuten elementtien muodon ja läpinäkyvyyden muokkaa-
minen sekä kevyen animoinnin mahdollistaminen. (W3Schools 2014.)
1 Data binding overview (XAML),
http://msdn.microsoft.com/en-us/library/windows/apps/xaml/hh758320.aspx
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HTML5 on useimpiin varsinaisiin koodikieliin verrattuna helposti opittava ja hal-
littava, eikä se ei vaadi syvää tuntemusta ohjelmoinnista. HTML5:n ja CSS:n yh-
teisellä  käytöllä  saa  jo  paljon  aikaan,  mutta  useimmiten  taustalle  vaaditaan
myös verkkosivuilla jotakin toiminnallista tukea, joka onnistuu muun muassa Ja-
vaScriptillä.  Näitä toiminnallisia piirteitä voivat olla esimerkiksi animaatio tai vi-
deokuvan tai audion upottaminen koodiin.
4.3 XAML:n ja HTML5:n yhteistyö
Integrointi mahdollistaa esimerkiksi helpon työjaon teknikoiden välillä mobiiliso-
vellusprojektia tehtäessä. HTML5 on yksinkertainen kuvauskieli, kun taas olio-
ohjelmointikielet vaativat syvempää tuntemusta. Sovelluksen pohjalla oleva na-
tiivi  tekniikka  varmistaa  käyttökokemuksen  yhteneväisyyden  muiden  saman
käyttöjärjestelmän sovellusten kanssa, mutta sisällön ollessa HTML5:llä, se on
helppo siirtää lähes sellaisenaan toiselle käyttöjärjestelmälle.
Windows Phone -sovellusten tekoon suunniteltu Microsoft Blend -ohjelmisto ta-
kaa sen, että sovellus näyttää haluttaessa natiivilta. Se tarjoaa vakaan pohjan ja
rakenteen ja yksinkertaistaa sovelluksen rakentamista ja toimintojen luomista.
Ohjelmiston käyttö on graafisuutensa ansiosta yksinkertaisempaa kuin raa'an
koodin kirjoittaminen ja ohjelmoiminen, joskin tällöin on vaikeampi pitää kirjaa
siitä, mitä koodipohjassa tapahtuu. Tällöin sovellusta tehdessä mukana projek-
tissa on oltava joku, joka ymmärtää XAML-kieltä ja osaa korjata virheet. Sisällön
pystyy  kuitenkin  hoitamaan  joku,  joka  osaa  vaikka  pelkästään  HTML5:ä,
CSS:ää  ja JavaScriptiä.  Integroinnin  alkuvalmistelujen  jälkeen  aikaa säästyy
huomattavasti.
HTML5:n universaali käyttömuoto on itsestään selvä etu. Yhdenmuotoisen si-
sällön luominen riittää, kun sen voi sellaisenaan lisätä mille tahansa käyttöjär-
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jestelmälle. Todennäköistä kuitenkin on, että sisällön ulkomuotoa on tarve muut-
taa CSS:n avulla sellaiseksi,  jota käyttöliittymä vaatii,  sekä lisätä JavaScriptillä
toiminnallisuuksia.
Apache Cordovan avulla HTML5-dokumentteja voi integroida Windows Phone –
sovelluksen  XAML-rakenteeseen  sen  sijaan,  että  HTML5 korvaisi  Windows
Phonen natiivinäkymän. Tämä vaatii  valmiin sovelluspohjan koodin muokkaa-
mista niin, että XAML-pohjaisiin elementteihin referoimisen sijaan käytettäväksi
haluttava alue korvataan projektiin lisättyjen HTML5-tiedostojen sisällöllä. Apac-
he Cordovan tapaisen ohjelmistokehyksen avulla HTML5-dokumentit  voidaan
sisällyttää sovellusprojektin rakenteeseen jo alkuvaiheessa ja kehittää sovellus-
ta HTML5-sisällön ympärille. (The Apache Software Foundation 2014.)
5 Työkalut
5.1 Apache Cordova
Apache Cordova on osa Apache Software Foundationia oleva avoimen lähde-
koodin ohjelmistokehys, joka mahdollistaa mobiilisovellusten rakentamisen pel-
kän HTML5:n, CSS:n ja JavaScriptin avulla.  Sitä voi käyttää  mm. seuraavilla
alustoilla: Android,  Blackberry,  iOS, Windows Phone,  Palm WebOS, Bada ja
Symbian. Apache Cordova julkaistiin vuonna 2012  ja sen käyttö on ilmaista.
(The Apache Software Foundation 2014).
Apache Cordova käyttää  JavaScript-kirjastoa päästäkseen käsiksi  puhelimen
natiivitoimintoihin, kuten esimerkiksi kameraan1. Aivan kuten muutkin käyttöliitty-
mää  muokkaavat ohjelmistokehykset,  kuten  jQuery  Mobile,  Dojo  Mobile  tai
Sencha Touch,  Apache Cordova mahdollistaa käyttäjälle HTML5:n, CSS:n ja
1 PhoneGap API Documentation,
http://docs.phonegap.com/en/3.5.0/guide_support_index.md.html#Platform%20Support
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JavaScriptin tuen rakennettaessa mobiilisovellusta älypuhelimelle. Sovelluksen
voi rakentaa näiden avulla täysin ilman natiiveja ohjelmointikieliä kuten  Visual
Basicia tai C#:a ja saada sovelluksen toimimaan samalla tavalla sekä selaimes-
sa että useimpien puhelimien eri käyttöjärjestelmissä, jotka tukevat HTML5:ä,
CSS:ää ja JavaScriptiä.  Tällöin HTML5-sisältö voi myös olla täysin paikallista,
eikä tarvitse ulkopuolista serveriä toimiakseen. (The Apache Software Founda-
tion 2014).
Apache Cordova tarjoaa täyden dokumentoinnin ja tuen mobiilisovelluksen ra-
kentamisen avuksi.  Uusia päivityksiä tulee verrattain nopeasti useaan kertaan
vuodessa. Koska Apache Cordova on alustasta riippumaton ja HTML5 on uni-
versaali selainkieli, oikein yhdistettynä sovelluksen natiivirakenteeseen HTML5
toimii  myös puhelimien käyttöliittymissä, vaikkei  se olekaan oletettu  tekniikka
sovellusta rakennettaessa juuri tietylle alustalle.
On kuitenkin luonnollista olettaa, että koodipohjaa voi olla tarpeen muuttaa hie-
man sen mukaan, mikä käyttöjärjestelmä puhelimessa on. Muutostarve voi olla
usein ulkoasussa, sillä esimerkiksi  Windows Phonen sovelluksissa käytetään
usein sen omaa selaustoimintaa, Metroa, joka poikkeaa huomattavasti vaikkapa
iOS:n ja Androidin sovellusten tyylistä. Yksi Metron erottuvimmista ominaisuuk-
sista on Panorama- ja Pivot-näkymät. Panorama toimii useimmiten sovelluksen
etusivuna, ja sen välilehtiä voi liikuttaa horisontaalisesti sormiliikkeellä. Pivot toi-
mii samalla periaatteella, mutta sen välilehdet ovat tarkemmin erotettu toisis-
taan (Kuvat 1 ja 2).
15
Kuvat 1 ja 2. Muokattu testisovellus. Microsoft Blendillä luodun testisovelluksen
riisutut perusnäkymät. Panorama-näkymä vasemmalla, Pivot oikealla. Molem-
pia voi liikuttaa sivusuunnassa, ja näkymä kiertää karusellin tavoin takaisin alku-
välilehteen.
5.2 Microsoft Blend
Microsoft Blend on Microsoftin tarjoama GUI-ohjelmisto (Graphical user interfa-
ce builder), jonka avulla sovelluksen teko ja pakkaaminen Windows Phonelle on
yksinkertaista. Graafisten työkalujensa ansiosta se on oiva apu niille, jotka eivät
välttämättä ole perehtyneet mihinkään koodikieleen. Työskentely-ympäristöä voi
vaihtaa graafisemman näkymän ja koodipohjaisen tekstieditorin välillä tarpeiden
mukaan. Microsoft Blend on ilmainen. (Microsoft Corporation 2014.)
Blendin keskeisin ominaisuus on sen graafinen työskentely-ympäristö. Käyttäjä
voi halutessaan kirjoittaa  sisällön suoraan koodipohjaan, mutta sovellusta on
mahdollista rakentaa myös graafisin elementein.  Käyttöliittymä noudattaa sa-
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mantapaista kaavaa kuin mitä WYSIWYG-editorilta oletettaisiin siinä mielessä,
että sovelluksen käyttöliittymän ulkomuoto muuttuu reaaliajassa käyttäjän toi-
minnan mukaan. Klikkaamalla ja raahaamalla saadaan halutut elementit, kuten
tekstikentät tai kuvat paikoilleen välittömästi ja niiden kokoa, paikkaa ja muotoa
voi muuttaa haluamansa mukaan.
Myös toiminnallisuudet, kuten elementtien linkittämisen toisiinsa voi hoitaa edi-
torin puolella. Blendin avulla eri elementit on helppo yhdistää sekä jaotella seg-
menteiksi, joita voi käsitellä suurempana kokonaisuutena ja pitää sovelluksen
haluttu design järjestelmällisenä.  Rajoja voi  muokata niin graafisen käyttöliitty-
män kuin koodinäkymän puolelta (Kuva 3).
Kuva 3. Muokattu testisovellus. Eri elementit on rajattu graafisessa näkymässä
segmentteihin, joiden rajat näkyvät ohuina viivoina.
Microsoft Blendillä on mahdollista testata sovellusta emulaattorilla. Emulaattori
visualisoi ohjelmalla rakennetun sovelluksen sellaiseen muotoon, miltä se näyt-
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täisi oikeassa älypuhelimessa ja se toimii älypuhelimen tavoin. Tietysti emulaat-
torin on perustuttava samaiseen puhelinversioon, kuin mihin sovellus lopulta ra-
kennetaan.
5.3 Visual Studio
Visual Studio Express on Microsoft Blendin tapaan myöskin Microsoftin tarjoa-
ma  kehitysympäristö,  jolla  voi  luoda  mobiilisovelluksia.  Sillä  voi  hyödyntää
useanlaisia eri ohjelmointikieliä, joista suosituimpia ovat C++ ja Visual Basic. Vi-
sual Studio Express on ilmainen ja sen voi ladata Microsoftin sivuilta.
Ohjelman avulla voi helposti muokata sovelluksen koodipohjaa ja liittää siihen
muita ohjelmointirajapintoja, kuten Apache Cordovan. Visual Studio ja Microsoft
Blend ovat yhteydessä toisiinsa, ja Visual Studiossa aloitettu projekti voidaan
siirtää ohjelman kautta Blendiin visuaalisen ilmeen työstämiseksi. (Visual Studio
2014.)  Myös Visual Studiolla on Microsoft Blendin tapaan mahdollista testata
sovellusta emulaattorilla.
5.4 HTML5, CSS, JavaScript ja jQuery
Itsestään selvinä apuvälineinä HTML5 ja CSS muodostavat jo keskenään hyvä-
rakenteisen sisältöosion sovellukselle, mutta eivät oikeastaan mobiilisovelluk-
sessa pärjää ilman JavaScriptin tuomia etuja.  HTML5 ja CSS ovat tuttu pari
verkkosivustojen lähdekoodista ja HTML5 on helpottanut edistämään HTML:n
monimuotoisuutta ja käytettävyyttä. Helpon muokattavuutensa vuoksi HTML5-
muotoisen sisällön vaihtaminen ei myöskään tuota ongelmia.
Sekä HTML5:ä että CSS:ää voi kirjoittaa millä tahansa tekstieditorilla, mutta ha-
lutessa voidaan käyttää lähdekoodin editointiin tehtyjä ohjelmia, jotka helpotta-
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vat koodin lukemista ja kirjoittamista. Tästä tunnettu esimerkki on muun muassa
ilmaiseksi saatavilla oleva Notepad++. Notepad++ toimii  tosin vain Windows-
käyttöjärjestelmällä, mutta Macille on olemassa esimerkiksi Textwrangler, joka
on toiminnaltaan samantyyppinen. Näiden ohjelmien etu on siinä, että ne teke-
vät koodista visuaalisempaa muun muassa väreillä, joiden avulla erilaiset tagit
on helpompi erottaa.
HTML5 on perustavanlaatuinen työkalu verkkosivujen luomisessa, joten se on
usein jo ennestään tuttu kieli, joka on tarvittaessa verrattain helppo opiskella.
Tästä syystä on vain edullista, että myös mobiilisovelluksia olisi mahdollista teh-
dä mahdollisimman pitkälle HTML5:ä apuna käyttäen. Usein mobiilisovellus pe-
rustuu jollekin jo olemassa olevalle verkkosivustolle, joten mahdollisuus lisätä
sama sisältö lähes alkuperäisessä muodossaan uuteen sovellukseen on merkit-
tävä tekijä aikaa ja vaivaa säästettäessä.
JavaScipt on tunnettu ja hyvin yleisessä käytössä oleva laajaan tietoisuuteen le-
vinnyt olio-ohjelmointikieli, joka on HTML5:n ja CSS:n tavoin alustasta riippuma-
ton.  JavaScriptillä  mobiilisovellukseen  voi  luoda  niitä  dynaamisia  toiminnalli-
suuksia, joita pelkkä HTML5 ja CSS ei saavuta. Tällöin voidaan karsia pois yli-
määräiset ohjelmointikielet ja keskittyä luomaan sisältöä näillä verkosta tutuilla
kielillä.  JavaScriptin käytön yhdeksi huonoksi puoleksi voidaan laskea se, että
etenkin verkkosivuilla käytettäessä osa käyttäjistä saattaa tahtoa estää JavaSc-
riptin toiminnan kokonaan. On siis etenkin web-sovellusten kohdalla mietittävä
tarkkaan, miten paljon sovellus nojaa sekä toiminnaltaan että näkyviltä elemen-
teiltään JavaScriptiin.
JavaScriptiä  voidaan  kuitenkin  käyttää  esimerkiksi toiminnallisena  tukena
HTML5:n ja CSS:n yhteydessä. Esimerkiksi Jquery Mobilella on tehty Windows
Phonen Metro-käyttöliittymän natiivia  toimintaa tavoittelevia  kokeiluja  ja  ulko-
asuja  (Scott Logic 2014). Nämä lähestyvät kyllä natiivia ulkoasua, mutta eivät
ole Microsoft Blendillä muokattavissa graafisilla työkaluilla samalla tavalla kuin
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ohjelman itse luoma projekti.
JQuery Mobile on eräänlainen jQueryyn perustuva JavaScript-kirjasto sekä oh-
jelmointikehys ja se on osa Jquery Foundationia. Sen ohjelmointirajapinta hel-
pottaa erinäisten toimintojen, kuten animaatioiden, efektien ja kosketuspinnan
tapahtumien luomista ja hallintaa mobiilisovellusten kehityksessä. JQuerylla voi
muun muassa luoda kokonaisen mobiilisovelluksen käyttöliittymän. (The jQuery
Foundation 2014.)
6 Integrointi Windows Phone 7 -malliin
6.1 Projektin valmistelu
Apache Cordovan käytössä HTML5-elementin integroimista natiivin sovelluksen
kehyksiin kutsutaan eräänlaiseksi WebView-komponentiksi. Sen avulla voidaan
tuoda web-sisältöinen  näkymä sovelluksen sisälle  haluttuihin raameihin. Juuri
tätä WebView-menetelmää hyödynnetään seuraavissa ohjeissa sovelluksen ko-
koamiseksi.
Projektin luontiin ja alkuvalmisteluihin tarvitsee Visual Studion. Toimiakseen oi-
kein sovellus tarvitsee myös oikean Cordovan aloituspaketin. Windows Phone 7
ja 8 eroavat toisistaan siinä määrin, ettei sama tekniikka toimi molemmissa täy-
sin yhtenevillä menetelmillä,  mutta tässä opinnäytetyössä käydään läpi perus-
teet projektin luonnista molemmille versioille. Windows Phone 8 -sovellukset ei-
vät myöskään toimi Windows Phone 7:ssä. Esimerkiksi vuoden 2013 Ilosaari-
rockin  Windows Phone 7 -mobiilioppaan aloituspakettina on käytetty Apache
Cordovan versiota 2.6.0, joka käyttää Cordovan lähdekoodia  suoraan. Vaihto-
ehtona on muun muassa käyttää pakettia, jossa koodi on dll-tiedostossa. Käy-
tämme siis niin sanottua StandAlone-versiota.
20
Apache Cordovan asennuspaketin tulee olla ennen projektin luomista liitettynä
tietokoneella Visual Studion sisältökansioihin Cordovan verkkosivuilta löytyvien
ohjeiden mukaisesti (Apache Cordova 2014). Verkkosivuilta ladataan asennus-
paketti ja se lisätään Visual Studion kansioihin. Haluttujen versioiden kansiot voi
jättää zip-pakattuina ProjectTemplates-kansioon. Asennuspakettien uusissa ver-
sioissa on usein toiminnallisia muutoksia tai lisäyksiä.
6.2 Viittaus Cordovaan ja HTML5-tiedostoon
Visual Studion puolella valitaan File, New Project, ja oletusarvoisten projektien
sijaan Cordova-projekti, joka vastaa halutun puhelimen mallia. Solution Explorer
-ikkunassa (Kuva 4) näkyvät tarvittavat kansiot ja tiedostot, joista on huomatta-
va myös www-kansio. Tähän lisätään tarvittavat HTML5-, CSS- ja JavaScript-
tiedostot. Niin halutessaan jQuerya käytettäessä sen tiedostot sekä kaikki muut-
kin JavaScript-tiedostot lisätään projektia luotaessa www-kansion alikansioon
js. Tässä vaiheessa lisätään www-kansioon halutut HTML5-tiedostot, kuten esi-
merkiksi index.html, jonka halutaan näkyvän sovelluksen kansisivulla. Se tapah-
tuu klikkaamalla www-kansiota oikealla hiiren näppäimellä ja valitsemalla Add >
Existing Item.
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Kuva 4. Solution Explorer -ikkuna ja sen kansioita, kun projektiin on asennettu
Cordova-paketti.  Projektiin sisältyy oletusarvioisia  testitiedostoja www-kansios-
sa.
Seuraavaksi luodaan esimerkiksi uusi PanoramaItem, tai mikä tahansa muu ha-
luttu sivu, jonka halutaan olevan sovelluksen kansisivu. Kun halutaan natiivi elä-
mys, Panorama lienee sopivin vaihtoehto.  Tämän jälkeen sovelluksen XAML-
pohjaan lisätään viittaus Apache Cordovan kirjastoon. Jos sovelluksen etusivu-
na toimii esimerkiksi Panorama, viittaus tulee tehdä sivulle, joka toimii sovelluk-
sen ”kansilehtenä” eli ensimmäisenä näkyvälle sivulle. Kun sivu on luotu, ava-
taan Solution Explorer-ikkunan Properties-kansio, ja sieltä WMAppManifest.xml.
Tässä tärkeässä vaiheessa etusivun sisällöksi vaihdetaan haluttu HTML5-sisäl-
tö.  Se tapahtuu muokkaamalla näkymään liittyvää koodiriviä.  Ikkunassa näkyy
seuraavanlainen rivistö:
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<Tasks>
<DefaultTask Name=”_default” 
NavigationPage=”MainPage.xaml” />
</Tasks>
Kohtaan ”MainPage.xaml” vaihdetaan  lainausmerkkien sisään juuri  luotu uusi
sivu,  joka  on  tässä  tapauksessa  PanoramaPage1.xaml.  Tällöin  sovelluksen
kansiruuduksi muuttuu haluttu sivu, tässä esimerkissä panoraama, johon voi li-
sätä useampia sivuttain liikkuvia sivuja  ja täten myös enemmän HTML5-sisäl-
töä.
Seuraavaksi avataan koodausnäkymään itse PanoramaPage1.xaml ja  lisätään
sinne viittaus Cordovan kirjastoon.  Tämä tapahtuu lisäämällä  yksi  rivi  koodia
dokumentin alkupuolen muiden viittausten loppuun.  Jos  viittaus asetetaan vii-
meiseksi, se tarvitsee >-hakasen päätteekseen:
xmlns:my=”clr-namespace:WPCordovaClassLib”
Seuraavana XAML-pohjaan lisätään viittaus  aiemmin lisättyyn Cordova-kirjas-
toon  sekä  omaan HTML5-tiedostoon ja  ohjataan  HTML5-sisältö näkymään
XAML-pohjalla  sille  suunnitellulla alueella.  Tämä  tapahtuu  tekemällä
PanoramaPage1.xaml-tiedoston koodiin  viittaus  kansioon,  jossa  haluttu
HTML5-tiedosto  sijaitsee. HTML5-dokumentti  määritellään aloitussivun  näky-
mään ja se rajataan halutun elementin sisälle, joka voi olla esimerkiksi Grid.
Grid on Windows Phone -sovellusprojekteissa eräänlainen muokattavissa oleva
kehikkoelementti, jonka sisälle voi koota tarkempia elementtejä, kuten listauksia
tai kuvia. Usein se käsittää alueen pohjan, jolle kaikki muu sisältö rakennetaan.
Tässä tapauksessa käytän Gridiä rajaamaan HTML5-sisällön omien kehyksien-
sä sisään.
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Koodieditori  saattaa  tarjota  CordovaView'n jo  valmiiksi  sitä kirjoitettaessa.
HTML5-dokumentti  haetaan kansioista oikealla polkuviitteellä  sieltä, missä se
sijaitseekaan. My:CordovaView -komennon jälkeen voi lisätä myös muita käsky-
jä, kuten marginaalin tai elementin nimen, mutta tässä tapauksessa komento pi-
detään niin yksinkertaisena kuin on tarpeellista:
<Grid x:Name=”LayoutRoot”>
<controls:Panorama Title=”applikaatio”>
<controls:PanoramaItem Header=”item1”>
<Grid>
<my:CordovaView
StartPageUri=”/app/www/index.html”/>
</Grid>
</controls:PanoramaItem>
</controls:Panorama>
</Grid>
Sivun sisältö ja sen asettelu riippuu luonnollisesti täysin tekijästään ja käyttötar-
koituksesta. Projektikansioon lisätyt HTML5-tiedostot voidaan oikeilla,  yllä ole-
villa viittauksilla tuoda näkyville halutun elementin sisälle,  kuten juurikin Gridiin
tai ScrollVieweriin.
Www-kansioon lisätyn  CSS-tiedoston avulla  HTML5-muotoisen  sisällön  ulko-
muotoa on mahdollista muokata, mutta esimerkiksi halutun esiintymisalueen ko-
koa  voi  olla  viisainta  ja  helpointa muuttaa  Visual  Studiossa  koodista  tai
Microsoft  Blendin  puolelta  graafisesti.  Tällöin  lopputulos  on  silmämääräinen,
mutta sitä voi halutessaan hioa koodinäkymän puolella, johon on Blendissä yk-
sinkertaista vaihtaa. Halutun lopputuloksen saanti on pitkälti puhtaan koodin ja
graafisten työkalujen yhteistyötä ja on paras päättää itse, mitkä elementit ha-
luaa tehdä mitenkin.
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Projektin rakentamisen vaiheessa on hyvä käyttää sovellusta emulaattorissa ja
tarkistaa, että kaikki toimii. Usein GUI ei huomioi esimerkiksi HTML5-elementte-
jä koodinäkymässä, mutta  sen sisäänrakennetussa emulaattorissa kaikki tulee
näkyville. Tämän testin lopputulos näyttää kustomoidulla, yksinkertaisella teksti-
sisältöisellä HTML5-tiedostolla tällaiselta (kuva 5):
Kuva 5. Testisovellus, johon on onnistuneesti integroitu HTML5-sisältöä.
HTML5-tiedosto sisältää yksinkertaisen header-elementin, jossa lukee ”HTML-
sisältö”, sekä div-elementin, johon on kirjoitettu Lorem ipsumia. CSS:ää ei ole
käytetty. Kuten kuvasta 5 näkee, teksti tottelee saumattomasti annetun alueen
rajoja, vaikka natiivi sovellusrakenne määritteleekin ne itse ilman erityisiä muok-
kauksia. CSS:n avulla tekstiä voi tietenkin muotoilla erilaiseksi, ja sille voi aset-
taa uudenlaiset rajat esimerkiksi marginaaleilla.
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HTML5-sisältö myös vierittyy kaiken muun sisällön tavoin (Kuva 6).
Kuva 6. Testisovelluksen HTML5-sisältö vierittyy, eli sitä voi selata muun sisäl-
lön tavoin. Tässä kuvan 5 sisältöä on vieritetty alaspäin loppuun asti.
HTML5-sisältö toimii siis samalla tavalla kuin GUI-ohjelmistolla luotu natiivimuo-
toinenkin sisältö. Tämän jälkeen on vain tekijästään kiinni, millä tavoin sisältöä
haluaa muokata ja lisätä, sekä mitä kaikkia apuvälineitä otetaan käyttöön. Täs-
sä testisovelluksessa on käytetty ainoastaan HTML5:ä,  mutta  CSS:llä  ja  Ja-
vaScriptillä sovelluksesta saa tietenkin huomattavasti enemmän irti. Myös puhe-
limen omiin toimintoihin voi ottaa halutessaan yhteyden.
6.3 Mahdollisia ongelmakohtia
XAML:n ja HTML5:n yhdistäminen luo myös epätoivottuja toiminnallisuuksien
yhteentörmäyksiä,  joista kuitenkin suurin osa on ratkaistavissa koodin muok-
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kaamisella. Useimmin kohdatut ongelmat koskevat HTML5-toimintoja ja niiden
näkyvyyttä sekä yhteensopivuutta XAML-koodipohjan kanssa. Verkkosivustoilla,
kuten Stack Overflowssa, käyttäjät ja mobiilikehittäjät ovat aktiivisesti etsineet
ongelmille ratkaisuja. Monet näistä ovat yksinkertaisia ja vaativat vain koodin
muokkaamista, mutta jotkin vaatisivat kehitystyötä  esimerkiksi Apache Cordo-
van tai käyttöjärjestelmän kehittäjien puolelta.
Seuraavana  käsitellään  muutamia  esimerkkejä.  Kohdatut  ongelmat  riippuvat
usein siitä, mikä on haluttu ja mikä ei-haluttu elementti tai toiminto. Tästä syystä
on vaikeaa päätellä, mikä voisi olla ongelmallista juuri kaikkien kehittäjien koh-
dalla.
Windows Phone lisää HTML5-linkkejä painettaessa efektin, joka luo tekstin tai
kuvan päälle läpikuultavan harmaan alueen. Tämä toiminta on normaalia käy-
tettäessä puhelimessa olevaa selainta, mutta sitä ei kuuluisi näkyä natiivisovel-
luksissa oletusarvoisesti.  Ongelma on todettu yleiseksi  keskustelupalstoilla ja
sille on kehitelty ratkaisuja muun muassa välttämällä ongelmallisten elementtien
käyttöä tai käyttämällä muita ohjelmointikieliä apuna kiertämään ongelman tai
korvaamaan elementin toiminnan.
Tähän kuitenkin löytyy yksinkertainen ratkaisu,  joka selvisi  myös  testaamalla.
HTML5-dokumentissa ongelmalliselle pääelementille ei tule määritellä kokoa tai
aluetta, jolloin harmaalle alueelle ei tavallaan ole määriteltyä tilaa. Lapsielemen-
tissä kuitenkin säilyy kosketuspinta tästäkin huolimatta ja toiminnallisuus ei häi-
riinny. Ainoastaan harmaa alue häviää1.
XAML-rungon sisällä oleva HTML5-elementti myös vierittäessä ponnahtaa ylä-
tai  alarajaan  osuessaan.  Pahimmassa  tapauksessa  tämä  tekee  nähtäväksi
HTML5:n ja XAML:n rajapinnan, mikä voi rikkoa ulkoasua ja hämmentää käyttä-
1 Stack Overflow,
http://stackoverflow.com/posts/9549118/revisions
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jää. Ongelma on mahdollista kiertää lähinnä erilaisilla käskylausekkeilla joko Ja-
vaScriptillä tai jopa pelkällä CSS:llä.
Tietynlaisten elementtien, kuten komentosarjoja käyttävien HTML5:ä sisältävien
alueiden kohdalla oli myös ongelma suurennos- ja selausefektien kanssa. Ele-
menttien suurennos näyttöä painamalla  tai  kahdella sormella vedettäessä yli
näytön rajojen  voi olla epätoivottu toiminta HTML5-sisältöisiä elementtejä käy-
tettäessä. Elementtien selaustoimintaa – toisin sanoen ylös tai alas liikkumista -
lisättäessä HTML5-elementin sisään tulee ottaa huomioon XAML-rungon muka-
na pysyminen, jotta elementit toimisivat yhtenäisesti. HTML5:n ja XAML:n tulisi
optimaalisessa  tilanteessa sulautua  luonnollisesti  toisiinsa  ilman,  että  se  on
käyttäjälle näkyvää.
Myös itse Apache Cordova tuo ominaisuuksillaan mukaan joitakin mahdollisesti
häiritseviä toimintoja. Tällainen voi olla sovellusprojektin testivaiheessa näkyvä
animaatio, joka esiintyy sovelluksen avautuessa sekä silloin, kun HTML5-sisältö
avautuu alkunäkymässä. Animaatio on eräänlainen siirtymäefekti, joka kääntää
näytöllä välilehden ennen kuin sovellus näyttää aloitussivun. Tällaiseksi voi kä-
sittää  esimerkiksi  testisovelluksen vaiheen,  jossa ”HTML-sisältö”-otsikolla  va-
rustettu osio ”kääntyy” näkyville, ennen kuin se on luettavissa (kuva 7).
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Kuva 7. Jos koodia ei muokata, Apache Cordova sisällyttää sovelluksen avaa-
misvaiheessa HTML5-sisältöön animaation, joka kääntää sisällön näkyville väli-
lehtenä vasemmalta oikealle.
Tämän toiminnon voi poistaa muokkaamalla koodipohjaa kohdista, joissa ani-
maatio määritellään.  Animaation määrittelyyn liittyvät koodirivit löytyvät Cordo-
vaView.xaml- sekä sen cs-tiedostosta, ja ne on yksinkertaista kommentoida hä-
vittämättä niitä, jos koodirivejä haluaakin joskus hyödyntää.
7 Windows Phone 8 ja Apache Cordova
7.1 Eroja ja vaatimuksia aiempaan
Windows Phone 8:n kanssa työskenneltäessä on otettava huomioon, että tekijä
vaatii kalustokseen Windows 8 -käyttöjärjestelmän.  Windows Phone 8 -sovel-
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luksia ei voi käyttää puhelimissa, joiden käyttöjärjestelmänä on versio 7, mutta
uusilla laitteistoilla voi tehdä sovelluksia myös vanhemmille versioille. Myös vaa-
dittujen  ohjelmistojen  uusimmat  versiot  tarvitsevat  alustakseen  Windows  8
-käyttöjärjestelmän.
Apache Cordovan version 3.0 mukana tuli uudistus, jonka myötä työskentelyn
aloituksen voi toteuttaa kahdella eri tapaa. Aluksi Cordovan käyttö oli alustaläh-
töistä  työskentelyä,  jolloin  ladattiin  tarvittavat  SDK:t  sekä  aloituspaketit.  Ny-
kyään vaihtoehdoksi on tullut CLI-lähtöinen työskentely, jolloin projekti luodaan
komentoriviltä. Samalla voidaan luoda kerralla projekti ja lähtökohdat useammil-
le eri alustoille. (Apache Cordova 2014.)
7.2 Lähtökohdat
WebView-menetelmää käytettäessä Windows Phone 8:lle löytyy Apache Cordo-
van verkkosivuilta ohjeet, jotka ovat  menettelyltään samankaltaiset kuin Win-
dows Phone 7 -mallille  tehtäessä.1 On kuitenkin huomattava, että uusimman
version (4.0) myötä osa tarvittavista  viittauksista on jo olemassa projektissa,
minkä vuoksi menettelytapaa pystytään soveltamaan yksinkertaisemmaksi. Tär-
keimpänä ovat kuitenkin edelleen nämä tarvittavat viittaukset, joilla web-sisältö
saadaan näkyviin.
Apache Cordova suosii nykyään pääasiallisesti CLI (Command Line Interface)-
lähtöistä  kehittämistä.  Tämä tarkoittaa  sitä,  ettei  sovellusta  lähdetä  luomaan
GUI-pohjaisella eli graafiseen käyttöliittymään perustuvalla ohjelmalla, vaan so-
velluksen tekemisen alkuhetket tapahtuvat komentoliittymällä. Apache Cordova
verkkosivuilta on edelleen ladattavissa zip-pakattuja versioita, mutta CLI-lähtöis-
tä kehittämistä suositellaan.
1 Windows Phone 8.0 WebViews
http://cordova.apache.org/docs/en/3.6.0/guide_platforms_wp8_webview.md.html
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Windows  Phone  8  -alustalle  tulevaan Cordova-projektiin  tarvitaan  Windows
Phone 7:n tapaan asianmukainen kehitysympäristö. Sen lisäksi käytetään ulko-
puolista JavaScriptiä hyödyntävää kehitysalustaa nimeltä Node.js. Tätä voidaan
käyttää myös Windows Phone 7:lle kehitettäessä. Node.js:n voi ladata ja asen-
taa ilmaiseksi heidän verkkosivuiltaan.
Halutun alustan kehityspaketin (SDK:n) tulee olla ensimmäisenä asennettuna
tietokoneelle. Kun myös Node.js on asennettu, Cordova voidaan asentaa tieto-
koneen komentorivin kautta. Apache Cordovan tarjoamissa ohjeistuksissa olete-
taan, että käyttäjä osaa käyttää  tietokoneen komentoriviä.  Asennus tapahtuu
seuraavalla käskyllä:
C:\>npm install -g cordova
Komennoissa tarvitsee kirjoittaa vain >-merkin jälkeen tuleva rivi. Asennuksen 
jälkeen voidaan tehdä toimivuustesti kirjoittamalla komento cordova, jolloin ko-
mentorivin tulisi esittää apukomentoja. Tämän jälkeen siirrytään komentorivillä 
haluttuun kansioon sekä luodaan itse sovellus:
cd <halutun asennuskansion polku>
cordova create testi com.example.testi applikaatio
Tällöin luodaan testi-niminen kansio ja siihen applikaatio-niminen projekti. Pro-
jekti on rakenteeltaan tuttuun tapaan hyvin samanlainen kuin zip-pakattunakin 
ladattu Cordova-projekti. Sieltä löytyy myös tarvittu www-kansio, jonka kautta 
voi alkaa lisätä omaa sisältöään.
Projektin luonnin jälkeen luodaan itse alusta halutulle puhelinmallille, tässä ta-
pauksessa Windows Phone 8:lle. Viimeisimmän alustan voi siis korvata tarvit-
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taessa toisella alustalla, siihen kelpaa myös pelkkä windows.
cordova platform add wp8
Kun alusta on olemassa, seuraavaksi sovellus rakennetaan ja sen toimivuutta 
testataan SDK:n emulaattorilla:
cordova build wp8
cordova emulate wp8
Jos sovellusta halutaan testata suoraan tietokoneessa kiinni olevalla laitteella, 
voi käskyn emulate korvata käskyllä run. Sovelluspaketin voi myös päivittää 
uusimpaan versioonsa seuraavalla komennolla:
cordova platform update wp8
Tässä vaiheessa sovellus on täysin Apache Cordovan testipaketin mukainen, 
mutta koska se luo kansioon .sln-tiedoston, projektia voi muokata myös esimer-
kiksi Visual Studion kautta. Tällöin projektia käsitellään aina /platforms-kansion 
kautta. (Apache Cordova 2014.)
7.3 Sovellus suoralla HTML5-käyttöliittymällä
HTML5-sisältö voidaan saada näkyviin myös ilman Windows Phonen omaa ra-
kennetta. Tämä voi olla hyödyllinen muun muassa sellaisten välilehtien kohdal-
la, joissa käyttöliittymä on tiellä. Uusimpien versioiden myötä Apache Cordova 
on onneksi sisällyttänyt Windows Phone 7 -aikaisissa projekteissa käytetyt koo-
dirivit automaattisesti.
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Kun CLI-lähtöinen sovellus on luotu komentoriviltä, voidaan siirtyä muokkaa-
maan projektia Visual Studiossa avaamalla projektin .sln-tiedosto. MainPa-
ge.xaml-tiedostossa on sisällytettynä valmiiksi samanlainen koodirivi kuin Win-
dows Phone 7:lle tehtäessä:
xmlns:my=”clr-namespace:WPCordovaClassLib”
Tällä viitataan Cordovan kirjastoon. Www-kansioon lisätään haluttu HTML5-tie-
dosto käyttämällä Add > Existing Item. Tämän jälkeen MainPage.xaml-tiedos-
toon sisällytetään rivi, jolla määritellään aloitussivun näkymä:
StartPageUri=”www/tiedosto.html”
Projektin voi tämän jälkeen testata emulaattorissa Visual Studion kautta. Ko-
mentoriviltä testattaessa ohjelma korjaa tiedostoja automaattisesti ja voi tällöin 
pyyhkiä tehdyt muutokset.
7.4 WebView-sovellus
WebView-näkymäksi voidaan käsittää HTML5-ikkuna, joka jää natiivirakenteen 
sisään omaksi elementikseen. WebView-sovellusta voidaan jatkaa siitä, mihin 
komentorivillä emuloinnin jälkeen lopettaa. Tällöin projektin .sln-tiedosto ava-
taan Visual Studiossa. Projektiin lisätään esimerkiksi uusi Panorama-sivu, jonka
oletusarvoinen nimi on PanoramaPage1.xaml. Tämän jälkeen WMAppMani-
fest.xml-tiedostossa vaihdetaan aloitussivuksi juuri luotu PanoramaPage1.xaml:
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<DefaultTask Name=”_default” 
NavigationPage=”PanoramaPage1.xaml” />
PanoramaPage1.xaml:n alun koodiriveihin lisätään jälleen MainPage.xaml-tie-
dostossa valmiiksi oleva viittaus Cordovan kirjastoon. Samalla tavalla esimer-
kiksi Gridin sisälle lisätään rivi aloitussivusta ja siihen sisällytetään haluttu 
HTML5-tiedosto.
8 Integroinnin hyvät ja huonot puolet
Integroinnissa on paljon soveltamismahdollisuuksia, mutta tutkimustyö on vielä
tässä vaiheessa pitkälti tehtävä itse  lukuun ottamatta kaikkea sitä tietoa, mitä
Apache Cordovan kaltaiset osapuolet tarjoavat omalta osaltaan. Ne ovat välikä-
siä, jotka tekevät mahdolliseksi yksilöidyn sisällön ja valmiiksi natiivirakenteisen
sovelluksen yhdistämisen ja tarjoavat rajat vain omissa puitteissaan, mutta so-
velluksen muokkausmahdollisuudet riippuvat tekniikan avoimuuden vuoksi teki-
jästään.
Sellaisinaan  käytettyinä  web-tekniikat  itsessään  eivät  välttämättä  toisi  muuta
kuin ulkonäöllistä eroa, mutta kun natiivirakenteen ja web-tekniikoiden rajapin-
nalla käydään keskustelua Cordovan sovelluspaketin avulla, päästään käsiksi
puhelimen omiin toimintoihin.  Sitä kautta web-tekniikoiden muokkautuvuus tuo
sovellukseen potentiaalista lisäarvoa. Myöskin esimerkeissä käytetty WebView-
tekniikka on vain yksi vaihtoehto. Sovellus on mahdollista tehdä kokonaan kus-
tomoidulla käyttöliittymällä.
Sovelluksen voi tehdä alusta asti Apache Cordova -projektina, mutta sillä ei ole
välttämätöntä tehdä koko sovellusta niin, että se hallitsee kaikkia osa-alueita.
Kuten aiemmasta testistä näkyy, HTML5-sisältöä voi käyttää myös vain Web-
View-ikkunassa.  Sovellus  voi  ulkomuodoltaan  olla  natiivin  näköinen,  mutta
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Apache Cordova astuu kuvioihin käytännössä vasta sitten, kun kehittäjä niin ha-
luaa.
Integroinnin ehdottomasti hyödyllisin puoli on se,  miten sillä voi  periaatteessa
luoda yhden sovelluksen useammalle eri alustalle. Tässä opinnäytetyössä käsi-
tellyn yksinkertaisen integroinnin kohdalla sisältö voi pitkälti olla täysin saman-
muotoinen niin iOS:lle, Androidille kuin Windows Phonelle, joskin jokaisen käyt-
töjärjestelmän kohdalla sovellukselle on luotava oma natiivi pohjansa. Kun sa-
maa sisältöä voi käyttää sellaisenaan kaikissa muissakin halutuissa älypuheli-
missa, kehittäjän työ yksinkertaistuu ja pienenee  tämän ongelman osilta huo-
mattavasti. (Push Technology 2014.)
Integroinnissa on kuitenkin otettava huomioon myös etenkin tässä kehitysvai-
heessa yhä vaikuttavat negatiiviset puolet. Natiivisovellusten etuna on edelleen
muun muassa niiden latausnopeus sekä käynnistettäessä että käytettäessä (Te-
lerik 2012). Tämä johtuu useammasta tasosta, joita sovellus joutuu käyttämään,
sillä HTML5, CSS ja JavaScript ovat lisäyksiä, joita käsitellään natiivin raken-
teen päällä.  Huomioitavia ovat myös yhteensopivuusongelmat, jotka koskevat
XAML-pohjaa ja HTML5-sisältöä. Aiemmin mainituista esimerkeistä voi todeta,
että yhdistäminen ei ole aina sulavaa, vaan joskus koodia on käytävä läpi sovel-
taakseen ratkaisun HTML5-sisällön lisäämisen tuomille ongelmille.
Integrointi  vaatii  myös  oman  aikansa  tutustumiseen  ja  testailuun.  Vaikka
HTML5:n hyödyntäminen on ehdottomasti käytännöllistä, se ei tarkoita, etteikö
sovelluksen rakentamiseen liittyisi silti  ongelmia tai etteikö sovelluksen luomi-
seen kuluisi aikaa. Apache Cordova hoitaa etenkin komentorivitasolla sovelluk-
sen luonnin nopeasti, mutta loppu on kiinni tekijästä ja tämän taidoista. Kuten
aiemmin toin ilmi, liittyy integrointiin myös omia ongelmakohtiaan, joista jotkin
olivat täysin yllättäviä ja jotkin pystyi korjaamaan muokkaamalla Apache Cordo-
van luomia oletussääntöjä. Moni näistä liittyi yksinkertaisesti siihen, ettei integ-
rointi ole välttämättä aluksi täysin saumaton, vaan se vaatii paljon testauksia.
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Käyttäjä ei saa olla ensimmäinen, joka huomaa ongelmat.
Natiivin sovelluksen huonoin puoli on sen soveltumattomuus muille älypuhelin-
alustoille. Jokainen alusta vaatii oman, alusta asti toisella kielellä ohjelmoidun
sovelluksensa. Natiivi sovellus on kuitenkin hybridiä nopeampi ja se voi natiivisti
hyödyntää  puhelimen  sisäänrakennettuja  ominaisuuksia.  (Push  Technology
2014.)
9 Pohdintaa
Opinnäytetyön  tavoitteena  oli  käydä  läpi  web-tekniikoiden  integroimista  Win-
dows Phone 7 ja 8 -käyttöjärjestelmien natiiviin sovellusrakenteeseen. Tarkoi-
tuksena oli ohjeistaa lukija  sovelluksen luonnin alkuun ja tarjota mahdollisuus
soveltaa tietoa myös omaan käyttöön. Lisäksi käsiteltiin integrointia yleisesti ja
verrattiin sovellusrakenteiden malleja aina puhtaista  selaimesta käsin käytettä-
vistä  web-sovelluksista  puhelinmalleille  uskollisiin  sovelluskaupoista  saataviin
natiivisovelluksiin.
Samalla  tutkiskeltiin kehityksen  suuntaa  muun  muassa  sen  kannalta,  miten
Microsoft keskittyy koko ajan uudempiin puhelinmalleihinsa. Tästäkin huolimatta
Windows Phone 7 -mallille sovellettu integrointitekniikka toimii  hyvin ja on eh-
dottomasti  käyttökelpoinen  sovelluksen  rakentamiseen.  Windows  Phone  8:n
myötä tekniikka on uudistunut muun muassa juuri CLI-lähtöisen projektin raken-
nuksen myötä,  mutta kuten testisovelluksissa todettiin, on jo Windows Phone
7:llä käytetty tekniikka yhä sovellettavissa uudempiin puhelinmalleihin lähes sel-
laisenaan.
On todettava, että integrointi on tekniikkana sopiva erityisesti sellaisille sovellus-
kehittäjille ja aloittelijoille, jotka eivät ole perehtyneet varsinaisiin ohjelmointikie-
liin. Apache Cordovan hoitaessa sovelluksen alkuvalmistelut jää tekijän harteille
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vain omien web-tekniikoiden käyttötaito  sekä kyky soveltaa ja käyttää hyödyk-
seen Apache Cordovan tarjoamia apuja ja työkaluja. Tästäkin huolimatta integ-
rointi vaatii perehtymistä Apache Cordovan hyödyntämiseen ja niin natiiviin mo-
biilikehitykseen kuin HTML5-sisällön hallinnoimiseen.  Integrointi ei välttämättä
ole yhden kehittäjän sisäistettäväksi sen helpompi tehtävä kuin natiivikehitys tai
pelkkä web-tekniikoiden hallitseminen.
Älypuhelimet saavat uusia versioita hurjaa vauhtia ja sitä myöten myös niille so-
vellettavat tekniikat muuttuvat.  Tästä syystä on vaikea  pitää yhtä ainoaa kiin-
teää tapaa luoda hybridisovelluksia juuri tietylle alustalle. Eri tekniikoihin on kui-
tenkin syytä tutustua niiden soveltamismahdollisuuksien vuoksi, sillä kuten Win-
dows Phonen tapauksessa, sama tekniikka voi osoittautua käytettäväksi tulevai-
suudessakin.
Sovelluksen  rakentamisen  ohjeistuksen  ohella  opinnäytetyön  aikana  tehtynä
havaintona voidaan mainita, että hybridisovellusten kehitys elää ja kehittyy yhä,
sekä että niiden tunnettuus on kasvanut entisestään.  Hybridisovellukset eivät
kenties ole enää uusinta uutta, mutta niillä on arvoa ja kehitysmahdollisuuksia.
Apache Cordova on vasta muutamia vuosia vanha, mutta on syytä huomioida,
kuinka  nopeasti  ja  tehokkaasti  hybridisovellusten  kehittäminen  on  kasvanut.
Web-tekniikoiden  hyödyntäminen  älypuhelinsovellusten  natiivirakenteessa  on
tarjonnan perusteella nousussa ja tekniikka on huomioitu myös opetusmahdolli-
suutena1. Testienkin perusteella se on toimiva keino luoda yksilöllisiä sovelluk-
sia.
On mielenkiintoista seurata, millaisia helpotuksia ja apukeinoja tulevaisuus tuo
tullessaan hybridisovellusten osalta.  Myös niiden asema natiivisovellusten rin-
nalla  on  varteenotettava:  sovelluskehittäjän  näkökulmasta  hybridisovellukset
ovat  kehittyessään niiden  käyttökelpoisuuden  vuoksi  hyvinkin kilpailukykyisiä
natiivien sovellusten kanssa.
1 Mobiiliapplikaatioita webtekniikoilla,
http://corellia.fi/web-koulutukset/mobiiliapplikaatiota-webtekniikoilla-intro/
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