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SUMMARY
The vast majority of systems use different data formats. This raises a variety of difficulties and
problems while transferring data between those systems. At this time, XML (eXtensible Markup
Language) is the most developed and popular data description standard. XML may be used for data
exchange as well as for data storage.
As all the other text based notations, XML schema document may often be complicated and
difficult to comprehend. Because of that, the designing of XML schema should always begin with the
construction of a conceptual model, witch is the base for artifacts of subsequent design stages. A
transition process from UML class diagram to XML schema is analyzed in this paper. The conducted
research (UML CASE tool MagicDraw XML schema modeling possibility study) clearly illustrates
that described extensions are accessible and supported by UML language. All major problems are
explored. They are related to the fact, that UML does not include all the features required to describe a
XML schema. It’s useful to automate the process of XML schema transformation to UML class
diagram (the programmer should not be required to supplement it).
Normalization process is one of possible ways to ensure good relational data base design –
exclusion of inconsistencies in data expressions, minimized redundancy and easier way of data logic
preservation. The same problems and solution methods may be applied to a XML document. The right
structure of XML schema would prevent data redundancy or inconsistency, and therefore provide
effective data use. XML schema normalization principles, presented in this paper, are similar to
relational data base normalization principles. Similarities and distinctions of applying normalization to
relational data bases and XML documents are also examined here.
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8?VADAS
Dauguma sistem? naudoja skirting? format? duomenis, tod?l atsiranda ?vairi? problem? ir
sunkum? perduodant duomenis i? vienos sistemos ? kit?. ?iai problemai spr?sti reikia naudoti tok?
duomen? strukt?ros apra??, kur? suprast? visos sistemos – toks apra?as tur??? b?ti universalus. ?iuo
metu labiausiai i?vystytas ir pla?iai naudojamas duomen? apra?ymo standartas yra XML (eXtensible
Markup Language). Dabartin? (antroji) XML versija 1.0 yra W3C (World Wide Web Consortium)
pasi?lyta rekomendacija [22]. XML gali b?ti panaudota tiek keistis duomenimis, tiek duomenims
saugoti. XML dokumentai gali b?ti naudojami pa?iose ?vairiausiose srityse: elektronin?je komercijoje,
bendraujant su verslo partneriais ar organizacijos viduje integruojant programin?? ?rang? bei duomen?
bazes.
Kaip ir visos tekstinio pob???io notacijos, XML schemos dokumentas da?nai b?na gana painus
ir sunkiai suvokiamas. D?l ?ios prie?asties XML schem? projektavimas tur??? prasid?ti nuo
konceptualiojo modelio, kuris yra tolesni? projektavimo fazi? artefakt? pagrindas. Pagrindinis
konceptualiojo modeliavimo tikslas yra atskirti projektavimo ir ?gyvendinimo etapus. UML
panaudojimas suteikia objektini? program? sistem? ir XML dokumento strukt??? sujungimo
galimybes, padeda i?laikyti schem? suderinamum? su kitais projekto elementais. Modeliui b?dingas
vizualinis vaizdas padidina projekto suprantamum? ir ai?kum? – daro ai?kesn? schem? semantik?. Be
to, UML konceptualusis modeliavimas padeda patobulinti pakartotin? projektavim?, atskleisti
dokumento strukt?rinius tr?kumus ir pagerina XML schem? projektavimo proces?.
Kadangi UML yra patikimas ir i?bandytas objektini? sistem? modeliavimo ?rankis ir
lengviausias verslo proces? modeliavimo b?das, tod?l naudinga automatizuoti XML schem?
transformacijos i? UML klasi? diagramos proces? taip, kad transformacija b??? visi?kai baigta, t. y.,
programuotojui nereik??? jos papildyti.
Efektyvus XML dokumento panaudojimas priklauso nuo ?io dokumento metaduomen? kokyb?s
– DTD ar XML schemos. Gera XML schemos strukt?ra neleist? susidaryti duomen? pertekliui ir
nelogi?kumui, kurie gali b?ti neefektyvaus duomen? panaudojimo prie?astimi [15]. Programos gali
talpinti didelius duomen? kiekius ? XML dokument? ir da?nai vykdyti XML dokumento duomen?
atnaujinimo operacijas. Esant netinkamai XML schemos strukt?rai, XML dokumente galimi tokie
tr?kumai kaip duomen? perteklius ir dubliavimasis. Kaip ir s?ry?in?s duomen? baz?se, duomen?
dubliavimas gali s?lygoti didel? saugom? duomen? apimt? ir netikslumus vykdant operacijas su
duomenimis.
Duomen? bazi? projektavimas ir normin?s formos – tai esminiai s?ry?ini? duomen? bazi?
technologijos konceptai. Normalizavimas yra vienas i? b???, kuris leid?ia u?tikrinti ger? s?ry?ini?
duomen? bazi? projektavim? – pa?alinti nevienareik?mi?kumus duomen? i?rai?kose, minimizuoti
duomen? pertekli? ir palengvinti duomen? logi?kumo i?saugojim? [7]. Tas pa?ias problemas ir j?
9pa?alinimo metodus galima pritaikyti ir XML dokumentui. Normalizuotos XML schemos strukt?ra
garantuoja, kad XML dokumentas atitinka pageidaujamas savybes.
Gero projektavimo kriterijai, kurie yra pakankamai intuityv?s ir lengvai pritaikomi s?ry?in?se
duomen? baz?se, tampa sunkiai suprantami, kai bandoma juos pritaikyti XML dokumentui.
??ry?ini? duomen? bazi? projektavimas yra pla?iai i?nagrin?tas remiantis funkcin?mis
priklausomyb?mis. Normin?s formos taip pat analizuojamos remiantis funkcini? priklausomybi?,
kurios ?takoja duomen? pertekli?, eliminavimu. Kaip ir s?ry?ini? duomen? bazi? atveju, XML
dokumentui normin?s formos apibr??iamos panaudojant funkcines priklausomybes, kurios sudaro
normalizavimo algoritmo pagrind?.
?io darbo analiz?s dalyje pateikta XML schem? modeliavimo UML metodologijos analiz?.
Apra?yti pagrindiniai XML schemos ir UML klasi? diagramos konceptai ir elementai. Susipa?inta su
XML schema ir UML klasi? diagrama, j? panaudojimo galimyb?mis ir sintakse. Kadangi XML
dokumento strukt?rai apibr??ti gali b?ti naudojama XML schema arba DTD, atlikta ??? dviej? format?
lyginamoji analiz?. Taip pat pateikta programin?s ?rangos paket?, kurie leid?ia XML schemas (ir
DTD) modeliuoti panaudojant grafin? ir med?io strukt?ra paremt? vaizdavim?, analiz?. Nurodyti du
galimi grafinio XML schem? k?rimo variantai – XML specifin?s savitos kalbos ir bendresn?s
modeliavimo kalbos (UML) panaudojimas. I?nagrin?ti ??? XML schemos modeliavimo b???
privalumai ir tr?kumai.
Pagrindin?je dalyje apra?yta XML schem? k?rimo metodika panaudojant UML klasi? model?.
Parodyta galimyb? grafi?kai apra?yti XML schemos strukt??? UML klasi? diagrama. Pradedant nuo
abstraktaus modeliavimo i?analizuotas per?jimas nuo UML klasi? diagramos prie XML schemos.
Aptarti galimi variantai transformuojant UML model?? ? XML schem?. Kai kuri? XML schemos
savybi? n?ra UML diagramoje, tod?l da?niausiai projektuotojas turi papildyti XML schem?
reikiamomis savyb?mis [14]. Detalaus projektavimo ir automatinio piln? schem? generavimo
galimybi? u?tikrinimui galimas UML profilio XML schemai panaudojimas. UML profilis XML
schemai suteikia galimybes sukurti teising? XML schem? i? bet kokio UML klasi? modelio, i?pl?sti
konceptual??? model? iki pritaikyto XML schemoms ir palaikyti dvipus? sujungim? tarp UML ir XML
schem?, ?traukiant egzistuojan??? XML schem? atvirk?tin? in?inerij??? UML objektinius modelius.
Keli? autori? (Elmasri R., Wu Y.Ch., Hojabri B. ir Li Ch., Fu J.) pateiktame straipsnyje
„Conceptual Modeling for Customized XML Schemas“ apra?yta XML schemos projektavimo
metodologija, kuri yra paremta gerai ?inomu konceptualiuoju projektavimu [11]. Metodologija
apra?yta ir pritaikyta vienam i? gerai ?inom? konceptuali??? duomen? modeli? – EER (Extended
Entity Relationship) schemai. Straipsnyje pateiktas algoritmas, kuris apima hierarchinio vaizdo
generavim? i? EER modelio, XML schemos ir XML dokumento suk?rim?. Pasi?lytas metodas n?ra
pritaikytas konkre?iai sistemai, nes jis yra paremtas konceptualiojo modeliavimo technika, kuri n?ra
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priklausoma nuo specifin?s komercin?s sistemos. Kadangi EER ir UML klasi? diagramos turi daug
bendro, tai atsiranda galimyb? generuoti XML schemas i? abiej? modeli?.
?iame darbe min?tame straipsnyje pateiktas algoritmas, kuris pritaikytas i? UML klasi?
diagramos XML schem? automatinio generavimo procesui. ?is algoritmas apima cikl? eliminavim?
klasi? diagramoje, hierarchinio vaizdo formavim? ir automatin? XML schemos generavim? klasi?
diagramos darinius transformuojant ? atitinkamus schemos elementus. Pagrindinis algoritmo
panaudojimo privalumas yra tas, kad transformacija b??? visi?kai baigta – programuotojui nereik???
jos papildyti.
Taip pat ?ioje darbo dalyje apra?ytos ir XML schemai pritaikytos normin?s formos, kurios
naudojamos s?ry?in?se duomen? baz?se duomen? atnaujinimo anomalijoms i?vengti. XML normini?
form? nustatymas remiasi XML dokument? funkcini? priklausomybi?, kurios i??aukia duomen?
pertekli?, eliminavimu. I?analizuotos ir XML dokumentui pritaikytos nuo pirmosios iki ketvirtosios
normin?s formos. Parodyti skirtumai ir pana?umai pritaikant normines formas s?ry?in?ms duomen?
baz?ms ir XML dokumentams.
Arenas M. ir Libkin L. straipsnyje „A Normal Form for XML Documents“ pateiktas XML
normin?s formos XNF apra?as, kuris remiasi funkcin?mis priklausomyb?mis [2]. ?iame straipsnyje
pateiktas algoritmas, kuris transformuoja XML dokumento DTD ? XML normin? form? (XNF).
Straipsnyje taip pat parodyta, kad XNF yra ekvivalenti s?ry?ini? duomen? bazi? BCNF (Boyce?Codd
Normal Form), o tai ?rodo, kad XNF yra grie?ta normin? forma. Remiantis straipsniu, ?iame darbe
apra?ytas ir pateiktas normalizavimo algoritmas, pritaikant j? XML schemai. ?io normalizavimo
algoritmo pagrind? sudaro funkcin?s priklausomyb?s, kurias panaudojant apibr??iamos XML
dokumento normin?s formos. Nurodyti ir apra?yti esminiai algoritmo ?ingsniai – atribut? perk?limas ir
nauj? elemento tip? suk?rimas.
Eksperimentin?je dalyje atliktas UML CASE ?rankio MagicDraw XML schem? modeliavimo
galimybi? tyrimas. MagicDraw paketas turi galimyb? grafi?kai pavaizduoti XML schemos strukt???
UML klasi? diagrama, ?vedus reikiamus stereotipus, ir palaiko tiesiogin? ir atvirk?tin? XML kodo
in?inerij?. MagicDraw paketo palaikoma kodo in?inerija leid?ia egzistuojan?ias UML klasi?
diagramas transformuoti ? XML schemos kod? ir atvirk??iai. Tam, kad b?????manoma kodo in?inerija,
klasi? diagrama turi b?ti pertvarkyta ? XML schemos diagram?. Prakti?kai pavaizduotas XML
schemos sudarymas i? jau egzistuojan?ios klasi? diagramos ir XML schemos modeliavimas nuo nulio,
naudojant stereotipais pa?ym?tus XML schemos diagramos elementus. Naudojantis MagicDraw
paketu, parodytas apra?yto XML schem? generavimo i? UML klasi? diagramos algoritmo praktinis
pritaikymas.
Darbe nagrin?jama tema buvo pristatyta 10-joje tarpuniversitetin?je magistrant? ir doktorant?
konferencijoje „Informacin?s technologijos‘05“, vykusioje KTU ?. m. baland?io 29 d. Kaune [21].
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1. XML SCHEM? PROJEKTAVIMO METOD? ANALIZ?
1.1. XML schem? tipai ir pagrindiniai konceptai
Naudojant XML galima sukurti duomen? strukt?ras, kurios apra?o jose esan??? duomen? turin?,
neatsi?velgiant ? tai, kaip turinys bus pavaizduotas. Nors XML grie?tai specifikuoja sintaks?, ta?iau
leid?ia laisvai apibr??ti XML dokument? prasm?. XML leid?ia susikurti savit? gramatik? arba
naudotis jau sukurta gramatika, pavyzd?iui, toki?, kuri naudojama konkre?ioje problemin?je srityje
(pvz., prekyboje, matematikoje, chemijos pramon?je ir kt.). Gramatikai apibr??ti naudojami du
formatai: XML schema arba dokumento tipo apibr??tis – DTD [23] [12]. Dabartinis XML schemos
standartas yra W3C pasi?lyta rekomendacija. W3C kuria standartus ir technologijas, kurios atitinka
informacijos pateikimo internete keliamus reikalavimus.
Nors XML schemos ir  DTD paskirtis ta pati, XML schema labiau pritaikyta program?, kurios
yra orientuotos ? duomenis ir naudoja XML, reikalavimams palaikyti. XML schemos formatas yra
prana?esnis ir patogesnis nei DTD. Galima pamin?ti tokius pagrindinius XML schemos privalumus:
§ XML schemoje naudojama XML sintaks?. Tai rei?kia, kad XML schemoms apdoroti gali
??ti naudojamos ?prastos XML programos. DTD turi specifin? sintaks?, tod?l XML
redagavimo programin?s ?rangos k???jai turi papildomai r?pintis kitokios nei XML sintaks?s
palaikymu.
§ XML schema palaiko platesn? duomen? tip? aib? nei DTD. DTD leid?ia naudotis tik
pirmini? duomen? tip? aibe, kuri pagr?sta tekstinio tipo elementais. XML schema palaiko
duomen? tipus (numeric, date/time, binary, boolean, URIs ir kt.), kurie naudojami ir kitose
kalbose, pavyzd?iui, SQL ar JAVA. Panaudojant kit? duomen? tip? kompozicijas, yra
galimyb? sudaryti sud?tin? tip?. Be to, XML schema naudoja paveld?jimo mechanizm?, kuris
leid?ia apriboti ar i?pl?sti duomen? tipo apibr??im?.
§ Kita svarbi XML savyb? – termin? mechanizmas (namespace). Turintys t? pat? pavadinim?
XML schemos elementai gali b?ti panaudoti skirtingais kontekstais. Be to, XML elementai ir
element? tipai gali b?ti ?traukti (ar importuoti) i? kitos XML schemos naudojant t? pat? (ar
kit?) termin? mechanizm?.
§ XML schema leid?ia naudoti apribojimus, kuri? nepalaiko DTD. ?? ?iuos apribojimus ?eina
formatais pagr?st???ablon? apribojimai, raktai, unikalumo apribojimai, sud?tiniai raktai ir kt.
Taigi XML schema apra?o XML dokument? strukt???. Ji nusako elementus, kurie gali b?ti
naudojami XML dokumentuose. Jei XML dokumentas naudoja schem?, tai neapra?yt? element?
negalima vartoti. Kitaip tariant, XML schema apra?o gramatik?, kurios laikydamiesi XML dokumentai
yra teisingi. XML dokument? tikrinimas rei?kia, kad i?oriniai duomenys turi laikytis taisykli?, kurios
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yra apra?ytos XML schemoje. Schema u?tikrina, kad XML dokumentas yra tokio formato, kokio
tikimasi. XML schema yra galinga ir sud?tinga XML dokument? strukt?ros k?rimo ir tos strukt?ros
gramatikos patvirtinimo priemon?.
 XML schemos dokumentai apra?o konkret? XML dokumento tip?, nurodo apribojimus ?io tipo
dokumento duomenims, pateikia ?ymes ir atributus, naudojamus to tipo dokumentuose, s?ry?ius tarp
??? XML dokumento element?. XML schema, kaip ir XML dokumentas, yra hierarchin?s med?io tipo
strukt?ros. ?akninis kiekvienos XML schemos elementas yra <schema>. Jis gali tur?ti kelet? atribut?.
Paprastai schemos paskelbimas atrodo taip:
<?xml version="1.0"?>
<xsd:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"
targetNamespace="http://www.w3schools.com"
xmlns="http://www.w3schools.com"
elementFormDefault="qualified">
...
...
</xsd:schema>
?akniniame schemos elemente saugomi visi schemos ?emesnio lygio elementai. Kiekvienas
schemos elementas turi prefiks? xsd: (gali b?ti naudojamas ir kitoks prefiksas), kuris susietas su XML
schemos vard? erdve, kur? apra?oma tokia eilute:
xmlns: xsd=http://www.w3.org/2001/XMLSchema.
Vard? erdv? yra naudojama apriboti ir ?vardinti XML schemos element? grup?. Naudojant vard?
erdves tampa ?manoma ? XML schemos apra??? ?jungti kitus XML schemos apra?us, kai juose
naudojam? tip? ir element? pavadinimai yra jau vartojami kituose.
XML schemos pagrindin?s konstrukcijos gali b?ti i?reik?tos ???iomis skirtingomis formomis:
§ Elementas (xsd:element);
§ Atributas (xsd:attribute);
§ Paprastas (tekstinis) elemento tipas (xsd:simpleType);
§ Sud?tinis elemento tipas (xsd:complexType);
§ Element? grup? (xsd:group);
§ Atribut? grup? (xsd:attributeGroup).
Elementai yra naudojami apibr??ti duomen? esybes XML dokumente. Jie tarnauja kaip XML
dokumento duomen? metainformacija. Elementai dokumente i???stomi hierarchi?kai, i? vieno ?akninio
elemento. Elementai XML schemoje apibr??iami naudojant <element> ?ym?. Elementui b?tina
nurodyti jo vard? ir duomen? tip?:
<xsd:element name=“elementoVardas“ type=“elementoTipas“/>.
Duomen? tipai nurodo vidin? elementin? strukt???. Galimi trys elemento duomen? tipai:
pirminis (pvz., integer), paprasto ir sud?tinio turinio.
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Paprasto tipo elementas schemoje apibr??iamas panaudojant <simpleType> ?ym?. Galimi keli
paprasto tipo elemento sudarymo b?dai:
§ Paprasto tipo elementas gaunamas panaudojant jau egzistuojan??? paprasto tip? element?
arba pirmini? tip? apribojim?. Tam, kad nurodyti jau egzistuojant? tip?, kuris bus apribotas,
naudojamas „restriction“ atributas. Be to, ?i konstrukcija identifikuoja ?ymes, kurios apriboja
formuojamos naujos reik???s srit?.
§ Paprastas tipas sudaromas i? pirmini? (atomini?) duomen? tip? reik?mi? s?ra?o. ?iuo atveju
naudojama <list> ?ym? ir length, minLength, maxLength, enumeration, pattern atributai,
kurie apriboja <list> konstrukcijos reik???.
§ Paprastas tipas apibr??iamas kaip kit? paprasto tipo element? s?junga panaudojant <union>
?ym?.
Sud?tinio tipo elementas schemoje apibr??iamas naudojant <complexType> ?ym?, kuri paprastai
apim? aib? element? ir atribut?. Sud?tinis tipas naudoja <sequence>, <choice> ar <all> ?ymes, kurios
apsprend?ia subelement? i?rikiavim?:
§ <sequence> – subelementai b?tinai turi b?ti i???styti eil?s tvarka;
§ <choice> – i? s?ra?o gali b?ti pasirinktas tik vienas subelementas;
§ <all> – subelement? eil?s tvarka nesvarbi.
Be element?, XML schema dar apra?o atributus, kurie gali b?ti naudojami dokumente. Atributai
XML schemoje apibr??iami naudojant <attribute> ?ym?. Atributai negali tur?ti kit? element? ar
atribut? savo sud?tyje. Galimi du atributo duomen? tipai: pirminis ir paprasto turinio. Atributui, kaip ir
elementui, b?tina nurodyti jo vard? ir duomen? tip?:
<xsd:attribute name=”vardas” type=”tipas” use=”kaip-naudojamas” default/fixed=”reik???”/>.
 Be to, kas jau buvo pamin?ta, XML schema apibr??ia:
§ galima subelement? skai??? (minOccure, maxOccure);
§ ar elementas tu??ias, ar ? j? gali b?ti ?rauktas tekstas;
§ pradines ir fiksuotas element? ir atribut? reik?mes (default, fixed);
§ element? ir atribut? raktines reik?mes, leid?ia sudaryto sud?tin? rakt? (sujungia kelias
raktines reik?mes ? vien? rakt?) (<key>, <keyref>);
§ sud?tinio ir paprasto element? tip? i?pl?tim? ir apribojim? (<extension>, <restriction>);
§ schem???traukim??? kitas XML schemas (<import>, <include>);
§ kitas priemones, leid?ian?ias apriboti tip? panaudojim?, deklaruoti schemos anotacijas,
??orini? schem? panaudojim? kitos schemos sudaryme ir kt.
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1.2. UML klasi? diagrama
?iandieninis informacini? sistem? (IS) projektavimas ne?sivaizduojamas be automatizuoto
projektavimo (CASE) ?rankiu, kuri? daugelis naudoja unifikuot? modeliavimo kalb? UML, skirt?
vizualizuoti, specifikuoti, konstruoti ir dokumentuoti objektines sistemas. UML turi devyni? tip? –
klasi?, objekt?, panaudojimo atvej?, sekos, bendradarbiavimo, b?sen?, veiklos, komponent? ir
?diegimo – diagramas [19].
UML klasi? diagrama yra statinio strukt?rinio modelio grafinis atvaizdavimas. Klasi? diagrama
neparodo laikinos informacijos, ji apra?o tik klasifikacij?. UML statin?s strukt?ros klasi? diagram?
sudaro objekt? tipai (klas?s)  ir j? tarpusavio ry?iai (asociacijos). Klas?s tarpusavyje gali b?ti susietos
keliais skirtingais b?dais: klas?s susiejamos tarpusavyje asociacijos ry?iais, viena klas? priklauso nuo
kitos klas?s, klas? gali b?ti kitos klas?s potipis arba klas?s gali b?ti sugrupuotos ? vien? vienet? –
paket?. Klasi? diagrama nei?rei?kia konkre??? duoto objekto ry??? – ji tik abstrak?iai apra?o objekto
galimus ry?ius su kitais objektais. Klasi? diagrama yra tarsi loginis egzistuojan?io ar b?simo
programos kodo ?em?lapis.
Pagrindinis UML klasi? diagramos elementas yra klas?. Objekt? klas? apra?o grup? objekt?,
kurie turi pana?ias savybes – atributus, ry?ius su kitais objektais, pana??? elgsen? – operacijas, ir
bendr? prasm?. Klas? yra abstrakti s?voka, kuri turi vard?, apibr??im? ir egzempliori? (objekt?) aib?.
Klas?s apra?ymas susideda i? trij? dali?: klas?s vardo (papildomai dar gali b?ti naudojami stereotipai ir
?? savyb?s), atribut? ir klas?s operacij?. Kiekviena klas? gali tur?ti atribut? – identifikatori?, kuris
diagramose nerodomas.
Atributas yra ?vardinta klas?s savyb? ir apibr??ia reik?mes, kurias gali ?gyti klas?s
egzempliorius. Atributo apra?ymas susideda i?: matomumo (public, protected, private), atributo
pavadinimo, kuris turi b?ti unikalus klas?s ribose, atributo kardinalumo (multiplicity), jo duomen? tipo
(pirminis arba kita klas?), i? anksto nustatytos (default) reik???s ir kit? galim? savybi?. I?vestiniai
atributai gali b?ti gauti i? kit? atribut?, t. y., j? reik??? gali b?ti apskai?iuota pagal kit? atribut?
reik?mes. Jie pa?ymini „/“ ?enklu prie?ais pavadinim?.
UML atribut?? ?gyjami duomen? tipai gali b?ti pirminiai (pvz., integer, string), i?vardijami i?
anksto (enumeration) ir programavimo kalb? duomen? tipai, kurie atitinka konkre?ios programavimo
kalbos semantik?.
Paketas naudojamas klas?ms grupuoti. Kiekviena klasi? diagrama turi tur?ti savo paket?, kuris
gali b?ti ?trauktas ? kitus paketus. Paketai taip pat gali tur?ti tarpusavio ry?ius, kurie paprastai i?vedami
???? paketus ?traukt? klasi? ry???.
Klasi? tarpusavio ry??? tipai:
§ Asociacija
§ Klasifikacija
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§ Apibendrinimas
§ Agregavimas
§ Kompozicija
§ Rekursyvus ry?ys
Asociacijos apra?o UML klasi? semantinius tarpusavio ry?ius, kurie vaizduojami linijomis tarp
klasi?. Pavyzd?iui, asociacija tarp klas?s A ir B. Ry?io kardinalumas yra ry?io egzempliori? skai?ius,
kur? vienos klas?s objektas gali tur?ti su kitos klas?s objektais. Pavyzd?iui, ry?io kardinalumas r..s
klas?s B pus?je nusako, kad A klas?s objektas gali tur?ti ne ma?iau kaip r ir ne daugiau kaip s ry?io
egzempliori? su B klas?s objektu.
Asociacijos gali apimti daugiau nei dvi klases. ?ie daugiama?iai ry?iai klasi? diagramoje
vaizduojami rombais. Asociacijos gali b?ti pa?ym?tos kaip kryptin?s, o tai rei?kia, kad ry?ys skaitomas
tik viena kryptimi. Da?niausiai naudojamos dvikrypt?s asociacijos. Asociacijos atribut? apibr??imui
papildomai gali b?ti panaudojama ry?io klas?.
Apibendrinimas sukuria ry?ius tarp ?emesnio lygio esybi? egzempliori? ir auk?tesnio lygio
esybi?. Apibendrinimo hierarchija u?tikrina paveld?jimo savyb? (pvz., buhalteris paveldi darbuotojo
savybes).
Pana??? objekt? grupavimas ? klases ar aibes vadinamas klasifikavimu.
Be pagrindini? asociacij? UML klasi? diagramoje galima naudoti specialaus tipo asociacijas.
Viena i? toki? asociacij? – agregavimo ry?ys. Agregavimo mechanizmas tam tikr? objekt? pagrindu
suformuoja auk?tesnio lygio objektus (agregatus). Tarp j? egzistuoja part_of ry?ys. Grie?tas
agregavimas – kompozicija. Klas? gali tur?ti daugiausiai vien? kompozicijos ry?? su superklase, ir jos
gyvavimo trukm? priklauso nuo superklas?s gyvavimo trukm?s. Kompozicijos ry?ys vaizduojamas
??pildytu rombu ry?io gale.
Rekursyvus ry?ys  – ry?ys tarp tos pa?ios klas?s egzempliori?.
1.1 paveiksle pateikta UML metamodelio dalis, kuri susijusi su klasi? diagrama:
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1.1 pav. UML metamodelio dalis, apimanti klases ir j? savybes
Elementas yra atomin? sud?tin? modelio dalis. Elementas yra ?aknin? metaklas?? ?ioje
hierarchijoje. Modelio elementas – ?vardinta modelio esyb?. Tai vis? UML metaklasi? pagrindas.
Kitos metaklas?s yra modelio elemento tiesiogin?s ar netiesiogin?s subklas?s. Savyb? yra abstrakti
klas?. Strukt?rin?s savyb?s nurodo statines modelio elemento savybes – atributus. Klasifikatorius yra
elementas, kuris apra?o elgsenos ir strukt?ros savybes – klases, duomen? tipus, komponentus. Ry?ys
yra s?junga tarp modelio element?. UML apibr??ia kelet? ry?io (asociacija, apibendrinimas) ir
duomen? (pirminis, reik?mi? s?ra?as) tip?.
1.3. XML schem? k?rimo ?ranki? analiz?
?iuo metu egzistuoja programin?s ?rangos paketai, kurie leid?ia XML schemas (ir DTD)
modeliuoti panaudojant grafin? ir med?io strukt?ra paremt? vaizdavim?. Grafin? XML schem? k?rim?
galima realizuoti dviem b?dais. Vienu atveju XML schemoms modeliuoti galima naudoti XML
specifin? savit? kalb?, kitu – bendresn? modeliavimo kalb?.
XML schemos modeliavimas paketais, kurie naudoja savit? kalb? ir grafin? vaizdavim?, yra
paprastesnis ir padidina modelio suprantamum? ir ai?kum? lyginant su tekstinio tipo redagavimo
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programomis. Vienas i? geriausiai ?inom? XML schem? modeliavimo paket? yra XMLSpy [1].
Paketai kaip XMLSpy XML schemoms modeliuoti naudoja specifin? grafinio med?io vaizdavim?:
1.2 pav. XML schemos modeliavimo pavyzdys XMLSpy pakete
Kita alternatyva – standartin?s modeliavimo kalbos panaudojimas, pavyzd?iui, UML:
1.3 pav. XML schemos modeliavimo pavyzdys panaudojant UML
Abu pasi?lyti b?dai turi savit? privalum? ir tr?kum?. XML specifiniai simboliai puikiai tinka
XML schemos darini? atvaizdavimui. Lengva identifikuoti tokias XML ?ymes kaip <sequence>,
<choice>, XML elementus, atributus ir kt. Ta?iau modeliavimas su tokias ?rankiais da?nai
nesuderinamas su likusiais projektuotoj? poreikiais. Modeliavimas ?iais ?rankiais yra tinkamas
ma?iems projektams. Ta?iau dirbant su didesniais sud?tiniais projektas, pvz., kurie apima XML,
JAVA ar SQL, atsiranda sunkum?. Be to, projektuotojai yra priverstas per anksti priimti sprendimus,
susijusius su XML dokumento strukt?ra. Tinkamesnis ir patogesnis b?das – generuoti fizin? duomen?
strukt???, prie? tai suprojektavus atitinkam? konceptual??? model?.
UML klasi? diagramos kaip pagrindo duomen? strukt?rai apibr??ti panaudojimas taip pat turi
sav? privalum?. Pirmiausia, lyginant su kitomis notacijomis ar programavimo kalbomis, UML grafinis
atvaizdavimas yra daug lengviau skaitomas ir suprantamas. Grafin? notacija yra neutrali realizacijos
at?vilgiu – apibr??tos strukt?ros gali b?ti koduojamos ? bet koki? konkre??? realizacijos kalb? – ne tik ?
XML. UML modelius galima tiesiogiai pavaizduoti ?vairiose programavimo kalbose (JAVA, C++,
Visual Basic ir kt.), taip palengvinant projektuotoj? ir programuotoj? darb?. Be to, UML yra
standartas, kuris apra?ytas daugelyje knyg? ir palaikomas daugelio programin?s ?rangos ?ranki?. UML
diagramos gali parodyti tiek informacijos, kiek reikia – galima pasiruo?ti kelet? reikiam? modeli?
naudojantis vienu ?rankiu.
MagicDraw – UML modeliavimo ir CASE ?rankis [20]. Sukurtas verslo ir programin?s ?rangos
analitikams, programuotojams ir dokumentacijai, ?is dinami?kas ir ?vairiapusis ?rankis palengvina
objektini? (OO) sistem? ir duomen? bazi? analiz? ir projektavim?. Be to, jis palaiko kodo in?inerijos
mechanizm? (Java, C#, C++, WSDL, XML Schema ir CORBA IDL) ir atvirk?tin?s in?inerijos
galimybes. O tai labai naudinga XML schem? modeliavimui UML.
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MagicDraw paketo palaikoma kodo in?inerija leid?ia egzistuojan?ias UML klasi? diagramas
transformuoti ? XML schemos kod? ir atvirk??iai:
§ Tiesiogin? kodo in?inerija: XML schemos diagrama ® XML schemos kodas.
§ Atvirk?tin? kodo in?inerija: XML schemos kodas ® XML schemos diagrama.
Tam, kad b???? ?manoma kodo in?inerija, klasi? diagrama turi b?ti pertvarkyt?? ? XML schemos
diagram?. ?ios diagramos paskirtis – sudaryti XML schemos bylos strukt???. Diagramos privalumas –
greitas ir gana paprastas XML schemos element? atvaizdavimas. XML schemos elementai – tai
stereotipais prapl?sti UML klasi? ir realizacijos diagram? elementai.
1.4. XML schem? k?rimo ?jungimas ? informacini? sistem? projektavimo proces?
?iandieninis informaciniu sistem? (IS) projektavimas ne?sivaizduojamas be automatizuoto
projektavimo (CASE) ?ranki?, kuri? daugelis naudoja unifikuot? modeliavimo kalb? UML, skirt?
vizualizuoti, specifikuoti, konstruoti ir dokumentuoti objektines sistemas. UML turi devyni? tip? –
klasi?, objekt?, panaudojimo atvej?, sekos, bendradarbiavimo, b?sen?, veiklos, komponent? ir
?diegimo – diagramas.
Projektuotojams b??? naudinga tur?ti b???, kuris XML schem? k?rim?? ?jungt?? ? informacin?s
sistemos projektavimo proces?. XML dokumentams projektuoti naudojant UML, XML dokument?
strukt??? projektavim? galima integruoti ? bendr? informacini? sistem? projektavimo proces? [10].
UML modelius galima tiesiogiai atvaizduoti ?vairiose programavimo kalbose (JAVA, C++, Visual
Basic ir kt.), taip palengvinant projektuotoj? ir programuotoj? darb?. Be to, UML yra standartas, kuris
apra?ytas daugelyje knyg? ir palaikomas daugelio programin?s ?rangos ?ranki?. UML diagramos gali
parodyti tiek informacijos, kiek reikia – galima pasiruo?ti kelet? reikiam? modeli? naudojantis vienu
?rankiu.
Login? XML dokumento strukt?ra sudaryta i? hierarchi?kai susiet? element?. XML elementas
turi pavadinim?, gali tur?ti atribut? ir tam tikr? turinio model?. Tokia XML elemento strukt?ra atitinka
UML klas?s pavadinim?, atributus ir klasi? tarpusavio ry?ius [18].
1.5. Analiz?s i?vados
?io darbo analiz?s dalyje pateikti XML schemos ir UML klasi? diagramos konceptai ir
elementai. Lyginant XML schemos ir UML klasi? diagramos pagrindinius strukt?rinius komponentus
– element? ir klas?, galima pasteb?ti daug pana?um?. XML elementas turi pavadinim?, gali tur?ti
atribut? ir tam tikr? turinio model?. Tokia XML elemento strukt?ra atitinka UML klas?s pavadinim?,
atributus ir klasi? tarpusavio ry?ius. Ta?iau XML schem? k?rimas panaudojant UML klasi? diagramas
??ra paprastas, nes UML neapima vis? savybi?, kuri? reikia modeliuojant XML schemas.
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Kadangi XML dokumento strukt?rai apibr??ti gali b?ti naudojama XML schema arba DTD,
atlikta ??? dviej? format? lyginamoji analiz?. Pagal pateiktus XML schemos privalumus, tokius kaip
naudojama XML sintaks?, platesn? duomen? tip? aib?, termin? mechanizmas ir DTD nepalaikomi
apribojimai, galima spr?sti, kad XML schemos formatas yra prana?esnis ir patogesnis nei DTD. Nors
XML schemos ir DTD paskirtis ta pati, XML schema labiau pritaikyta programoms, kurios yra
orientuotos ? duomenis ir XML naudojim?.
Taip pat darbe pateikta programin?s ?rangos paket?, kurie leid?ia XML schemas (ir DTD)
modeliuoti panaudojant grafin? ir med?io strukt?ra paremt? vaizdavim?. Nurodyti du galimi grafinio
XML schem? k?rimo variantai – XML specifin?s savitos kalbos ir bendresn?s modeliavimo kalbos
(UML) panaudojimas. Abu XML schemos modeliavimo b?dai turi savit? privalum? ir tr?kum?.
Atsi?velgiant ? tai, kad projektuotojams b??? patogu tur?ti b???, kuris XML schem? k?rim???jungt???
informacin?s sistemos projektavimo proces?, naudingiau XML dokumentus projektuoti panaudojant
UML klasi? diagramas. Tokiu b?du galima susieti sistem? projektavim? su XML schemos k?rimu.
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2. XML SCHEM? K?RIMO METODIKA
2.1. XML schem? vaizdavimas UML
Vaizduojant XML schemas UML klasi? diagrama pagrindin? problema yra ta, kad UML
neapima vis? savybi?, kuri? reikia apra?ant XML schemas. ?iame poskyryje i?analizuotas kiekvienas
UML klasi? diagramos komponentas ir pavaizduotas jo transformavimas ? XML schem?. Tokiu b?du
apra?ytas beveik pilnas per?jimas nuo UML klasi? diagramos prie XML schemos. Aptarti galimi
variantai transformuojant UML model?? ? XML schem?. UML klasi? diagrama nepalaiko kai kuri?
XML schemos savybi?, tod?l projektuotojas turi papildyti XML schem? reikiamomis savyb?mis. ?i
problema i?sprend?iama panaudojant UML i?pl?timo profilius. UML profil? sudaro trys esmin?s
esyb?s: stereotipai, pa?ym?tos reik???s (tagged values)  ir apribojimai. Kiekvienas stereotipas susietas
su viena ar keliomis UML konstrukcijomis, kurios yra modifikuojamos. Stereotipas tiksliai nurodo, su
kokia XML schemos strukt?ra susiejamas UML modelio elementas. Kiekvienas stereotipas gali b?ti
tikslinamas pridedant vien? ar kelias savybes, kurios sustiprina j? reik??? ar ?tak? modelyje.
Pavyzd?iui, stereotipas, kuris susietas su UML klase, i?ple?ia „klas?s“ prasm?, o stereotipo savyb?s –
detalizuoja klas? modelyje. Apribojimai apibr??ia s?lygas, kurios turi b?ti patenkintos norint priskirti
stereotip? UML elementui [5] [4].
2.1.1. UML klas?s
UML klas? yra strukt?rini? ir elgsenos savybi? saugykla. Bet tik strukt?rin?s savyb?s svarbios
XML schemos sudarymui. Strukt?rin?s savyb?s susideda i? atribut?, ry??? ir j? kardinalum? [6].
Klas?s susiejimas su XML yra gana paprastas, nes kiekvienas UML klas?s egzempliorius
atitinka XML element?. XML dokumente elementas laikomas kaip atribut? ir subelement? saugykla.
Kaip ir UML klas?, XML elementas yra atribut? ir ry??? saugykla. UML klas?s ir XML elementai turi
daug bendro: abu turi vard? ir tam tikr? skai??? atribut?. Vadinasi, klases patogiausia vaizduoti XML
elementais. 2.1 paveiksle pavaizduota UML klasi? diagramos klas? „Uredija“:
2.1 pav. UML diagramos klas?
XML dokumente ?i klas? atitink? XML element?, kuris turi t? pat? vard?:
<Uredija> ... </Uredija>
XML schemoje UML klas? apibr??iama kaip sud?tin? duomen? strukt?ra ir susiejama su XML
schemos complexType tipu:
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<xsd:element name=“Uredija“ type=”UredijaType”/>
Klas?s su <<enumeration>> stereotipais XML schemoje vaizduojamos kitaip. Visoms
<<enumeration>> klas?ms sukuriamas simpleType tipo elementas su s?ra?u reik?mi?, kurios atitinka
<<enumeration>> klas?s atributus:
<xsd:simpleType name="KilmesTipas">
  <xsd:restriction base="xsd:string">
   <xsd:enumeration value="Naturali"/>
   <xsd:enumeration value="Dirbtine"/>
  </xsd:restriction>
</xsd:simpleType>
2.2 pav. UML <<enumeration>> klas?s transformavimas ? XML schem?
2.1.2. UML atributai
Klasi? atributai neatvaizduojami ? XML schem? taip paprastai kaip klas?s. UML klas?s atributas
gali b?ti transformuojamas ? XML dokumento atribut? arba element?. UML atribut? automatinis
transformavimas ? XML elementus ar atributus priklauso nuo XML schemos pob???io.
Papras?iausias b?das yra susieti kiekvien? UML klas?s atributus su t? klas? atitinkan?io XML
elemento subelementais. Tokiu atveju klas? „Uredija“ ir jos atributai atitikt? tok? XML schemos
apra??:
<xsd:element name=?Uredija? type=?UredijaType?/>
  <xsd:complexType name="UredijaType">
    <xsd:sequence>
      <xsd:element name="Uredija_vardas" type="xsd:string"/>
      <xsd:element name="Uredija_kodas" type="xsd:string"/>
  </xsd:sequence>
</xsd:complexType>
Jei UML klas?s atributas apra?o pirmin? duomen? tip? (pvz., integer, string), tai j? geriausia
transformuoti ? t? klas? atitinkan?io elemento atribut?, kuris taip pat apra?o pirmin? duomen? tip? ir
negali b?ti apra?ytas kaip sud?tinio (complexType) tipo elementas:
<xsd:complexType name="UredijaType">
  <xsd:attribute name="vardas" type="xsd:string"/>
  <xsd:attribute name="kodas" type="xsd:string"/>
</xsd:complexType>
Yra keletas UML konstrukcij?, kurios neturi atitikim? XML schemose. Vienas i? toki?
pavyzd??? yra UML atribut? matomumo ir frozen savyb?, kuri  nurodo, kad atributo reik??? gali b?ti
priskirta vien? kart? ir i?lieka statin?. ?ios savyb?s negali b?ti atvaizduotos ? visi?kai ekvivalen???
XML schemos konstrukcij?. Tik aplinkiniais sprendimais galima apibr??ti pradin? XML schemos
atributo reik??? panaudojant fixed savyb?.
Kitas atvejis – i?vestiniai atributai. I?vestini? atribut? transformacijos ?gyvendinimas reikalauja
prisijungti prie kito XML dokumento dali?, kurios suteikia galimyb? i?vestines i?rai?kas transformuoti
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? XPath ??rai???. Papras?iausias pasi?lymas – ignoruoti i?vestinius atributus, nes jie nesaugo
papildomos informacijos.
 Prie? transformuojant UML atribut??? XML schemos element? ar atribut?, b?tina atsi?velgti ? tai,
kokio pob???io duomenys bus priskirti UML klas?s atributo reik?mei. XML atributo reik??? turi
atitikti tam tikrus reikalavimus – XML redaktorius pa?alina visus papildomus atributo reik???s
?enklus (pvz., perk?limas ? kit? eilut? ar keletas tarpo ?enkl? i? eil?s). XML schemos atributui
nereik??? priskirti ir ilgos tekstin?s eilut?s. Tai ir yra pagrindin?s UML klas?s atribut? pakeitimo XML
elementais (o ne atributais) prie?astys.
Galima pasteb?ti, kad kei?iant UML atribut? XML atributu, jo vardas neb?tinai turi tur?ti
priekyje prira?yt? klas?s vard?, kuris buvo reikalingas vaizduojant UML atribut? XML elementu.
Pavyzd?iui, galima papras?iausiai naudoti „kodas“ vietoj „Uredija_kodas“. Tai ?manoma tod?l, kad
XML elementas savo atributams sukuria atskir? rezervuot? pavadinim? mechanizm? (namespace).
Susiduriama su dar vienu sud?tingu transformavimo atveju, kai klas?s atributas yra apibr??tas
kaip galintis tur?ti kelias reik?mes. XML schemoje negalimi daugiareik?miai atributai, tod?l tokie
UML klas?s atributai transformuojami ? XML elementus. Pavyzd?iui, klas?s „Subjektas“ atributas
„kontaktai“gali ?gyti nuo 1 iki n reik?mi?. Tod?l privalu ?? atribut? generuoti kaip XML schemos
element?:
<xsd:complexType name="SubjektasType">
 <xsd:sequence>
  <xsd:element name="Subjektas_adresas"
type="xsd:string"/>
<xsd:element name="Subjektas_kontaktas"
type="xsd:string" minOccurs="1" maxOccurs="unbounded"/>
 </xsd:sequence>
 <xsd:attribute name="Subjektas_vardas"
type="xsd:string"/>
</xsd:complexType>
2.3 pav. UML diagramos klas? su daugiareik?miu atributu
 2.1 lentel?je pateiktas XML atribut? ir element? palaikom? savybi?, kurios reikalingos
atvaizduojant UML klasi? diagramos elementus ? XML schem?,  palyginimas [13]:
1 lentel?. UML ir XML palaikom? savybi? palyginimas
UML elementas XML atributas XML elementas
Pirminis duomen? tipas Taip Taip
Sud?tinis duomen? tipas Ne Taip
Kardinalumas
[0..1] ir [1..1] arba visi naudojami
duomen? tipai i? s?ra?o (reik???
negali b?ti tu??ia)
Visi
Pradin? reik??? Pradin?s reik???s (default) savyb? Pradin?s reik???s (default) savyb?
Fiksuota reik??? Fiksuotos reik???s (fixed) savyb? Fiksuotos reik???s (fixed) savyb?
Reik?mi? s?ra?as ??ra?o palaikymas ??ra?o palaikymas
Apra?o galiojimo sritis Vietin? Vietin? arba globali
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2.1.3. UML kompozicijos ry?ys
 Kompozicija UML diagramose vaizduojama tamsiu rombu ry?io gale. ?is ry?ys nurodo, kad
susieti objektai valdomi pagal reik???. Pana?iai XML elementas pagal reik?mes valdo jam
priklausan?ius subelementus. I? kitos pus?s, jei savininkas i?trinamas, tai visi jam priklaus? elementai
taip pat i?trinami. Kompozicijos tipo ry?ys XML schemoje gali b?ti realizuotas hierarchiniais ry?iais,
nes nuo elemento egzistavimo priklauso subelement? egzistavimas, o tai ir atitinka kompozicijos ry?io
semantik?. 2.4 paveiksle parodytas kompozicijos ry?io atvejis klasi? diagramoje ir XML schemoje:
<xsd:element name="Uredija" type="Uredija"/>
<xsd:complexType name="Uredija">
 <xsd:sequence>
<xsd:element maxOccurs="unbounded" minOccurs="0"
name="Girininkija" type="Girininkija"/>
  <xsd:element name="Uredija_vardas"
type="xsd:string"/>
  <xsd:element name="Uredija_kodas"
type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="Girininkija">
 <xsd:sequence>
  <xsd:element name="Girininkija_kodas"
type="xsd:string"/>
  <xsd:element name="Girininkija_vardas"
type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
2.4 pav. Kompozicijos ry?ys UML diagramoje ir XML schemoje
2.1.4. UML agregavimo ry?ys
UML agregavimo ry?ys gali b?ti i?reik?tas keliomis skirtingomis XML dokumento
palaikomomis strukt?romis: sequence, choice ir all [16].
All darinys XML schemoje rei?kia, kad elementas gali tur?ti visus all darinyje apra?ytus
subelementus, ir jie gali b?ti pateikti bet kokia tvarka – j? i?rikiavimo tvarka XML dokumente
nesvarbi. Jei klasi? diagramoje agregavimo ry?iu susiet? klasi? tvarka nesvarbi, ?i  XML schemos
konstrukcija labiausiai tinka ry?io realizavimui XML dokumente. Tarkime, kad knygos apra?e
nesvarbu kuria tvarka bus pateikti autorius, pavadinimas, leidykla ir kiti duomenys. Tokiu atveju
agregavimo ry?ys XML schemoje gali b?ti realizuojamas panaudojant all konstrukcij?:
<xsd:element name="Knyga">
 <xsd:complexType>
  <xsd:all>
   <xsd:element name="Autorius" type="AutoriusType"/>
   <xsd:element name="Duomenys" type="DuomenysType"/>
   <xsd:element name="Leidykla" type="LeidyklaType"/>
  </xsd:all>
 </xsd:complexType>
</xsd:element>
2.5 pav. Agregavimo ry?ys UML diagramoje  ir XML schemoje
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UML stokoja klasi? ir atribut? rikiavimo, nes n?ra poreikio programiniuose objektuose tur?ti
surikiuotus kompozicijos ir agregavimo ry?iais sujungtus objektus. Jei nenurodyti jokie stereotipai,
agregavimo ry?ys transformuojamas ? sequence XML schemos konstrukcij?. Taip gaunama
agregavimo ry?io objekt? seka. Jei norima, kad agregavimo ry?ys b??? transformuojamas tiktai ? XML
sequence konstrukcij?, UML klasi? diagramoje tur??? b?ti naudojamas <<sequence>> stereotipas.
?iuo atveju b?tina tiksliai nurodyti element? tvark? naudojant papildomus stereotipus: <<1>>, <<2>>,
..., <<n>> (n – element? skai?ius). 2.6 paveiksle pateiktas tas pats knygos klasi? diagramos pavyzdys,
tik ?iuo atveju jau svarbus agregavimo ry?iu susiet? klasi? i?rikiavimas:
<xsd:element name="Knyga">
 <xsd:complexType>
  <xsd:sequence>
   <xsd:element name="Autorius" type="AutoriusType"/>
   <xsd:element name="Duomenys" type="DuomenysType"/>
   <xsd:element name="Leidykla" type="LeidyklaType"/>
  </xsd:sequence>
 </xsd:complexType>
</xsd:element>
2.6 pav. <<sequence>> stereotipo panaudojimas agregavimo ry?yje
Da?niausiai choice konstrukcija naudojama apibendrinimo ry?io atveju. Agregavimo ry?io atveju
XML schemos choice konstrukcijos realizavimui si?loma UML klasi? diagram? prapl?sti <<choice>>
stereotipu. ?i konstrukcija taip pat gali tur?ti savo kardinalum?, pavyzd?iui, <<choice:1..*>>.
??ra sunku UML modelyje kartu suderinti sequence ir choice konstrukcijas:
<xsd:element name="Knyga">
 <xsd:complexType>
  <xsd:sequence>
   <xsd:choice>
    <xsd:element name="AutoriusAsmuo"
type="AutoriusAsmuoType"/>
....<xsd:element name="AutoriusOrganizacij"
type="AutoriusOrganizacijaType"/>
   </xsd:choice>
   <xsd:element name="Duomenys"
type="DuomenysType"/>
   <xsd:element name="Leidykla"
type="LeidyklaType"/>
  </xsd:sequence>
 </xsd:complexType>
</xsd:element>
2.7 pav. Agregavimo ry?ys prapl?stas <<sequence>> ir <<choice>> stereotipais
2.1.5. UML apibendrinimo ry?ys
XML schemose n?ra apibendrinimo konstrukcij?. Svarbiausias apibendrinimo aspektas yra
superklas?s atribut? paveld?jimas. Vienas i? si?lom? b???, kuriuo galima realizuoti paveld?jim? XML
schemose, yra extension konstrukcijos panaudojimas XML schemoje. Kiekvienai klasei sukuriamas
sud?tinio turinio elementas. Subklas? atitinkantis sud?tinio tipo elementas yra panaudojamas kaip
superklas?s sud?tinio turinio elemento i?pl?timas. Tokiu b?du subklas?s elementas paveldi visas
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superklas?s elemento savybes. 2.8 paveiksle pavaizduotas apibendrinimo ry?io atvejis ir jo i?pl?timas
stereotipais:
2.8 pav. Apibendrinimo ry?ys UML diagramoje
<xsd:complexType name="SubjektasType">
 <xsd:sequence>
  <xsd:element name="Subjektas_adresas" type="xsd:string"/>
  <xsd:element maxOccurs="unbounded" minOccurs="1" name="Subjektas_kontaktas"
type="xsd:string"/>
 </xsd:sequence>
 <xsd:attribute name="Subjektas_vardas" type="xsd:string"/>
</xsd:complexType>
<xsd:complexType name="AsmuoType">
 <xsd:complexContent>
  <xsd:extension base="SubjektasType">
   <xsd:sequence>
    <xsd:element name="Asmuo_asmensKodas" type="xsd:string"/>
    <xsd:element name="Asmuo_pasoNr" type="xsd:string"/>
   </xsd:sequence>
  </xsd:extension>
 </xsd:complexContent>
</xsd:complexType>
<xsd:complexType name="ImoneType">
 <xsd:complexContent>
  <xsd:extension base="SubjektasType">
   <xsd:sequence>
    <xsd:element name="Imone_imonesKodas" type="xsd:string"/>
    <xsd:element name="Imone_mokesciuKodas" type="xsd:string"/>
    <xsd:element name="Imone_reg_data" type="xsd:date"/>
   </xsd:sequence>
  </xsd:extension>
 </xsd:complexContent>
</xsd:complexType>
2.9 pav. Apibendrinimo ry?io realizacija XML schemoje
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2.2. XML schem? k?rimo algoritmas
Dauguma sistem? naudoja skirting? format? duomenis, tod?l atsiranda sunkum? kei?iantis
duomenimis. XML yra standartinis formatas, kur?? ?vairios programos supranta vienodai, tod?l
duomenys gali b?ti transformuoti ? XML ir laisvai perduoti kitai sistemai ar programai. XML palaiko
savybes, kurios b?dingos ?vairiems duomen? modeliams (tarp j? ir UML klasi? diagramai). Tod?l
svarbu sudaryti i? UML klasi? diagramos XML schem? automatinio generavimo metodologij?.
Kadangi XML dokumento strukt?ra yra hierarchin?, keletas skirting? XML schem? (ar XML
dokument?) gali b?ti sugeneruotos pagal t? pa??? konceptuali??? UML klasi? diagram?. I? UML klasi?
diagramos XML schemos generavimo algoritmas susideda i? keleto ?ingsni?:
§ Ne visada UML klasi? diagramoje klas?s ir j? tarpusavio ry?iai sudaro hierarchin? vaizd? –
da?nai diagramose pasitaiko vienas ar keli ciklai. Kadangi XML dokumentas yra hierarchin?
strukt?ra, tai modeliuojant XML schem? UML klasi? diagramoje turi b?ti pa?alinami ciklai.
§ Pa?alinus UML klasi? diagramoje ciklus, seka antrasis algoritmo ?ingsnis – hierarchinio
vaizdo formavimas. Hierarchinio vaizdo formavimas susij?s su ry??? ir j? kardinalum?
pertvarkymu klasi? diagramoje.
§ Tre?iasis ir paskutinis algoritmo ?ingsnis – XML schemos automatinis generavimas pagal
sudaryt? hierarchin? vaizd?.
Ar yra cikl??
Nurodyti ?aknin?
element?
Tikrinti, ar yra
cikl?
Eliminuoti cikl? Suformuoti
hierarchin? vaizd?
Generuoti XML
schem?
[ T ] [ N ]
2.10 pav. XML schemos generavimo algoritmo veiklos diagrama
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2.2.1. Cikl? eliminavimas
Da?nai pasitaiko, kad UML klasi? diagramoje klas?s ir j? ry?iai sudaro vien? ar kelis ciklus.
XML dokumentas yra hierarchin? strukt?ra. D?l ?ios prie?asties pirmiausia UML klasi? diagramoje
turi b?ti pa?alinami ciklai ir suformuojamas hierarchinis vaizdas. Hierarchinio vaizdo strukt?ra
priklauso nuo to, kuri diagramos klas? bus pasirinkta ir traktuojama kaip ?akninis XML dokumento
elementas. ?iame algoritmo ?ingsnyje pirmiausia visos klases, i?skyrus t?, kuri pa?ym?ta kaip ?aknin?,
suskirstomos ? atskiras klasi? grupes pagal tai, koki? atstumu jos nutolusios nuo ?aknin?s klas?s. Tada
bandoma rasti labiausiai nuo ?aknin?s klas?s nutolusi? klas?, kuri ?eina ? kur? nors cikl?. ?is ciklas
pa?alinamas dubliuojant ??? klas? taip, kad i?likt? jos prie? tai buv? ry?iai su kitomis klas?mis.
Pa?alinus cikl?, ?is procesas kartojamas tol, kol klasi? diagramoje nebelieka cikl?. Cikl? eliminavimas
parodyta 2.11 paveiksle:
2.11 pav. Cikl? eliminavimas
2.11 paveiksle pavaizduotame grafe matyti, kad 2-oji ir 4-oji vir????s yra labiausiai nutolusios
nuo ?aknin?s (nulin?s) vir??nes ir sudaro cikl? su kitomis vir????mis. Pagal prie? tai apra?yt?
algoritm?, bus surasta 2-oji vir????, kuri sudaro cikl? su 0-ne, 1-?ja ir 3-?ja vir????mis. ?is ciklas
pa?alinamas dubliuojant 2-??? vir???? – grafe atsiranda dvi vir????s su tuo pa?iu numeriu. Analogi?kai
surandama ir dubliuojama  4-oji vir????.
2.12 ir 2.13 paveiksluose parvaizduotas ciklo eliminavimas klasi? diagramoje. ?ia pateikta trij?
UML klasi? diagrama, kurioje klas?s ir j? ry?iai tarpusavyje sudaro cikl?:
2.12 pav. Ciklas, kur? sudaro klas?s ir j? ry?iai
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Pirmiausia pasirenkama ?aknin? klas? (?iuo atveju - klas? „Sklypas“). Norint pa?alinti cikl?,
reikia dubliuoti vien? i? dviej? likusi? klasi? („SklypoCharakteristika“ arba „MedziuTipas“), nes
atstumai nuo kiekvienos i? j? iki ?aknin?s klas?s yra vienodi. Tarkime, ciklo pa?alinimui pasirenkama
klas? „MedziuTipas“. ?i klas? dubliuojama ir ciklas pa?alinamas taip, kad ry?iai tarp klasi? likt? tokie
patys.
2.13 pav. Klasi? diagrama, po ciklo pa?alinimo
2.2.2. Hierarchinio vaizdo formavimas
Nurod?ius UML klasi? diagramoje ?aknin? element? ir pa?alinus ciklus, atliekamas antrasis
algoritmo ?ingsnis – hierarchinio vaizdo formavimas. Hierarchinis vaizdas formuojamas atsi?velgiant ?
UML klasi? tarpusavio ry?ius ir j? kardinalumus.
§ Jei tarp klasi? A ir B egzistuoja 1:N arba 1:1 ry?iai, nieko keisti nereikia. Tokiu atveju XML
schemoje B klas? tampa A klas? atitinkan?io elemento subelementu.
§ M:N ry?io atveju, ?iame algoritmo ?ingsnyje ry?ys pakei?iamas 1:N tipo ry?iu.
§ Jei 1:N ar M:N ry??? atveju egzistuoja ry?io klas?, tai ji XML schemoje tampa A klas?
atitinkan?io elemento subelementu.
§ Jei klasi? tarpusavio ry?ys yra N:1, formuojant hierarchin? vaizd???is ry?ys pakai?iamas 1:1
tipo ry?iu.
Be 1:1, 1:N, N:1 ir M:N tipo asociacij?, klasi? diagramoje galimi agregavimo, kompozicijos ir
apibendrinimo ry?iai.
XML schemose n?ra apibendrinimo konstrukcij?. Svarbiausias apibendrinimo aspektas yra
superklas?s atribut? paveld?jimas. Vienas i? prieinam? sprendim? atvaizduojant paveldimum? XML
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schemose yra savybi? paveld?jimas panaudojant extension atribut? XML schemoje. Formuojant
hierarchin? vaizd?, apibendrinimo ry?ys klasi? diagramoje nekei?iamas, ta?iau ? j? reikia atsi?velgti
tre?iajame algoritmo ?ingsnyje generuojant XML schem?.
UML stokoja klasi? ir atribut? rikiavimo, nes n?ra poreikio programiniuose objektuose tur?ti
surikiuotus kompozicijos ir agregavimo ry?iais sujungtus objektus. Pagal nutyl?jim?, agregavimo ir
kompozicijos ry?iai transformuojami ? sequence XML schemos konstrukcij?. Taip gaunama ??? ry???
objekt? sek?. Jei norima, kad agregavimo ar kompozicijos ry?ys tiksliai b??? transformuojamas ? XML
sequence, all ar choice  konstrukcijas, UML klasi? diagramoje tur??? b?ti naudojami stereotipai.
2.2.3. XML schemos generavimas
Nurod?ius ?aknin? UML diagramos element? (klas?), eliminavus visus diagramos ciklus ir
suformavus hierarchin? vaizd? pereinama prie XML schemos generavimo. ?is algoritmas apra?o
pagrindinius standartin?s transformacijos aspektus, kurie panaudojami XML schemai modeliuoti.
UML klas?s su atitinkamomis savyb?mis transformuojamos ? sud?tinio tipo (complexType) XML
elementus. Klas?s vardas tampa elemento vardu ir prid?jus prie klas?s vardo „Type“ gal??? – sud?tinio
tipo vardu. Klas?s atributai tampa ??? klas? apra?an?io complexType subelementais, kuri? duomen?
tipai atitinka atribut? duomen? tipus. Subelemento vardas sudaromas i? klas?s ir atributo vardo,
atskiriant juos ta?ku. UML klas?s atribut? kardinalumai XML schemoje i?rei?kiami kardinalum?
apra?an?iais minOccure ir maxOccure atributais. Asociacijos, agregavimo ir kompozicijos ry?iai
transformuojami ? sequence XML schemos konstrukcijas. Taip gaunama ??? ry??? objekt? sekos. Ry?io
kardinalumas tiesiogiai i?rei?kiamas minOccure ir maxOccure atributais. Apibendrinimo ry?io atveju
generuojamas complexType su extension subelementu, kurio base atributas susiejamas su superklas?s
vardu.
?akninio klas?s diagramos elemento vardas bus panaudotas pagrindinio XML schemos elemento
pavadinimui. ?io elemento tipas bus “rootType“, kuris yra sud?tinio tipo (complexType) elementas.
Tarkime, jei ?aknin?s klas?s vardas „Uredija“, tai XML schemos ?akninio elemento pavadinimas bus
„UredijaDoc“, o tipas „rootType“. Nuo ?io elemento ir pradedamas XML schemos generavimas,
kuriam naudojama rekursin? proced?ra. Tarkime, E1 XML schemos generavimo proced?ros ??jimo
parametras (prad?ioje E1 – ?akninis UML klasi? diagramos elementas):
1. Generuojamas sud?tinio tipo (comlexType) elementas E1 ir jo tipas „E1Type“.
2. Kiekvienam ?? element? atitinkan?ios klas?s atributui e generuojamas:
    2.1. Jei atributo tipas pirminis (integer, string), tai generuojamas elementas E1.e ir jo pirminis
tipas (xsd:integer, xsd:string);
    2.2. Kitu atveju, generuojamas sud?tinio tipo (complexType) elementas E1.e, kurio tipas
atitinka atributo tip?. Pavyzd?iui, jei atributo e tipas t, tai generuojamas complexType
elemetas E1.e ir jo tipas „t“.
3. Kiekvienai klasei E2, kuri yra E1 klas?s subklas? hierarchiniame vaizde, kartojami visi
ankstesni algoritmo ?ingsniai.
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Kadangi ?i proced?ra yra rekursin?, tai baigus j? vykdyti, bus sugeneruoti XML schemos
elementai kiekvienai UML klasei. Pagal ?? algoritm? sugeneruojama grie?ta XML schema:
§ Kardinalumai yra apribojami pagal UML klasi? model? panaudojant minOccure ir
maxOccure atributus kiekvienai klasi? asociacijai apra?yti.
§ Visuose sud?tinio tipo elementuose naudojama sequence konstrukcija subelementams
patalpinti.
§ Generuojami tik XML elementai (n?ra XML atribut?).
Ar E1 klas? turi
atribut? e?
Ar E1 klas? turi
sub-klas? E2?
[ N ]
Paimti element?
E1
Generuoti "complex type"
element? ir jo tip? "E1type"
E1 <= E2
Sukurti "complex type"
XML element? e
[ T ]
XML elementui e priskirti
pirmin? duomen? tip?
Ar atributo e dumen?
tipas pirminis?
XML elementui e priskirti
sud?tin? duomen? tip?
[ T ]
[ N ]
[ N ]
[ T ]
2.14 pav. XML schemos automatinio generavimo veiklos diagrama
Detalesni grie?tos XML schemos generavimo kriterijai:
Pavadinim? mechanizmas – visas UML klasi? modelis pateikiamas vienoje XML schemoje.
Elemento vardo unikalumas – generuojant atribut? atitinkant? element?, jo vardas sudaromas i?
klas?s ir atributo vardo, atskiriant juos ta?ku (pavyzd?iui, Klas?.atributas). Jei taip sudarytas vardas
??ra unikalus, dar pridedamas paketo vardas (pavyzd?iui, Paketas.Klas?.atributas).
Elementas ar atributas – generuojamas elementas kiekvienam klas?s atributui
Kardinalumas – kiekvieno elemento apra?yme minOccure ir maxOccure atributams
priskiriamos reik???s atitinkan?ios UML klasi? model?.
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Paveld?jimas – jei UML klas? turi apibendrinimo ry?? su viena superklase, tai generuojamas
complexType su extension subelementu, kurio base atributas susiejamas su superklas?s vardu. Jei UML
klas? turi apibendrinimo ry?? su keliomis superklas?mis, tai dar kart? apra?omi superklas?s atributai jos
subklas? atitinkan?io elemento turinyje.
complexType turinys – kiekviena UML klas? yra generuojama kaip complexType elementas,
kuriame naudojama sequence konstrukcija.
Duomen? tipas – jei atributo tipas pirminis (pvz., integer, string), tai generuojamas elementas,
kurio tipas taip pat pirminis. Kitu atveju, generuojamas sud?tinio tipo (complexType) elementas, kurio
tipas atitinka atributo tip?.
2.3. XML schem? normin?s formos
Efektyvus XML dokumento panaudojimas priklauso nuo ?io dokumento metaduomen? kokyb?s
– XML schemos arba DTD. Programos gali talpinti didelius duomen? kiekius ? XML dokument? ir
da?nai vykdyti XML dokumento duomen? atnaujinimo operacijas. Esant netinkamai XML schemos
strukt?rai, XML dokumente galimi tokie tr?kumai kaip duomen? perteklius ir dubliavimasis. Kaip ir
??ry?in?s duomen? baz?se, duomen? dubliavimas gali s?lygoti didel? saugom? duomen? apimt? ir
netikslumus vykdant operacijas su duomenimis. Tod?l naudinga XML schem? strukt?ros k?rimui
suformuoti ir pritaikyti nurodymus ir principus, kuriais remiantis galima sukurti tinkam? XML
schemos strukt??? [8].
Normalizacija yra vienas i? b???, kuris leid?ia u?tikrinti ger? s?ry?ini? duomen? bazi?
projektavim? – pa?alinti nevienareik?mi?kas duomen? i?rai?kas, minimizuoti pertekli? ir palengvinti
duomen? logi?kumo i?saugojim?. Tas pa?ias problemas ir j? pa?alinimo metodus galima pritaikyti ir
XML dokumentui [9].
XML normini? form? apra?as paremtas funkcin?mis priklausomyb?mis. Pateiktas pagrindini?
funkcini? priklausomybi? savybi? apra?ymas. Apibr??tos neteisingos funkcin?s priklausomyb?s,
kurios ir yra duomen? dubliavimosi XML schemoje prie?astis. Be to, pateiktas algoritmas, kuris XML
schem? transformuoja ? XML normin? form? – XNF.
2.3.1. XML formalus apra?as
??ry?in?s duomen? baz?s nagrin?jamos remiantis funkcin?mis priklausomyb?mis. Normin?s
formos taip pat analizuojamos remiantis funkcini? priklausomybi?, kurios ?takoja duomen? pertekli?,
eliminavimu. Kaip ir s?ry?ini? duomen? bazi? atveju, XML dokumento normin?s formos
apibr??iamos panaudojant funkcines priklausomybes, kurios sudaro normalizavimo algoritmo
pagrind?.
XML schemos atveju galima ?vesti tokius ?ym?jimus ir apibr??imus:
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§ El – elemento vardai;
§ Att – atributo vardai;
§ Str – tekstinio (string) tipo atribut? galimos reik???s;
§ Vert – vir??ni? identifikatoriai;
§ Visi atribut? vardai prasideda @ simboliu.
§ S ir ^  (null) – rezervuoti nei vienoje aib?je nenaudojami simboliai.
2.3.1.1. XML medis
XML medis T apibr??iamas kaip medis (V, lab, ele, att, root), kur:
§ VertV Í yra baigtin? vir??ni? aib?;
§ lab: ElV ® ;
§ ele: VStrV È® ;
§ att yra dalin? funkcija StrAttV ®´ ;
§ Vroot Î  vadinama med?io T??aknimi.
XML med?iui T eilut? w=w1...wn, kur w1,..., wn-1 ® El, o wn yra El, Att ir {S}, yra T kelias, jei
aib?je V yra tokios vir????s v1,...,vn-1, kad:
§ v1=root, vi+1 yra vir????s vi subelementas ( 21 -££ ni ), lab(vi)=wi( 21 -££ ni );
§ Jei Elwn Î , tai yra tokia vir??nei vn-1 priklausanti ?emesnio lygio vir???? vn, kad lab(vn)=wn.
Jei wn=S, tai vn-1 turi subelement? Str.
Galima pa?ym?ti paths(T) kaip XML med?io T keli? aib?.
2.3.1.2. XML schema
XML schema apibr??iama kaip D = (E, A, P, R, r), kur:
§ ElE Í baigtin? element? tip? aib?;
§ AttA Í baigtin? atribut? aib?;
§ P ? E susiejimas su elemento tipo apra?ais;
§ R – E susiejimas su A;
§ Er Î ir yra vadinamas ?akninio elemento tipu.
XML schemos D = (E, A, P, R, r) eilut? w = w1?wn yra XML schemos D kelias, jei w1=r, wi
priklauso P(wi-1) alfabetui arba wn = @l, kur @l ® R(wn-1). Galima apibr??ti length(w) kaip kelio ilg?
n, last(w) ? kaip paskutin? kelio element? wn, paths(D) – vis? XML schemos D keli? aib?, o EPaths(D)
? aib? vis? keli?, kurie baigiasi elemento tipu.
XML medis T atitinka XML schem? D (D|=T), jei:
§ lab yra s?ry?is nuo V prie E;
§ Kiekvienam Vv Î , jei P(lab(v))=S, tai ele(v)=[s], kur Strs Î ;
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§ att yra tokia dalin? funkcija nuo AV ´  prie Str, kad kiekvienam Vv Î  ir Al Î@ , att(v,@l)
yra apibr??ta, jei ( )( )vlabRl Î@ ;
§ lab(root)=r;
§ paths(T) Í paths(D).
2.3.1.3. XML med?io s?ra?ai
Kad i?pl?sti XML funkcini? priklausomybi? supratim?, XML med?iai pavaizduojami kaip
??ra?? aib?s. S?ry?in?se duomen? baz?se s?ra?as yra funkcija, kuri kiekvienam atributui priskiria
reik??? i? atitinkamos srities. XML schemos D med?io s?ra?as t kiekvienam med?io keliui priskiria
reik??? i? { }^ÈÈ StrVert  tokiu b?du, kad t atitinka baigtin? med? su keliais i? D, kuris turi
daugiausia vien? atvej? i? kiekvieno kelio.
XML medis gali b?ti i?reik?tas kaip med?io s?ra?? aib?.
Duotos XML schemos D = (E, A, P, R, r) med?io s?ra?as yra tokia funkcija nuo paths(D) iki
{ }^ÈÈ StrVert , kad, jei )(DEPathsp Î , tai ( ) { }^ÈÎVertpt  ir ( ) ¹^rt .
T(D) apibr??iama kaip vis? D med?io s?ra?? aib?. Med?io s?ra?as t ir kelias p apra?omas kaip
t.p.
2.3.1.4. XML funkcin?s priklausomyb?s
XML schemos D funkcin?s priklausomyb?s (FP) yra 21 SS ® formos i?rai?kos, kur S1 ir S2 yra
baigtiniai netu?ti aib?s paths(D) poaibiai. Vis? XML schemos D funkcini? priklausomybi? aib?
pa?ymima kaip FP(D).
2.3.2. Pirmoji normin? forma
Pirmoji normin? forma reikalauja, kad visos atribut? reik???s b??? atomin?s. Atomi?kum?
apibr??ti yra gana sunku, nes ?i s?voka yra gana reliatyvi. Reik???, kuri yra atomas vienu atveju, gali
??ti ne atomu kitame taikyme. Bendras principas – reik??? yra ne atomin?, jei ji vartojama dalimis, t.
y., jei ji vartojama dalimis s?ry?iuose su kitomis reik???mis ar j? dalimis.
??ry?in?s duomen? baz?s lentel? l(L) yra 1-joje NF, jei vis? jos atribut? reik?mi? aibi? elementai
yra atomai (nedalomi), t. y., ? a Î L : a reik?mi? aib? yra atomai, kur:
§ l – eilu??? rinkinys (nesutvarkyta aib?) {e1, e2,..., em}, kur visos eilut?s skirtingos, t. y., ei?? ej,
jei i ? j (i, j=1,..,n);
§ L – lentel?s l schema (strukt?ra) – aib? {a1,  a2,..., an}, kur ai (i=1,..,n) – atributai (lentel?s
stulpeli? vardai).
XML schemai D ir XML med?iui T |= D, jei kiekvienos vir????s v eVÎ (t. y., ele(v) =^  ar Av Î )
reik??? yra atomin?, tai XML schema D atitinka pirm??? XML normin? form? (1XNF).
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1XNF reikalauja, kad  neb??? galima priskirti daugiau nei vienos reik???s XML dokumento
elementui ar atributui. Jei XML schema n?ra pirmojoje normin?je formoje, ji gali b?ti transformuota ?
1-??? normin? form? pridedant papildomus subelementus ar atributus elementams. 2.15 paveiksle
pateiktas XML schemos pavyzdys, kuris netenkina 1-osios normin?s formos reikalavim?, o 2.16
paveiksle pavaizduota XML schema po transformavimo ? 1-??? normin? form?.
<xsd:element name="Asmuo">
  <xsd:complexType>
    <xsd:sequence>
      <xsd:element name="Asmens kodas" type="xsd:string" />
      <xsd:element name="VPavard?" type="xsd:string" />
      <xsd:element name="Adresas" type="xsd:string" />
    </xsd:sequence>
  </xsd:complexType>
</xsd:element>
2.15 pav. XML schema, kuri neatitinka 1XNF
<xsd:element name="Asmuo">
  <xsd:complexType>
    <xsd:sequence>
      <xsd:element name="Asmens kodas" type="xsd:string" />
      <xsd:element name="Pavard?" type="xsd:string" />
      <xsd:element name="Vardas" type="xsd:string" />
      <xsd:element name="Miestas" type="xsd:string" />
      <xsd:element name="Gatve" type="xsd:string" />
      <xsd:element name="Namo_nr" type="xsd:string" />
      <xsd:element name="Buto_nr" type="xsd:integer" />
    </xsd:sequence>
  </xsd:complexType>
</xsd:element>
2.16 pav. XML schema, kuri atitinka 1XNF
2.3.3. Antroji normin? forma
Antroji ir tre?ioji normin?s formos yra apribotos funkcin?mis priklausomyb?mis ir susijusios su
??ry?iais tarp raktini? ir neraktini? atribut?.
Atribut? aib? B vadinama pilnai priklausan?ia nuo atribut? aib?s A funkcini? s?ry??? aib?s F
at?vilgiu, jei B priklauso nuo visos aib?s A, bet nepriklauso nuo jokio aib?s A poaibio. Formaliai, A ®
B Î F+ ir ? A' Ì A : A'® B Ï F+.
Antroji normin? forma reikalauja, kad kiekvienas neraktinis atributas b??? funkcionaliai
priklausomas nuo vis? raktini? atribut?, t. y., negali priklausyti nuo rakto dalies (vieno i? raktini?
atribut?). Taigi 2NF gali b?ti pa?eista tik turint sud?tin? rakt?.
??ry?in?s duomen? baz?s lentel? l(L) yra 2-joje NF funkcini? s?ry??? aib?s F at?vilgiu, jei ji yra
1-joje NF, ir kiekvienas jos neraktinis atributas pilnai priklauso nuo kiekvieno lentel?s l rakto. Bendru
atveju, tam, kad lentel? b??? 2-joje NF, reikia, kad kiekvienas jos neraktinis atributas pilnai priklausyt?
nuo kiekvieno jos rakto. Jei taip n?ra, tai reikia atributus, dalyvaujan?ius dalin?je priklausomyb?je,
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??kelti ? kit? lentel?. Schemati?kai tai galima pavaizduoti taip: jei turime lentel? l(A, B, C, D), kurioje
galioja: {A, B} ®  {C, D} ir A ? D, tai lentel? l reikia skaidyti ? dvi: l1(A, B, C) ir l2(A, D).
??skaidymo etapai:
1. Sukuriam nauja lentel?, kurios atributai yra pradin?s lentel?s atributai, netenkinantys
funkcin?s priklausomyb?s s?lygos. Funkcin?s priklausomyb?s determinantas (atributas, kuris
yra kair?je FP pus?je) tampa naujos lentel?s raktu.
2. Atributas, esantis de?in?je FP pus?je, i?metamas i? pradin?s lentel?s.
3. Jeigu yra daugiau negu viena FP, kuri pa?eid?ia 2NF, tai 1 ir 2 etapai kartojami kiekvienai
FP.
4. Jeigu vienas determinantas ?eina ? kelias FP, tai visi nuo jo funkcionaliai priklausanti atributai
talpinami kaip neraktiniai atributai ? lentel?, kurios raktu bus determinantas.
XML schemoje taip pat galima apibr??ti dalin? ir tranzityvin? priklausomybes.
Jei funkcinei priklausomybei {S1.S2.S3??2??S1.S2.S3?? egzistuoja kita funkcin? priklausomyb?
S1??1?S1.S2.S3??, kur S1?^  ir  S1?r, ?1, ?2, ? yra elemento reik??? ar atributas, tai pirmoji funkcin?
priklausomyb? vadinama daline funkcine priklausomybe.
Jei funkcinei priklausomybei S1??1?S1.S2??2 egzistuoja kita funkcin? priklausomyb?
S1.S2??2?S1.S2.S3??3, tai funkcin? priklausomyb? S1??1?S1.S2.S3??2 vadinama tranzityvine funkcine
priklausomybe.
XML schemai transformuoti ? 2-??? normin? form? galima panaudoti submed?io perk?lim?? ?
vir??. Tai atliekama tol, kol nelieka dalini? funkcini? priklausomybi?.
XML schemos pavyzdys prie? 2NF pritaikym?:
<xsd:elemente name="Mi?kas">
 <xsd:sequence>
  <xsd:element minOccurs="1" maxOccurs="unbounded" name="Uredija" type="UredijaType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredijaType">
 <xsd:sequence>
  <xsd:element name="Kodas" type="xsd:string"/>
  <xsd:element name="Pavadinimas" type="xsd:string"/>
  <xsd:element minOccurs="0" maxOccurs="unbounded" name="Girininkija"
type="GirininkijaType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="GirininkijaType">
 <xsd:sequence>
  <xsd:element name="Kodas" type="xsd:string"/>
  <xsd:element name="Pavadinimas" type="xsd:string"/>
  <xsd:element name="Uredas" type="UredasType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredasType">
 <xsd:sequence>
  <xsd:element name="AsmensKodas" type="xsd:string"/>
  <xsd:element name="Pavarde" type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
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Galima nurodyti tokias funkcines priklausomybes:
F1: {Miskas.Uredija, Miskas.Uredija.GirininkijaType.Girininkija.Uredas.@AsmensKodas
?Miskas.Uredija.GirininkijaType.Girininkija.Uredas.@Pavarde}
F2: {Miskas.Uredija.@Kodas?Miskas.Uredija.GirininkijaType.Girininkija.Uredas.@Pavarde}
Funkcin?s priklausomyb?s F2 egzistavimas parodo, kad F1 funkcin? priklausomyb? yra dalin?.
Taigi XML schema n?ra antrojoje normin?je formoje. Tam, kad XML schema atitikt? 2-??? normin?
form?, reikia pa?alinti F1 funkcin? priklausomyb?. ?iuo atveju reikia submed? Uredas perkelti ? vir??,
t. y., jis tampa ?akos Miskas.Uredija elementu.
XML schema po F1 dalin?s funkcin?s priklausomyb?s pa?alinimo:
<xsd:elemente name="Mi?kas">
 <xsd:sequence>
  <xsd:element minOccurs="1" maxOccurs="unbounded" name="Uredija" type="UredijaType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredijaType">
 <xsd:sequence>
  <xsd:element name="Kodas" type="xsd:string"/>
  <xsd:element name="Pavadinimas" type="xsd:string"/>
  <xsd:element minOccurs="0" maxOccurs="unbounded" name="Girininkija"
type="GirininkijaType"/>
  <xsd:element name="Uredas" type="UredasType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="GirininkijaType">
 <xsd:sequence>
  <xsd:element name="Kodas" type="xsd:string"/>
  <xsd:element name="Pavadinimas" type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredasType">
  <xsd:sequence>
    <xsd:element name="AsmensKodas" type="xsd:string"/>
    <xsd:element name="Pavarde" type="xsd:string"/>
  </xsd:sequence>
</xsd:complexType>
2.17 paveiksle pavaizduotas XML schemos transformavimas ? antr??? normin? form? perkeliant
XML submed? Uredas?? vir??:
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2.17 pav. Submed?io perk?limas ? vir??
2.3.4. Tre?ioji normin? forma
Tre?ioji normin? forma reikalauja, kad kiekvienas determinantas b??? raktas. Yra ir kitas 3NF
kriterijus, bet jis logi?kai yra silpnesnis. Pagal ?? kriterij? lentel? tenkina 3NF, jeigu ji neturi
tranzityvini? priklausomybi?.
??ry?in?s duomen? baz?s lentel? l(L) yra 3-joje NF funkcini? s?ry??? aib?s F at?vilgiu, jei ji yra
1-joje NF, ir n?ra neraktini? atribut?, kurie tranzityviai priklauso nuo kurio nors rakto. Tranzityvin?
priklausomyb? atsiranda, kai neraktinis atributas funkcionaliai priklauso nuo vieno ar daugiau
neraktini? atribut?.
Jei kurioje nors lentel?je yra tranzityvi priklausomyb? nuo kurio nors rakto, tai dal? atribut?,
dalyvaujan??? tranzityvioje priklausomyb?je, reikia i?kelti ? kit? lentel?, t. y., jei turim lentel? l(A, B,
C), kurioje galioja: A?  {B, C} ir B? C, tai lentel? l reikia skaidyti ? dvi: l1(A, B) ir l2(B, C).
XML schemos transformavim??? tre????? normin? form? galima apra?yti tokiu algoritmu:
1. XML schema D=(E, A, P, R, r) atitinka 2 XNF.
2. Pakartotinai submedis perkeliamas ? vir?? transformuojant D? ? ?? tol, kol ?? pradeda atitikti
3XNF:
2.1. D? = D;
2.2. Kol ?? neatitinka 3XNF:
      2.2.1. Randamos tranzityvin?s funkcin?s priklausomyb?s S1??1?S1.S2.S3??2, ir kitos dvi
funkcin?s priklausomyb?s S1??1?S1.S2??2 ir S1.S2??2?S1.S2.S3??3 eliminuojamos sukuriant naujus
elementus.
Pagal anks?iau pavaizduot? pavyzd? galima nurodyti tokias funkcines priklausomybes:
F3: {Miskas.Uredija.@Kodas ?Miskas.Uredija.Uredas.@AsmensKodas}
F4: {Miskas.Uredija.Uredas.@AsmensKodas ?Miskas.Uredija.Uredas.Pavarde.S}
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F5: {Miskas.Uredija.@Kodas ?Miskas.Uredija.Uredas.Pavarde.S}
F5 funkcin? priklausomyb? yra tranzityvin?, tod?l ji turi b?ti pa?alinta norint, kad XML schema
atitikt? tre????? normin? form?. Tuo tikslu sukuriamas naujas elementas UredoDuom.
2.18 pav. 3NF atitinkanti XML schema
<xsd:elemente name="Mi?kas">
 <xsd:sequence>
  <xsd:element minOccurs="1" maxOccurs="unbounded" name="Uredija" type="UredijaType"/>
  <xsd:element minOccurs="1" maxOccurs="unbounded" name="UredasDuom"
type="UredasDuomType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredijaType">
 <xsd:sequence>
  <xsd:element name="Kodas" type="xsd:string"/>
  <xsd:element name="Pavadinimas" type="xsd:string"/>
  <xsd:element minOccurs="0" maxOccurs="unbounded" name="Girininkija"
type="GirininkijaType"/>
  <xsd:element name="Uredas" type="UredasType"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="GirininkijaType">
 <xsd:sequence>
  <xsd:element name="Kodas" type="xsd:string"/>
  <xsd:element name="Pavadinimas" type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredasType">
 <xsd:sequence>
  <xsd:element name="AsmensKodas" type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredasDuommType">
 <xsd:sequence>
  <xsd:element name="AsmensKodas" type="xsd:string"/>
  <xsd:element name="Pavarde" type="xsd:string"/>
 </xsd:sequence>
</xsd:complexType>
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2.3.5. Ketvirtoji normin? forma
Ketvirtajai norminei formai apibr??ti funkcinio s?ry?io s?vokos nepakanka. Tam naudojama
daugiareik?mio s?ry?io (MV) s?voka. Daugiareik??? priklausomyb? – s?lyga, u?tikrinanti
daugiareik?mi? atribut? nepriklausomyb? tarpusavyje [17].
Lentel? atitinka ketvirt??? normin? form?, kai ji tenkina 3NF ir neturi daugiareik?mi?
priklausomybi?. ??ry?in?s duomen? baz?s lentel? l(L) yra 4-joje NF funkcini? ir daugiareik?mi?
??ry??? aib?s F at?vilgiu, jei kiekvienam MV-s?ry?iui ??? B (A, B Í L) yra arba A È B = L, arba
A È B yra lentel?s L raktas, t. y., jei kiekvienas MV-s?ry?is yra trivialus.
Ketvirtoji normin? forma – tai pirmoji forma, kuri susijusi su daugiareik???mis
priklausomyb?mis. RDB lentel?, kurioje bandoma realizuoti kelet? „vienas su daug“ ry???, netenkina
ketvirtosios normin?s formos reikalavim?. Ji turi b?ti i?skaidyta ? kelias lenteles kiekvienam „vienas su
daug“ ry?io atvejui. Pavyzd?iui, jei norima priskiri kelis telefono numerius ir kelis elektroninio pa?to
adresus vienam asmeniui, vienos lentel?s realizacija atrodyt? taip:
Kontaktai
 AsmensID integer
PK TelefonoNr string
PK EPastoAdresas string
2.19 pav. RDB lentel? prie? normalizavim?
Tokia s?ry?in?s duomen? baz?s lentel? turi daug tr?kum? – reikalauja nereikalingos vietos d?l
tu???? reik?mi? arba duomen? pertekliaus. Be to, tu??ios reik???s pa?eid?ia duomen? vientisum?, nes
visi atributai kartu yra sud?tinis raktas. Akivaizdu, kad atributai TelefonoNr ir EPastoAdresas yra
tarpusavyje nepriklausomi. 4-jai norminei formai RDB lentel? i?skaidoma ? dvi lenteles:
TelefonoNr EpastoAdresas
 AsmensID Integer  AsmensID Integer
PK TelefonoNr String PK EpastoAdresas String
2.20 pav.  RDB lentel? po normalizavimo
Ta?iau XML atveju tai netinka. XML dokumente daugiareik???s priklausomyb?s nei??aukia
toki? tr?kum? kaip nereikalinga vieta tu??ioms reik???ms ar duomen? perteklius. XML ?ra?as gali
lengvai valdyti nepriklausomas daugiareik?mes funkcines priklausomybes. Ketvirtoji normin? forma
praranda savo reali??? prasm?, kai ji pritaikoma XML med?iui.
<xsd:complexType name="Kontaktai">
 <xsd:sequence>
  <xsd:element name="AsmensID" type="xsd:integer" />
<xsd:element name="TelefonoNr" type="xssd:string" minOccurs="0" maxOccurs="unbounded"/>
  <xsd:element name="EPastoAdresas" type="xsd:string" minOccurs="0" maxOccurs="unbounded"/>
 </xsd:sequence>
</xsd:complexType>
2.21 pav. Daugiareik?miai s?ry?iai XML schemoje
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2.4. Normalizavimo algoritmas
XML schemos dekompocizijos ? XNF algoritmas XML schem? pakei?ia ? XML normin? form?
XNF, kuri yra ekvivalenti s?ry?ini? duomen? bazi? BCNF (Boyce–Codd norminei formai) [3].
XML schemos D ir??Í  FP(D) atveju, (D,?) atitinka XML normin? form? XNF, jei kiekvienai
netrivialiai funkcinei priklausomybei X ® p.@l ar X ® p.S Î(D,?)+ yra atvejis, kai pX ® Î(D,?)+.
Taigi neteisinga funkcin? priklausomyb? yra tokia netriviali funkcin? priklausomyb?, kuri
netenkina XNF reikalavim?, t. y., X ® p.@l ar X ® p.S Î(D,?)+, bet pX ® Ï (D,?)+.
Jei abi funkcin?s priklausomyb?s S ® p.@a (ar S ® p.S) ir S ® p priklauso XML dokumento
funkcini? priklausomybi? aibei, vadinasi n?ra toki? dviej? skirting? vir??ni? v1 ir v2, kad
lab(v1)=lab(v2)=e ir e=last(p) su ta pa?ia p.@a ar p.S reik?me (vadinasi n?ra  ir duomen?
dubliavimosi).
?? kitos pus?s, jei funkcin?s priklausomyb?s S ® p.@a (ar S ® p.S) priklauso XML dokumento
funkcini? priklausomybi? aibei, o S® p nepriklauso, tai yra dvi skirtingos vir????s v1 ir v2 su ta pa?ia
p.@a ar p.S reik?me (duomenys dubliuojasi).
Funkcin? priklausomyb?, kuri pa?eid?ia XNF, b?tinai turi b?ti netriviali. Trivialios funkcin?s
priklausomyb?s egzistavimas, kur p.@a ® p.@a priklauso FP aibei, o p.@a ® p nepriklauso, neb?tinai
parodo, kad XML dokumento strukt?ra bloga.
XML schemos dekompocizijos ? XNF algoritmas pa?alina neteisingas funkcines priklausomybes
panaudojant nauj? element? tip? k?rim? ir atribut? perk?lim?. ?is algoritmas apra?o XML schemos ir
FP aib?s ? transformavim?? ? nauj? specifikacij? (D????), kuri atitinka XNF ir palaiko t? pa???
informacij? kaip (D,?).
2.4.1. Atribut? perk?limas
Pasirenkama XML schema D=(E, A, P, R, r) ir jos funkcini? priklausomybi? FP aib? ? tokios,
kad (D,?) turi neteising? FP q ® p.@l, kur qÎEPaths(D). Norint pa?alinti neteising? funkcin?
priklausomyb? atributas @l perkeliamas i? XML schemos kelio p paskutiniojo elemento last(p)
atribut? aib?s ? XML schemos kelio q paskutiniojo elemento last(q) atribut? eib?. Atributo @l
pavadinimas pakei?iamas ?@m. Atribut? perk?limo realizacija pavaizduota 2.22 paveiksle:
2.22 pav. Atributo perk?limas
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Naujoji XML schema D[p.@l:=q.@m] yra apibr??iama kaip (E, A?, P, R?, r), kur:
§ ??=A È {@m};
§ ??(last(q))=R(last(q)) È {@m};
§ ??(last(p))=R(last(p))-{@l}.
2.4.2. Nauj? element? tip? suk?rimas
Pasirenkama XML schema D=(E, A, P, R, r) ir jos funkcini? priklausomybi? FP aib? ? tokios,
kad (D,?) turi neteising? FP {q,p1.@l1? ,pn.@ln}® p.@l, kur qÎEPaths(D) (n ³ 1). Norint pa?alinti
neteising? funkcin? priklausomyb?:
§ sukuriamas naujas elemento tipas ? kaip XML schemos kelio q paskutiniojo elemento
subelementas;
§ sukuriami ?1,...,?n kaip naujojo elemento tipo ? elementai;
§ atributas @l pa?alinamas i? XML schemos kelio p paskutiniojo elemento last(p) atribut?
??ra?o ir padaromas naujojo elemento tipo ? atributu;
§ atributai @l1? ,@ln padaromi naujai sukurt? element? ?1,...,?n atributais (nepa?alinant j? i?
last(p1),...,last(pn) atribut? aib?s).
Visi ?ie neteisingos funkcin?s priklausomyb?s ir naujo elemento tipo suk?rimo ?ingsniai
pavaizduoti 2.23 paveiksle:
2.23 pav. Nauj? elemento tip? suk?rimas
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2.4.3. Algoritmo apra?as
XML schemos normalizacijos algoritmas susij?s su dviem transformacijomis:
§ Nauj? element? tip? suk?rimu;
§ Atribut? perk?limu.
Algoritmo ?ingsniai:
1. Jei (D,?) atitinka XNF, tai gr??inama (D,?), kitu atveju ? pereinama  ? antr???ingsn?.
2. Jei yra neteising? FP X ® p.@l, ir XML schemos kelias qÎEPaths(D) yra toks, kad qÎX ir
q ® XÎ(D,?)+, tai reikia:
2.1. Pasirinkti nauj? atribut?@m;
2.2. D:=D[p.@l:=q.@m];
2.3. ?:=?[p.@l:=q.@m];
2.4. Gr??ti ? pirm???ingsn?.
3. Pasirinkti neteising? FP X ® p.@l, kur X={q,p1.@l1? ,pn.@ln} ir:
3.1. Sukurti nauj? elemento tip? ?, ?1? ?? n;
3.2. D:=D[p.@l:=q.???1.@l1? ??n.@ln]];
3.3. ?:=?[p.@l:=q.???1.@l1? ??n.@ln]];
3.4. Gr??ti ? pirm???ingsn?.
Tokiu b?tu i? XML dokumento pa?alinamos netinkamos funkcin?s priklausomyb?s. Visos
identifikuotos netinkamos funkcin?s priklausomyb?s yra netinkamo duomen? i???stymo elementuose
rezultatas.
Jei elementas B yra A elemento subelementas, tai elemento A atribut?@a ir elemento B reik???s
turi apimti informacij?, kuri susijusi tik su A ir B element? s?ry?iu. Prie?ingu atveju atsiranda
informacijos dubliavimasis:
§ Jei atributas @a ir elemento B reik??? apima informacij?, kuri susijusi tik su B elementu, tai
sukuriamas naujas elementas, kuris palaikys informacij? apie B element?.
§ Jei atributas @a ir elemento B reik??? apima informacij?, kuri susijusi tik su A elementu, tai
jie perkeliami ? A element?.
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3. XML SCHEM? K?RIMO METODIKOS TAIKYMAS CASE ?RANKIUOSE
3.1. XML schem? modeliavimas MagicDraw paketu
MagicDraw – UML modeliavimo ir CASE ?rankis. Sukurtas verslo ir programin?s ?rangos
analitikams, programuotojams ir dokumentacijai, ?is dinami?kas ir ?vairiapusis  ?rankis palengvina
objektini? sistem? ir duomen? bazi? analiz? ir projektavim?. Be to, jis palaiko kodo in?inerijos
mechanizm? (Java, C#, C++, WSDL, XML Schema ir CORBA IDL) ir atvirk?tin?s in?inerijos
galimybes. O tai labai naudinga XML schem? modeliavimui UML.
MagicDraw paketo palaikoma kodo in?inerija leid?ia egzistuojan?ias UML klasi? diagramas
transformuoti ? XML schemos kod? ir atvirk??iai:
§ Tiesiogin? kodo in?inerija: XML schemos diagrama ® XML schemos kodas.
§ Atvirk?tin? kodo in?inerija: XML schemos kodas ® XML schemos diagrama.
Kad b???? ?manoma pasinaudoti kodo in?inerija, klasi? diagrama turi b?ti pertvarkyta ? XML
schemos diagram?. ?ios diagramos paskirtis – sudaryti XML schemos bylos strukt???. Diagramos
privalumas – greitas ir gana paprastas XML schemos element? atvaizdavimas. XML schemos
elementai yra stereotipais prapl?sti UML klasi? ir realizacijos diagram? elementai.
Galimi du XML schemos diagramos sudarymo atvejai:
§ XML schema sudaroma i? jau egzistuojan?ios klasi? diagramos. Tokiu atveju klasi?
diagrama turi b?ti tik papildoma atitinkamais stereotipais ir j???ym?mis.
§ XML schema sudaroma ne i? egzistuojan?ios klasi? diagramos, o modeliuojama nuo nulio
panaudojant stereotipais pa?ym?tus XML schemos diagramos elementus.
Abiem atvejais galutinis rezultatas – XML schema – atrodys vienodai, bet pats modeliavimo
procesas gali skirtis.
3.1.1. XML schemos diagramos elementai
?ioje darbo dalyje pateikiami XML schemos komponentai apra?ant j? modeliavim? UML klasi?
diagramoje.
Atributai
XML atributas modeliuojamas UML klas?s atribut? pa?ym?jus <<XSDattribute>> stereotipu.
§ XML atributo pavadinim? (name) atitinka UML klas?s atributo pavadinimas;
§ XML atributo duomen? tipas (pirminis ar paprasto tipo) – UML atributo tipas;
§ Pradin? reik??? (default) atitinka UML klas?s atributui priskirta pradin? reik???;
§ Apra?as (annotation) – UML atributo apra?as.
XML atributo ref reik??? generuojama i? ref ar refString pa?ym?tos reik???s. Diagramoje gali
??ti naudojama ref arba name reik??? (bet ne abi kartu).
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3.1 pav. XML schemos atribut? modeliavimas
Elementai
XML elementas siejamas su UML atributu arba ry?io galu panaudojant <<XSDelement>>
stereotip?.
§ XML elemento pavadinimas (name) – UML atributo ar ry?io galo pavadinimas;
§ Elemento tipas  – UML atributo ar ry?io galo tipas;
§ Pradin? reik??? (default) – UML atributui ar ry?io galui priskirta pradin? reik???;
§ maxOccurs – vir?utin? kardinalumo reik???. „unbounded“ reik??? atitinka UML diagramoje
naudojam???vaig?dut?;
§ minOccurs – apatin? kardinalumo reik???;
§ Apra?as (annotation) – UML atributo ar ry?io galo apra?as.
3.2 pav. XML schemos element? modeliavimas
Sud?tinis duomen? tipas (complexType)
Sud?tinis XML elemento duomen? tipas modeliuojamas UML klas? pa?ym?jus
<<XSDcomplexType>> stereotipu.
§ Pavadinimas (name) – UML klas?s pavadinimas;
§ XML elemento atributas – vidinis UML klas?s atributas pa?ym?tas <<XSDattribute>>
stereotipu;
§ Atribut? grup? (attributeGroup) – UML ry?io galas ar UML atributas, kuris apra?ytas
<<XSDattributeGroup>> stereotipu;
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§ Apra?as (annotation) – UML klas?s para?as.
XML schemos complexType komponent? atitinkanti klas? papildomai gali tur?ti
XSDsimpleContent, XSDcomplexContent, XSDall, XSDchoice, XSDsequence stereotipus. Jei antrasis
stereotipas nenurodytas, pagal nutyl?jim? parenkamas <<XSDsequence>> stereotipas. Apibendrinimo
ry?iai, jungiantys <<complexType>> stereotipu pa?ym??? klas? su kita klase, pa?ymini stereotipais
<<XSDrestriction>> arba <<XSDextension>>. Jei stereotipas nepa?ym?tas, pagal nutyl?jim?
parenkamas <<XSDextension>> stereotipas.
3.3 pav. Darinio complexType modeliavimas
Atribut? grup? (attributeGroup)
XML schemos atribut? grup? modeliuojama UML klas? pa?ym?jus <<XSDattributeGroup>>
stereotipu.
§ Grup?s pavadinimas (name) – UML klas?s pavadinimas;
§ Grup?s atributai – vidiniai UML klas?s atributai ar UML ry?io galas, kuris pa?ymimas
<<XSDattribute>> stereotipu;
§ anyAttribute – vidiniai UML atributai, kurie pa?ymimi <<XSDanyAttribute>> stereotipais;
§ Apra?as (annotation) – UML klas?s para?as.
Vidinei atribut? grupei apibr??ti visada naudojama tik nuoroda ? t? grup?. Tokia nuoroda
susiejama su atributu ar ry?io galu, kurio tipas atitinka nurodyt? atribut? grup? (attributeGroup).
Prie?ingas ry?io galas turi b?ti agregavimo tipo ir kryptinis.
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3.4 pav. Atribut? grup?s modeliavimas
Paprastas duomen? tipas (simpleType)
XML schemos simpleType komponentas modeliuojamas UML klas? pa?ym?jus
<<XSDsimpleType>> stereotipu. simpleType komponentas sudaromas apribojant kit? komponent?
(restriction), sudarant reik?mi? s?ra?? (list) arba sujungiant du ar daugiau simpleType komponent?
(union).
§ restriction – apribojim? apibr??ia apibendrinimo ry?ys, kuris sieja klas? ir jos superklas?. ?is
apibendrinimo ry?ys gali b?ti pa?ym?tas (neb?tinai) <<XSDrestriction>> stereotipu.
Apribojimo identifikatorius (ID) ir apra?as atitinka apibendrinimo ry?io savybes;
§ list – UML klas? papildomai pa?ymima <<XSDlist>> stereotipu;
§ union  – UML klas? papildomai pa?ymima <<XSDunion>> stereotipu.
3.5 pav. Darinio simpleType modeliavimas
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Reik???s ?ablonas (pattern)
XML atributo ar elemento reik???s ?ablonas modeliuojamas UML klas?s atribut? pa?ymint
<<XSDpattern>> stereotipu. Tokio UML atributo pavadinimas ir tipas nebeturi reik???s. Svarbiausia
yra pradin? atributo reik??? arba pa?ym?ta reik??? (TaggedValue).
Kiti XML schemoje naudojami atributai (minExclusive, maxExclusive, minInclusive,
maxInclusive, totalDigits, factionDigits, length, minLength, maxLength, whiteSpace)
?ie XML schemos komponentai modeliuojami i? UML klas?s atribut? juos pa?ymint
<<XSDminExclusive>>, <<XMLmaxExclusive>>, <<XSDminInclusive>>, <<XSDmaxInclusive>> ,
<<XSDtotalDigits>>, <<XSDfactionDigits>>, <<XSDlength>>, <<XSDminLength>>,
<<XSDmaxLength>> ir <<XSDwhiteSpace>> stereotipais. Tokiu atveju komponentus apra?an?io
atributo vardas ir tipas jau nebeturi reik???s. Komponento reik??? (value) – pradin? UML klas?s
atributo reik???.
3.6 pav. XML schemoje naudojam? atribut? modeliavimas
Reik?mi? i?vardijimas (enumeration)
?ios konstrukcijos realizavimui UML klas?s atributas pa?ymimas <<XSDenumeration>>
stereotipu. Reik??? – UML klas?s atributo pavadinimas.
Unikalumas (unique)
?is XML schemos komponentas modeliuojamas UML klas?s atribut? pa?ymint
<<XSDunique>> stereotipu.
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Raktas (key)
?is XML schemos komponentas modeliuojamas UML klas?s atribut? pa?ymint <<XSDkey>>
stereotipu:
§ key komponento pavadinimas (name) – UML klas?s atributo pavadinimas;
§ identifikatorius (id) – pa?ym?ta atributo reik??? (TaggedValue).
??orinis raktas (keyref)
?is XML schemos komponentas modeliuojamas UML klas?s atribut? pa?ymint <<XSDkeyref>>
stereotipu:
§ refer – „refer“ ar „referString“ pa?ym?tos reik???s (TaggedValue);
§ Pavadinimas (name) – klas?s atributo pavadinimas;
§ Identifikatorius (id) – pa?ym?ta atributo reik???.
3.7 pav. Darini? unique, key, keyref, selector ir field modeliavimas
XML schemos apra?ams (pastaboms) modeliuoti naudojamas stereotipas <<XSDannotation>>.
Grup? (group)
?is XML schemos komponentas modeliuojamas UML klas? pa?ymint <<XSDgroup>>
stereotipu. ?i klas? papildomai gali tur?ti <<XSDall>>, <<XSDchoice>> ir <<XSDsequence>>
stereotipus.
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3.8 pav. Darinio group modeliavimas
Schema (schema)
?is ?akninis XML schemos komponentas modeliuojamas UML klas? pa?ymint
<<XSDschema>> stereotipu. Visi XML schemos global?s elementai ir atributai atitinka ?ios klas?s
atributus. ?ios klas?s vardas nurodo XML schemos bylos vard?, arba turi b?ti susietas su komponentu,
kuris atitink????? byl?.
Pavadinim? mechanizmas (namespace)
XML schemos pavadinim? mechanizmas modeliuojamas UML paketui priskiriant
<<XSDnamespace>> stereotip?.
3.9 pav. Darini? schema ir namespace modeliavimas
Kiti XML schemos  komponentai
Komponentas redefine modeliuojamas UML klasei priskiriant <<XSDredefine>> stereotip?.
Kitos klas?s atitinka naujai apibr??tus elementus. Kiekvienas naujai apibr??tas elementas turi b?ti
??vestas i? klas?s, pa?ym?tos <<XSDsimpleType>>, <<XSDcomplexType>>, <<XSDgroup>> ar
<<XSDattributeGroup>> stereotipu. Be to, ?ios klas?s vardas apibr??ia XML schemos
„schemaLocation“ reik???.
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3.10 pav. Darinio redefine modeliavimas
Komponentas import modeliuojamas ry?iui priskiriant <<XSDimport>> stereotip?. ?is ry?ys
sieja <<XSDschema>> klas? ir pavadinim? mechanizm? atitinkant? paket?, kuris pa?ym?tas
<<XSDnamespace>> stereotipu.
3.11 pav. Darinio import modeliavimas
Komponentas include modeliuojamas UML komponentui priskiriant <<XSDinclude>>
stereotip?.
3.12 pav. Darinio include modeliavimas
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3.1.2. XML schemos modeliavimas i? jau egzistuojan?ios klasi? diagramos
Norint pavaizduoti XML schemos modeliavim? i? jau egzistuojan?ios klasi? diagramos, bus
panaudota 3.12 paveiksle pateikta klasi? diagrama. Kad b??? galima sugeneruoti XML schemos kod?,
klasi? diagrama turi b?ti prapl?sta stereotipais ir j?? ?ym?mis bei naujais elementais. Klas?ms, j?
atributams ir ry??? galams stereotipus ir ?ymes projektuotojas turi priskirti savo nuo???ra remdamasis
savo patirtimi, UML profiliu XML schemai ir XML schem? modeliavimo taisykl?mis. Vien? klasi?
diagram? gali atitikti keletas XML schemos skirting? strukt???. Toliau pateiktas tik vienas i? galim?
XML schemos modeliavimo i? UML klasi? diagramos variantas:
§ Pirmiausia visi klasi? diagramos komponentai turi b?ti ?traukti ? <<XSDnamespace>>
stereotipu pa?ym??? paket?. ?is paketas atitinka XML schemos rezervuot? pavadinim? mechanizm?.
§ Pagrindiniam XML schemos komponento schema modeliavimui sukuriama nauja UML klas?
su <<XSDschema>> stereotipu. Visi XML schemos global?s elementai ir atributai atitinka ?ios klas?s
atributus. Be to, ?ios klas?s vardas apibr??ia XML schemos bylos vard?.
§ Kadangi XML schema – hierarchin? strukt?ra, tai klasi? diagramoje b?tina pasirinkti ?aknin?
element? – klas? ir j? susieti su <<XSDschema>> klase. Patogiausia pritaikyti 2.2 poskyryje apra?yto
algoritmo pirm? ir antr???ingsnius ir, eliminavus klasi? diagramoje ciklus, sudaryti hierarchin? vaizd?.
§ MagicDraw paketo XML schemos diagramos nepalaiko asociacij? ry??? tarp klasi?.
Kiekviena asociacija, jei j? norima atvaizduoti XML schemoje, turi b?ti pakeista agregavimo ry?iu.
Ry??? kardinalumai gali likti tie patys. Be to, kiekvienam ry?iui (kaip ir visiems kitiems klas?s
komponentams) priskiriamas <<XSDelement>> stereotipas ir vardas.
§ Klasei, kuri pa?ym?ta <<enumeration>> stereotipu, reikia priskirti <<XSDsimpleType>>
stereotip?, o jos atributams – <<XSDenumeration>> stereotipus.
§ Apibendrinimo ry?io atveju superklasei sukuriama bevard? <<XSDchoice>> klas?, kuri
agregavimo ry?iais susiejama su subklas?mis.
§ Kiekvienai klasei priskiriami <<XSDcomplexType>> ir <<XSDsequence>> stereotipai.
§ Klasi? atributams priskiriami <<XSDelement>> stereotipai.
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3.13 pav. UML klasi? diagrama
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3.14 pav. XML schemos diagrama
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3.1.3. XML schemos modeliavimas nuo nulio
XML schemos modeliavimas nuo nulio gali skirtis nuo jos sudaromo i? egzistuojan?ios klasi?
diagramos. XML schema modeliuojama panaudojant stereotipais pa?ym?tus XML schemos diagramos
elementus. Norint pavaizduoti praktin? XML schemos modeliavim? nuo nulio, bus panaudota 3.13
paveiksle pateikta klasi? diagrama. ?ia pateiktas tik vienas i? XML schemos modeliavimo galim?
????, nes vien? klasi? diagram? gali atitikti kelios XML schemos.
3.15 pav. XML schemos diagrama
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3.16 pav. XML schemos diagrama (t?sinys)
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3.17 pav. XML schemos diagrama (t?sinys)
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3.2. Praktinis XML schemos generavimo algoritmo pritaikymas
Algoritmo, kuris apra?o XML schemos generavim? i? UML klasi? diagramos, visiems
?ingsniams pavaizduoti naudojama 3.18 paveiksle pavaizduota klasi? diagrama:
3.18 pav. UML klasi? diagrama
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Pirmas ?ingsnis – cikl? klasi? diagramoje eliminavimas. ?akniniu elementu pasirinkta klas?
„Uredija“. Diagramoje matyti, kad klas?s „Sklypas“, „SklypoCharakteristika“ ir „MedziuTipas“ sudaro
cikl?. Ciklui pa?alinti klas? „MedziuTipas“ dubliuojama.
3.19 pav. Klasi? diagrama po ciklo eliminavimo
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Antrasis ?ingsnis – hierarchinio vaizdo formavimas. Ry?iai „Sklypas“ – „MedziuTipas“ ir
„Sklypas“  –  „Subjektas“ yra N:1 tipo, tod?l jie pakei?iami ? 1:1 tipo ry?iais. Ry?ys
„SklypoCharakteristika“ – „MedziuTipas“, kuris yra N:M tipo, pakei?iamas 1:N tipo ry?iu.
3.20 pav. Klasi? diagramos hierarchinis vaizdas
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Tre?iasis ?ingsnis – i? sudaryto klasi? diagramos hierarchinio vaizdo generuojama XML schema.
<xsd:schema version="2.1" xmlns:xsd=http://www.w3.org/2001/XMLSchema
attributeFormDefault="unqualified" elementFormDefault="qualified" >
<xsd:element name="UredijaDoc" type="rootType"/>
<xsd:complexType name="rootType">
  <xsd:sequence>
    <xsd:element minOccurs="1" maxOccurs="unbounded" name="Uredija" type="UredijaType"/>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="UredijaType">
  <xsd:sequence>
    <xsd:element name="Uredija.kodas" type="xsd:string"/>
    <xsd:element name="Uredija.vardas" type="xsd:string"/>
    <xsd:element minOccurs="0" maxOccurs="unbounded" name="Girininkija"
type="GirininkijaType"/>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="GirininkijaType">
  <xsd:sequence>
    <xsd:element name="Girininkija.kodas" type="xsd:string"/>
    <xsd:element name="Girininkija.vardas" type="xsd:string"/>
    <xsd:element minOccurs="0" maxOccurs="unbounded" name="Kvartalas"
type="KvartalasType"/>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="KvartalasType">
  <xsd:sequence>
    <xsd:element name="Kvartalas.numeris" type="xsd:string"/>
    <xsd:element minOccurs="0" maxOccurs="unbounded" name="Sklypas" type="SklypasType"/>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="SklypasType">
  <xsd:sequence>
    <xsd:element name="Sklypas.vardas" type="xsd:string"/>
    <xsd:element name="Sklypas.plotas" type="xsd:float"/>
    <xsd:element name="Sklypas.turis" type="xsd:float"/>
    <xsd:element name="Sklypas.data" type="xsd:date"/>
    <xsd:element name="Sklypas.pozymis" type="xsd:string"/>
    <xsd:element name="SklypoCharakteristika" type="SklypoCharakteristikaType"/>
    <xsd:element name="MedziuTipas" type="MedziuTipasType"/>
    <xsd:choice>
      <xsd:element name="Asmuo" type="AsmuoType"/>
      <xsd:element name="Imone" type="ImoneType"/>
    </xsd:choice>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="SklypoCharakteristikaType">
  <xsd:sequence>
    <xsd:element name="SklypoCharakteristika.eilesNr" type="xsd:integer"/>
    <xsd:element name="SklypoCharakteristika.ardas" type="xsd:string"/>
    <xsd:element name="SklypoCharakteristika.amzius" type="xsd:integer"/>
    <xsd:element name="SklypoCharakteristika.aukstis" type="xsd:float"/>
    <xsd:element name="SklypoCharakteristika.skersmuo" type="xsd:float"/>
    <xsd:element name="SklypoCharakteristika.gim_metai" type="xsd:gYear"/>
    <xsd:element name="SklypoCharakteristika.skalsumas" type="xsd:float"/>
    <xsd:element name="SklypoCharakteristika.kilme" type="KilmesTipas"/>
    <xsd:element name="MedziuTipas" type="MedziuTipasType"/>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="MedziuTipasType">
  <xsd:sequence>
    <xsd:element name="MedziuTipas.kodas" type="xsd:string"/>
    <xsd:element name="MedziuTipas.vardas" type="xsd:string"/>
  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="SubjektasType">
  <xsd:sequence>
    <xsd:element name="Subjektas.vardas" type="xsd:string"/>
    <xsd:element name="Subjektas.adresas" type="xsd:string"/>
    <xsd:element name="Subjektas.kontaktas" type="xsd:string"/>
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  </xsd:sequence>
</xsd:complexType>
<xsd:complexType name="AsmuoType">
  <xsd:complexContent>
    <xsd:extension base="SubjektasType">
      <xsd:sequence>
        <xsd:element name="Asmuo.asmensKodas" type="xsd:string"/>
        <xsd:element name="Asmuo.pasoNr" type="xsd:string"/>
      </xsd:sequence>
    </xsd:extension>
  </xsd:complexContent>
</xsd:complexType>
<xsd:complexType name="ImoneType">
  <xsd:complexContent>
      <xsd:extension base="SubjektasType">
        <xsd:sequence>
          <xsd:element name="Imone.imonesKodas" type="xsd:string"/>
          <xsd:element name="Imone.mokesciuKodas" type="xsd:string"/>
          <xsd:element name="Imone.reg_data" type="xsd:date"/>
        </xsd:sequence>
      </xsd:extension>
   </xsd:complexContent>
</xsd:complexType>
<xsd:simpleType name="KilmesTipas">
  <xsd:restriction base="xsd:string">
    <xsd:enumeration value="Naturali"/>
    <xsd:enumeration value="Dirbtine"/>
  </xsd:restriction>
</xsd:simpleType>
</xsd:schema>
3.21 pav. Sugeneruota XML schema
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??VADOS
1. Esminis ?io darbo tikslas – i?tirti XML schem? k?rimo ir normalizavimo metodologij?
2. Atlikta UML klasi? modelio ir XML schemos s?vok? atitikimo analiz? parod?, kad yra
galimyb? pereiti nuo UML klasi? diagramos prie XML schemos, ta?iau kai kuriais atvejais
reikia apra?yti papildomas XML schem? savybes, kuri? n?ra UML klasi? modelyje.
3. UML panaudojimas pagerina XML schem? projektavimo proces?, daro ai?kesn? schem?
semantik?, padeda i?laikyti schem? suderinamum? su kitais projekto elementais. Pagrindin?
problema yra ta, kad UML neapima vis? savybi?, kuri? reikia apra?ant XML schemas.
4. Darbe pradedant nuo abstraktaus modeliavimo i?analizuotas per?jimas nuo UML klasi?
diagramos prie XML schemos. Apra?yti sud?tingesni XML schemos modeliavimo atvejai.
5. ??analizuotos XML schem? normin?s formos parod?, kad jos i? esm?s atitinka taikomas
??ry?in?ms ir objektin?ms schemoms. I? normalizuoto UML modelio sugeneruota XML
schema taip pat bus normalizuota.
6. Darbe sudaryti algoritmai XML schemoms generuoti i? UML klasi? diagram?, kurie leist?
integruoti XML schem? k?rim??? bendr? projektavimo proces?.
7. Sudarytas XML schem? pritaikymo XML norminei formai (XNF) algoritmas, kur? reik???
taikyti projekte naudojant i? kitur gautas XML schemas.
8. Tai, kad visi apra?yti i?pl?timai yra prieinami ir palaikomi UML kalbos, atsispindi ?iame
darbe atliktame UML CASE ?rankio MagicDraw XML schem? modeliavimo galimybi?
tyrime. Panaudojant ????rank?, apra?yti algoritmai i?bandyti ir patikrinti pavyzd?iais.
9. Pasi?lyt? metod? taikymas pad??? u?tikrinti projekto darnum?, semantin? ai?kum???vairiems
projekto dalyviams.
10. Normini? form? taikymas pagerint? XML dokument? kokyb?, automatinis generavimas
pagreitint? projektavimo proces?.
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TERMIN? IR SANTRUMP???ODYNAS
CASE (Computer Aided Software Engineering) programin?s ?rangos automatinio projektavimo
?rankis
BCNF Boyce–Codd normin? forma
DTD (Document Type Definition) XML dokumento strukt?ros apra?as
EER diagrama (Extended Entity Relationship) i?pl?stin? esybi?–s?ry??? diagrama
FP funkcin? priklausomyb?
MV-s?ry?is daugiareik?mis s?ry?is
NF normin? forma
OO sistemos (Object-Oriented Systems) objektin?s sistemos
RDB (Relation Database) ??ry?in? duomen? baz?
UML (Unified Modeling Language) modeliavimo kalba, naudojama objektiniame
projektavime
W3C (World Wide Web Consortium) WWW konsorciumas, skirtas pasaulinio
internetinio tinklo tobulinimui ir protokol?
standartizacijai
XML (eXtensible Markup Language) ??pl?stin? tekst? k?rimo kalba
XNF XML normin? forma
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1 PRIEDAS. Straipsnis „Metodika XML schemoms modeliuoti UML“
METODIKA XML SCHEMOMS MODELIUOTI UML
Ramut? Vy?nauskait?, vadov? doc. Lina Nemurait?
Kauno Technologijos Universitetas, Informacijos sistem? katedra
UML konceptai yra artimesni realaus pasaulio objektams, tod?l XML schem? projektavimas tur??? prasid?ti nuo konceptualiojo
modelio, kuris yra tolesni? projektavimo fazi? artefakt? pagrindas. UML naudojimas pagerina XML schem? projektavimo proces?, daro
ai?kesn? schem? semantik?, padeda i?laikyti schem? suderinamum? su kitais projekto elementais. Straipsnyje  i?analizuotas per?jimas
nuo UML klasi? diagramos prie XML schemos. I?nagrin?tos pagrindin?s problemos, kurios susijusios su tuo, kad UML neapima vis?
savybi?, kuri? reikia apra?ant XML schemas. Pateikti XML schem? normalizavimo principai, pana??s ? reliacini? duomen? bazi?.
Parodyti skirtumai ir pana?umai taikant normines formas reliacin?ms duomen? baz?ms ir XML dokumentams.
1 ?vadas
 XML schemos intensyviai naudojamos interneto informacin?se sistemose, kalbose bei standartuose. Kaip ir visos
tekstinio pob???io notacijos, XML schem? dokumentai da?nai b?na gana pain?s [6]. UML konceptai yra artimesni realaus
pasaulio objektams, tod?l XML schem? projektavimas tur??? prasid?ti nuo konceptualiojo modelio, kuris yra tolesni?
projektavimo fazi? artefakt? pagrindas. UML naudojimas pagerina XML schem? projektavimo proces?, daro ai?kesn?
schem? semantik?, padeda i?laikyti schem? suderinamum? su kitais projekto elementais. Be to, naudinga automatizuoti ??
transformacijos proces? taip, kad transformacija b??? i?baigta, t.y., programuotojui nereik??? jos papildyti.
  Normalizacija yra vienas i? b???, padedan??? u?tikrinti ger? reliacini? duomen? bazi? strukt???. Tas pa?ias
problemas ir j? pa?alinimo metodus galima pritaikyti ir XML dokumentams. Gera strukt?ra neleid?ia atsirasti duomen?
pertekli?kumui ir nelogi?kumui, kurie yra neefektyvaus duomen? naudojimo prie?astimi.
2 UML klasi? diagramos darini? transformavimas ? XML schem?
2.1 UML klas?s
 UML klas?s susiejimas su XML yra gana paprastas, nes kiekviena UML klas? atitinka XML element? [1]. Kaip ir
UML klas?, XML elementas turi vard?, atributus ir ry?ius. Tod?l klas?s atvaizdavimas XML elementu nesukelia problem?.
2.2 UML atributai
 UML klas?s atributas gali b?ti transformuojamas ? XML dokumento atribut? arba element?. Papras?iausias b?das
yra susieti kiekvien? UML klas?s atribut? su t? klas? atitinkan?io XML elemento sub-elementais. Jei UML klas?s atributas
apra?o pirmin? duomen? tip? (pvz., Integer, String), tai j? geriausia keisti ? t? klas? atitinkan?io elemento atribut?, kuris taip
pat apra?o pirmin? duomen? tip? ir negali b?ti apra?ytas kaip complexType tipo elementas. Yra keletas UML konstrukcij?,
kurios neturi atitikmen? XML schemose:
- atribut? matomumo bei frozen savyb? – ??? savybi? realizacija galima panaudojant fixed savyb?;
- ??vestiniai atributai, kuriuos galima transformuoti panaudojant XML schemos XPath i?rai???.
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2.3 UML ry?iai
 Kompozicijos tipo ry?ys XML schemoje gali b?ti realizuotas hierarchiniais ry?iais, nes sub-element?
egzistavimas priklauso nuo elemento egzistavimo, o tai ir atitinka kompozicinio ry?io semantik?. Pana?iai kaip ir
kompozicinis ry?ys XML elementas pagal reik?mes valdo jam priklausan?ius sub-elementus.
 Agregavimo ry?ys gali b?ti i?reik?tas skirtingomis XML dokumento palaikomomis strukt?romis.
 All. Jei klasi? diagramoje agregavimo ry?iu susiet? klasi? tvarka nesvarbi, all XML schemos konstrukcija
labiausiai tinka agregavimo ry?io realizavimui XML dokumente.
 Sequence. Jei norima, kad agregavimo ry?ys tiksliai b??? transformuojamas ? XML sequence konstrukcij?, klasi?
diagramoje tur??? b?ti naudojamas <<sequence>> stereotipas [2]. Be to, ?iuo atveju b?tina tiksliai nustatyti element? tvark?
naudojant papildomus stereotipus.
 Choice. Agregavimo ry?io atveju XML schemos choice konstrukcijos realizavimui si?loma UML klasi? diagram?
prapl?sti <<choice>> stereotipu, nes da?niausiai ?i konstrukcija naudojama apibendrinimo ry?io atveju.
 Svarbiausias apibendrinimo aspektas yra super-klas?s atribut? paveld?jimas. Vienas i? prieinam? sprendim?
atvaizduojant paveld?jim? XML schemose – tai extension konstrukcijos panaudojimas. Kiekvienai klasei sukuriamas
complexType tipo elementas. Sub-klas? atitinkantis complexType tipo elementas yra panaudojamas kaip super-klas?s
complexType tipo elemento i?pl?timas.
3 XML schemos generavimo i? UML klasi? diagramos algoritmas
3.1 Cikl? eliminavimas
 Da?nai pasitaiko, kad UML klasi? diagramoje klas?s ir j? ry?iai sudaro vien? ar kelis ciklus. XML dokumentas
yra hierarchin? strukt?ra, tod?l generuojant XML schem? i? UML klasi? diagramos pirmiausia reikia pa?alinti ciklus ir
suformuoti hierarchin? vaizd?. Ciklas pa?alinamas dubliuojant atitinkam? klas? taip, kad i?likt? jos prie? tai buv? ry?iai su
kitomis klas?mis.
3.2 Hierarchinio vaizdo formavimas
Hierarchinis UML klasi? diagramos vaizdas formuojamas atsi?velgiant ? UML klasi? tarpusavio ry?ius ir j?
kardinalumus:
- Jei tarp klasi? A ir B egzistuoja 1:N arba 1:1 ry?iai, nieko keisti nereikia. Tokiu atveju XML schemoje B klas?
tampa A klas? atitinkan?io elemento sub-elementu.
- M:N ry?io atveju ?iame algoritmo ?ingsnyje ry?ys pakei?iamas 1:N tipo ry?iu.
- Jei 1:N ar M:N ry??? atveju egzistuoja ry?io klas?, tai ji tampa A klas?s elemento sub-elementu.
- Jei klasi? tarpusavio ry?ys yra N:1, formuojant hierarchin? vaizd? jis pakei?iamas 1:1 tipo ry?iu.
3.3 XML schemos generavimas
 UML klas?s su atitinkamomis savyb?mis transformuojamos ? sud?tinio tipo (complexType) XML elementus [5].
Klas?s vardas tampa elemento vardu, ir prid?jus prie klas?s vardo „Type“ gal??? - sud?tinio tipo vardu. Klas?s atributai
tampa ??? klas? apra?an?io complexType sub-elementais, kuri? duomen? tipai atitinka atribut? duomen? tipus. Sub-
elemento vardas sudaromas i? klas?s ir atributo vardo, atskiriant juos ta?ku. Asociacijos, agregavimo ir kompozicijos ry?iai
transformuojami ? sequence XML schemos konstrukcijas. Apibendrinimo ry?io atveju generuojamas complexType su
extension sub-elementu, kurio base atributas susiejamas su super-klas?s vardu. Atribut?  ir ry??? kardinalumai i?rei?kiami
minOccure ir maxOccure atributais.
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3.4 Praktinis algoritmo pritaikymas
 Visi min?tieji UML pl?tiniai XML schemoms modeliuoti yra palaikomi kai kuriuose UML CASE ?rankiuose,
pavyzd?iui, MagicDraw. ?iame ?rankyje galima kurti XML schem? diagramas, kurios apibr??ia  tas schemas tenkinan???
XML dokument? strukt???. XML schemos elementai - tai stereotipais prapl?sti UML klasi? ir realizacijos diagram?
elementai. Taip pat MagicDraw paketas palaiko kodo in?inerijos mechanizm?, kuris leid?ia egzistuojan?ias UML klasi?
diagramas transformuoti ? XML schemos kod? ir atvirk??iai. Praktinis algoritmo pritaikymas pateiktas 1 paveiksl?lyje:
1 pav. UML klasi? diagrama ir j? atitinkanti XML schema
4 XML schemos normalizavimas
XML medis apibr??iamas kaip T = (V, lab, ele, att, root), kur [3][4]:
- VertV Í yra baigtin? vir??ni? aib?, kur Vert – vir??ni? identifikatoriai;
- lab: ElV ® ir ele: VStrV È® , kur El – elemento vardai, o Str – tekstinio (string) tipo atribut? galimos
reik???s;
- att yra dalin? funkcija StrAttV ®´ , kur Att - atributo vard?, kurie prasideda @ simboliu, aib?;
- Vroot Î - vadinama med?io T??aknimi. paths(T) galima pa?ym?ti kaip XML med?io T keli? aib?.
XML schema apibr??iama kaip D = (E, A, P, R, r), kur:
- ElE Í baigtin? element? tip? aib? ir AttA Í baigtin? atribut? aib?.
- P ? E susiejimas su elemento tipo apra?ais.
- R - E susiejimas su A, o Er Î ir yra vadinamas ?akninio elemento tipu.
- paths(D) – vis? XML schemos D keli? aib?, o EPaths(D) aib? vis? keli?, kurie baigiasi elemento tipu.
XML medis T atitinka XML schem? D (D|=T), jei:
- lab yra s?ry?is nuo V prie E.
- Kiekvienam Vv Î , jei P(lab(v))=S, tai ele(v)=[s], kur Strs Î . Kitaip, ele(v)=[v1? ,vn].
- att yra dalin? funkcija nuo AV ´ prie Str tokia, kad kiekvienam Vv Î  ir Al Î@ , att(v,@l) yra apibr??ta, jei
( )( )vlabRl Î@ .
- lab(root)=r ir paths(T) Í paths(D).
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XML schemos D funkcin?s priklausomyb?s (FP) yra 21 SS ® formos i?rai?kos, kur S1 ir S2 yra baigtiniai netu?ti
aib?s paths(D) poaibiai. Vis? XML schemos D funkcini? priklausomybi? FP aib? pa?ymima kaip FP(D).
4.1 XML normin?s formos
 Pirma normin? forma. Reliacin?s duomen? baz?s lentel? yra 1-je normin?je formoje (NF), jei vis? jos atribut?
reik?mi? aibi? elementai yra atomai (nedalomi). XML schema D ir medis T |= D atitinka pirm? normin? form? (1XNF) ir
reik??? v yra atomin?, jei kiekviena vir???? v eVÎ (t.y. ele(v) =^  ar Av Î ). XML schema transformuojama ? 1XNF
pridedant papildomus sub-elementus ar atributus elementams.
 Antra normin? forma. 2NF reikalauja, kad kiekvienas neraktinis atributas b??? funkcionaliai priklausomas nuo
pilno rakto (vis? raktini? atribut?), t.y. negali priklausyti nuo rakto dalies (vieno i? raktini? atribut?). Jei XML schemos
atveju funkcinei priklausomybei {S1.S2.S3??2??S1.S2.S3?? egzistuoja kita funkcin? priklausomyb? S1??1?S1.S2.S3??, kur
S1?^ ir S1?r, ?1, ?2, ? yra elemento reik??? ar atributas, tai pirmoji funkcin? priklausomyb? vadinama daline funkcine
priklausomybe (DFP). XML schemos transformavimui ? 2-??? normin? form? galima panaudoti sub-med?io perk?lim?? ?
vir??. Tai atliekama tol, kol nelieka dalini? funkcini? priklausomybi?.
 Tre?ia normin? forma (Boiso-Koddo). 3NF reikalauja, kad kiekvienas determinantas b??? raktas. Jei XML
schemos atveju funkcinei priklausomybei S1??1?S1.S2??2 egzistuoja kita funkcin? priklausomyb? S1.S2??2?S1.S2.S3??3, tai
funkcin? priklausomyb? S1??1?S1.S2.S3??2 vadinama tranzityvine funkcine priklausomybe (TFP). XML schemos
transformavimui ? tre??? normin? form? randamos TFP S1??1?S1.S2.S3??2 ir kitos dvi FP S1??1?S1.S2??2 ir
S1.S2??2?S1.S2.S3??3 eliminuojamos sukuriant naujus elementus.
4.
2 pav. XML med?io transformavimas ? 2XNF ir 3XNF
 Ketvirta normin? forma. 4NF atveju RDB lentel? tenkina 3NF ir neturi daugiareik?mi? funkcini?
priklausomybi? (DFP). Neatitin?ios 4-? NF lentel? turi daug tr?kum? - reikalauja nereikalingos vietos d?l tu???? reik?mi?
arba duomen? pertekliaus. Be to, tu??ios reik???s pa?eid?ia duomen? vientisum?, nes visi atributai kartu yra sud?tinis
raktas. Ta?iau XML atveju daugiareik???s priklausomyb?s nei??aukia toki? tr?kum? kaip nereikalinga vieta tu??ioms
reik???ms ar duomen? perteklius. XML ?ra?as gali lengvai valdyti nepriklausomas DFP. Ketvirtoji normin? forma
praranda savo reali??? prasm?, kai ji pritaikoma XML med?iui.
4.2 Normalizavimo algoritmas
 XML schemos D ir??Í FP(D) atveju, (D,?) atitinka XML normin? form? XNF, jei kiekvienai netrivialiai FP
X ® p.@l ar X ® p.S Î (D,?)+ yra atvejis, kai pX ® Î (D,?)+. XNF at?vilgiu, neteisinga funkcin? priklausomyb? yra
tokia netriviali FP, kuri netenkina XNF reikalavim?, t.y. netriviali FP X ® p.@l ar X ® p.SÎ (D,?)+, bet pX ® Ï (D,?)+.
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XML schemos normalizavimo algoritmas pa?alina neteisingas netranzityvines FP panaudojant atribut? perk?lim? ir nauj?
element? tip? k?rim?.
 Pa?alinimui neteisingos FP q ® p.@l, kur qÎEPaths(D), atributas @l perkeliamas i? XML schemos kelio p
paskutiniojo elemento last(p) atribut? aib?s ? XML schemos kelio q paskutiniojo elemento last(q) atribut? eib? ir atributo
@l pavadinimas pakei?iamas ?@m.
 Neteisingos FP {q,p1.@l1? ,pn.@ln} ® p.@l, kur qÎEPaths(D) ir n ³ 1, pa?alinimui:
- sukuriamas naujas elemento tipas ? kaip XML schemos kelio q paskutiniojo elemento sub-elementas,
- sukuriami ?1,...,?n kaip naujojo elemento tipo ? elementai,
- atributas @l pa?alinamas i? XML schemos kelio p paskutiniojo elemento last(p) atribut? s?ra?o ir padaromas
naujojo elemento tipo ? atributu,
- atributai @l1? ,@ln padaromi atitinkamai naujai sukurt? element? ?1,...,?n atributais nepa?alinant j? i?
last(p1),...,last(pn) atribut? aib?s.
5 I?vados
 Kadangi XML schemos dokumentas yra tekstinio pob???io ir da?nai gana painus, tai XML schem? projektavimas
tur??? prasid?ti nuo konceptualiojo modelio. UML naudojimas pagerina XML schem? projektavimo proces?, daro ai?kesn?
schem? semantik?, padeda i?laikyti schem? suderinamum? su kitais projekto elementais. Be to, straipsnyje i?nagrin?tos
pagrindin?s problemos, kurios susijusios su tuo, kad UML neapima vis? savybi?, kuri? reikia apra?ant XML schemas.
Apra?yti algoritmai patikrinti pavyzd?iais ir i?bandyti MagicDraw paketu. Taip pat staripsnyje pateikti XML schem?
normalizavimo principai, bei parodyti skirtumai ir pana?umai taikant normines formas reliacin?ms duomen? baz?ms ir
XML dokumentams.
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Modeling metodology XML schema using UML
 In this article analyzed the transition from UML class diagrams to XML schema. The main problems, such as -
UML does not include all the features required to describe a XML schema - are explored. Also, the principles of XML
schema normalization, resemblances and differences between applying normal forms to XML documents and relational
data bases are presented.
