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The Waterfall model has been widely applied in the software development. However, 
agile software development methods have emerged to enhance the adaptability to the 
changing market demands and to utilize evolutionary releases. The most widely adopted 
agile method is the Scrum framework. 
 
Ericsson Finland is implementing Scrum. To support the transition, the thesis identifies 
the stakeholders of the product backlog and the data the stakeholders demand and provide. 
With a simplification, it can be stated that the product backlog is a prioritized list of items 
to be performed to complete a feature. 
 
Based on a literature review including a benchmark of other telecommunication domain 
companies, open-ended interviews (n = 6), and semi-structured interviews (n = 11), the 
thesis lists the stakeholders and their actions at each decision point. The decision 
framework, which has emerged in-house, was utilized to structure the thesis. A matrix 
mapping the actions by each stakeholder at each decision point was formed. 
 
The primary data, which the stakeholders require directly and indirectly from the product 
backlog, are the velocity, work to be done, the date of feature completion, dependencies, 
costs, and business value. It is important to note that the stakeholders need the data on 
different levels and for different purposes. Hence, the feasible visualization of the data 
varies among the stakeholders. 
 
In addition to identifying the stakeholders and the requirements for data, the thesis points 
out three findings regarding areas to be enhanced. First, multiple stakeholders currently 
demand their own product backlog. Second, multiple handovers are conducted. Third, the 
innovation process is isolated. 
 
However, multiple findings supporting the current organizational thinking of the 
implementation emerged. For instance, the teams are cross-functional, the product 
ownership responsibility is shared, and the scope of a new feature is optimized to not to 
include additional functionality that the market does not demand. 
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Vesiputousmalli ja sen variaatiot ovat olleet laajalti käytössä ohjelmistotuotannossa. 
Näiden mallien vikojen korjaamiseksi, eli markkinoiden vaatimuksiin mukautumisen 
kohentamiseksi sekä evolutionististen toimitusten tekemiseksi, on syntynyt ketteriä 
ohjelmistokehitysmenetelmiä. Näistä eniten käytetty on scrum-viitekehys. 
 
Suomen Ericsson on ottamassa scrum-menetelmän käyttöön. Muutoksen tukemiseksi, 
tämä diplomityö tunnistaa product backlog -tehtävälistan asianosaisia sekä heidän 
tarvitsemaansa ja tuottamaansa tietoa. 
 
Kirjallisuuskatsauksen, tietoliikennealan yritysten vertailun, strukturoimattomien 
haastatteluiden (n = 6) sekä puolistrukturoitujen haastatteluiden (n = 11) avulla 
tutkimuksessa tunnistettiin asianosaiset ja heidän toimintansa eri päätöspisteissä. 
Pohjana tutkimuksessa käytetään yrityksen uutta päätöksentekoviitekehystä. 
Diplomityö esittelee taulukon avulla asianosaisten toimenpiteet eri päätöspisteissä 
nimenomaan product backlog -tehtävälistaan liittyen. 
 
On oleellista huomata, että eri asianomaiset tarvitsevat eri tietoa. Lisäksi eri 
vastuuhenkilöille sopivat erilaiset visualisointitavat. Näin ollen, työ esittelee myös 
viitekehyksen, jonka avulla visualisointia voidaan kohdentaa eri asianomaisille. 
 
Tutkimuksessa havaittiin kolme seikkaa, joita tulee kohentaa. Ensinnäkin, useat 
asianomistajat haluavat oman backlog -tehtävälistan. Toiseksi, tehtäviä ja vastuita 
siirretään useassa kohtaa toiselle henkilölle. Kolmanneksi, innovaatioprosessi on 
erillään uuden tuotteen kehittämisestä. 
 
Toisaalta, useita kaavailtua tapaa tukevia löydöksiä havaittiin kirjallisuudesta. 
Esimerkiksi, yrityksen tiimit ovat monialaisia, tuotevastuu on hajautettu useammalle 
henkilölle sekä uuden ominaisuuden sisältö on rajattu vastaamaan markkinan todellista 
vaatimusta. 
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The agile software development models enhance the adaptability to the customer 
demands. Different tasks, e.g., coding and testing, are performed simultaneously. In 
addition, waste is minimized. The product is delivered with an evolutionary approach, 
i.e., the software is released incrementally. (Deemer et al., 2008; Nerur, 2005; 
Schwaber, 2007; Sutherland, 2004) 
 
Large-Scale Implementation and Scaling 
Large-scale implementation refers to utilizing agile throughout the organization. The 
transition from an agile pilot to the enterprise level agile implementation is called 
scaling. (Larman & Vodde, 2009) 
 
Scrum 
Scrum is a software development framework that emphasizes the cross-functional 
teams. The teams perform the tasks based on the items in the product backlog. The term 
for iteration in Scrum is ‗sprint‘. A sprint may last from one to four weeks. At the end 
of each sprint, a potentially shippable product increment is completed. (Deemer et al., 
2008; Schwaber, 2009) 
 
The Product Backlog 
The product backlog (PB) includes a prioritized list of all features to be implemented. 
The features are split into multiple items, which are written in form of user stories. The 
product owner is responsible for the product backlog. (Schwaber 2007, 2009) 
 
Velocity 
The velocity refers to the number of completed product backlog items. The velocity 
data is utilized in estimating the date of feature completion. Thus, it is a tool for 
managing the release scope. In addition, the scrum teams utilize the concept of velocity 
for planning the next sprint. (Kniber, 2007) 
 
The Decision Framework 
Over the scrum pilot in the case company, an in-house decision framework for the new 
feature development had been developed prior to the thesis. The framework consists of 
five decision points, starting from ‗F0‘ and ending to ‗F4‘. The stages F0 and F1 
involve the initial studies of a new feature, i.e., a one-page document is conducted. At 
F2, the investment decision is formed. At F3, the teams commit to the feature release 
date. Finally, at F4, the feature is ready, denoting that the coding, the function testing, 
and the early system testing are executed. 
 
The State-Gate Model 
Cooper (2000, 2001) developed the state-gate model for managing the new product 
development. The model includes five gates and five states. The stages are for executing 
the development work. Each stage ends in a gate. The gates are for forming decisions 






Products and services are outcomes of development projects. A project involves an 
ideation phase, an execution phase, and a support phase. Most of the decisions are 
conducted over the execution phase. The closer to the product release the decision is 
formed, the less it involves risk. (Artto, 2010) Thus, the predefined decisions form the 



















Figure 1. Importance and risk of decisions (Artto, 2010) 
 
In the software development domain, one of the earliest software development process 
models was the Waterfall model. However, already the author of the model, Winston 
Royce (1970), identified the risk of long feedback loops. The model has been criticized 
because of the lack of flexibility and the incentive to predefine the product. Since the 
inflexibility leaded to long lead times and wasted effort, the trend has been to discard 
the Waterfall model and to implement the agile methods. (Deemer et al., 2008; 
Schwaber, 2007; Sutherland, 2004) 
 
The agile software development methods emphasize flexibility and adaptability. The 
product is delivered to the markets incrementally. Thus, the lead time for a single 
feature can be decreased with the help of agile meanwhile reducing the length of the 
feedback loops. (Deemer et al., 2008; Schwaber, 2007; Sutherland, 2004) Scrum is the 
most widely adopted agile framework (Koskela, 2009).  
 
In the telecommunications domain, the current trends are for instance interoperability, 
mobility, services, and integration with the internet. The boundaries are formed by, e.g., 
the regulations and the available spectrums for radio communication. (Ericsson, 2009) 
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The domain involves embedded software development projects, i.e., the software is 
bundled to the hardware. The ratio of the amount of software compared with the amount 
of hardware has increased meanwhile the products have become increasingly complex. 
 
The market shares among the network equipment vendors have changed since some of 
the traditional players have declined over the economic distress. For instance, the 
Canadian company Nortel filed for bankruptcy in 2009 (Wahl, 2009). The agile 
software development methods support companies in adapting to the changes in the 
market demands (Deemer et al., 2008; Schwaber, 2007; Sutherland, 2004). 
 
Ericsson Finland R&D develops the Mobile Media Gateway (M-MGw). The gateway is 
a node in the 2G and 3G mobile networks. It connects different transition protocols. The 
product is partly modular and involves platforms. Hence, the new features may impact 
multiple existing modules. The product includes complicated dependencies that are not 
self-evident. As the other products in the telecommunications domain, the Mobile 
Media Gateway is an embedded software product, which leads to an even increased 
number of dependencies and increased complexity.  
 
The Mobile Media Gateway is part of Ericsson Mobile Softswitch (MSS) product 
portfolio. Frequently, the customer requests are routed via the MSS-level since the 
changes might affect multiple products. Thus, the gateway has internal dependencies to 
other MSS products but also external dependencies to the third parties. The number of 
engineers involved in the gateway product development is large. In addition to Finland, 
also engineers in other Ericsson sites, for example in Hungary, are involved in the 
development of the product. 
 
Since the market is changing, Ericsson targets at releasing increments to the Mobile 
Media Gateway in smaller portions than earlier. The feedback loops are shortened and 
the amount of wasted software is reduced. The tool for achieving these targets is the 
Scrum framework. The framework emphasizes self-organization, cross-functionality, 
the short cycles of development, the integration of the different phases of the 
development, and collaboration. Hence, the efficiency and collaboration are enhanced. 
The requirements for the new features are presented in an artifact called ‗product 
backlog‘. (Deemer et al., 2008; Kniber, 2007; Schwaber, 2009) However, Scrum is only 
a framework – it does not state the engineering practices (Schwaber, 2009). The 
practices can be managed for example with Extreme Programming (XP) (Kniber, 2007; 
Sutherland, 2001). 
 
At the beginning of the research, the Scrum framework was experimented in the 
gateway development with two teams in Finland and one team in Hungary. The vision 
was to scale Scrum to the large extent. According to literature (for instance Leffingwell, 
2007; Lyon & Evans, 2008; Kalliney, 2009), the scaling of the Scrum framework is 
challenging. The challenges vary between the companies. One of the major challenges 




Since the scaling of the Scrum framework is a demanding task, there was a need for a 
study in the context of Ericsson Finland. The scope of the study is the product backlog 
and the data it provides directly and indirectly, since, according to the literature review, 
multiple options for implementing the backlog in a large-scale product development 
exist (Chapter 2.4.1 Options for Scaling). 
 
1.2 Research Problem 
The product backlog includes requirements for the features to be implemented. The 
backlog includes also an estimate for the effort needed to complete a feature and an 
estimate for the business value (BV). Based on these figures, the value and the date of 
feature completion can be estimated. (Deemer et al., 2008; Schwaber 2009) Hence, the 
product backlog is an important element in managing the product development process. 
Based on that, the high-level research framework was stated to be 
 
How to utilize the scrum product backlog as a tool for steering 
development work in a large scale organization? 
 
Since the question is too wide to be answered, two sub-questions were introduced. The 
thesis does not define a solution to the high-level question directly but defines a solution 
to two focused questions.  
 
It is obvious that the scrum roles, i.e., the team, the scrum master, and the product 
owner, utilize the product backlog (Schwaber, 2009; Kniber, 2007) but the product 
backlog might involve potential non-obvious users. For instance, the people responsible 
for the release management exploit the product backlog as a tool in their work. In 
addition, the product backlog might provide new insights and interconnections to the 
innovation process. The different stakeholders interpret the product backlog in different 
decision points. Thus, they may provide specific requirements for the product backlog 
implementation. Hence, the first of two sub-questions was stated as follows: 
 
Q1: Who are the stakeholders of the product 
backlog and how do they exploit it? 
 
The stakeholders of the product backlog (later stakeholders) are interested in different 
outputs, i.e., in the different data the product backlog provides directly and indirectly. 
Therefore, the second sub-question was stated as follows: 
 
Q2: Which product backlog data is utilized in 
steering the product development and how? 
 
The second sub-question addresses on identifying direct and indirect data the product 
backlog offers and the relevance of the data for different stakeholders. Thus, the second 
sub-question tights the first sub-question to the implementation of the product backlog. 
The scope of the thesis is to study the development of the new features. The thesis does 
not focus in a comprehensive manner, e.g., on the trouble report (TR) handling although 
the trouble reports can also be managed via the product backlog. 
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1.3 Research Methods 
First, literature regarding the scaling of the Scrum framework was examined. In this 
thesis, the scaling refers to the transition from the trial teams to the large-scale 
implementation of Scrum in a distributed product development. Also, a benchmark was 
conducted, i.e., literature regarding scaling the agile methods in the telecommunications 
domain was studied. 
 
In addition, literature was reviewed to create a knowledge base of evolution of software 
development models as well as of the Scrum framework. The thesis relies on academic 
papers as well as on presentations of the scrum conferences. In addition, the thesis 
studies publications and presentations regarding agile by companies operating in the 
telecommunications domain. 
 
To define a solution for the first question, a matrix was created. The matrix includes the 
stakeholders of the product backlog mapped to the decision points. The matrix was 
formed based on the interviews with the stakeholders, and on the conclusions drawn in 
the thesis. The matrix was reflected on literature to identify similarities and differences. 
 
In total, six open-ended interviews formed the basis for determining the research 
questions and provided knowledge regarding the decision framework. In addition, the 
stakeholders were identified based on the open-ended interviews. The data for the 
matrix was gathered in eleven semi-structured interviews. A blank template of the 
matrix already described was involved as a framework for these interviews. 
 
The matrix and the conclusions based on it form the solution for the second question. In 
addition, suggestions for the means of visualizing the data to meet the expectations of 
different stakeholders were discussed. 
 
1.4 Research Outputs 
The thesis adds value to the case company by providing insights into the product 
backlog, mapped to the decision framework. The insights are presented in form of a 
matrix. Based on the created matrix, dependencies can be identified. In addition, 
reflections from the literature are stated. Based on the literature review, both positive 
and negative findings were identified. 
 
The thesis identifies the most relevant data provided directly and indirectly by the 
product backlog. The data is discussed stakeholder by stakeholder including the 
suggestions of means of visualizing the data. Hence, the thesis provides a tentative 
framework for managing the direct and indirect data by the product backlog. 
 
1.5 Structure of the Thesis 
Figure 2 visualizes the structure of the thesis. Next in Chapter 2, literature is examined. 
The first step is to discuss the evolution of software development models. The historical 
perspective begins from the introduction of the Waterfall model in 1970. It is important 
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to understand the basics of evolution of software development models in order to 
interpret the feasibility of agility. The description of agile and lean will follow along 
with the description of the Scrum framework. First the framework is discussed in 
overall followed by the introduction of each role, artifact, and meeting related to Scrum. 
In addition, the concepts of the velocity and the definition of done are discussed. The 
literature review is concluded by insights from literature regarding scaling the agile 
methods and benchmarking the telecommunications domain. 
 
Research methods are presented in Chapter 3. The study begins in Chapter 4 by 
introducing the decision framework developed by the in-house agile experts. Next, each 
stakeholder is discussed one by one. Chapter 5 focuses on offering insights to the means 
the different stakeholders utilize the direct and indirect product backlog data. In 
addition, Chapter 5 presents options for visualizing the data. 
 
Chapter 6 summarizes the study by interpreting the conclusions from the interviews 
mapped to the literature review. Finally, chapter 7 is devoted to the discussion. 
Appendix D illustrates the matrix combining the stakeholders and the decision points. 
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Figure 2. The structure of the thesis 
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2 Literature Review 
The software development models have existed only for a short period of time. The 
chapter begins by introducing the path from the development of the Waterfall model to 
the development of the Scrum framework. Along the path, the concepts of lean and 
agile are explained in addition to a short description of relevant software development 
methods introduced in the past. The Scrum framework is described deeply, i.e., each 
role, artifact, and meeting is described. In addition, the chapter defines means of scaling 
Scrum in large and complex organizations. Also, the agile methods in the 
telecommunications domain are discussed.  
 
2.1 Evolution of Software Development Models 
2.1.1 Timeline of the Software Development Models 
One of the first defined models for software development was the Waterfall in 1970. 
However, since the major disadvantages of the model, new models emerged. Through 
the development of Cleanroom and the Spiral model, software development models 
were emerging towards lean and agile. (Abrahamsson et al., 2003) Figure 3 places the 
cornerstones of software development models on a timeline. Next, the highlighted 
methods are examined. 
 
 
Figure 3. The framework for Chapter 2.1 (modified from Abrahamsson et al., 2003). 
Note the stated main sources of the methods to be discussed. 
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2.1.2 The Waterfall Model and the V-Model 
The Waterfall model was first introduced by Winston Royce (1970). However, Royce 
did not yet involve the term ‗Waterfall‘ – he involved the term ‗managing the 
development of large systems‘. In the initial paper, Royce identified that there are risks 
in the implementation of the model and thus it can easily be misused. Figure 4 
illustrates the original model from the year 1970. The process is sequential and 
emphasizes the importance of planning. There are four phases of planning prior to the 
coding phase as follows: system requirements, software requirements, analysis, and 










A long feedback loop
Possible problem:





Figure 4. The original Waterfall model (modified from Royce, 1970) 
 
Royce (1970) identified the major challenge to be the faulty implementation of the 
model. This implementation might lead to the fact that a fault identified in the testing 
phase is reported to the program design and even further to the software requirement 
definition. Thus, the faults identified late set at least part of the process back on the 
origins. In Figure 4, possible problems are illustrated with the red arrows. (Royce, 1970) 
 
The common features of the Waterfall model, and its modifications, are the centralized 
teams performing functionalities, strict control, and follow-up with Gantt charts. Since 
the process is strictly following the phases presented in Figure 4, all of the new concepts 
generated over the process are expensive and time-consuming to implement since the 
process needs to go back to the design and even further to the requirement specification. 
Hence, adapting to the changing customer needs is inflexible. (Deemer et al., 2008) 
Overall, Royce originally identified the issues that later became the major obstacles to 
the Waterfall model (Deemer et al., 2008; Royce, 1970). 
 
The V-model shares multiple common characteristics with the Waterfall model. The 
model is named after the letter ‗V‘ since the procedure follows a downward slope and 
then an upward slope. The underlying concept is to specify requirements, design, and 
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code on the downward slope, i.e., the left hand side of the letter ‗V‘, and perform unit 
testing, integration testing, system testing and acceptance testing on the upward slope, 
i.e., the right hand side of the letter ‗V‘. As in the Waterfall model, the errors are 
identified late in the project utilizing the V-model. (Shuping & Ling, 2008) 
 
2.1.3 The Spiral Model and the Cleanroom  
Boehm (1986) tried to establish a more efficient and iterative model than the Waterfall. 
He introduced a risk-driven approach called ‗the Spiral model‘. The Spiral model begins 
by defining the product life cycle. Risk analysis and a prototype are created at each 
cycle of the spiral. The last prototype is operational. Each of the cycles begins by 
identifying the objectives and the alternative means of implementing the product. 
However, if there is only a low technological risk, the model will be similar to the 
Waterfall since the tasks are performed sequentially. (Boehm, 1986) Figure 5 visualizes 
the spiral model. 
 
 
Figure 5. The Spiral model (Boehm, 1986) 
 
Four phases for each cycle can be identified in the Spiral model. In the first phase the 
objectives, the limitations, and the alternatives are determined. In the second phase, the 
risks and the alternatives are evaluated. The actual development, including design, the 
specifications, coding, and testing, is performed in the third phase. The fourth phase is 
for planning the future activities and for evaluating the cycle. (Guimarães and Vilela, 
2005) 
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Over the same era, the model called ‗Cleanroom‘ was developed at IBM. The model 
introduced incremental product development. However, the statement was that the 
requirements are to be defined early and not changed over the development. The model 
emphasized formality and statistical quality control. The underlying concept was to 
measure quality mathematically. (Mills, 1987) 
 
2.1.4 The Lean Principles 
The lean principles originate from the car manufacturing process at Toyota. The 
underlying concept is to provide the wanted product or service to the customer at the 
wanted place at the wanted time. The waste is simultaneously minimized. The lean 
thinking is related also to Just-In-Time (JIT). (Poppendieck, 2007; Raman, 1998) The 
lean thinking can be utilized as a basis for understanding the agile methods 
(Poppendieck, 2007). 
 
Raman (1998) presents five lean principles in the context of embedded software 
development; value, value stream, flow, pull, and perfection. The value can be 
experienced only by the customer. The value stream, i.e., the combination of actions to 
produce the product or service, is identified in order to eliminate the ones that do not 
add value. Flow refers to the coordination and continuous action. The sub-optimizing is 
not allowed. Pull refers to delivering only the desired features to the customer. The last 
principle, perfection, includes the continuous improvement and elimination of both the 
waste and the defects. (Raman, 1998) As a complement, Benefield (2008) identified 
seven wastes of software development; extra features, partially done work, extra effort, 
handoffs, task switching, delays, and defects. Poppendieck (2002) states the seven 
wastes to be as follows: extra features, requirements, extra steps, finding information, 
defects not caught by tests, waiting, and handoffs. 
 
The principles by Raman (1998) and waste definitions by Benefield (2008) and 
Poppendieck (2002) are supporting each other. In addition, Poppendieck (2007) 
presents principles including for instance, quality, knowledge creation, optimizing the 
whole, delivering rapidly, and minimizing waste. She also argued that lean increase the 
quality and speed. 
 
2.1.5 The Scrum Framework 
Harvard Business Review Article ―The New New Product Development Game‖ 
(Takeuchi and Nonaka, 1986) was the first paper discussing Scrum. The study 
examined the new product development in such multinational companies as Honda, 
Hewlett-Packard, 3M, and Xerox. The paper suggests a framework, ‗Scrum‘, which 
included six characteristics; built-in instability, self-organizing project teams, 
overlapping development phases, multi-learning, subtle control, and organizational 
transfer of learning. In addition, the article emphasize the differences between 
sequential, partly overlapping, and the highly overlapping phases of development. The 
term ‗Scrum‘ originates from the sports rugby. (Takeuchi & Nonaka, 1986) In rugby, 
Scrum refers to restarting the game after an infraction (Brown et al., 2007, pp. 20). 
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In the early 1990‘s Ken Schwaber was developing the Scrum framework at Advanced 
Development Methods Inc. He realized that creating software is an empirical process. 
Thus, he emphasized adaptability, partitioning, and the iterative incremental approach 
instead of a highly predefined product development. He argued that Scrum would 
enable a major increase in productivity. (Advanced Development Methods, 1996) 
 
In 1993, Jeff Sutherland introduced the first Scrum trial at the Easel Corporation. His 
motto was ―all at once‖, referring to simultaneous analysis, design, coding, and testing. 
He discarded Gantt charts and introduced the transparent 30-day sprints of product 
development. The outcomes from the first trial of Scrum were promising. Delivery 
times were met, the progress was predictable, and inflexibility adjusting to the changing 
customer needs was solved. (Sutherland, 2004) The first large organization to 
experiment Scrum was a healthcare software company IDX in the United States. The 
company employed hundreds of people. The experiment proved that the Scrum 
framework can scale to a large organization. However, there was variance in the 
productivity between the teams. Some teams entered a hyper-productive state whereas 
others did not. (Sutherland, 2001) 
 
Ken Schwaber (1996) presented the Scrum framework for the software development 
context with Jeff Sutherland in the OOPLSA seminar in 1995. The framework 
emphasized the flexibility to respond to sudden changes. The key characteristics were 
similar to the ones Takeuchi and Nonaka (1986) presented. The initial Scrum 
framework by Schwaber and Sutherland stated that the Scrum methodology consists of 
three phases; pre-game, game, and post-game. The pre-game included the planning and 
high-level designing. The game itself included the sprints and the reviews. The post-
game included a closure. (Schwaber, 1996) 
 
2.1.6 The Agile Manifesto and the Characteristics of Agile 
In 2001, post the introduction of Scrum (Schwaber, 1996), the Agile Manifesto was 
written. A group of 17 software development experts, including Schwaber and 
Sutherland, met at a ski resort. They agreed on twelve principles for agile software 
development. Appendix A lists the principles. In addition, they presented four values; 
the individuals and interactions over the processes and tools, the working software over 
the comprehensive documentation, the customer collaboration over the contract 
negotiation, and responding to change over following a plan. The guideline was named 
as ‗the Agile Manifesto‘. (Fowler & Highsmith, 2001)  
 
The traditional software development models lack flexibility, i.e., the projects cannot be 
dynamically adjusted. The agile methods address to solve the problem. (Deemer et al., 
2008; Nerur, 2005; Schwaber, 2007; Sutherland, 2004) According to Cohn (2007), the 
customer involvement remains steady throughout the project with the agile methods, 
whereas with the traditional methods, the customer is mostly involved only at the 
beginning and at the end of the project. Table 1 summarizes the major characteristics of 
both the traditional and the agile software development methods. 
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Table 1. Comparing the traditional and agile development models (Nerur, 2005) 
  Traditional Agile 
Fundamental  
Assumptions 
Systems are fully specifiable, 
predictable, and can be built 
through meticulous and extensive 
planning 
High-quality, adaptive software can be 
developed by small teams using the 
principles of continuous design 
improvement and testing based on rapid 
feedback and change 
Control Process-centric People-centric 




Role Assignment Individual, favors specialization 
Self-organizing teams, encourages role 
interchangeability 
Communication Formal Informal 
Customer Role Important Critical 
Project Cycle Guided by tasks and activities Guided by product features 
Development Model 
Life cycle model (Waterfall, 
Spiral, or some variation) 




Mechanistic (bureaucratic with 
high formalization) 
Organic (flexible and participative 
encouraging cooperative social action) 
Technology No restriction Favors object-oriented technology 
 
According to a study involving 150 French companies (The French Scrum User Group, 
2009), the major reasons for adopting the agile software development models were 
ability to integrate change (78%), quality improvement (62%), enhancing motivation 
(61%), and delivering more frequent (49%). The other reasons related to meeting 
deadlines, enhancing time-to-market, reducing risk, and increasing cost-efficiency. 
Among others, the survey involved telecom domain companies such as Alcatel-Lucent 
and France Telecom. Most of the involved companies were utilizing Scrum. (The 
French Scrum User Group, 2009) 
 
The transition from the traditional software development models to the agile models is 
demanding. Challenges occur for instance in the organizational culture, competence, 
communication, tools, and management style. (Nerur, 2005) Thus, the social factors are 
inevitably involved in the transition. The major changes occur for instance in the 
communications and co-location. Multiple agile methods emphasize the co-location of 
the team. However, the team members may dislike the open office environment in terms 
of the privacy issues and the lack of personal space. (Law & Charron, 2005) 
 
There are multiple approaches to the agile transition. The agile software development 
models include both top-down and bottom-up solutions. Thus, the transition should also 
involve both viewpoints. A frequently involved approach is to encourage 
communication, learning, and self-organization. In addition, transition teams or coaches 
are involved. Performing the transition as a revolutionary change is risky. The common 




2.1.7 Extreme Programming and Pair Programming 
Extreme Programming (XP) defines some preferred practices for software development. 
However, the practices have been defined prior to Extreme Programming was 
introduced. The brilliance of XP is in the manner the practices are linked together. 
Whereas XP presents the engineering practices, the Scrum framework mostly supports 
on the management issues. Thus, Scrum and XP can be combined. However, some of 
the practices will overlap. (Abrahamsson et al., 2003; Kniber, 2007) The practices of 
XP include a planning game based on the customer demand (Beck, 1999) but also the 
incremental design work is emphasized (Kniber, 2007). 
 
The practices of Extreme Programming include continuous integration, i.e., the new 
code is integrated into the system with frequent intervals. The code is collectively 
owned. Also, Pair Programming (PP) is involved. The concept in Pair Programming is 
that two engineers develop the same code on the same computer. (Beck, 1999; Kniber, 
2007) Kniber (2007) states the Pair Programming to be enhancing the quality of code. 
However, according to a research by Hulkko & Abrahamsson (2005), the statement 
does not hold in all cases. 
 
Some of the organizations utilizing Extreme Programming have developed a 
combination of rules or standards that have been identified as useful practices (Beck, 
1999; Kniber, 2007). Test Driven Development (TDD) can be also applied in Extreme 
Programming. TDD implies that the testing begins prior to the coding is completed. The 
coding activities are driven by the findings from the tests. (Kniber, 2007)  
 
Extreme Programming also emphasizes open work space and developing products in 
frequent releases (Beck, 1999). These practices are similar with the principles of the 
Scrum framework (Deemer et al., 2008; Schwaber, 2007; Sutherland, 2004). 
 
2.2 The Scrum Framework 
Next, the chapter describes the basics of the Scrum framework. First the overall 
procedure is discussed with the help of a figure of the framework, followed by an 
introduction of each artifact, role, and meeting. At the end of the chapter, the velocity of 
development and the definition of done are discussed. 
 
2.2.1 Overview of Scrum 
Scrum is a framework that can utilize various processes; it is not a process model itself. 
Scrum employs the iterative and incremental approach. The purpose is to control risk 
while being able to adapt to changes. There are three legs in the framework; 
transparency, inspection, and adaptation. Transparency enhances the visibility in all 
directions, i.e., to the scrum roles and to the corporate management. The inspection leg 
addresses identifying unwanted variance. The purpose of the adaptation leg is to 
enhance the means of working to increase productivity and quality. (Schwaber, 2009) 
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The traditional models of software development suggest that the requirements can be 
predefined. As opposite, the Scrum framework emphasizes the changing nature of the 
customer demands. Scrum is an ‗all-at-once‘ model, i.e., all of the development 
activities are executed simultaneously. (Sutherland, 2001) Hence, also testing is 
integrated into the iteration, which leads to need for optimizing the testing with the aid 
of automation (Kniber, 2007; Santamaria, 2007). The term for iteration in the Scrum 
framework is ‗sprint‘. The sprint is time-boxed, i.e., the duration is fixed from one to 
four weeks. The duration is suggested being the same for all sprints and it may not be 
extended within the sprint. (Deemer et al., 2008; Schwaber, 2009) 
 
Scrum states that instead of releasing a wide base of new features in one release, the 
functions are released sequentially. Thus, the time-to-market for a single function is 
decreased by breaking a major release project to shorter cycles. Hence, the flexibility to 
adapt to the changing customer requirements is enhanced. The requirements are stated 
in form of user stories. (Santamaria, 2007) 
 
Scrum includes four artifacts; the product backlog, the sprint backlog, the release 
burndown chart, and the sprint burndown chart. The roles involved are the scrum 
master, the product owner, and the scrum team. In addition to the development work 
within the sprint, the people interact in the sprint planning meeting, the release planning 
meeting, the daily scrum meeting, the sprint review, and the sprint retrospective. 
(Deemer et al., 2008; Kniber, 2007; Schwaber, 2009) 
 
The Scrum framework, visualized in Figure 6, is initialized by inputs from the 
customers, the teams and other stakeholders. All of the features to be implemented are 
listed in the product backlog in form of user stories and requirements. In the sprint 
planning meeting, the high-priority items are selected from the backlog to be 
implemented in the next sprint. The number of selected items is a function of the 
estimated effort needed for implementing the items and the estimated velocity of the 
team. The selected items, i.e., the selected user stories, are split into tasks and placed in 




































Figure 6. The Scrum Framework (modified from Deemer et al., 2008) 
 
The sprint includes all of the development tasks, e.g., coding, testing, and writing the 
customer documentation. Over the sprint, a daily scrum meeting is held for discussing 
the current progress and impediments. The outcome of the sprint is a potentially 
shippable product increment. Thus, each sprint should provide a working functionality 
for the product. At the end of the sprint, the implemented feature is reviewed. In 
addition, a meeting called ‗retrospective‘ is held to identify the key success factors and 
failures in the sprint. (Deemer et al., 2008; Kniber, 2007; Schwaber, 2009)  
 
Figure 7 illustrates the sprint timeline. The sprint begins with a half-day sprint planning 
meeting. As already described, the team selects items for the sprint from the product 
backlog in the planning meeting. A daily meeting for enhancing the coordination and 
communication inside the team is held at the same time each day. The sprint ends to a 
sprint review and sprint retrospective. The review is for discussion and to demonstrate 
the increment, whereas the retrospective is for discussion regarding the process in the 
sprint. All of the meetings are time-boxed, i.e., the duration is fixed. (Deemer et. al, 




Figure 7. Timeline of the sprint (modified from Eskelinen et al., 2010) 
 
The sprint can also be cancelled, e.g., if the sprint goal becomes obsolete. The product 
owner decides if the sprint is to be cancelled. However, this rarely happens since the 
sprint length is only from one to four weeks. It is unlikely to face changes in the 
demand over one sprint. (Schwaber, 2009) 
 
One of the key features in the Scrum framework is the rapid feedback. Since coding and 
testing are executed simultaneous, the faults are detected earlier than in the Waterfall 
model. To reduce the length of the feedback loops, transparency is needed. The earlier 
the fault is detected, the cheaper and less complex it is to fix. The cost of fixing faults 
grows with higher than linear pace as a function of time. It is important to note that the 
new products as well as the new product increments face technical, architectural, and 
business risks. (Eskelinen et al., 2010) 
 
All the development activities cannot be completed within the sprints. The features are 
tested by the team but additional tests are to be executed to secure the system level 
quality. The acceptance test is a phase between the sprint and the release. The team 
passes the completed features to the testers that are not in any scrum team. The scrum-
external testers verify that the function is working as a part of the system combined 
from the outputs of all of the scrum teams. If a user interface is involved, manual testing 
is executed in addition to the automated testing. (Kniber, 2007) 
 
The results of the Scrum framework have been positive. For example at Yahoo! the 
productivity increased by 68%, adaptability by 63%, cooperation by 81% and morale by 
52% (Deemer et al., 2008). At Nokia Networks in 2006, almost 70% of the employees 
stated that they do not want to return to the previous means of working (Vodde, 2006).  
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The term for the faulty implementation of the Scrum framework is ‗ScrumButt‘. It 
refers to a situation in which an organization believes that it is utilizing Scrum but 
actually the truth is opposite. To avoid ScrumButt, the Nokia test can be utilized. The 
test includes multiple-choice questions to an organization. Points are gained depending 
on the selected answers. (Sutherland, 2008) Appendix B presents the questions and 
answers along with the rules of gaining points in the test. 
 
The faulty Scrum implementation can easily be implemented without making 
significant changes to the current means of working. The risk is that the framework is 
masked on top of the old means of working. Hence, the benefits of Scrum are not 
achieved. In this case, Scrum may be discarded by a management decision since the 
actual results were invisible. (Koskela, 2009) 
 
2.2.2 Product Backlog and Prioritization 
The product backlog (PB) is similar to a prioritized queue of tasks (Larman & Vodde, 
2009). The product backlog includes a list of the features, enhancements, and needed 
bug fixes. These items include a description, a priority, and an estimation of the 
workload. The items are written in form of user stories, except in a case of technical 
improvements that might be impossible to write in such a manner. The items are split 
into tasks in the sprint planning meeting. (Schwaber, 2009) 
 
A user story is a description of functionality from the user or customer perspective. The 
other terms related to the items are ‗epic‘ and ‗theme‘. An epic is a large user story 
whereas a theme is a collection of user stories related to each other. The proper user 
stories include multiple perspectives, recognize the variation of the customer demands, 
involve common attributes to all customers, clarify the common goal with the customer, 
and focus on the users instead of the system attributes (Cohn, 2008a, 2008b). 
 
The product backlog is sorted in order of priority. The topmost items are detailed 
whereas the items at the bottom can be unspecified since they are not implemented in 
the next sprint. The backlog includes both minor and major sized items (Kniber, 2008; 
Schwaber, 2007, 2009). 
 
Table 2 visualizes a product backlog. All of the items are linked to a wiki-page, which 
includes a detailed description of the item. Also the initial estimates for value and effort 
needed are stated in the backlog. The remaining workload is updated to the product 
backlog constantly. In the case of Table 2, for instance, the first two items are 
completed in the first sprint, third item in the second sprint and the fourth item in the 
third sprint. The estimation of effort needed for a single item might change between the 
sprints. (Deemer et al., 2008) Thus, the total amount of work to be done is dependent on 
















New Estimates of  
Effort Remaining at 
end of Sprint 
1 2 3 4 ... 
1 
As a buyer, I want to 
place a book in a 
shopping cart (UI 
sketches on wiki) 
www.firm.com/PB/1 7 5 0 0 0     
2 
As a buyer, I want to 
remove a book from 
the shopping chart 







www.firm.com/PB/3 6 13 13 0 0     
4 
Investigate solutions 
for speeding up credit 
card validation (target 
performance metrics 
on wiki) 
www.firm.com/PB/4 6 20 20 20 0     
5 
Upgrade all servers to 
Apache 2.2.3 
www.firm.com/PB/5 5 13 13 13 13     
6 
Diagnose and fix the 
order processing 
script errors (bug ID 
14823) 
www.firm.com/PB/6 2 3 3 3 3     
7 
As a shopper, I want 
to create and save a 
wish list 
www.firm.com/PB/7 7 40 40 40 40     
8 
As a shopper, I want 
to add or delete items 
on my wish list 
www.firm.com/PB/8 4 20 20 20 20     
... ... ... ... ... ... ... ...     
      Total 537 580 570 500     
 
The product owner is responsible for the product backlog. The backlog is to be available 
and prioritized all the time. The backlog is never complete since new items are added on 
demand. Thus, the product backlog is dynamic and exists as long as the product exists. 
The product backlog reacts to the changes in the market conditions, technology, and 
business. Since there is a possibility of changes, it is convenient to describe only the 
highest priority items in detail. The product backlog re-factory process is called 
‗grooming‘. (Schwaber, 2007, 2009)  
 
The proper prioritization is one of the key success factors for the Scrum framework 
implementation. The priority is a function of, e.g., business value, costs, risks, 
knowledge creation, and dependencies. (Eskelinen et al., 2010) Other people may add 
stories to the product backlog but the product owner is performing the prioritizing 
activities. As opposite, the team and only the team, estimates the workload of items 
since the teams often the best knowledge of the needed workload. (Kniber, 2007) 
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The Scrum framework does not state which prioritization technique to use. Cohn 
(2008a) identified four techniques that can be utilized. First, Kano analysis involving 
users will reveal which features are mandatory, which increase the satisfaction linearly, 
and which are the features that users do not know they want until they receive it. 
Second, themes can be screened with selection criteria by experts. Third, themes can be 
scored by adding weights to the screening selection criteria. Fourth, a relative weighting 
can be utilized for estimating the costs, value, and impact. These methods can be 
utilized as input to a comparison matrix of features. The matrix can focus for example 
on costs, net present value (NPV), internal rate of return (IRR), needed effort, or 
payback time. (Cohn, 2008a) 
 
Also, the workload is to be estimated. An option is to utilize the planning poker. Each 
team member is provided with a deck of 13 cards including cards with numbers 0, ½, 1, 
2, 3, 5, 8, 13, 21 (or 20) , 40, and 100.  In other words, the Fibonacci numbers from one 
to thirteen are utilized with extra numbers for minor and major workloads. The numbers 
represent the relative workload of items, i.e., the number is not for example the amount 
of man-hours. There are no numbers between 20, 40, and 100 since too accurate 
numbers provide a false sense of accuracy. Additionally, there is a card with question 
mark and a card with a coffee cup. Intuitively, the card with a question mark indicates 
that the team member does not have an estimate for the workload whereas a coffee cup 
means that it is time for a brake. All of the team members show one card simultaneously 
with the other team members. (Eskelinen et al., 2010; Kniber, 2007) For the items 
selected for the sprint, the estimate for story points may not be changed (Microguru, 
2008). 
 
The items need to be proper sized. If the items are minor, there is a risk of involving 
micromanagement. However, large items lead to the only partially completed stories 
and estimating the number of stories to be selected for one sprint becomes difficult. For 
instance, it is difficult to decide the number of items to select if the team completes 70 
story points per sprint and the highest priority items are estimated as 40 story points 
each. (Kniber, 2007) 
 
Since the needs of the stakeholders of the product backlog vary, the backlog needs to 
include different views. For instance, there can be views of the product, release, project, 
and teams. One stakeholder might be a team that evaluates the new ideas. In one 
company, a concept of ‗opportunity team‘ was established to evaluate the ideas and to 
insert the potential ones into the product backlog. (Nahor & Katzav, 2009) 
 
2.2.3 Sprint Backlog and Task Board 
In the sprint planning meeting, the team selects the topmost, i.e., the highest priority 
items, from the product backlog. They commit to implement the items in the next sprint. 
The number of selected items is a function of the number story points the team has 
estimated for items and the estimated velocity of the team. (Kniber, 2007; Schwaber 
2009) Only the team is mandated to modify the item selection within the sprint 
(Schwaber, 2009). 
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The selected items are split into tasks and placed in the sprint backlog. The tasks should 
be detailed. The proper size of a task is four to sixteen man-hours.  Thus, the tasks are 
measured in hours whereas the product backlog items are measured in relative story 
points. The tasks include information regarding the amount of work to be done. The 
table is updated on a daily basis. (Schwaber, 2007) Koskela (2009) suggests linking the 
sprint backlog with the product backlog to trace the progress of the product backlog 
items. 
 
The sprint backlog can be located, e.g., a table in a software tool. The last row at the 
table states the remaining work in the current sprint. The figures are involved in 
drawing the sprint burndown chart. (Deemer et al., 2008; Kniber, 2008) Table 3 
illustrates an example of the sprint backlog that is updated on a daily basis. 
 








New Estimate of Effort  
Remaining at the end of Day 
1 2 3 4 5 6 ... 
Item 1: 
As a buyer, 
I want to 




Modify database Sanjay 5 4 3 0 0 0   
Create webpage (UI) Jing 3 3 3 2 0 0   




2 2 2 2 1 0   
Write automated acceptance 
test 
Sarah 5 5 5 5 5 0   
Update buyer help webpage Sanjay 3 3 3 3 3 0   






Merge DCP code and 
complete layer-level tests 
Jing 5 5 5 5 5 5     
Complete machine order for 
pRank 
Tracy 3 3 8 8 8 8   
Change DCP and reader to 
use pRank http API 
Julia 5 5 5 5 5 5     
... ... ... ... ... ... ... ... ...   
    Total 50 49 48 44 43 34     
 
The first column indicates the product backlog items the team has committed to. The 
item is split into tasks in the second column. The tasks are assigned to team members. 
In addition, an estimate for the effort needed is stated. In the example, the total estimate 
for needed effort is 50 hours. (Deemer et al., 2008) 
 
Even if the team utilizes software to manage the sprint backlog, it is beneficial to utilize 
a physical scrum task board. The board is typically visible for all and enhances the 
interaction in the daily scrum meetings. The daily meeting is the proper time for 
updating the task board. Each white paper on the board represents a larger area of tasks. 
Each task is written to a sticker including the estimated effort needed, e.g., in hours. 
























1 2 3 4 5 6 7 8 9 10 11 12 13 14
Figure 8. The sprint task board (modified from Kniber, 2007) 
 
The first column on the board is the place for tasks that are not checked-out from the 
sprint backlog, i.e., tasks that no one is working on the current day. The second column 
is for the checked-out tasks, i.e., the tasks someone is working on the current day. The 
third column is for completed tasks. Thus, the stickers wander from left to right. Once 
all of the stickers related to one area are moved to stage ‗done‘, the white paper is 
moved to the same column. The last column reveals the common sprint goal, and the 
sprint burndown chart, which is updated manually by hand. Also, the done items that 
were not planned for the current sprint are visible in the board. In addition, there is a 
place for items to be completed in case the team is ready with the selected items prior to 
the end of the sprint. (Kniber, 2007) 
 
In the case of Figure 8, the team has completed the tasks of the deposit. In addition, they 
are progressing on the migration tool and back-office login tasks. This is the wanted 
behavior since the topmost items are with the highest priority. The team has also 
completed three unplanned items. (Kniber, 2007) 
 
The task board can reveal warning signs. If the done and checked-out items are on the 
bottom, the team is focusing on the items with low priority. Also, if the majority of the 
progress is in the unplanned items, the team is not focused. (Kniber, 2007) In addition, 
if all of the items are checked-out but not completed, the team is not focused – they are 
performing the tasks only partially (Kniber, 2008).  
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2.2.4 Burndown Charts 
There are two burndown charts in the Scrum framework; the sprint burndown chart and 
the release burndown chart. The graphs are called burndown since they reveal the 
workload left plotted as a function of time in a downward sloping curve. Both charts are 
constantly updated to form an estimate for the remaining workload. (Deemer et al., 
2008; Kniber, 2007) The sprint burndown chart should be placed on the physical scrum 
task board to enhance accessibility and to utilize it in the daily meetings (Sutherland, 






























Figure 9. The sprint burndown chart (modified from Deemer et al., 2008) 
 
The above chart presents a burndown chart of a sprint that lasts for 14 days. The chart is 
drawn in (estimated work left, time)-coordinates. The team may decide the unit for the 
vertical y-axis. The options are man-hours or story points. Each day, the current status is 
marked to the chart with a dot. A line is drawn from dot to dot. This line is the 
burndown line. Also a linear line, called ‗the idealized line‘, is drawn. The line 
represents a linear progress from day one to the end of the sprint. Thus, the line begins 
from the point where the whole work is to be done at day one and ends to the point in 
which no work is left at the last day. In the example, 50 story points have been selected 
from the product backlog for the current sprint. According to the linear line, the point of 
no work left is reached at the last day of the sprint. (Deemer et al., 2008) 
 
The focus is on the estimated remaining workload, not on the completed work. The 
chart is named as burndown chart since it reveals the amount of work still to be done. 
(Deemer et al., 2008; Kniber, 2007) In Figure 9, since the burndown line is above the 
idealized line, it can be interpreted that the team was first behind the estimation. 
However, the idealized line is reached at the day nine, which is also the current day of 
the sprint. It can also be interpreted that the work to be done is 20 story points. To 
enhance the accuracy of the chart, the team must define the criteria for stating the task 
or user story done, i.e., decide which actions are to be performed (Deemer et al., 2008; 
Kniber, 2007; Schwaber, 2008). 
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There are two different warning signs; there is too many or too few items selected from 
the product backlog to the sprint. If the burndown line stays significantly above the 
idealized line, i.e., the team is not performing as many story points as estimated, there 
are too many items selected for the sprint. As opposite, if the burndown line is 
significant below the idealized line, i.e., the team is performing more story points than 
estimated; too few items were selected from the product backlog. The remedy is, for 
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Figure 10. Sprint burndown chart warning signs (modified from Kniber, 2007) 
 
The other chart in the Scrum framework is the release burndown chart that reveals the 
work still to be done in the release. There is similarity between the charts. However, the 
release burndown focuses on requirements, not on tasks. The unit for the time, i.e., x-
axis, is sprints instead of days. (Deemer et al., 2008) It can be concluded that the sprint 
burndown is a status indicator for the sprint backlog tasks, whereas the release 
burndown is a status indicator for the product backlog items. 
 
2.2.5 Scrum Roles 
The Scrum framework includes three roles; the scrum team, the scrum master, and the 
product owner. There are no project managers. The team from five to nine professionals 
is the core of Scrum. Since the purpose is to complete a potentially shippable product 
increment in the sprint, the team is cross-functional, i.e., the members are familiar with 
tasks from design to coding and testing. The members have specialized skills but yet 
they all need to share the skill of understanding the process of creating product 
increments from the backlog items. (Deemer et al., 2008; Schwaber, 2009)  
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The team is an owner of both the sprint backlog and the process (Eskelinen et al., 2010). 
The whole team is to be aware of the basics of Scrum, thus, a course might be needed 
prior to implementing Scrum (Stuart, 2009). The teams should be formed based on the 
business needs (Nahor & Katzav, 2009) or features (Larman & Vodde, 2009, pp. 149-
155), not based on the architecture of the product.  
 
To enhance cooperation, the team should be seated in the same room. Everyone can see 
the task board and other team members. In addition, the members can discuss to each 
other without leaving their own desk. (Deemer et al., 2008, Kniber, 2007) 
 
One of the fundamentals of Scrum is that the team is self-organizing. Thus, the team 
members decide themselves the means to create a product increment from a user story. 
The management and the scrum masters are not allowed to decide the procedure. 
(Schwaber, 2009) The team decides the stories they commit to and the means of 
successful implementation (Deemer et al., 2008). 
 
The performance of a team is higher than the sum of the performances by the same 
number of individuals. However, if the team structure is changed, the performance may 
decrease. The key elements for the performance are the common sprint goal, collective 
responsibility, and cooperation. In addition, the team values and culture should be 
strong. Thus, the team needs to identify improvements to their practices. That is 
enhanced by the retrospective at the end of the sprint. (Eskelinen et al., 2010) 
 
The scrum master (SM) is the mentor of the team and supports adopting Scrum. She or 
he is not managing the team since the team is self-organizing. The responsibilities also 
include enhancing the self-management and cross-functionality. (Schwaber, 2009) The 
scrum master supports the team in achieving business value (BV) and protects the team 
from outside interfaces (Deemer et al., 2008). In addition to guiding the team, the scrum 
master is the facilitator of the key meetings. Overall, the scrum master is responsible for 
ensuring that the team members are able to proceed in their tasks. Also, the creativity 
and empowerment are enhanced by the scrum master. (Eskelinen et al., 2010) 
 
The scrum master may come from any background. If the scrum master has previously 
been a manager, it is suggested that she or he will not become the scrum master for the 
same developers she or he previously managed. (Deemer et al., 2008) 
 
The product owner (PO) defines the features to implement and is responsible for return 
on investment (ROI). The tool for the work is the product backlog. Also, the product 
owner is responsible for the product backlog being updated, visible, and prioritized all 
the time. (Deemer et al., 2008) In addition to the product backlog, the product owner is 
responsible for the product burndown chart (Schwaber, 2008). 
 
The product owner can be defined as a gateway between the development teams and the 
business. She or he creates user stories based on the needs of the business units and 
defines the acceptance criteria. The product owner is not mandated to modify the 
selection of the product backlog items by the teams. However, she or he is mandated to 
stop and restart the sprint. (Stuart, 2009) The product owner should sit close enough so 
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the team members can easily visit but far enough not to dictate the team in the everyday 
work (Deemer et al., 2008, Kniber, 2007). 
 
2.2.6 Release and Sprint Planning 
One of the false myths regarding the agile methods is that there is no planning or 
documentation. In fact, the agile planning can be divided into six levels; strategy, 
portfolio, product, release, iteration, and daily. The starting point is usually the product 
level. (Eskelinen et al., 2010) If the standpoint is taken to be the product level, first the 
release is planned. The outcome is a high-level plan and goal. The release planning also 
forms a basis for the prioritization of the product backlog. Second, the sprint is planned 
in the sprint planning meeting. (Schwaber, 2009) 
 
Figure 11 visualizes the multi-level planning. The broadest strategic views are the 
product vision and the product roadmap. The roadmap defines multiple releases mapped 
to a timeline including interconnections between the releases. In the sprint planning 
meeting, the high-priority, i.e., the topmost, stories from the product backlog are 




Figure 11. Multi-level planning (Stuart, 2009) 
 
One purpose of the high-level planning is to identify dependencies and offer remedies to 
those. For instance, some features are to be completed prior to the product launch. 
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(Deemer et al., 2008) Koponen (2008) identified in his master‘s thesis that a product 
backlog tool needs to visualize dependencies between stories. In addition, he stated that 
the tool needs to support scheduling dependencies. The scheduling will be done as a 
roadmap, not with the help of Gantt charts. The stories might be depended in 
unidirectional or bidirectional manner. The weight of dependencies varies. (Koponen, 
2008)  
 
The lowest level of planning is the time-boxed sprint planning meeting. The maximum 
duration of the meeting is five percentage of the sprint length. Inputs to the sprint 
planning meeting are the team capacity and the product backlog (Schwaber, 2008). 
Thus, the product backlog is to be ready in forehand (Sutherland, 2009). The meeting 
can be divided into two parts. In the first part, the items from the product backlog are 
reviewed. The product owner is also present. In the second part, the team selects the 
items they commit to complete. In addition, the team forms the tasks, i.e., the selected 
product backlog stories are converted to the sprint backlog tasks. (Deemer et al., 2008) 
 
To be aware of the number of the stories the team can select, the available working 
hours and the velocity is to be estimated. The available working hours is a function of 
the sprint length, the number of people involved, and the number of hours each team 
member can spend on the development process. (Deemer et al., 2008) The velocity 
calculations are discussed in Chapter 2.2.10. The outcome of the sprint planning 
meeting is a list of tasks in form of the sprint backlog budgeted with working hours 
(Schwaber, 2008). Also the sprint goal is defined in the sprint planning meeting 
(Kniber, 2007). 
 
2.2.7 Daily Meeting 
A daily scrum meeting lasts for approximately 15 minutes. The meeting is held at the 
same time and in the same place each day. The purpose is to improve communication 
and decision making in addition to problem solving. Only the team members and the 
scrum master are allowed to attend. Each member describes the work performed post to 
the last meeting, the work to be done prior to the next meeting, and the encountered 
blocking problems. The daily meeting is inspecting the progress in order to meet the 
sprint goals. (Schwaber, 2009) The meeting is important in terms of self-organizing the 
team (Deemer et al., 2008). If the daily meeting concept is not implemented 
successfully, the team is likely not aware of the current status and thus they encounter 
challenges achieving the goals they committed to (Schwaber, 2008). 
 
In the meeting, the task board is updated. Done, work to be done, and tasks under 
development are written to stickers and placed in the proper columns on the board. 
Thus, the sprint backlog and the sprint burndown chart are updated. The whole team is 
involved in updating the current status and planning the next actions. (Kniber, 2007) 
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2.2.8 Sprint Review and Retrospective 
At the last day of the sprint, two meetings are held. The first meeting is the sprint 
review, in which the team presents the results from the sprint and reflects on the results 
to the agreements on sprint planning. A demonstration is presented if possible. The 
second meeting is the sprint retrospective. In the retrospective, the team members 
discuss the process in the sprint. (Kniber, 2007; Schwaber, 2009) The purpose of the 
retrospective is to learn from each sprint and tailor the process accordingly (Stuart, 
2009). 
 
Inputs to the review meeting are, for instance, the backlogs, business conditions, and the 
completed product increments. Outputs can be the updated product backlog and next 
sprint goals. In the sprint review meeting, the unfinished stories are restored to the 
product backlog. In addition, if the team completed unselected product backlog items, 
these items will be removed from the product backlog. (Eskelinen et al., 2010) In 
addition to the team, the product owner and the scrum master are typically present at the 
meeting (Deemer et al., 2008; Kniber, 2007; Schwaber, 2009). 
 
The retrospective is arranged to identify key success factors and potential areas of 
improvement in the process (Deemer et al., 2008; Kniber, 2007; Schwaber, 2009). The 
scrum master and team members are always present. The product owner presence is not 
mandatory. One option for organizing the meeting is to draw two columns on a 
whiteboard; another indicating the success factors and another indicating the potential 
areas of improvement. It is important that the team distinguishes which of these are 
related to Scrum and which would exist regardless of Scrum. (Deemer et al., 2008) The 
identified issues are prioritized and recognized in the future sprints (Schwaber, 2009). A 
suggestion is to focus only on one of the improvement areas per sprint (Kniber, 2007). 
 
All of the teams need to arrange a retrospective meeting to enhance the operational 
excellence. If there are multiple teams, one person attends retrospectives arranged by 
different teams and thus enhances the learning from other teams by sharing the 
information. Another option is to write a report on the retrospective and share the paper 
with other teams. (Kniber, 2007) 
 
2.2.9 Definition of Done 
The underlying concept of Scrum is that each sprint provides an increment for the 
product. However, the term ‗done‘ is to be defined by the team to share a common 
vision of the tasks. The done increment includes analysis, design, coding, testing, and, 
in some cases, documentation. These actions can be divided even further. For example 
testing can be divided into the unit, system, user, stability, performance, integration, and 
regression testing. (Schwaber, 2009) However, the definition may vary between tasks 
(Kniber, 2007). 
 
Once the done is defined, intuitively also the complement, the undone, is defined. Since 
the amount of work to be done is nonlinear, the number of sprints becomes 
unpredictable. (Schwaber, 2009) If the team does not define done, multiple problems 
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can occur. For instance, there is no stable estimate for the velocity of the team. 
Unknown velocity leads to choosing too many or too few items for the next sprint. In 
addition, the product backlog burndown becomes inaccurate. Thus, the status is 
unknown and further planning is challenging. (Schwaber, 2008) The definition of done 
is to be controlled by the team (Kniber, 2008). 
 
2.2.10 Velocity 
Velocity is the term for the amount of story points completed over a sprint. In the sprint 
planning meeting, the team estimates how many story points they are able to complete 
in the next sprint. Thus, both the estimated and the actual velocity exist. The estimated 
velocity is involved in determining the number of items to be selected. The velocity data 
is important for the team. If the velocity is unknown, it is impossible to form a product 
roadmap with release dates. Hence, velocity is an important tool for the scrum team and 
for the product owner in terms of the different levels of planning. Figure 12 illustrates 
the difference between the estimated velocity (Ve) and the actual velocity (Va). Note 
that the partially-done items are discarded in the velocity calculations. This is due the 




Figure 12. Estimated and actual velocity (modified from Kniber, 2007) 
 
There are different techniques for estimating the velocity at the beginning of a sprint. 
First option is to estimate based on thoughts and feelings. Of course, this is inaccurate. 
The second option is to assume that the velocity equals the velocity in the previous 
sprints. However, the velocity is not constant. (Kniber, 2007) 
 
The third option is to utilize information regarding the available man-days and a focus 
factor in estimating the velocity. First, the available man-days are calculated. In other 
words, the days spent, for instance, on other projects or in vacation are reduced from the 
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total number of days in the sprint. All hours spent at the office are not effective hours. 
Thus, there is a need for a focus factor. The factor is determined by dividing the actual 
velocity of the previous sprint by the available man-days in the previous sprint. Hence, 


















)( , (1) 
where k refers to the number of scrum teams, tat work to the time an employee is at work, 
tother projects intuitively to the time spent on other activities than the development tasks in 
the scrum team, and Va, n-1 to the actual velocity of the previous sprint. The factor on the 
left denotes the available man-days whereas the factor on the right denotes the focus 
factor. (Kniber, 2007) 
 
It is useful to note that the time factor may utilize other units than man-days, for 
example man-hours, since the units cancel each other (Kniber, 2007). According to 
Sutherland et al. (2009), the velocity is typically estimated in terms of story points, 
never in terms of man-hours. Accuracy can be enhanced by increasing the time scope of 
the variables, i.e., by combining the figures from multiple past sprints to discard the 
deviation. (Kniber, 2007) Koponen (2008) suggests involving only a portion of the past 
velocities in extrapolating the estimated velocity, since the estimate can be more 
feasible if the sprints with the highest deviation are discarded. He suggests visualizing 
velocities with a bar chart. 
 
According to Koponen (2008), the velocity calculations based on history data should 
also include an estimate for variation, i.e., instead of the date of release completion, a 
range of possible dates should be identified. Figure 13 illustrates the concept. 
 
 
Figure 13. The range of completion dates (Koponen, 2008) 
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If the team overestimates the velocity, technical debt is generated. In other words, in 
case of overestimated velocity, the team will select too many items from the product 
backlog leading to failure in delivering. (Eskelinen et al., 2010)  
 
The productivity is said to be higher with the Scrum framework than with the Waterfall 
model. Sutherland et al. (2009) define that hyper-productivity is reached once a scrum 
team performs with 400% higher velocity than the average waterfall team. The best 
scrum teams have achieved the velocity of 750% higher than in the Waterfall. 
(Sutherland et al., 2009) Often velocity increases with time since the focus factor 
increases once the team becomes familiar with Scrum (Sutherland & Altman, 2010). 
The teams improve most by solving their own problems and by self-organizing 
(Schwaber, 2008). 
 
Sutherland et al. (2009) identified twelve key success factors for the hyper-productivity. 
These include, among others, enhancing the definition of done, mapping the 
dependencies between the tasks on the scrum board, estimating in story points instead 
of work hours, improving the readiness of the product backlog items, and changing the 
organization on a regular basis. In addition, the corporation needs to commit, trust, and 
be open. (Sutherland et al., 2009) 
 
2.3 Innovations, State-Gates, and Metrics in Agile 
Schilling (2004, pp. 216-224) argues that for an innovation to succeed, the fit with 
customer requirements is to be maximized, the development cycle is to be minimized, 
the development is to be performed parallel, and both the customers and the suppliers 
are to be involved. Thus, the innovations are to be managed. Dogson et al. (2008, pp. 1-
10) introduce a term ‗Management of Technological Innovation‘ (MTI) for that 
purpose. This chapter examines the state-gate process model for new product 
development (NPD). In addition, the combination of the agile software development 
models and the state-gate process model is discussed. Also, the links between agile, 
innovativeness, and metrics are discussed. 
 
The state-gate process model by Cooper (2000, 2001) introduces gates that are utilized 
as decision points, as quality-control checkpoints, and as a path forward. The model 
emphasizes cross-functionality, built-in customer interaction, parallel activities, and 
defining the product early. (Cooper, 2000, 2001) Except the early definition phase, the 
fundamentals of the state-gate model are similar to Scrum (Deemer et. al, 2008; 
Schwaber, 2009). Cooper (2000) defines the model as follows: "A state-gate process is a 
conceptual and operational roadmap for moving a new product project from idea to 
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Figure 15. Flow of the state-gate process model (Cooper, 2001) 
 
The state-gate model manages the new product development with a defined framework. 
First stage involves quick investigation, second stage building a business case and 
detailed planning, third stage development decision, and fourth stage testing. Finally, 
fifth stage involves launching the product to markets. (Cooper, 2000) However, the 
model does not fit as such – it is to be tailored for the needs of a company (Dogson et 
al., 2008, pp. 220-223; Schilling, 2004, pp. 224-226). 
 
Karlström and Runeson (2005) discuss experiences of combining the agile methods 
with the stage-gate process model. The paper relies on case studies at ABB Automation, 
Ericsson Microwave Systems, and Vodafone. The study argues that the utilized agile 
methods reduce the length of the feedback loops and prevent the project deadline from 
affecting the scope of the agile teams. In addition, by combining these two 
methodologies, the teams were able to enhance the understanding regarding the system. 
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The major obstacle was identified to be the communication. With the help of the agile 
methods, the teams were able to focus on the day-to-day work control and micro-
planning whereas the state-gate process helped in the long-term strategy and 
communication to other than developing parties, e.g., the marketing and the senior 
management. However, since the long-term strategy was formed by the management 
alone, the managers needed to contribute to the technical decisions. (Karlström & 
Runeson, 2005) 
 
According to Larman and Vodde (2009), the state-gate process model is to be discarded 
if the Scrum framework is utilized. The reasons are that the state-gate model promotes 
large deliveries and thus delays are created, it focuses on individual products rather than 
the portfolio, and it transforms Scrum towards the Waterfall model. However, the 
brilliance of the state-gate model in keeping the process on track is recognized but it is 
stated that the gate-type of behavior at the end of each sprint, i.e., the sprint review, is 
equally effective. (Larman & Vodde, 2009, pp. 208-210) 
 
In addition to avoiding the state-gate model, Larman and Vodde (2009) emphasize the 
need to avoid the parallel releases. Parallel releases, clarified in Figure 16, lead to a 
waterfall type of product development, i.e., early analysis. In this case, re-analysis is 
needed since the original analysis will not be feasible in the later phases. (Larman & 
Vodde, 2009, pp. 208-210)  
 
Analysis Design Implementation Test
Release 2
Release 3
Analysis Design Implementation Test
Analysis Design Implementation Test
Release 1
Figure 16. The parallel release development (Larman & Vodde, 2009, pp. 209) 
 
From the innovation perspective, in Scrum, new ideas can be placed in the product 
backlog without immediate commitment to implement the item (Racheva & Daneva, 
2008). The ideas are filtered in the frequent review sessions that the framework 
provides. Thus, the Scrum framework includes a built-in innovation management tool. 
The items in the product backlog can be prioritized based on business value and risk. 
The framework enhances the communication and transparency between different units 
of the organization. In addition, the feedback loops of the new product development are 
shortened. (Barton, 2009) 
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To manage the innovation and the product development, valid metrics are to be 
introduced. The data collection process is to be lightweight and the metrics need to add 
value. (Sulaiman et al., 2006) Racheva and Daneva (2008) divide the metrics into three 
categories; measurements at the code level, productivity metrics, and economic metrics. 
The code level metrics trace for instance the quality of code and the number of tested 
features. (Racheva and Daneva, 2008) 
 
The productivity metrics already discussed in the thesis are burndown charts, velocity, 
and focus factor, i.e., the difference between done and planned work (Chapters 2.2.4 
and 2.2.10). Also, time-to-market has been mentioned (Chapter 2.2.1). According to 
Koponen (2008), the amount of waste could be a metric. However, from the release 
management perspective, the estimate for the release date is especially interesting 
(Sulaiman et al., 2006). 
 
Economic or financial metrics include for instance earned business value (EBV) 
Racheva and Daneva, 2008), break-even calculations (Racheva and Daneva, 2008), 
customer satisfaction (Tengshe & Noble, 2007), value delivered per release (Tengshe & 
Noble, 2007), return on investment (ROI) (Deemer et al., 2008), actual costs versus 
planned costs (Koponen, 2008), and cost per story point (Koponen, 2008). 
 
Sulaiman et al. (2006) introduce a concept of ‗Agile Earned Value Management‘ 
(AgileEVM), which was experimented in two projects. The combination of measures 
includes the velocity, the mean velocity, an estimate for the release date, an estimate for 
the number of sprints left, the burndown chart, the cost performance index (CPI) and the 
schedule performance index (SPI). The executive management and the team members 
were interested in CPI and SPI. The study suggests that the product owner or the scrum 
master do not benefit from AgileEVM compared with the burndown chart if they are 
not financially responsible. (Sulaiman et al., 2006) 
 
As visible in the study regarding AgileEVM, different stakeholders demand different 
data (Sulaiman et al., 2006). Tengshe and Noble (2007) suggest formulating an approval 
matrix to identify the authorized persons at each decision point and to breaking down 
the metrics to different levels, e.g., to release or to feature level to enhance the benefits 
for different stakeholders.  
 
With the help of metrics, real options analysis can be utilized. The concept of real 
options is to proceed with minor steps and to form only the needed decisions at each 
point. The method recognizes the uncertainty and the dynamic nature of the context by 
allowing incremental proceeding and by understanding the difference in the values of 
the options. At each decision point, work can be postponed or abandoned. Hence, 
features can be removed or added. The model includes similarities with the agile 
software development principles. (Racheva & Daneva, 2008) 
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2.4 Large-scale Implementation of Scrum 
In this thesis, scaling the Scrum framework refers to the transition from the pilot scrum 
teams to utilizing the framework in a large extent in new product development. Next, 
options for scaling are discussed followed by identifying key success factors and 
challenges in scaling. 
 
2.4.1 Options for Scaling 
According to Sutherland (2009), the Scrum framework scales linearly. He suggests that 
the velocity of a scrum team stays linear even if the number of teams increases. As 
opposite, the performance of a waterfall team decreases while the number of teams 
increases. In most companies utilizing Scrum, the transition process towards agile 
started with a pilot project. (Sutherland, 2009) A pilot prior to scaling is less risky than 
starting the agile transition by involving the whole organization from the beginning 
(Cohn, 2007). 
 
A six-step-approach can be involved to adopt the Scrum framework. First, the plans are 
defined, metrics are established, and the people to the pilot scrum teams are trained. 
Second, the framework is piloted for three to six months. Third, the expansion towards 
organization level begins by further training. Fourth, approximately a quarter of the 
organization is transformed to Scrum. Fifth, a combination of broad metrics is 
introduced regarding both the process and the new product development. In addition, 
the process is adjusted. Finally, Scrum is expanded throughout the organization. (Rally 
Software, 2009) 
 
Implementing the Scrum framework will affect the organizational structure. The 
organization is transformed to as flat as possible, i.e., there will be fewer managers than 
earlier. (Koskela, 2009; Larman & Vodde, 2009, pp. 241-245; Sutherland, 2009) 
However, all of the previous structures cannot be destroyed. For instance, human 
resources and other supporting roles such as the IT support and the test tool 
maintenance will remain in separated units. The separated units related directly to 
development should be avoided. Indeed, an option is to utilize the scrum teams as the 
organizational units. If there are multiple teams developing the same features, it is 
beneficial to group the teams, e.g., based on the requirement areas, to enhance 
synergies, learning, and systems thinking. (Larman & Vodde, 2009, pp. 241-245) 
 
According to Kniber (2007), virtual teams emerge easily. For instance, inside a large 
scrum team, some of the members might form virtual teams. As opposite, a virtual team 
might emerge based on two small-sized teams. A remedy is to perform an experimental 
team formation and adjust the formal team selection to be similar with the emerging 
virtual teams. (Kniber, 2007) To introduce the principles of the Scrum framework to 
each team, the pilot teams can be split in such a manner that all of the new teams 
include at least one member with Scrum experience (Cohn, 2007). 
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In the new product development project, faults are identified also in the released 
products. Fixing these disturbs the scrum teams. Thus, it is advantageous to establish a 
separated team to fix the faults on the legacy code rapidly and to let the scrum teams to 
focus on the new product development. However, expertise from the scrum teams might 
be needed to for the fixes. (Kniber, 2007) 
 
The daily meetings of the scrum teams should be scheduled to be interleaving within the 
morning. With this kind of approach, the product owner can participate in all of the 
daily meetings since they are not organized at the same time and yet they are not 
distributed throughout the whole day. In addition, the team members can visit the daily 
meetings of the other teams if needed. The sprints should be synchronized to enhance 
the collaboration and to decrease the administrative overhead. (Kniber, 2007) 
 
The ‗Scrum-of-Scrums‘ is a concept for linking the teams. It is a weekly meeting in 
which all of the scrum masters discuss the items completed, impediments, and the cross-
team concerns at the product level. (Kniber, 2007) 
 
When it comes to the product backlog, the scaled Scrum framework will include for 
instance functional, non-functional, and infrastructure requirements that can be placed 
in the product backlog (Rally Software, 2005). A large product development unit may 
utilize one or multiple product backlogs. If only one product backlog is utilized, the 
needed skills should be stated in the items. With the help of this knowledge, the items 
from the product backlog can be selected by the teams with the proper skills. Once the 
synchronized sprints have come to end, the sprint review can be held jointly. Also, a 
joint sprint retrospective can be held. As a complement, a sprint retrospective is to be 
held for each team separately. (Larman & Vodde, 2009, pp. 176-177, 292) 
 
If multiple product backlogs are utilized, an option is to introduce a concept of the area 
product backlogs. The interconnected teams are grouped to form areas. The product 
owner responsibility is distributed to multiple people, i.e., to the area product owners 
(APO). Each requirement area includes a backlog, i.e., the area product backlog. The 
areas are related to features and business, not to the architecture of the product. (Larman 
& Vodde, 2009, pp. 217, 241-249, 296-300) Figure 17 illustrates the scaled Scrum 





































































Figure 17. Scaled Scrum (modified from Larman & Vodde, 2009, pp. 299) 
 
2.4.2 Challenges in Scaling 
In a survey of The French Scrum User Group (2009), four major challenges for 
implementing Scrum were identified to be the  interaction with the non-agile entities, 
the management involvement, estimation and planning, and identifying a product 
owner. In addition, challenges may occur in aligning the high level business objectives 
and the product portfolio while the silos of knowledge still remain intact (Kalliney, 
2009). 
 
As the complexity grows, the specialization and knowledge fragmentation occurs easily. 
Dependencies emerge, which can lead to conflicts between the teams. A team may need 
another team to perform a task to proceed in their own work even if the second team has 
different priorities. Hence, dependency management is to be established. (Babinet & 
Ramanathan, 2008)  
 
The dependencies increase the complexity of a large-scale product backlog since the 
items are interconnected (Rawsthorne, 2008). If multiple backlogs are implemented, 
interconnections and thus dependencies emerge between the backlogs (Larman & 
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Vodde, 2009, pp. 296-300; Rawsthorne, 2008). However, if only one product backlog is 
implemented, it can include thousands of items (Rally Software, 2005). 
 
Also, the product owner may become too busy leading to a bottleneck in the decision 
process. Thus, the prioritization of the product backlog is threatened and problems may 
occur for the product owner in understanding the items added to a wide range of 
features. As an outcome, delays emerge and direction of the project is blurred. (Lowery 
& Evans, 2007) 
 
Last, to provide yet another perspective for the discussion, in the global corporations, 
the scaling of the agile methods involves distributed new product development. The 
challenges emerge, for instance, because of the time-zone difference, lack of co-
location, cultural differences, and lack of transparency. (Paasivaara et al., 2008) In 
addition, the responsibilities regarding updating the product backlog may become 
unclear (Paasivaara et al., 2009). 
 
2.4.3 Key Success Factors for Scaling 
While scaling the agile methods from the pilot teams to the full extent, it is important to 
eliminate the silos of knowledge, for instance, with the help of Pair Programming 
(Kalliney, 2009) and to develop a common language (Lyon & Evans, 2008). In addition 
to enhancing the professional skills, the agile skills are to be enhanced. At Yahoo! it 
was estimated that an agile coach can save USD 1.5 million in the corporate 
expenditures per year by coaching ten teams each year. (Benefield, 2008) 
 
Even tough there are multiple agile software development methods available each of 
them is to be tailored to the needs of the company. The management is to be aligned and 
the organization is to be adapted. The transparent feedback and internal lobbying of the 
agile methods are valuable in creating a positive atmosphere for the transition. In 
addition, the funding and the headcount are to be aligned with the transition. (Benefield, 
2008) 
 
In Chapter 2.4.1, it was identified that the product owner responsibility can be split. For 
instance, at British Broadcast Corporation (BBC), one product owner had too much 
work, which led to delays in the decision making and in keeping the product backlog 
updated. Thus, the tasks were divided for multiple people. However, the clear definition 
of the product ownership was emphasized. (Lowery & Evans, 2007) 
 
The product backlog may include multiple hierarchy levels. For example, Lyon and 
Evans (2008) suggest involving one master product backlog and a minor backlog for 
each product. The product-level backlogs are to be linked to the master backlog to 
enhance the transparency of different levels. (Lyon & Evans, 2008) Multiple levels of 
the product backlog enable providing modifications on the views of the backlog based 
on the needs of different stakeholders. For instance, the items can be grouped to provide 
a high-level view for managers. However, the complex backlogs may lead to a situation, 
in which the completed story adds value to multiple places. (Rawsthorne, 2008) 
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If multiple levels of the product backlog are utilized, new attributes are introduced. For 
instance, the system and the backlog to which the item belongs are to be stated. Also 
dependencies are to be tagged. (Rawsthorne, 2008) The dependencies can be discussed 
in the meetings of the scrum masters, i.e., the Scrum-of-Scrums, followed by mapping 
of the dependencies (Lowery & Evans, 2007; Babinet & Ramanathan, 2008). 
 
Babinet and Ramanathan (2008) suggest a framework for visualizing the inter-team 
dependencies. A circle is drawn to present each of the teams. Two arrows are drawn, the 
first from the team performing the task to the team that needs the task done, and the 
second towards the impacted team. A description of the task is added to each arrow. 
Once the team has committed to deliver the task, a box is drawn around the description. 
Since each of the dependencies is visualized, the critical spots and bottlenecks are 
intuitively visible. (Babinet & Ramanathan, 2009) 
 
In addition, scaling affects the release management. Sutherland (2005) identified three 
types of Scrum; A, B, and C. The type A Scrum refers to sequential time-boxed sprints 
that are frequently utilized in the pilot phase. The type A Scrum is easy to implement 
and keeps the focus on the current tasks. However, it increases the time-to-market and 
generates delays for instance due to the downtimes between the sprints. Thus, the 
efficiency is to be enhanced. In the type B Scrum, the definition of new items begins in 
the previous sprint than the implementation. Thus, the downtime and the false sprint 
starts are eliminated. The type B Scrum provides an option for the hyper-productivity. A 
requirement for the type B Scrum is identified to be the full availability of the product 
backlog, i.e., the backlog is to be prioritized and ready for the splitting of the items at 
any time. (Sutherland, 2005) 
 
Whereas the type B Scrum provides smooth transition from one sprint to another, the 
type C Scrum introduces a concept of overlapping sprints in which the teams work with 
multiple releases at the same time. The result is all-in-one streamline development. 
Automation and Scrum-of-Scrums are needed to support the development. The type C 
Scrum is suggested to deliver monthly releases for the selected customers and a 
quarterly release with major functionality to the whole market. (Sutherland, 2005) 
 
Another approach to the large-scale release management is the release train by 
Leffingwell (2007). The train emphasizes approximately 60-days release cycles with 
two different releases; the internal release and the external release. The sprints are 
synchronized or otherwise the slowest component development delays the whole train. 
It is to be noted that the lagging does not automatically indicate low performance. It can 
also be due to technological risk or over-optimistic assumptions. Additionally, the 
synchronization eases the continuous system integration. Between iterations, the 
components are integration to the system. Post the internal or external release, the next 
sprint is for hardening, i.e., developing the product to even better. (Leffingwell, 2007) 
Figure 18 presents the release train concept. 
 
39 































Figure 18. The agile release train (modified from Leffingwell, 2007) 
 
Vähäniitty (2005) presents a framework, ‗Cycles of Control‘, for connecting the 
strategic management and the software development. For each cycle, among others, the 
purpose, the time horizon, the interfaces, and the key decisions are characterized. There 
are seven cycles in the suggested framework. The cycles begin from a low level, i.e., the 
daily heartbeat cycle, the iteration, and the release project. The topmost four levels 
include the development portfolio management of current and planned development, the 
strategy of the individual product, the business unit level strategy, and finally the 
corporate strategy. The fourth cycle, the development portfolio management, connects 
the business and the development decision making process. (Vähäniitty, 2005) 
 
2.5 Agile in the Telecommunications Domain 
Since the thesis is written in the telecommunications domain, literature regarding other 
companies in the domain was examined. Additionally, other Ericsson sites were 
benchmarked from literature. The benchmarking of other companies and sites was 
divided into three parts; characteristics of agile in the domain, agile in the network 
vendors, and agile in the operators. Hence, from the market position perspective, both 
competitors and customers were benchmarked. 
 
2.5.1 Overview of Agile in the Telecommunications Domain 
The telecommunications domain is facing major changes, e.g., the raise of the mobile 
broadband and the mobile internet, leading to new types of services. Meanwhile, the 
interoperability and the standards are emphasized. The boundaries for the new product 
development are also defined by the regulatory rules and the technical limits such as the 
available range of spectrums for the radio connections. (Ericsson, 2009) There is no 
single dominant solution for the network technologies, instead, multiple technologies 
coexist (Kettunen, 2009). 
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The new product development in the telecommunications domain involves both 
software and hardware. Often the customer does not perceive the quality of the software 
as such – the expired quality is a combination of the qualities of both software and 
hardware. The embedded nature of the software generates dependencies and increases 
complexity. For instance, the lead time for developing the software and hardware are 
different. Hence, the hardware limits the date of completing the testing environment. 
Thus, in addition to the other external and internal dependencies of the software 
development, dependencies occur with the hardware. (Kettunen, 2009)  
 
In his doctoral dissertation, Kettunen (2009) identified concerns regarding the large-
scale embedded software development in the telecommunications domain. These 
include the uncertainty of the market, the development of different functions than the 
market demands, the unrealistic budgets, the inter-component or inter-group 
dependencies, the performance issues, and the lack of sufficient supporting computer 
infrastructure. In addition, the problems regarding the sufficient knowledge were 
identified. For instance, the software developers may lack the knowledge of the 
hardware, the architecture is complex, and the requirements change or are unclear. 
(Kettunen, 2009) 
 
The new product development of the telecommunications systems is based on platforms 
and legacy systems. In addition, there are existing customer bases and installations in 
the markets. Thus, the complexity is high and dependencies occur for instance in the 
form of configuration compatibility. (Kettunen, 2009) 
 
The telecommunications product development frequently involves a large organization. 
Thus, the implementation of the agile methods is to be tailored. For instance, 
experiences from Nokia and Motorola reveal that Extreme Programming is to be 
tailored to meet the needs of the company. However, also the organizational culture is 
facing pressure to adapt to the new means of working. In addition, the product 
architecture may need to be renewed. (Lindvall et al., 2004) 
 
Gul et al. (2008) examined Extreme Programming in multiple companies in the 
telecommunications domain. For instance, Vodafone IT in Turkey and Nortel Netas in 
Turkey were involved. The finding was that Extreme Programming is to be tailored to 
fit the domain. The products are based on protocol stacks or applications built on the 
stacks. The standards are well defined. Thus, the learning is a time-consuming process. 
The complexity led to challenges in defining tasks from the items. The study results 
encourage utilizing collective code ownership, in-house coding standards, and customer 
presence as specified in the Extreme Programming model. In addition to the model, the 
study suggests preparing the top-level design documents and dividing the project into 
sub-modules. Also, the paper encourages adjusting the iteration length, not only within 
the projects, but also between the projects. (Gul et al., 2008) 
 
The agile software development methods address to help in the challenges the 
telecommunications domain is facing. The volatility and uncertainty of the requirements 
as well as the knowledge sharing are acknowledged by the agile methods. In addition, 
the release scheduling is more sophisticated than in the traditional methods. Figure 19 
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visualizes the complexity management in Scrum. In the pre-game phase, the planning 
and prioritization takes place. The high-level architecture and the standards are 
recognized. The product backlog is utilized as a tool for steering the development as 
well as input to the sprint backlog, which in turn acts as an interface to the integration 

























Figure 19. The organizational extensions with Scrum (Kettunen, 2009)  
 
Kähkönen (2004) presents a concept of ‗Communities of Practices‘ at Nokia. These 
communities are formed based on the informal relationships of employees sharing 
common practices. The communities exist as a complement to the formal team 
structure. 
 
In addition Kähkönen (2004) presents three internally emerged agile software 
development methods at Nokia. The first method, RaPiD7, is a model of elaborating the 
lightweight documents of the new features in cross-functional workshops. The approach 
of seven steps proceeds from the preparation and kick-off to idea gathering and 
analyzing and even further to the detailed design, decisions, and closing. The concept 
involves the relevant stakeholders early. The second method, integration camp, 
combines the representatives of the teams to a one-day integration session. The third 
method, SEED, is a milestone model involving a representative from each team and the 
management of, for instance, requirements, architecture, integration, and releasing. 
(Kähkönen, 2004) 
 
Also, from the product backlog perspective, the complex nature of the 
telecommunications domain is visible. Lindvall et al. (2004) identified that if a 
requirement is defined at a high level in the product development organization, the task 
of decomposing the item into the detailed specifications is demanding. At one unit of 
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Nokia, the product backlog was split into four levels. On the topmost level was a 
program content backlog that included all requirements of a started program. A rule was 
to mark from sixty to eighty percentages of the requirements as mandatory and the 
others as optional. On the second level, a program backlog for each release existed. The 
program backlog included all stories for the release and was managed by the program 
product owner. The program management measured the velocity from this level. The 
third level was the scrum team backlogs owned by the team product owners. The teams 
needed to utilize their own backlogs since the team might contribute to multiple projects 
simultaneously. The fourth level of the backlogs was the sprint backlog. (Laanti, 2008) 
 
At one unit of Nokia, three high-level problem areas of scaling were identified. First, 
the transition from individual specialists to the cross-functional teams was identified to 
be challenging. Second, the management needed to change the role from the past, since 
for instance, prioritization was challenging in the same area previously managed. Third, 
the interest in developing the software development process might decrease once the 
agile model has been implemented. (Marchenko & Abrahamsson, 2008) 
 
2.5.2 Agile in Network Equipment Vendors 
The agile transition at Ericsson Netherlands enhanced the performance, transparency, 
and commitment. The cancelled requirements, i.e., aborted development, decreased 
from 25% to 9%, the time-to-market decreased by 50%, and the cost of maintenance by 
20%. In addition, the meeting overhead was reduced. However, the ratio of fault-slip-
through increased slightly, although, also design base faults, i.e., faults in the legacy 
code, were identified. (Goos & Melisse, 2008) 
 
Once the scaling at Ericsson Netherlands was completed, communication and visibility 
increased. The scaled concept included a dedicated support team and a dedicated 
support backlog leading to delivering on time with high quality of service. The key 
success factors for the performance were the orientation to achieve, the continuous 
improvement, teamwork, focusing on growth, integration to the newest technology, and 
clear goals. (de la Rie, 2008) 
 
At Ericsson Croatia, it was identified that the backward compatibility was required. The 
challenges arose regarding the coordination of the design capabilities, minimizing the 
effort needed for integration, and maintaining the level on quality of service. The 
solution was a milestone concept emphasizing tracking of the requirements and 
visibility. The items were prioritized prior to including those in the projects. The project 
was managed with a project anatomy mapping including a large amount of minor 
system enhancements, deltas. The incremental system growth enables testing the legacy 
code and new functions in parallel with the help of the weekly builds and high level of 
automated tests. (Ivček & Galinac, 2009) 
 
Also Finland has contributed to the academic literature in terms of agile in the 
telecommunications domain. A combination of Extreme Programming and Pair 
Programming was experimented at Ericsson Turku, which was developing the Mobile 
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Media Gateway. The vision was to build competence and to increase the motivation of 
working. The developers experienced the planning game and splitting of the user stories 
into tasks as the most helpful tools. The number of written trouble reports decreased 
only by 5.5% in the pilot. However, the competence of the teams increased by 47%. 
(Auvinen et al., 2005) 
 
Holmström Olsson (2009), describe the Streamline Development at Ericsson Sweden. 
The model emphasized continual deliveries, customer satisfaction through early 
deliveries, motivated individuals, face-to-face communication, simplicity, vision, and 
semi-permanent cross-functional teams. The teams included competence of design, test, 
and system management. (Holmström Olsson, 2009) 
 
Nokia Networks (currently Nokia Siemens Networks) has been utilizing the agile 
software development models for multiple years. The employee satisfaction has been on 
a high level. Test Driven Development (TDD), Scrum, and other agile methods were 
emphasized through coaching and agile information. Materials, blogs, and information 
regarding events were, for example, distributed via wiki. Since the complexity nature of 
both the products and the organization, the Scrum-of-Scrums concept was utilized. 
(ITEA, 2006) Vodde (2006) recognized two mandatory concepts at Nokia Networks; 
short iterations and the retrospectives to provide quick feedback loops and enhanced 
adaptability. 
 
The contribution of Nokia Networks to the research of the agile software development 
methods led to the Nokia test. The test was originally designed by Bas Vodde but 
afterwards enhanced by Jeff Sutherland. In the test, the organization answers to 
multiple-choice questions. The questions are related to, among others, the iteration 
length, the product owner, and the product backlog. Interestingly, the test provides more 
points if only one product backlog is utilized in comparison with involving multiple 
backlogs. In addition, the prioritization and usage of the product backlog as a tool for 
release planning are acknowledged. (Sutherland, 2008) Appendix B presents the Nokia 
test. 
 
At Motorola, it was identified that a gap between the requirements and the teams exists. 
Thus, a concept of a bridge person was introduced in a tentative framework. The person 
attended the team meetings and provided lightweight documentation to create 
understanding regarding the requirements for the teams. In addition, the concept of a 
knowledge base was introduced. The base was supporting the growth of competency in 
addition to linking the agile and traditional methods. (Woi Hin, 2006) 
 
In one unit at Motorola, the amount of escaped defects decreased as a consequence of 
implementing agile. In addition, the productivity improved. (Woi Hin, 2006) In another 
unit, Extreme Programming was piloted. The findings suggested that a roadmap was 
needed. Time needed for learning was reduced whereas the engineering productivity 
and the test coverage were significantly increased. However, one of the teams faced 
challenges due to not involving baseline architecture. The team needed to organize 
multiple re-factoring sessions. (Drobka et al., 2004) 
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At Alcatel-Lucent, a more-agile variation of the V-model was implemented. The weekly 
deliveries, minimized documentation, informal communication, cross-functional teams, 
job rotation, and joint planning were added to the V-model. However, the quality 
control was managed via gates. The point of accomplishing the product was called 
‗general availability‘, i.e., the point in which the product can be sold in the markets. 
(Leszak & Meier, 2007) 
 
2.5.3 Agile in Operators 
Also the mobile operators have implemented the agile software development models. 
The regulation and the dynamic competition shape the market continuously. The 
products involve third party components. At British Telecom, the transition process was 
long and painful. External help, the top management commitment and a critical mass of 
agile-minded employees were required for the transition. The company was able to 
shorten the development cycles and to enhance collaboration. One of the key success 
factors was to establish a clear business target for each sprint. The problems emerged 
for instance in the continuous integration since the components under development were 
shared across multiple programs. Thus, a system level architecture was still needed. 
(Evans, 2006) 
 
Another problem at British Telecom was that the scaling spread the effort leading to a 
thin and thus ineffective effort. British Telecom promoted agile and provided an agile 
cookbook. The promoting included learning projects, agile road shows, agile program 
days and agile courses. The cookbook was a wiki-based solution to distributing 
information regarding the agile methods. The cookbook emphasized, e.g., the customer 
involvement, automated testing, iterative project tracking instead of milestones and 
discarding the Gantt charts. (Hanly et al., 2006) 
 
At Telefonica, Scrum and Extreme Programming were introduced in three phases. First, 
a pilot including experimentation and acceptance was performed. Second, the agile 
means of working were launched including changes in the culture and in the 
organization. Also, a common understanding was codified. Third, agile was scaled in 
the enterprise rollout phase. The change addressed reducing the time-to-market, 
enhancing the business transparency and enhancing the innovativeness. The new means 
of working based on four pillars; the innovation initiatives, the knowledge groups, the 
strategic functions, and the common services. A new unit, the innovation and agile 
methodologies team, emerged. (Hornos & Izquierdo, 2009) 
 
In the case of Telefonica R&D, three levels of backlogs were introduced. The Product 
backlog was on the highest level. The items that the teams chose for a sprint were 
moved into the product backlog for selected items, which included all the checked-out 
items. Simultaneously, the items were split into tasks and placed in the sprint backlog. 
(Hornos & Izquierdo, 2009) 
 
To enhance the collaboration, the rooms were refurnished at Telefonica. In the new 
setup, the team members, the scrum masters, and the product owners sat around large 
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tables. The open space office included multiple whiteboards and inspiring corners for 
spontaneous meetings. The new setup also included sofas, a library, and private rooms. 
(Hornos & Izquierdo, 2009) 
 
At T-mobile in the United Kingdom, Test Driven Development was introduced. The 
quality of the software increased as well as the cohesion of the code. The customer 
identification and the acceptance tests were identified as the key success factors. The 
developers emphasized the possibility of optimizing and adding features in a more 
flexible manner than earlier. (Rendell, 2008) 
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3  Research Methods 
The literature review focused on introducing the Scrum framework, discussing metrics, 
innovations, and the state-gate model in agile, identifying options for scaling, and 
finally benchmarking companies in the telecommunications domain. In addition, the 
evolution of software development models was described. 
 
This chapter describes the methods selected for the study. The interviews and the 
selected means of analyzing the interviews are presented. In addition, the chapter briefly 
discusses the context, i.e., the case company and the product. 
 
The first step was to identify the potential stakeholders of the product backlog. From the 
literature review, the scrum roles were identified as stakeholders. In addition, potential 
stakeholders were identified from the open-ended interviews. 
 
To maintain a clear structure on the empirical part of the thesis, an in-house framework 
for the new product development decision was selected as a framework for the research. 
To connect the stakeholders of the product backlog and the decision model, a matrix 
was formed. Open-ended and semi-structured interviews were needed to acquire the 
data for the matrix. According to Tengshe and Noble (2007), formulating an approval 
matrix is important from the corporate perspective to identify the authorized persons at 
each decision point. 
 
The scope of the thesis is on the development of new functions, i.e., the customer 
requests regarding the already released products are discussed in a lightweight manner. 
Over the research, the key employees driving the agile transition regularly guided the 
study. 
 
Figure 20 clarifies the structure of the research. With help of the literature review and 
the initial open-ended interviews (n = 6), the research questions were formed. Next, the 
semi-structured interviews (n = 11) were conducted. The decision framework was 
involved as a structure of the semi-structured interviews. The duration for both types of 
interviews varied between 20 minutes and one hour. The described matrix and the 





Figure 20. Structure of the research 
 
3.1 Interviews 
The initial step, prior to choosing methods and research questions, was to conduct open-
ended interviews. In total, six interviews, including one interview of two people 
simultaneously, were conducted between December 2009 and February 2010. Literature 
was reviewed in the same period. The interviewees were working with the pilot scrum 
teams, managing the transition phase, or developing the high-level innovation 
framework for Mobile Media Gateway development at Ericsson Finland. Due to the 
privacy and confidentiality issues, the names or job titles are not mentioned in the 
thesis. 
 
The semi-structured interviews began by a discussion regarding the role of the 
interviewee in the new agile means of working. After the short discussion, the decision 
framework was discussed step-by-step from the perspective of the interviewed 
stakeholder. Depending on the flow of the interview, the decision points were discussed 
verbally or with the help of a print of the blank matrix with only headers. The matrix 
included only the suggested stakeholders in the vertical axis and the decision points in 
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the horizontal axis. Hence, the horizontal axis was a timeline for the framework. The 
cells, to which the data was gathered in the interviews, were left initially blank. Thus, 
the interviewees could present their thoughts and experiences without the interference 
of the data gathered from earlier interviews. Appendix C presents the matrix involved in 
the interviews. 
 
The interviewees for the semi-structured interviews included department managers, 
experts of different areas involved in the agile transformation, and people acting in the 
scrum roles. Tables 4 and 5 list the interviewees and the dates of interviews. 
 
Table 4. Open-ended interviews 
The Interviewees Date 
A manager in the agile transition 23.11.2010 
25.2.2010 
A proxy product owner (PPO) 5.2.2010 
A scrum master (SM) 9.2.2010 
A scrum team member 25.2.2010 
Innovation managers (two interviewed simultaneously) 2.3.2010 
Total six interviews 
 
Table 5. Semi-structured interviews 
The Interviewee Date 




An Early Phase Program (EPP) expert 8.3.2010 
A scrum team member 22.3.2010 
A scrum master (SM) 25.3.2010 
Proxy product owners (PPO) 12.3.2010 
19.3.2010 
A post-GA activity expert 1.4.2010 
A release verification expert 31.3.2010 
Total eleven interviews 
 
3.2 Analysis 
The analysis began by combining the findings from the interview notes. The findings 
were grouped per stakeholder. The findings are discussed stakeholder by stakeholder in 
Chapter 4. Next, the matrix was completed based on the findings. To enhance the utility 
of the matrix, only the major findings were stated. The findings from literature were 
compared with the findings from the interviews. The differences and the similarities 
were mapped to the matrix. Based on the matrix, the decision process can be enhanced 
to utilize best practices from literature. 
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Conclusions from the matrix were interpreted to provide a solution for the research 
questions. In addition, means of visualizing the product backlog direct and indirect data 
were created and identified from literature. 
 
3.3 The Research Context 
The research is conducted at Ericsson Finland R&D, located at Jorvas, Kirkkonummi. 
The unit is developing the Mobile Media Gateway (M-MGw), which is part of the 
Ericsson Mobile Softswitch (MSS) product portfolio. The gateway utilizes a platform. 
Both hardware and software are developed for the gateway. The study focuses only on 
the context of software development. In addition, the study was limited to the 
development of the Mobile Media Gateway, i.e., the product portfolio level was 
discarded. 
 
The development of the gateway employs hundreds of engineers. The engineers are 
located in Finland, Hungary and Germany. Previously, the software development 
process has been a variation of the V-model. At the beginning of the research, the 
Scrum framework was experimented by one trial team in Hungary and by two trial 
teams in Finland. The decision for scaling the Scrum framework to the large extent had 
already been formed prior to the thesis. In addition, the decision framework had already 
been planned. 
 
3.4 Alternative Research Methods 
The pilot teams had been established for approximately three months. There was no 
feasible quantitative data generated yet. Thus, the mathematical approaches were 
obsolete. 
 
Qualitative research methods include, among others, observation, questionnaire, focus 
group, and interviews (Silverman, 2006). Since the thesis address forming suggestions 
to the scaled Scrum implementation, the observation of the stakeholders involved in the 
pilot would not have provided useful knowledge. The questionnaire was not utilized 
since the direct questions were impossible to form due to the earliness of the Scrum 
implementation. 
 
The focus groups were not utilized since most of the stakeholder roles were handled by 
only a few employees. In addition, the interviewees were extremely busy. Hence, it 
would have been challenging to arrange a meeting. 
 
Since the other qualitative methods were blocked, interviews were selected as the 
method for the research in addition to the literature review. As stated, no direct 
questions could have been formed. Hence, the options were to utilize open-ended or 
semi-structured interviews (Silverman, 2006). The open-ended interviews were selected 
for identifying the stakeholders and the research questions. However, semi-structured 
interviews were selected for gathering the data regarding each stakeholder at each 
decision point. 
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Qualitative data is subjective, speculative, and flexible (Silverman, 2006). Hence, the 
data gathered from the interviews represent the interpretation of single actors. Indeed, 
the data is subjective and prone to be biased by personal interests. In addition, it is 
important to note that the transition was in an early phase, i.e., the interview results are 
partly guesses or faulty assumptions by the interviewees. Also, the data is subjective 
and speculative in terms of the researcher. 
 
Due to the open-ended and semi-structured nature of the interviews, the results are not 
likely biased by the interviewee dictation of the conversation. However, structured 
questions would have revealed more comparable data. As stated, due to the earliness of 
the transition, the direct questions were impossible to form. 
 
Interview as a method was feasible for the research in the current stage of the Scrum 
implementation. Since the ultimate stakeholder activities were not decided, it was 
proper to select a method that enables discussion and additional questions.  
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4 The Stakeholders and Decision Points 
The chapter defines the stakeholders and their activities in different phases of the 
decision process. According to the research questions, the focus is on the product 
backlog. The chapter analyses the semi-structured interviews by reflecting the literature 
review. Prior to introducing the findings regarding the stakeholders, the new product 
development decision framework is introduced since it is utilized to structure the 
findings. In addition, each of the stakeholders is discussed one by one. Chapter 6 
summarizes the findings. 
 
The stakeholders of the product backlog were identified from two sources. First, 
literature discusses the scrum roles that obviously are stakeholders. Second, the initial 
open-ended interviews supported the identification of the stakeholder. The managers 
above the product owner team, e.g., the product management and the manager of the 
R&D, are utilizing the product backlog only through the product owner team. Hence, 
these managers were not stated as the stakeholders of the product backlog. 
 
4.1 New Product Development Decision Framework 
Over the pilot of Scrum, a new product development decision framework has been 
formed in-house. The framework includes five decision- and checkpoints, marked with 
the letter F.  The first stage is ‗F0‘ and the last stage intuitively ‗F4‘. The framework 
emphasizes the release management through the checkpoints and agility through the 
team contribution and commitment. Thus, the framework bundles the state-gate model 
(Cooper, 2000) and the Scrum framework (Schwaber, 1996) as discussed in Chapter 
2.3. The combination was identified to be a possible solution for instance by Karlström 
and Runeson (2005) but discouraged by Larman and Vodde (2009). It is important to 
note that the study discusses the decision framework on the Mobile Media Gateway 
level. The framework is different at the MSS portfolio level. 
 
At F0, a group of solution area experts, the Early Phase Program (EPP), is requested to 
create a lightweight one-page document of the new feature or improvement. It is a new 
team introduced by the new decision framework. The customer requests are input to the 
group. According to the agile manifesto (Fowler & Highsmith, 2001), it is acceptable to 
receive changes to the customer requests. However, according to the decision 
framework, the customer requests are first handled in the product management. In 
future, the plan is to utilize the in-house ideas also as input. 
 
Currently, the innovation process is not integrated into the EPP in such a manner that 
the ideas would flow smoothly from the idea management and collaboration tools for 
the EPP. The decision framework suggests that all of the new features and 
improvements are routed via the EPP program if there is no existing one-pager to which 
the change could be bundled. Thus, a finding from one of the interviews was that an 
inefficient Early Phase Program increases the length of the feedback loops due to the 
routing. If the length of the loops increases, waste (Benefield, 2008; Poppendieck, 
2002) is generated in form of delays. 
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The EPP team performs early investigation and writes a one-page document of the new 
feature or improvement between F0 and F1. The paper includes, among others, a short 
description, an identification of dependencies to the third parties and to the platforms, 
and the expected environment changes. The workload of writing a paper is tens of 
hours. The one-pagers are not placed in the product backlog as such. Instead, they are 
placed in a separated list of one-pagers. However, there were no in-house arguments 
supporting or not supporting the avoidance of the product backlog in the handling of the 
one-pager. According to literature (e.g., Racheva & Daneva, 2008), the items can be 
placed in the product backlog without immediate commitment to implement the item. In 
addition, the items can be prioritized based on business value and risk (Barton, 2009), 
i.e., if the one-pagers were placed in the product backlog, they could be initially large 
items with uncertain business value and low priority. Over the time, the items would be 
split and the uncertainty would be minimized. Also, the Nokia test (Sutherland, 2008) 
encourages utilizing only one product backlog. A separated list of one-pagers is similar 
to a separated backlog. 
 
Since the Mobile Media Gateway, is part of the Mobile Softswitching product portfolio, 
one interviewee raised the question whether the one-pagers are to be mapped to the 
portfolio level. In addition, the same interviewee believed that it might be feasible to 
prioritize the one-pagers. 
 
Currently, the Early Phase Program team does not include representatives from the 
scrum teams. The investigation is conducted at a high level. Thus, it is suggested that 
the scrum team members contribute later. However, the paper should identify 
dependencies and provide insights for the needed environment changes that might need 
the expertise of the scrum teams. In addition, the EPP team does not include product 
owner team members unless requested. 
 
Overall, the Early Phase Program is similar to the opportunity team in the case study by 
Nahor and Katzav (2009). In their study, the case company utilized an opportunity team 
that evaluated and linked ideas and finally placed the potential ones in the product 
backlog. 
 
At F1, the feature is placed in the product backlog by the product owner team. 
Simultaneously, a handover of responsibility is performed from the Early Phase 
Program to the product owner team. However, the handovers violate the lean principles 
(Benefield, 2008; Poppendieck, 2002). While inserting the item into the product 
backlog, a priority compared with the existing items in the product backlog is to be 
stated.  
 
Between F1 and F2, further investigations are performed. The output is a feature 
concept study (FCS), initial user stories, a verification analysis, and cost estimates. The 
FCS includes technical knowledge such as dependencies and architectural solutions. In 
addition, the implementation aspects can be discussed with, for instance, the developers. 
It can be argued whether the FCS is aligned with the principle ―Just enough, just-in-time 
specifications‖ by the Nokia test (Sutherland, 2008) since the FCS includes relatively 
detailed technical definitions. According to the interviews, the desired behavior is to 
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conduct only light-weight FCS. However, in reality, the FCS often describes the 
technical solutions on a too detailed level. 
 
At F2, the investment decision is formed by the product management, i.e., the feature 
will be implemented or discarded. Also, representatives from, e.g., marketing and 
services are involved in forming the decision. In addition, the MSS portfolio level is 
involved if the new feature impacts other products in the portfolio. Inputs to the 
decision are, e.g., costs, the available resources, the schedule, and an estimate for net 
present value. At F2, there is still possibility to change the priorities. The 
implementation is performed between F2 and F4. 
 
Between F2 and F3, the user stories are selected to sprint in the sprint planning. In 
addition, prior to F3, all of the user stories are split into proper size. The scrum teams 
perform the highest priority stories and are mandated to process changes within the 
limits of the previous feature definitions. The costs are tracked continuously. The 
priority of a feature can still be decreased. 
 
At F3, a commitment to the feature release date is stated. However, the commitment is 
conditional – if the priority is changed or the velocity is notably changed from the 
estimated, the commitment becomes obsolete. Between F3 and F4, the priority of the 
item cannot be decreased in the ideal framework. The scrum teams complete the coding, 
function verification, and partly the system verification. Function verification is related 
to testing the functionality of a single feature whereas system verification is related to 
testing the feature integrated into the product. 
 
At F4, the feature is implemented. It is integrated and tested except final release 
verification. A handover of responsibility is conducted from the scrum teams and from 
the product owner team to the release project. The release projects need to be prepared 
for the handover. For instance, the verification analysis and environment configurations 
are to be ready prior to the handover to eliminate the idle time, i.e., waste.  
 
The outcome of the process is a minimum marketable feature (MMF), i.e., the feature is 
released to market early including possibly only the most critical functionality based on 
the market demand. The less-critical parts can be added to the next releases. Thus, with 
the concept of MMF, the time-to-market of a new feature is decreased. The concept is 
aligned with the lean principles; nothing extra is added to the feature (Benefield, 2008; 
Poppendieck, 2002) and the feature is pulled by the customer demand (Raman, 1998). 
 
At the same time with the implementation, parallel independent testing is performed. In 
addition, the integration and the release verification are performed outside the scrum 
teams. Thus, an agreement for dividing the verification tasks is needed. Along the path 
from F0 to F4, the feature portfolio status, the release status, and plans regarding the 
external release are monitored. In addition, the roadmaps and the priorities are to be 
aligned throughout the development process.  
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Once the release project ends, the release gains the general availability (GA), i.e., it can 
be sold and delivered to the customers. Figure 21 visualizes the new product 


























Implementation in the scrum teams
Figure 21. The decision framework 
 
4.2 The Innovation Process 
In 2009, in the case company, enhancing the innovativeness was in a special focus. The 
managers of the innovation process introduced new concepts such as the innovation 
day, the innovation coaches, and the new idea gathering tool in the intranet. In the 
interviews, it was identified that the link between the innovation process and the Scrum 
framework is currently mild. However, the interviewees agreed that the innovation 
process is an important function of the new product development. 
 
Hornos and Izquierdo (2009) describe a team that enhances the innovativeness and agile 
means of working. By combining the innovation process managers and the agile 
methodology managers, synergies and integration are expected. However, as stated, in 
the case company of this thesis, innovativeness and agile are managed separately. To 
emphasize the importance of the innovativeness, the innovation process was selected for 
the scope of the study as one of the stakeholders for the product backlog. 
 
The suggestion by the innovation process managers was that there would be a separated 
innovation backlog in the scaled Scrum implementation. It was thought that if the new 
ideas involving high uncertainty were placed in the product backlog as such, they would 
not be prioritized higher than the items planned to be implemented. In addition, it was 
suggested that the scrum teams are mandated to spend a fixed portion of time only for 
the items of the innovation backlog. 
 
The situation is partly similar to the EPP. Both the EPP and the innovation process 
involve a separated backlog. However, Racheva and Daneva (2008) encourage placing 
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all, including the uncertain, items in the product backlog. Also, the Nokia test 
(Sutherland, 2008) clearly discourages multiple product backlogs. 
 
According to a suggestion by the innovation process managers, the items from the 
innovation backlog would be investigated and split by the scrum teams that have 
dedicated time for the items of the innovation backlog. Once the investigation and split 
are conducted, the items are to be placed in the product backlog. However, the 
interviewees were not able to offer a solution for linking the suggested innovation 
backlog and the product backlog, i.e., how to transfer the items from the innovation 
backlog to the product backlog. 
 
Another stakeholder stated that the situation is opposite. If the items were placed in an 
innovation backlog, the scrum teams likely select items only from the product backlog. 
This is due two reasons. First, the product owner team emphasizes the importance of the 
items of the product backlog. Second, the items in two different backlogs cannot be 
compared in terms of priority. Thus, the scrum team is not aware whether to select items 
from the product backlog or from the innovation backlog. In this case, the scrum teams 
probably select items from the product backlog since the items are aligned with the 
market demand. 
 
4.3 The Product Owner Team 
The product owner team is responsible for keeping the product backlog prioritized. The 
team consists of a product owner (PO) and multiple proxy product owners (PPO). The 
proxy product owners are jointly responsible for the features. The concept of PPO is 
similar to the area product owner concept by Larman and Vodde (2009). However, the 
area product owners are strictly limited to a specific area of features. As opposite, the 
proxy product owners share the responsibility to eliminate the handovers due to, e.g., 
vacations and other absences. 
 
The product owner team is an interface between the product management and the scrum 
teams. In short, the product owner tasks can be divided into two; secure that the scrum 
teams complete the proper items and secure that the scrum teams have enough work to 
do. The scrum teams might provide input to the split but the product owner team is 
solely mandated to modify the product backlog items. The product owner team is 
responsible for the prioritization. In addition, the product owner team is responsible for 
the budget. The team presents the current status of the development and the budget to 
the product management. 
 
At F1, the Early Phase Program has completed the one-pager and deeper investigation. 
The product owner team receives the responsibility of the feature. Between F1 and F2, a 
feature concept study is written by the product owner team. The initial concept was to 
select one proxy product owner as responsible for each FCS. However, the current 
solution is to collectively share the responsibility between the product owner team. 
 
The FCS states the dependencies and partly also the technical solution. In addition, the 
analysis of the test scope is mentioned. In the FCS, the mandatory and optional 
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functionalities of the feature are stated, i.e., the time-to-market can be reduced by not 
implementing the optional parts into the first release according to the minimum 
marketable feature principle. As stated earlier, the alignment of the FCS and the Nokia 
test (Sutherland, 2008) can be argued.  
 
At F2, the feature concept study is completed. The product backlog items are split by 
the product owner team in such a manner that the scrum teams are able to select the first 
items post the F2 decision and thus can start immediately to implement the feature. By 
the F2 decision point, the business aspects are examined to provide the needed data for 
the product management to form the investment decision. In addition to the revenue 
estimates, lead time, interfaces, and dependencies are known at F2. All uncertainties 
postpone the F2 decision. The data for the decision is primarily provided by the product 
owner team. 
 
Since a proxy product owner is responsible for the feature concept study, the scrum 
teams have limited knowledge of the new feature at F2, i.e., at the point to start the 
implementation. Thus, a partial handover between the product owner team and the 
scrum team is conducted. As stated, the handovers violate lean (Benefield, 2008; 
Poppendieck, 2002). However, since the proxy product owners continue to support the 
scrum team, there is no pure handover. It is to be noted that the current organizational 
thinking does not equal the ultimate solution. A suggestion by one interviewee was that 
the scrum teams would be involved in the feature concept study in future. 
 
Between F2 and F4, the product owner team calculates the velocity for the feature, i.e., 
the sum of velocities of the teams. Based on the collective velocity, the product owner 
team can calculate an estimate for the date of feature completion. The release 
management is interested in the date since it is utilized in deciding whether the feature 
fits the next release or not. Since, from the product owner team perspective, the velocity 
is utilized for estimating the duration of development, according to the interviews, the 
velocity of a single team is not in the interests of the product owner team. 
 
At F3, the proxy product owners evaluate the state of the timetable, the technological 
issues, and the budget. In addition, the amount of risk is studied. The risk is related to 
the number of trouble reports, the number of impediments, and the effective time spent 
on implementing the feature. At F3, the proxy product owner states the date of feature 
completion, i.e., the F4 decision point. However, two boundary rules are set; the 
velocity and priorities are to be maintained on the estimated level. If the boundary rules 
are discarded, so is the estimate for the date of feature completion.  
 
In addition, at F3, an estimate for the contents of the feature is proposed along with a 
list of optional parts that are implemented if the teams perform above the estimations. 
Thus, the minimum marketable feature concept dynamically shapes the scope of the 
new feature implementation. 
 
At F4, the product owner team hands over the feature if the quality is on an acceptable 
level. The product owner team is responsible for accepting the quality. The handover is 
performed to the release management, i.e., the feature is integrated into the release and 
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the release verification is executed. If the feature is to be delivered also to the releases in 
the field, the post-GA activities, i.e., the customer support, receives the feature with a 
handover from the new feature development. 
 
4.4 The Scrum Masters 
In the case company, the abbreviation for scrum master is ‗ScM‘ since the abbreviation 
in literature, ‗SM‘, stands for section manager in the case company. The academic 
abbreviation SM is involved in this thesis.  
 
The interviewees emphasized the role of the scrum master to be a coach. The scrum 
masters are not mandated to form decisions at F-points nor does have the mandate to 
form decisions regarding the sprint. At least in the scaling phase, the scrum masters are 
coaching all stakeholders identified in the matrix in Appendix C. The coaching role of 
the scrum masters towards the whole organization was suggested by Schwaber (2009). 
In addition to coaching, the scrum masters enhance the transparency of the product 
development.   
 
Over the EPP program, i.e., until F1, the scrum masters are coaching the EPP team and 
attending the EPP meetings for a few hours a week. Between F1 and F2, the feature 
concept study is written by the product owner team. The scrum masters are also 
coaching the product owner team. Thus, they are involved in the feature concept study 
in the role of mentors. One interviewee suggested that in the future, the scrum masters 
could organize user story writing workshops for the scrum teams at F1 or F2. This 
would help the feature concept study writing process and involve the scrum team earlier 
than in the current solution. Thus, it would remove the identified partial handover at F2, 
i.e., the partial handover from the product owner team to the scrum teams. 
 
At F2, the scrum masters start to mentor the scrum teams that are completing the items. 
The task of the scrum masters is to remove impediments and to enhance the software 
development process within the teams. To keep the sprint planning meetings short and 
to pre-identify dependencies and impediments, a product backlog grooming session is 
held on every other week. Over the meeting, the teams discuss and split the items to be 
ready for the next sprint planning meeting. The scrum masters organize the product 
backlog grooming sessions. The role of facilitating and removing the impediments is 
aligned with Eskelinen et al. (2010). 
 
Overall, according to the interviews, the scrum masters are not interested in the contents 
of the product backlog – they are interested in the means of exploiting the product 
backlog. However, the scrum masters are interested in calculating the velocity and in 
measuring the changes of the product backlog. The velocity calculations reveal the 
performance of the teams. Thus, it is in the interests of the scrum masters and the teams 
to be able to enhance the process. Tracing the changes in the product backlog can be 
utilized in two aspects. First, it reveals the progress, i.e., the current performance. 




4.5 The Scrum Teams 
The term for a scrum team in the case company is ‗a cross-functional team‘ (xFT). In 
this thesis, the academic term ‗the scrum team‘ is involved. Between F2 and F4, the 
team performs user stories to complete a feature. One interviewee suggested that the 
team should be involved earlier, e.g., in the Early Phase Program or in the feature 
concept study, to define the needed changes to the test environments and the tools. In 
addition, this would remove the partial handover from the product owner team to the 
scrum teams discussed earlier. 
 
Inputs to the scrum teams are the feature concept study and the initial user stories. Over 
the sprint planning meeting, the team selects items from the product backlog. However, 
the product owner team provides suggestions for the selection. In addition, the 
prioritization is conducted by the product owner team. The ultimate selection of items is 
decided by the team. Thus, the self-organization of the scrum teams is enhanced 
(Schwaber, 2009). Besides the items related to the product, the changes to the tools can 
be managed as product backlog items. 
 
In every other week, a product backlog grooming session is held. The concept of the 
grooming sessions is aligned with the Scrum framework (Schwaber, 2009). In the 
session, the team discusses the items in the product backlog that are not yet checked out. 
More items are under discussion than the team could select for the next sprint to be 
prepared also for the coming sprints. In the grooming session, teams may decide to 
suggest a split of items for the proxy product owner who is the only authority to split. 
According to Kniber (2007), the proper sized product backlog items are a key success 
factor. 
 
The main interactions between the scrum teams and the product backlog can be divided 
into three categories; the sprint planning, the product backlog grooming, and utilizing 
the product backlog as a gateway to information. The last category involves actions 
such as utilizing the product backlog as a link to the wiki, to the definitions, or to the list 
of contacts. Also Deemer et al. (2008) suggests that the product backlog should include 
links to the wiki, which includes more detailed description. In addition, the product 
backlog is a useful tool for interpreting a wide perspective of the product. Hence, 
multiple views to the product backlog are needed. 
 
As stated by Nahor & Katzav (2009), the product backlog should involve different 
views for different stakeholders. In the case company, the pilot scrum teams involve 
their own views in the product backlog. The view includes for instance the items the 
team has selected for the current sprint and the items completed earlier. In addition, the 
view reveals the product backlog items that have been marked for the team. The pre-
selection of the teams to complete the items is needed for instance if the item requires 
specific competence. 
 
The sprint backlog is maintained only on the whiteboard, i.e., there is no electronic link 
between the product backlog and the tasks in the sprint backlog. Thus, the product 
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owner team is aware of the status only at the end of the sprint, not over the sprint. 
Hence, the cycle for the data is two weeks.  
 
Majority of information, for instance, the feature concept studies, is stored in a wiki. In 
addition, reports by the scrum teams and the description of the verification are stored in 
a wiki. In some cases, it is necessary to be aware of details regarding the earlier testing 
phases. Hence, the wiki-tool needs to include version tracking. 
 
Earlier the testers have written a trouble report (TR) of each identified fault. In the 
Scrum framework, the team writes trouble reports only if the fault is identified in a code 
that is created by others or is done by the team itself but has already been internally 
released. If the code is not yet released outside the team, a trouble report will not be 
written. If another team identifies the fault, a TR is written. In this case, the product 
owner team places the trouble report in the product backlog and prioritizes it compared 
with the other items in the backlog. If a fault is identified in the code once the product 
has been released to the customer, the TR will be placed in another backlog discussed in 
Chapter 4.7.  
 
Since the scrum teams test simultaneously with the coding, plenty of faults are 
identified within the teams. However, the faults are fixed within the sprint. The team 
delivers only high-quality code according to the definition of done. An exception to the 
definition is an agreement between the release verification and the scrum team that 
might postpone some testing activities to the release verification phase. This is feasible, 
for instance, if the scrum team does not have the proper test environment. Additionally, 
the regression tests can be launched automatically with, e.g., two hour interval. 
 
4.6 The Release Verification 
The release verification is not executed in the scrum teams. The concept of Scrum-
external system verification is aligned with the findings of Kniber (2007). The release 
verification can be divided into two categories; prior-to-F4 verification and post-F4 
verification. Figure 22 visualizes the categorization. 
 
Post-F4 release verification (release n)Prior to F4 release verification (release n) GA
Last F4 to
release n









Figure 22. The release verification 
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The scrum teams implement the feature between F2 and F4. Over the period, the early 
system testing is executed. However, the scrum teams might not involve the proper test 
environment. Thus, the proxy product owner requests support from the release 
verification testers for a portion of the system test. The testers execute the requested test 
cases. Hence, a pull approach is utilized in the support for the scrum teams. To gain the 
proper knowledge regarding the implementation of the feature, one tester performing 
the release verification participates in the sprint review demonstration sessions. 
 
At F4, the product owner team is responsible for accepting the quality of the feature. An 
internal release, i.e., a handover to the release project and possibly to the post-GA 
activities is performed. However, the criteria for the F4 decision are to be concluded in 
advance, preferably at the latest on F3. The criteria are to be accepted both by the scrum 
teams and the release verification testers. It is to be agreed which portion of the system 
testing is performed by the scrum teams and which by the release verification testers. 
 
Once the handover of the feature is conducted from the scrum teams, the release 
verification is executed as a part of the release project. Hence, in addition to the date of 
F4 decision, also the release verification affects the readiness of the feature, i.e., it 
affects which product release the feature can ultimately be marketed.  
 
To be prepared for the handover at F4, the release verification experts are to be involved 
in the feature specification process. If the changes in the tools and environment are not 
performed in advance, the lead time increases, i.e., waste is generated and the fit to the 
current release is compromised. There are multiple options for involving the release 
verification testers early in the feature development. First, the release verification testers 
provide expertise for the EPP prior to F1 if requested. Second, the release verification 
testers can be involved in the verification analysis between F1 and F2. Third, the release 
verification testers can be involved in designing the items to be placed in the product 
backlog. A release verification expert suggested that a brainstorming session is to be 
held for discussing the future items of the product backlog. In the meeting, each party 
would state their opinion and future actions. 
 
An interesting opinion from a release verification expert was that also the release 
verification phase could utilize a backlog. Currently, the selection of the test cases is 
fixed, i.e., once a test case has been selected, it cannot be deselected without proper 
arguments. However, if a dynamic backlog would be involved, the release verification 
experts could select a large amount of test cases and sort those based on the priority. 
The commitment to execute would not be required for all items in the backlog. The 
priority could change over the verification. Hence, the low priority items could become 
high priority items, and vice versa, depending on the results of the test cases. With the 
suggested approach, it would be acceptable not to execute the lowest priority test cases 
as long as the highest priority test cases are executed properly. With the current concept 




4.7 The Release Management and the Post-GA Activities 
Once a feature is ready, it is integrated into the product and a handover to the release 
project is conducted at F4. An indication of the date is stated at F3 by the product owner 
team. In addition, the minimum content of the feature is stated. From the release 
management perspective, it is essential to know the date of feature completion in 
advance to be prepared and to decide the scope of the release. In addition, the release 
project is interested in the quality of the code it is receiving, the possible unfixed faults, 
and the overall knowledge of the feature. 
 
Figure 23 illustrates the release project management. The product is released to the 
market at point of general availability. Also Alcatel-Lucent utilized the concept of the 
GA stage (Leszak & Meier, 2007). Whether the post-GA activities are part of the 
release management or not is a matter of definition. In this thesis, the release 
management and the post-GA activities are discussed separately. The activities include 
reacting to the faults identified in the released products and reacting to the customer 
requests. The support of the released version is offered to a long time period, i.e., the 
new versions will be released while the old versions are still supported. A mapping 
between versions and backward-compatibility is required. If a fault is identified post-
GA, a trouble report is written. According to the current thinking in the organization, 
separated post-GA backlogs are needed for the trouble reports and for the customer 
requests. The reasons for implementing separated backlogs include the differences in 
the working methods. The new feature development applies Scrum whereas the post-
GA activities apply Kanban. In addition, according to the interviews, it is not sure 
whether the scrum teams and the post-GA teams share a common vision of the backlog 
on the conceptual level. 
 
Figure 23. The release management 
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The trouble report backlog and the customer request backlog are handled by support 
teams specified only on one of these two areas. Interestingly, the customer requests may 
trigger trouble reports that need to be responded by the fault handling teams. Hence, 
there is a link between these two backlogs. It is to be noted that the support teams rely 
on physical whiteboards instead of software tools in the backlog handling. Again, the 
separated backlogs violate the desired behavior of the Nokia test (Sutherland, 2008). 
However, the concept of utilizing a separated support team was identified as a key 
success factor at Ericsson Netherlands (de la Rie, 2008). 
 
Important conclusions can be drawn from Figure 23. First, if an item is to be postponed, 
it might be that the new release project does not yet exist. Thus, release coordination is 
needed to secure that the item is in the scope of the release project n. Second, at F4, the 
handover of a new feature might occur towards the post-GA activity in addition to the 
current release project. Hence, sales can be enhanced by offering the new feature to the 
addressable infrastructure, i.e., to the previously sold gateways in addition to the new 
gateways. It is important to note that Figure 23 is a simplification of the real world. In 
reality, at F4, post-GA activities for multiple previous releases are often ongoing. Third, 
the post-GA backlogs for the trouble reports and customer requests are common for all 
releases still supported. This implies that it is to be decided to which release the fix or 
improvement is to be delivered. Previously, the customer requests have been assigned 
as soon as they have been analyzed. In the new concept, the requests are placed in a 
backlog. Hence, there is no initial statement of the date of the response to the request or 
fault. The new solution of operating without a fixed date requires a change in the 
mindset since currently a statement for the date is required. 
 
It is to be noted that currently the release project and the post-GA activities are not 
totally integrated for two reasons. First, the organization structure and the means of 
working at Ericsson Finland are not in a stage that the release project and the post-GA 
activities could be merged. Second, at the MSS product portfolio level, the desired 
behavior is to separate these to functions. Thus, a handover is conducted at GA. 
 
In future, the plan is to rotate the developers between the new feature development and 
the support teams. In addition, it is yet under discussion whether the support teams and 
the new feature development teams could involve a common backlog for the trouble 
reports. According to one interviewee, if the backlogs are separated, there is a risk that 
the fixes are to be completed both in the scrum teams and in the support teams. 
Duplicate work demands extra effort that is obviously waste (Benefield, 2008; 
Poppendieck, 2002). 
 
The contribution of the release project and the post-GA activities is minor prior to F3. If 
the new feature does not impact the hardware, the post-GA activities are involved in the 
discussions between F3 and F4. However, involving the support personnel late in the 
new feature development generates knowledge gaps. The post-GA developers can setup 




Three interesting dependencies were pointed out in the interviews. First, as stated, some 
items may be postponed. The desired handling of these items was unspecified in the 
period of the research. The problem is that there might be no release project yet to 
receive the items. Second, the customer requests and the trouble reports regarding the 
products in the field are handled by the support teams. However, the expertise of the 
scrum teams might be needed in order to solve the issues. Third, the scrum team 
performs the function test and the early system test. However, the team members can 
provide insights of the most critical parts of the function, i.e., they might provide 
insights of functionalities that should be in a special focus in the release verification. 
Thus, the scrum teams and the last testing activities need to share a feasible 
communication channel that is both flexible and reliable. 
 
Multiple benefits of the Scrum framework from the release management perspective 
were identified in the interviews. Scrum enhances transparency, predictability, and self-
organization while decreases lead times. As an outcome, fewer actions for adjusting are 
needed in the release management phase. Both the release project and the post-GA 
activities are mainly interested in the date of feature completion, quality of the feature, 
and the scope of the feature. The concept for the scope is the minimum marketable 
feature. The release management interest in the date of feature completion was also 
identified by Sulaiman et al. (2006).  
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5 Product Backlog Direct and Indirect Data  
As discussed in Chapter 4, some of the stakeholders utilize data for estimating and 
follow-up, some for implementing the new features. This chapter discusses the most 
important types of data that the product backlog directly and indirectly provides. To 
enhance the feasibility of data, it is to be visualized properly to meet the demands of 
each stakeholder. The transparency is to be emphasized. Hence, criteria for data are the 
manner it is visualized. 
 
The data can be utilized in measurement purposes. Racheva and Daneva (2008) 
categorized the metrics into measurements at the code level, productivity metrics, and 
economic metrics. This chapter discusses the data that can be utilized in economic and 
productivity metrics. The code level measurements are not discussed, since the Scrum 
framework does not state which coding practices to involve. If the data is utilized for 
measuring, it is important to predefine the purpose of measuring. For instance, 
measuring can address enhancing throughput, velocity, and quality or decreasing lead 
time and headcount. 
 
The chapter discusses velocity, estimate for work to be done, dependencies, and 
business value based on the semi-structured interviews. The chapter defines the 
stakeholders for each data. With the help of the definition, suggestions are provided 
regarding means for visualizing the data for different stakeholders. Chapter 6 
summarizes the suggested combination, i.e., a framework for, visualizations. 
 
5.1 Velocity 
The concept of velocity has been discussed in Chapter 2.2.10. The velocity indicates the 
number of user stories a scrum team performs. The velocity data is utilized, for instance, 
as input to the release planning and to improve the operational excellence of the teams. 
The velocity deviates between the sprints and between the teams. The attributes 
affecting the velocity include, e.g., volume and dependencies. Volume is a function of 
the number of the scrum teams, the number of the product owners, the number of the 
product backlog items, the size of the product backlog items, and the number of the 
backlogs. 
 
Based on the interviews, it can be concluded that the velocity is to be measured on 
multiple levels. The main difference is that only the team level velocity indicates the 
velocity of a single team. Hence, only the team and the scrum master are allowed to 
calculate the figures. The team level velocity can be divided into two aspects. The first 
aspect is the velocity within a sprint. The velocity is updated daily on the whiteboard, 
i.e., the cycle is 24 hours. It is illustrated with the help of the sprint burndown chart. 
Thus, it is measured in tasks. The burndown chart is an internal manner of the scrum 
team. As discussed in Chapter 2.2.4, the sprint burndown chart reveals warning signs. In 
addition, the burndown chart can be utilized as input to the sprint retrospective to 
discuss the progress. 
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The second team level aspect is the velocity over the sprints, i.e., the cycle is two 
weeks. The velocity of multiple sprints can be utilized as input to the sprint planning as 
well as to the retrospective meeting. The velocity over sprints reveals the enhancements 
in the means of working. The longer the time period in the scope, the more accurate 
data is since the effects of deviation are minimized. In addition to tracking minimum, 
maximum, and current sprint velocity, there are also other options for interpreting the 
data. For instance, average, weighted average, or the current trend can be calculated. 
The accuracy of the extrapolation is enhanced by selecting more sprints for the scope. 
 
Figure 24 illustrates the team level velocity visualization over the sprints suggested by 
this thesis. The numbers are random, i.e., they do not reveal the actual velocity of an 
existing scrum team. A bar chart is drawn in (velocity, sprint)-axis to visualize the 
velocity of each sprint. Also Koponen (2008) utilized bar charts for visualizing velocity 
over the sprints. However, he did not plot the trend or average and did not highlight the 
minimum or maximum value. For the case company, it is useful to plot the interpreted 
data since the company is still on a transition phase and seeks means to follow-up the 
evolution of the process. Hence, the minimum and maximum are to be highlighted to 
visualize the deviation. The trend is to be plotted to visualize enhances of velocity over 








































Figure 24. The suggested team level tracing for the velocity over the sprints 
 
The unit for the velocity is the completed story points. The minimum and the maximum 
velocities are highlighted with red and green colors in the suggested graph. An average 
over all of the sprints is calculated and visualized with a line. In the example, the 
average is 30 story points per sprint. In addition, the current trend is visualized to 
support the estimation of velocity. 
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It is important to note that the polynomial order of the trend curve impacts on the 
elasticity of the curve. The curve in Figure 24 is fifth order. Since the function is fifth 
order, the curve reacts to the changes in the velocity on a decent level. If, for instance, a 
second order function would be plotted, the curve would reveal only a high-level trend 
since the sign of the tangent could not be changed more than once. As opposite, if too 
high order function is involved, the curve would be too elastic for the peaks and too 
complex to solve. However, solving and plotting higher than two order function is to be 
done with the help of software, for instance, Microsoft Excel spreadsheet. It is 
important to emphasize that the velocity is not to be utilized as a metric of the team. 
Thus, only the team should be aware of the velocity data discussed so far. 
 
According to the interviews, other stakeholders should be aware only of the feature 
level velocity, i.e., the sum of the velocities of the teams developing the same feature. 
Since the velocity is traced in terms of tasks within a sprint, the feature level velocity 
can be calculated only at the end of the sprint. Once the sprint ends, the tasks are 
mapped to the user stories, from which the tasks were originally interpreted, updating 
the status of the product backlog. Thus, the cycle of the feature level velocity is two 
weeks. 
 
The feature level velocity can be utilized to estimate the date of feature completion and 
thus to estimate the scope of a product release. The feature level involves the aspects of 
scaling agile to a large extent. For instance, the throughput is a function of the number 
of the scrum teams. However, over the study, there was no empirical data available in 
the case company regarding the impacts of the scaling. For instance, it was unsure that 
if the average velocity of the pilot teams is x story points, will the average of the 
velocities of all teams be equal, greater than or less than x story points post scaling. 
 
However, defining the feature level velocity is not as straightforward as presented. 
Indeed, the story points of different teams cannot be summed without coefficients. Each 
scrum team estimates the story points for the user stories. Hence, the number of story 
points is not comparable between the teams. The velocities are to be multiplied with 
proper coefficients before summing. The procedure is similar to calculating with foreign 
currencies – the figures are to be stated in a common currency prior to summing up the 
balance. 
 
Overall, the velocity enhances the transparency and predictability of the new feature 
development. In addition, it can be utilized to visualize the progress of completing the 
user stories of the product backlog. However, according to the interviews and to 
Heidenberg (2010), the velocity is not to be involved as a metric for the team 
performance – instead, it is to be utilized as a tool for estimating. 
 
5.2 Work to be Done and Date of Feature Completion 
The velocity and the product backlog can be involved as inputs to the progress follow-
up and to estimation. The Scrum framework (Schwaber, 2009) suggests implementing a 
sprint burndown chart and a release burndown chart to visualize the work to be done. 
According to the interviews, in the context of the Mobile Media Gateway, the release 
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burndown chart is implemented in a form of a feature burndown chart. The theory was 
discussed in Chapter 2.2.4. 
 
A sprint burndown is internal data for the scrum team. The chart is updated on the 
whiteboard in a daily basis. The warning signs are visible in the chart if the team has 
selected too many or too few items for the sprint. The sprint burndown chart and the 
velocity within a sprint are interconnected whereas the product backlog and the feature 
burndown chart are interconnected. 
 
Part of the unplanned user stories might be mandatory for completing the feature. Thus, 
the completed but unplanned stories cannot be regarded as waste in all of the cases. 
However, the additional stories prevent the teams of performing the selected stories. 
Hence, technical dept increases. The technical debt is generated if the team performs 
less story points that the idealized line suggests (Eskelinen et al., 2010). 
 
The technical debt (or surplus) is the difference between the idealized line and the actual 
line in the burndown chart. The value of the idealized line at the sprint n on the team or 
on the feature level can be interpreted by dividing the initial number of story points 
(US0) by the number of sprints (N) and multiplying with n. Thus, the cumulative 
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If the sum of the completed user stories discards the completed but unplanned stories, 
the equation (2) holds. However, if the completed but unplanned stories are included in 
the sum, also the number of initial user stories is to be adjusted, i.e., the completed but 
unplanned stories are added to the initial number of user stories. Hence, the equation (3) 
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In the case of equation (3), the idealized line becomes dynamic. With the help of the 
equation (2) or (3), the technical debt could be plotted as a function of the sprints 
completed. 
 
As stated, in the context of the study, the release burndown chart is replaced by a 
feature burndown chart. The feature burndown chart is in the interest of all the 
stakeholders, since it reveals whether the feature will be completed within the initial 
schedule. If the initial schedule is compromised due to the increased number of story 
points or due to lower velocity than expected, the options are to postpone the feature to 
the next product release, change the product release date, or to narrow the scope of the 
feature. If it is assumed that the first option is discarded since it increases the time-to-
market of the feature more than the other options, there are two options to proceed. 
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First, if the product release date is changed, the graph suggested by Koponen (2008), 
visualized in Figure 13, is valid for plotting the feature burndown chart. The graph 
defines a range for the date of feature completion, i.e., it defines the estimate and upper 
and lower boundaries for it. 
 
Second, if the scope of the feature is elastic, the management of the new product 
development can be enhanced by visualizing the technical debt of the product backlog. 
Table 6 illustrates a product backlog, which includes two user stories that will not be 
completed if the technical debt is not decreased or the product release date is not 
postponed. The stories not to be completed are marked with grey. In addition, a row 
indicating the new estimate for value is added. 
 
Table 6. The product backlog (modified from Deemer et al., 2008) enhanced by 
indicating the affects of the technical debt 






New Estimates of  
Effort Remaining at 
end of Sprint 
1 2 3 4 ... 
1 Item 1 www.company.com/PB/1 20 40 0 0 0     
2 Item 2 www.company.com/PB/2 15 25 25 0 0     
3 Item 3 www.company.com/PB/3 18 35 35 15 0     
4 Item 4 www.company.com/PB/4 5 15 15 15 0     
5 Item 5 www.company.com/PB/5 8 10 10 10 10     
6 Item 6 www.company.com/PB/6 7 15 15 15 15     
... ... ... ... ... ... ... ...     
100 Item 100 www.company.com/PB/100 5 8 8 8 8     
101 Item 101 www.company.com/PB/101 2 8 8 8 8     
102 Item 102 www.company.com/PB/102 3 15 15 15 15     
    Total 300 560 520 472 442     
    To be completed 295             
 
The chapter has so far discussed the work to be done and the estimate for the date of 
feature completion in terms of the product backlog and the burndown charts. Next, a 
concept named ‗the parking lot‘ is introduced to feature portfolio status follow-up. 
Barton et al. (2008) summarized the findings of a scrum gathering. One of the 
fundamental finding was a dashboard for the executives. The dashboard included a 




Figure 25. The parking lot concept (modified from Barton et al., 2005) 
 
In the concept, each feature or feature group is represented by a rectangle. The color of 
the box depends on the status. The options for status are completed, attention, in 
process, and not started. The legend in Figure 25 clarifies the concept of the parking lot. 
Left on the top of each rectangle the Business Value Index (BVI) is stated. The index 
indicates the share that the feature or the feature group contributes of the total value of 
the product. Hence, the BVI is scaled to 100%. Right on the top, the owner of the 
feature group is stated. Within the rectangle, the name of the feature group, the number 
of the included features, and the completion percentage is indicated. In addition, the 
completion percentage is visualized with a progress bar. An estimate for the schedule is 
stated at the bottom of the rectangle. (Barton et al., 2005) 
 
The parking lot concept intuitively illustrates the status of the release. If the concept 
would be implemented, the product owner team, the release management, and the 
product management could interpret an overview of the current status of all features 
with one glance. According to the interviews, one of the main interests of the release 
management is to receive the information regarding the appropriateness of the estimated 
schedule. Thus, the thesis suggests implementing the parking lot concept to address the 
needs of the stakeholders. 
 
5.3 Dependencies  
In the context of the Mobile Media Gateway development, dependencies emerge in 
multiple directions. The dependencies can be divided into three categories; product 
internals, company internals, and company externals. The product internal dependencies 
emerge for instance with other features, with other processes executed in the product, 
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between different scrum teams, and between hardware and software. The company 
internal dependencies emerge with the product portfolio, with the platform, and with the 
other R&D sites. The company external dependencies emerge with the acquired third 
party software, with the standards, and with the products of the other network 
equipment vendors. In the telecommunications domain, the dependencies are impossible 
to avoid due to, e.g., the embedded nature of the software and the interoperability 
requirements. 
 
As the dependencies cannot be removed, they need to be managed. According to the 
interviews, the dependencies are initially identified with the help of the Early Phase 
Program and the feature study concept. The systemization on the product level is 
needed. Also Kettunen (2009) emphasized in his doctoral dissertation the need for 
systemization regardless of implementing the agile methods. 
 
It can be concluded from the interviews that the stakeholders require different views to 
the dependencies. The scrum teams need to know the dependencies both at the user 
story and the task level for planning the sequence of actions. The user story level 
dependencies are identified in order to be able to form a feasible selection in the sprint 
planning meeting. In addition, the identification of the task level dependencies is needed 
for performing the tasks in a feasible order within the sprint and to enable the other 
teams to proceed in their tasks. According to the interviews, the product owner team 
needs to be aware of the dependencies at the user story level, for instance, to place the 
proper priority in the stories. 
 
As discussed in Chapter 4.6, the release verification testers support the scrum teams in 
executing the early system test. Thus, the dependencies emerge between the scrum 
teams and the release testers. In addition, the post-GA activity experts need to be aware 
of the impacts of the new feature on the products that currently exist in the field. 
 
Hence, data regarding the dependencies is needed in multiple levels. Koponen (2008) 
and Babinet and Ramanathan (2008) emphasize the importance of visualizing the 
dependencies. As a matter of fact, Babinet and Ramanthan (2008) introduced a concept 
of the team dependency diagram that was discussed in Chapter 2.4.3. In the diagram, 
the inter-team dependencies are illustrated by drawing a circle to present each team. 
Arrows are drawn to visualize a dependency. 
 
The nature of the tasks is intra-team and intra-sprint. Hence, the diagram by Babinet and 
Ramanathan (2008) could be involved on the user story level or on the feature level. In 
the first option, all of the interconnected user stories in the product backlog would be 
drawn as circles to the diagram and linked with arrows. In the second option, the circles 
would present the features. If the diagram is to be involved on the task level, only the 
tasks within one sprint could be mapped since the tasks are not visible over the sprints. 
 
By mapping the emerging dependencies, the bottlenecks can be identified. In addition, 
the software development becomes transparent and the idle time is minimized since the 
impediments by the dependencies can be identified and removed. 
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5.4 Costs and Business Value 
Scrum is said to lower costs by, e.g., revealing faults early (Eskelinen et al., 2010), and 
to increase income by enhancing adaptability and time-to-market (Deemer et al., 2008; 
Schwaber, 2007; Sutherland, 2004). Hence, the case company expects to increase the 
profit in the long run even though the transition phase is expensive and time-consuming. 
According to the interviews, the investment decision of a new feature is formed at F2 by 
the product management. The decision is based on the estimates of, for instance, the 
market demand, the feasibility of the feature, the costs of development, and the 
expected revenues. The product management calculates the net present value based on 
the estimates. 
 
The current suggestion is that the product owner team is responsible for the budget. 
Hence, the product management and the product owner team are the ones mainly 
interested in calculating the costs and the business value. There are multiple options for 
tracing the costs as well as for estimating the revenues. For instance, Rawsthorne (2008) 
suggests tracking the hours spent on implementing each user story to calculate the cost 
of implementation in euro per story by multiplying the hours spent with the average 
price per man-hour. 
 
Regarding the revenues, Agile42 (2009) suggests the concept of return on investment 
factor (ROIF) as an alternative for return on investment (ROI). While calculating ROI, 
the investment is to be known in euro to be able to less the investment from the final 
value. To enhance the feasibility in the context of the Scrum framework, the return on 
investment factor is introduced. The difference is that the investment is to be known 




ROIF . (4) 
 
Since the ROIF is a relative number, it can be utilized for prioritization between the 
features. If the ROIF of a feature is higher than of another feature, it will be prioritized 
on top of the other feature. If the value for ROIF is high, the feature is valuable or it is 
rapid to implement (Agile42, 2009). 
 
In the case company, the product owner team and the product management could be 
interested in the ROIF calculations. The concept provides them a useful tool for rapid 
the estimation of the profitability of the new features and more over, a rapid tool for 
prioritizing between the features without the need for interpreting the costs or incomes 
in euro. 
 
Barton et al. (2005) suggests plotting a curve of the cumulative business value including 
the actual earned business value in each sprint and the estimated business value. 
Interestingly, the estimated curve follows the pattern of the ‗S‘ curve. 
 
The concept of the continuous business value plotting is similar to the burndown chart. 
The cumulative business value chart illustrates both the ideal and the actual cumulative 
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value over the development process. By comparing the idealized and actual curve, the 
difference is intuitive to interpret. However, the business value of each sprint is to be 
calculated to plot the curve of the actual earned business value. (Barton et al., 2005)  
 
Each feature includes an estimate for the business value and for the number of story 
points. Hence, the contribution of a single sprint to the feature, i.e., BVsprint, can be 





BV  (5) 
 
If the sprints are synchronized, i.e., the scrum teams start and stop the sprint on the 
same day, the chart reveals the status of the business value of the feature in two week 
cycles. In addition to plotting the graph, the motivation of the scrum team is enhanced 
since they can interpret the business value of their activities within a sprint. However, as 
stated, the costs and earnings are mainly in the interests of the product management and 
the product owner team. 
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6 Conclusions 
The chapter summarizes the findings of the thesis. First, the findings regarding the 
stakeholders and the decision framework are concluded, followed by the findings 
regarding the direct and indirect data that the product backlog provides. Hence, the first 
research question is answered in Chapter 6.1 and the second question partly in Chapter 
6.1 and partly in Chapter 6.2. 
 
6.1 The Stakeholders and the Decision Framework 
In Chapter 4, each stakeholder was discussed separately. Also the decision framework 
was discussed. To formulate a solid understanding, it is feasible to summarize the 
findings to the matrix that has already been described and utilized as a framework for 
the semi-structured interviews. From the systems intelligence (Hämäläinen & Saarinen, 
2007, pp. 3-38) perspective, it is crucial to understand the whole and interpret it from 
multiple angles instead of focusing on parts as has been done previously in this thesis. 
Prior to proceeding, it is important to emphasize that the findings are based on the 
interviews over the pilot phase of the implementation of Scrum. Hence, the interviews 
did not reveal the ultimate solution. Indeed, the interviews revealed the current thinking 
regarding the solution. 
 
Nerur (2005) emphasize that the agile software development methods are guided by the 
features instead of being guided by the tasks and activities. Similarly, the new decision 
framework, and thus the product development, is guided by developing new feasible 
features. Kettunen (2009) divide the actions taken in another major network equipment 
vendor into pre-game, development, and post-game activities. Interestingly, the decision 
points in the decision framework can be mapped to the framework that Kettunen 
presents. The development is completed between decision points F2 and F4. Hence, 
decision points from F0 to F2 can be stated to be pre-game whereas the release 
management and the post-GA activities can be stated to be post-game. 
 
According to Karlström and Runeson (2005), the Scrum framework and the state-gate 
model can be combined. However, Larman and Vodde (2004, pp. 208-210) discourage 
such a combination as discussed in Chapter 2.3. Clearly, the discussed decision 
framework is similar to the Cooper state-gate model (Cooper, 2000). Table 7 illustrates 
the similarity. Both the state-gate model and the decision framework begin by discovery 
and early investigations. The further the development proceeds, the more accurate 
investigations are needed. Interestingly, according to Table 7, the decision to develop is 
formed at the same point. However, the state-gate model separates the development and 
testing whereas the Scrum framework combines these activities. As discussed in 
Chapter 2.2, one of the fundamentals of Scrum is to complete the coding and the testing 
simultaneously. It is important to note that the study examined only the procedure in 







Table 7. Comparison of the State-Gate model (Cooper, 2000)  
and the decision framework 
The State-Gate Model 
(Cooper, 2000) 
The Decision Framework 
 Discovery stage  Early investigation by EPP 
Gate 1 Idea screening F0 Request for one-pager 
State 1 Preliminary investigation  Conduct a one-pager 
Gate 2 Second screening F1 Place the item to the product backlog 
State 2 Detailed investigation  Feature Concept Study (FCS) 
Gate 3 Decision to develop F2 Decision to implement 
State 3 Development  Implement with Scrum 
Gate 4 Decision to test F3 Commitment 
State 4 Test  Implement with Scrum 
  F4 Done 
 and validate  Release project and release verification 
Gate 5 Decision to launch  
General Availability 
State 5 Launch  
   Post-GA activities 
 
In Table 7, the state four is divided into two rows since in the decision framework, the 
function testing and the early system testing is executed between F2 and F4. However, 
the release verification, similar to validation, is executed in the release verification 
phase. The fifth gate and the fifth state are both bundled to the point of General 
Availability. 
 
While discussing the investigations, it is to be noted that literature (Kähkönen, 2004; 
Sutherland, 2008) is solid in stating that only lightweight documents are to be written. 
Although, Kettunen (2009) recognized that at least in the context of the network 
equipment vendors, the architecture is to be defined. Based on these, it can be 
concluded that the one-pagers are aligned with the literature. However, it can be argued 
whether the feature concept studies are aligned or not. The framework suggests that the 
FCS is to be as light-weight as possible. As opposite, the interviewees discussed that the 
study includes also detailed description. 
 
Racheva and Daneva (2008) encourage utilizing the real options analysis on top of the 
agile software development models. The decision framework can be examined also 
through the lenses of the real options analysis. First, only tens of hours are spent on 
writing a first description of the feature, i.e., the one-pager. Next, preliminary 
investigations are executed. If the outcome of the investigations is positive, the feature 
is placed in the product backlog. The feature concept study is performed by the product 
owner team before finalizing the investment decision. Hence, the development proceeds 
stepwise providing an option for terminating the process after relatively small 
investments are made. 
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Uncertainty decreases as a function of time in new product development as stated in the 
concept ‗Cone of Uncertainty‘. The vertical axis can reveal for instance the business 
value or the estimate for effort. The initial estimate varies from 0.25 to 4. After each 
phase, the uncertainty is narrowed. Once the software is released, the business value or 

























































































































































Figure 26. Cone of Uncertainty (modified from Boehm, 2008) 
 
The cone can be applied to the decision framework. The phases and milestones in the 
Cone of Uncertainty can be changed to the decision points from F0 to F4. Hence, there 
is a clear similarity between the decision framework and the cone. 
 
Tengshe and Noble (2007) emphasize the importance of an approval matrix that 
identifies the authorized persons. The approach in the study was to form a matrix 
identifying the stakeholders and their activities at each decision point. According to the 
research questions, a special focus was on the activities regarding the product backlog. 
To add value for the case company, reflections from literature were added to the matrix. 
The supporting findings from literature were stated as ‗positive‘ and the opposite 
findings were stated as ‗negative‘.  
 
From literature (Chapter 2), the stakeholders were identified to be the scrum teams, the 
scrum masters, and the product owner. Also, multiple authors discussed the role of 
management. However, the management structure varied among the companies. 
Additionally, stakeholders were identified from the open-ended interviews. The 
identified stakeholders were as follows: the innovation process, the Early Phase 
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Program, release verification testers, release management, and the post-GA activities. 
Besides identifying new stakeholders, the interviews revealed that the case company 
involves a product owner team instead of only a single product owner. 
 
Interestingly, according to the interviews, the activities between F2 and F3 are similar to 
activities between F3 and F4 for multiple stakeholders of the product backlog. The 
scrum teams, the product owner team and the scrum masters perform similar actions in 
both phases. Additionally, the support provided by the release level testers and the 
innovation process are currently similar in both phases. 
 
The findings from the interviews were marked to the matrix discussed previously in the 
thesis. In addition, the findings from the literature review were stated. Appendix D 
presents the formed matrix. The findings have been discussed previously in Chapter 4 
stakeholder by stakeholder. However, some relevant high-level conclusions can be 
interpreted by focusing on the overall matrix instead of only one stakeholder. Next, 
three main positive findings are discussed. 
 
First, the customer requests and the new innovations flow through the Early Phase 
Program, which is aligned with the opportunity team concept introduced by Nahor and 
Katzav (2009). The decision framework recognizes the likeliness of changes in the 
customer requests. The agile manifesto (Fowler & Highsmith, 2001) is based on the fact 
that the customers change their behavior and interests. At Nokia Networks, adaptability 
to the changes in the customer requests increased by 69% due to the agile software 
development methods. However, it the Early Phase Program is isolated from the scrum 
teams, knowledge gaps may emerge along with long feedback loops. Hence, the 
cooperation between the developers and the EPP team is to be enhanced. 
 
Second, the concept of the minimum marketable feature is to be mentioned. The 
concept suggests that a portion of the new feature is to be discarded from the first 
release to enhance the time-to-market and the throughput of the scrum teams. The initial 
release includes only the most important functionalities of the feature. The MMF 
concept is aligned with lean; Raman (1998) states that the new features are to be pull by 
the customer whereas Benefield (2008) and Poppendieck (2002) states that there should 
be nothing extra in the new features to avoid waste. 
 
Third, the product owner responsibility is shared. As identified by Larman and Vodde 
(2009) as well as by Lowery and Evans (2007), only one product owner will become 
too busy. Hence, the requirement of maintaining the product backlog prioritized all the 
time is compromised. 
 
Next, the three most notable findings regarding areas to be enhanced are discussed. The 
first finding is that currently the innovation process is separated from the new feature 
development. The current thinking is that there is to be a separated innovation backlog. 
Once Scrum is scaled to the large extent, the new ideas are inserted into the system from 
the innovation process. Schilling (2004, pp. 4-5) discusses an innovation funnel, i.e., a 
filter that selects and combines the most feasible ideas and converts them to 
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innovations. Currently, the funnel is only an input system to the new feature 
development. 
This thesis suggests integrating the innovation funnel (Schilling, 2004, pp. 4-5) and the 
decision framework. Figure 27 illustrates the funnel as input to the decision framework. 
It also illustrates the suggested integration. 
 
 
Figure 27. The innovation funnel (Schilling, 2004, pp. 4-5) combined 
with the decision framework 
 
The investment decision is formed at F2. Thus, in the future, the contribution of the 
innovation process could be extended, i.e., the decision framework and the innovation 
process could be merged. The dashed line in Figure 27 visualizes the potential extension 
of the innovation process. With the extension, the innovation funnel would cover the 
whole process of converting ideas to innovation.  
 
It can be argued whether the funnel could even continue until between F2 and F3 
(illustrated with the light dashed line in Figure 27). In this case, the scrum teams would, 
e.g., code pilots of a feature. Closer to F3, one of the pilots would be selected as the 
solution while the other pilots would be discarded. The discarded pilots cannot 
automatically be categorized as waste since they can provide valuable insights into the 
ultimate solution. 
 
The second finding, regarding areas to be enhanced, is the current thinking of utilizing 
multiple backlogs. According to the interviews, the desired situation by many 
stakeholders is to involve their own backlog. In total, according to the interviews, at 
least five backlogs are to be implemented; a product backlog for the scrum teams, a 
backlog for the trouble reports at the post-GA phase, a backlog for the customer 
requests in the post-GA activities, a backlog (or list) for one-pagers and an innovation 
backlog. In addition, the release verification testers might implement a separated 
backlog for their test cases. 
 
Literature (Laanti, 2008; Hornos & Izquiero, 2009; Racheva & Daneva, 2008; 
Sutherland, 2008) clearly states that involving only one product backlog is encouraged; 
yet, the backlog needs to utilize multiple levels to meet the needs of all stakeholders. 
However, de la Rie (2008) identified that the support, i.e., the post-GA activities in the 
context of the case company, may involve a separated backlog and a separated support 
team to protect the scrum teams, which are developing new features, from the external 
interfaces. According to Racheva and Daneva (2008), also the ideas are to be placed in 
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the product backlog. Hence, the Scrum framework includes a built-in innovation 
process since the product backlog items can be split, reprioritized and deleted based on 
the emerging knowledge (Barton, 2009). The innovation process can be involved only 
by combining the frameworks as suggested in Figure 27. 
 
The findings suggest combining the backlogs. The backlogs for the post-GA trouble 
reports and customer requests could be merged. However, the thesis has not studied the 
nature of these two backlogs comprehensively since the focus was on the new feature 
development.  
 
The innovation backlog and the one-pager list are to be merged with the product 
backlog. With this solution, the emerging ideas are placed in the product backlog and 
prioritized along with the items for completing the features. Initially, the ideas are 
uncertain in a sense of business value and costs. Additionally, the descriptions and 
definitions are unspecified. Hence, the new ideas are large items with low priority. The 
product owner team should create smaller items for evaluating the ideas. Figure 28 
illustrates the concept of merging the innovation backlog and the product backlog. 
 
Feature 1: item 1
Feature 1: item 2
Feature 2: item 1
Feature 1: item 3
Feature 2: item 2
Feature 2: item 1
Feature 1: item 3






Feature 3: item 3
Feature 3: item 2
Feature 3: item 1
Product backlog, sprint n Product backlog, sprint n-1
 
Figure 28. The innovation backlog bundled to the product backlog 
 
The third finding regarding areas to be enhanced is related to the handovers. According 
to Benefield (2008) and Poppendieck (2002), the handovers create waste and thus are 
not aligned with the lean principles. In total, five handovers are conducted in the 
framework. First, the customer requests from the product management, or the new ideas 
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from the innovation process, are utilized as input to the EPP team. Second, the EPP 
team hands over the new feature to the product owner team. Third, the scrum teams 
implement the feature based on the feature concept study by the product owner team. 
Fourth, at F4, the new feature is transferred from the scrum teams to the release 
management, to be more precise, to the release verification phase. Fifth, once the 
feature is released to the markets, the post-GA support experts receive the responsibility 
over the feature. 
 
The handovers also generate knowledge gaps as identified by Kettunen (2009) and Woi 
Hin (2006) since the people receiving the responsibility receive only the summary of the 
previous discussion and research. Especially, a severe gap may emerge if the scrum 
teams are not familiar with the requirements (Woi Hin, 2006). However, there are 
remedies for the gaps. For instance, Auvinen et al. (2008) encourage the scrum teams to 
split the product backlog items. Additionally, Schwaber (2009) supports the product 
backlog grooming sessions held by the scrum teams. Overall, the knowledge sharing is 
to be enhanced and the silos of knowledge are to be avoided (Kalliney, 2006). 
 
According to the interviews, the scrum teams attend the product backlog grooming 
sessions every other week. Thus, the product backlog is updated continuously. Hence, 
the product backlog is dynamic as suggested by Schwaber (2009). The product backlog 
is to be ready all the time to enhance the process of selecting items (Deemer et al., 
2008). 
 
The number of handovers can be decreased by involving different stakeholders early in 
the process. For instance, by involving the proxy product owners at least partly in the 
Early Phase Program, the second handover can be smoothened. In a similar manner, 
involving the scrum teams in the feature concept study softens the third handover. 
 
Overall, it can be stated that the decision framework includes both key success factors 
and issues to be enhanced. The chapter discussed the high level findings of the 
framework followed by conclusions regarding the three most notable positive and 
negative findings. 
 
6.2 Product Backlog Direct and Indirect Data 
Chapter 5 discussed the data the different stakeholders need and the means of 
visualizing the data directly and indirectly provided by the product backlog. The chapter 
relied on interviews and literature. However, also new models were suggested. Table 8 
summarizes the suggested means of visualization. The table is a suggestion for a data 
visualization framework in the development of the Mobile Media Gateway. 
 
The velocity is to be calculated on the feature level and on the team level. The team 
level velocity is internal data for the team. It can be divided into the velocity calculated 
within the sprint and over the sprints. The visualization within the sprint is conducted 
with the help of the sprint burndown chart visualized in Figure 9 (Deemer et al., 2008). 
Figure 24 illustrates the suggested model for visualizing the team velocity over the 
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sprints. The feature level velocity is the sum of all team level velocities. The data can be 
visualized with a feature burndown chart, similar to the sprint burndown chart. 
 
The flow of gaining the velocity data could be as follows. The scrum teams estimate the 
number of story points for each item in the product backlog grooming sessions prior to 
the sprint. At the end of the sprint, the sum of the user stories related to the completed 
items is calculated by the team and the scrum master. This data is utilized in the team 
retrospectives. The scrum masters sum up the team level velocities in the Scrum-of-
Scrums meetings. The sum is the feature level velocity. The scrum masters present this 
data to the product owner team, which in turn, presents the data to the product 
management in addition to the budget follow-up and other figures. 
 
The technical debt is as well measured in two perspectives. Again, the team level data is 
internal to the team whereas the feature level debt is in the interests of all stakeholders, 
especially of the product owner team. The debt is visible in the burndown charts but can 
also be calculated with equations (2) and (3). The results of the calculations can be 
plotted to form a figure of the technical debt only, i.e., without the burndown chart. In 
addition, if the scope is elastic, the thesis suggests marking the debt to the product 
backlog according to Table 6. 
 
The feature status can be visualized with the feature burndown chart whereas the overall 
release status can be visualized with the parking lot concept introduced by Barton et al. 
(2005). Both of these statuses are in the interests of all stakeholders, especially of the 
product owner team and the release management. If the schedule is elastic, the date 
range concept by Koponen (2008), illustrated in Figure 13, is feasible. 
 
The management of the dependencies was a concern of multiple interviewees. Thus, a 
key success factor of the scaling of Scrum is to properly manage the emerging 
dependencies that might not be self-evident. One option is to discuss the dependencies 
in the Scrum-of-Scrums meetings (Lowery & Evans, 2007; Babinet & Ramanathan, 
2008). Babinet and Ramanathan (2008) introduce a framework of drawing lines 
between the teams to indicate the dependencies and to identify the bottlenecks. The 
framework could be beneficial also for the case company. 
 
The dependencies are to be mapped within the team, i.e., on the task level, and on the 
user story level. For the user story level, the dependency diagram by Babinet and 
Raminathan (2008) can be applied by changing the mapping of dependencies between 
the teams to the mapping of dependencies between the user stories. On the task level, 
the dependencies are to be drawn in the whiteboard since the scrum teams are not 
utilizing a software tool for managing the tasks. 
 
The business value of the feature can be tracked by plotting the earned value at each of 
the sprints on the feature level (Barton et al., 2008). By a minor modification to the 
concept of the continuous business value follow-up, i.e., by calculating the business 
value per sprint for the internal discussions in the team, the scrum team can be 
motivated. 
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Table 8. Summary of means for visualizing data 
Data Stakeholder Visualization Utility Cycle 
Velocity within 
the sprint 
The scrum team and 
the scrum master 
Sprint burndown chart 
(Figure 9, Deemer et al., 2008) 
Know current progress 24h 
Velocity over 
the sprints 
The scrum team and 
the scrum master 
Diagram of velocities over 
sprints (Figure 24) 
Trend, average, min 





Velocity on the 
feature level 
All stakeholders 
Feature burndown chart 
(Figure 9, Deemer et al., 2008) 
Estimate feature 




within the sprint 
The scrum team and 
the scrum master 
Equations (2) and (3) can be 
plotted 
Understand the focus 






on feature level 
All stakeholders, 
especially the product 
owner team 
Equations (2) and (3) can be 
plotted 
Understand the focus 





Mark the user stories that will 
not be finished with grey in the 
product backlog (Table 6) if 
the scope is elastic 





on task level 
The scrum team and 
the scrum master 
Draw the dependencies on the 
whiteboard, Koponen (2008) 
suggest visualizing the 
dependencies on the task level 
Identify the proper 
sequence of 
completing the tasks 
24h 
Dependencies 
on user story 
level 
The scrum team, the 
scrum master, and the 
product owner team 
Draw a dependency map 






over the sprints 
All stakeholders, 
especially the product 
owner team 
Feature burndown chart 
(Deemer et al., 2008) 




of the release 
All stakeholders, 
especially the release 
management and the 
product owner team 
Parking lot 
(Figure 25, Barton et al., 2005) 




The range for 






especially the release 
management and the 
product owner team 
Plot boundaries for the 
estimate for the date of feature 
completion (Figure 13, 
Koponen, 2008) 
Know the limit within 




value per sprint 
The scrum team and 
the scrum master 
Plot earned business value per 
sprint (Equation 7, Barton et 
al., 2008) 
Know current progress 
and enhance the 







Plot earned business value per 
feature (Barton et al., 2008) 




The product owner 
team and product 
management 
Result of Equation (4), 
(Agile42) 






The thesis was written at Ericsson Finland R&D in the context of development of the 
Mobile Media Gateway. The organization is planning the transition from the current 
pilot scrum teams to the large-scale implementation of Scrum. Hence, it is to be noted 
that this thesis discusses the current thinking at the organization, not the ultimate 
solution. 
 
The objective of the research was to identifying the stakeholders and their activities in 
addition to the data they utilize at each point. The focus was on the product backlog. 
The mapping of the stakeholders and activities was provided in a form of matrix 
(Appendix D), illustrating all the decision points of the decision framework. The matrix 
also discussed the needed data at different decision points. However, the discussion 
regarding the needed data was concluded by providing a framework in Chapter 5 for 
visualizing the data for different stakeholders. 
 
The contribution of the thesis can be divided into two categories; contribution to the 
case company and to the academic society. To the case company, the thesis provides an 
analysis of the actions of each stakeholder at each decision point from the product 
backlog perspective. In addition, the thesis briefly suggests the means of visualizing 
data. Both of these topics are important to design the proper implementation of the 
product backlog. 
 
The organization has gained more knowledge from the pilot teams than it had at the 
beginning of the study. However, the research questions are still valid, i.e., solutions to 
the questions were not fully known prior to completing the thesis. An additional 
outcome of the thesis was a high-level description of the decision framework, which has 
previously been described only in slide sets, and the conducted benchmark. 
 
To the academic society, the thesis provides a case example of implementing Scrum in a 
large-scale organization. Especially, the combination of the state-gate model and the 
Scrum framework is discussed from the product backlog perspective. Only a limited 
number of publications discussing the combination were discovered in the literature 
review. In addition, the thesis provides an example of approaching study through a 
decision framework. 
 
The study relies on the open-ended interviews (n = 6), on the semi-structured interviews 
(n = 11) and on the literature review. The findings from the interviews represent the 
current thinking of the stakeholders since there was no ultimate solution. Hence, the 
involved qualitative data was prone to bias. The reliability of the study could have been 
improved by increasing the sample size. However, the chosen interviewees were key 
people in the pilot and transition phase. The interviewees could provide valuable 
insights that the other people in the organization would not. It is also important to note 
that interviews decrease the time the employees of the case company can spend on their 
work. The larger the sample size, the more employees are interrupted. 
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The literature review was based on academic papers, publications by the Scrum 
Alliance, and publications of other telecommunication companies. The Majority of the 
involved publications were written by recognized and experienced professionals in the 
field of software development models. The sample size for the literature review was 
relatively high. However, the debate regarding the Scrum framework in the articles, 
books, and internet has enormous magnitude. Hence, the thesis provides only one 
perspective for the current literature. 
 
The research was tailored to the case company. Hence, the generalizability of the results 
regarding the identification of the stakeholder activities at each decision point is low. 
However, the results of the data each stakeholder need can be applied also to other 
companies since at least other large companies likely involve similar stakeholders in the 
organization. In addition, the method of the study can be utilized also in other contexts. 
 
Based on the thesis, a need for further research in the academic society as well as in the 
case company can be identified. From the academic perspectives, at least two aspects 
are to be studied. First, according to the literature review, the combination of the Scrum 
framework and the state-gate type of approach is both positive (Karlström & Runeson, 
2005) and negative (Larman and Vodde, 2004, pp. 208-210). Hence, further research on 
the affects of the combination is needed. Second, according to the literature review, the 
means of enhancing the innovativeness in the Scrum framework is not widely discussed. 
 
In the context of the Mobile Media Gateway development, three issues are to be 
examined and, if possible, enhanced. First, according to the current thinking, multiple 
backlogs are to be implemented. The approach violates the findings of the literature 
review. Hence, further discussion is needed on the means of merging the backlogs, e.g., 
with the help of a more hierarchical product backlog. Second, the decision framework 
includes multiple handovers that are not aligned with lean. Hence, study is needed to 
remove the handovers to enhance the lean thinking. Third, the innovation process is 
currently treated separated from the Scrum implementation. Obviously, a key success 
factor in the wide perspective is the innovativeness. Hence, the development of new 
features with the Scrum framework is to be merged with the innovation process. 
 
The scaling phase will continue in the case company. The conclusions from the thesis 
will be distributed to the key people involved in the scaling. To maximize the added 
value of the thesis, it has been agreed that the matrix of stakeholder activities will be 
review during December 2010 to interpret whether the identified negative aspects have 
been minimized and the positive aspects maximized. 
 
Overall, it can be stated that the study provides a solution for the research questions. 
The stakeholders of the product backlog were identified and their activities were 
mapped to the decision framework. Additionally, the data needed from and provided to 
the product backlog was discussed. The thesis provides a basis for enhancing the Scrum 
implementation of the case company to meet the goals in flexibility and efficiency the 
organization has stated. 
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Appendix A – The Agile Manifesto Principles 
In 2001, a group of 17 software development experts decided twelve principles that 
formed the agile manifesto. The principles are as follows: 
 
1. Our highest priority is to satisfy the customer through early and continuous delivery 
of valuable software. 
 
2. Welcome changing requirements, even late in development. Agile processes harness 
change for the customer's competitive advantage. 
 
3. Deliver working software frequently, from a couple of weeks to a couple of months, 
with a preference to the shorter timescale. 
 
4. Business people and developers work together daily throughout the project. 
 
5. Build projects around motivated individuals. Give them the environment and 
support they need, and trust them to get the job done. 
 
6. The most efficient and effective method of conveying information to and within a 
development team is face-to-face conversation. 
 
7. Working software is the primary measure of progress. 
 
8. Agile processes promote sustainable development. The sponsors, developers and 
users should be able to maintain a constant pace indefinitely. 
 
9. Continuous attention to technical excellence and good design enhances agility. 
 
10. Simplicity—the art of maximizing the amount of work not done—is essential. 
 
11. The best architectures, requirements and designs emerge from self-organizing 
teams. 
 
12. At regular intervals, the team reflects on how to become more effective, then tunes 
and adjusts its behavior accordingly. 
 
(Fowler & Highsmith, 2001) 
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Appendix B – The Nokia Test 
Bas Vodde invented the Nokia test for evaluating the feasibility of the Scrum 
implementation of a company. Jeff Sutherland enhanced the test. By answering to eight 
multiple-choice questions, an organization can avoid pitfalls of the Scrum 
implementation. Table B.1 summarizes the test. (Sutherland, 2008) 
 
Table B.1. The Nokia test (Sutherland, 2008) 
Criteria Points 
Question 1 - The Iterations   
No iterations 0 
Iterations > 6 weeks 1 
Iterations with variable length, < 6 weeks 2 
Fixed iteration length, 6 weeks 3 
Fixed iteration length, 5 weeks 4 
Fixed iteration length, 4 weeks or less 10 
Question 2 - The Testing   
No dedicated quality assurance 0 
Unit tested 1 
Feature tested 5 
Features tested as soon as completed 7 
Software passes acceptance testing 8 
Software is deployed 10 
Question 3 - The Agile Specification   
No requirements 0 
Big requirements documents 1 
Poor user stories 4 
Good requirements 5 
Good user stories 7 
Just enough, just-in-time specifications 8 
Good user stories tied to specifications as needed 10 
Question 4 - The Product Owner   
No product owner 0 
Product owner who does not understand Scrum 1 
Product owner who disrupts team 2 
Product owner not involved with team 2 
Product owner with clear product backlog estimated by team before sprint 
planning meeting (READY) 
5 
Product owner with release roadmap with dates based on team velocity 8 
Product owner who motivates team 10 
Question 5 - The Product Backlog   
No product backlog 0 
Multiple product backlogs 1 
Single product backlog 3 
Product backlog clearly specified and prioritized by ROI before sprint planning 
(READY) 
5 
Product owner has release plan based on product backlog 7 




Question 6 - The Estimates   
Product backlog is not estimated 0 
Estimates not produced by team 1 
Estimates not produced by planning poker 5 
Estimates produced by planning poker by team 8 
Estimate error < 10% 10 
Question 7 - The Burndown Chart   
No burndown chart 0 
Burndown chart not updated by team 1 
Burndown chart in hours/days not accounting for work in progress (partial 
tasks burndown) 
2 
Burndown chart only burns down when task in done 4 
Burndown only burns down when story is done 5 
Add three points if team knows velocity  
Add two points if product owner bases release plan on known velocity   
Question 8 - The Team Disruption   
Manager or project leader disrupts team 0 
Product owner disrupts team 1 
Managers, project leaders or team leaders assigning tasks 3 
Have project leader and scrum roles 5 
No one disrupting team, only scrum roles 10 
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Appendix C – The Matrix for Interview Framework 
In the semi-structured interviews, a blank version of the matrix combining the decision 
points and the stakeholders was utilized. Table C.1 illustrates the blank matrix. 
 








    
    
      
  
    
    












    
    
      
  
    
    
















    
    
      
  
    
    










    
    
      
  
    
    

















    
    
      
  
    
    
      










































































































































Appendix D – The Stakeholder Matrix  
Table D.1 summarizes the findings from interviews mapped to literature. Similarities 
are marked with ‗positive‘, whereas the differences are marked with ‗negative‘. 
 
Table D.1. The stakeholders and decision points 
 
The Innovation Process The Early Phase Program (EPP) 




- In future: input to the 
EPP team from the 
innovation backlog 
- Negative: Scrum framework 
includes built-in innovation 
management since items can be 
managed in PB (Barton, 2009) 
- Negative: ideas can be placed in 
the PB (Racheva & Daeva, 2008) 
- Negative: only one PB suggested 
(Laanti, 2008; Hornos & 
Izquiero, 2009; Racheva & 
Daneva, 2008; Sutherland, 2008) 




- In future: Input 
from the 
innovation process 
- Positive: change request are 
accepted by the agile manifesto 
(Fowler & Highsmith, 2001) 
- Positive: the EPP is similar to 
opportunity team  concept 




- No contribution  
- Based on input, 
identify the need 
for one-pager 
- Positive: lightweight documents 





- Early investigation 
leading to a one-
pager 
- The one-pager is 
placed in a 
separated list 
- Uncertain whether 
the one-pagers are 
to be mapped to 
the product 
portfolio  
- Positive: lightweight documents 
(Kähkönen, 2004; Sutherland, 
2008) 
- Negative: ideas can be placed in 
the PB (Racheva & Daeva, 
2008) 
- Negative: different stakeholders 
are to be involved early 
(Kähkönen, 2004) 
- Negative: avoid the silos of 
knowledge (Kalliney, 2009) 
- Negative: only one PB 
suggested (Laanti, 2008; 
Hornos & Izquiero, 2009; 





- Handover to the 
PO team that 
places the item in 
the PB 
- Negative: handovers violate 
lean (Benefield, 2008; 
Poppendieck, 2002) 
- Negative: knowledge gaps may 
emerge (Kettunen, 2009; Woi 
Hin, 2006) 
 FCS 
- Enhancements to the 
new feature in the 
limits of the one-pager 
- Feedback loop to the 
EPP 
- Negative: feedback loops can 
generate delays that violate lean 
(Benefield, 2008) 




- No contribution  
 Implement 
- Enhancements to the 
new feature in the 
limits of the one-pager 
- Feedback loop to the 
EPP 
- Suggestion: dedicated 
time for the scrum 
teams to complete 
items from the 
innovation backlog 
- Negative: Scrum framework 
includes built-in innovation 
management since items can be 
managed in PB (Barton, 2009) 
- Negative: only one PB suggested 
(Laanti, 2008; Hornos & 
Izquiero, 2009; Racheva & 
Daneva, 2008; Sutherland, 2008) 
- Positive: creativity is enhanced 
by the SM (Eskelinen et al., 
2010) 
F3 Commitment - No contribution  
 Implement 
- Enhancements to the 
new feature in the 
limits of the one-pager 
- Feedback loop to the 
EPP 
- Suggestion: dedicated 
time for the scrum 
teams to complete 
items from the 
innovation backlog 
- Negative: Scrum framework 
includes built-in innovation 
management since items can be 
managed in PB (Barton, 2009) 
- Positive: creativity is enhanced 
by the SM (Eskelinen et al., 
2010) 
- Negative: only one PB suggested 
(Laanti, 2008; Hornos & 
Izquiero, 2009; Racheva & 
Daneva, 2008; Sutherland, 2008) 
F4 Done - No contribution  
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Table D.1. The stakeholders and decision points (continued) 
    The Cross-functional Scrum Teams (xFT) 




- No contribution 
- Negative: knowledge gaps may emerge  
(Kettunen, 2009; Woi Hin, 2006) 
- Negative: different stakeholders are to be involved early 
(Kähkönen, 2004) 










- No contribution 
- Suggestion: organize user story workshops 
- Negative: knowledge gaps may emerge  
(Kettunen, 2009; Woi Hin, 2006) 
- Negative: avoid the silos of knowledge (Kalliney, 2009) 
- Negative: different stakeholders are to be involved early 
(Kähkönen, 2004) 
- Positive (suggestion): splitting the items by the scrum team 
(Auvinen et al., 2008) 
 FCS 
- No contribution 
- In future: possibly contribute to the feature concept 
study 
- Negative: knowledge gaps may emerge  
(Kettunen, 2009; Woi Hin, 2006) 
- Negative: avoid the silos of knowledge (Kalliney, 2009) 
- Negative: different stakeholders are to be involved early 
(Kähkönen, 2004) 
- Positive: (suggestion): different stakeholders are to be 
involved early (Kähkönen, 2004) 
- Positive: (suggestion): elaborate lightweight documents in 




- No contribution to the decision 
- A partial handover from the PO team 
- Suggestion: organize user story workshops  
- Negative: knowledge gaps may emerge  
(Kettunen, 2009; Woi Hin, 2006) 
- Negative: avoid the silos of knowledge (Kalliney, 2009) 
- Negative: handovers violate lean (Benefield, 2008; 
Poppendieck, 2002) 
- Positive (suggestion): splitting the items by the scrum team 
(Auvinen et al., 2008) 
 Implement 
- Select items form the PB in the sprint planning meeting 
- Attend the PB grooming session 
- Utilize the PB as a gateway to information 
- Sprint follow-up on a whiteboard  
- Positive: only the scrum team selects the items (Schwaber, 
2009) 
- Positive: the PB grooming sessions are held (Schwaber, 2009) 
- Positive: teams split items (Auvinen et al., 2008) 
- Positive: different sized items (Kniber, 2007) 
- Positive: the team needs to know the velocity (Koponen, 
2008) 
- Positive: the PB includes links to a wiki (Deemer et al., 2008) 
- Positive: a physical whiteboard is needed for the sprint 
follow-up (Kniber, 2007) 
F3 Commitment - Commit to the feature release date and scope 
- Positive: the date of feature completion is in the interests of 
the release management (Sulaiman et al., 2006) 
 Implement 
- Select items form the PB in the sprint planning meeting 
- Attend the PB grooming session 
- Utilize the PB as a gateway to information 
- Sprint follow-up on a whiteboard  
- Positive: only the scrum team selects the items (Schwaber, 
2009) 
- Positive: the PB grooming sessions are held (Schwaber, 2009) 
- Positive: teams split items (Auvinen et al., 2008) 
- Positive: different sized items (Kniber, 2007) 
- Positive: the team needs to know the velocity (Koponen, 
2008) 
- Positive: the PB includes links to a wiki (Deemer et al., 2008) 
- Positive: a physical whiteboard is needed for the sprint 
follow-up (Kniber, 2007) 
F4 Done 
- The MMF is completed 
- Perform the handover to the release project n 
(optional: to the post-GA project n-1 and n-2) 
- Positive: nothing extra added to the feature (Benefield, 2008) 
- Positive: internal release (Leffingwell, 2007) 




Table D.1. The stakeholders and decision points (continued) 
    The Scrum Masters (SM) The Product Owner Team (PO and PPOs) 




- Mentor the EPP 
team for a few hours 
per week 
- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- No contribution 
- Negative: knowledge gaps 
emerge (Kettunen, 2009; Woi 
Hin, 2006) 
- Negative: avoid the silos of 
knowledge (Kalliney, 2009) 
- Negative: different 
stakeholders are to be 











- Mentor the EPP 
team for a few hours 
per week 
- In future: facilitate 
the possible user 
story writing 
sessions 
- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- Positive: the SM facilitates the 
meetings (Eskelinen et al., 2010) 
- Receive the 
responsibility of the 
feature 
- Place the feature as 
items into the PB 
- Negative: handovers violate 
lean (Benefield, 2008; 
Poppendieck, 2002) 
 FCS - Mentor the PO team 
- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- Write the FCS 
- Create the user stories 
into the PB 
- Positive: preliminary planning 
regarding the architecture 
(Kettunen, 2009) 
- Positive/Negative: lightweight 





- Mentor the partial 
handover 
- Facilitate the 
possible user story 
writing sessions in 
the future 
- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- Positive: the SM facilitates the 
meetings (Eskelinen et al., 2010) 
- Negative: handovers violate lean 
(Benefield, 2008; Poppendieck, 
2002) 
- Present the feature to 
the product 
management that 
decides whether to 
invest or not 
- Perform the partial 
handover to the scrum 
teams 
- Positive: the PO team is a 
gateway between the scrum 
teams and the business 
(Stuart, 2009) 
- Negative: handovers violate 
lean (Benefield, 2008; 
Poppendieck, 2002) 
 Implement 
- Mentor the scrum 
team 




- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- Positive: the SM facilitates the 
meetings (Eskelinen et al., 2010) 
- Positive: Creativity is enhanced 
by the SM (Eskelinen et al., 
2010) 
- Positive: the SM follow-up the 
velocity and the warning signs 
(Kniber, 2007) 
- Calculate the velocity 
- Reprioritize the PB 
items 
- Split the PB items 
- Participate in the PB 
grooming sessions 
- Cost follow-up 
- Positive: the PB is dynamic 
including all sized items 
created in the grooming 
sessions (Schwaber, 2009) 
- Positive: the PB is ready all 
the time (Deemer et al., 2008) 
- Positive: the PO is 
responsible for ROI  
(Eskelinen et al., 2010)   
F3 Commitment 
- Mentor the scrum 
teams and the PO 
team stating the 
commitment 
- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- Calculate the date  and 
the scope for the 
release of the feature 
based on the velocity 
- Commit to the date 
and the scope 
- Positive: the PO team is a 
gateway between the scrum 
teams and the business 
(Stuart, 2009) 
- Positive: the date of feature 
completion is in the interests 
of the release management 
(Sulaiman et al., 2006) 
- Positive: the PO is 
responsible for ROI 
(Eskelinen et al., 2010) 
 Implement 
- Mentor the scrum 
team 




- Positive: the SM mentors all 
stakeholders (Schwaber, 2009) 
- Positive: the SM facilitates the 
meetings (Eskelinen et al., 2010) 
- Positive: Creativity is enhanced 
by the SM (Eskelinen et al., 
2010) 
- Positive: the SM follow-up the 
velocity and the warning signs 
(Kniber, 2007) 
- Calculate the velocity 
- Reprioritize the PB 
items 
- Split the PB items 
- Participate in the PB 
grooming sessions 
- Cost follow-up 
- Positive: the PO is 
responsible for ROI 
(Eskelinen et al., 2010) 
- Positive: the PB is ready all 
the time (Deemer et al., 2008) 
- Positive: the PB is dynamic 
including all sized items 
created in the grooming 
sessions (Schwaber, 2009)  
F4 Done 
- The MMF is com-
pleted 
- Mentor the handover 
to the release project 
n (optional: to the 
post-GA n-1 and n-
2) 
- Positive: nothing extra added to 
the feature (Benefield, 2008) 
- Negative: handovers violate lean 
(Benefield, 2008; Poppendieck, 
2002) 
- Positive: internal release 
(Leffingwell, 2007) 
- Responsible for 
accepting the quality 
of the feature 
- Perform the handover 
to the release project n 
(optional: to the post-
GA n-1 and n-2) 
- Positive: nothing extra added 
to the feature (Benefield, 
2008) 
- Negative: handovers violate 
lean (Benefield, 2008; 
Poppendieck, 2002) 
- Positive: internal release 
(Leffingwell, 2007) 
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Table D.1. The stakeholders and decision points (continued) 
    The release verification 
The product release management  
and the Post-GA activities 




- Support EPP only if 
requested 
- Negative: avoid the silos of 
knowledge (Kalliney, 2009) 
- Negative: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
- No contribution 
- Negative: avoid the silos of 
knowledge (Kalliney, 2009) 
- Negative: different 
stakeholders are to be 












- Participate in 
verification analysis 
- Identify dependencies 
- Dependencies (hardware, 
external, internal) exists 
(Kettunen, 2009) 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
- Prepare for the handover 
- Identify dependencies 
- Dependencies (hardware, 





- No contribution 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
- Feature release date 
estimate known 
- Estimate for which 
product release the feature 
will be bundled 
- Positive: the date of feature 
completion is in the interests 
of the release management 
(Sulaiman et al., 2006) 
 Implement 
- Support the scrum 
teams by executing 
requested test cases 
- Participate in the sprint 
demonstration 
meetings 
- Positive: scrum-external 
system verification is 
needed (Kniber, 2007) 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
- Prepare for the handover 
- Identify dependencies 
- Dependencies (hardware, 
external, internal) exists 
(Kettunen, 2009) 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
F3 Commitment 
- The criteria for F4 
should be known and 
communicated in 
addition to date, scope, 
and risks 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
- Feature release date and 
scope known, risks partly 
known 
- Evaluate the estimate for 
which product release the 
feature will be bundled 
- Positive: the date of feature 
completion is in the interests 
of the release management 
(Sulaiman et al., 2006) 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
 Implement 
- Support the scrum 
teams by executing 
requested test cases 
- Participate in the sprint 
demonstration 
meetings 
- Positive: scrum-external 
system verification is 
needed (Kniber, 2007) 
- Positive: avoid the silos of 
knowledge (Kalliney, 2009) 
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
- Prepare for the handover 
- Identify dependencies 
- Dependencies (hardware, 
external, internal) exists 
(Kettunen, 2009) 
- Positive: avoid the silos of 
knowledge (Kalliney, 2009)  
- Positive: different 
stakeholders are to be 
involved early (Kähkönen, 
2004) 
F4 Done 
- Product increment 
received from the 
scrum teams 
- The final system 
testing begins 
- Negative: knowledge gaps 
emerge (Kettunen, 2009; 
Woi Hin, 2006) 
- Positive: scrum-external 
system verification is 
needed (Kniber, 2007) 
- Negative: handovers violate 
lean (Benefield, 2008; 
Poppendieck, 2002) 
- Product increment 
received from the scrum 
teams 
- Evaluate the estimate for 
which product release the 
feature will be bundled 
- Negative: handovers violate 
lean (Benefield, 2008; 
Poppendieck, 2002) 
 
 
