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Tanulmányaim során felkeltették érdeklődésemet a programozási nyelvek tervezése, azt 
követően pedig a fordítóprogramok. Elhatároztam, hogy egy saját nyelvet készítek, 
melynek első mérföldköveként szántam ezt a dolgozatot, aminek során a nyelv alapjai 
kerülnek megtervezésre. Emellett a szakdolgozat részét képezi egy fordítóprogram is az 
elkészült nyelvhez. 
A modern programozási nyelvek nagyrésze absztrakciók bevezetésével teszik 
kényelmesebbé, biztonságosabbá a bennük írt kódokat. Ezeknek az absztrakcióknak 
sokszor ára van, mégpedig a program futási idejének lassulása, a nyelv komplexitásának 
növekedése. 
Szakdolgozatom célja egy olyan nyelv megtervezése, mely hasonló szituációkban 
alkalmazható, mint a C programozási nyelv, viszont használata biztonságosabb. A 
biztonság elérése érdekében a nyelv szigorúbb szabályokkal és minimális absztrakciókkal 
rendelkezik. 
A nyelvhez készítendő fordító minden szakasza kézzel írott, célja a fordítóprogramok 
gyakorlatban való felépítésének részletes megismerése. A kódgeneráláshoz az LLVM 
könyvtárak kerülnek használatra. Ennek oka, hogy a projekt könnyen átültethető legyen 
más architektúrákra/operációs rendszerekre, a fordító által generált kód pedig 
optimalizálásra kerüljön. 
Az dolgozat során elkészült nyelv egy hosszú folyamat első lépése, így az még közel sem 
teljes. Fejlesztésének folytatását tervezem, a fordító későbbi verzióit nyílt forráskódú 





2 FELHASZNÁLÓI DOKUMENTÁCIÓ 
2.1 A SZOFTVER CÉLJA 
A szoftver a dokumentumban leírt programozási nyelvhez készült fordító, melynek 
segítségével bináris fájlokat állíthatunk elő a forráskódból. 
A használatához elvártak minimális ismeretek a Windows és/vagy Linux operációs 
rendszerekről, illetve a fordítóprogramok működéséről. 
2.2 A FORDÍTÓ TELEPÍTÉSE 
A fordító telepítése nem szükséges. A lemezen található windows_x64, linux_x64 mappék 
tartalmaz egy-egy előre lefordított futtatható állományt 64 bites Windows és Linux 
operációsrendszerekhez. A későbbi használat érdekében az állományokat elhelyezhetjük 
számítógépünkön egy tetszőleges mappában. Ekkor a mappa útvonalát érdemes a PATH 
rendszerváltozóhoz hozzáadni, így a fordító könnyen elérhetővé válik a 
parancssorból/terminálból. 
A lemezen található src mappa tartalmazza a fordító forráskódját, melyet lefordíthatunk 
más operációsrendszerekre is. Erről részletesebb leírást a fejlesztői dokumentáció első 
fejezete tartalmaz. 
2.3 A FORDÍTÓ HASZNÁLATA 
A szoftver használata a többi fordítóprogramhoz szokásos módon történik. A programot 
a parancssorból/terminálból kell meghívni. Híváskor a fordítandó csomag útvonalát kell 
megadni paraméterként.  
Példa: 
C:\Users\User>mottoc C:/csomagok/import_teszt 
Sikeres fordítás esetén a megadott csomag könyvtárában létrejönnek a lefordított bináris 
fájlok. Futtatható állomány létrehozásához szükséges a bináris fájlok linkelése. Erre 
használható például a Clang fordító. 
C:\Users\User>Clang C:/csomagok/import_teszt/*.o 





2.4 A NYELV SPECIFIKÁCIÓJA 
A Motto egy általános célú, imperatív programozási nyelv. A forrásfájlok csomagokban 
rendezve fordíthatók. A csomagban szereplő állományok hozzáférnek egymás 
tartalmához, így például az egyik állományban definiált függvény meghívható a 
másokból (típusok és globális változók szintén elérhetőek). 
2.4.1 Jelölések 
A nyelv szintaxisa Kibővített Backus-Naur Formában (EBNF) lett specifikálva. 
A forrásfájlok UTF-8 Unicode karakterkódolású szövegekből épülnek fel. A szintaxis 
kényelmesebb leírásához bevezetésre kerül két elem: 
letter = (* tetszőleges ASCII karakter *); 
digit  = ("0"|…|"9"); 
2.4.2 Lexikális elemek 
A fordítási folyamat első lépése a lexikális elemzés. Ekkor a forrásszöveget a fordító 
egységekre bontja. Ebben a fejezetben kerülnek leírásra ezen egységek típusai. 
2.4.2.1 Kommentek 
A programkódban szerepelhetnek kommentek, melyek nincsenek befolyással a fordítási 
folyamatra. A komment kezdetét egy számjel (#) karakter jelöli, hatásköre a sor végéig 
tart, vagyis a számjel és az azt követő karaktereket átugorja a fordító, egészen a sor 
végéig. 
var int32 = 10;  # ez itt egy komment 
var2 int32 = 10; 







A forrásfájlok tartalmát a fordító tokenekre bontja le. Ezen tokenek típusai az alábbiak 
lehetnek:  
▪ Azonosító 
▪ Kulcsszó  
▪ Operátor 
▪ Elválasztójel 
▪ Literál, mely lehet: 
▪ természetes szám 
▪ lebegőpontos szám 
▪ karakterlánc 
▪ logikai konstans 
2.4.2.3 Azonosítók 
Az azonosítók a változók, függvények és a rekord típusok megnevezésére szolgálnak. 
Egy azonosító kezdődhet kis-és nagybetűvel, illetve _ karakterrel, a további karakterek 
között pedig szerepelhetnek számok is. 
identifier = ( letter | "_" ), { letter | "_" | digit } 
A nyelv által előre lefoglalt azonosítók: printf, memcpy, free, memset, exit 








A kulcsszavak elemi típusokat és a nyelv utasításait jelölik. A kulcsszavak nem 
használhatók azonosítóként.  
int8 int64 void null struct  
byte bool if malloc return  
int16 float32 else mfree export  
int32 float64 for as noinit  
2.4.2.5 Elválasztójelek 
Az elválasztójelek a forráskód egységekre bontását szolgálják. 
{ } ;    
( )     
[ ]     








  A nyelvben szerepelnek egy-és kétváltozós operátorok, melyekkel bizonyos 
kifejezéseken végezhetünk műveleteket. Az operátorok zárhatnak balra, illetve jobbra, 
emellett mindegyik rendelkezik precedenciával (ahol a magasabb érték jelenti az 
elsőbbséget).  
Precendencia Operátor Példa Leírás Asszociáció 
15 +  - 
a + b,  
a - b 
a és b típusai 
megegyeznek. Ezek a 
típusok lehetnek egész 
vagy lebegőpontos 




20 *  / 
a / b, 
a * b 
10 
<  <=   
>   >= 
a < b 
b >= a 
== 
a == b a és b típusai 
megegyeznek, melyek 
nem lehetnek rekordok 
vagy tömbök. Az 




a and b 
b or a 
a és b logikai kifejezések. 
Az eredmény logikai 
típusú. 
1 = 
a = b a és b típusai 
megegyeznek, melyek 
nem lehetnek rekordok 
vagy tömbök. Az 





@a a pointer típusú. 
Visszatérési értéke az a 
által mutatott érték. 
& 
&a a típusa változó. 
Visszatérési értéke egy a-
ra mutató pointer. 
- 
-a a típusa egész vagy 
lebegőpontos szám. 
Visszatérési értéke a 
negáltja. 
! 
!a a típusa logikai. 














2.4.2.7 Természetes szám literálok 
Egy természetes szám literál a 0...9 karakterek sorozatából épül fel. 
integer_literal =  digit { digit }; 
Példák 
var1 int32 = 0012345610; 
var2 int64 = 8954; 
2.4.2.8 Lebegőpontos szám literálok 
Egy lebegőpontos szám literál a 0...9 karakterek sorozatából épül fel, továbbá tartalmaz 
egy pont (.) karaktert. 
float_literal = ( digit { digit } "." { digit } ); 
Néhány példa: 
var1 float64 = 32.1; 
var2 float64 = 0.10; # == 0.1 
var3 float64 = 001.; # == 1.0 
var4 float64 = .1; # helytelen 
2.4.2.9 Karakterláncok 
A karakterláncok Unicode karakterekből épülnek fel, tartalmuk idézőjelek (") között 
szerepel. 
string = " " " { letter | esc_seq }  " " "; 
Példa: 





2.4.2.10 Logikai konstans 
Logikai konstans igaz, illetve hamis lehet, melyeket két kulcsszó reprezentál 
bool_literal = "true" | "false"; 
Példa 
var1 bool = true; 
var2 bool = false; 
2.4.3 Típusok 
Egy típus egy vagy több adat együttesét reprezentálja. A felhasználó által definiált 
típusokhoz tartozik egyedi azonosító, a nyelvben előre definiált típusokhoz pedig egy 
megfelelő kulcsszó. A típusoknak több fajtája is létezik 
type = prim_type | struct_type | arr_type | ptr_type; 
2.4.3.1 Elemi típusok 




int8 / byte 8 bites előjeles egész típusú változó 
int16 16 bites előjeles egész típusú változó 
int32 32 bites előjeles egész típusú változó 
int64 64 bites előjeles egész típusú változó 
Lebegőpontos változók 
float32 32 bites lebegőpontos típusú változó 
float64 64 bites lebegőpontos típusú változó 
Logikai változók 
bool logikai típusú változó 
 







2.4.3.2 Rekord típus 
Lehetőségünk van saját típus definiálására, melyet egyedi azonosítóval ellátva és az 
elemeit felsorolva hozhatunk létre. 
struct_type = identifier; 
A típusdefiníció szintaxisa 
typedef = identifier “struct” ‘{‘ { var_def } ‘}’ 
Példa 
MyType struct {  # típus definíció  
  a int32; 
  b int32; 
  c float64; 
} 
 
varmt MyType;  # példányosítás 
var1  int32 = varmt.a # adattagra való hivatkozás 
Az összetett típusok legalább egy típust tartalmaznak. Elemei mindig nullára 
inicializálódnak, kezdeti értéket jelenleg nem lehet megadni. 
2.4.3.3 Tömb típus 
A tömbök egy adott típus szekvenciáját jelentik. Két formája létezik: 
arr_type = “[]” type; 
Ez a jelölés tetszőleges elemszámú tömböt reprezentál, csak mutató által mutatott típus 
meghatározásánál használható. 
sized_arr_type = “[“ integer_literal “]” type; 
Ezzel a jelöléssel konkrét méretű tömböt adhatunk meg. A méret egyetlen természetes 






func(arr @[]int32) { … } # int32 tömböt paraméterül 
# váró függvény 
 
float_arr [10]float32; # 10 darab float32 elemet 
tartalmazó tömb 
Függvénynek csak tömbre mutatót adhatunk át, a tömbök közvetlenül nem átadhatók. 
A tömbök eltárolják elemeiknek számát, melyet a len operátorral kérdezhetünk le: 
arr [10]int64; 
len(arr) == 10  # igaz 
A tömb indexeléséhez a pont (.) operátor szükséges. Túlindexelés esetén a lefordított 
program futás-idejű hibát jelez. 
Példa 
arr [10]int64; 
arr.1 = arr.2; 
arr.20 = 1;   # hiba! 
2.4.3.4 Mutatók 
A mutatók egy általuk mutatott típusú változó címét tárolják, ezáltal hozzáférést adva az 
adott változóhoz. Egy változó címét az & operátorral kérhetjük le, a pointer által mutatott 
változót pedig a * operátorral érthetjük el. 
ptr_type = “@” type; 
addrs_stmt   = “&” identifier; 







var int32 = 10; 
ptr @int32 = &var; # var címének lekérése 
*ptr = 0;  # var értékének megváltoztatása ptr-en 
keresztül 
var == 0;  # igaz 
Tömbre való mutató esetén a tömb mérete nem meghatározott 
arrptr @[]int64; 
arrptr2 @[21]int64  # helytelen 
Ezek a mutatók tetszőleges méretű tömbökre mutathatnak. Lehetőséget adnak a tömbök 
átadására függvényparaméterként. 
2.4.4 Csomagok 
Egy csomag egy adott mappát jelent, melynek a forrásfájljai a mappában közvetlenül 
szereplő .mot kiterjesztésű fájlok. Más kiterjesztésű fájlokat vagy almappákat a fordító 
ignorál. 
A csomagban szereplő forrásfájlok megosszák egymás tartalmát, vagyis az egyik fájlban 
definiált függvény meghívható egy másik fájlból. Globális változók, típusdefiníciók 
esetén hasonlóan.  
A fordító a csomagból egy bináris fájlt állít elő a fordítás során. 
Lehetőség van másik csomag beimportálására, melynek során az exportált elemek 
kerülnek megosztásra. 
Ha egy csomagban definiálásra kerül a main() függvény, a fordító által generált bináris 







2.4.5 Forrásfájlok felépítése 
A forrásfájlok opcionális import kifejezésekkel kezdődnek. Ezekből tetszőleges számú 
lehet. Az import utasításokat követik a típusok, globális változók és függvények 
definíciói, melyek tetszőleges sorrendben szerepelhetnek. 
2.4.6 Import 
Az import utasítás segítségével más csomagok exportált függvényeit/típusait 
importálhatjuk be. Az import kulcsszót a csomag útvonala követi. Ez lehet a csomag teljes 
útvonala, illetve a fordítandó gyökércsomaghoz relatív útvonal is. 
Az exportálás az export kulcsszóval történik. Egy függvény vagy típusdefiníció elé írva, 
azt elérhetővé teszi az importáló csomag számára. 
import = ”import” string ”;” 
Példa 
Import ”io”; # a csomag exportálja a foo() függvényt 
main() { 
  foo(); # meghívja az io csomag foo függvényét 
} 
Globális változók exportálása a nyelv jelenlegi verziójában nem megengedett. 
2.4.7 Definíciók 
Az import utasításokat felsőszintű definíciók követik. Ezeknek a definícióknak 
tetszőleges sorrendjük lehet. 
2.4.7.1 Típusdefiníció 
Egy típusdefiníció egy rekord típust határoz meg. Formája a Típusok/Rekord típus 
fejezetben kerül kifejtésre.  
A típusdefiníciókban hivatkozhatunk később szereplő definíciókra is, de a kördefiníciók 







funcDef = identifier args body 
args = ”(” [{arg,} arg] ”)” 
arg = identifier type 
Példa 
main() { 
 print(”Hello, Word!”); 
} 
A futtatható állományok esetén a csomag tartalmaz egy main() nevű függvényt. 
A függvények meghívhatnak másik, a forrásban később szereplő, függvényeket is. 
2.4.7.3 Globális változó definíció 
A globális változók deklarációjának formája megegyezik a lokális változókéval.  Ezekről 
az állítások fejezet tartalmaz részletes információt. 
2.4.8 Kifejezések 
Kifejezések segítségével végezhetünk műveleteket, hívhatunk meg függvényeket. A 
kifejezések az állításokban szerepelhetnek (lásd. Állítások fejezet), de egy kifejezés 
önmagában is lehet állítás, ha pontosvesszőt rakunk a végére. 
expr = (* az ebben fejezetben felsorolt elemek *) 
2.4.8.1 Konstans kifejezések 
Természetes szám literál 
Egyetlen természetes számliterálból áll, int64 típusú. 
Lebegőpontos szám literál 






A true / false kulcsszavak bool típusú kifejezések, ahol a true az igaz, a false pedig a 
hamis konstans kifejezést jelentik. 
2.4.8.2 Függvényhívás 
Egy függvényhívás a függvény azonosítójából, és egy azt követő paraméterlistából áll. A 
paraméter lista zárójelek között felsorolt, vesszővel elválasztott kifejezésekből áll. Értéke 
a függvény visszatérési értéke. 
callStmt = identifier exprList ”;” 
exprList = ”(” [{expr ”,”} expr] ”)” 
Példa 
f(a int64, b int64) {…} 
main() { 
  f(10, 3); 
}  
2.4.8.3 Típuskonverzió 
Lehetőségünk van kifejezések típusát más típussá konvertálni. Lehetséges konverziók 
intX ↔ intN    (X,N lehet 8,16,32,64) 
intX ↔ floatN (X lehet 8,16,32,64  N lehet 32,64) 
intX ↔ bool    (X lehet 8,16,32,64) 
cast = type ”(” expr ”)” 
Példa 
a int32 = int32(true); 
2.4.8.4 Kétváltozós kifejezések 
Egy kétváltozós kifejezés egy bal- és egy jobboldali kifejezésből épül fel, melyeket egy 
kétváltozós operátor köt össze. 





Az aritmetikai operátorok (+,-,*,/) eredménye a két operandus típusa, melyek azonosak. 
Az összehasonlító operátorok (<, <=, >, >=, ==) eredménye bool típusú. 
A logikai összekötők (and, or) eredménye szintén bool típusú. 
Ide tartozik továbbá a pont operátor (.), mellyel tömbök, illetve rekord típusú változók 
elemeit érhetjük el. Eredményének típusa a tömbtől / rekordtól függ. 
2.4.8.5 Egyváltozós kifejezések 
Egyváltozós kifejezés egy egyváltozós operátorból, és annak operandusából áll. 
A negálás operátor (-) eredményének típusa az operandus típusa, mely előjeles egész, 
illetve lebegőpontos szám lehet. 
A címlekérés operátor (&) eredményének típusa egy mutató, mely az operandus típusára 
mutat. 
A dereferálás operátor (@) eredményének típusa az operandus által mutatott érték típusa. 
A tagadás operátor (!) eredményének típusa bool típusú. 
2.4.8.6 Címlekérés 
Lehetőségünk van egy változó memóriacímének lekérésére. Ennek operátora az & 
operátor, melyet a változó neve követ. Visszatérési értéke a változó címe, típusa pedig a 
változó típusára mutató típus. 
2.4.8.7 Len kifejezés 
Lehetőség van egy tömb hosszának lekérdezésére a len operátorral. 
b [10]int64; 
a int64 = len(arr);  # == 10 
A len operandusa, zárójelek között, egyetlen tömb típusú változó. Visszatérési értéke 64 






2.4.8.8 Print kifejezés 
A print operátor segítségével írhatunk a standard kimenetre. 
print(”uzenet”); 
print(10); 
A print operandusa zárójelek között szereplő előjeles egész, lebegőpontos, logikai, illetve 
8 bites előjeles egész tömb típusú változó vagy literál (karakterlánc) lehet.  
2.4.8.9 Dereferálás 
A mutatók által mutatott értéket a mutatók dereferálásával érhetjük el. Ennek operátora 
az @ operátor. 
2.4.8.10 Dinamikus memórialefoglalás 
A malloc operátorral dinamikusan foglalhatunk le memóríát. Az operátornak két formája 
van. 
a @int64 = malloc(int64); 
b @[]int64 = malloc(int64, 10); 
Az első egyetlen darab változót foglal le, visszatérési értéke egy mutató a lefoglalt 
változóra. 
A második esetben a típus mellé kerül egy 64 bites előjeles egész is, mely a tömb méretét 
határozza meg (lehetőséget adva futási időben kiértékelt méretű tömbökre). Visszatérési 
értéke egy mutató az adott méretű/típusú tömbre. 
A nyelv jelenlegi verziójában a malloc utasításnak csak elemi típus adható. A létrehozott 








A malloc operátor párja a free operátor, melynek egyetlen paramétere egy olyan mutató 
típusú változó, mely a malloc által lefoglalt adatra mutat. 
a @int64 = malloc(int64); 
free(a); 
@a;  # nem definiált viselkedést eredményez! 
A free utasítást követően a mutatott változó területe felszabadul. 
A free utasítás használata olyan mutatóra, mely nem a malloc által adott címre mutat, 
nem definiált viselkedést eredményez! 
2.4.9  Állítások 
2.4.9.1 Kifejezés 




10 + 3; 
a = b; 
2.4.9.2 Változó definíció 
Egy változódefiníció szerepelhet: 
▪ A forrásfájlban felsőszintű definícióként, ekkor globális változóról beszélünk. 
▪ Egy blokkban, mely esetén lokális változóról beszélünk. 
A lokális változók a blokk végén megsemmisülnek.  
Egy változódefiníció egy egyedi azonosítóval kezdődik, melyet a változó típusai követ. 
Lehetőségünk van kezdőértéked adni a változónak, ekkor a típust egy egyenlőségjel (=) 
követ, majd pedig egy kifejezés. A definíciót egy pontosvessző (;) zárja le 





Kezdőértéket csak elemi típusú változók kaphatnak, vagyis tömböket és struktúrákat nem 
lehet kezdőérték szerint inicializálni. 
Inicializálás nélkül a változók nulla értéket kapnak. 
Lehetőség van a "noinit" kulcsszút megadni kezdőértékként. Ekkor a változó nem kerül 
inicializálásra (tömbök és rekordok esetén) 
Néhány példa 
my_variable int64 = 10; 
var bool = true; 
foo int32  = int32(3); 
2.4.9.3 Blokkok 
body = ”{” {statement} ”}” 
Egy blokk tetszőleges sok állításból épül fel. A blokkban deklarált változók élettartama a 
blokk végéig tart. Blokkok egymásba ágyazása lehetséges. Minden függvénynek van egy 
saját blokkja, melyben elérhetőek a függvény paraméterei. Emellett minden ciklus és 
elágazás rendelkezik saját blokkal 
2.4.9.4 Elágazás 
Az elágazások a program menetét választják szét egy logikai kifejezés szerint. Ha a 
kifejezés értéke igaz, akkor az igaz ágban folytatódik a program futása, egyébként pedig 
a hamis ágban. A hamis ág elhagyható, illetve több elágazás is egymásba ágyazható. 
Az ágak egy-egy blokkot jelentenek. 
if_stmt = “if” expr body [“else” (if_stmt | body)]; 
Példa 
if x < y { 
  return 10; 
} else if x > y { 
  return 20; 





  return -1; 
} 
# a hamis ág lehagyható 
if true {  
  print(”True”); 
} 
2.4.9.5 Ciklusok 
Egy ciklus egy kódblokk ismétlődését végzi el, amíg egy adott logikai kifejezés értéke 
igaz. 
loop_stmt = front_cond_loop | back_cond_loop 
f_cond_loop = “for” expr block;      #elöltesztelő 
b_cond_loop = “for” block paren_expr “;”; #hátultesztelő 
Elöltesztelő ciklus esetén a while kulcsszót egy kifejezés követi. A ciklus addig 
ismétlődik, ameddig ez a kifejezés igaz. A kifejezés kiértékelése az iterációk elején 
történik 
i size_t = 0; 
for i < 10 { ++i; } 
Hátultesztelő ciklus esetén a while kulcsszót rögtön a ciklusmag követi, melyet egy 
zárójeles kifejezés és egy pontosvessző (;) karakter követ. Működése hasonló az 
elöltesztelő cikluséhoz, viszont a kifejezés kiértékelése az iterációk végén történik.  
i size_t = 0; 






2.4.9.6 Return állítás 
Ha egy függvény visszatérésiértéke nem void típusú, akkor elvárt, hogy a függvény 
blokkjában, minden ágat követve egy return kifejezéshez jussunk. A return állítást egy 
kifejezés követ, mely a függvény visszatérési értéke. Ez kerül behelyettesítésre a 
függvényhívásnak. A return kifejezés után a vezérlés visszakerül a hívó függvényhez. 





3 FEJLESZTŐI DOKUMENTÁCIÓ 
A fordító implementációjakor a feladatom egy front-end felépítése volt, mely a 
forrásfájlokat feldolgozza, és az LLVM API segítségével LLVM IR köztes nyelvre 
alakítja azokat. A tényleges kódgenerálást az LLVM könyvtárai végzik, ezáltal a projekt 
könnyen átültethető más platformokra, a generált kód pedig erős optimalizálásokon megy 
keresztül. 
Az LLVM nem csak a végeredmény minőségén javít, de használata is kedvező volt, 
hiszen az LLVM API/IR elsősorban a C-hez hasonló nyelvekhez -ezáltal a projektemhez- 
lett igazítva. 
3.1.1 A projekt fordítása 
A projekt C++17 szabványt támogató fordítót igényel. 
Ahhoz, hogy le tudjuk fordítani a projektet, szükségünk lesz az LLVM könyvtárára. A 
könyvtárat a http://releases.llvm.org/ oldalról szerezhetjük be. A lemezen mellékelt 
projekt a 8.0.0 verziószámú könyvtárat használja. 
A projekt fordításához szükségünk lesz a CMake eszközre is, melyet a https://cmake.org/ 








A lexikális elemzés során a beolvasott szöveget egységekre bontjuk. Ezen egységeket 
nevezzük tokeneknek. 
3.2.2 Absztrakt Szintaxis Fa 
A Tokenek egységét foglalja össze, jelentést adva azoknak. Minden nyelvi kifejezés, 
utasítás ábrázolható egy Absztrakt Szintaxis Fával (ezentúl: AST) melynek eleme 
tokenek, vagy további AST-k. 
3.2.3 Objekt / Objektum fájl 
A fordítási folyamat végén kapott bináris fájl, a fordító kimenete. Ebben az állapotában 
még nem futtatható állomány. 
3.2.4 Szimbólum tábla 
A felsőszintű nyelvi elemeket (függvény definíció, globális változó stb.) tartalmazó 
táblázat. A fordítás során a lokális változók is ide kerülnek be, majd élettartamuk 








3.4 MEGOLDÁSI TERV 
A fordítási folyamatokat szétbontjuk az alábbi négy részfolyamatra: 
1. Lexikális elemző 
2. Szintaktikus elemző 
3. Szemantikus elemző 
4. Kódgenerátor 
Továbbá szükség van a csomagok kezelésére. A csomagok számára fontos információkat 
(milyen másik csomagok kerültek importálásra, a benne szereplő fájlok útvonalai stb.) 
eltároljuk. 
A hibák kezeléséhez a csomagban eltárolunk egy hibalistát is, melybe a fordítás során 
belekerülnek a forráskódokban szereplő hibák. 
Ha a lista tartalmaz hibát, akkor nem történik meg a kódgenerálás, helyette a hibák 
kiírására kerül sor. 
3.4.1 A Lexikális elemző feladata 
A lexikális elemző felel a tényleges forrásfájlból való beolvasásért. Az elemző a 
beolvasott fájlból tokeneket épít fel, melyeket később a szintaktikus elemző használ majd 
fel.  
3.4.2  A Szintaktikus elemző feladata 
A szintaktikus elemző dönti el, hogy a beolvasott tokenekből felépíthető-e egy absztrakt 
szintaxis fa, illetve az ellenőrzés során fel is építi azt, ha lehetséges. A fák egymásba 
rendeződnek, a gyökércsúcsok felsőszintű definíciók (függvény, típus, vagy globális 
változó), melyeket a csomag rekordjában eltároljuk. 
3.4.3 A Szemantikus elemző feladata 
Ebben a szakaszban már felépültek a forrásállományokból a megfelelő szintaxisfák, itt 
kerül ellenőrzésre azok helyessége. Az elemző feladata eldönteni, hogy a kifejezésekben 
szereplő elemek típusai megfelelőek, a hivatkozások létező függvényekre/változókra 





3.4.4 A Kódgenerátor feladata 
Ha nem lépett fel hiba az előző három folyamat során, akkor a kódgenerátor átalakítja a 
beolvasott szintaxis fákat LLVM IR köztes nyelvre. Az átalakítás után az LLVM 
könyvtár segítségével optimalizálja a belső reprezentációt, majd pedig bináris kódot 
generál belőle. A nyelvi elemek könnyedén megfeleltethetők az LLVM IR-ben található 








3.5.1 A projekt felépítése 
A lemezen található src mappa az alábbi forrásfájlokat tartalmazza: 
*.h *.cpp 
ast.h astdec.h error.cpp gen.cpp 
astexpr.h astid.h gendec.cpp genexpr.cpp 
aststmt.h astvisitor.h genstmt.cpp type.cpp 
error.h gen.h lexer.cpp MottoCompiler.cpp 
gendec.h genexpr.h package.cpp parser.cpp 
genstmt.h type.h printer.cpp sema.cpp 
lexer.h llvm.h sematype.cpp symboltable.cpp 
motto.h package.h token.cpp util.cpp 
parser.h printer.h   
sema.h sematype.h   
symboltable.h token.h   
util.h    
  
A forrásfájlok sok esetben egy nagyobb feladat részeit tartalmazzák. Ekkor a fájl nevében 
szerepel egy prefixum. Például genstmt.h esetén a fájl a kódgenerálást tartalmazza 
kifejezésekre. (genstmt – generator statement) 






3.5.2 Fordítási folyamatok implementálása 
A fordító feladatát érdemes több részre bontani.  
3.5.2.1 Lexikális elemző 
 
A lexikális elemző felelős a forrásfájlok karaktereiből tokeneket felépíteni, és lehetőséget 
adni ezek lekérdezésére. 
Ezt a feladatot a Lexer osztály látja el. Az osztály konstruktorában megkapja a fájl 
útvonalát. Ezek után a Lexer függvényei segítségével lekérhetők a fájlban szereplő 
tokenek. A lexer a standard C++ könyvtár segítségével, egy fájlstream-en keresztül 
olvassa be a karaktereket, egyenként.  
A readToken() függvény előre néz egy karaktert, majd az alapján eldönti, hogy milyen 
token következhet. Minden token-típusnak van egy saját beolvasó függvénye, mely az 
adott token további karaktereit olvassa be. A beolvasás után a token kap egy értéket is, 
ha kulcsszó, operátor, vagy elválasztókarakter került beolvasásra. 
A lexikális elemzés során fellépő hibákat lexikális hibáknak hívjuk. Ilyen hiba például, 
ha egy ékezetes karakter szerepel egy azonosítóban, vagy ha egy számmal kezdődik az. 





3.5.2.2 Szintaktikus elemző 
 
A szintaktikus elemző feladata az absztrakt szintaxisfa felépítése a Lexikális elemzőtől 
kapott tokenekből. 
Az elemzés során fellépő hibákat Szintaktikus hibáknak hívjuk. Ekkor a tokenek sorozata 
nem felel meg egy nyelvi „mondatnak” sem. Például egy if kulcsszó után nem következik 
kifejezés, vagy a függvénydefiníció végéről lemarad a bezáró (}) karakter. 







3.5.2.3  Szemantikus elemző 
 
A szemantikus elemző a beolvasott absztrakt szintaxisfák helyességét ellenőrzi. 
Helyesnek akkor mondhatók, ha a kódgenerálás lehetséges. Másképp fogalmazva: a 
szemantikus elemző ellenőrzi, hogy a kódgenerátor hibamentesen futtatható-e a 
beolvasott szintaxisfákon. 
Az itt észlelt hibákat szemantikus hibáknak hívjuk, melyek a hibalistára kerülnek. 
Az elemzés során ellenőrzésre kerülnek a kifejezések típusai: 
▪ Kétváltozós kifejezések esetén: bal és jobb ág típusa megegyezik. 
▪ Függvényhíváskor a paraméterek típusai egyeznek a hívásban szereplő 
kifejezések típusaival. 








Ezzel az utolsó feladathoz értünk, melyet már az LLVM könyvtárai végeznek: A belső 
reprezentáció optimalizálása, majd bináris kód generálása. A program kimenete objekt 
fájlok (egy csomag egy objekt fájlba kerül). A fordító ezen verziójában itt véget ér a 







A hibákat egy prioritásos sorban tároljuk, melyek értékei Error típusúak. Ezek az elemek 
eltárolják a hiba pozícióját (fájlnév, sor, oszlop formában).  
A listát fájlnév > sor > oszlop szerint rendezzük, így az egymás mellett lévő (akár más 
jellegű) hibák rendezve kerülnek kiírásra.  
A hibalista kiírásra kerül a kódgenerálás előtt, ha szerepel benne legalább egy elem. 
3.5.2.6 Csomagok 
Egy csomagot egy adott mappa reprezentál.  
A csomagban található .mot kiterjesztésű fájlok a forrásfájlok, a fordító minden más fájlt 
és almappát figyelmen kívül hagy. 
A forrásfájlokban találhatóak import utasítások, melyek más csomagok beimportálását 
vonják maguk után. Ekkor a beimportált csomagok fordítása történik meg először, majd 
az általuk exportált függvények átkerülnek a gyökércsomag szimbólumtáblájába. Ha 
minden folyamat sikeres, az összes csomagól generált bináris fájl a gyökércsomag 
könyvtárába kerül. Ezek után a fájlok linkelésével létrehozható a futtatható/könyvtár 
állomány. 
A forrásfájlokban tetszőleges típus, változó vagy függvénydeklaráció elé írt export 







3.5.3  Kérdéses elemek implementálása 
A nyelv elemei legtöbb esetben könnyedén megfeleltethetők LLVM IR kódnak, mint 
például a függvényhívások, kifejezések, elágazások. Néhány esetben viszont problémát 
okozhat a kódgenerálás. Ez a fejezet ezen esetek implementációját tartalmazza. 
3.5.3.1 Típusok implementációja 
A típusok reprezentálását a type.h/type.cpp fájlok oldják meg. A type.h által elérhetővé 
tett függvények segítségével tetszőleges típusra kérhetünk mutatót. Az elemi típusok a 
fordító indulásakor létrejönnek a memóriában, a tömb és mutató típusok pedig a 
megfelelő függvényhívások után. Ezek a típusok csak egyszer jönnek létre, így nem 
használnak fel felesleges memóriát. A létrejött típusok élettartalma kiterjed a fordítási 
folyamat végéig, így több csomag fordítása során újra használásra kerülnek a létrejött 
típusok. A kódgenerálás során a kódgenerátor ezeket a típusokat könnyedén megfelelteti 
LLVM IR típusoknak. 
3.5.3.2 Tömbök implementálása 
A nyelvben szereplő tömbök kiegészülnek egy méret adattaggal is. Ehhez az LLVM IR-
ben egy rekord típussal reprezentáljuk a tömböket, melynek első tagja egy 64 bites 
előjeles egész változó, második pedig a tényleges tömb. Az indexelés során az index 
helyessége ellenőrzésre kerül. Helytelen index esetén a lefordított program futás-időben 
jelzi a hibát, majd kilép. 
3.5.3.3 Mutatók implementálása 
A nyelvben szereplő mutatók működése nem tér el a más nyelvekben megszokottaktól. 
Teljesen átültethetők az LLVM IR-ben szereplő mutatókká. Dereferálásuk során így nem 
definiált működés is előfordulhat.  
A nyelv későbbi verziójában cél ennek biztonságosabbá tétele. 
3.5.3.4 Lokális változók implementálása 
Lokális változók esetén fontos, hogy minden változó a függvényblokk legelején kerüljön 





allokálnánk, minden egyes iterációkor új változó jönne létre a memóriában, mely gyorsan 
problémához vezethet.  
A változók elérhetőségét kell csak korlátozni ezekre a blokkokra, vagyis a fordító írjon 
hibát, ha a blokkon kívül hivatkozunk olyan változóra, amely benne lett deklarálva. 
3.5.3.5 Logikai változók implementálása 
A logikai változók reprezentálásához 1 bites integert használunk LLVM IR-ben, melynek 
tényleges megvalósítását az LLVM könyvtárára bízzuk.  
 
3.5.4 Optimalizáció 
A generált belső reprezentáció az LLVM könyvtárak által kerül optimalizálásra, így az 
elemzőknek, és a generátornak nem kell az optimalizálással foglalkoznia. 
Bár az LLVM könyvtára sok optimalizációt tartalmaz, a nyelv szabályairól nem tud, így 
lehetséges, hogy bizonyos esetben gyorsabb kód generálható, ha a projektet kibővítjük 
egy optimalizáló szakasszal is. Ebben az esetben fontos, hogy ténylegesen gyorsabb kódot 
generáljon, az LLVM optimalizálásaival ne ütközzön. Ütközés például úgy történhet, ha 
az optimalizáló szakasz ugyan egyszerűsíti a belső reprezentációt, de az LLVM könyvtárai 






3.6   STANDARD KÖNYVTÁRAK (CSOMAGOK) 
A nyelv kifejezőereje még nem alkalmas nagyobb csomagok hatékony elkészítésére, de 
néhány alap csomag a fordító mellé került mintaképp. 
▪ A Math csomag, melyben alapvető matematikai függvények szerepelnek. 
▪ A Complex csomag, mely segítségével komplex számokat tudunk létrehozni, 
illetve összeadni/kivonni.  
▪ A String csomag, mely segít karakterláncokat másolni. 
A továbbfejlesztési lehetőségek egy külön fejezetet kapott, de azt kiegészítve néhány ötlet 
alapcsomagokhoz a nyelv későbbi verziójában: 
▪ Dátum csomag, mellyel könnyen kezelhetünk dátum típusokat, lekérdezhetjük az 
aktuális időt stb. 
▪ Memory csomag, mely a C-hez hasonló memcpy, memset stb. műveletekhez ad 
biztonságosabb hozzáférést. 
▪ Vektor csomag, mely dinamikus méretű tömböket valósít meg. 
▪ IO csomag, mellyel fájlokat szerkeszthetünk. 
▪ A meglévő csomagok folytatása. 
3.7 A LEFORDÍTOTT PROGRAMOK SEBESSÉGE 
Az LLVM API által generált kód jól optimalizált, így a programok futási ideje hasonló a 
C-ben írt programokéhoz, néhány esetben viszont meglehetősen lassabb (például nagy 








3.8  TESZTELÉS 
A tesztelés automatikusan történik. A lemezen található test mappában teszt csomagok 
találhatóak és egy test.py nevű python script. A csomagok egymásra épülve tesztelik a 
fordítót. A test/helyes mappa tartalmazza azokat a forrásfájlokat, melyek fordításra 
kerülnek, majd pedig a script le ellenőrzi a fordított fájlok kimenetét.  A test/hibas mappa 
olyan csomagokat tartalmaz, melyek hibásak. Ekkor a script azt ellenőrzi, hogy a fordító 
a fordítás során hibás kóddal tér vissza.  
A script helyes futtatásához szükséges, hogy a python 3 interpreter, illetve a Clang fordító 
telepítve legyenek a számítógépen. 
A hibaüzenetek jelenleg nem kerülnek tesztelésre. 
 
3.8.1 Helyes tesztek 
3.8.1.1 Típuskonverziók tesztelése 
A típuskonverziók tesztelését a cast_teszt csomag végzi, melyben változók kerülnek 
inicializálva más típusú értékek átkonvertálásának segítségével. A változók ezután 
kiírásra kerülnek, amely összehasonlításra kerül a várt eredménnyel. 
3.8.1.2 Ciklusok tesztelése 
A ciklusok tesztelését a ciklus_teszt csomag végzi 
3.8.1.3 Elágazások tesztelése 
Az elágazások tesztelését az elagazas_teszt csomag végzi. A csomagban tesztelésre 
kerülnek az if, if else, else ágak tesztelése.  
3.8.1.4 Inicializálás tesztelése elemi típusokon 
Az elemi_init_teszt csomagban elemi típusokat inicializálunk, ellenőrizve, hogy azok 





3.8.1.5 Alapértelmezett nullára inicializálás tesztelése elemi típusokon 
Az elemi_nullinit_teszt csomagban az elemi típusok alapértelmezett nullára való 
inicializálását ellenőrizzük. 
3.8.1.6 Függvények tesztelése 
A függvények tesztelésére a fuggveny_teszt csomagban kerül sor. Tesztelésre kerülnek a 
függvényhívások, függvényparaméterek átadása és a függvények visszatérési értéke. 
3.8.1.7 Globális változók tesztelése 
A globális változók tesztelésére a globalis_teszt csomagban kerül sor. Tesztelésre kerül a 
globális változó nullára inicializálása, és annak értékadása különböző függvényekből. 
3.8.1.8 Import tesztelése 
Az import kifejezés az import_teszt csomagban kerül tesztelésre. A teszt a csatolt 
alapkönyvtárakból importálja be a komplex típusokat, és a rajtuk megvalósított 
műveleteket, majd egy komplex típust példányosítva, teszteli az egyik műveletet rajta. 
3.8.1.9 Kifejezések tesztelése 
A kifejezések tesztelése a kifejezes_teszt_N csomagokon keresztül történik. A teszt célja 
az egyszerű és összetett kifejezések helyességének ellenőrzése (precedencia, 
asszociáció). 
3.8.1.10 Mutatók tesztelése 
A mutatók tesztelése a pointer_teszt csomag által történik. A csomagban többszintű 
mutatókat hozunk létre, majd a mutatott értéket rajtuk keresztül megváltoztatjuk. 
3.8.1.11 Rekurzió tesztelése 
A rekurzio_teszt csomagban rekurzív függvényhívásokat ellenőrzünk. A csomagban egy 
faktoriálist (rekurzívan) megvalósító függvény szerepel, melynek eredményét 
ellenőrizzük. 
3.8.1.12 Rekord típusok tesztelése 
A rekordok tesztelése a struct_teszt csomagban történik. A tesztelés során ellenőrizzük a 







3.8.1.13 Tömbök tesztelése 
A tömbök tesztelése a tomb_teszt csomagban történik. Tesztelésre kerül a len operátor, 
és a tömbök alapértelmezett nullára inicializálása, majd pedig a tömb elemeinek 
értékadása. Tesztelésre kerülnek továbbá a többdimenziós tömbök is. 
 
3.8.2 Helytelen tesztek 
A hibas mappa tartalmazza azokat a csomagokat, melyekben hibák szerepelnek. A 
tesztelés során azt várjuk, hogy a fordító 1-es hibakóddal térjen vissza, bináris fájlt ne 
generáljon. Emiatt a csomagok száma több, mint a helyes esetekben, mivel minden 
hibaeset külön csomagba kerül. A tesztek tartalmaznak lexikális, szintaktikus és 






4 TOVÁBBFEJLESZTÉSI LEHETŐSÉGEK 
A szakdolgozat célja a nyelv egy stabil verziójának elkészítése volt, így sok ötlet nem 
került még bele. Ezek közül néhány kiemelve: 
▪ Többdimenziós tömbök optimalizálása: Elegendő a belső tömbök méretét egyszer 
eltárolni. A többdimenziós tömbök kiegészülnének egy méret tömbbel, melyben 
a dimenziók méretei lennének. Jelenleg minden tömb tárolja a méretét. 
▪ Tömbliterálok: A tömbök inicializálásához, vagy függvényhívás paramétereként 
használható, a meglévő konstans literálokhoz hasonló kifejezés bevezetése. 
▪ Tömbindexelés optimalizálása: Jelenleg minden indexelés előtt ellenőrzi a 
fordított program az index helyességét. Sok esetben ez elkerülhető.  
▪ Könnyen kezelhető karakterláncok: Jelenleg a String típusú változók a C nyelvben 
szereplő karaktertömbhöz hasonlóan vannak megvalósítva, így használatuk igen 
körülményes tud lenni. Érdemes lenne egy olyan típus bevezetése a meglévő 
helyett, melyen könnyen végezhetők karakterlánc műveletek. 
▪ Objektumorientált elemek bevezetése a nyelvbe. A Go-hoz hasonló interfészek 
egyszerű és tiszta megoldást adnak, melyek könnyen illeszkedne a Motto-ba is. 
▪ Általános csomagok bevezetése (Generic Package). 
▪ Csomagok importálása során indirekt típusok importálása: Jelenleg csak olyan 
függvényt/változót lehet exportálni egy csomagból, melynek típusai is exportálva 
vannak (ha azok felhasználó által definiált típusok). Erre érdemesebb egy szebb 
megoldást keresni.  
▪ Extern függvények, melyek könnyedén linkelhetők C-s könyvtárakhoz. Érdemes 
lenne bevezetni egy olyan -a C++-hoz hasonló- megoldást, miszerint a 
függvények paraméterei és visszatérési értékei belekerülnek a nevébe. 
▪ Az előző pont lehetővé tenné a függvények/operátorok túlterhelését is.  
▪ A hibaüzenetek minőségének és helyességének javítása, azok részletes tesztelése. 






A szakdolgozat elkészítése során sikerült részletesebben megismernem a 
fordítóprogramok működését. 
A nyelv megtervezésekor sikerült olyan döntéseket meghozni, melyek hozzájárultak a 
nyelv céljához, annak egyszerűségéhez, és a lefordított programok gyors futásához. A 
tervezés során sok ötlet felmerült a továbbfejlesztéshez, melyek közül néhány a 
Továbbfejlesztési Lehetőségek fejezetben felsorolásra került. 
A fordító implementálásakor sok tapasztalatra tettem szert, az elméleti háttereket sikerült 
elmélyítenem az adott fordítási egységek megvalósításán keresztül. A fordítóprogramot 
sikerült a nyelv egyszerű szintaxisához igazítani, így a fordítás lineáris időben, a forrás 
egyszeri beolvasásával történik. Az LLVM könyvtárai által belátást nyerhettem egy 
komplex projekt felépítésébe. 
