: Overview of the workflow proposed in this paper. The green and red bounding boxes are ground truth and prediction, respectively.
with debugging and understanding its behavior.
Introduction
Models produced by Machine Learning (ML) algorithms, especially deep neural networks (DNNs), have proved very effective at tasks in computer vision and perception. Moreover, ML models are being deployed in domains where trustworthiness is a big concern, such as automotive systems [18] , health care [2] , and cyber-security [6] . Research in adversarial machine learning [11] , verification [8] , and testing [27] has shown that DNN-based vision/perception systems are not always robust and can be fooled, sometimes leading to unsafe situations for the overall system (e.g., autonomous vehicle).
Given this lack of robustness and potential for unsafe behavior, it is crucial that we develop methods to better understand, debug, and characterize scenarios where DNN-based perception components fail and where they perform correctly. The emerging literature on explaining and understanding ML models provides one approach to address this concern. However, while there are several ideas proposed to explain the behavior of ML-based perception (e.g. [17, 5, 16, 24, 19] ), almost all of these operate on the concrete input feature space of the network. For example, attribution based methods(e.g. [25, 30, 23] ) indicate pixels in an input image that are associated with the output of a DNN on that input. These methods, while very useful, do not directly identify the higher-level "semantic" features of the scene that are associated with that decision; they require a human to make that judgment. Additionally, in many cases it is important to generate "population-level explanations" of correct/incorrect behavior on such higherlevel features. For example, it would be useful to identify whether a DNN-based object detector used on an autonomous vehicle generally misses cars of a certain model or color, or on a particular region of a road. And, leverage this knowledge to describe a high-level success/failure scenario of an object detector without human intervention.
In this paper, we present a programmatic and semantic approach to explaining and debugging DNN-based perception systems, with a focus on object detection. In this approach, we begin by formalizing the semantic feature space as a distribution over a set of scenes, where a scene is a configuration of objects in three dimensional space and semantic features are features of the scene that capture its semantics (e.g., the position and orientation of a car, its model and color, the time of day, weather, etc.). We then represent the semantic feature space using a program in a domainspecific programming language -hence the term programmatic. Given such a representation, and data corresponding to correct and incorrect behaviors of our DNN-based object detector, we seek to compute specializations of the program corresponding to those correct/incorrect behaviors. The specialized programs serve as interpretable representations of environment scenes that result in those correct/incorrect behaviors, enabling us to debug failure cases and to understand where the DNN succeeds.
We implement our approach using the SCENIC probabilistic programming language [9, 1] . Probabilistic programming has already been demostrated to be applicable to various computer vision tasks (see, e.g., [14] ). SCENIC is a domain-specific language used to model semantic feature spaces, i.e., distributions over scenes. It has a generative back-end that allows one to automatically produce synthetic data when it is connected to a renderer or simulator, such as that of the Grand Theft Auto V (GTA-V) video game. It is thus a particularly good fit for our approach. Using SCENIC, we implement the workflow shown in Fig. 1 . We begin with a SCENIC program P that captures a distribution that we would like our DNN-based detector to work on. Generating test data from P , we evaluate the performance of the detector, partitioning the test set into correct and incorrect detections. For each partition, we use a rule extraction algorithm to generate rules over the semantic features that are highly correlated with successes/failures of the detector. Rule extraction is performed using decision trees and anchors [22] . We further propose a novel white-box approach that analyzes the neuron activation patterns of the neural network to get insights into its inner workings. Using these activation patterns, we show how to derive semantically understandable rules over the high-level input features to characterize scenarios.
The generated rules are then used to refine P yielding programs P`and P´that characterize more precisely the correct and incorrect feature spaces, respectively. Using this framework, we evaluate DNN-based object detector for autonomous vehicles, using data generated using SCENIC and GTA-V. We demonstrate that our approach is very effective, producing rules and refined programs that significantly increase the correct detection rate (from 65.3% to 89.4%) and incorrect detection rate (from 34.7% to 87.2%) of the network and can thus help with debugging, understanding and retraining the network.
In summary, we make the following contributions:
‚ Formulation of a programming language-based semantic framework to characterize success/failure scenarios for a ML-based perception module; ‚ An approach based on anchors and decision tree learning methods for deriving rules for refining scenario programs; ‚ A novel white-box technique that uses activation patterns of convolutional neural networks (CNN) to enhance feature space refinement; ‚ Experimental results demonstrating that our framework is effective for a complex convolutional neural network 
Background
SCENIC [9, 1] is a probabilistic programming language for scenario specification and scene generation. The language can be used to describe environments for autonomous systems, i.e. autonomous cars or robots. Such environments are scenes, i.e. configurations of objects and agents. SCENIC allows assigning distributions to the features of the scenes, as well as hard and soft mathematical constraints over the features in the scene. Generating scenes from a SCENIC program requires sampling from the distributions defined in the program. SCENIC comes with efficient sampling techniques that take advantage of the structure of the SCENIC program, to perform aggressive pruning. The generated scenes are rendered into images with the help of a simulator. In this paper (and similar to [9] ) we use the Grand Theft Auto V (GTA-V) game engine [10] to create realistic images with a case study that uses SqueezeDet [29] , a convolutional neural network for object detection in autonomous cars. Note that the framework we put forth is not specific to SqueezeDet, and can be used with other object detectors as well.
The semantic features that we use in our case study are described in Table 1 . These features are determined and limited by the environment parameters that are controllable by users in the simulator. If distributions over these environment features are not specified in a SCENIC program, then, by default, they are uniformly randomly selected from ranges shown in Table 1 . Note that for a different application domain, we would have a different set of features.
SCENIC is designed to be easily understandable, with simple and intuitive syntax. We illustrate it via an example, shown in Figure 2 . The formal syntax and semantics can be found in [9] .
As shown in Figure 2 , the program describes a rare situation where a car is illegally intruding over a white striped traffic island to either cut in or belatedly avoid entering elevated highway. In line 1, "param time = (6*60, 18*60)" means that time of the day is uniformly randomly sampled from 6:00 to 18:00. In line 2, an ego car is placed at specific x @ y coordinate on GTA-V's map. In line 4, a spot on a traffic island that is within a visible region from a camera mounted on ego car is selected. Of all visible region of the traffic island, a spot is uniformly randomly sampled. In line 7 and 8, otherCar is placed on the spot facing -90 to 90 degree off of where ego car is facing, simulating cases when a car may be protruding into a traffic flow. Lastly, scenic allows users to define hard and soft constraints using "require" statements. In this scenario, all four require statements define hard constraints. In line 10, entire surface of the otherCar must be within the view region of the ego car. So, a scene where only front half of the otherCar is visible is not allowed. In line 11, the otherCar must be positioned in the right half of the ego car's visible region. In line 12 and 13, the distance of the otherCar from ego car should be 5 to 20 meters.
Approach
The key idea of our approach is to leverage the high-level semantic features formally encoded in a SCENIC program to derive rules (sufficient conditions) that explain the behavior of a detection module in terms of those features. Our hypothesis is that since these features describe the important characteristics that should be present in an image and furthermore they are much fewer than the raw, low-level pixels, they should lead to small, compact rules that have a clear meaning for the developer.
A high-level overview of our analysis pipeline is illustrated in Figure 3 . We start with a SCENIC program that encodes constraints (and distributions) over high-level semantic features that are relevant for a particular application domain, in our case object detection for autonomous driving. Intuitively, the program (henceforth called scenario) encodes the environments that the user wants to focus on in order to test the module. Based on this scenario, SCENIC generates a set of feature vectors by sampling from the specified distributions. A simulator is then used to generate a set The images are fed to the object detector. Each image is assigned a binary label, correct or incorrect, based on the performance of the object detector on the image (see Section 3.1). The labels obtained for the images are mapped back to the feature vectors that led to the generation of the respective images. The result is a labeled data set that maps each high-level feature vector to the the respective label.
We then use off-the-shelf methods to extract rules from this data set. The rule extraction is described in more detail below. The result is a set of rules encoding the conditions on high-level features that lead to likely correct or incorrect detection. The obtained rules can be used to refine the SCENIC program, which in turn can be sampled to generate more images that can be used to test, debug or retrain the detection module. This iterative process can continue until one obtains refined rules, and SCENIC programs, of desired precision.
In the following we provide more details about our approach.
Labelling
Obtaining the label (correct/incorrect) for an image is performed using the F1 score metric (harmonic mean of the precision and recall). This metric is commonly used in statistical analysis of binary classification. The F1 score is computed in the following way. For each image, the true positive (TP) is the number of ground truth bounding boxes correctly predicted by the detection module. Correctly predicted here means intersection-over-union (IoU for object detection) is greater than 0.5. The false positive (FP) is the number of predicted bounding boxes that falsely predicted ground truths. This false prediction includes duplicate predictions on one ground truth box. The false negative (FN) is the number of ground truth boxes that is not detected correctly.
We computed the F1 score for each image, and if it is greater than a threshold, we assigned correct label; if not, incorrect. The threshold used in our experiments was 0.8.
Challenges and Assumptions
We note that by using the semantic features that are interpretable to human, we heavily abstract an image with 1920 x 1200 resolution to a vector of, at most, a few dozen features. For example, Scenario 1 as shown in Figure2 represents an image with a vector of only 16 different features. This is a severely under-determined representation of an image. Hence, it is certainly possible that there may be no noticeable patterns within these features, or even if there are, not precise enough to filter out a set of feature vectors pertaining to one class. However our experiments indicate that it is indeed possible to derive compact rules, with high precision and good coverage, in terms of these abstract features.
We also note that all the scenic programs we experimented with contained only uniform distributions. Also, for each of the scenario programs that we analyzed, we fixed the location and heading angle of the camera, since they are not features that appear in the SCENIC programs that we analyzed. Given the challenge above, we restricted our settings to validate whether there exists any rule to extract, even in this simplified setting.
Rule Extraction

Methods
We experimented with two methods, decision tree (DT) learning for classification [20] and anchors [22] , to extract rules capturing the subspace of the feature space defined in the given scenic program.
Decision tree learning is commonly used to extract rules explaining the global behavior of a complex system while the anchors method is a state-of-the art technique for extracting explanation rules that are locally faithful.
Decision trees encode decisions (and their consequences) in a tree-like structure. They are highly interpretable, provided that the trees are short. One can easily extract rules for explaining different classes, by simply following the paths through the trees and collecting the decisions encoded in the tree nodes. We used the rpart [26] package in R software, which implements corresponding algorithm in [4] . We used the default parameters.
The anchor method is a state-of-the art technique that aims to explain the behavior of complex ML models with high-precision rules called anchors, representing local, sufficient conditions for predictions. The system can efficiently compute these explanations for any blackbox model with high-probability guarantees. We used the code from https://github.com/marcotcr/ anchor with the default parameters. Applying the method to the object detector directly would result in anchors describing conditions on low-level pixel values, which would be difficult to interpret and use. Instead what we want is to extract anchors in terms of high-level features. While one can use the simulator together with the object detector as the black-box model, this would be very inefficient. Instead we built a surrogate model mapping high-level Scenic features to output labels; we used a random forest learning algorithm for this purpose. This surrogate model was then passed to the anchor method to extract the rules.
Blackbox vs Whitebox Analysis
So far we explained how we can obtain rules when treating the detection module as a black box. We also investigated a white-box analysis, to determine whether we can exploit the information about the internal workings of the module to improve the rule inference.
The white-box analysis is one of our novel contributions in this paper. We leverage recent work on property inference for neural networks [12] . The properties are in terms of on/off activation patterns (at different internal layers) that lead to the same predictions. These patterns are computed by applying decision-tree learning over the activations observed during the execution of the network on the training or testing set.
We analyzed the architecture of the SqueezeDet network and we determined that there are three maxpool layers which provide a natural decomposition of the network. Furthermore they have relatively low dimensionality making them a good target for property inference.
We consider activation patterns over maxpool neurons based on whether the neuron output is greater or equal to zero. A decision tree can then be learned over these patterns to fit the prediction labels. For our experiments we selected patterns from the maxpool layer 5, which turned out to be highly correlated to images that lead to correct/incorrect predictions.
Then, we augmented the assigned correct and incorrect labels with corresponding decision pattern in the following way. For example, using a decision pattern for correct labels (i.e. the decision pattern that most correlated to images with correct label), we created two sub-classes for correct class. By feeding in only images with correct label to the perception module, the images inducing the decision pattern is re-labelled as "correct-decision-pattern," otherwise, "correct-unlabelled." Likewise, the incorrect class is augmented using a decision pattern that is most correlated to images with incorrect label. It is our intuition that the decision pattern captures more focused properties (or rules) among images belonging to a target class. Hence, we hypothesize that this label augmentation would help anchor and decision tree methods to better identify rules.
Rule Selection Criteria
Once we extracted rules with either DT or anchors, we selected the best rule using following criteria. To best achieve our objective, first, we chose the rule with highest precision on a held-out testset of feature vectors. If there are more than one rule with equal high precision, then we chose the rule with the highest coverage (i.e. the number of feature vectors satisfying the rules). Finally, if there is still more than one rule left, then we broke the tie by choosing the most compact rule which has the least number of features. The last two criteria are established to select the most general high-precision rule.
Experiments
In this section we report on our experiments with the proposed approach on the object detector. We investigate whether we can generate rules that are effective in explaining the correct/incorrect behavior with increased precision. We evaluate the proposed techniques along the following dimensions: DT vs anchors, black-box (BB) vs white-box (WB).
Scenarios
For the experiment, we wrote four different scenarios in SCENIC language. The corresponding SCENIC programs are shown in Figure 5 and 6.
Scenario 1 describes the situation where a car is illegally intruding over a white striped traffic island at the entrance of an elevated highway. This scenario captures scenes where a car abruptly switches into or away from the elevated highway by crossing over the traffic island. The images from Scenario 1 are shown in Figure 7 .
Scenario 2 describes two-car scenario where a car occludes the ego cars view of another car at a T-junction intersection . In the SCENIC program, to cause occlusion in scenes, we place an agent0 car within a visible region from ego car. Then, we place agent1 car within a close vicinity, defined by small horizontal (i.e. leftRight) and vertical (i.e. frontback) perturbations in the program, to agent0 car. The metric of these perturbations are in meters. The images from Scenario 2 are shown in Figure 8 . Table 3 : Rules for incorrect behaviors of detection module with the highest precision from Table 7 Scenario 3 describes scenes where three cars are merging into the ego cars lane. The location for Scenario 3 is carefully chosen such that the sun rises in front of the ego car, causing a glare. The SCENIC program describes three cars merging in a platoon-like manner where one car is following another car in front with some variations in distance between front and rear cars. The metric for distance perturbation is in meters. The images from Scenario 3 are shown in Figure 9 .
Finally, Scenario 4 describes a set of scenes when the nearest car is abruptly switching into ego cars lane while another car on the opposite traffic direction lane is slightly intruding over the middle yellow line into the ego cars lane. Failure to detect these two cars out of four cars may po-tentially be safety-critical. The images from Scenario 4 are shown in Figure 10 . The locations of all four cars, in Scenario 4 SCENIC program, are hard-coded with respect to ego car's location. The SCENIC program would have become much more interpretable had we described car locations with respect to lanes. The reason we had to code in this undesirable manner is due to the simulator as illustrated in Section 6.
Success and Failure Scenario Descriptions
The refined SCENIC programs characterizing success/failure scenarios are shown in Figure 11, 12, 13 , and 14. The red/green parts of programs represent the rules automatically generated by our technique, which are cut and pasted to original SCENIC programs. These success/failure inducing rules are shown in Table 2 and 3. As aforementioned, we generated new images using SCENIC programs that characterize failure scenarios. Examples of these images from failure scenarios are shown in Figure 15 , 16, 17, and 18.
Setup
The object detector was trained on 10,000 GTA images with one to four cars in various locations of the map producing different background scenes. The GTA-V simulator provided images, ground truth boxes, and values of the environment features.
For each scenario, we generated 950 images as a train set and another 950 images as a test set.
We denote the labels corresponding to the maxpool layer 5 decision pattern as p5c(correct) and p5 ic(incorrect) and the remaining as correct unlabelled and incorrect unlabelled respectively. We augmented the feature vector with some extra features that are not part of the feature values provided by the simulator but could help with extracting meaningful rules. For example, in Scenario 1 the distance from ego to otherCar is not part of the feature values provided by GTA-V. However, it can be computed with Euclidean distance metric using (x,y) location coordinates of ego and otherCar. Also, the difference in heading angle between ego and otherCar is also added as extra feature to represent "badAngle" variable in the program.
From the train set, we extracted rules to predict each label based on the feature vectors.. These rules were evaluated on the test set based on precision, recall, and F1 score metrics.
For DT learning we adjusted the label weight to account for the uneven ratio among labels for both black-box and white-box labels.
For the Anchors method, we applied it on each instance of the training set until we had covered a maximum of 50 instances for every label ( correct,incorrect for Black Box, and p5c, p5 ic, correct unlabelled, incorrect unlabelled for Table 6 : Precision of correct rules on testset White Box). The best anchor rule for every label is selected based on the rule selection criteria mentioned in section 3. Tables 2 and 3 show the best rules (wrt. both precision and recall) extracted with our proposed framework, along with the baseline correct/incorrect detection rate for each scenario and the detection rate (i.e. precision) for the generated rules. The results indicate that indeed our framework can generate rules that increase significantly the correct and Feature Space Coverage 0.692 0.956 0.898 0.871 Table 8 : The proportion of original feature space covered by the best incorrect rule for each scenario from Table 7 incorrect detection rate of the module. Furthermore, the generated rules are compact and easily interpretable. For example, the rule for correct behavior for Scenario 1 is "x coordinate ě´198.1." In GTA-V, at ego car's specific location, the condition on x coordinate was equivalent to the otherCar's distance from ego being greater than 11m. On the other hand, the rule for incorrect behavior for Scenario 1 requires the otherCar to be within 8.84m and its car model to be PRANGER. These rules indicate that the object detector fails when the otherCar is close by, and performs well when located further away.
Results
In the following sections we describe the results in more detail.
Results for Correct Behavior
Tables 5 and 6 summarize the results for the rules explaining correct behavior. The results indicate that there are clear signals in the heavily abstracted feature space and they can be used effectively for scenario characterization via the generated high-precision rules. The results also indicate that DT learning extracts rules with better F1 scores for all scenarios as compared to Anchors. This could be attributed to the difference in the nature of the techniques. The Anchor approach aims to construct rules that have high precision in the locality of a given instance. Decision-trees on the other hand aim to construct global rules that discriminate one label from another. Given that a large proportion of instances were detected correctly by the analyzed module, the decision tree was able to build rules with high precision and coverage for correct behavior.
The results also highlight the benefit of using white-box information to extract rules for correct behavior. Table 4 shows the support for the decision pattern is significant (greater than 65% on average for all scenarios). Using this information to augment the labels of the dataset helps im-prove the precision and F1 score of the rules (w.r.t. SCENIC features) for both DT learning and anchor method. Tables 7 and 3 summarize the results for the rules explaining incorrect behavior. Rule derivation for incorrect behavior is more challenging than for correct behavior due to the low percentage of inputs that lead to the incorrect detection for a well trained network.
Results for Incorrect Behavior
In fact the F1 scores (computed on the test set) for rules predicting incorrect behavior were too low due to very low (in some cases 0) recall values.
To properly validate the efficacy of the generated rules, we refined the SCENIC programs by encoding the rules as constraints and we generated 500 new images. We then evaluated our module's performance on these new datasets. Figure 4 justifies our choice of 500 as the number of new images that we generate for evaluation.
All four methods contributed to more precisely identifying the subset features spaces in which the module performs worse. Specifically, Table 7 illustrates that the black-box anchor method enhanced the generation rate of incorrectly detected images by 48% on average in Scenarios 1, 3, and 4 compared to the baseline. This is a significant increase in the ratio of incorrectly labelled images generated from the program, providing evidence that the refined programs are more precisely characterizing the failure scenarios. We also note that the anchor method outperforms DT learning. This is expected, because the anchor method extracts rules that are highly precise within a local feature space. The exception is Scenario 2. We conjecture that the reason that the anchor method did not perform better than DT learning is due to uncontrollable non-determinism in GTA-V. The location where Scenario 2 takes place has pedestrians moving around in close vicinity to the camera of ego car. We observed that our perception module often incorrectly predicted the pedestrians as cars. While we could handle the case where pedestrians are deterministically placed at the same location, non-deterministic behavior poses a challenge to our approach. GTA-V does not allow users to control or eliminate these pedestrians and it does not provide features related to pedestrians during data collection process. In future work, we plan to incorporate simulators with deterministic control (such as CARLA [7] ) for more experimentation.
We note that the refined programs are not trivially defining very narrow scenarios. Table 8 quantifies the proportion of the refined SCENIC program's feature space compared to corresponding original SCENIC program. Even for Scenarios 1 and 3, with highly precise rules, feature coverage is close to 70%. This indicates that the extracted rules are not only precise but also general, capturing a wide variety of scenes.
Unlike the results for correct behavior, the whitebox approach tends to perform worse than blackbox when focusing on incorrect behavior. This outcome can be attributed to very low support for decision patterns computed for incorrect behavior, with maximum of 27.6% among the four scenarios.
However, we do observe that the white-box approach for both DT learning and anchors does enhance the ratio of incorrectly detected images as shown in Table 7 , compared to those of the original programs.
Limitations of SCENIC Description
The expressiveness and interpretability of SCENIC language is enhanced by leveraging detailed information about the map used in the simulator. For example, in Scenario 1 as shown in Figure 5 (a), we can directly refer to specific part of the road such as "curb" because we have already identified the curb regions in the map. And, description on placing of "otherCar" with respect to a spot on curb makes the program easily understandable to human. However, because GTA-V is not an open sourced simulator (in fact it is not even meant to be used as a simulator but is widely used for its realistic rendering), we could not parse out detailed map information such as regions of different lanes, location of traffic lights, etc. As the number of cars scaled, describing increasingly complicated geometric relations among cars without any reference points/objects/regions, such as lanes, became more challenging. As a result, we were limited to describe geometric relations in scenarios by only referencing cars, which resulted in much less understandable SCENIC programs, deprecating the use of SCENIC as a scenario description. We emphasize that this limitation due to inaccessible map information of the simulator, not SCENIC. In fact, SCENIC has syntax to refer to other entities in the scene if those information are accessible in the simulator's map. Such reference would significantly enhance the interpretability of the SCENIC programs we generate with our method.
Related Work
Most of the techniques that aim to provide explainability and interpretability for deep neural networks (DNNs) in the field of computer vision focus on attributing the network's decisions to portions of the input images( [16, 24, 19, 25, 30] ). GradCAM [23] is a popular approach for interpreting CNN models that visualizes how parts of the image affect the neural networks output by looking into class activation maps (CAM). Other techniques focus on understanding the internal layers by visualizing their activation patterns [17, 5] . Our approach, on the other hand, aims to provide characterizations at a higher level than raw image pixels, namely at the level of abstract features defined in a SCENIC program. These features can be more meaningful, can characterize populations of images on which a network behaves similarly, and are also much fewer in number than the pixels in an image. This allows one to synthesize compact, meaningful rules that characterize the correct and incorrect behavior of a network.
Several techniques focus on rule extraction from DNNs using decision trees or sets, e.g. [31, 15] . The technique in [31] aims to represent the entire functionality of a network as a set of rules making it too complex, while the approach in [15] requires the presence of pre-mined set of rules which would be difficult to obtain for object detection. Anchors [22] , which improves on LIME [21] , is a rule extraction technique that is closest to our work (and we already discussed it in the body of the paper).
Recent work aims to explain the decisions of DNNs in terms of higher-level concepts. The technique in [13] introduces the idea of concept activation vectors, which provide an interpretation of a neural networks internal state in terms of human-friendly concepts. The approach presented in [3] also interprets machine learning models and attempts to translate them to human-understandable attributes. Feature Guided Exploration [28] aims to analyze the robustness of networks used in computer vision applications by applying perturbations over high-level input features extracted from raw images. They use object detection techniques (such as SIFT -Scale Invariant Feature Transform) to extract the features from an image. In contrast to these techniques we leverage directly SCENIC which defines the high-level features in a way that is already understandable for humans.
Existing approaches typically use classification networks whose output directly corresponds to the decision being made and rely on the derivative of the output with respect to the input to calculate importance. In our application, there is no direct correlation between the output of the detector network (e.g. SqueezeDet) and the validity of the bounding boxes. Furthermore, unlike all previous work, we can use the synthesized rules to automatically generate more input instances, by refining the original Scenic program and then using it to generate data. These instances can be used to test, debug and retrain the network.
Conclusion and Future Work
We presented a semantic and programmatic framework for characterizing success and failure scenarios of a given perception module in forms of programs. The method leverages the SCENIC language to derive rules in terms of highlevel, meaningful features and to generate new inputs that conform with these rules. The method is general and can be applied to other domains beyond the autonomous driving applications we have explored here.
For future work we plan to look into more general refine-ments of the distributions and also more general transformations to the SCENIC programs. We also plan to look into retraining based on data generated from refined programs. Finally, we plan to release images we generated from success/failure scenarios for vision community to analyze the effects of environment features on the inner workings of object detectors. Figure 11 : Refined Success and Failure SCENIC programs for Scenario 1, with red parts representing failure inducing rules and green parts representing the success inducing rules as shown in Table 2 Figure 12 : Refined Success and Failure SCENIC programs for Scenario 2, with red parts representing failure inducing rules and green parts representing the success inducing rules as shown in Table 2 Figure 14 : Refined Success and Failure SCENIC programs for Scenario 4, with red parts representing failure inducing rules and green parts representing the success inducing rules as shown in Table 2 and 3 Figure 15 : Failure images generated with Failure SCENIC Scenario 1 as shown in Figure 11 (b), with ground truth bounding boxes marked in green and prediction bounding boxes in red Figure 16 : Failure images generated with Failure SCENIC Scenario 2 as shown in Figure 12 (b), with ground truth bounding boxes marked in green and prediction bounding boxes in red Figure 17 : Failure images generated with Failure SCENIC Scenario 3 as shown in Figure 13 (b), with ground truth bounding boxes marked in green and prediction bounding boxes in red Figure 18 : Failure images generated with Failure SCENIC Scenario 4 as shown in Figure 14 (b), with ground truth bounding boxes marked in green and prediction bounding boxes in red
