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V diplomskem delu je predstavljen postopek načrtovanja in izdelave lastnega sistema za 
upravljanje vsebin (angl. Content Management System – CMS). V prvem delu so pojasnjeni 
pomen sistema CMS, njegova vsakodnevna raba in predvsem to, po čem se lastni sistem za 
upravljanje vsebin razlikuje od že obstoječih uveljavljenih sistemov, kot so Wordpress, Drupal, 
Joomla in drugi. Predstavljene so prednosti in slabosti lastnega sistema CMS v primerjavi z 
obstoječimi z vidika uporabnosti, enostavnosti, časa, potrebnega za izdelavo končnega izdelka ter 
posledično cene izdelave in varnosti sistema. Predstavljene so vse tehnologije in metodologije, ki 
so vključene v proces izdelave tovrstnega sistema. Povzeta je faza načrtovanja sistema, tako z 
vidika izgleda kot uporabnosti, kjer je glavno vodilo uporabniško-centrično načrtovanje. 
Predstavljeni so spletne tehnologije in programski jeziki, ki so potrebni za delovanje spletnega 
sistema, komunikacija odjemalca s strežnikom in strežnika z bazo podatkov (angl. database). V 
drugem delu je predstavljen postopek izdelave. Pri načrtovanju sistema je predstavljen celoten 
proces, ki obsega več faz, od idejne zasnove, informacijske arhitekture, mrežnega modela do 
grafične podobe vmesnika. Predstavljeno je programsko okolje Sketch, ki jo bilo uporabljeno za 
izdelavo žičnih modelov in grafičnega vmesnika. Pri samem razvoju, torej programiranju takega 
sistema, so natančno predstavljeni postopki in koraki, potrebni pri razvoju, ter praktična uporaba 
ogrodij pri posameznem programskem jeziku, ki nastopa v sistemu. Opisani so priprava 
lokalnega razvojnega okolja z namestitvijo vseh potrebnih komponent in urejevalnik besedila 
Visual Studio Code, s pomočjo katerega je bila spisana programska koda sistema ter tudi prenos 
sistema iz lokalnega na produkcijsko okolje, torej selitev na strežnike, ki so dostopni na 
svetovnem spletu. 
 
Ključne besede: sistem za upravljanje vsebin, spletne tehnologije, načrtovanje spletnega sistema, 






Diploma thesis demonstrates the process of design and development of custom content 
management system (CMS). The first part describes the meaning of a content management 
system, what is its everyday use and most of all how does the custom content management 
system differ from existing, well-known ones, such as Wordpress, Drupal, Joomla, and others. 
Pros and cons are examined and described from the standpoint of usability, simplicity, the time 
needed to produce the final product and thus the price of production and system security. The 
thesis includes a presentation of technologies and methodologies that are involved in this 
process. The design phase includes a user interface as well as a user experience, the last of which 
takes the main focus in user-centric design philosophy. The development phase describes web 
technologies and programming languages, needed for development of such system, client-server 
communication, and server-database communication. The second part describes the process of 
making the system. Designing the system takes multiple phases, such as conceptual design, 
informational architecture, wireframe, and graphical or user interface. The development phase 
precisely describes the needed procedures and steps. The practical use of frameworks for each 
programming language, used in the project, is described and explained, as well as the process of 
preparing the local development environment with all the necessary components and the use of 
Visual Studio Code text editor. The final step in the process is migrating the project from the 
local environment to the production one, meaning migrating the code from the local to the 
outsourced, worldwide accessible server. 
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CMS – angl. Content Management System, sistem za upravljanje vsebin 
UI – angl. user interface, uporabniški vmesnik 
UX – angl. user experience, uporabniška izkušnja 
LAMP – angl. Linux, Apache, MySql, PHP, programska celostna rešitev, pogosto uporabljena na 
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1  UVOD 
Sistem za upravljanje vsebin je ključnega pomena za vsako spletno mesto, kjer so potrebni 
periodični vnosi in popravki oziroma se vsebina nenehno spreminja. CMS (angl. Content 
Management System) ustvari most med programerji in ustvarjalci vsebin, saj ti lahko spreminjajo 
izgled, določene funkcionalnosti in predvsem vsebino spletnega mesta, ne da bi posegali v 
izvorno kodo spletnega mesta, torej programirali. Sistemi CMS so lahko brezplačni oziroma 
odprtokodni ali pa plačljivi oziroma zaprtokodni. 
Namen diplomskega dela je predstavitev procesa načrtovanja in tudi izdelava lastnega sistema za 
upravljanje vsebin, prilagojenega za ciljnega končnega uporabnika, konkretno za primer trženja 
namestitvenih kapacitet. Tak sistem ima v primerjavi z odprtokodnimi sistemi marsikatero 
prednost, zlasti na področju uporabniške izkušnje osebe, ki spletno mesto ureja, saj je bil sistem 
od zasnove naprej prilagojen za zelo specifičnega končnega uporabnika sistema. 
Cilji diplomskega dela so predstaviti prednosti in slabosti lastnega sistema CMS v primerjavi z 
najbolj priljubljenimi odprtokodnimi sistemi CMS, predstaviti proces načrtovanja sistema od 
idejne zasnove do končne grafične podobe in sistem za upravljanje vsebin tudi izdelati. Pri tem 
bodo predstavljeni postopki in metodologije, uporabljeni med izdelavo, prav tako bodo 
pojasnjeni posamezni koraki v procesu načrtovanja in izdelave sistema. 
Hipoteza, ki jo s tem diplomskim delom želimo preveriti, je, da lasten sistem za upravljanje 
vsebin omogoča točno določenemu ciljnemu končnemu uporabniku enostavnejše, hitrejše in bolj 
pregledno upravljanje spletnega mesta v primerjavi z že uveljavljenimi, posplošenimi spletni 
sistemi za upravljanje vsebin. Predpostavljamo, da posplošeni sistemi za upravljanje vsebin 
vsebujejo veliko funkcionalnosti, ki jih ciljni končni uporabnik pogosto niti ne potrebuje. 
  
 2 
2  TEORETIČNI DEL 
2.1  Sistem za upravljanje vsebin 
Sistem za upravljanje vsebin ali s kratico CMS je program oziroma aplikacija, ki uporabniku 
omogoča upravljanje vsebin, kot so tekst, slike, multimedijske vsebine, povezave in razpredelnice, 
ki se prikazujejo v drugem delu programa ali aplikacije. Navadno so ti sistemi spletni sistemi, 
namenjeni upravljanju vsebine določenega spletnega mesta. Glavne lastnosti vsakega sistema 
CMS so možnost kreiranja novih vsebin in urejanja le-teh, možnost hranjenja vsebin, možnost 
organizacije delokroga z dodelitvijo različnih privilegijev in odgovornosti glede na vlogo 
posameznega uporabnika ter objava teh vsebin (1). Razlog, da so sistemi CMS tako razširjeni, je 
predvsem v tem, da končnemu uporabniku, ki je zadolžen za urejanje vsebin na spletni strani, to 
omogočajo brez ročnega vnosa kode, torej oseba, ki je zadolžena za vnos vsebin, ne potrebuje 
znanja kodiranja. 
 
2.1.1  Odprto- in zaprtokodni sistemi za upravljanje vsebin 
Odprtokodni program je računalniški program, kjer licenca oziroma licenčna pogodba daje 
uporabniku pravico do uporabe, spreminjanja in razširjanja. Zanje navadno skrbi skupina ne 
nujno povezanih avtorjev. Nasprotno zaprtokodni programi niso javno dostopni na spletu, avtor 
zaprtokodnega sistema pa je navadno podjetje, ki izdelek tudi dalje trži in/ali prodaja. Izvorne 
kode zaprtokodnega programa ne smemo nepooblaščeno razširjati in je spreminjati, niti za lastne 
potrebe. Na področju sistemov za upravljanje vsebin prevladujejo odprtokodni sistemi, predvsem 
zaradi nižjih stroškov izdelave, izdatne podpore razvijalskih skupnosti in enostavnega dostopa do 
napotkov ter reševanja problemov (2). 
 
2.1.2  Obstoječi, že uveljavljeni sistemi za upravljanje vsebin 
Na spletu je dostopnih kar nekaj že uveljavljenih sistemov CMS, ki jih je širša skupnost 
razvijalcev in ustvarjalcev spletnih vsebin sprejela kot standard v panogi. Zagotovo najbolj 
izstopa sistem za upravljanje vsebin Wordpress, ki po podatkih spletnega portala W3Techs, 
zadnjič posodobljenih februarja 2019, zaseda kar 60-odstotni tržni delež na področju sistemov 
CMS. Na sliki 1 je prikazanih najpriljubljenejših pet CMS sistemov in njihov tržni delež (3). 
Slika 1: Tržni delež najbolj uveljavljenih sistemov CMS 
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Wordpress je bil sprva razvit kot platforma za pisanje spletnega dnevnika (bloga), danes pa je 
uporabljen za praktično vse tipe spletnih strani, kot na primer elektronsko trgovanje, 
predstavitvene spletne strani, spletne strani podjetij, izobraževalne spletne strani in druge. Prav ta 
raznolikost in hkrati univerzalnost je eden izmed glavnih razlogov, zakaj sistem za upravljanje 
vsebin Wordpress zaseda tako velik tržni delež (4). 
 
2.2  Primerjava lastnega in obstoječega, že uveljavljenega sistema CMS 
Kot omenjeno, najpriljubljenejši sistemi CMS stremijo k univerzalnosti in raznolikosti z 
namenom, da pokrijejo potrebe čim večjega števila uporabnikov. S tem pa žrtvujejo nekatere 
druge lastnosti sistema, kot so uporabniška izkušnja, zmogljivost, prilagodljivost in v določenih 
primerih tudi varnost. Univerzalnost, ki je sicer glavno gonilo najbolj uveljavljenih sistemov CMS, 
lahko negativno vpliva na prej naštete vidike sistema, saj se hitro zgodi, da ima sistem ogromno 
funkcionalnosti, ki jih ne potrebujemo (5). Po drugi strani nam lastni sistem za upravljanje vsebin 
omogoča razvoj spletnega mesta, ki je povsem prilagojen potrebam, delokrogu in poslovni logiki 
končnega uporabnika, lastnosti, ki jih z univerzalnostjo žal izgubimo (6). 
 
2.2.1  Primerjava uporabniškega vmesnika 
Uporabniški vmesnik uveljavljenih sistemov CMS je v grobem enak, ne glede na to, kakšen tip 
strani urejamo in kaj so za urejevalca najpomembnejše vsebine. Prodajalcu je najpomembneje, da 
lahko doda in uredi izdelek v spletni trgovini. Vodji hotela, da lahko doda in/ali spremeni sobo 
ter ima pregled nad tem, katere sobe so gostom najzanimivejše. Bloger pa bi rad čim hitreje 
objavil svoj novi prispevek. To so primeri treh zelo različnih person, ki bi ob uporabi obstoječega 
sistema CMS vseeno vsaj v večji meri imele povsem enak uporabniški vmesnik sistema. Na sliki 2 
je predstavljen uporabniški vmesnik sistema Wordpress, ki ostaja enak, ne glede na to, kakšen tip 
strani urejamo in kateri tipi vsebin so urejevalcu spletnega mesta najbolj pomembni. 
 
Slika 2: Primer nadzorne plošče Wordpress sistema CMS 
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Lastni CMS lahko povsem prilagodimo potrebam končnega uporabnika sistema, saj sistem 
razvijamo z mislijo na točno določen scenarij, na katerega bo naletel urejevalec vsebin. Izhajamo 
iz potrebe določene persone in na podlagi te potrebe oblikujemo vmesnik sistema. Tak 
uporabniško-centrični pristop pozitivno vpliva na uporabniško izkušnjo uporabnika sistema. 
 
2.2.2  Primerjava varnosti sistemov 
Varnost sistema je prav tako pomemben dejavnik. Odprtokodni sistemi imajo, kot že omenjeno, 
celotno izvorno kodo dostopno širom celotnega svetovnega spleta, kar je odlično z vidika 
sodelovanja, prispevanja razvijalske skupnosti k projektu. Nekoliko slabše pa se ta dostopnost 
odraža na področju varnosti. Vsak lahko natančno prouči jedro sistema in tako odkrije morebitne 
pomanjkljivosti oziroma luknje v sistemu. Lastni CMS je v tem pogledu varnejši – niti ne deli 
izvorne kode z nobenim drugim sistemom, niti ni ta koda javno dostopna. Res pa je, da moramo 
za varnost poskrbeti povsem sami – skrbniki uveljavljenih sistemov CMS nenehno izdajajo 
posodobitve, ki med drugim skrbijo za varnost sistema. V primeru lastnega sistema pa moramo te 
posodobitve opravljati sami. 
 
2.2.3  Primerjava časa in stroška izdelave 
V zakup je vredno vzeti tudi čas (in posledično strošek) izdelave končnega izdelka. Z obstoječimi 
sistemi CMS je ta neprimerljivo krajši. Za večji del je že poskrbljeno, lastnosti, kot so 
avtentikacija, sinhronizacija z bazo podatkov, vloge uporabnikov in še marsikatere druge, so v 
sistem že privzeto vgrajene. Razpolagamo z obilico že razvitih tem in vtičnikov, ki jih lahko 
enostavno namestimo. Pri lastnem sistemu moramo vsako lastnost, ki jo želimo imeti, razviti 
oziroma vgraditi v sistem s pomočjo knjižnic. Stroški izdelave so večji; medtem ko se cene 
izdelave spletnega mesta z uporabo obstoječega sistema CMS začnejo pri nekaj sto evrih in le 
redko presežejo mejo 10.000 evrov, bi za razvoj lastnega sistema CMS odšteli najmanj dvakratno 
zgornjo mejo razvoja spletnega mesta z uporabo obstoječega sistema (strošek izdelave spletnega 
mesta sicer zelo varira in ga je težko posplošiti, saj je prisotnih ogromno dejavnikov, ki vplivajo 
na končno ceno, kot so zahtevane lastnosti, število strani in podstrani, število integracij itn.) (7). 
 
2.3  Načrtovanje lastnega sistema CMS 
Načrtovanje sistema je prva faza v procesu razvoja. Načrtovanje se prepogosto enači zgolj z 
vizualno podobo, torej uporabniškim vmesnikom, kar je napačno in površno. Načrtovanje 
zajema več zaporednih faz in načrtovanje izgleda vmesnika je le eden izmed členov te verige. 
Faze, potrebne pri načrtovanju sistema CMS oziroma kateregakoli programskega sistema, so: 
• razumevanje uporabnika in njegovih potreb, 
• raziskava in vrednotenje že obstoječih rešitev, 
• skiciranje sistema, 
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• oblikovanje sistema, 
• implementacija oziroma programiranje sistema, 
• evalvacija sistema (8). 
Implementacija in posledično evalvacija sta sicer del procesa, a ne spadata v samo fazo 
načrtovanja. Implementacija z drugimi besedami pomeni razvoj sistema, torej dejansko 
programiranje. Posledično evalvacija ni mogoča, dokler sistem ni razvit in v uporabi, vsaj ne v 
polni meri. Pogosto si sicer pomagamo s prototipi (9), kjer s pomočjo različnih orodij poskušamo 
izpustiti korak implementacije in iz oblikovanja čim hitreje preskočiti na evalvacijo z namenom 
vrednotenja miselne in vizualne zasnove projekta še pred fazo implementacije. 
 
2.3.1  Razumevanje uporabnika 
Oblikovanje vedno rešuje določen problem, s katerim se uporabnik sistema sreča v svojem 
delokrogu. Za uspešno načrtovanje sistema, je ključnega pomena, da uporabnika razumemo in 
mu ta proces reševanja problema čim bolj poenostavimo. Uporabnika skušamo razumeti na 
različne načine, kot na primer z vprašalniki, pogovori, analizo obnašanja pri sorodnih izdelkih, 
analizo problemov, s katerimi se srečujejo pri delu in analizo zahtev, ki jih imajo. 
Rezultat te faze so navadno tako imenovane persone ključnih tipov uporabnikov. Persona je 
izmišljena oseba, ki predstavlja obnašanje določene značilne skupine uporabnikov (10). Na 
podlagi persone določimo ključne potrebe in dejanja takega tipa uporabnika. 
 
2.3.2  Raziskava 
V fazi raziskave se osredotočimo predvsem na že obstoječe rešitve na tem ali sorodnem 
področju. S tem ne želimo kopirati obstoječih izdelkov, temveč jih analizirati, določiti prednosti 
in slabosti, ki jih vsak posamezni izdelek ima ter na podlagi teh dognanj, te vkomponirati, 
oziroma odstraniti. Analiziramo tudi trenutne trende na področju oblikovanja in jim poskušamo 
slediti, pri tem pa paziti, da sledimo lastnim smernicam načrtovanja uporabniške izkušnje in 
vmesnika (8). 
 
2.3.3  Skiciranje sistema 
S skiciranjem stremimo k razumevanju in oblikovanju sistema kot celote in se v tej fazi ne 
posvečamo podrobnostim, kot so barva, družina pisave, sence itd. Proces skiciranja je 
ponavljajoč proces, skice večkrat pregledamo, jih ocenimo, po potrebi popravimo oziroma 
spremenimo. Ker nam ni treba paziti na podrobnosti, so te ponovitve razmeroma hitre (11). 
Rezultat te faze so poleg skic žični modeli, diagrami poteka in informacijska arhitektura. Na 
podlagi rezultatov se oblikuje končna grafična podoba vmesnika, kjer ključnih elementov 
navadno ne spreminjamo več. 
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2.3.4  Oblikovanje 
Pri oblikovanju izgleda vmesnika sistema postavitev in potek elementov dopolnimo z barvami, 
izbiro tipografije, ikonografijo in slikovnim materialom ter apliciramo druga načela oblikovnih 
značilnosti vmesnika, kot so odmiki, velikosti ponavljajočih se elementov, pojavna okna in drugo 
(8). Pri oblikovanju je pomembno, da se zavedamo pomena izbire različnih družin pisav in barv, 
saj imajo zlasti barve močan psihološki učinek na človeka. Napačna izbira barve lahko sistem 
naredi nejasen in nerazumljiv. Pomemben vidik oblikovanja vmesnika je tudi konsistenca med 
celotnim vmesnikom. Velikost in pozicija naslovov, barva, oblika in pozicija gumbov, razmiki 
med elementi in vse druge, ponavljajoče se lastnosti morajo biti v sistemu enotne, saj se tako 
uporabnik hitreje »nauči« uporabljati sistem, kar vodi do boljše uporabniške izkušnje. Rezultat 
faze oblikovanja je končna podoba uporabniškega vmesnika sistema z določenimi smernicami 
oblikovanja, pogosto tudi predstavitveni modeli in prototipi, ki najbolj realistično predstavljajo 
končni izdelek (8). 
 
2.4  Razvoj oziroma programiranje lastnega sistema CMS 
Sistem za upravljanje vsebin je kompleksna spletna aplikacija, ki vključuje veliko različnih spletnih 
tehnologij. CMS se ukvarja z dinamičnimi stranmi, saj podatki niso statično vneseni v izvorno 
kodo, temveč jih na zahtevo odjemalca dinamično pridobimo iz baze podatkov. Za delovanje 
torej potrebuje strežnik, na katerem je nameščen operacijski sistem (največkrat Linux), spletni 
strežnik, bazo podatkov, programsko kodo, ki se izvede na strežniku ter programsko in 
označevalno kodo, ki se izvede na odjemalcu. 
Spletni sistem CMS, tako kot vsak spletni sistem, 
sledi klasičnemu modelu spletne komunikacije 
med odjemalcem in strežnikom. Kot je 
shematsko prikazano na sliki 3, odjemalec pošlje 
zahtevo strežniku prek spletnega protokola 
HTTP (angl. Hyper Text Transfer Protocol), 
strežnik in programska koda na strežniku to 
zahtevo obdelata in po potrebi vzpostavita 
komunikacijo z bazo podatkov, iz katere 
izluščita iskane podatke ali pa nove podatke 
shranita v nove oziroma posodobita obstoječe 
zapise v bazi podatkov (12). Ko strežnik pridobi in obdela vse zahtevane podatke, odjemalcu 
vrne odziv. Ta odziv je običajno označevalna koda HTML (angl. Hypertext Markup Language) 
skupaj z morebitnimi dodatnimi datotekami, kot so slogovne predloge CSS (angl. Cascading Style 
Sheets), skriptni programski jezik JavaScript, pisave, slike in druge medijske vsebine. Ob novem 
zahtevku se ta cikel ponovi. HTTP za komunikacijo uporablja različne metode; vseh je devet, 
največkrat uporabljene pa so metode »get«, »put«, »post« in »delete«. Glede na tip metode 
Slika 3: Shematični prikaz komunikacije odjemalca s 
strežnikom prek protokola HTTP 
 7 
protokola HTTP se strežnik odloči, kaj narediti s prejetimi podatki oziroma katere podatke mora 
prikazati (13). 
Omenjeni tip komunikacije je sinhroničen, kar pomeni, da se celotna poizvedba oziroma zahteva 
zgodi istočasno. Ko uporabnik vnese URL-naslov (angl. Uniform Resource Locator) in 
odjemalec pošlje zahtevo strežniku, mora odjemalec počakati, da strežnik vrne odziv. Šele nato 
lahko brskalnik na podlagi prejetih datotek HTML, CSS in JS uporabniku prikaže spletno stran. 
Med tem časom uporabnik s spletno stranjo ne more opraviti nikakršne interakcije (13). 
V modernejših spletnih sistemih je vse bolj v uporabi asinhrona tehnika komuniciranja odjemalca 
s strežnikom, imenovana AJAX (angl. Asynchronous JavaScript and XML). Asinhronost v 
nasprotju s sinhronostjo pomeni, da se zahteve ne izvajajo istočasno. Odjemalec še vedno pošlje 
zahtevo strežniku, le da ta v tem primeru poteka v ozadju, uporabnik pa med časom zahteve 
nemoteno razpolaga z drugimi elementi na spletni strani, ki so ali že bili naloženi ali pa ni bilo 
potrebe po tem, da bi se posodobili (14). Tak pristop nam omogoča, da dinamično posodabljamo 
podatke na spletni strani, ne da bi pri tem morali celotno spletno stran znova naložiti. 
 
2.4.1  Tehnologije čelnega dela sistema 
Na čelnem delu sistema se v največji meri uporabljajo tri tehnologije: označevalni jezik HTML, ki 
opisuje in tvori vsebinsko strukturo spletne strani, prekrivni slogi CSS, ki so zadolženi za vizualno 
predstavitev spletne strani in odzivnost, ter skriptni programski jezik JavaScript, ki spletni strani 
doda interaktivnost in je sposoben komunicirati s strežnikom. 
 
2.4.1.1  Označevalni jezik HTML 
Označevalni jezik HTML je standardni označevalni jezik za prikazovanje spletnih strani. Vsebino 
označujemo s tako imenovanimi značkami, ki določajo tip vsebine. Značke se navadno pojavljajo 
v paru (ne nujno) ter narekujejo začetek in konec določenega tipa vsebine. Vsaka značka lahko 
vsebuje tudi različne atribute, kot so »id«, »class«, »style«, »onclick« in drugi, medtem ko imajo 
nekatere značke tudi posebne atribute, kot sta atribut »href« na znački za povezavo in atribut 
»src« na znački za sliko. V grobem dokument HTML ni nič drugega kot tekstovna datoteka s 
posebnimi pravili označevanja (15). 
 
2.4.1.2  Prekrivni slogi CSS 
S prekrivnimi slogi CSS vizualno oblikujemo spletno stran. Elementom na strani lahko 
spreminjamo barvo, vrsto pisave in postavitev, dodeljujemo notranje in zunanje odmike ter 
spreminjamo še vrsto drugih lastnosti. CSS nam ponuja tudi enostaven način spreminjanja 
lastnosti elementov glede na velikost okna brskalnika, kar nam omogoča, da spletne strani 
prilagodimo za prikazovanje na mobilnih napravah oziroma naredimo stran odzivno (16). 
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Prekrivne sloge CSS lahko v dokument HTML vključimo na več načinov: vrstično, interno v 
dokumentu HTML ali pa z vključitvijo zunanje datoteke CSS v HTML dokument. Najpogosteje 
se poslužujemo zadnjega načina, saj v tem primeru kodo CSS napišemo enkrat in jo na vsaki 
strani zgolj vključimo s posebno značko »link«, navadno v glavi dokumenta HTML (17). 
 
2.4.1.3  Programski jezik JavaScript 
Skriptni jezik JavaScript, pogosto okrajšan s kratico JS, nam omogoča dinamično posodabljanje 
vsebin spletne strani, ustvarjanje kompleksnih animacij, dodajanje interaktivnosti, nadzor nad 
multimedijskimi vsebinami, spremljanje akcij uporabnika ter odziv nanje in še vrsto drugih 
funkcij, ki jih zgolj s HTML in CSS ne moremo doseči (18). 
Tako kot CSS tudi kodo programskega jezika JavaScript v dokument HTML lahko vključimo na 
več načinov, bodisi z zunanjo datoteko ali internim blokom, vključenim v dokument HTML. 
Podobno kot pri CSS je tudi tu največkrat uporabljen način vstavljanja zunanje datoteke v 
dokument s posebno značko »script«. 
S programskim jezikom JavaScript lahko določamo spremenljivke, funkcije in ustvarjamo zanke. 
Spremenljivke nastopajo kot shramba za določeno vrednost, ki jo med izvedbo programa želimo 
shraniti (18). Funkcija je procedura, niz ukazov z namenom izvršitve določenega opravila ali 
izračuna vrednosti (19). Zanke nam omogočajo ponavljanje določenega dela programske kode. 
Uporabne so predvsem, kadar želimo izvesti podobno ali celo enako opravilo večkrat 
zaporedoma (20). 
Pri programiranju s programskim jezikom JavaScript se pogosto poslužujemo tako imenovanih 
knjižnic. Knjižnica je programska koda tujega avtorja, ustvarjena z namenom lažjega in hitrejšega 
razvijanja lastne programske kode. Knjižnica ne nadomešča logike, ki jo nosi naša programska 
kode, temveč nam služi kot razširitev funkcionalnosti, s katerimi razpolagamo (21). 
Določene knjižnice, ki nudijo celo vrsto funkcionalnosti in imajo več kot le en, specifičen namen, 
označimo kot programsko ogrodje (21). Primer takega ogrodja je knjižnica React, ki omogoča 
posodabljanje, oblikovanje, tvorjenje in vstavljanje vsebine v dokument HTML. Ogrodje React, 
katerega avtor je podjetje Facebook, je v modernih spletnih sistemih izjemno priljubljeno kot 
sredstvo za razvoj uporabniških vmesnikov (22). 
 
2.4.2  Tehnologije zalednega dela sistema 
Zaledje sistema predstavlja programska koda, ki jo uporabniku skrita in z njo nima neposrednega 
stika. Strežnik s pomočjo programske kode obdeluje informacije, ki mu jih kot zahtevo posreduje 
odjemalec in odjemalcu, kot odziv, vrne obdelane informacije oziroma določeno spletno stran. V 
programsko kodo zaledja je navadno vgrajen večji del poslovne logike sistema. Programska koda 
zaledja je zadolžena tudi za komunikacijo z bazo podatkov. Koda je lahko napisana v kateremkoli 
programskem jeziku, ki ga strežnik lahko tolmači. Nekateri izmed najpriljubljenejših in največkrat 
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uporabljenih programskih jezikov zalednih sistemov so PHP, ASP.NET (C#), Java, Ruby in 
Python.  
Preglednica 1: Pregled deleža uporabe različnih programskih jezikov v zalednih sistemih (23) 
PROGRAMSKI JEZIK DELEŽ SPLETNIH STRANI, KI TA JEZIK UPORABLJAJO [%] 
PHP 79,0 





Programski jezik PHP (angl. Hypertext Preprocessor), kot je razvidno v preglednici 1, zavzema 
največji delež med uporabo različnih programskih jezikov v zalednih sistemih. Največji razlog za 
to je dejstvo, da je PHP uporabljen v vseh najbolj uveljavljenih sistemih za upravljanje vsebin. 
 
2.4.2.1  Programski jezik PHP 
PHP je široko uporabljen, odprtokodni skriptni programski jezik, primeren predvsem za razvoj 
spletnih aplikacij. Programska koda PHP se vedno izvrši na strežniku; odjemalec, za razliko od 
programskega jezika JavaScript, kode PHP ne razume in je ne zna prevesti. Koda, izvršena na 
strežniku, kot rezultat vrne dinamično generirano kodo HTML, ki jo posreduje odjemalcu in ki jo 
ta razume. Programski jezik PHP ponuja napredne funkcionalnosti, ki več kot zadoščajo 
potrebam profesionalnega razvoja spletnih aplikacij (24). 
Za razliko od programskega jezika JavaScript, ki velja za funkcijski programski jezik, je PHP 
veliko bolj objektno usmerjen programski jezik. Objektno usmerjen programski jezik oziroma 
objektno usmerjeno programiranje je, bolj kot na akcije, osredotočeno na podatke (objekte). Bolj 
kot samo logiko v zakup vzamemo objekte, ki jih želimo upravljati, in to, kaj ti objekti 
predstavljajo. Ti objekti se med seboj povezujejo, lahko so sorodni, določene lastnosti se med 
seboj celo dedujejo. Razred objektov narekuje tip podatkov, ki jih objekt lahko vsebuje, in logične 
operacije, imenovane metode, ki jih je objekt sposoben izvesti (25). 
Podobno kot za programski jezik JavaScript tudi za PHP obstajajo knjižnice in programska 
ogrodja, ki omogočajo hitrejši razvoj z razširitvijo funkcionalnosti. Eno izmed bolj priljubljenih 
ogrodij za razvoj spletnih aplikacij je ogrodje Laravel. Laravel omogoča enostavno povezovanje z 
različnimi tipi baz podatkov, ima vgrajen usmerjevalnik za lažji nadzor nad sistemom pri 
posamezni zahtevi odjemalca in temelji na zelo priljubljenem arhitekturnem vzorcu MVC (angl. 
Model-View-Controller), kjer različni deli sistema skrbijo za različne naloge, ki jih sistem opravlja 
(26). Ogrodje Laravel opravlja še vrsto drugih, kompleksnih nalog, s čimer razbremeni razvijalca, 
ki se lahko posveti zgolj vgradnji logike sistema. 
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2.4.3  Baza podatkov 
Baza podatkov je organizirana zbirka informacij, do katerih lahko enostavno dostopamo, jih 
urejamo in posodabljamo. V bazo podatkov shranjujemo vse podatke, katerih vrednosti ne 
poznamo pred vzpostavitvijo sistema, na primer uporabniška imena in gesla uporabnikov, 
naslove in vsebino strani, komentarje, itd. Ker baze podatkov lahko hranijo zelo veliko količino 
informacij, je ključna lastnost vsake baze podatkov enostavnost iskanja točno določene 
informacije oziroma zbirke sorodnih informacij. Glede na način organizacije teh podatkov in 
posledično iskanja, ločimo različne tipe podatkovnih baz, kot so relacijske, nerelacijske in 
dokumentne, objektno orientirane, podatkovne baze, osnovane na principu diagramov, in ERM 
(angl. entity-relationship model) podatkovne baze (27).  
Pri spletnih sistemih so najpogosteje v uporabi relacijske podatkovne baze. V relacijskih 
podatkovnih bazah so podatki shranjeni v razpredelnicah, ki jim moramo predhodno določiti 
stolpce in tip podatka, ki ga lahko v določen stolpec shranimo. V vrsticah razpredelnice hranimo 
posamezne zapise. Posamezne razpredelnice znotraj baze podatkov se lahko med seboj 
povezujejo, torej med njimi lahko nastopa določeno razmerje, odnos, relacija (od tu tudi prihaja 
izraz »relacijske« podatkovne baze) (27). Poznamo različne tipe teh relacij, in sicer relacija ena 
proti mnogo, relacija ena proti ena in relacija mnogo proti mnogo, ki se nanašajo na množinsko 
razmerje med določenima razpredelnicama (28). Za dostopanje do podatkov, zapisanih v 
relacijskih podatkovnih bazah, uporabljamo strukturiran povpraševalni jezik SQL (angl. 
Structured Query Language). Za upravljanje relacijskih podatkovnih baz največkrat uporabimo 
sistem MySQL, ki je tudi standardni del že omenjene celostne programske rešitve LAMP (29). 
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3  EKSPERIMENTALNI DEL 
V eksperimentalnem delu smo sledili predstavljenim korakom razvijanja sistema CMS. Sistem 
smo načrtovali na osnovi izmišljenega scenarija: ponudnik turističnih nočitvenih kapacitet bi rad 
izboljšal svojo spletno prisotnost z lastno spletno stranjo. Ker nima ne znanja ne časa za 
oblikovanje in kodiranje, potrebuje nek sistem (CMS), kjer bo lahko na enostaven način dodajal 
in urejal vsebine spletne strani. Scenarij je sicer izmišljen, a ga enostavno prenesemo na težave, s 
katerimi se srečujejo vsakodnevni ljudje, ko se želijo predstaviti tudi na svetovnem spletu. 
Predstavljen nam je bil torej točno določen scenarij, problem ponudnika nočitvenih kapacitet, in 
naš izziv je bil najti ustrezno rešitev. Zastavili smo si ključna vprašanja, kot so: 
• katere vsebine spletne strani bo tak uporabnik najpogosteje urejal, 
• s čim se ne želi ukvarjati, 
• kakšen je namen takega tipa spletnega mesta, 
• nad katerimi akcijami obiskovalcev spletnega mesta želi imeti pregled. 
Po zastavljenih ključnih vprašanjih smo se lotili načrtovanja in izdelave lastnega sistema za 
upravljanje vsebin. 
 
3.1  Načrtovanje sistema 
Temelj procesa ustvarjanja spletnega sistema sta dobro zasnovana struktura in načrt sistema. V 
fazi načrtovanja smo želeli razumeti tip uporabnika, narediti raziskavo, katere lastnosti obstoječih 
sistemov bi takemu uporabniku dobro služile in kateri deli bi lahko bili bolje prilagojeni za točno 
tak tip uporabnika. Na podlagi ugotovitev smo naredili idejno zasnovo, skicirali sistem in zastavili 
informacijsko arhitekturo ter nazadnje oblikovali žične modele in grafično podobo vmesnika 
sistema. 
 
3.1.1  Razumevanje uporabnika in raziskava 
Če želimo narediti sistem, ki je uporabniku prijazen in predvsem usmerjen v reševanje njegovih 
problemov, moramo uporabnika najprej dobro razumeti in predvideti situacije, v katerih se bo 
znašel. Odgovoriti želimo na ključna vprašanja, ki smo si jih zastavili pred začetkom načrtovanja. 
V našem primeru bo uporabnik največkrat urejal namestitve, s katerimi razpolaga. Za ponudnika 
turističnih nočitvenih kapacitet je ključno, da ima jasen pregled nad namestitvami, jih dodaja, 
odstranjuje in enostavno ureja. Poleg namestitev bo uporabnik želel urejati še vsebino domače 
strani in dodati nekaj vsebinskih podstrani, kar pomeni, da mu mora sistem omogočiti tudi 
pregled nad stranmi, možnost dodajanja novih in urejanje obstoječih. Želel bo imeti pregled nad 
uporabniki sistema in različnim tipom uporabnikov dodeliti različne pravice in dovoljenja za 
upravljanje sistema. Uporabnik se ne bo želel ukvarjati z oblikovno zasnovo spletnega mesta, 
želel pa bo imeti nekaj možnosti za prilaganje izgleda vmesnika, kot so glavne barve, družine 
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pisav in vnos svojega logotipa, torej bo želel spletno stran vizualno prilagoditi svoji blagovni 
znamki. Primarna želja uporabnika je čim večje število rezervacij njegovih nočitvenih kapacitet, 
sekundarno bi rad imel pregled nad tem, katere nočitvene kapacitete iz njegove ponudbe 
obiskovalce bolj zanimajo in katere manj. Z željo po razumevanju uporabnika smo določili glavne 
cilje, ki jih mora naš sistem izpolnjevati. 
Analizirali smo obstoječe sisteme CMS ter določili pozitivne in negativne lastnosti teh sistemov. 
V grobem smo obstoječe rešitve razdelili v dve skupini: vizualni urejevalniki spletnih vsebin, kjer 
smo poleg vnosa vsebin odgovorni tudi za končni izgled in postavitev elementov ter rešitve CMS, 
kot so Wordpress, Drupal in Joomla, kjer je za končni izgled v največji meri zadolžen razvijalec, 
uporabnik pa vsebine zgolj vnaša. Vizualni urejevalniki spletnih vsebin, kot je na primer spletni 
sistem CMS Wix, imajo odlično razvit vmesnik za dodajanje in oblikovanje vsebin, kar sočasno 
pomeni tudi veliko odgovornost za končni izgled spletnega mesta. Zelo okrnjena administracija 
takih sistemov ne zadošča potrebam našega uporabnika po pregledu nad uporabniki in 
priljubljenostjo namestitev. Po drugi strani sistemi CMS, kot so Wordpress, Drupal in Joomla, 
nudijo zelo robustno administracijo, v kateri lahko urejamo in imamo nadzor nad skoraj vsakim 
vidikom sistema, in bi bili primernejši. Prvotno so bolj usmerjeni v vnos vsebin kot v oblikovanje 
le-te, čeprav se z določenimi razširitvami in vtičniki lahko tudi zelo približajo vizualnim 
urejevalnikom. Glavni problem teh sistemov s stališča uporabniške izkušnje je, da so posplošeni 
za vse tipe uporabnikov. Kot že omenjeno, je glavna skrb našega uporabnika urejanje in pregled 
namestitev, nad katerimi želi imeti največ pregleda in do njih najhitreje dostopati, kar bi s temi 
sistemi težko dosegli. Na ta način smo določili lastnosti uveljavljenih sistemov, ki jih želimo 
preslikati v naš sistem in izpostavili pomanjkljivosti teh sistemov, ki jih želimo v čim večji meri 
izničiti in odpraviti. 
 
3.1.2  Informacijska arhitektura in skica sistema 
Po zastavljenih ciljih sistema in izpostavljenimi potrebami uporabnika smo se lotili načrtovanja 
same funkcionalnosti in izgleda sistema. Z določitvijo informacijske arhitekture sistema smo za 
vsako stran administracije navedli posamezne tipe vsebin, ki jih stran vsebuje, urejenost te 
vsebine in konsistenco prikazovanja vsebine. Pri umeščanju in določevanju tipov vsebin smo se 
držali prejšnjih ugotovitev o potrebah uporabnika in načel, ki naj bi se jih sistem držal. 
Za glavno stran administracije smo navedli prikazovanje na zadnje vnesenih namestitev in strani, 
pregled uporabnikov, prikazovanje priljubljenosti namestitev med obiskovalci in pregled nad 
akcijami uporabnikov. Na straneh pregleda namestitev se prikazujejo vse namestitve s hitrim 
pregledom nad namestitvijo in možnostjo urejanja posamezne namestitve. Stran z možnostjo 
urejanja vsebuje obrazec, oziroma vmesnik, za urejanje namestitve in akcijo shranjevanja oziroma 
objave. Podoben potek informacij in akcij smo določili tudi za pregled in urejanje strani. Pri 
pregledu uporabnikov smo izpostavili možnost spreminjanja pravic uporabnika (njegove vloge), 
saj je to edini parameter, ki ga pri uporabniku želimo spreminjati, druge podatke v sistem vnese 
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uporabnik sam. Določili smo tudi tipe vsebin, ki se prikazujejo v delu administracije z 
nastavitvami. Na sliki 4 je prikazana informacijska arhitektura z navedenimi tipi vsebin za vsako 
ključno stran sistema. Prikazan je tudi skiciran diagram poteka, od prijave v sistem, do urejanja 
vsebin in nastavitev. 
Na podlagi informacijske arhitekture, kjer smo se ukvarjali zgolj s tipi informacij in vsebin, ki se 
na posamezni strani pojavljajo, smo izdelali še skico sistema. Skica sistema, kot je prikazano na 
sliki 5, le na grobo ponazarja postavitev elementov na posamezni strani, njihovo izpostavljenost 
in posledično pomembnost. Pri skiciranju obliko šele ustvarjamo, zato navadno prihaja do 
številnih popravkov in sprememb. 
  
Slika 4: Primer skicirane informacijske arhitekture sistema 
Slika 5: Primer skice uporabniškega vmesnika 
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3.1.3  Žični modeli in grafična podoba vmesnika 
Tako žične modele kot grafično podobo vmesnika smo izdelali v digitalni obliki v programskem 
okolju Sketch. Sketch je program za urejanje vektorske grafike, na voljo zgolj za operacijski 
sistem MacOS, namenjen prav izdelavi in oblikovanju uporabniških vmesnikov, čeprav bi, glede 
na to, da podpira oblikovanje tako vektorske kot rastrske grafike, v njem lahko oblikovali tudi 
tiskovine, ikonografijo in statično spletno grafiko. 
Žični model predstavlja končno obliko in postavitev sistema, brez vizualnih podrobnosti, kot so 
barva, družina pisave itd. Ustvarili smo ga na podlagi definicij izdelane informacijske arhitekture 
in po referenci skice. Z žičnim modelom smo zajeli vse strani administracije, določili postavitev 
posameznih elementov in odrazili enotnost elementov med celotnim sistemom. Slika 6 prikazuje 
programsko okolje Sketch in žične modele sistema. 
Ko smo izdelali žični model, smo vmesnik grafično oblikovali. Pri grafičnem oblikovanju 
vmesnika ne razmišljamo več o postavitvi elementov, temveč o njihovi obliki in vizualni podobi, 
kot je to dobro razvidno na sliki 7.  
 
Slika 7: Primerjava žičnega modela in grafične podobe vmesnika 
Določili smo primarno in sekundarno barvo, barvo ozadja, barve, povezane s prikazovanjem 
stanja sistema (napaka, opozorilo, uspeh, itd.), določili smo družino pisave za naslove in tekoče 
besedilo ter definirali grafično podobo ponavljajočim se elementom. Ker smo se s temi 
Slika 6: Programsko okolje Sketch in žični model sistema CMS 
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spremenljivkami prvič srečali šele na tem koraku, je bil tudi ta proces postopen in je zhteval več 
ponovitev. Na sliki 8 je prikazan proces ponovitev s spremembami barvnih kombinacij in 
poudarki na različnih elementih.  
S končano grafično podobo vmesnika sistema smo tudi zaključili z načrtovanjem sistema. 
Definirali smo vse cilje sistema, opredelili informacijsko arhitekturo in oblikovali grafični vmesnik 
sistema CMS. 
 
3.2  Programiranje oziroma razvoj sistema 
CMS je programsko kompleksen sistem, zato je ta del vzel v celotnem procesu izdelave največ 
časa. Za delo smo izbrali, kot že omenjeno, naslednje tehnologije: 
• PHP kot programski jezik zalednega sistema z uporabo ogrodja Laravel, 
• JavaScript knjižnico oziroma ogrodje React za razvoj čelnega dela sistema, torej 
uporabniškega vmesnika. 
Pri razvoju, predvsem za potrebe razvoja uporabniškega vmesnika, smo uporabili še nekatere 
druge knjižnice, kot so Axios, ki omogoča enostavno XHR komunikacijo odjemalca s 
strežnikom, Redux, ki omogoča enostaven nadzor stanja aplikacije čelnega dela sistema, CSS-
knjižnico Bulma, ki z že vnaprej nastavljenimi slogi omogoča hitrejše oblikovanje uporabniškega 
vmesnika in PHP-knjižnico Image, ki omogoča enostavno upravljanje in shranjevanje slik v 
zalednem delu sistema. 
 
 
Slika 8: Primer različnih barvnih kombinacij uporabniškega vmesnika 
 16 
3.2.1  Lokalno razvojno okolje 
Za delo s programskim jezikom PHP in ogrodjem Laravel, v lokalnem razvojnem okolju, smo 
morali na računalnik najprej namestiti določene sistemske programske pakete, kot so PHP-
tolmač, PHP-upravljavec programskih paketov Composer, JavaScript motor Node.js, katerega 
proces se namesto v brskalniku izvaja v sistemu računalnika in MySQL za delo s podatkovnimi 
bazami. Sistem smo razvijali v operacijskem sistemu MacOS, ki za razliko od operacijskega 
sistema Linux privzeto nima nameščenega nobenega upravljavca za nameščanje programskih 
paketov. Zato smo najprej namestili upravljavca paketov, ki je podprt tudi za operacijski sistem 
MacOS, Homebrew in z njim namestili vse zgoraj naštete programske pakete. Na sliki 9 je 
prikazan proces nameščanja programskih paketov s pomočjo upravljalca paketov Homebrew. 
Za pisanje kode smo uporabili program Visual Studio Code podjetja Microsoft. Visual Studio 
Code je odprtokodni program za urejanje besedila, podprt na vseh operacijskih sistemih 
(Windows, Mac in Linux). Omogoča nekatere napredne funkcije, kot so pregled datotečnega 
sistema, barvno označevanje sintakse, avtomatsko zaznavanje sintaktičnih napak v programski 
kodi, samodejno formatiranje kode, predlogi ob pisanju kode in avtomatsko urejanje pravilnosti 
zamikov vrstic kode. Priročen je tudi vgrajen ukazni poziv v samem programu, saj med delom s 
kodo večkrat posegamo po tem orodju. Uporabniški vmesnik programa Visual Studio Code je 
predstavljen na sliki 10. 
 
Slika 10: Uporabniški vmesnik programa Visual Studio Code 
Slika 9: Primer nameščanja programskih paketov z upravljavcem paketov 
Homebrew 
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3.2.2  Programiranje čelnega dela sistema – uporabniškega vmesnika 
Čelni del sistema se sestoji iz označevalnega jezika HTML, slogovnih predlog CSS in skriptnega 
jezika JavaScript. Programsko ogrodje React omogoča posebno sintakso, kjer lahko v nekoliko 
prilagojeni JavaScript kodi neposredno vstavimo HTML-ju podoben označevalni jezik, imenovan 
JSX (JavaScriptXML). Uporabimo lahko vse elemente, ki so nam na voljo v klasičnem 
označevalnem jeziku HTML. Glavna posebnost označevalnega jezika JSX je, dodajanje lastnih 
elementov oziroma komponent. Tudi kodo CSS lahko vstavimo neposredno v datoteko 
JavaScript, ki je bolj ali manj enaka klasični kodi CSS, z dodano možnostjo podajanja 
spremenljivk, kar običajno CSS ne omogoča. Tak pristop k programiranju uporabniških 
vmesnikov in tudi drugih programskih sistemov pogosto imenujemo komponentno naravnan 
razvoj in je v zadnjih letih postal izjemno priljubljen, saj je s tem, ko je ena datoteka oziroma ena 
komponenta zadolžena zgolj za točno določen del programa. Celotna programska koda je tako 
veliko bolj pregledna in razumljiva. V našem primeru združimo vso sintakso, oblikovanje in 
logiko določenega elementa v eno datoteko. Primer take kode prikazuje slika 11. 
 
Slika 11: Primer programske kode z uporabo JavaScript programskega ogrodja React 
Programsko ogrodje React nam ponuja še nekaj posebnosti. Kot smo omenili, celoten proces 
razvoja s tem ogrodjem temelji na posameznih komponentah, ki jih nato uporabljamo v različnih 
delih našega programa. Ker se pogosto zgodi, da predhodno ne poznamo vseh paramterov, ki jih 
komponenta vsebuje, ali pa nam v primeru asinhrone komunikacije odjemalca s strežnikom niti 
še niso na voljo, nam ogrodje React omogoča podajanje lastnosti oziroma atributov posamezni 
komponenti. Podobno kot znački HTML podamo vnaprej določen atribut – tudi pri uporabi 
ogrodja React lahko komponentam podajamo take atribute, le da so ti atributi povsem poljubni in 
jih določamo sami.  
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Primer atributa HTML in vnaprej določene značke: 
<a href="index.html"></a> 
 
Primer atributa in lastnega elementa pri uporabi ogrodja React: 
<Pozdrav imeOsebe="Janez" namen="Rojstni dan"></Pozdrav> 
 
Tako smo lahko lastno ustvarjen element »pozdrav« uporabili kjerkoli v programu in mu podali 
poljubne vrednosti atributov »imeOsebe« in »namen«, na podlagi katerih smo lahko bodisi samo 
spremenili vsebino ali pa celo izgled in/ali logiko elementa. 
Druga posebnost programskega ogrodja React je tako imenovani življenjski cikel elementa 
oziroma komponente. Programska koda ogrodja React zazna, kdaj je bil oziroma bo element 
prvič upodobljen, kdaj se bodo podatki, ki jih element vsebuje ali pa so mu bili posredovani, 
posodobili, kdaj bo element odstranjen iz dokumentnega modela brskalnika in še nekatere druge 
»življenjske dogodke« elementa. Tako nam ogrodje omogoča, da izvedemo določeno akcijo v 
točno določenem trenutku življenjskega cikla elementa. Posebnost življenjskega cikla elementa je 
metoda »render«, v kateri je strukturna sintaksa za upodobitev elementa in se izvede vsakič, ko 
ogrodje React zazna, da mora posodobiti izgled ali vsebino elementa. Na sliki 12 je predstavljen 
diagram poteka življenskega cikla elementa v programskem ogrodju React. 
Slika 12: Diagram "življenjskega cikla" elementa v programskem ogrodju 
React (30) 
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Na tak način smo postopno programirali celoten uporabniški vmesnik sistema po predlogi, ki 
smo jo določili v fazi načrtovanja. Na tej točki smo uporabili izmišljene podatke, ki smo jih 
kasneje nadomestili s podatki, ki nam jih je posredoval zaledni del sistema ob asinhroni 
komunikaciji odjemalca s strežnikom. Rezultat je bil vizualno in funkcionalno razvit vmesnik 
sistema CMS, brez povezave z bazo podatkov. 
 
3.2.3  Programiranje zalednega dela sistema – strežnika 
Zaledni del sistema smo, kot že omenjeno, programirali z uporabo programskega jezika PHP in 
njegovega programskega ogrodja Laravel. Zaledni del sistema je imel v našem primeru štiri glavne 
naloge, in sicer: 
• avtentikacija uporabnikov in ščitenje določenih vsebin glede na uspešnost overitve 
uporabnika, 
• vgradnja usmerjevalnika, ki na podlagi vnesenega URL-naslova sproži ustrezno 
funkcionalnost sistema, 
• komunikacija z bazo podatkov, torej pridobivanje, shranjevanje, posodabljanje in brisanje 
podatkov iz baze in 
• komunikacija z odjemalcem: sinhrona in asinhrona. 
Laravel temelji na programskem arhitekturnem vzorcu MVC. Ta arhitekturni vzorec nam 
omogoča delitev sistema v tri medsebojno povezane dele – tako ločimo programsko kodo glede 
na zadolžitev, ki jo nosi. Model je centralna komponenta tega vzorca. Zadolžen je za upravljanje s 
podatki, logiko in pravili določenega dela sistema. Pogled oziroma »view« je predstavitveni del v 
vzorcu, čigar naloga je predstavitev informacij končnemu uporabniku sistema. V našem primeru 
je pogled sistema čelni del sistema, torej JavaScript programsko ogrodje React (Laravel dopušča 
enostavno integracijo zunanjih komponent in tehnologij). Krmilnik oziroma »controller« je 
zadolžen za obdelavo informacij, ki vstopijo v sistem. Vnos obdela in ga pretvori v ukaz, ki je 
razumljiv modelu ali pogledu sistema. Na sliki 13 je shematično prikazan arhitekturni vzorec 
MVC. 
Slika 13: Shematični prikaz arhitekturnega vzorca MVC 
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3.2.3.1  Avtentikacija uporabnikov 
Avtentikacija je pri sistemih CMS ključnega pomena, saj ne želimo, da lahko vsebino spletne 
strani ureja vsak uporabnik, ki je prijavljen v sistem. Sistemi CMS v ta namen različnim tipom 
uporabnikov navadno dodelijo različne vloge, na podlagi katerih se potem sistem odloči, ali ima 
uporabnik pravico dostopati do določenih informacij in akcij, oziroma mu to prepreči. Za 
potrebe našega sistema smo določili vloge: 
• superadmin: lastnik sistema, ki ima dostop do vseh podatkov in vseh funkcij, 
• admin: uporabnik, ki ima dostop do administracije in lahko ureja vsebine, a ne vseh 
(admin v našem primeru ne more spremeniti vloge drugega uporabnika) in 
• user: uporabnik, ki nima dostopa do administracije, temveč zgolj do funkcionalnosti 
spletnega mesta, kot so komentiranje, shranjevanje in ocenjevanje namestitev. 
Vgraditev avtentikacije v ogrodju Laravel je izjemno enostavna; Laravel ob namestitvi v bazi 
podatkov privzeto ustvari razpredelnico »users«, ki jo koristi prav v ta namen. Vse, kar moramo 
narediti sami, je vključitev ukaza, ki ogrodju Laravel pove, da v sistem želimo vključiti 
avtentikacijo uporabnikov. Primer ukaza: 
Auth::routes(); 
»Auth« je PHP razred, ki ga ogrodje Laravel vsebuje, »routes« pa metoda, ki jo ta razred ponuja. S 
tem, ko sistemu podamo ta ukaz, nam ta samodejno ustvari končne točke za registracijo, prijavo, 
overitev in pozabljeno geslo uporabnika. Privzeto uporabniki nimajo dodeljenih različnih vlog, 
torej je bil to edini del želene funkcionalnosti overovitve, ki smo jo morali vgraditi sami. V 
modelu uporabnika smo dodali vnos »role« in v krmilniku, ki skrbi za registracijo uporabnika, 
dodali privzeto vlogo ob registraciji uporabnika »user«. V krmilniku, ki manipulira z modelom 
uporabnika, smo kasneje dodali še funkcionalnost spreminjanja vloge uporabnika. V vmesnem 
programju, ki vzdržuje pregled nad avtentikacijo uporabnika, smo dodali dodaten pogoj, ki za 
določene dele sistema preveri ne le stanje avtentikacije, temveč tudi vlogo prijavljenega 
uporabnika. Na sliki 14 je prikazana programska koda, ki ob poizvedbi uporabnika v 
administracijski del sistema preveri njegovo vlogo in stanje avtentikacije. 
Slika 14: Primer preverjanja stanja avtentikacije uporabnika 
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3.2.3.2  Vgradnja usmerjevalnika 
Usmerjevalnik v programskem sistemu zaledja spremlja zahteve odjemalca in na podlagi teh 
zahtev sproži določeno funkcionalnost sistema. Spremlja predvsem podan URL-naslov in pa 
metodo protokola HTTP. Lahko pa spremlja tudi še nekatere dodatne parametre, kot so 
parametri iskanja v URL-naslovu. Za potrebe našega sistema smo vgradili dva različna 
usmerjevalnika, enega za sinhrono in enega za asinhrono AJAX-komunikacijo odjemalca s 
strežnikom. 
Sinhrona komunikacija je v našem primeru izjemno enostavna. Razdelili smo jo na tri možne 
scenarije: 
• prikaz spletnega mesta, 
• prikaz vmesnika za prijavo ali registracijo in 
• prikaz administracije. 
Na podlagi navedenih scenarijev, smo odjemalcu, kot odziv, podali navodilo, kateri del aplikacije 
mora prikazati. Vse nadaljnje usmerjanje smo rešili z uporabo usmerjevalnika JavaScript ogrodja 
React in asinhrone komunikacije odjemalca s strežnikom. Scenariju za prikaz administracije smo 
dodatno ukazali, naj, preden odjemalcu vrne odziv, preveri avtentikacijo uporabnika. Slika 15 
prikazuje primer programske kode usmerjevalnika. 
 
Slika 15: Primer vgradnje usmerjevalnika zalednega sistema 
Razred »Route« ima različne metode, ki se ujemajo z možnimi metodami HTTP (»get«, »post«, 
»delete« in druge). Te metode, kot parameter, prejmejo ime poti oziroma relativen URL-naslov in 
pa krmilnik ali funkcijo, ki skrbi za logiko določene končne točke. Razred »Route« ima tudi 
dodatno metodo »group«, kjer lahko skupini podobnih končnih točk določimo sorodno 
delovanje. V našem primeru smo vsem končnim točkam, ki so na voljo zgolj administratorjem, 
določili pravilo preverjanja tega pogoja. 
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Na podoben način smo vgradili tudi usmerjevalnik, zadolžen za asinhrono komunikacijo z 
odjemalcem. Za vsak tip podatka, ki smo ga želeli odjemalcu prikazati oziroma ga na strežniku 
obdelati, smo ustvarili svojo končno točko z določenim krmilnikom. Primer končne točke za 
pridobivanje vseh namestitev: 
Route::get('accommodations', 'API\AccommodationController@index'); 
Zgornji primer bi se prevedel v URL-naslov »/api/accommodations/«, zanj pa bi bil zadolžen 
krmilnik »AccommodationController« oziroma natančneje funkcija v krmilniku po imenu 
»index«. 
 
3.2.3.3  Komunikacija zalednega sistema z bazo podatkov 
Z bazo podatkov neposredno komunicira zaledni del sistema. Kot že omenjeno, za izvajanje 
poizvedb in akcij po relacijskih bazah podatkov uporabljamo jezik SQL. Ogrodje Laravel pa z 
vgradnjo ORM (angl. object-relational mapper) ponuja posebno sintakso, ki nam te poizvedbe in 
akcije olajša in poenostavi. Komunikacijo z bazo podatkov navadno vzpostavimo v krmilniku, 
kjer glede na določeno zahtevo odjemalca izvedemo določeno poizvedbo ali akcijo v bazi 
podatkov. Primer poizvedbe v ogrodju Laravel: 
Page::all(); 
Zgornji primer bi lahko prevedli v sintakso SQL, in sicer: 
SELECT * FROM pages; 
»Page« v prvem primeru je model, na katerem želimo izvesti poizvedbo, »all()« pa metoda, ki jo 
Laravel ponuja za pridobivanje vseh zapisov tega modela iz baze podatkov. Teh metod za 
pridobivanje in manipuliranje podatkov v bazi je ogromno, za naše potrebe smo največkrat 
uporabili še metode »where()«, »limit()«, »orderBy()«, »find()«, »firstOrNew()« in »paginate()«. Že 
pri enostavnem primeru pridobivanja vseh zapisov lahko vidimo, da nam programsko ogrodje 
Laravel zelo poenostavi komunikacijo z bazo podatkov, še zlasti pa se je to odražalo pri 
kompleksnejših poizvedbah in manipulacijah. Slika 16 prikazuje primer zahtevnejše poizvedbe z 
uporabo večih metod. 
Slika 16: Primer poizvedbe v bazi podatkov v programskem ogrodju Laravel 
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3.2.3.4  Komunikacija zalednega sistema z odjemalcem 
V prejšnjih korakih smo že vgradili usmerjevalnik, ki spremlja zahteve odejmalca in sproži 
določeno funkcionalnost sistema. Za funkcionalnost določenega dela sistema skrbi krmilnik. 
Krmilnik v našem primeru je PHP razred, ki podeduje lastnosti že obstoječega Laravel razreda 
»Controller«. Za vsak ključni del sistema, kot so namestitve, strani, uporabniki, itd., smo ustvarili 
svoj krmilnik. Vsakemu krmilniku smo določili več metod za različne naloge, ki jih lahko izvaja, 
recimo prikaz vseh namestitev, ali pa prikaz zgolj določene namestitve. V krmilniku smo glede na 
zahtevo odjemalca naredili ustrezno poizvedbo ali akcijo v bazi podatkov, po potrebi upravljali 
model in kot odziv pogledu posredovali želene podatke. Na tak način smo vgradili krmilnike, 
zadolžene za upravljanje uporabnikov, strani, namestitev, komentarjev in nastavitev, torej za 
celoten sistem CMS. 
 
Slika 17: Primer krmilnika v programskem ogrodju Laravel 
Na sliki 17 je primer krmilnika, zadolženega za ustvarjanje nove strani. Krmilnik najprej preveri 
ustreznost podatkov, ki jih je v sistem vnesel odjemalec. V primeru napake odjemalcu vrnemo 
odziv z informacijami o napaki in prekinemo proces. V nasprotnem primeru poskusimo ustvariti 
nov zapis v bazi podatkov v razpredelnici strani s pomočjo modela »Page« in metode »create()«. 
V primeru uspešnega zapisa odjemalcu vrnemo odziv z informacijo o uspešnosti akcije. Če 
kjerkoli v tem procesu pride do napake, odjemalcu vrnemo odziv z opisom napake. Na podoben 
način smo vgradili tudi druge metode na tem in drugih krmilnikih. 
S tem, ko smo zaključili ta korak, smo tudi končali z razvojem lastnega sistema CMS. Sledila je še 
selitev sistema iz lokalnega razvojnega okolja v produkcijsko. 
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3.3  Prenos sistema v produkcijsko razvojno okolje 
Smisel spletnega sistema je dostopnost z vseh računalnikov in mobilnih naprav, za kar 
potrebujemo oddaljen strežnik oziroma spletno gostovanje, do katerega nam je omogočen 
dostop in kamor sistem prenesemo. Za prenos sistema iz lokalnega razvojnega okolja v 
produkcijsko smo morali opraviti naslednje korake: 
• zakup oddaljenega strežnika oziroma spletnega gostovanja, 
• zakup spletne domene, 
• namestitev programskih paketov in prenos datotek sistema na oddaljen strežnik, 
• prilagoditev spremenljivk sistema za varno in nemoteno delovanje na oddaljenem 
strežniku. 
Strežnik smo zakupili pri ponudniku gostovanja DigitalOcean. Zanj smo se odločili, ker ponuja 
možnost oddaljenega dostopa do ukaznega poziva strežnika prek mrežnega protokola SSH (angl. 
Secure Shell) in preglednega uporabniškega vmesnika nadzorne plošče spletnega gostovanja, ki je 
prikazan na sliki 18. 
 
Slika 18: Uporabniški vmesnik ponudnika gostovanja DigitalOcean 
Pri podjetju Namecheap smo zakupili domeno »zigakrasovec.com« in jo povezali z nastavitvami 
na našem strežniku. Na strežniku smo namestili tudi certifikat SSL, ki omogoča varno povezavo 
med odjemalcem in strežnikom. 
Strežnik, ki smo ga zakupili, ima nameščen operacijski sistem Linux. Nanj smo se povezali prek 
mrežnega protokola SSH in na ta način dobili dostop do ukaznega poziva operacijskega sistema, 
nameščenega na strežniku. Operacijski sistem Linux ima, za razliko od operacijskega sistema 
MacOS, že privzeto nameščen upravljavec programskih paketov. Z upravljavcem programskih 
paketov smo namestili vse potrebne programske pakete, kot so PHP-tolmač, MySQL in Apache. 
Prenesli smo vse datoteke sistema iz lokalnega računalnika na strežnik ter na strežniku ustvarili 
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novo bazo podatkov. V datotekah sistema smo morali posodobiti spremenljivke, zadolžene za 
povezavo z bazo podatkov, saj so se ti podatki nekoliko razlikovali od podatkov iz lokalnega 
razvojnega okolja. Programsko ogrodje Laravel nam med razvojem spletne aplikacije omogoča 
pregled nad morebitnimi napakami, ki so lahko posledica napačnega zapisa spremenljivk ali 
funkcij v programski kodi, napačnega zaporedja logičnih operacij, poizvedb po neobstoječih 
datotekah ali zapisih oziroma drugih sistemsko kritičnih napak. Ta lastnost programskega ogrodja 
je priročna tekom razvoja, v produkcijskem razvojnem okolju pa predstavlja varnostno luknjo, saj 
bi morebitni napadalec imel pregled nad vsemi napakami, ki bi jih lahko analiziral ter tako odkril 
točko vdora v naš sistem. Programsko ogrodje omogoča izklop te lastnosti z določitvijo 
spremenljivke »app_debug« in vrednostjo »false«, kar smo v produkcijskem razvojnem okolju tudi 




4  REZULTATI IN RAZPRAVA 
Rezultat diplomskega dela je bil izdelan in delujoč lasten sistem za upravljanje vsebin. Sistem smo 
osnovali na podlagi izmišljenega scenarija, to je potrebe lastnika turističnih nočitvenih kapacitet 
po enostavnem urejanju in upravljanju spletnega mesta. Želeli smo izdelati sistem, ki je v 
primerjavi z že obstoječimi in uveljavljenimi sistemi za upravljanje vsebin, kot je naprimer 
Wordpress, bolj prilagojen potrebam in delokrogu ciljnega končnega uporabnika. 
Kot referenco za primerjavo uspešnosti izdelanega sistema za upravljanje vsebin smo vzeli ravno 
prej omenjen uveljavljen sistem Wordpress, natančneje različico sistema 5.1.1 z uporabo privzete 
predloge in brez dodatnih razširitev. Primerjali smo uporabniški vmesnik in funkcionalnosti, ki jih 
sistema ponujata. Glede na zastavljene cilje sistema smo se osredotočili na: 
• postavitev ključnih elementov v uporabniškem vmesniku sistema, 
• primerjava načina dodajanja in urejanja vsebinskih strani, 
• primerjava načina dodajanja in urejanja nočitvenih kapacitet (namestitev), 
• upravljanje uporabnikov sistema, 
• pregled nad zanimanjem uporabnikov za določeno namestitev, 
• obsežnost programske kode sistema in nepotrebne funkcionalnosti 
 
4.1  Postavitev ključnih elementov v uporabniškem vmesniku sistema 
Postavitev ključnih elementov vpliva predvsem na to, kako hitro lahko uporabnik izvrši določeno 
akcijo, ki mu jo sistem ponuja. Pregledna postavitev elementov ter smiselna hiearhija pripomoreta 
k lažji orientaciji in premikanju uporabnika po sistemu. Na sliki 19 je vidna nadzorna plošča 
lastnega CMS sistema. Na sliki 20 je prikazana nadzorna plošča Wordpress CMS sistema. 
 
Slika 19: Nadzorna plošča lastnega CMS sistema 
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Slika 20: Nadzorna plošča Wordpress CMS sistema 
Kot je razvidno na zgornjih fotografijah, nadzorna plošča sistema Wordpress kot ključne 
elemente izpostavi pregled števila objav, vsebinskih strani in komentarjev, pregled aktivnosti na 
spletni strani, možnost ustvarjanja osnutka objave neposredno iz nadzorne plošče ter pregled 
dogodkov in novic, povezanih s tem sistemom. Lasten CMS izpostavi pregled števila in nazadnje 
dodanih vsebinskih strani, namestitev in uporabnikov ter možnost dodajanja novih oziroma 
urejanja obstoječih. Izpostavljene so aktivnosti, povezane z akcijami uporabnikov na spletni 
strani in pregled največkrat shranjenih namestitev s strani uporabnikov. Glede na potrebe ciljnega 
uporabnika sistema, lasten CMS prikaže veliko bolj pomembne ključne elemente, predvsem v 
povezavi z dodajanjem, urejanjem in pregledom nad nočitvenimi kapacitetami. 
 
4.2  Primerjava načina dodajanja in urejanja vsebinskih strani  
Vsebinske strani so, za namestitvami, tip vsebine, ki ga bo v našem scenariju uporabnik 
največkrat spreminjal in urejal. S stališča uporabnika mora sistem zagotoviti jasen pregled nad že 
dodanimi vsebinskimi stranmi in možnost enostavnega urejanja ter dodajanja novih strani. Na 
sliki 21 je predstavljen vmesnik za dodajanje nove vsebinske strani lastnega CMS sistema. Na sliki 
22 je prikazan vmesnik za dodajanje strani sistema Wordpress.  
 
Slika 21: Vmesnik za dodajanje nove vsebinske strani lastnega CMS sistema 
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Slika 22: Vmesnik za dodajanje nove vsebinske strani sistema Wordpress 
Vmesnika sta si zelo podobna. Vključujeta orodno vrstico, vsebinski del in stranski meni. V obeh 
primerih osrednji prostor zavzema vsebinski del, kamor vnašamo vsebino. V primeru lastnega 
CMS sistema orodna vrstica ponuja dodatne nastavitve, kot so tip vsebinske strani, naslov (ime) 
strani in URL naslov, stranski meni pa ponuja nabor možnih elementov, ki jih uporabnik lahko 
vključi vsebinski del. Pri sistemu Wordpress sta ti vlogi zamenjani; v orodni vrstici lahko 
dodajamo elemente, v stranskem meniju pa urejamo dodatne nastavitve strani. V obeh primerih 
je uporabniku omogočeno enostavno urejanje in/ali dodajanje vsebine, tako da pri tej točki oba 
sistema ustrezata zahtevam uporabnika. 
 
4.3  Primerjava načina dodajanja in urejanja nočitvenih kapacitet 
Nočitvene kapacitete oziroma namestitve so glavna skrb našega uporabnika. Ta tip vsebine bo 
največkrat urejal in spreminjal, temu primerno mu mora tudi sam sistem omogočiti enostavno 
upravljanje s tem tipom vsebine. Na sliki 23 je predstavljen vmesnik za urejanje namestitev 
lastnega CMS sistema. 
 
Slika 23: Vmesnik za urejanje namestitev lastnega CMS sistema 
Kot je razvidno na zgornji fotografiji, ja vmesnik lastenga CMS sistema povsem prilagojen 
potrebam ciljnega uporabnika po vnosu in urejanju nočitvenih kapacitet. Vmesnik ponuja vnaprej 
določena polja, ki jih bo uporabnik potreboval pri vnosu vsake namestitve. Sistem Wordpress ne 
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ponuja ločenega vmesnika za dodajanje namestitev, temveč uporabniku prikaže enak vmesnik, 
kot za dodajanje nove vsebinske strani. Uporabnik bi moral za vsako namestitev vnesti ustrezne 
podatke in jih ustrezno oblikovati, pri tem pa paziti, da ohranja konsistenčnost prikazovanja 
podatkov pri vsaki namestitvi. V primeru urejanja in dodajanja namestitvenih kapacitet ciljnemu 
uporabniku lasten CMS sistem ponuja veliko boljšo uporabniško izkušnjo in enostavnejši način 
vnosa vsebin. 
 
4.4  Upravljanje uporabnikov sistema 
Upravljanje z uporabniki sistema je ena od ključnih zahtev ciljnega uporabnika. Imeti mora 
možnost pregleda na vsemi uporabniki sistema in vsakemu uporabniku določiti in spreminjati 
njegovo vlogo. Tako naš lasten, kot tudi Wordpress CMS sistem, ponujata podobne možnosti 
pregleda in urejanja uporabnikov. Na sliki 24 je prikazan vmesnik lastnega CMS sistema, na sliki 
25 pa vmesnik sistema Wordpress. Na slikah lahko zasledimo marsiketero podobnost med 
obema sistemoma; v obeh primerih nam sistem ponuja vnosno polje za iskanje določenega 
uporabnika, pregled uporabnikov, njihovo vlogo in možnost spreminjanja le-te. Oba sistema 
enakovredno zadoščata potrebam našega ciljnega uporabnika. 
 
Slika 24: Vmesnik za pregled nad uporabniki lastnega CMS sistema 
 
Slika 25: Vmesnik za pregled nad uporabniki sistema Wordpress 
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4.5  Pregled nad zanimanjem uporabnikov za določeno namestitev 
V našem primeru je ena izmed glavnih metrik, ki zanimajo našega ciljnega uporabnika, 
priljubljenost različnih tipov namestitev med obiskovalci spletne strani. Na podlagi tega podatka 
lahko oceni, katere namestitve se tržijo bolje in katere slabše. Sistem Wordpress privzeto ne 
ponuja teh podatkov. Kot je bilo to omenjeno pri primerjavi načinov dodajanja namestitev, 
Wordpress vse vsebinske zapise označi kot enakovredne, kar pomeni, da sam sistem ni sposoben 
filtrirati statistične podatke zgolj za določen tip vsebine, ki ga je določil ciljni uporabnik. V 
lastnem CMS sistemu smo to funkcionalnost vključili in uporabniku prikazali podatke o tem, 
katere namestitve obiskovalci spletne strani največkrat shranijo kot priljubljene. Na sliki 26 je 
viden prikaz podatkov o priljubljenosti namestitev v lastnem CMS sistemu. Tako smo izpolnili 
zadani cilj sistema in obenem vključili pomembno funkcionalnost, ki jo sistem Wordpress 
uporabniku ne ponuja. 
 
Slika 26: Vmesnik za prikaz podatkov o priljubljenosti namestitev v lastnem CMS sistemu 
 
4.6  Obsežnost programske kode sistema in nepotrebne funkcionalnosti 
Obsežnost programske kode vpliva na enostavnost vzdrževanja in na učinkovitost delovanja 
sistema. Vsaka vključena datoteka sistema pomeni več zasedenega prostora na strežniku in daljši 
čas obdelave zahteve ob poizvedbi odjemalca. V preglednici 2 je vidno število datotek (PHP, 
CSS, HTML in JavaScript) in vrstic programske kode pri lastnem in Wordpress CMS sistemu. 
 
Preglednica 2: Primerjava števila datotek in vrstic programske kode 
SISTEM ZA UPRAVLJANJE VSEBIN ŠTEVILO DATOTEK VRSTIC PROGRAMSKE KODE 
Wordpress 1440 537529 
Lasten CMS 330 228753 
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Kot je razvidno v preglednici 2, smo pri razvoju lastnega CMS sistema vključili več kot četrtino 
manj datotek in napisali več kot polovico manj programske kode, kljub temu pa smo uspešno 
vključili vse željene funkcionalnosti sistema za upravljanje vsebin in v primerjavi s sistemom 
Wordpress nekatere celo dodali. Razlog za to je predvsem v tem, da sistem Wordpress vključuje 
določene funkcionalnosti, ki jih naš ciljni uporabnik ne potrebuje, kot naprimer možnost urejanja 
multimedijskih vsebin v mape in galerije, možnost nameščanja vtičnikov in razširitev, spletni 
urejevalnik programske kode in možnost shranjevanja osnutkov vsebin. Naš lasten CMS sistem je 
v tem pogledu bolj učinkovit in ga je, s stališča razvijalca, lažje vzdrževati. 
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5  ZAKLJUČEK 
V diplomskem delu smo predstavili zasnovo sistema za upravljanje vsebin, ključne značilnosti, ki 
jih ima tak sistem, in področja uporabe sistemov CMS. Analizirali smo obstoječe sisteme CMS ter 
izpostavili prednosti in slabosti posameznega sistema oziroma skupine sorodnih sistemov za 
upravljanje vsebin. Opravili smo primerjavo med odprto- in zaprtokodnimi sistemi za upravljanje 
vsebin ter izpostavili prednosti ter slabosti tako enih kot drugih. Ugotovili smo, da večina že 
obstoječih sistemov, zelo zanemarja zasnovo uporabniško-centričnega oblikovanja, saj so zaradi 
splošnosti namena uporabe prilagojeni povprečju vseh uporabnikov in ne le enemu tipu 
uporabnika. 
Tekom dela smo povzeli razvojne stopnje načrtovanja prilagojenega sistema in predstavili 
zasnovo uporabniško-centričnega načrtovanja. Opisali smo različne razvojne stopnje in postopke 
procesa takega načina načrtovanja. Osnovali smo persono in na podlagi razumevanja te persone 
načrtovali uporabniški vmesnik in uporabniško izkušnjo sistema. 
Pregledali smo tehnološke rešitve, potrebne za razvoj sistema CMS. Iz obstoječih sistemov smo 
izluščili, katere programske rešitve so največkrat uporabljene in najustreznejše. Na podlagi 
ugotovitev smo določili našo celostno programsko rešitev, in sicer smo izbrali Linux kot 
operacijski sistem strežnika, MySQL za upravljanje baze podatkov, PHP in ogrodje Laravel kot 
programski jezik zalednega dela sistema ter JavaScript programsko ogrodje React za razvoj 
uporabniškega vmesnika sistema CMS. Povzeli smo potek razvoja čelnega in zalednega dela 
sistema. 
Izdelan sistem za upravljanje vsebin smo primerjali z že uveljavljenim in priljubljenim sistemom 
Wordpress. Primerjali smo ključne lastnosti obeh sistemov in predstavili prednosti lastnega 
sistema. Ugotovili smo, da lasten CMS sistem ciljnemu uporabniku bolj jasno predstavi ključne 
informacije in mu omogoča enostavnejše upravljanje ključnih vsebin. Dokazali smo, da je lastna 
programska koda (lahko) bolj strnjena in učinkovita, obenem pa izpostavili, da bi bili stroški 
izdelave lastnega sistema za upravljanje vsebin občutno višji v primerjavi z razvojem spletne 
strani z uporabo obstoječega CMS sistema. 
Z uspešno izdelavo sistema za upravljanje vsebin smo izpolnili zastavljene cilje diplomskega dela. 
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