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1. Motivació del projecte 
1.1 La Necessitat de Gestionar el Coneixement dels Sistemes d’Informació  
Els Sistemes d’Informació gestionen coneixement sobre les organitzacions. La gestió d’aquest 
coneixement és clau per a l’èxit d’un projecte, ja que existeixen múltiples punts de vista i expectatives 
sobre aquest coneixement que cal gestionar, alinear, validar i acordar en les diferents activitats que tenen 
com a subjecte de treball el sistema (enginyeria de requisits, anàlisi, disseny, implementació, 
assegurament de la qualitat, manteniment, evolució…). Si aquest coneixement no s’especifica de forma 
explícita, hi ha risc de dispersió (el coneixement està fragmentat implícitament en diverses ments dels 
professionals involucrats) i fins i tot de pèrdua del coneixement (més encara en contextos de rotació de 
persones). Aquest fet es detecta especialment durant la fase de proves, ja que és imprescindible per al 
disseny d’aquestes, conèixer el funcionament del sistema sota prova. Si no és així, els enginyers de proves 
han d’experimentar sobre el sistema i recuperar aquest coneixement, amb l’objectiu de dissenyar i 
executar proves efectives. Dit d’una altra manera, per provar, també cal saber els requisits del sistema. Si 
no estan especificats, cal recuperar-los. 
1.2 Qualitat del Software i Especificació de Requisits  
Existeix un nombre considerable d’empreses que desenvolupen o mantenen software que no disposen ni 
mantenen documentació tècnica de qualitat sobre el coneixement del sistema en forma de requisits 
funcionals. En cas d’existir-ne, en numerables ocasions la documentació associada al sistema no sempre 
està actualitzada o bé és inaccessible, ja sigui perquè no ha estat generada en cap moment o bé perquè no 
s’ha mantingut al llarg del temps. En aquestes situacions, el coneixement del sistema resideix únicament 
en la ment dels professionals involucrats. Inicialment en els desenvolupadors i després, a través del 
reaprenentatge, directament en les persones que mantenen el sistema i especialment en els professionals 
del testing que el proven.  Això suposa un re-treball que implica sobre-costos que es podrien reduir amb 
un repositori de documentació comú i actualitzat. 
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1.3 El projecte Recover  
Recover és una projecte d’innovació de l’empresa Sogeti España S.L.U, que té com a objectiu un disseny 
estructurat dels casos de prova, de tal forma que aquests serveixin per recuperar, de forma guiada a través 
de les proves, un model UML/OCL que especifica el coneixement del sistema. A més, Recover permet 
generar documentació tècnica funcional a partir del model en diversos formats (OpenDocument, HTML, 
PDF,...) i entregar-los com a resultat addicional al projecte de proves, per a ser utilitzat de forma 
transversal en els projectes. Això permet aprofitar l’esforç dels professionals del testing per aportar un 
valor més enllà de reportar defectes, de tal forma que s’ofereix una especificació explícita de l’àmbit del 
sistema provat [1] [2]. 
1.4 Contribució del projecte a Recover  
Una de les principals barreres d’entrada de Recover és la utilització d’un llenguatge formal per a la 
definició de les proves. Aquest llenguatge formal permet simular l’execució de les proves sobre el model 
que es va generant, però cal facilitar el disseny de proves al màxim arran els diferents perfils que poden 
tenir els professionals del testing. Per aquesta raó, aquest Projecte de Final de Carrera té per objectiu 
l’especificació, disseny i implementació d’un editor de casos de prova que ofereixi una forma 
simplificada d’introduir els casos de prova com un conjunt de passos predeterminats i amb funcionalitats 
addicionals que facilitin la seva usabilitat i que facin transparent per als dissenyadors de casos de prova el 
llenguatge intern de definició de proves usat per Recover.  A més, es proposa la integració d’aquest editor 
a l’eina Recover.  
2. Definició d’objectius  
L’objectiu general del projecte és el següent: 
 
Per assolir aquest objectiu general, contemplem els següents sub-objectius: 
  
Desenvolupament d’un editor usable i transparent al llenguatge formal de l’eina Recover per 
al disseny de casos de prova estructurats i generació interna dels casos per al posterior 
processament per part de Recover. 
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2.1 Dissenyar i implementar un editor que permeti introduir de forma àgil i 
independent de la sintaxi formal de Recover els casos de prova  
L’eina Recover utilitza un llenguatge propi per a la definició de casos de prova, basat en el llenguatge 
descrit aquí
1 . El coneixement d’aquest llenguatge i el seu nivell de formalisme suposa un esforç 
addicional pels professionals del testing a l’hora de definir casos de prova a Recover, fet que incrementa 
l’esforç en l’ús de l’eina.  
A fi de reduir aquest esforç, aquest Projecte de Final de Carrera té per objectiu l’especificació, el disseny i 
la implementació d’un prototip d’editor que faciliti el disseny estructurat dels casos de prova com un 
conjunt de passos predefinits i amb facilitats per a millorar la usabilitat (drag&drop, autocompletat, 
visualització diferenciada dels diferents tipus d’elements del cas de prova, etc.). L’elaboració d’una 
interfície senzilla i guiada emmascara la necessitat de que l’usuari conegui el propi llenguatge intern amb 
què Recover treballa per raonar amb els casos de prova.  
Recover és una eina d’accés online, de tal forma que l’editor desenvolupat requereix la utilització de 
tecnologies web.  
2.2 Desenvolupar la funcionalitat d’exportació dels casos de prova dissenyats amb 
l’assistent a la sintaxi formal utilitzada per Recover  
A fi de poder garantir que, un cop assolit el subojectiu 1, Recover és capaç de continuar processant els 
casos de prova en el seu llenguatge intern, es requereix desenvolupar una funcionalitat d’exportació dels 
casos de prova dissenyats amb l’assistent al llenguatge utilitzat per Recover.  
2.3 Integració de l’assistent a l’eina Recover, fent així transparent la sintaxi formal 
de l’eina 
Com a darrer objectiu, el resultat d’aquest Projecte de Final de Carrera s’integrarà a l’eina Recover. 
D’aquesta manera, el resultat del treball suposarà una contribució directa al roadmap d’evolució del 
projecte Recover.  
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3. Anàlisi d’antecedents i factibilitat  
En l’elaboració prèvia d’aquest projecte, s’han realitzat una sèrie de tasques d’anàlisi per aprendre i 
comprendre l’estat de l’art. El propòsit es valorar les possibles solucions candidates a ser implementades 
per estudiar la viabilitat de la proposta resultant. 
La solució resultant que cobreixi les necessitats requerides a satisfer ha d’estar igualment alineat amb els 
objectius del present Projecte de Final de Carrera. 
A continuació s’explica el punt de partida als inicis de l’elaboració del present Projecte de Final de 
Carrera per donar a entendre la situació del plantejament inicial així com la respectiva evolució de la 
mateixa per comprendre les adaptacions que han estat necessàries. 
3.1 Context del projecte 
El projecte es desenvolupa en el context de l’empresa Sogeti, fundada al 1967 i que pertany al grup 
Capgemini. Aquesta empresa ofereix solucions de Testing i Qualitat del Software, a banda d’altres línies 
de negoci dedicades al desenvolupament i a HighTech [3].  
Fruit de la pròpia experiència de treballar per a diferents clients, he pogut comprovar en primera persona 
la necessitat de gestionar el coneixement dels sistemes d’informació que es proven, fet que s’està 
impulsant a l’empresa a través del projecte Recover, que ha guanyat el premi a la millor innovació del 
grup empresarial a nivell mundial. 
3.2 Punt de Partida 
El projecte Recover neix de la mà d’Albert Tort, Doctor per l’Universitat Politècnica de Catalunya 
(UPC)-BarcelonaTech [4]. Fruit de la continuació dels articles “Testing Conceptual Schema Satisfiability 
[5] i “An Approach to Testing Conceptual Schemas” [6] que van començar a donar forma a la idea i 
especialment en la tesis “An approach to test-driven development of conceptual schemas” [7], on 
s’ofereix una alternativa per a la generació d’un model conceptual d’un sistema a partir de la 
formalització i validació dels casos de prova que el validen. 
És en aquest darrer treball on Albert Tort presenta un desenvolupament funcional per mostrar una solució 
automàtica de proves sobre esquemes d’un model conceptual especificats en UML/OCL. Tot això, 
seguint la metodología de testing coneguda com TDD per a realimentar iterativament aquest coneixement 
del sistema. 
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Ja un cop a l’empresa Sogeti S.LU. i amb la seva esponsorització, Albert Tort continua donant forma a 
aquesta prosposta oferint una solució comercial sota el nom de Recover. 
El punt on es troba l’eina de Recover quan s’origina el plantejament d’aquest Projecte de Final de Carrera 
és el que correspon a una eina software en desenvolupament. Sense entrar en excessiu detall  de la 
tecnologia interna i oferint una visió centrada a l’experiència d’usuari final, es pot resumir en que es 
disposa d’una eina operativa que consta d’un client que s’instal·la i executa a la màquina local de l’usuari. 
Aquest client local està desenvolupat en el llenguatge d’orientació a objectes Java i utilitzant la interfície 
gràfica que ofereix el propi llenguatge. Sennyalant de nou aquest punt on es troba l’eina Recover al inici 
del present Projecte de Final de Carrera, aquesta solució software permet especificar, mitjançant un 
llenguatge intern propi de l’eina, una sèrie de casos de prova orientats a l’entorn de la disciplina del 
testing. 
A partir d’aquests casos de prova introduïts manualment, l’eina Recover avalua el resultat i infereix el 
model conceptual del sistema objecte que s’està sotmetent en aquestes proves. 
Per a poder dur a terme la generació del model del sistema, Recover consta d’un editor de text propi a 
través del qual l’usuari és capaç de dissenyar aquests casos de prova. Els casos de prova han d’estar 
especificats en el llenguatge CSTL
2
. A més, aquests casos de prova s’organitzen en funció dels requisits 
del pla de proves del sistema objecte. 
A continuació es presenta un fragment exemple de l’especificació d’un d’aquests casos de prova: 
//Test program Booking_DaySearch 
//Created on 2013/09/05 08:29:20 
testprogram Booking_DaySearch{ 
   
    //Session 
    session := new Session; 
     
    //Source and destination ariports 
    airportBKK := new Airport; 
    airportBKK.code := 'BKK'; 
     
    airportOSLALL := new AirportSet; 
    airportOSLALL.code := 'OSLALL'; 
     
    airportOSL := new Airport; 
    airportOSL.code := 'OSL'; 
    insert (airportOSLALL, airportOSL) into HasAirports; 
     
    //Available flights 
    outboundFlight := new Flight; 
    insert (outboundFlight,airportBKK) into HasSourceAirport; 
    insert (outboundFlight,airportOSL) into HasDestinationAirport; 
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    outboundFlight.date := 3; 
    outboundFlight.code := 'DY7202'; 
     
    returnFlight := new Flight; 
    insert (returnFlight,airportOSL) into HasSourceAirport; 
    insert (returnFlight,airportBKK) into HasDestinationAirport; 
    returnFlight.date := 5; 
    returnFlight.code := 'ZY7203'; 
     
    //Available bundles 
    outboundBundle := new FlightBundle; 
    insert (outboundBundle,outboundFlight) into HasFlights; 
    outboundBundle.price := 85; //====SPM 
    outboundBundle.includesOneBag := true; //===SPM 
     
    returnBundle := new FlightBundle; 
    insert (returnBundle,returnFlight) into HasFlights; 
    returnBundle.price := 95; //====SPM 
    returnBundle.includesOneBag := true; //===SPM 
     
    //tester user 
    testerUser := new User; 
     
   test Book_01{ 
     
        //Step 9 (with parameters selected in 1-8) 
        booking:=session.selectBundles(outboundBundle,returnBundle,true,1,0,1); 
         
        //Step 10 
        booking.setCurrency('NOK'); 
         
        //Step 12 
        booking.setSSRAssistanceRequested(false); 
         
        //Steps 23-24 
        session.login(testerUser); 
        assert equals session.loggedInUser testerUser; 
        assert equals session.booking booking; 
 
        //Step 20  (fill in passenger details) 
        booking.addPassenger('Ester', 'Ludica Salvatore', PassengerType::adult, 
BaggageType::handBaggageOnly,BaggageType::handBaggageOnly); 
        assert true booking.passenger->size()=1;  
 
        assert non-occurrence booking.addPassenger('Isa', 'Alvarez', 
PassengerType::children,BaggageType::handBaggageOnly,BaggageType::handBaggageOnly); 
         
        
booking.addPassenger('Ricc','Martínez',PassengerType::infant,BaggageType::handBaggageOnly,BaggageType::han
dBaggageOnly); 
        assert true booking.passenger->size()=2; 
         
        assert non-occurrence booking.addPassenger('Isa', 'Alvarez', 
PassengerType::infant,BaggageType::handBaggageOnly,BaggageType::handBaggageOnly); 
        assert non-occurrence booking.addPassenger('Isa', 'Alvarez', 
PassengerType::adult,BaggageType::handBaggageOnly,BaggageType::handBaggageOnly); 
         
        //ATENTION: baggage policy (baggage depend on flight or passengers) 
         
        //Step 21 (fill contact information) 
        booking.setContactInformation('Spain','639918517','938990106','isa@isa.com',true); 
        assert equals booking.contactEMail 'isa@isa.com'; 
         
        //Compute total price 
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Com es pot observar, la gramàtica d’aquest llenguatge resta lluny de semblar una descripció en prosa del 
comportament d’un sistema. El coneixement d’aquest llenguatge requereix un perfil tècnic on, a més a 
més, no es pot menyprear la necessitat d’un important temps d’aprenentatge i adaptació per part de 
l’usuari a fi de familiaritzar-se amb la manera d’entrar casos de prova a Recover. 
En aquesta situació, la dificultat que presenta l’especificació formal dels casos de prova, suposa una 
important barrera d’entrada pels actors potencials de l’eina Recover. Sovint professionals del testing que 
no sempre tenen un perfil tècnic. 
Tota nova informació que es requereix de ser introduïda a Recover implica un important esforç si es 
desitja adoptar aquesta eina en una organització. 
Aquest aspecte té un greu impacte en la difusió i expansió de la present utilitat, doncs els usuaris 
principals de l’eina focalitzen esforços en l’enteniment i salvaguarda del propi sistema d’informació de 
l’empresa on són treballant. La idea d’incrementar el cost de l’especificació dels casos de prova amb una 
nova utilitat que conté una complicada gramàtica interna no resulta atractiva. 
D’altra banda, l’editor de casos de prova que acompanya l’eina Recover tampoc contempla la 
minimització dels errors tipogràfics habituals d’escriptura. D’igual manera, tampoc presenta una manera 
guiada i amigable que faciliti l’entrada de la informació estructurada que composa un cas de prova a 
Recover. 
Aquesta situació posa de manifest la necessitat del present Projecte de Final de Carrera i els objectius que 
cobreix. El desenvolupament d’un editor de casos de prova estructurats i executables sobre un esquema 
conceptual del sistema. 
3.3 Evolució pròpia de Recover 
Tal com es comenta en diferents punts del present projecte, Recover és una eina software en 
desenvolupament que, a més, disposa de clients finals que ja estan fent servir l’eina durant l’elaboració 
d’aquest Projecte de Final de Carrera. Per tant, és una utilitat que des de l’inici del present projecte genera 
beneficis econòmics. Com és pot intuir, al estar donant un servei a tercers usuaris, es troba en continua 
modificació a fi d’evolucionar i adaptar-se a les necessitats requerides pels clients d’aquesta solució 
software. 
En virtut d’aquest coneixement, un dels requisit propis de l’eina Recover és orientar el client d’execució 
local a un model sota el paradigma client-servidor utilitzant teconlogies web. Per tant, es necessita que la 
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interacció dels usuaris potencials de l’eina, els professionals del testing en la seva majoria, puguin ser 
capaços d’accedir i operar amb Recover mitjançant un navegador web. 
En conseqüència d’aquest full de ruta que demanda migrar l’eina Recover, fent-la canviar d’ésser un 
programa local a operar com utilitat web, la planificació per a realitzar un editor de casos de prova inclou 
orientar-lo a utilitzar eines de desenvolupament web. 
D’aquesta manera, s’ha arribat a implementar un prototip de viabilitat que és operacional des d’un 
navegador web. L’objectiu del mateix, a més de l’estudi de viabilitat, és la posterior integració amb l’eina 
Recover ja en una etapa més avançada de la migració cap a una utilitat web. 
D’igual manera, el mateix prototip de l’editor de casos de prova, així com la seva posterior integració 
amb l’eina final Recover, s’ha vist subjecte a diferents adaptacions. Totes elles requerides per l’evolució 
pròpia de Recover i sempre mantenint l’alineament dels objectius del present Projecte de Final de Carrera 
així com els naturals de l’aplicació a la qual s’està contribuint. 
Finalment, el prototip implementat ha estat utilitzat en les fases inicials de la definició de l'eina Recover. 
Tot i així, Recover és un producte que ha seguit la seva evolució adaptada al mercat amb funcionalitats 
diverses i que ha aprofitat part del disseny de l'editor de casos de prova que es presenta en aquest projecte. 
3.4 La necessitat de l’esquema conceptual 
Durant l’elaboració del present Projecte de Final de Carrera, va sorgir la necessitat d’entendre amb 
profunditat el concepte que representa l’eina Recover i com poder realitzar una bona aportació a la 
mateixa per poder assolir els objectius definits. 
Així doncs, ens trobem que l’eina Recover és una utilitat que modela sistemes d’informació representant 
aquests mateixos amb un llenguatge formal de modelació. Tanmateix, sent Recover pròpiament un 
sistema d’informació, ens trobem en la curiosa situació d’haver de representar de manera formal el propi 
model de Recover o, el que més endavant referenciarem, el Metamodel que utilitza Recover. 
Per tant, durant l’execució del present Projecte de Final de Carrera, s’ha especificat el model de sistema 
que utilitza l’eina Recover a fi de poder implementar un editor de casos de prova que pugui oferir les 
funcionalitats que se’n requerien de manera adequada. En conseqüència, això ha facilitat la posterior 
integració gràcies a que la comprensió de l’anàlisi formal del model de Recover ens perment orientar amb 
precisió les utilitats que calien implementar per satisfer les necessitats exposades en el present Projecte de 
Final de Carrera. 
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3.5 Prototip de l’editor de casos de prova 
A fi d’avaluar la viabilitat per aportar una solució, es va implementar un prototip funcional delimitant les 
caracteristiques precises per poder realitzat la prova de concepte. 
Aquest prototip consta d’un editor de casos de prova que permet: 
 Elaborar un cas de prova seguint del model Recover de manera gràfica a fi de facilitar aquesta 
tasca dels usuaris finals. 
 Exportar els casos de prova generats per poder integrar el resultat a l’eina Recover i validar 
d’aquesta manera la correctesa de la informació generada. 
 Presentar una solució d’auto-completat factible amb els objectius del present projecte per facilitat 
la introducció dels casos de prova. 
L’elaboració d’aquest editor representa la realització d’una prova de concepte que, un cop ha validat la 
seva factibilitat, esdevé en una continuació parcial d’aquest per acabar sent integrat pròpiament a la eina 
objecte Recover. 
3.6 Base de coneixement 
3.6.1 Recover 
Recover és una solució software de l’empresa Sogeti que permet dissenyar i executar casos de prova 
estructurats aportant un valor afegit en la pròpia disciplina del testing [8]. 
Tal com senyala el nom d’aquesta aplicació, a més de les Projecte de Final de Carrerasabilitats pròpies del 
testing, aquesta eina ens permet recuperar la informació del sistema objecte que s’està provant. 
Aquesta informació és generada i consolidada amb models UML que representen els requeriments 
funcionals del sistema. Així mateix, aquesta informació recopilada es va retro-alimentant en la pròpia 
implementació i evolució dels casos de prova que s’afegeixen al sistema objecte sota el qual s’estan 
realitzant les proves. 
Per poder desempènyer aquesta finalitat, els casos de prova tenen un format propi i són subjectes a ser 
executats permetent detectar mancances de coneixement o bé errors en el sistema objecte on es validen. 
Desenvolupament d’un editor de casos de prova estructurats 
i executables sobre un esquema conceptual del sistema                                                                      
  
Facultat d’Informàtica de Barcelona (FIB) Pàgina 10 
 
Projecte de Final de Carrera (PFC) 
Memòria 
Així és que el coneixement del sistema es va adquirint de manera incremental. Aquest coneixement  
adquirit del sistema i que només pertanyia als professionals del testing, es recupera gràcies a 
l’especificació que aquests mateixos realitzen de les proves, seguint l’estructura del disseny de casos de 
prova que ofereix Recover. La recopilació d’aquest coneixement permet documentar el funcionament del 
sistema i presentar-ho d’una manera formal. 
Aquesta documentació generada està continuament en línia amb les proves del sistema i permet facilitar 
el desenvolupament del mateix, manteniments futurs, processos de qualitat així com qualsevol altra 
activitat de transformació. 
Tot plegat, correspon a la descripció de la tècnica de Test-Driven Development (TDD) amb la que 
treballa Recover. Amb aquest mecanisme s’aconsegueix [9]: 
 Recuperar i validar el coneixement funcional d’un sistema. 
 La generació automàtica i mantinguda de la documentació funcional tècnica. 
 L’obtenció de casos de prova alineats amb els requeriments del sistema que es prova. 
La importància del valor afegit que comporta la utilizació de Recover en una organitizació es pot llistar en 
els següents punts [9]: 
- La recuperació del model funcional aconsegueix capturar el coneixement adquirit pels 
professionals del testing durant la pròpia experimentació. 
- L’especificació estructurada dels casos de prova alineada amb el model funcional del sistema. 
- La generació automàtica sempre al dia de la documentació tècnica. 
- La validació de l’alineament entre el coneixement del model del sistema i els casos de prova que 
s’apliquen sobre aquest. 
- La generació automàtica de models del sistema i de la documentació derivades dels casos de 
prova. De la mateixa manera, casos de prova que evolucionen de la mateixa informació 
documentada del sistema. 
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- Una solució interactiva i col·laborativa que permet aplicar mètodes tradicionals de testing així 
com les tècniques agile testing doncs la documentació generada de manera incremental va 
alineada amb el propi progrés del projecte de test en curs. 
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3.6.2 Arquitectura Recover 
Arquitectura Lògica 
Recover està implementat seguint el model d’arquitectura de tres capes [10]. 
Aquestes 3 capes són les de Presentació, Domini i Persistència de Dades. Aquesta configuració ens 
permet mantenir com a mòduls independents cadascuna de les capes i accedir-ne entre sí mitjançant el 
patró controlador. 
Així mateix, qualsevol canvi que calgui realitzar-se sobre una de les capes es pot dur a terme amb 
independència de les anteriors. 
A continuació es presenta el contingut de cadascuna de les capes: 
 Capa de Presentació: És la capa visual on es presenta la informació del sistema a l’usuari i el 
mateix accés d’entrada per a les accions que en realitza. Aquesta informació es comunica amb la 
Capa de Domini. 
 Capa de Domini: És allà on es realitzen les tasques internes de les operacions executades per la 
lògica de Recover. Aquesta capa es comunica amb la Capa de Presentació i també amb la Capa de 
de Dades per l’emmagatzegament o consulta de les dades. 
 Capa de Dades: Aquesta capa, és la que s’encarrega de la persistència de la informació. 
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Arquitectura física 
L’arquitectura física que implementa Recover és la del paradigma client-servidor. Així doncs, el rumb 
que pren aquesta utilitat està orientat a tenir una estructura de computació distribuïda on es diferencien 
serveis oferits per una o més màquines Servidors i diferents punts d’accessos en aquestes utilitats 
anomenats Clients. 
 
FIGURA 2: ESQUEMA ARQUITECTURA CLIENT-SERVIDOR 
Aquesta tipologia d’arquitectura física s’utilitza especialment per a poder oferir serveis distribuïts 
mitjançant xarxes de comunicació que connecten els Clients amb els Servidors. 
Pel fet que Recover és una eina en desenvolupament, aquest s’està implementant seguint aquesta 
arquitectura per poder oferir les seves funcionalitats mitjançant la comunicació per internet. 
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3.6.3 Prova de concepte 
S’anomena prova de concepte a la implementació parcial d’una idea o mètode per tant de poder realitzar 
un assaig. La finalitat de la mateixa es portar a terme una primera estimació funcional de la viabilitat 
d’aquesta idea. Amb aquest propòsit, es verifica que el concepte o idea tractada és susceptible per a ser 
explotada d’una manera útil [11]. 
Sovint la implementació d’una prova de concepte genera un prototip que, un cop demostra o refuta la 
viabilitat de la idea, acostuma a no ser mantingut en el temps. També pot passar que en cas favorable, la 
implementació de la idea subjecta a ser provada continui a partir de la implementació ja creada del 
prototip. 
3.6.4 Testing 
El testing o fase de proves és un cicle natural del desenvolupament del software. Vetlla per la validació 
dels requisits tant funcionals com no funcionals del producte. 
Durant aquesta fase es poden trobar errors de programació o bé requisits no contemplats, de manera que 
la reparació d’aquestes troballes originen un cicle d’iteracions de desenvolupament fins que el producte 
compleix amb els propòsits que satisfacin les necessitats del client final [12] [13] [14]. 
Val a dir que, en origen, aquesta fase era pròpia dels desenvolupadors i en els seus inicis estava 
principalment enfocada en el debugging [15]. A partir dels anys 50 es va enfocar cap a la demostració de 
les capacitats del software [15].  
Més endavant, cap a finals del 70 i principis dels anys 80, aquesta fase de proves perseguia l’atac del 
software implementat amb la finalitat de trobar potencials riscos que s’han de resoldre [15]. 
A mitjans dels anys 80 el propòsit s’enfocava cap a l’evaluació de les funcionalitats del producte [15]. 
Des de finals del 80 fins l’actualitat, la fase del testing es contempla com una activitat orientada a la 
prevenció i satisfacció de les funcionalitats implementades [15]. 
En termes econòmics, es pot fer referència a l’estudi realitzat per la NIST (National Institute of Standars 
and Technology) al 2002. Aquest informe desvetlla que el nombre de bugs de software que es produeixen 
als Estats Units genera un impacte econòmic de 59,5 bilions de dòlars anualment [16]. 
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La minimització d’aquest cost econòmic és un dels objectius del testing tot detectant fallades de software 
durant les fases tempranes de desenvolupament seguint el caracter preventiu de les proves que es 
realitzen. 
A conseqüència d’aquesta evolució de la fase de proves del software dels darrers anys, s’ha originat que 
aquest aspecte del desenvolupament del software recaigui en persones orientades quasi exclusivament a 
aquesta tasca. D’aquí esdevé els professionals del testing. 
Per aquest fet, els desenvolupadors es desvinculen subtilment de la fase de proves i aquesta 
responsabilitat guanya pes en els professionals del testing. Per aquest motiu, aquests nous professionals 
adquireixen el deure de conèixer el sistema des d’un punt de vista més global i vetllen per la integració de 
tot el conjunt. 
Aquest perfil professional adquireix més força quan tractem productes de gran abast; ens podem referir a 
grans companyies que tenen un sistema d’informació prou important. En aquesta situació, és díficil que 
un desenvolupador pugui arribar conèixer totes les implicacions del software que produeix, donat la 
nombrosa relació de dependències que té el software involucrat. 
Així es consolida que els professionals del testing adquireixen un coneixement d’alt nivell de les 
funcionalitats del software i miren de entrar esforços en el disseny de casos de prova prou sofisticats per 
salvaguardar el bon funcionament i estabilitat del sistema. 
D’altra banda cal esmentar que realitzar proves de software no és un exercici trivial. Difícilment es poden 
fer proves amb tota l’exhaustivitat possible. D’aquí esdevé la creació i evolució de diferents tècniques de 
testing a fi de poder cobrir i garantir la qualitat del software. L’objectiu d’aquestes tècniques en molts 
casos és poder oferir un número mínim de proves que garanteixin la major cobertura possible [17] [18]. 
La disciplina del testing involucra aplicar una sèrie de tècniques molt properes a la pròpia fase de 
desenvolupament del software durant tot el seu cicle de vida. Cal garantir els requisits no funcionals com 
funcionals des del bon inici del desenvolupament a fi de minimitzar fallades posteriors. 
Els criteris de les proves de testing poden passar tant per estratègies de proves en profunditat com de 
proves en agilitat. Sempre es reitera el caràcter preventiu d’aquestes proves ja que condiciona el disseny 
de les mateixes. Han d’ajudar a detectar carències funcionals o errades puntuals a fi de poder solventar-les 
quant abans millor. 
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Altrament és important considerar que el software que poden produir grans organtizacions moltes vegades 
és la continuació d’un sistema d’informació que porta molts anys en funcionament i sostingut per un 
elevat nombre de persones. Sistemes que no permeten el luxe de ser desactivats [19] [20].  Això pot 
generar un dèficit en el manteniment de la documentació formal del sistema, fent recaure aquesta 
informació de manera parcial en els involucrats del seu desenvolupament i posterior manteniment. 
Per totes aquestes raons, en nombroses vegades els professionals del testing requereixen recuperar la 
informació del funcionament del sistema en contrast amb el que s’espera d’aquest per poder dissenyar un 
conjunt de proves que el validin. 
Aquest sobreesforç moltes vegades té un impacte negatiu en costos de formació i coneixement del 
sistema. 
A més, de més, també és de gran utilitat aquest coneixement a fi de poder resoldre fallades o 
vulnerabilitats tan aviat es produeixen minimitzant el cost d’ingeneria inversa que pot original re-conèixer 
el software i dissenyar solucions. 
En resum, conèixer el sistema i validar-ho ha esdevingut una important tasca preventiva que a més 
s’orienta per a contribuir en garantir i afegir qualitat en el software desenvolupat. 
Per poder realitzar això, cal conèixer el sistema des de l’inici del seu plantejament o bé recuperar aquesta 
informació a fi de poder validar allò que es suposa ha de fer en contrast amb allò que realment en fa. 
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3.6.5 Test Suite, Test Case i Test Step 
Per poder entendre millor com es composa formalment una col·lecció de casos de prova, a continuació es 
detalla una mica el significat dels conceptes Test Suite, Test Case i Test Step. 
Un Test Case (o cas de prova) defineix un escenari previ de l’estat del sistema on es realitzen una sèrie 
d’accions i validacions. Típicament sobre una funcionalitat o estat final a assolir pel sistema. Aquestes 
accions poden ser tant accions manuals com automàtiques, però sempre impliquen una actuació contra el 
sistema en el context del Test Case que el defineix. Tot pas o acció que s’executa al test s’anomena Test 
Step. Una execució del Test Case es considera satisfactòria quan tots els passos o Test Steps executats es 
consideren satisfactoris. 
Un Test Step és una acció (o conjunt d’accions molt properes entre sí conceptualment) que persegueix 
realitzar una actuació que modifica o consulta algun aspecte del sistema. Segons la tècnica de definició 
dels Test Cases, podem trobar que per cada step o pas s’acompanya la seva respectiva validació o resposta 
esperada. Altra manera de formular això és considerar que cada determinat seguit de steps que realitzen 
una modificació sobre l’estat del sistema, en segueixen un o més steps que consulten l’estat del mateix. 
Aquests darrers de consulta validen l’estat obtingut amb un estat esperat. 
Finalment, un Test Suite és un conjunt de Test Cases agrupats en funció de les necessitats o parts del 
sistema que es vulgui comprovar. En el context d’aquest Projecte de Final de Carrera, l’eina Recover fa 
servir el concepte Test Program que resulta equivalent. 
En resum, un Test Case conté un conjunt de Test Steps o passos que, quan tots s’executen 
satisfactòriament, podem dir que el Test Case ha estat positiu. 
D’igual manera, un Test Suite és un conjunt de Test Cases o casos de prova que, quan tots s’executen 
satisfactòriament, podem dir que el Test Suite ha estat positiu. 
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3.6.6 Test Driven Development 
La tècnica de Test-driven Development (TDD) o també desenvolupament guiat per proves de software és 
una pràctica de l’enginyeria del software que consisteix en definir primer els casos de prova i anar 
refactoritzant el codi objecte posteriorment [21]. 
Primer s’escriu la prova i s’executa contra el sistema objete amb el resultat esperat de fallada. A partir 
d’aquí es va refactoritzant el codi objecte amb els elements necessaris per validar amb èxit la prova 
anteriorment fallada. D’aquesta manera es van afegint casos de prova a mida que evoluciona el sistma i a 
posteriori s’implementa al sistema el codi necessari per deixar de fallar aquestes proves. Obtenim 
d’aquesta manera un mètode incremental de construir el sistema a partir de les proves. 
Aquesta tècnica es recolza forçament en l’aplicació de proves automàtiques que es van executant de 
manera iterativa en tot progrés d’implementació del codi objecte. 
El cicle de desenvolupament conduit per les proves es pot descriure de la següent manera [22]: 
 Triar un requisit: Es tria un requisit inicial del sistema mirant de que no sigui massa difícil 
d’implementar i aporti prou coneixement del problema. 
 Definir un cas de prova: Es defineix un cas de prova funcional per validar el requisit i amb la 
perspectiva d’executar-se com a client final del sistema. 
 Validació de la prova fallida: S’espera que la primera execució de la prova sigui fallida. Si no ha 
estat així, pot ser a que la implementació que cobreix la prova ja està desenvolupada o bé que la 
prova no està ben dissenyada. 
 Implementar la validació: En aquest punt s’escriu el codi més senzill possible que permet passar 
la prova amb èxit. 
 Execució de proves automàtiques: S’executen totes les proves que s’han definit anteriorment de 
manera automàtica. D’aquesta manera s’aplica una regressió per garantir que tot allò anterior 
implementat continua funcionant com s’esperava. 
 Eliminació de duplicació: S’apliquen petits canvis de refactorització al codi per eliminar codi 
duplicat. Això sempre va acompanyat de l’execució de les proves automàtiqeus. 
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 Actualització de la llista de requisits: Es dona per satisfet el requisit que ha originat el cas de 
prova i s’afegeixen els nous requisits que es poden haver detectat durant l’execució de la present 
prova. 
Aquesta tècnica de desenvolupament de codi ofereix com avantatges la implementació d’un codi prou 
concís i net, doncs es va elaborant a partir de les proves. 
Per altra banda, els casos de prova sempre fallen en primera instància, per tant es garanteix que el disseny 
dels mateixos en garantiran la trobada d’errades en un escenari futur. 
D’igual manera, la cobertura que ofereix els casos de prova permeten garantir des de l’inici el 
manteniment del codi desenvolupat. 
Donat que les proves s’orienten a l’entrega del producte final amb perspectiva client i la implementació 
s’enfoca des de bon inici en cobrir aquests requisits, el producte resultant acostuma a ser de major 
qualitat. 
L’eina Recover està orientat en TDD. A partir de la definició formal dels casos de prova i la fallada 
d’aquests, en comptes d’implementar codi final, es va “implementat” el model conceptual del sistema 
objecte. Així doncs, seguint la mateixa tècnica de desenvolupament guiat de proves, es recupera el 
coneixement de sistema mitjançant les proves definides. 
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3.6.7 UML 
UML (Unified Modeling Language) o Llenguatge Unificat de Modelat és un llenguatge orientat a 
modelar i descriure sistemes software [10]. 
Es va originar en els mètodes orientats a objectes que van agafar més protagonisme en els entorns de 
programació a finals del 1980 i principis de 1990. Així doncs, UML ha evolucionat especialment en la 
segona meitat de la dècada dels 1990. 
Aquest llenguatge és presenta d’una manera gràfica per visualitzar, especificar, construir i generar la 
documentació d’un sistema. 
El llenguatge UML està basat en un estàndard per a representar un sistema, permetent descriure conceptes 
com els propis processos de negoci i les funcions del sistema alhora que detallar aspectes concrets 
relacionats amb els llenguatges de programació, esquemes de bases de dades i components reutilitzables. 
Com tot llenguatge formal, UML utilitza regles semàntiques, sintàctiques i pràctiques a fi de permetre 
descriure un model d’anàlisi i disseny d’un sistema. 
3.6.8 OCL 
El llenguatge OCL (Object Constraing Language) és un llenguatge declaratiu per descriure regles que 
apliquen sobre UML. Donat que és una extensió d’UML, el llenguatge OCL complementa de manera 
formal aquest primer [10] [23] [24] [25]. 
OCL ofereix un llenguatge textual i precís per expressar restriccions i expressions de consulta objecte 
sobre models o metamodels que d’altra manera no es podrien descriure sobre notació de diagrames. 
Les declaracions en OCL es construeixen de quatre maneres: 
1. Un context que defineix una situació acotada on la declaració és vàlida. 
2. Una propietat que representa algunes característiques del context. 
3. Operacions que manipulen o qualifiquen una propietat. 
4. Una sèrie de paraules clau (per exemple, if, then, else, and, or, not, implies) que s’utilitza per 
especificar expressions condicionals. 
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4. Especificació 
4.1 Model conceptual de Recover (Metamodel)  
Per poder tenir una visió més concreta de què és Recover i com funciona, es va procedir a formalitzar el 
model del sistema. De manera que és pot entendre millor com opera Recover conceptualment a fi de 
poder validar un conjunt de Test Cases en relació al sistema objecte del que s’està inferint el model del 
sistema. 
D’igual manera, aquesta mateixa comprensió a nivell conceptual ha estat un pas necessari del present 
Projecte de Final de Carrera. Aquest exercici permet entendre millor les necessitats que calien cobrir en 
l’elaboració d’un editor de proves que operes amb la lògica de Recover. 
 
 
FIGURA 3: MODEL CONCEPTUAL RECOVER 
 
Per interpretar l’anterior figura (disponible a l’annex de la memòria), a continuació es fa una breu 
descripció per sub-conjunts de l’esquema conceptual. 
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Metamodel UML 
Primer de tot, Recover infereix el model conceptual del sistema objecte i el modela fent servir UML. 
Mitjançant l’especificació de casos de prova a l’eina Recover, es van afegint elements del sistema objecte 
a la representació del mateix del model. Per la qual cosa, ens trobem que la informació d’aquests elements 
corresponen al propi Model UML. Dit d’una atra manera, es necessita el Model UML per poder modelar 
en UML. Això és el que anomenem el Metamodel UML. 
 
FIGURA 4: METAMODEL UML 
En aquest Metamodel UML trobem el primer element anomenat Model a la figura. D’aquest en deriven 
elements (ModelElement a la figura). La concrecció del tipus de ModelElement que se’n deriva ens 
permet que aquestes instanciacions concretes heretin per polimorfisme les propietats pròpies de 
ModelElement. 
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A continuació es llista el tipus d’instància que acaba esdevenint en tot element del Model: 
 Classe (Class a la figura): Element de classe que correspon a les propietats concretes que es 
formulen en un model d’orientació a objectes. 
 Objecte (Object a la figura): Objecte element pròpi dels models d’orientació a objectes que 
correspon a una instància de tipus Classe. 
 Associació (Association a la figura): Element que alhora està composat per dos extrems 
d’associació i que relacióna les classes del Model. 
 Extrem d’associació (AssociationEnd a la figura): Component agregat que pertany a una instància 
Classe que alhora va acompanyat d’una multiplicitat de la instància (MultiplicityElement a la 
figura). 
 Atribut (Attribute a la figura): Element agregat que pertany a una instància Classe del Model. 
Conté un atribut de tipus Type definit al propi Metamodel UML. 
 Operació (Operation a la figura): Component agregat que pertany a una instància de Classe on es 
defineixen accions de consulta o mètodes de modificació del sistema. 
En el resum representat d’aquests elements, l’eina Recover emmagatzema la pròpia representació del 
model del sistema objecte el qual està sent subjecte de validacions. 
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TestProgram a Recover 
A continuació es detalla els elements que, per altra banda, es requereixen per interactuar amb els elements 
de l’anterior figura. Aquests components són pròpiament la representació dels casos de prova (també 
referenciats com a Test Cases) els quals es contrasten amb el model representat. 
D’aquest manera, trobem que Recover està composat dels elements TestProgram (el que correspondria al 
concepte Test Suite) i que fa de contenidor dels casos de prova. 
 
FIGURA 5: MODEL TESTPROGRAM 
Per simplicitat, l’eina Recover defineix un element semblant a un cas de prova anomenat Estat Inicial. 
Aquest element és un subconjunt d’un Test Case el qual no conté elements de validació. Ens permet 
compartir unes condicions prèvies comunes a tots els elements Test Case continguts en un Test Program. 
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En determinades disciplines del testing es pot considerar que seria una precondició o background amb 
definicions compartides que aplicarà per tota prova que hereti aquest aspecte dins del conjunt o Test Suite. 
Aquest Estat Inicial es reflexa en la figura del model a l’element Fixture i que resulta un agregat de 
l’element TestProgram i també es relaciona amb l’element InformationBaseStatement. Aquest nou 
element es detalla més endavant. 
En resum, podem afirmar que un TestProgram està format per un element Estat Inicial que sempre està 
present i només apareix una vegada i, d’altra banda, per zero o molts elements TestCase. Aquests darrers 
tots ells també agregats de l’element TestProgram. 
A partir d’aquest punt i ja havent estat referenciat diverses vegades, pertoca descriure l’element TestCase 
de la figura. 
Ens troben que a Recover, un Test Case està format per elements TestElement. Aquests elements 
pertanyen als Test Step o “pas de prova” que formen un “cas de prova”.  
Com s’observa a la figura, la instanciació d’un TestElement pot resultar del tipus concret Comment. 
Aquest objecte definit a Recover no és un Test Step propi d’un cas de proves de l’entorn de testing, però 
en resulta d’extrema utilitat per emmagatzemar comentaris i llistar-ho com un Test Step més a fi de donar 
un suport semàntic en la representació formal del cas de prova. Típicament seria una notació d’ajuda 
realitzada per l’usuari final que executés manualment el cas de prova. 
D’una altra banda, un element TestElement pot resultar una instància concreta de tipus Statement. Aquests 
elements sí són pròpiament passos d’un cas de proves. A partir d’aquests, es deriva que puguin ser 
concretats com a elements de tipus InformationBaseStatement o bé elements de tipus Assertion. 
Un InformationBaseStatement és una declaració que realitza una modificació sobre un estat concret del 
sistema objecte a provar. 
En endavant, trobem que les declaracions del sistema es poden continuar concretant en instàncies de 
tipus: 
 Assignació (Assignement a la figura): Element que representa la declaració d’una assignació entre 
una expressió composada per una part esquerra (objecte que reb l’assignació) i una altra part dreta 
(valor de l’assignació). 
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 Lligam (LinkCreation a la figura): Element que declara la vinculació (també acoblament) entre 
dos objectes del model del sistema. Aquest element té una multiplicitat de valor 2 amb l’objecte 
ObjectCreation de la figura, doncs les relacions o lligams en la representació formal en UML 
d’un sistema orientat a objectes sempre pertanyen a una associació binaria. 
 Creació d’objecte (ObjectCreation a la figura): Element de creació d’un objecte al model. La 
creació d’aquest objecte pot venir acompanyada de la declaració d’atributs vinculats al mateix 
(AttributeValue a la figura). 
Continuant amb la descripció del model de Recover, els elements de tipus InformationBaseStatement 
també poden ser instàncies de tipus Assertion. 
La traducció de l’anglès de la paraula assertion és “afirmació”. Així doncs, en l’àmbit del testing una 
assertion és una afirmació o comprovació de certeça que es realitza sobre un estat del sistema a provar en 
un moment concret del mateix. 
És en aquest tipus d’elements del model de Recover on recau la responsabilitat de verificar el model del 
sistema objecte sobre el que s’està provant una determinada propietat. 
Per aquesta raó, les afirmacions que es realitza sobre el sistema són elements que s’instancien com: 
 Afirmació d’operació (OperationAssertion a la figura): Verifica que una operació succeeix o no 
en el sistema objecte. Aquestes operacions poden estar acompanyades d’elements Parameter que 
corresponen als paràmetres que es passen en la definicó de les capçaleres d’operació. 
 Afirmació de booleà (BooleanAssertion a la figura): Donat una expressió booleana, es valida si 
aquesta és afirmativa o negativa. 
 Afirmació d’equitat (EqualityAssertión): Donat una expressió de comparació entre dos elements, 
es valida si aquesta és afirmativa o negativa
3
. 
Gràcies a l’especificació formal de tots aquests elements llistats en l’exercici d’entendre el model 
conceptual que s’utilitza, es poden desprendre els elements del llenguatge intern que requereix Recover. 
                                                          
3
 Nota: Durant el propi progrés en el desenvolupament de l’eina Recover, els elements BooleanAssertion i 
EqualityAssertion han estat unificats per simplicitat en la validació dels casos de prova. 
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Així doncs, l’assistent de proves objectiu del present Projecte de Final de Carrera ha de ser capaç de 
permetre introduir un conjunt de casos de prova, o TestProgram, emmascarant i simplificant al màxim la 
interpretació de tota aquesta informació interna i relativa al llenguatge intern que utilitza Recover. 
A partir d’aquest coneixement es pot generar un catàleg de passos que l’editor de proves ha d’oferir per 
poder entrar la informació que s’acaba introduint al model conceptual del sistema objecte sobre el que es 
realitzaran validacions. 
Finalment, per recuperar la visió global de tot el model conceptual que composa Recover, els dos 
subconjunts del model UML anteriorment esmentats, els elements TestProgram i els elements que 
deriven de Model, han de tenir un punt d’unió per donar completitut. 
Aquest nexe d’unió és l’element de la figura Project, el qual representa una instància de tipus Project amb 
la que opera Recover. 
 
FIGURA 6: PROJECTE A RECOVER 
Molt resumidament, en un projecte de Recover es conté una instanciació del Model del sistema objecte on 
inicialment pot no contenir cap element tal com es reflexa a la multiplicitat de l’extrem modelElement de 
la figura complerta (annexada en la present Memòria). 
D’igual manera, el projecte sobre el que està treballant Recover pot contenir diferents instàncies de 
TestProgram que modifiquen l’estat del model de sistema objecte o en fan validacions sobre aquest. 
Quan es realitza una validació en un Test Case que esdevé en veredicte Error, es pot desprendre que el 
Model intern instanciat al projecte està incomplet. És en aquest punt que Recover infereix com ha de ser 
el model del sistema objecte mitjançant les validacions dels casos de prova i esbrina la informació que 
falta. 
Quan es realitza una valdiació en un en un Test Case que esdevé en veredicte de Fail, es pot desprendre 
que l’execució sobre Model intern instanciat al projecte es errònia. És en aquest punt on Recover detecta 
fallades al model del sistema objecte en relació a la situació esperada pel cas de prova que falla. 
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4.2 Requisits funcionals (catàleg de passos) 
Per facilitar l’enteniment del present apartat, cal recordar els conceptes de Test Suite, Test Case i Test 
Step anteriorment exposats a l’apartat Base de Coneixement de la present Memòria. 
A mode resum, se’n destaquen els següents punts: 
 Un Test Step és un pas d’execució que es realitza en el context d’un Test Case i que serveix per 
realitzar una operació de modificació sobre el sistema o bé una acció de consulta sobre el mateix. 
 Un Test Case conté un conjunt de Test Steps o passos que, quan tots s’executen satisfactòriament, 
podem dir que l’execució del Test Case ha estat positiu. 
 Un Test Suite és un conjunt de Test Cases o casos de prova que, quan tots s’executen 
satisfactòriament, podem dir que l’execució del Test Suite ha estat positiu. 
En el context d’aquest Projecte de Final de Carrera, l’eina Recover fa servir el concepte Test Program que 
és equivalent a la definició de Test Suite. 
Els fitxers de Recover sota el llenguatge propi que fa servir l’eina utilizen aquesta jerarquia. Per tant 
trobem que l’editor de casos de prova ha de ser capaç de presentar a l’usuari d’una manera amigable 
aquests conceptes i poder actuar sobre ells amb el propòsit de modificació o ampliació. 
És per això que es defineix el següent catàleg de passos que ha de satisfer el prototip de l’editor de casos 
objecte del present Projecte de Final de Carrera així com la posterior integració realitzada sobre Recover. 
4.2.1 Iniciar un Test Program 
L’editor de casos presenta una interfície inicial on es mostra el contingut d’un Test Program. 
En una situació nova, aquest Test Program està comprés per un Estat Inicial sense cap pas definit. 
D’igual manera, sofereix la possibilitat de crear un o més Test Cases continguts dins Test Program 
instanciat. 
4.2.2 Reanomenament d’un Test Program 
El Test Program inicial que es presenta en una generació nova s’ha de poder reanomenar. 
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4.2.3 Creació d’un Test Case 
Partint d’un Test Program, s’ha de poder permetre crear un Test Case nou que formarà part de la 
col·lecció de Test Cases de Test Program instanciat. 
4.2.4 Eliminació d’un Test Case 
Partint d’un Test Program, s’ha de poder permetre eliminar un Test Case amb tot el contingut que aquest 
tingui definit. 
4.2.5 Addició d’un Test Step de tipus a un Estat Inicial 
L’Estat Inicial ha de permetre poder afegir un o més Test Steps del tipus especificat. 
Els tipus poden ser “Comentari”, “Objete”, “Relació”, “Ocurrència d’operació” i “Assignació”. 
En funció del Tipus de Test Step, acompanyen un seguit de paràmetres requerits pel llenguatge intern de 
l’eina Recover. 
4.2.6 Eliminació d’un Test Step a un Estat Inicial 
L’Estat Inicial ha de permetre poder esborrar un Test Step prèviament definit. 
4.2.7 Modificació d’un Test Step a un Estat Inicial 
Un Test Step contingut a l’Estat Inicial és subjecte de modificació del valor d’algun dels seus paràmetres 
requerits en funció del Tipus i propietats del llenguatge intern de l’eina Recover. 
4.2.8 Reordenació de Test Steps continguts en un Estat Inicial 
Partint de dos o més Test Steps definitis en un Estat Inicial, s’ha de poder reordenar el llistat d’aquests de 
manera interna sense alterar l’especificació individual de cada Test Step. 
4.2.9 Addició d’un Test Step de tipus a un Test Case 
L’Estat Inicial ha de permetre poder afegir un o més Test Steps del tipus especificat. 
Els tipus poden ser “Comentari”, “Objete”, “Relació”, “Ocurrència d’operació”, “Assignació” i 
“Comprovació”. 
En funció del Tipus de Test Step, acompanyen un seguit de paràmetres requerits pel llenguatge intern de 
l’eina Recover. 
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4.2.10 Eliminació d’un Test Step a un Test Case 
Considerant un Test Case, aquest ha de permetre poder esborrar un Test Step prèviament. 
4.2.11 Modificació d’un Test Step a un Test Case 
Un Test Step contingut a l’Estat Inicial és subjecte de modificació del valor d’algun dels seus paràmetres 
requerits en funció del Tipus i propietats del llenguatge intern de l’eina Recover. 
4.2.12 Reordenació de Test Steps continguts en un Test Case 
Considerant dos o més Test Steps definitis en un Estat Inicial, s’ha de poder reordenar el llistat d’aquests 
de manera interna sense alterar l’especificació individual de cada Test Step. 
4.2.13 Importar un Test Program 
L’editor de proves ha de permetre carregar el contingut d’un TestProgram prèviament definit en el 
llenguatge intern de Recover des d’un fitxer extern. La càrrega d’aquest fitxer ha de permetre traduir-ho a 
la presentació i operatibilitat que ofereix l’editor de casos. 
Aquest aspecte és necessari per a la posterior integració del prototip a l’eina de Recover, on l’editor de 
proves s’adaptarà per emmascarar la transferència de fitxers interns. 
4.2.14 Exportar un Test Program 
L’editor de proves ha de permetre exportar el contingut d’un TestProgram presentat al propi editor, 
generant un fitxer de sortida amb la sintaxi i gramàtica del llenguatge intern que fa servir Recover. 
Aquest aspecte és necessari per a la posterior integració del prototip a l’eina de Recover, on l’editor de 
proves s’adaptarà per emmascarar la transferència de fitxers interns. 
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4.3 Requisits no funcionals  
En l’enginyeria del software, una de les fases de l’especificació és la definició dels requisits no 
funcionals. Aquests requisits no funcionals defineixen les qualitats generals que ha de tenir el sistema 
quan realitza la seva funció. Acostumen a ser de tipus Econòmics, Estructurals, Polítics o de Qualitat [10] 
[26]. 
En el context del present Projecte de Final de Carrera, en el desenvolupament de l’editor de casos de 
prova s’ha tingut en especial consideració els següents 4 requisits no funcionals en relació a la qualitat el 
software: 
 Flexibilitat: Obeeix a la necessitat de que el software generat sigui fàcil de modificar per adaptar-
ho a futurs canvis. En el context del present Projecte de Final de Carrera, s’ha d’enfatitzar una 
vegada més que aquest requisit no funcional és molt important per la naturalesa de l’eina Recover 
a la qual s’ha d’integrar la solució final, per la conseqüència de que aquesta aplicació es troba en 
desenvolupament, adaptant-se per la millora i satisfactivilitat dels seus clients. 
 Mantenibilitat: És la propietat del software de ser fàcil de corregir en cas d’errades. Per 
descomptat és un requisit no funcional molt lligat a l’anterior requisit de Flexibilitat. 
 Portabilitat: És la capacitat del software per a ser utilitzat en diferents sistemes. En relació amb el 
present Projecte de Final de Carrera, es requereix un desenvolupament orientat a les tecnologies 
web per la pròpia extensió que tenen arreu del món. També és precís utilitzar eines i recursos 
multiplataforma. En efecte, el prototip d’editor de casos de prova ha de poder ser executat des de 
qualsevol navegador web que segueixi els estàndards. 
 Usabilitat: Aquest requisit no funcional fa referència a la facilitat d’ús que ofereix el software en 
relació als usuaris finals del mateix. En el context en el que ens trobem, és el requisit no funcional 
més important. Un dels objectius del present Projecte de Final de Carrera és emmascarar la 
complexitat que representa l’eina Recover cara els usuaris de perfil no tècnic pel que fa a 
l’especificació de casos de prova. Per tant, la necessitat de respondre amb l’elaboració d’un editor 
de casos que faciliti aquesta tasca, implica que ha de ser suficientment guiat i senzill per a 
potenciar les bondats de l’eina Recover i contribuir d’aquesta manera a l’èxit comercial que 
acompanya. 
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4.4 Contractes operacions autocompletat 
Atès a la pròpia idea de proporcionar un editor de casos de prova estructurats que sigui orientat a la 
facilitat de la introducció d’aquests casos de prova, també s’ha tingut en ment preparar unes regles 
d’autocompletat que aplicaran en la integració final de l’editor a l’eina Recover. 
La intenció és que durant l’introducció d’un Test Case a l’editor, afinant més a quan es realitza l’acció 
d’entrar un Test Step i en funció del tipus d’aquest, es presentarà una suggeriment pels elements 
relacionats al pas que s’està especificat. Tot en funció de la informació del model objecte disponible al 
sistema que s’està validant. 
Amb aquesta funcionalitat d’autocompletat, es pretén reforçar el requisit no funcional d’Usabilitat i guiar 
encara més l’especificació de casos de prova estructurats amb informació sobre l’esquema conceptual del 
sistema on s’executen. 
Operació autoComplete() : Set(String) 
Semàntica: Mètode a ObjectCreation que llista el nom dels objectes existents al Model 
Precondicions: - 
Postcondicons: - 
Sortida: return = self.testCase.testProgram.project.model.modelElement->select(m | 
m.oclIsTypeOf(Class)).oclAsType(Class).name 
 
Operació autoComplete() : Set(String) 
Semàntica: Mètode a AttributeValue que llista el nom dels atributs existents per a self.ObjectCreation 
Precondicions: - 
Postcondicons: - 




Operació autoCompleteObject() : Set(String) 
Semàntica: Mètode a LinkCreation que llista el nom dels objectes existents al Model i EstatInicial 
Precondicions: - 
Postcondicons: - 
Sortida: return = self.testCase.testProgram.project.model.modelElement->select(m | 
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Operació autoCompleteClass() : Set(String) 
Semàntica: Mètode a LinkCreation que llista el nom de les classes existents al Model 
Precondicions: - 
Postcondicons: - 
Sortida: return = self.testCase.testProgram.project.model.modelElement->select(m | 
m.oclIsTypeOf(Class)).oclAsType(Class).name  
 
Operació autoCompleteObject() : Set(String) 
Semàntica: Mètode a ObjectAssertion que llista el nom dels objectes existents al Model i EstatInicial 
Precondicions: - 
Postcondicons: - 
Sortida: return = self.testCase.testProgram.project.model.modelElement->select(m | 




Operació autoCompleteOperation() : Set(String) 
Semàntica: Mètode a ObjectAssertion que llista el nom de les operacions existents al Model 
Precondicions: - 
Postcondicons: - 
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4.5 Diagrama de Casos d’Ús 
Els Casos d’Ús estan orientats a ser una descripció dels passos o activitats que s’haurien de realitzar per 
un determinat procés sobre el sistema. 
Aquestes accions es realitzen pels actors que interactuaran amb el sistema. Per tant, els Casos d’Ús 
formalitzen les accions que es disparen entre els actors i el sistema a fi de satisfer els requisits funcionals 
especificats [10] [27]. 
A continuació es presenta el Diagrama de Casos d’Ús que en resulta de l’especificació del present 
Projecte de Final de Carrera: 
 
FIGURA 7: DIAGRAMA DE CASOS D'ÚS 
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4.6 Diagrames de Seqüència del Sistema 





Semàntica: L’editor de casos presenta una interfície inicial on es mostra el contingut d’un 
TestProgram 
Precondicions: - 
Postcondicions: S’inicialitza un TestProgram al Sistema 
Sortida: Representació del TestProgram contingut al Sistema 




Operació: Sistema::renomenarTestProgram(name: String) 
Semàntica: Es reanomena el nom del TestProgram presentat a l’editor de casos de prova 
Precondicions: Existeix un TestProgram inicialitzat 
Postcondicions: El sistema actualitza el nom del TestProgram a name 
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Semàntica: S’afegeix un nou TestCase al contingut del TestProgram 
Precondicions: Existeix un TestProgram inicialitzat 
Postcondicions: El sistema registra el nou TestCase 
Sortida: Representació del TestProgram contingut al Sistema 




Operació: Sistema::eliminarTestCase(idTestCase: String) 
Semàntica: S’elimina el TestCase identificat com idTestCase 
Precondicions: Existeix un TestProgram inicialitzat amb un TestCase identificat com idTestCase 
Postcondicions: El sistema elimina el TestCase amb identificador idTestCase 
Sortida: Representació del TestProgram contingut al Sistema 
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4.6.5 Afegir un Test Step de tipus 
 
 
Operació: Sistema::afegirTestStep(idTestCase: String, idStepType, params: Set(String)) 
Semàntica: S’afegeix un nou TestStep de tipus idStepType al TestCase idTestCase amb la llista de 
paràmetres params 
Precondicions: Existeix un TestProgram inicialitzat amb un TestCase identificat com idTestCase 
El nombre de params correspon al tipus de TestStep especificat a idStepType 
Postcondicions: El sistema afegeix un nou TestStep de tipus idStepType amb els paràmetres params 
al TestCase amb identificador idTestCase 
Sortida: Representació del TestProgram contingut al Sistema 
4.6.6 Eliminació d’un Test Step 
 
 
Operació: Sistema::eliminarTestStep(idTestCase: String, idTestStep: String) 
Semàntica: S’elimina el TestStep identificat com idTestStep contingut al TestCase idTestCase 
Precondicions: Existeix un TestProgram inicialitzat amb un TestCase identificat com idTestCase que 
conté un TestStep identificat com idTestStep 
Postcondicions: El sistema elimina el TestStep amb identificador idTestStep contingut al TestCase 
identificat com idTestCase 
Sortida: Representació del TestProgram contingut al Sistema 
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Operació: Sistema::modificarTestStep(idTestCase: String, idStepType, params: Set(String)) 
Semàntica: S’actualitza el TestStep de tipus idStepType al TestCase idTestCase amb la llista de 
paràmetres params 
Precondicions: Existeix un TestProgram inicialitzat amb un TestCase identificat com idTestCase que 
conté un TestStep identificat com idTestStep 
El nombre de params correspon al tipus de TestStep especificat a idStepType 
Postcondicions: El sistema actualitza el TestStep de tipus idStepType amb els paràmetres params al 
TestCase amb identificador idTestCase 
Sortida: Representació del TestProgram contingut al Sistema 




Operació: Sistema::reordenarTestStep(idTestCase: String, idStepType, posIni: int, posFin: int) 
Semàntica: Es recol·loca el TestStep identificat com idTestStep al TestCase idTestCase amb la 
passant de la posició posIni a la posició posFin 
Precondicions: Existeix un TestProgram inicialitzat amb un TestCase identificat com idTestCase que 
conté un TestStep identificat com idTestStep 
El nombre de params correspon al tipus de TestStep especificat a idStepType 
Postcondicions: El sistema reordena al TestStep amb identificador idTestStep la llista de TestStep 
continguda deixant el TestStep idTestStep a la posició posFin 
Sortida: Representació del TestProgram contingut al Sistema 
Desenvolupament d’un editor de casos de prova estructurats 
i executables sobre un esquema conceptual del sistema                                                                      
  
Facultat d’Informàtica de Barcelona (FIB) Pàgina 39 
 
Projecte de Final de Carrera (PFC) 
Memòria 




Operació: Sistema::importarTestProgram(fitxerCSTL: String) 
Semàntica: El sistema carrega els valors del TestProgram al fitxer d’entrada fitxerCSTL 
Precondicions: El fitxer d’entrada fitxerCSTL conté una representació vàlida d’un TestProgram 
Postcondicions: El sistema carrega els valors de TestProgram al fitxer d’entrada fitxerCSTL 
Sortida: Representació del TestProgram contingut al Sistema 





Semàntica: El sistema genera un fitxer de sortida amb els valors del TestProgram en el 
llenguatge de l’eina Recover 
Precondicions: - 
Postcondicions: - 
Sortida: Fitxer de sortida amb els valors del TestProgram en el llenguatge de l’eina Recover 
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4.7 Definició formal de Casos d’Ús  
A continuació es defineixen els Casos d’Ús que es contemplen en l’elaboració de l’editor de casos de 
prova que s’integrarà a l’eina Recover. 
Els Casos d’Ús es detallen en format formal complet amb les següents clàusules principals [10]: 
- Actors primaris: Aquells que assoleixen un objectiu amb el seu cas d’ús. 
- Activació: Condició que provoca l’inici del cas d’ús. 
- Precondicions: Condicions que cal complir abans de poder executar el cas d’ús. 
- Escenari principal d’èxit: Curs principal d’esdeveniments com a seqüència de passos numerats. 
- Extensions: Alternatives a un escenari. 
- Postcondicions: Condicions que se’n deriven al final del cas d’ús. 
 
4.7.1 Cas d’Ús: Iniciar un Test Program 
Actors primaris: Professional del testing 
Activació: L’usuari vol generar un nou Test Program. 
Precondicions: - 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari accedeix a 
l’editor de casos de prova. 
2. L’editor de casos de prova presenta un Test Program sense cap 




Postcondicions: El sistema presenta un Test Program. 
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4.7.2 Cas d’Ús: Reanomenament d’un Test Program 
Actors primaris: Professional del testing 
Activació: L’usuari vol canviar el nom d’un Test Program. 
Precondicions: L’editor de casos de prova presenta un Test Program carregat. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona el nom actual del 
Test Program. 
3. L’usuari entra el nou valor i guarda 
l’acció. 
2. L’editor de casos de prova habilita l’edició de nom 
per al Test Program. 




3. L’usuari cancel·la l’acció. 4. L’editor de casos de prova recupera el valor original. 
 
Postcondicions: El sistema enregistra i mostra el nou valor de Test Program 
 
4.7.3 Cas d’Ús: Addició d’un Test Step de tipus a l’Estat Inicial 
Actors primaris: Professional del testing 
Activació: L’usuari vol afegir un Test Step a l’Estat Inicial. 
Precondicions: L’editor de casos de prova presenta un Test Program carregat. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona un tipus d’step. 
3. L’usuari completa els valors pels 
paràmetres de l’step. 
4. L’usuari confirma l’addició d’un 
nou step. 
2. L’editor de casos de prova habilita l’entrada de 
paràmetres pel tipus d’step seleccionat. 
5. L’editor de casos de prova enregistra internament les 
dades del nou step. 





Postcondicions: El sistema enregistra l’step introduït i el mostra a l’Estat Inicial. 
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4.7.4 Cas d’Ús: Eliminació d’un Test Step a l’Estat Inicial 
Actors primaris: Professional del testing 
Activació: L’usuari vol eliminar un Test Step a l’Estat Inicial. 
Precondicions: 1. L’editor de casos de prova presenta un Test Program carregat. 
 2. Existeix un Test Step a l’Estat Inicial. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona l’acció d’esborrar a 
un step de l’Estat Inicial. 
2. L’editor de casos de prova elimina internament les 
dades de l’step seleccionat. 
3. L’editor de casos de prova refresca el contingut de 




Postcondicions: El sistema elimina l’step seleccionat i el deixa de mostrar a l’Estat Inicial. 
 
4.7.5 Cas d’Ús: Modificació d’un Test Step a l’Estat Inicial 
Actors primaris: Professional del testing 
Activació: L’usuari vol modificar un paràmetre d’un Test Step a l’Estat Inicial. 
Precondicions: 1. L’editor de casos de prova presenta un Test Program carregat. 
 2. Existeix un Test Step a l’Estat Inicial. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona algun paràmetre d’un 
Test Step de l’Estat Inicial. 
3. L’usuari entra el nou valor i guarda 
l’acció. 
2. L’editor de casos de prova habilita el mode 
edició per al paràmetre seleccionat. 




3. L’usuari cancel·la l’acció. 4. L’editor de casos de prova recupera el valor original. 
 
Postcondicions: El sistema enregistra i mostra el nou valor del paràmetre modificat. 
 
  
Desenvolupament d’un editor de casos de prova estructurats 
i executables sobre un esquema conceptual del sistema                                                                      
  
Facultat d’Informàtica de Barcelona (FIB) Pàgina 43 
 
Projecte de Final de Carrera (PFC) 
Memòria 
4.7.6 Cas d’Ús: Reordenació de Test Steps continguts en un Estat Inicial 
Actors primaris: Professional del testing 
Activació: L’usuari vol modificar l’ordre dels Test Steps a l’Estat Inicial. 
Precondicions: 1. L’editor de casos de prova presenta un Test Program carregat. 
 2. Existeix més d’un Test Step al Estat Inicial. 
 
Escenari principal d’èxit:  
Actor Sistema 
1. L’usuari selecciona i arrossega un Test Step. 
2. L’usuari deixar anar el Test Step seleccionat a la 
posició desitjada de la llista d’steps. 
3. L’editor de casos de prova aplica 
reordenació dels steps internament. 
4. L’editor de casos de prova mostra els steps 




Postcondicions: El sistema enregistra l’ordenació aplicada i ho mostra a l’Estat Inicial. 
 
4.7.7 Cas d’Ús: Afegir un Test Case  
Actors primaris: Professional del testing 
Activació: L’usuari vol afegir un Test Case al Test Program. 
Precondicions: L’editor de casos de prova presenta un Test Program carregat. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona la opció de 
crear un nou Test Case. 
2. L’editor de casos de prova mostra un Test Case en sense 
cap Step definit al Test Program. 




Postcondicions: El sistema mostra un Test Case en sense cap Step definit al Test Program. 
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4.7.8 Cas d’Ús: Eliminació d’un Test Case 
Actors primaris: Professional del testing 
Activació: L’usuari vol eliminar un Test case al Test Program. 
Precondicions: 1. L’editor de casos de prova presenta un Test Program carregat. 
 2. Existeix un Test Case al Test Program. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona l’acció d’esborrar 
a un Test Case del Test Program. 
2. L’editor de casos de prova elimina internament les 
dades del Test Case seleccionat. 
3. L’editor de casos de prova refresca i mostra el 




Postcondicions: El sistema elimina el Test Case seleccionat i el deixa de mostrar al Test Program. 
 
4.7.9 Cas d’Ús: Addició d’un Test Step de tipus a un Test Case 
Actors primaris: Professional del testing 
Activació: L’usuari vol afegir un Test Step a un Test Case concret. 
Precondicions: L’editor de casos de prova presenta un Test Program carregat. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona un tipus d’step per 
afegir a un Test Case concret. 
3. L’usuari completa els valors pels 
paràmetres de l’step. 
4. L’usuari confirma l’addició d’un nou 
step. 
2. L’editor de casos de prova habilita l’entrada de 
paràmetres pel tipus d’step seleccionat. 
5. L’editor de casos de prova enregistra internament 
les dades del nou step. 





Postcondicions: El sistema enregistra l’step introduït i el mostra al Test Case seleccionat. 
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4.7.10 Cas d’Ús: Eliminació d’un Test Step a un Test Case 
Actors primaris: Professional del testing 
Activació: L’usuari vol eliminar un Test Step a un Test Case concret. 
Precondicions: 1. L’editor de casos de prova presenta un Test Program carregat. 
 2. Existeix un Test Step al Test Case triat. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona l’acció d’esborrar a 
un step d’un Test Case concret. 
2. L’assistent elimina internament les dades de l’step 
seleccionat. 
6. L’editor de casos de prova refresca el contingut del 




Postcondicions: El sistema elimina l’step seleccionat i el deixa de mostrar al Test Case seleccionat. 
 
4.7.11 Cas d’Ús: Modificació d’un Test Step a un Test Case 
Actors primaris: Professional del testing 
Activació: L’usuari vol modificar un paràmetre d’un Test Step a un Test Case concret. 
Precondicions: 1. L’editor de casos de prova presenta un Test Program carregat. 
 2. Existeix un Test Step al Test Case triat. 
 
Escenari principal d’èxit: 
Actor Sistema 
1. L’usuari selecciona algun paràmetre d’un 
Test Step d’un Test Case concret. 
3. L’usuari entra el nou valor i guarda l’acció. 
2. L’editor de casos de prova habilita el mode 
edició per al paràmetre seleccionat. 




3. L’usuari cancel·la l’acció. 4. L’editor de casos de prova recupera el valor original. 
 
Postcondicions: El sistema enregistra i mostra el nou valor del paràmetre modificat. 
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4.7.12 Cas d’Ús: Reordenació de Test Steps continguts en un Test Case 
Actors primaris: Professional del testing 
Activació: L’usuari vol modificar l’ordre dels Test Steps a l’Estat Inicial. 
Precondicions: 1. L’assistent presenta un Test Program carregat. 
 2. Existeix més d’un Test Step al Test Case triat. 
 
Escenari principal d’èxit:  
Actor Sistema 
1. L’usuari selecciona i arrossega un Test Step. 
2. L’usuari deixar anar el Test Step seleccionat a la 
posició desitjada de la llista d’steps. 
3. L’editor de casos de prova aplica 
reordenació dels steps internament. 
4. L’editor de casos de prova mostra els steps 




Postcondicions: El sistema enregistra l’ordenació aplicada i ho mostra al Test Case concret. 
 
4.7.13 Cas d’Ús: Importar un Test Program 
Actors primaris: Professional del testing 
Activació: L’usuari vol carregar els valors d’un Test Program guardat. 
Precondicions: L’usuari ha iniciat un Test Program. 
 
Escenari principal d’èxit:  
Actor Sistema 
1. L’usuari acciona l’acció d’importar 
un Test Program. 
3. L’usuari accepta la conformitat de 
carregar un nou Test Program. 
5. L’usuari selecciona el fitxer CSTL a 
carregar. 
2. L’editor de casos de prova informa sobre la pèrdua de 
dades del Test Program actualment carregat. 
4. L’editor de casos de prova ofereix triar un Test 
Program des d’un fitxer local. 
6. L’editor de casos de prova importa i mostra la 




3. L’usuari denega l’acció de carregar un nou Test Program. 
 
 
Postcondicions: El sistema refresca la informació interna amb els valors del nou Test Program carregat i 
el mostra a l’editor de casos de prova. 
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4.7.14 Cas d’Ús: Exportar un Test Program 
Actors primaris: Professional del testing 
Activació: L’usuari vol guardar els valors del Test Program actual. 
Precondicions: L’usuari ha iniciat un Test Program. 
 
Escenari principal d’èxit:  
Actor Sistema 
1. L’usuari acciona l’acció 
d’exportar un Test Program. 
3. L’usuari selecciona la carpeta 
local de destí. 
2. L’editor de casos de prova demana a quina carpeta local 
guardar el Test Program. 
4. L’editor de casos de prova genera un fitxer CSTL del Test 




Postcondicions: El sistema refresca la informació interna amb els valors del nou Test Program carregat i 
el mostra a l’editor de casos de prova. 
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4.8 Eines de seguiment 
4.8.1 Llista de tasques 
A partir dels objectius definits i del treball ja realitzat, s’han analitzat les diferents tasques que manquen 
per a l’assoliment dels objectius. D’acord amb això, s’han planificat les següents tasques a partir de les 
quals s’ha estimat el temps de realització restant del projecte. 
1. Estudi de la viabilitat i definició dels requisits del prototip d’editor. 
2. Desenvolupament d’un prototip per tal d’avaluar i seleccionar les tecnologies d’implementació, 
assegurant la integració futura amb l’eina Recover. 
3. Especificació dels elements que constitueixen un cas de prova a Recover a partir de la 
documentació ja existent a través d’un meta model. 
4. Generació de casos de prova en llenguatge intern que interpreta Recover per a un subconjunt 
d’elements. 
5. Primer anàlisi de possibles regles d’autocompletat per facilitar la definició dels casos de prova en 
funció del coneixement ja definit prèviament en els casos de prova o en el model. 
6. Especificació de regles d’autocompletat bàsiques en llenguatge OCL sobre el meta model de 
casos de prova i del model de coneixement. 
7. Inici de l’elaboració de la documentació seguiment del present projecte.  
8. Lliurament Informe Previ 
Entrega del present document. 
9. Especificació - Refinament del metamodel dels casos de prova estructurats 
Acabar de detallar i validar el Metamodel dels casos de prova amb el que treballa Recover. 
10. Especificació - Definició de les regles d'autocompletat 
Definició en CSTL
4
 de les regles d’autoCompletat en base al Metamodel. 
11. Especificació - Especificació de les regles d'autocompletat d'elements dels casos de prova 
Especificació en CSTL de les regles d’autoCompletat en base al Metamodel. 
12. Reunió Seguiment 
Validació de la fase d’especificació i validació de l’estat del projecte. 
13. Disseny - Refinament del disseny del prototip dels casos de prova 
Revisió i millora del prototip actual. 
14. Implementació - Desenvolupament restant del prototip de l'editor 
Actualització i completat del prototip actual. 
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15. Implementació - Incorporació de les regles d'autocompletat 
Implementació de les regles d’autoCompletat definides a fase d’especificació. 
16. Revisió implementació del prototip 
Reunió de seguiment. 
17. Implementació - Integració del prototip a l'eina Recover 
Assoliment del propòsit d’aquest Projecte de Final de Carrera. 
18. Proves -  Definició i introducció d'un cas d'estudi 
Generació d’un cas real a l’eina Recover per la posterior bateria de proves. 
19. Proves Funcionals - Pla de proves funcional i execució de proves 
Proves funcionals i d’acceptació per a la validesa d’aquest Projecte de Final de Carrera. 
20. Validació del prototip 
Reunió de seguiment i acceptació de l’eina resultant. 
21. Revisió de documentació 
Reunió de seguiment. 
22. Documentació Memòria Final 
Elaboració de la memòria d’aquest Projecte de Final de Carrera. 
23. Preparació de la presentació 
Preparació de la presentació per a la defensa d’aquest Projecte de Final de Carrera. 
24. Lliurament de la Memòria Final 
Entrega final de la memòria. 
25. Defensa del projecte 
Presentació i exposició del present Projecte de Final de Carrera. 
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4.8.2 Planificació Temporal del Projecte 
A continuació es presenta la planificació temporal de les taques a realitzar un cop la presentació de 
l’Informe Previ de l’actual Projecte de Final de Carrera. 
 
FIGURA 8: DIAGRAMA GANTT PLANIFICACIÓ ORIGINAL 
El present diagrama Gantt també es troba disponible a l’annex de la memòria. 
4.8.3 Desviació sobre la planificació inicial 
Per motius personals i laborals s’ha produït una desviació sobre l’anterior. De la correcció de l’anterior 
diagrama Gantt, esdevé la següent planificació: 
 
FIGURA 9: DIAGRAMA GANTT PLANIFICACIÓ CORREGIDA 
El present diagrama Gantt també es troba disponible a l’annex de la memòria. 
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5. Disseny 
5.1 Arquitectura de l’editor de casos de prova estructurats  
Tot i ser la implementació del prototip de l’editor de casos de una aplicació web, s’ha realitzat seguint 
l’arquitectura en tres capes. Per tant, la composició de les capes de l’editor es classifiquem com: 
 Capa de Presentació: En aquest punt consten els fitxers HTML i CSS que composen la 
presentació de l’editor de casos de prova exposat a l’usuari amb el respectiu catàleg de passos. 
També formen part d’aquesta capa els fitxers JavaScript que capturen els esdeveniments per 
realitzar canvis a la Capa de Presentació o bé es comuniquen amb el controlador de la Capa de 
Domini. 
 Capa de Domini: Els diferents mètodes JavaScript processen de manera interna una sèrie 
d’accions com la interpretació de la informació que composen els casos de prova. Aquestes 
accions poden ser des del modelat d’un cas de prova, carregat de manera externa, com la 
preparació del mateix per exportar-lo de nou [28] [29] [30] [31]. Així mateix, també processen 
totes les accions que modifiquen l’estat del model del TestProgram representat. D’altra banda, els 
mètodes d’autocompletat  que es presenten al prototip de l’editor de casos de prova [32] simulen 
el comportament de la solució final (quan l’editor resulta integrat a l’eina Recover) a partir del 
model de Test Program representat en aquesta capa d’arquitectura. 
 Capa de Dades: La persistència física dels elements generats o carregats pel prototip de l’editor 
de proves es tracta amb fitxers externs [33] [34] [35] [36] [37], preparant les respectives crides en 
aquesta funcionalitat per recuperar els casos de prova directament de Recover un cop hagi estat 
integrat. 
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FIGURA 10: ARQUITECTURA EN TRES CAPES 
Amb aquesta arquitectura implementada es permet separar la complexitat que pot anar adquirint el codi 
un cop es realitza la tasca d’integració a l’eina Recover final. Per tant, els canvis que es requereixen fer 
per adaptar-se han de recaure majoritàriament sobre la comunicació amb la Capa de Dades, on es 
substiteix el processament de fitxers externs per les crides internes que s’utilitzen a Recover (que 
internament continua tractant amb el format de fitxers utilitzats al prototip de l’editor de casos de prova). 
Seguint aquest disseny d’arquitectura, la Capa de Presentació i la Capa de Domini es reaprofiten 
íntegrament quan s’apliquen sobre l’eina Recover. 
Un altre dels avantatges de seguir aquesta arquitectura ha estat que, mentre es realitzava la implementació 
del prototip de l’editor, la pròpia eina Recover també anava evolucionant segons les necessitats de negoci. 
Per tant, el tractament dels canvis que en paral·lel calia anar preparant al prototip tenien un impacte 
minimitzat gràcies a poder centrar-se a la capa on succeïen aquests canvis. En especial a la Capa de 
Domini on s’adaptava els passos de prova que composen un cas de prova i la respectiva presentació per 
introduir aquesta informació a la Capa de Presentació. 
Finalment, la Capa de Presentació ha estat adaptada al disseny de la presentació web que s’aplica a l’eina 
Recover en les tasques d’integració. 
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5.2 Patró de Disseny Model-Vista-Controlador 
Per a l’elaboració de l’editor de casos de prova estructurats del present Projecte de Final de Carrera, s’ha 
obtat per realitzar una implementació seguint el patró de disseny de Model-Vista-Controlador [10]. 
Aquest patró de disseny consta de la descomposició del sistema software en tres elements. Per una banda 
tenim el Model, que s’encarrega de la implementació de les funcionalitats i dades del sistema. Per altra 
banda, tenim la interfície amb l’usuari que es divideix en dos components: La Vista, que s’encarrega de 
gestionar com es mostra la informació a l’usuari, i el Controlador, que té la tasca de gestionar la interacció 
amb l’usuari. 
La implementació de l’editor de casos de prova utilitza tecnologies web i està orientat a ser utilitzat en un 
navegador, per tant resulta encertat la utilització del patró de disseny Model-Vista-Controlador. 
Per aquest motiu tenim que la Capa de Presentació té elements de Vista, com és l’objecte HTML que es 
presenta a l’usuari final així com els elements CSS que s’encarreguen de la maquetació. 
Tanmateix l’element Controlador delega en els diferents objectes JavaScript la responsabilitat de, per una 
banda, el tractament dels events capturats per la Vista així com l’actualització de la mateixa i, per l’altra 
banda, aquestes classes que formen part del Controlador s’encarreguen d’interactuar amb els objectes 
JavaScript implementats per a gestionar el Model del sistema. 
La utilització d’aquest patró de disseny fomenta la canviabilitat i portabilitat de l’aplicació. 
A més a més, la implementació del component Vista s’ha realitzat utilitzant la tècnica de Single-page 
application (SPA) [38]. 
Single-page application es basa en la implementació d’una única pàgina web, o bé aplicació web, que està 
continguda en un únic lloc.Això permet oferir una experiència més fluida cap als usuaris, om si 
estiguessin en una aplicació d’escriptori. 
Seguint aquest model, tots els codis HTML, JavaScript i CSS es carreguen una única vegada o bé es 
carreguen i agreguen dinàmicament en funció de la necessitat de la pàgina. Generalment com a 
conseqüència dels esdeveniments de l’usuari interactuant sobre la pàgina. 
En cap moment cal recarregar la pàgina o reenviar la totalitat de la seva informació. Per tant s’alleugereix 
l’enviament de dades així com la percepció de transició entre pàgines. 
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5.3 Diagrama de Classes 




FIGURA 11: DIAGRAMA DE CLASSES 
El model conceptual de Test Program de l’anterior figura que utilitza l’editor de casos de prova a la Capa 
de Domini es troba emmagatzemant a l’element localStorage que ofereix la tecnologia aplicada 
d’HTML5. 
 
5.4 Diagrames de Seqüència 
A continuació es presenta el conjunt de Diagrames de Seqüència que responen a la implementació de 
l’editor de casos de prova. Per cada operació cridada com esdeveniment a la Capa de Presentació, es 
mostren les operacions implicades. 
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5.4.1 Iniciar un Test Program 
 
 
Quan s’accedeix a l’editor de casos de prova, es posen en marxa una sèrie de mecanismes per inicialitzar 
els controladors de les diferents capes de l’arquitectura, la inicialització d’esdeveniments de la Capa de 
Presentació que capturarà els futurs events sobre aquesta i la renderització web del contingut web que es 
mostra finalment a l’usuari. 
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L’acció de loadTestProgramFromLoca) s’utiliza en diferents escenaris. S’encarrega principalment de la 
composició dels elements web que finalment s’entreguen a la Capa de Presentació. Aquests elements a 
mostrar es recuperen a partir de la representació del TestProgram actual que està emmagatzemat al 
domini del sistema. 




Aquesta acció respon a la necessitat de renombrar el TestProgram actual, emmagatzemant internament 
aquest canvi i mostrant el resultat de l’esdeveniment a la Capa de Presentació. 




Aquesta acció respon a la necessitat d’afegir un Test Case al TestProgram actual, emmagatzemant 
internament aquest canvi i mostrant el resultat de l’esdeveniment a la Capa de Presentació. 
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Aquesta acció respon a la necessitat d’eliminar un Test Case al TestProgram actual, emmagatzemant 
internament aquest canvi i mostrant el resultat de l’esdeveniment a la Capa de Presentació. 
5.4.5 Afegir un Test Step de tipus 
En quant a la implementació, un Estat Inicial i un Test Case no presenten diferència tret d’un tipus d’step 
de comprovació que només aplica en un Test Case. 
Aquesta particularitat està filtrada a la Capa de Presentació per tant el mateix Diagrama de Seqüència es 
pot comportartir pels casos de “Afegir un Test Step a l’Estat Inicial” i per “Agefir un Test Step a un Test 
Case”. 
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Aquesta acció respon a la necessitat d’afegir un Test Step al Test Case seleccionat o bé sobre l’Estat 
Inicial, emmagatzemant internament aquest canvi i mostrant el resultat de l’esdeveniment a la Capa de 
Presentació. 
5.4.6 Eliminació d’un Test Step de tipus 
En quant a la implementació, un Estat Inicial i un Test Case no presenten diferència tret d’un tipus d’step 
de comprovació que només aplica en un Test Case. 
Aquesta particularitat està filtrada a la Capa de Presentació per tant el mateix Diagrama de Seqüència es 






Aquesta acció respon a la necessitat d’eliminar un Test Step al Test Case seleccionat o bé sobre l’Estat 
Inicial, emmagatzemant internament aquest canvi i mostrant el resultat de l’esdeveniment a la Capa de 
Presentació. 
5.4.7 Modificació d’un Test Step de tipus 
En quant a la implementació, un Estat Inicial i un Test Case no presenten diferència tret d’un tipus d’step 
de comprovació que només aplica en un Test Case. 
Aquesta particularitat està filtrada a la Capa de Presentació per tant el mateix Diagrama de Seqüència es 
pot comportartir pels casos de “Modificació d’un Test Step a l’Estat Inicial” i per “Modificació d’un Test 
Step a un Test Case”. 
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Aquesta acció respon a la necessitat de modificar un Test Step al Test Case seleccionat o bé sobre l’Estat 
Inicial, emmagatzemant internament aquest canvi i mostrant el resultat de l’esdeveniment a la Capa de 
Presentació. 
5.4.8 Reordenació d’un Test Step 
En quant a la implementació, un Estat Inicial i un Test Case no presenten diferència tret d’un tipus d’step 
de comprovació que només aplica en un Test Case. 
Aquesta particularitat està filtrada a la Capa de Presentació per tant el mateix Diagrama de Seqüència es 
pot comportartir pels casos de “Reordenació d’un Test Step a l’Estat Inicial” i per “Reordenació d’un Test 
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Aquesta acció respon a la necessitat de modificar l’ordre d’un Test Step dins d’un Test Case seleccionat o 
bé sobre l’Estat Inicial, emmagatzemant internament aquest canvi i mostrant el resultat de l’esdeveniment 
a la Capa de Presentació. 




En aquesta situació, s’ha de generar un fitxer de sortida en format de l’eina Recover.  Per realizar aquesta 
acció primer s’ha d’exportar la representació interna del TestProgram actual recuperant aquesta 
informació en una estructura de dades. En aquesta implementació s’utilitza un format CSV per a realtizar 
aquest pas intermig. 
Un cop es té volcada la informació, es crida al mètode de la classe Parser que s’encarrega de tornar una 
traducció de l’estructura del TestProgram contingut a l’objecte CSV. Procedint així obtenim la cadena de 
text en llenguatge intern de l’eina Recover. 
Amb aquest contingut, es genera el fitxer resultant que es mostra finalment a la Capa de Presentació com 
opció de descàrrega. 
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El mètode getTestProgramCSV s’encarrega de recòrrer tots els elements del TestProgram que es contenen 
emmagatzemats internament a la representació de la Capa de Dades i composa l’objecte resultant en 
format CSV. 
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Quan la Capa de Presentació captura l’esdeveniment d’importar un fitxer CSTL, es tracta el fitxer i es 
llegeix la secció que conté la representació del TestProgram en format CSV. 
Internament, s’elimina la representació del TestProgram actual contingut a la representació de la Capa de 
Dades i es crida al mètode que entra de nou la representació importada en format CSV. 
 
 
El mètode setTestProgramCSV itera sobre tots els elements del CSV d’entrada realitzant la instanciació al 
domini tot seguint la jerarquia de TestProgram. 
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5.5 Model de Dades 
El següent diagrama de classes presenta el model de dades que s’utilitza en la persistència de la 
informació. 
 
FIGURA 12: DIAGRAMA MODEL DE DADES 
La persistència física dels elements generats pel prototip de l’editor de proves es realitza sobre fitxers 
externs de manera que representen aquest model de dades [33] [34] [35] [36] [37]. 
Aquests fitxers estan dissenyats en el llenguatge CSTL
5
 intern de l’eina Recover i presenten una 
estructura gramatical del següent tipus: 
/* Fitxer TestProgram.cstl */ 
testprogram Test_Container { 
   
 /* Llista de Test Step elements que formen l'Estat Inicial */ 
 
 // Exemple de Test Step de tipus Objecte 
 objecte := new Objecte; 
 
 // Exemple de Test Step de tipus Assignació sobre un element Atribut d'un element Objecte 
 objecte.atribut := 'valor atribut'; 
 
 /* Conjunt d'elements de tipus Test Case */ 
 
 test Test_Case { 
 
  /* Llista de Test Step elements que formen part del present Test_Case */ 
 
  // Exemple de Test Step de tipus Comprovació 
  assert true objecte.atribut='valor atribut'; 
 } 
} 
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6. Implementació 
6.1 Capa de Presentació 
A continuació es presenta una sèrie d’exemples relatius a diferents Casos d’Ús per il·lustrar com es 
comporta la Capa de Presentació de l’editor de casos de prova. 
6.1.1 Iniciar un Test Program 
 
FIGURA 13: INICIAR UN TESTPROGRAM 
Aquesta és l’aparença inicial quan s’inicia l’editor de casos i no hi ha cap informació prèvia carregada al 
TestProgram. 
6.1.2 Reanomenament d’un Test Program 
 
FIGURA 14: REANOMENAR TESTPROGRAM 
El nom actual “TestProgram” és seleccionable. Quan l’usuari el selecciona apareix la opció d’editar el 
nom. 
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FIGURA 15: REANOMENAR TESTPROGRAM - EDICIÓ 
L’usuari entra el nou nom per al TestProgram actual i guarda el canvi. 
 
FIGURA 16: REANOMENAR TESTPROGRAM - PERSISTÈNCIA 
El canvi de nom del TestProgram es fa persistent. 
6.1.3 Afegir un Test Case 
 
FIGURA 17: AFEGIR UN TESTCASE 
Quan l’usuari acciona l’opció d’afegir un Test Case, aquest s’incorpora a l’actual TestProgram. 
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FIGURA 18: AFEGIR UN ALTRE TESTCASE 
Per tantes vegades com s’acciona l’opció, aparèixen successius Test Cases sense cap pas definit encuats a 
la llista de Test Cases que conté l’actual TestProgram. 
6.1.4 Eliminació d’un Test Case 
Quan s’acciona l’opció d’esborrar un Test Case concret, aquest desapareix de la llista de Test Cases de 
l’actual TestProgram. 
 
FIGURA 19: ELIMINAR UN TESTCASE 
A l’exemple de l’anterior figura, el Test Case nomenat “test-1” ja no apareix. 
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6.1.5 Afegir un Test Step a l’Estat Inicial 
Quan es mostra el contigut de l’Estat Inicial, apareix l’opció d’afegir un nou Test Step. 
 
FIGURA 20: SELECCIONAR TIPUS DE TESTSTEP 
El tipus de Test Step vàlids per a ser introduïts es mostren en una llista seleccionable on l’usuari tria 
l’opció desitjada. 
 
FIGURA 21: INTRODUÏR VALORS DEL TESTSTEP 
L’usuari entra els valors pel tipus de Test Step a introduïr. 
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FIGURA 22: CONFIRMAR AFEGIR TESTSTEP A L'ESTAT INICIAL 
Quan l’usuari confirma l’acció d’afegir el Test Step, aquest apareix a la llista de passos de l’Estat Inicial. 
 
FIGURA 23: AFEGIR ATRIBUTS A UN TESTSTEP DE TIPUS OBJECTE 
Per al cas particular d’un Test Step de tipus “Objecte”, s’ofereix l’opció d’afegir atributs en aquest 
element. 
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FIGURA 24: CONFIRMACIÓ D'ATRIBUT AFEGIT A UN OBJECTE 
Quan l’usuari entra els paràmetres de l’atribut i confirma l’acció, apareix llistat el nou atribut relatiu al 
Test Step de tipus Objecte. 
6.1.6 Afegir un Test Step a un Test Case 
D’igual manera que a un Estat Inicial, es poden afegir Test Steps a un Test Case concret. 
 
FIGURA 25: AFEGIR TESTSTEP A UN TESTCASE 
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A l’exemple de l’anterior figura, l’usuari afegeix un TestStep de tipus “Comprovació”. Aquest és un tipus 
només vàlid a un Test Case controlat per la Capa de Presentació. 
 
FIGURA 26: CONFIRMAR TESTSTEP A UN TESTCASE 
Quan l’usuari confirma l’acció, el nou Test Step apareix al Test Case seleccionat. 
6.1.7 Modificar un Test Step 
Els elements d’un Test Step són editables. Això permet que quan l’usuari els seleciona, s’habilita el mode 
edició. 
 
FIGURA 27: MODIFICACIÓ D'UN TESTSTEP 
Quan l’usuari entra el nou valor i confirma el canvi, la modificació es fa persistent al TestProgram. 
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6.1.8 Reordenació de Test Steps 
Mitjançant la capacitat de drag&drop, l’usuari pot seleccionar i arrossegar un Test Step concret i 
reordenar-lo dins de la llista d’on es troba contingut. 
 
FIGURA 28: REORDENACIÓ DE L'STEP OBJECTE A SEGONA POSICIÓ 
 
FIGURA 29: STEP OBJECTE ORDENAT A LA SEGONA POSICIÓ 
 
FIGURA 30: REORDENACIÓ DE L’STEP OBJECTE A LA PRIMERA POSICIÓ 
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FIGURA 31: STEP OBJECTE ORDENAT A LA SEGONA POSICIÓ 
 
FIGURA 32: REORDENACIÓ DE L’STEP COMENTARI A LA PRIMERA POSICIÓ 
 
FIGURA 33: STEP COMENTARI ORDENAT A LA PRIMERA POSICIÓ 
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6.1.9 Eliminar un Test Step 
 
FIGURA 34: SELECCIÓ D'UN TESTSTEP PER A SER ELIMINAT 
A l’anterior figura, l’usuari selecciona el Test Step número 2 del Test Case per a ser esborrat. 
 
FIGURA 35: ELIMINACIÓ D'UN TESTSTEP 
Quan es realitza aquesta acció, el Test Step seleccionat desapareix de la llista de passos del Test Case. 
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6.1.10 Exportar un TestProgram 
L’editor de casos de prova ofereix la possibilitat d’exportar el contingut del TestProgram actual a un 




FIGURA 36: EXPORTAR EL CONTINGUT DEL TESTPROGRAM 
Quan l’usuari selecciona la opció d’Exportar TestProgram, el navegador on s’executa l’aplicació de 
l’editor de casos de prova presenta el diàleg de descàrrega de fitxers. 
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FIGURA 37: FITXER RECOVER RESULTANT 
El resultat de la descàrrega és un fitxer de text en el llenguatge de l’eina Recover que presenta la mateixa 
representació de TestProgram que conté l’editor de casos de prova.  
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6.2 Eines de suport 
6.2.1 HTML5 
El llenguatge sobre el que s’ha decidit realitzar la programació de l’editor de proves ha estat HTML5 
(HyperText Markup Language, versió 5). A banda d’esdevenir en l’estàndard per dissenyar espais a la 
web, incorpora entre d’altres, un servei per emmagatzemar dades al navegador del client que ens permet 
gestionar la interacció de l’usuari amb el model de casos de prove. 
Aquest servei, anomenat LocalStorage, ofereix una seguretat adicional (tot i mancances que posteriorment 
es tractaran) que no ofereixen actualmente les galetes (cookies) utilitzades normalment per 
emmagatzemar dades d’usuari i de sessió. Les dades que enregistrem mitjançant LocalStorage només són 
accessibles des d’el navegador que utilitza l’usuari i no poden ser llegides per cap altra entitat externa. 
Els dos objectes de LocalStorage disponibles i que s’han utilitzat en aquest projecte són 
“window.localStorage” i “window.sessionStorage”. El primer d’aquests dos objectes s’ha fet servir per 
emmagatzemar les dades dels casos de prova entre d’altres, mentres que l’objecte de sessionStorage s’ha 
utilitzat per guardar les dades de sessió de l’usuari. 
Sobre aquests dos objectes cal destacar que les dades enregistrades mitjançant localStorage no tenen data 
d’expiració i les dades enregistrades mitjançant sessionStorage es perden en el moment en que l’usuari 
tanca la pestanya del navegador. 
En aquest punt trobem un nou avantatge del localStorage envers les galetes i és que si no definim el 
contrari, les galetes expiren als 30 minuts i, en el nostre cas, necessitem que les dades dels casos de prova 
perdurin en el temps donat que s’hauran de reutilitzar. 
Finalment, per acabar de comentar els aspectes positius del LocalStorage, unes altres avantatges que ens 
proporciona aquesta tecnologia és que, per una banda ens permet estalviar ample de banda ja que al tenir 
les dades directament emmagatzemades i accessibles en el costat del client, no necessitem llegir o escriure 
d’un servidor pel que ens permet reduir volum de dades enviades durant les connexions. D’altra banda, 
ens podem saltar la limitació de capacitat de les galetes (4096 bytes) ampliant-la fins als 5MB per domini 
que es pot emmagatzemar mitjançant LocalStorage. 
Com aspecte negatiu sobre l’ús de LocalStorage (“localStorage” i “sessionStorage”) i que eventualment 
podria esdevenir en problemes, cal mencionar que les dades que s'emmagatzemen al navegador són 
accessibles mitjançant JavaScript. Per aquesta raó, qualsevol codi programat en JavaScript executant-se a 
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les nostres pàgines podria accedir a aquestes dades amb el que seriem totalment vulnerables a atacs de 
XSS (Cross-Site Scripting) [39]. 
6.2.2 JavaScript 
JavaScript és un llenguatge d’scripts, interpretat i multiplataforma que s’utilitza principalment per a crear 
pàgines web dinàmiques. El codi JavaScript pot enllaçar-se o afegir-se a la pròpia pàgina web, 
proporcionant un control absolut i dinàmic sobre aquesta. 
JavaScript s’encarrega de realitzar accions al costat de client com pot ser demanar dades, confirmacions, 
mostrar missatges, crear animacions, comprovar camps, etc. A més, també permet controlar (fins certes 
limitacions) les aplicacions que l’executen. Habitualment navegadors. 
Tècnicament JavaScript es pot provar directament sobre qualsevol navegador web sense necessitat de 
processos intermediaris. 
6.2.3 jQuery 
jQuery és una llibreria multiplataforma JavaScript. Està dissenyada per a simplificar la programació 
d’scripts sobre HTML del costat de l’aplicació client. 
Aquesta llibreria és de les més extenses en la seva utilització i està oferta de manera gratuita i sota la 
filosofia d’OpenSource. La sintaxi està basada en una simplificació per permetre navegar de manera fàcil 
sobre elements DOM, crear animacions i disparar esdeveniments així com poder treballar amb aplicaicons 
AJAX. 
El catàleg de mètodes multiplataforma ja implementats que ofereix jQuery el postula com un bon 
candidat per desenvolupar funcionalitats de manera àgil. Això estalvia nombroses línies de codi que 
caldria implementar si es desitges basar-se només en JavaScript sense utilitzar llibreries externes. 
A més, en conjunció amb CSS, també permet tractar d’una manera ràpida el tractament d’estils sobre 
HTML per la facilitat de referència dels elements i les capacitats de les funcions que ofereix. D’aquí en 
resulta un disseny web dinàmic aconseguit amb menor esforç que d’altra manera. 
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6.2.4 CSS 
La millora de l’estil dels documents HTML es pot conseguir mitjançant la tecnologia CSS (Cascading 
Style Sheets). Aquesta tecnologia està estandaritzada pel consorci W3C (World Wide Web Consortium) 
[40] [41]. 
Es tracta d’una especificació sobre els estils físics aplicables a un document HTML i tracta d’oferir una 
separació definitiva entre la lògica (estructura) i el físic (presentació) del document. Amb estil lògic ens 
referim a la lògica del document: capçaleres, paràgrafs, etc. No es preocupa de l’aparença  final, sinó de 
l’estructura del document. Altrament, trobem que l’estil físic no es preocupa de l’estructura del document, 
sinó de l’aparença final: paràgrafs amb determinat tipus de lletra, taules amb determinat color de fons, etc. 
La finalitat de les fulles d’estil és crear estils físics separats de les etiquetes HTML, en comptes de com 
paràmetres d’aquestes estiquetes, i aplicar-los en els blocs de text on es vulguin aplicar. 
En conseqüència, es simplifiquen les tasques de maquetació de documents HTML. Tot allò relatiu a la 
presentació, s’incorpora mitjançant una fulla d’estils CSS. 
6.2.5 CSV 
Els arxius en format CSV (Comma-Separated Values) són un tipus de document en format obert per a 
representar dades de manera senzilla i en format taula [42]. 
Amb aquesta estructura, els elements continguts en aquest format es separen per comes (o punts i coma) 
representan les columnes de la taula. Els salts de línia s’interpreten com a separador entre les diferents 
files de la respectiva taula. 
La facilitat per a representar i interpretar la informació estructurada d’aquesta manera permet 
implementar de manera senzilla un mitjà d’emmagatzemar dades que sigui fàcilment llegit per tercers.  
La utilització d’aquesta manera de representar informació ha estat d’ajuda per oferir una pseudo-
representació entre la representació d’un Test Program a l’editor de casos de prova i el propi Test 
Program especificat en el llenguatge intern de l’eina Recover.  Aquesta transposició de la informació ha 
facilitat tant exportar un cas de prova des de l’editor com tornar a importar el mateix cas de prova a 
l’editor sense haver de re-interpretar des de l’inici el fitxer resultant en CSTL7. 
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7. Pla de proves 
Per a la definició del pla de proves s’ha obtat per definir els casos de prova utilitzant el llenguatge 
d’especificació conegut com Gherkin. 
Gherkin és el llenguatge que Cucumber utilitza per definir els casos de prova. Està orientat a ser un 
disseny no tècnic i amb una redacció humana [43]. D’aquesta manera es persegueix promoure la pràctica 
del Business Driven Development (BDD) [44], una tècnica que deriva del propi Testing Driven 
Development (TDD). 
Cucumber és l’eina de software que interpreta els casos de prova i permet executar-los de manera 
automàtica. Amb aquest procediment s’aconsegueix tenir una bateria de proves d’acceptació que 
responen a escenaris funcionals del producte que s’està validant. 
Tot i que els casos de prova dissenyats amb Gherkin estan orientats a una interpretació humana, 
existeixen unes paraules clau de la sintaxi que estructuren aquestes proves. 
L’etiqueta Feature (que acompanya a tot fitxer en Gherkin sota l’extensió .feature) presenta la descripció 
d’una única funcionalitat o aspecte particular de la mateixa. 
Dins d’un Feature, hi ha un o més Scenarios. L’etiqueta Scenario defineix un exemple concret que reflexa 
una regla de negoci. Aquest escenari està composat per una llista de passos classificats per les etiquetes de 
Given, When i Then. 
Els passos de Given s’utilitzen per descriure un context inicial del sistema que equival a una precondició 
que ens situa en un punt de partida a l’escenari. 
Els passos When s’utilitzen per descriure esdeveniments o accions. Poden ser interaccions d’una persona 
amb el sistema o un esdeveniment disparat per un altre sistema. 
Finalment, els passos de tipus Then descriuren el resultat esperat de les accions o esdeveniments que han 
succeït als steps de tipus When. 
Tots aquests passos anteriorment esmentats es poden fer servir més d’una vegada amb la possibilitat de 
substituir les ocurrències repetides de l’etiqueta original amb l’etiqueta And. 
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Existeixen altres etiquetes com Background que defineix unes condicions prèvies comunes a tots els 
escenaris continguts en un Feature. També és usual trobar l’etiqueta Scenario Outline que defineix un 
Scenario amb la particularitat que s’executa tantes vegades com entrades de paràmetres tingui especificat 
en un format tipus taula propi del llenguatge. 
A continuació es presenta el següent exemple per entendre millor com es dissenya un cas de prova [45]: 
Feature: Text resum però descriptiu amb allò que es desitja 
  Per a obtenir un valor de negoci 
  Amb un actor del sistema 
  Perseguint un resultat de profit seguint l’objectiu 
 
  Scenario: Alguna situació de negoci concreta 
    Given una preocondició 
    And una altra precondició 
    When alguna acció realitzada per l’actor 
    And i una altra acció realitzada 
    And i encara una altra acció portada a terme 
    Then s’aconsegueix una resposta provable 
    And i també s’ha obtingut un altre element provable 
 
  Scenario: Una altra situació 
  ... 
Per al context del present Projecte de Final de Carrera, les proves especificades amb Gherkin no 
requereixen ser automatitzades. Tanmateix aquest llenguatge és igualment vàlid per especificar un pla de 
proves que s’executi manualment.  
7.1 Validació de les funcionalitats a la Capa de Presentació 
Feature: Comprovació de les funcionalitats d’edició dels casos de prova a l’editor 
 
  Scenario: L’usuari de l’editor de proves accedeix per primera vegada a l’editor de prova esperant   
obtenir l’editor funcional per a començar a dissenyar un cas de prova 
    Given no hi ha informació previa de cap model de Test Program 
    When s’accedeix a l’editor de proves 
    Then l’editor mostra un Test Program nou que conté un Estat Inicial sense steps i cap Test Case 
 
  Scenario: Els tipus de pas seleccionables per un nou pas de prova que aparèixen com opció a l’Estat          
Inicial són exclusivament “Comentari”, “Objecte”, “Relació”, “Ocurrència operació” i “Assignació” 
    Given ens trobem a l’Estat Inicial 
    Then apareix l’opció d’afegir un nou step 
    And les opcions per afegir són del tipus: 
      | Comentari           | 
      | Objecte             | 
      | Relació             | 
      | Ocurrència operació | 
      | Assignació          | 
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  Scenario: Els tipus de pas seleccionables per un nou pas de prova que aparèixen com opció a l’Estat 
Inicial són exclusivament “Comentari”, “Objecte”, “Relació”, “Ocurrència operació”, “Assignació” i 
“Comprovació” 
    Given ens trobem a l’Estat Inicial 
    Then apareix l’opció d’afegir un nou step 
    And les opcions per afegir són del tipus: 
      | Comentari           | 
      | Objecte             | 
      | Relació             | 
      | Ocurrència operació | 
      | Assignació          | 
      | Comprovació         | 
 
  Scenario: Es presenta diferents tipus de pas de prova a introduïr amb els respectius paràmetres del 
tipus de pas seleccionat a l’Estat Inicial 
    Given ens trobem a l’Estat Inicial 
    When es selecciona un tipus de pas <tipusDePas> al desplegable 
    Then apareixen com entrada de formulari el nombre de paràmetres per a <tipusDePas> 
 
  Scenario: Es presenta diferents tipus de pas de prova a introduïr amb els respectius paràmetres del 
tipus de pas seleccionat a un Test Case 
    Given ens trobem a un Test Case 
    When es selecciona un tipus de pas <tipusDePas> al desplegable 
    Then apareixen com entrada de formulari el nombre de paràmetres per a <tipusDePas> 
 
  Scenario: Es pot afegir un nou Test Case en blanc a l’actual Test Program mostrat a l’editor de proves 
    When s’acciona l’opció d’afegir un nou Test Case 
    Then aparèix a la cua dels Test Cases existents al Test Program un nou Test Case sense cap element 
 
  Scenario: S’encua un nou pas del tipus seleccionat amb els paràmetres introduïts a la llista de passos 
de l’Estat Inicial 
    Given ens trobem a l’Estat Inicial 
    When s’omplen els paràmetres <params> del formulari per a <tipusDePas> 
    And es confirma l’entrada dels paràmetres 
    Then apareix al Estat Inicial un nou step de tipus <tipusDePas> amb els  paràmtres <params> 
    And L’step generat aparèix a la cua dels steps existents 
 
  Scenario: S’encua un nou pas del tipus seleccionat amb els paràmetres introduïts a la llista de passos 
d’un Test Case 
    Given ens trobem a un Test Case 
    When s’omplen els paràmetres <params> del formulari per a <tipusDePas> 
    And es confirma l’entrada dels paràmetres 
    Then apareix al Estat Inicial un nou step de tipus <tipusDePas> amb els  paràmtres <params> 
    And l’step generat aparèix a la cua dels steps existents 
 
  Scenario: Es pot reordenar un pas concret dins d’una llista de passos continguts a l’Estat Inicial 
    Given ens trobem a un Estat Inicial amb més d’un Test Step 
    When es reasigna la posició d’un Test Step en relació als Test Steps existents 
    Then el Test Step seleccionat es recol·loca ordenadament a la posició on s’ha assignat 
 
  Scenario: Es pot reordenar un pas concret dins d’una llista de passos continguts a un Test Step 
    Given ens trobem a un Test Case amb més d’un Test Step 
    When es reasigna la posició d’un Test Step en relació als Test Steps existents 
    Then el Test Step seleccionat es recol·loca ordenadament a la posició on s’ha assignat 
 
  Scenario: Es pot editar els paràmetres d’un Test Step 
    Given existeix un Test Step definit 
    When s’edita un dels seus paràmetres amb <nouValor> 
    Then el paràmetre editat pren el valor <nouValor> 
 
  Scenario: Es pot editar el nom del Test Program carregat a l’editor de proves 
    When s’edita el nom del Test Program amb <nouValor> 
    Then el nom del Test Program pren el valor <nouValor> 
 
  Scenario: Es pot eliminar un Test Step prèviament definit 
    Given existeix un Test Step definit 
    When es selecciona l’acció d’eliminar el Test Step 
    Then el Test Step desapareix de la llista on es trobava contingut 
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  Scenario: Es pot eliminar un Test Case prèviament definit 
    Given existeix un Test Case definit 
    When seleccionem l’acció d’eliminar el Test Case <testCase> 
    Then el Test Case <testCase> desapareix de la llista del Test Program 
 
 
Feature: Comprovació de les funcionalitats d’exportació i importació de fitxers generats mitjançant 
l’editor de casos de prova 
 
  Scenario: El contingut del Test Program es pot exportar en un fitxer CSTL generat per a descàrrega 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then s’ofereix per a descàrrega un fitxer en format CSTL que conté la representació del Test Program 
actual 
 
  Scenario: L’editor de casos de prova ofereix un mitjà per carregar un fitxer quan es desitja importar 
un fitxer CSTL 
    When es selecciona l’opció de “Import Test Program” 
    Then aparèixer quadre de diàleg per a introduir un fitxer en format CSTL 
 
  Scenario: El contingut d’un fitxer CSTL generat per l’editor de proves es pot importar a l’editor i 
presentar el Test Program que en representa 
    Given s’ha seleccionat l’opció de “Import Test Program” 
    When s’introdueix un fitxer en format CSTL 
    Then es presenta a l’editor el Test Program equivalent al contingut del fitxer CSTL introduït 
 
7.2 Validació de la generació de fitxers CSTL 
Feature: Validació de la gramàtica dels fitxers CSTL generats amb l’editor de casos de prova 
 
  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap pas a l'Estat 
Inicial i amb cap Test Case 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram no conté cap element a l'Estat Inicial 
    And el TestProgram no té cap Test Case 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
    } 
    """ 
 
  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap pas a l'Estat 
Inicial i un Test Case case sense cap pas 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram no conté cap element a l'Estat Inicial 
    And el TestProgram té un element Test Case amb nom "test-1" sense cap Test Step 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     test test-1 { 
 
     } 
    } 
    """ 
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  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap Test Case i 
un pas a l'Estat Inicial de tipus Comentari 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Comentari amb valor 
"Això és un comentari" 
    And el TestProgram no té cap Test Case 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     /* Això és un comentari */ 
 
    } 
    """ 
 
  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap Test Case i 
un pas a l'Estat Inicial de tipus Objecte 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Objecte amb valor 
"test" sent instància de "Test" 
    And el TestProgram no té cap Test Case 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     test := new Test; 
 
    } 
    """ 
 
  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap Test Case i 
un pas a l'Estat Inicial de tipus Relació 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Relació amb valors 
"test" entre "elementTestA" instància de "ElementTestA" i "elementTestB" instància de "ElementTestB" 
    And el TestProgram no té cap Test Case 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     insert (elementTestA,elementTestB) into test; 
 
    } 
    """ 
 
  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap Test Case i 
un pas a l'Estat Inicial de tipus Operació 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Operació amb valors 
"test()" que "ocurre" a l'objecte "elementTest" 
    And el TestProgram no té cap Test Case 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     elementTest.test(); 
 
    } 
    """ 
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  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap Test Case i 
un pas a l'Estat Inicial de tipus Assignació 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Assignació amb 
valors "variableTest" amb valor d'expressió "valorAssignat" 
    And el TestProgram no té cap Test Case 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     variableTest := valorAssignat; 
 
    } 
    """ 
 
  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb cap Test Case i 
un pas a l'Estat Inicial de tipus Assignació 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Comentari amb valors 
"test()" que "ocurre" a l'objecte "elementTest" 
    And el TestProgram té un element Test Case amb nom "test-1" 
    And el Test Case "test-1" té un Test Step de tipus Comprovació de "certeza" sobre l'expressió 
"variableTest=valorAssignat" 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     assert true variableTest=valorAssignat; 
 
    } 
    """ 
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  Scenario: El fitxer CSTL resultant conté la gramàtica que descriu un TestProgram amb passos definits a 
l'Estat Inicial i un parell de Test Cases amb passos definits 
    Given l'editor té el TestProgram amb nom "new_TestProgram" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Comentari amb valor 
"Definició de Background pel conjunt de casos de prova" 
    And el TestProgram conté un element a l'Estat Inicial amb un Test Step de tipus Objecte amb valor 
"test" sent instància de "Test" amb atributs: 
      | atribut      | valor        | tipus  | objecte | 
      | atributTest  | quaranta-dos | String |         | 
      | atributEnter | 42           | Entero |         | 
    And el TestProgram té un element Test Case amb nom "test-1" 
    And el Test Case "test-1" té un Test Step de tipus Comentari amb valor "Comprovar que es realitza 
canvi de valor" 
    And el Test Case "test-1" té un Test Step de tipus Assignació amb valors "test.atributTest" amb 
valor d'expressió "'vint-i-quatre'" 
    And el Test Case "test-1" té un Test Step de tipus Comprovació de "falsedad" sobre l'expressió 
"test.attributTest='quaranta-dos'" 
    And el TestProgram té un element Test Case amb nom "test-2" 
    And el Test Case "test-2" té un Test Step de tipus Operació amb valors "operacio(24)" que "no puede 
ocurrir" a l'objecte "test" 
    And el Test Case "test-2" té un Test Step de tipus Comprovació de "falsedad" sobre l'expressió 
"test.attributTest='quaranta-dos'" 
    When es realitza l’acció d’exportar l’actual TestProgram 
    Then l'arxiu CSTL exportat conté: 
    """ 
    testprogram new_TestProgram { 
 
     /* Definició de Background pel conjunt de casos de prova */ 
        test := new Test; 
        test.atributTest := 'quaranta-dos'; 
        test.atributEnter := 42; 
 
        test test-1 { 
 
            /* Comprovar que es realitza canvi de valor */ 
            test.atributTest := 'vint-i-quatre'; 
            assert false test.attributTest='quaranta-dos'; 
        } 
 
        test test-2 { 
 
            assert non-occurrence test.operacio(24); 
            assert true test.attributTest='quaranta-dos'; 
     } 
    } 
    """ 
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8. Exemple d’ús  (Cas Pràctic) 
A continuació es presenta un cas d’ús pràctic de la utilització de l’editor de casos de prova implementat 
en el present Projecte de Final de Carrera. 
Com a validació del prototip de l’editor de casos, es llisten a continuació els passos a seguir per generar 
un TestProgram en la gramàtica pròpia que utilitza Recover a fi de generar un arxiu resultant amb el 
següent contingut: 
testprogram Offers { 
 
 euro := new Currency; 
 euro.rate := 1; 
 requirementsBook := new Product; 
 requirementsBook.name := 'Essential Requirements Book'; 
 requirementsBook.netPrice := 26; 
 insert (requirementsBook,euro) into HasCurrency; 
 
 test test-1 { 
 
  /* An offer for the requirementsBook product is created */ 
  specialBookOffer := new Offer; 
  specialBookOffer.offerPrice := 15; 
  specialBookOffer.status := OfferStatus::enabled; 
  insert (specialBookOffer,requirementsBook) into OfferAppliesToProduct; 
  /* It is expected that the net price of the product is now 15 */ 
  assert true requirementsBook.netPrice(euro)=15; 
  /* If the offer is disabled, then the net price of the product is expected to be 26 */ 
  specialBookOffer.status := OfferStatus::disabled; 




Aquesta gramàtica representa un TestProgram que té per nom “Offers” i consta d’una sèrie 
d’inicialitzacions a l’Estat Inicial i un Test Case amb un llistat de passos. 
En concret, l’Estat Inicial declara dos objectes amb una sèrie d’atributs cadascun i una relació entre 
aquests dos objectes. 
El Test Case que acompanya declara un objecte amb una sèrie d’atributs i el relaciona amb un dels 
objectes previs de l’Estat Inicial. Seguidament es realitza una comprovació. 
El Test Case continua amb una assignació sobre l’objecte declarat al inici d’aquest i finalitza amb una 
altre Test Step de comprovació. 
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A partir d’aquí s’il·lustren els passos a dur a terme amb l’editor de casos de prova amb la finalitat de 
reproduir aquesta informació. 
 
FIGURA 38: TESTPROGRAM OFFERS { 
 
FIGURA 39: MOSTRAR CONTINGUT ESTAT INICIAL 
 
FIGURA 40: EURO := NEW CURRENCY; 
 
FIGURA 41: EURO.RATE := 1; 
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FIGURA 42: REQUIREMENTSBOOK := NEW PRODUCT; 
 
FIGURA 43: REQUIREMENTSBOOK.NAME := 'ESSENTIAL REQUIREMENTS BOOK'; 
 
FIGURA 44: REQUIREMENTSBOOK.NETPRICE := 26; 
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FIGURA 45: INSERT (REQUIREMENTSBOOK,EURO) INTO HASCURRENCY; 
 
FIGURA 46:  TEST TEST-1 { 
 
FIGURA 47: AN OFFER FOR THE REQUIREMENTSBOOK PRODUCT IS CREATED 
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FIGURA 48: SPECIALBOOKOFFER := NEW OFFER; 
 
FIGURA 49: SPECIALBOOKOFFER.OFFERPRICE := 15; 
 
FIGURA 50: SPECIALBOOKOFFER.STATUS := OFFERSTATUS::ENABLED; 
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FIGURA 51: INSERT (SPECIALBOOKOFFER,REQUIREMENTSBOOK) INTO OFFERAPPLIESTOPRODUCT; 
 
FIGURA 52: IT IS EXPECTED THAT THE NET PRICE OF THE PRODUCT IS NOW 15 
 
FIGURA 53: ASSERT TRUE REQUIREMENTSBOOK.NETPRICE(EURO)=15; 
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FIGURA 54: IF THE OFFER IS DISABLED, THEN THE NET PRICE OF THE PRODUCT IS EXPECTED TO BE 26 
 
FIGURA 55: SPECIALBOOKOFFER.STATUS := OFFERSTATUS::DISABLED; 
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FIGURA 56: ASSERT TRUE REQUIREMENTSBOOK.NETPRICE(EURO)=26; 
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FIGURA 57: TESTPROGRAM SENCER 
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FIGURA 58: EXPORTAR CAS PRÀCTIC 
 
FIGURA 59: ARXIU CSTL RESULTANT 
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9. Valoració Final 
9.1 Concordança de resultats i objectius  
Fruit de la meva estada professional a Sogeti he incrementat el meu coneixement sobre el Testing i la 
Qualitat del Software i m’he familiaritzat amb la solució Recover, que és l’eina a la que es pretén 
contribuir amb aquest treball. Mitjançant aquest punt de partida, he consolidat el coneixement del 
funcionament de l’eina Recover i s’han cobert els objectius plantejats a través de l’elaboració del present 
Projecte de Final de Carrera. 
L’objectiu general del projecte és el següent: 
 
Per assolir aquest objectiu general, s’han contemplat els següents sub-objectius: 
9.1.1 Dissenyar i implementar un editor que permeti introduir de forma àgil i independent 
de la sintaxi formal de Recover els casos de prova 
L’elaboració de l’editor de casos de prova estructurats lliurat en el present Projecte de Final de Carrera és 
la manifestació física de l’assoliment d’aquest objectiu. 
Aquesta implementació i la seva posterior integració a l’eina Recover permeten definir de manera 
estructurada i guiada els casos de prova com un conjunt de passos definits. 
Per abastar aquest propòsit, l’editor presenta una interfaç senzilla i prou pautada mitjançant tecnologies 
web on l’usuari pot començar a especificar un cas de prova a través d’afegir passos de prova. Aquests 
passos es presenten diferenciats entre sí en funció del tipus i s’adapten a l’entrada de paràmetres que 
requereixen segons aquest tipus. 
Com a suport adicional, l’usuari compta amb una funció d’autocompletat que l’ajuda a triar referències 
d’objectes o atributs que ja es troben especificats en la informació del sistema objecte. D’aquesta manera 
s’ofereix un increment en l’agilitat per a introduir informació al cas de prova quan es reutilitzen elements 
propis del context de la prova. 
Desenvolupament d’un editor usable i transparent al llenguatge formal de l’eina Recover per 
al disseny de casos de prova estructurats i generació interna dels casos per al posterior 
processament per part de Recover. 
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Per altra banda, l’editor presenta la possibilitat de reordenar els passos de prova introduïts mitjançant la 
característica d’usabilitat de drag&drop, així com esborrar-los de manera còmode si no resulten 
necessaris durant el disseny de la prova. 
Com a resultat, els casos de prova dissenyats a través de l’editor emmascaren la sintaxi formal que 
internament utilitza l’eina Recover. Aconseguint d’aquesta manera una manera guiada i senzilla de 
generar casos de prova vàlids sense necessitat de conèixer els aspectes interns del llenguatge Recover  i 
sent al mateix temps viables per a ser executats contra el model del sistema objecte de proves.  
9.1.2 Desenvolupar la funcionalitat d’exportació dels casos de prova dissenyats amb 
l’assistent a la sintaxi formal utilitzada per Recover 
En l’elaboració de l’editor de proves, s’ha implementat una funcionalitat d’exportació dels casos de prova 
dissenyats amb aquesta mateixa eina. 
D’aquesta manera, s’ha cobert l’objectiu d’aquest apartat tot lliurant l’opció per permetre la traducció dels 
casos de prova, representats d’una manera gràfica i guiada a l’usuari, per poder ser exportats al format de 
fitxers sota els quals treballa l’eina Recover. 
Aquests fitxers representen el mateix cas de prova elaborat a l’editor però amb el llenguatge intern de 
l’eina Recover. Així doncs, l’editor de proves en resulta un element transparent per la pròpia eina Recover 
pel que fa a l’obtenció dels mateixos fitxers requerits inicialment. 
A més, aquesta funcionalitat d’exportació ha estat un element indespensable per a la posterior integració 
de l’editor de proves cap al producte final Recover. Ha establert unes bases de comunicació entre el 
prototip de l’editor i el motiu final del present Projecte de Final de Carrera, de manera que ha estat també 
un element de validació del mateix.  
9.1.3 Integració de l’assistent a l’eina Recover, fent així transparent la sintaxi formal de 
l’eina 
Finalment, la darrera part d’aquest Projecte de Final de Carrera ha estat la integració de l’editor de casos 
de prova a l’eina Recover. En aquesta tasca i en funció de les necessitats pròpies del producte final, 
l’editor resultant esdevé una utilitat adaptada i integrada dins del conjunt. 
Això ha estat possible per la planificació i arquitectura d’implementació que s’ha seguit en l’elaboració de 
l’editor de casos de prova seguint tecnologies web i facilitat la comunicació directa de la informació 
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generada resultant. Per tant, el resultat del treball suposa una contribució directa al roadmap d’evolució 
del projecte Recover. 
9.2 Anàlisi econòmica global 
Per motius de confidencialitat així com per restar fora de la competència del present Projecte de Final de 
Carrera, el pressupost total otorgat al desenvolupament de l’eina Recover així com el mateix impacte que 
ha pogut esdevenir en l’adaptació de l’editor de casos de prova no es detallaran explícitament. 
No obstant, cal destacar que l’organització participant proporciona la majoria de recusos necessaris per 
desenvolupar els objectius que s’havien d’assolir. 
Per tant, a continuació es detalla el presupost centrat en l’elaboració del present Projecte de Final de 
Carrera fins el moment previ de la integració final on es relacionen les hores d’estudi i aprenentatge, la 
implementació de la solució proposada i les respectives tasques de validació. 
Despeses de personal 
Concepte Hores Preu hora Preu 
Hores de preparació 52 h 9 €/h 468,00 € 
Hores de recerca i estudi 174 h 9 €/h 1.566,00 € 
Hores de implementació 212 h 9 €/h 1.908,00 € 
Hores de validació 82 h 9 €/h 738,00 € 
Hores de preparació i redacció de la memòria 259 h 9 €/h 2.331,00 € 
TOTAL 7.011,00 € 
 
Despeses materials 
Concepte Quantitat Preu unitat Preu 
Despeses de Facultat 1 u. 283,04 €/u 283,04 € 
Portàtil 1 u. 1000 €/u 1.000,00 € 
Material fungible 1 u. 100 €/u 100,00 € 
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9.3 Conclusions 
En el desenvolupament del present Projecte de Final de Carrera he obtingut l’experiència de primera mà 
de la utilitat d’elaborar un prototip per a realitzar una prova de concepte. Més enllà de planificar una idea 
i dur-la a terme amb tot el rigor d’un exhaustiu pla de viabilitat empresarial i la corresponent especificació 
(tasques que representen una important inversió de temps), surt a compte realitzar una implementació 
parcial i posar-ho en pràctica per a obtenir unes valoracions inicials abans d’arrencar tot un projecte. 
En la meva experiència professional trobo sovint nombrosos exemples on es desenvolupen idees amb uns 
grans costos d’implementació i temps sense tenir suficient garantia d’èxit quan arriba a desplegar-se com 
a novetat al mercat. 
Ara bé, l’alliberament de funcionalitats parcials d’una implementació per poder realitzar un estudi de 
mercat també s’ha de fer de manera endreçada. És fàcil que quan una prova de concepte té èxit i es tira 
endavant el projecte, les tasques obviades de documentació no sempre es recuperen amb el formalisme 
desitjat. Junt amb altres motius com la dificultat de mantenir la documentació en una gran empresa amb 
molts fils de desenvolupament, el time to market fomenta aquestes carències d’informació del sistema. 
En resulta a la pràctica una feina prou difícil el haver de provar i garantir el correcte funcionament d’un 
sistema sense el corresponent coneixement de com funciona. Es denota que l’ausència de rigor en la 
generació de documentació en les etapes del desenvolupament del software acaba sent contraproduent. 
D’aquí en deriva un altre punt, la dificultat del professional del testing. Existint tantes tipologies de 
productes i mancances de coneixement, no resulta extrany que els mètodes de provar cada vegada siguin 
més innovadors. En el present Projecte de Final de Carrera he tingut l’oportunitat de treballar amb l’eina 
Recover que implementa una manera d’inferir el coneixement per a poder provar directament contra el 
model conceptual del sistema. Junt amb la gran varietat de tècniques de proves que poden aplicar-se en 
funció del context i considerant el món tecnològic on ens trobem, ple de possibilitats, acaba esdevenient 
que el testing és un art. 
En paraules del polític, advocat, escriptor i filòsof, Sir Francis Bacon
8
: "Scientia potentia est" (del llatí: 
“El coneixement és poder”). La culminació del present projecte torna a validar aquest concepte.  
  
                                                          
8
 Sir Francis Bacon: Strand (Londres), 22 de gener de 1561 – Highgate (Middlesex), 9 d’abril de 1626) 
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