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Nesta dissertação apresentamos um sistema para remoção do efeito de olhos
vermelhos em fotografia digital no formato JPEG. Este sistema é semi-
automático e tem como principal característica apenas re-codificar os blocos 
de imagem correspondentes à zona modificada, deixando todos os outros
blocos inalterados. Para a sua implementação foi necessário um estudo 
detalhado da norma JPEG de modo a desenvolver um descodificador para
este tipo de imagens. Para re-codificar os blocos modificados foi desenvolvido 
um algoritmo simples que, usando a informação contida no ficheiro, codifica os
blocos modificados de uma forma eficiente. Para a eliminação do efeito de 
olhos vermelhos foram desenvolvidos diversos algoritmos e efectuado um
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In this dissertation we present a system to remove the red eye effect of digital 
photos in JPEG format. This system is semi-automatic and its principal goal is 
that of only encoding the modified blocks of the image, leaving all the other
blocks unchanged. For this implementation it was necessary a detailed study of 
the JPEG norm, in order to develop a decoder for this type of images. To re-
encode the modified blocks it was developed a simple algorithm that, using the 
information contained in the file, encodes the modified blocks efficiently. To 
remove the red eye effect diverse algorithms had been developed and a set of 





1.1 O porqueˆ dos olhos vermelhos . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.2 Objectivos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2 Norma JPEG 5
2.1 Descric¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.1.1 JPEG progressivo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.1.2 JPEG hiera´rquico . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.1.3 JPEG sem perdas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.1.4 JPEG sequencial . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.1.5 Princ´ıpios da codificac¸a˜o JPEG no modo sequencial . . . . . . . . . . 9
2.2 Organizac¸a˜o do ficheiro codificado . . . . . . . . . . . . . . . . . . . . . . . . 11
2.3 Estrutura detalhada de um ficheiro JPEG . . . . . . . . . . . . . . . . . . . . 12
2.4 Compressa˜o de imagens com mu´ltiplas componentes . . . . . . . . . . . . . . 14
3 Trabalho realizado 17
3.1 Descodificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.1.1 Descodificac¸a˜o do cabec¸alho . . . . . . . . . . . . . . . . . . . . . . . . 19
3.1.2 Descodificac¸a˜o dos dados . . . . . . . . . . . . . . . . . . . . . . . . . 23
3.1.3 Marcas de controlo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
3.2 Co´pia e Codificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.2.1 Co´pia . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
3.2.2 Codificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.2.3 Princ´ıpio da codificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.2.4 Exemplo de codificac¸a˜o de um bloco . . . . . . . . . . . . . . . . . . . 37
3.3 Algoritmos para a Remoc¸a˜o do efeito de olhos vermelhos . . . . . . . . . . . . 40
3.3.1 Detecc¸a˜o da zona afectada . . . . . . . . . . . . . . . . . . . . . . . . . 40
i
CONTEU´DO
3.3.2 Algoritmos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
3.3.3 Algoritmo 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
3.3.4 Algoritmo 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.3.5 Algoritmo 3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43








1.1 Gato com efeito de olhos amarelos . . . . . . . . . . . . . . . . . . . . . . . . 3
1.2 Objectivos do trabalho . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.1 Exemplo de uma imagem progressiva . . . . . . . . . . . . . . . . . . . . . . . 6
2.2 Exemplo de uma imagem hiera´rquica . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 Pixels vizinhos (A, B e C) usados na predic¸a˜o do valor do pixel que se quer
codificar (X) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.4 Exemplo de uma imagem sequencial . . . . . . . . . . . . . . . . . . . . . . . 8
2.5 Codificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.6 Processo de codificac¸a˜o mais detalhado . . . . . . . . . . . . . . . . . . . . . . 9
2.7 Compressa˜o de imagens com mu´ltiplas componentes . . . . . . . . . . . . . . 15
3.1 Descodificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.2 Processo de descodificac¸a˜o mais detalhado . . . . . . . . . . . . . . . . . . . . 17
3.3 Diagrama da descodificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.4 Formato Zig-Zag . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.5 Tabela de tamanhos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.6 Tabela de co´digos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.7 Procedimento para ordenar os co´digos de Huffman por tamanho . . . . . . . 22
3.8 Descodificar imagem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.9 Codificac¸a˜o diferencial do DC . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
3.10 Ficheiro descomprimido . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
3.11 Zona de dados . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3.12 Descodificac¸a˜o e Codificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.13 Codificac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.14 Processo de codificac¸a˜o mais detalhado . . . . . . . . . . . . . . . . . . . . . . 33
3.15 Codificar imagem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.16 Ficheiro codificado . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
iii
LISTA DE FIGURAS
3.17 Histograma de cores . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
3.18 Imagem 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
3.19 Algoritmo 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
3.20 Diferenc¸a para o algoritmo 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
3.21 Imagem 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.22 Algoritmo 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.23 Diferenc¸a para o algoritmo 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.24 Imagem 3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
3.25 Algoritmo 3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
3.26 Diferenc¸a para o algoritmo 3 . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
3.27 Imagem 4 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
3.28 Algoritmo 4 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
3.29 Diferenc¸a para o algoritmo 4 . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
4.1 GIMP 85% . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
4.2 GIMP 100% . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
4.3 Aplicac¸a˜o proposta . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
4.4 Imagem 1 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.5 Imagem 1 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.6 Imagem 2 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
4.7 Imagem 2 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
4.8 Imagem 3 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.9 Imagem 3 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.10 Imagem 4 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
4.11 Imagem 4 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
4.12 Imagem 5 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
4.13 Imagem 5 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
4.14 Imagem 6 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
4.15 Imagem 6 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
4.16 Imagem 7 original . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
4.17 Imagem 7 corrigida . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
6.1 A´rea afectada . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61
iv
Lista de Tabelas
2.1 Preditores . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.1 Mudanc¸a de escala . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.2 Exemplo de mudanc¸a de escala . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.3 Bloco depois de mudanc¸a de escala . . . . . . . . . . . . . . . . . . . . . . . . 27
3.4 Bloco depois de Tabela de Quantizac¸a˜o . . . . . . . . . . . . . . . . . . . . . 27
3.5 Bloco depois de IDCT . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.6 Bloco a codificar . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
3.7 Bloco depois de FDCT . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
3.8 Bloco depois de Tabela de Quantizac¸a˜o . . . . . . . . . . . . . . . . . . . . . 36
3.9 Bloco a codificar . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
3.10 Bloco depois de subtra´ıdo 128 . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
3.11 Bloco depois da FDCT . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
3.12 Bloco depois de DQT . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
3.13 Run, Size e Amplitude . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
3.14 Co´digo e Amplitude . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
3.15 Stream de bits . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.1 Dados da imagem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45






A fotografia digital encontra-se hoje bastante vulgarizada, permitindo a qualquer pessoa
com um computador pessoal efectuar um sem fim de operac¸o˜es sobre as imagens adquiridas
pela ma´quina fotogra´fica. Uma das funcionalidades frequentemente encontradas em progra-
mas para manipulac¸a˜o de imagem fotogra´fica consiste na remoc¸a˜o do ta˜o desagrada´vel efeito
de olhos vermelhos.
Este efeito deve-se a` iluminac¸a˜o do fundo do olho provocada pelo flash da ma´quina fo-
togra´fica. Embora muitas das ma´quinas possuam sistemas que tentam evitar este feno´meno,
emitindo feixes de luz antes do flash para obrigar as pupilas dos olhos a fechar, o certo e´
que muitas vezes esses sistemas falham. Neste caso, a u´nica possibilidade e´ aplicar um po´s-
processamento a` imagem digital.
Actualmente, quase todas as ma´quinas fotogra´ficas digitais armazenam as fotografias num
formato comprimido, tipicamente usando a norma JPEG (Joint Pictures Expert Group. Em
geral, quando se pretende efectuar algum po´s-processamento numa imagem, ela e´ primeiro
descomprimida, depois processada e, finalmente, re-comprimida. Como a compressa˜o usada
introduz perda de informac¸a˜o, este processo de descompressa˜o/re-compressa˜o introduz de-
gradac¸a˜o adicional e/ou um aumento inaceita´vel do tamanho do ficheiro.
O formato JPEG permite o armazenamento de imagens com 24 bits de representac¸a˜o de
cor. Isso significa que este formato aceita 16,8 milho˜es de cores. O JPEG e´ um dos formatos
de imagens mais populares e isso deve-se a` capacidade de formar imagens fie´is a` original.
Ale´m disso, os ficheiros em JPEG costumam ter tamanhos bastante mais reduzidos que os
originais. Na verdade, uma imagem JPEG pode ter o seu tamanho cerca de 100 vezes inferior
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ao original e mesmo assim conseguir ter uma qualidade aceita´vel.
O JPEG utiliza um algoritmo de compactac¸a˜o que aproveita limitac¸o˜es do olho humano.
No entanto, mesmo sabendo-se que os ficheiros JPEG podem trabalhar com ate´ 16,8 milho˜es
de cores, o olho humano na˜o e´ capaz de distinguir todas essas cores. Assim, e´ poss´ıvel retirar
uma se´rie de informac¸o˜es que representam cores em imagens e manter apenas aquelas vis´ıveis
ao olho humano. Por outras palavras, o formato JPEG retira da imagem aquilo que os hu-
manos na˜o conseguem ver. Esse processo e´ conhecido como compressa˜o perceptual. Isso faz
com que imagens bastante realistas sejam criadas, ao mesmo tempo que os ficheiros ficam
bastante mais pequenos.
Um aspecto importante no JPEG e´ o facto de os ficheiros poderem ter diferentes n´ıveis de
compressa˜o. Quanto maior for o n´ıvel de compressa˜o (mais informac¸a˜o e´ retirada do ficheiro),
menor sera´ o tamanho do ficheiro, contudo a sua qualidade sera´ inferior.
Uma desvantagem do JPEG e´ que a imagem normalmente perde qualidade cada vez que
e´ re-comprimida. E´ esse o principal foco deste trabalho. Tendo em conta esse problema,
tentamos minimiza´-lo o quanto poss´ıvel ao modificar apenas a parte da foto que e´ alterada
ao remover o efeito de olho vermelho e manter todo o resto da fotografia inalterada para que
a perda de qualidade seja minimizada e restringida a uma a´rea limitada e controlada.
1.1 O porqueˆ dos olhos vermelhos
O efeito dos olhos vermelhos, em fotografia, consiste no surgir de pontos vermelhos nos
olhos das pessoas e animais retratados em fotografias, resultantes do reflexo da luz do flash.
Em algumas espe´cies de animais, existe uma camada reflectora atra´s da retina que melhora
a visa˜o nocturna e que aumenta este efeito, o que conduz por vezes a variac¸o˜es da cor da
luz reflectida de espe´cie para espe´cie. Os olhos dos gatos, por exemplo, podem reflectir em
fotografias de flash, a cor azul, amarela, rosa, ou verde.
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Figura 1.1: Gato com efeito de olhos amarelos
Para o reflexo atingir o sensor da caˆmara (ou o filme, pois as convencionais tambe´m sofrem
com o problema), e´ preciso que o aˆngulo de incideˆncia do flash seja muito pequeno, o que
acontece principalmente em duas situac¸o˜es:
• Fotos com flash de pessoas distantes - e´ muito raro acontecer em caˆmaras compactas
pois o flash nestas tem um alcance muito reduzido. Quanto mais perto do motivo a
caˆmara estiver, menor a probabilidade de olhos vermelhos;
• Flash muito pro´ximo da lente - e´ a principal explicac¸a˜o para o nu´mero crescente de
fotos com olhos vermelhos, uma vez que com caˆmaras cada vez menores, o flash quase
sempre fica perto demais da objectiva.
Alguns modelos tentam reduzir o problema com o flash que se abre acima do corpo da
caˆmara, mais afastado da lente. A maioria, no entanto, conta apenas com o tal modo de
reduc¸a˜o de olhos vermelhos. O que ele faz e´ emitir alguns ra´pidos flashes de luz antes do
flash propriamente dito com o intuito de fazer com que as pupilas das pessoas se contraiam,
diminuindo assim o orif´ıcio pelo qual a luz teria que entrar e ser reflectida de volta para a
caˆmara. Na pra´tica, ajuda muito pouco.
Uma outra medida a adoptar no sentido de evitar o aparecimento de olhos vermelhos e´
a de acender as luzes do ambiente antes de fotografar, mesmo quando o flash for capaz de
iluminar a cena adequadamente, isto porque e´ muito mais prova´vel encontrar olhos vermelhos
em fotos tiradas no escuro, onde as pessoas estavam com as pupilas totalmente dilatadas, do




Implementar um sistema que permita a remoc¸a˜o do efeito de olhos vermelhos em foto-
grafias digitais em formato JPEG. Este sistema devera´ ser automa´tico ou semi-automa´tico,
sendo caracterizado por so´ re-codificar os blocos de imagem correspondentes a`s zonas altera-
das, deixando todos os outros blocos inalterados.
Em termos gerais, o sistema e´ constitu´ıdo pelas seguintes fases:
• Numa primeira fase e´ necessa´rio descodificar o ficheiro JPEG de modo a que depois
seja poss´ıvel visualizar/editar a imagem.
• De seguida e´ necessa´rio que, de forma automa´tica, ou semi-automa´tica, se elimine o
efeito de olhos vermelhos.
• Depois e´ necessa´rio re-codificar somente os blocos alterados, de modo a impedir uma
degradac¸a˜o, ou aumento do tamanho, do ficheiro.
Na Figura 1.2 esta´ esquematizado o objectivo do trabalho:
Figura 1.2: Objectivos do trabalho





JPEG e´ um acro´nimo de Joint Photographic Experts Group que e´ o nome original do
comite´, fundado em 1986, que criou uma norma com o mesmo nome, JPEG, em 1990. Essa
norma e´ a junc¸a˜o de esforc¸os de duas das maiores organizac¸o˜es de normas do mundo: ISO/IEC
(International Organization for Sandardization / International Electrotechnical Commission)
e o ITU-T (International Telecommunication Union - Telecommunication Standardization
Sector).
O JPEG e´ talvez um dos formatos de compressa˜o de imagens mais utilizados hoje em
dia, especialmente utilizado para comprimir imagens fotogra´ficas. E´ um formato de ficheiro
de imagem muito popular, que permite uma grande compressa˜o mantendo uma boa qualidade.
A norma JPEG foi desenvolvida para comprimir imagens paradas, em tons cont´ınuos de
cinza ou de cor, de cenas do mundo real e imagens naturais, na˜o tendo um bom desempenho
em imagens que apresentem descontinuidades nas cores ou nos tons de cinza. Outro detalhe
importante e´ que o JPEG no modo mais comummente utilizado leva a uma compressa˜o com
perdas na imagem. E´ de realc¸ar que estas perdas sa˜o proporcionais ao factor de compressa˜o
desejado.
A norma JPEG e´ razoavelmente complexa porque, mais que definir um formato de arquivo
de imagem, ela define um grande nu´mero de relacionamentos entre te´cnicas de compressa˜o
de imagens. Na norma JPEG existem quatro modos de compressa˜o dos dados. Sa˜o eles o




No JPEG progressivo, as componentes das imagens sa˜o codificadas em mu´ltiplas passa-
gens. A compressa˜o de dados de cada componente e´ feita no mı´nimo em duas passagens. A
passagem inicial cria uma versa˜o com pouca definic¸a˜o da imagem, enquanto passagens sub-
sequentes fazem o seu refinamento. Imagens progressivas va˜o sendo visualizadas conforme
sa˜o descodificadas, dando ao utilizador uma ideia do conteu´do da imagem apo´s uma pequena
quantidade de dados ter sido transmitida. Mais dif´ıcil de ser implementado, e´ mais reco-
mendado quando a velocidade de processamento e´ relativamente mais ra´pida, excedendo a
velocidade de transmissa˜o da imagem atrave´s de uma rede.
Figura 2.1: Exemplo de uma imagem progressiva
2.1.2 JPEG hiera´rquico
O JPEG hiera´rquico e´ tido como um modo super-progressivo em que a imagem e´ subdi-
vidida num certo nu´mero de sub-imagens chamadas frames (colecc¸a˜o de uma ou mais passa-
gens). No modo hiera´rquico, o primeiro frame cria uma versa˜o de baixa resoluc¸a˜o da imagem.
Os frames restantes refinam a imagem por incremento da resoluc¸a˜o. Os principais obsta´culos
do modo hiera´rquico sa˜o: a complexidade de sua implementac¸a˜o, mais processamento, maior
quantidade de dados a serem transmitidos e, portanto, menor taxa de compressa˜o.
Figura 2.2: Exemplo de uma imagem hiera´rquica
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2.1.3 JPEG sem perdas
A norma JPEG permite um modo de compressa˜o sem perdas. Foi escolhido para o efeito
um me´todo preditivo. Neste modo a codificac¸a˜o e´ feita com o aux´ılio de um preditor e de
codificac¸a˜o estat´ıstica. O preditor estima o valor do pixel actual (X) com base na informac¸a˜o
do valor dos pixels vizinhos (A, B e C) [5] [12].
Figura 2.3: Pixels vizinhos (A, B e C) usados na predic¸a˜o do valor do pixel que se quer
codificar (X)





4 A + B - C
5 A + (B - C)/2
6 B + (A - C)/2
7 (A + B)/2
Tabela 2.1: Preditores
O valor a codificar e´ a diferenc¸a entre o valor estimado pelo preditor e o valor do pixel a
codificar.
O JPEG sem perdas preserva de forma exacta a imagem original apresentando baixa taxa




No JPEG sequencial, cada componente de cor e´ completamente codificada apenas numa
passagem, ou seja, um bloco de dados e´ comprimido de uma so´ vez, directamente da imagem,
para uma ou mais componentes.
Figura 2.4: Exemplo de uma imagem sequencial
Normalmente, quando ha´ refereˆncia a` norma JPEG trata-se do modo sequencial, cujo grau
de qualidade e velocidade de descompressa˜o podem ser variados de acordo com os paraˆmetros
da compressa˜o. Isso significa que o tamanho do arquivo da imagem em processamento pode
ser regulado de acordo com a qualidade final da imagem desejada.
Tipicamente, para imagens coloridas, a norma JPEG obte´m taxas de compressa˜o entre
10:1 a 20:1 sem perdas vis´ıveis, taxas de 30:1 a 50:1 com pequenos defeitos na imagem,
enquanto que, para uma qualidade muito pobre da imagem, pode ser obtida uma taxa de
compressa˜o de ate´ 100:1. Para imagens em tons de cinza, na˜o se obteˆm taxas ta˜o altas de
compressa˜o devido ao facto de os olhos humanos serem mais sens´ıveis a variac¸o˜es espaciais
das intensidades luminosas do que das cores; com isso o limite da taxa de compressa˜o sem
perdas vis´ıveis fica em torno de 5:1. Num processo repetido de compressa˜o e descompressa˜o
as perdas na imagem sa˜o acumulativas.
A norma JPEG e´ espec´ıfica para imagens. Contudo, frequentemente ouvem-se refereˆncias
ao motion JPEG ou MJPEG para v´ıdeo. Va´rios fabricantes e vendedores de equipamentos
me´dicos teˆm aplicado JPEG aos frames de uma sequeˆncia de v´ıdeo chamando o resultado de
MJPEG [13].
Para v´ıdeo, a norma de compressa˜o/descompressa˜o mais utilizada e´ o MPEG (Motion
Picture Experts Group), a qual utiliza muitas das te´cnicas do JPEG, ale´m de explorar a
redundaˆncia inter-frames, geralmente presente numa sequeˆncia de v´ıdeo devido ao facto da
cena na˜o variar muito entre frames sucessivas, elevando a taxa de compressa˜o cerca de treˆs
vezes em relac¸a˜o ao me´todo MJPEG para semelhante qualidade da imagem. Contudo, tem
o inconveniente de requerer um buffer que permita armazenar va´rias frames, enquanto que
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a norma JPEG na˜o necessita de nenhum buffer para frames, pois processa cada frame inde-
pendentemente [13] [14].
Outra vantagem da norma JPEG e´ apresentar uma grande simetria, em termos de comple-
xidade, entre os codificadores e descodificadores. Por esta raza˜o, em algumas aplicac¸o˜es, onde
e´ necessa´rio/poss´ıvel processar v´ıdeo mas em que ha´ limites na capacidade de processamento,
utiliza-se normalmente a norma JPEG (MJPEG), mesmo perdendo em taxa de compressa˜o.
2.1.5 Princ´ıpios da codificac¸a˜o JPEG no modo sequencial
A norma JPEG pode ser descrita atrave´s dos blocos da Figura 2.5, a qual pode ser ex-
pandida para a Figura 2.6.
Figura 2.5: Codificac¸a˜o
Figura 2.6: Processo de codificac¸a˜o mais detalhado
A norma JPEG permite a codificac¸a˜o de imagens com uma u´nica componente, imagens
em tons de cinza, e imagens com mu´ltiplas componentes (com treˆs planos de cor (RGB), por
exemplo).
No caso de imagens RGB, os treˆs planos de cor sa˜o convertidos noutra representac¸a˜o,
YCbCr (o plano Y conte´m a informac¸a˜o de luminaˆncia, Cb e Cr a informac¸a˜o de cor), sendo
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usual a sub-amostragem dos planos Cb e Cr, descrito com mais detalhe na secc¸a˜o 2.4. Este
e´ o primeiro passo onde se introduz perdas na qualidade da imagem e, simultaneamente,
ganhos de codificac¸a˜o.
O procedimento seguinte e´ depois aplicado a cada plano:
No processo de codificac¸a˜o os pixels da imagem original sa˜o agrupados em blocos de 8x8
pixels e cada bloco e´ convertido pela transformada discreta do cosseno directa (FDCT) num
conjunto de 64 valores, os coeficientes da DCT. O primeiro desses 64 valores e´ o coeficiente
DC (valor me´dio da intensidade do bloco) e os outros 63 sa˜o os coeficientes AC (componentes
de frequeˆncia espacial do bloco).
Cada um destes 64 coeficientes e´ enta˜o dividido por uma constante e arredondado para o
inteiro mais pro´ximo. A constante depende do coeficiente (DC ou AC) e da componente (Y,
Cb ou Cr). Esta constante e´ denominada por factor de qualidade, ja´ que ao actuar sobre esse
valor e´ poss´ıvel obter um ficheiro com pouco tamanho e pouca qualidade ou vice-versa. Esta
e´ a operac¸a˜o de quantizac¸a˜o, a qual introduz a maior parte das perdas.
Depois da quantizac¸a˜o o coeficiente DC e os 63 coeficientes AC sa˜o preparados para a co-
dificac¸a˜o. O coeficiente DC do bloco anterior e´ usado como estimativa para o coeficiente DC
actualmente quantizado e apenas a diferenc¸a e´ codificada (codificac¸a˜o diferencial ou DPCM).
Os restantes 63 coeficientes AC sa˜o convertidos numa sequeˆncia linear utilizando um varri-
mento em Zig-Zag (para preservar a informac¸a˜o de frequeˆncia espacial) e automaticamente
agrupar os poss´ıveis zeros obtidos. Esta sequeˆncia linear e´ enta˜o codificada sem perdas, uti-
lizando me´todos estat´ısticos.
Nesta fase pode ser usado um de dois me´todos de codificac¸a˜o de entropia, codificac¸a˜o
de Huffman ou codificac¸a˜o aritme´tica, sendo a primeira a mais usual. Nesse caso, as tabe-
las de Huffman teˆm de ser conhecidas tanto pelo codificador como pelo descodificador (sa˜o
calculadas para a imagem em questa˜o ou usadas tabelas por defeito).
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2.2 Organizac¸a˜o do ficheiro codificado
Um ficheiro JPEG encontra-se dividido em diversos blocos de dados. Cada bloco e´ identi-
ficado por um marcador, um conjunto de bits da forma 0xFFaa, em que aa varia consoante
o marcador [4].
Alguns dos marcadores mais importantes:
0xFFD8, Start Of Image (SOI). Inicio da imagem.
0xFFEn, APPn (n= 0..F). Reservado para uso de aplicac¸o˜es.
0xFFCn, Start Of Frame n (SOFn).
Inicio de frame, em que n indica o modo de compressa˜o
(n = 0, 1, 2, 3, 5, 6, 7, 9, 10, 11, 13, 14, 15).
0xFFDB, Quantization Table(s) (DQT). Tabela(s) de Quantizac¸a˜o.
0xFFC4, Huffman Table(s) (DHT). Tabela(s) de Huffman.
0xFFDD, Define Restart Interval (DRI).
0xFFDm, Restart interval m (RSTm), (m = 0..7).
0xFFDA, Start Of Scan (SOS). Dados comprimidos.
0xFFD9, End Of Image (EOI). Fim da imagem.
Os marcadores usados num ficheiro JPEG comec¸am sempre com um ou mais 0xFF, se-
guido de um byte diferente de zero, que identifica a func¸a˜o do segmento de co´digo seguinte.
Para que na˜o exista ambiguidade entre os marcadores e os dados codificados do ficheiro,
sempre que exista um 0xFF na zona de dados codificados, segue-se sempre um byte a zero
unicamente com esse propo´sito.
Existem duas categorias de marcadores, aqueles sem paraˆmetros e aqueles seguidos de um
tamanho varia´vel de paraˆmetros. Para o segundo caso, o primeiro paraˆmetro (2 bytes) e´
exactamente o tamanho da sequeˆncia de paraˆmetros, incluindo o paraˆmetro do tamanho e
excluindo o marcador que define o segmento. A norma JPEG garante que fora dos segmentos
os marcadores sa˜o u´nicos.
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A estrutura de um ficheiro JPEG e´ a seguinte, sendo que na˜o existe uma ordem predefinida
[1]:
SOI
DQT, tamanho, definic¸o˜es da(s) tabela(s) de quantizac¸a˜o
DRI, tamanho, intervalos de recomec¸o
SOFn, tamanho, paraˆmetros do frame
DHT, tamanho, definic¸o˜es da(s) tabela(s) de Huffman
SOS, tamanho, paraˆmetros
Dados comprimidos associados a RST0
. . .
Dados comprimidos associados a RSTm
Dados comprimidos associados ao u´ltimo RST




2.3 Estrutura detalhada de um ficheiro JPEG
Marcador In´ıcio de Imagem (SOI)
• SOI (2 bytes)
Marcador Inicio de Frame (SOFn)
• SOFn (2 bytes)
• Lf (2 bytes) – Tamanho do segmento incluindo os 2 bytes do tamanho
• P (1 byte) – Precisa˜o em bits (8 para Baseline JPEG)
• Y (2 bytes) – Nu´mero de linhas
• X (2 bytes) – Nu´mero de amostras/linha
• Nf (1 byte) – Nu´mero de componentes do frame (3 – cor; 1 – cinzentos)
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• Para cada Nf (i=1, .., Nf)
– Ci (1 byte) – Identificador de componente
– Hi (4 bits mais significativos) – Factor de amostragem horizontal
– Vi (4 bits menos significativos) – Factor de amostragem vertical
– Tqi (1 byte) – Nu´mero da tabela de quantizac¸a˜o
Marcador Tabela Quantizac¸a˜o (DQT)
• DQT (2 bytes)
• Lq (2 bytes) – Tamanho do segmento incluindo os 2 bytes do tamanho
• Para cada DQT (enquanto tamanho > 0)
– Pq (4 bits mais significativos) – Precisa˜o (0 – 8 bit; 1 – 16 bit)
– Tq (4 bits menos significativos) – Identificador da tabela
– Para (k=0, .., 63)
∗ Qk (1 ou 2 bytes) – Valores (armazenados no formato Zig-Zag)
Marcador Tabela Huffman (DHT)
• DHT (2 bytes)
• Lh (2 bytes) – Tamanho do segmento incluindo os 2 bytes do tamanho
• Para cada DHT (enquanto tamanho > 0)
– Tc (4 bits mais significativos) – Classe da tabela
– Th (4 bits menos significativos) – Identificador da tabela
∗ Para (i=1, .., 16)
∗ Li (1 byte) – Nu´mero de co´digos de tamanho i
• Para (i=1, .., 16)
• Para (j=1, .., 16)
– Vij (1 byte) – Valores associados a cada co´digo de Huffman
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Marcador In´ıcio de Dados (SOS)
• SOS (2 bytes)
• Ls (2 bytes) – Tamanho do segmento incluindo os 2 bytes do tamanho
• Ns (1 byte) – Nu´mero de componentes
• Para cada Ns (k=1, .., Ns)
– Csk (1 byte) – Identificador de componente
– Tdk (4 bits mais significativos) – Identificador de valores DC
– Tak (4 bits menos significativos) – Identificador de Valores AC
• Ss (1 byte) – In´ıcio de selecc¸a˜o espectral
• Se (1 byte) – Fim de selecc¸a˜o espectral
• Ah (4 bits mais significativos) – Posic¸a˜o do bit de aproximac¸a˜o sucessiva
• Al (4 bits menos significativos) – Posic¸a˜o do bit de aproximac¸a˜o sucessiva
Marcador Fim de Imagem (EOI)
• EOI (2 bytes)
2.4 Compressa˜o de imagens com mu´ltiplas componentes
A norma JPEG permite codificar ficheiros com mais do que uma componente, por exemplo
RGB. No caso de uma imagem em tons de cinza o ficheiro tem apenas uma componente (Y),
enquanto que, no caso de uma imagem a cores, o ficheiro tem treˆs componentes (Y, Cb, Cr).
No caso de imagens RGB, os treˆs planos de cor sa˜o convertidos noutra representac¸a˜o,
YCbCr (o plano Y conte´m a informac¸a˜o de luminaˆncia, Cb e Cr a informac¸a˜o de cor), sendo
usual a sub-amostragem dos planos Cb e Cr.
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Figura 2.7: Compressa˜o de imagens com mu´ltiplas componentes
A conversa˜o entre RGB e YCbCr e´ feita da seguinte forma:
R = Y + 1.402(Cr − 128) (2.1a)
G = Y − 0.34414(Cb− 128)− 0.71414(Cr − 128) (2.1b)
B = Y + 1.772(Cb− 128) (2.1c)
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Y = 0.299R+ 0.587G+ 0.114B (2.2a)
Cb = −0.1687R− 0.3313G+ 0.5B + 128 (2.2b)
Cr = 0.5R− 0.4187G− 0.0813B + 128 (2.2c)
Num ficheiro JPEG, a informac¸a˜o relativamente a` cor encontra-se no formato YCbCr.
Este formato e´ obtido atrave´s da conversa˜o dos valores RGB utilizando as equac¸o˜es 2.1 e 2.2.
No formato RGB temos as treˆs componentes de cor (Red Green Blue) separadamente.
No formato YCbCr a componente Y conte´m a informac¸a˜o de luminaˆncia da imagem, ou
seja, conte´m a informac¸a˜o sobre a intensidade de cor (ou luminosidade) da imagem. Os
componentes Cb e Cr conteˆm a informac¸a˜o de cor da imagem, sendo que o componente Cb
conte´m a informac¸a˜o relativa a` cor azul (blue) e o componente Cr conte´m a informac¸a˜o rela-
tiva a` cor vermelha (red).
O Cb e Cr normalmente sa˜o sub-amostrados para metade do seu tamanho original. Este
primeiro passo, que permite algum ganho de codificac¸a˜o, aproveita uma caracter´ıstica do olho
humano em que o mesmo e´ mais sens´ıvel a variac¸o˜es espaciais das intensidades luminosas do
que das cores.
No cabec¸alho JPEG temos acesso a` informac¸a˜o acerca das dimenso˜es de Y, Cb e Cr. Es-
sas dimenso˜es sa˜o relativas ao nu´mero de blocos 8x8 pixels que constitui cada componente.
Por exemplo, se Hy = Vy = 2 e Hcb = Vcb = Hcr = Vcr = 1, enta˜o Y e´ constitu´ıdo por
quatro blocos 8x8 pixels (dois na horizontal e dois na vertical) e apenas um para Cb e outro
para Cr. Este conjunto de blocos de Y, Cb e Cr tem o nome de Macrobloco. A dimensa˜o
da informac¸a˜o lida e´ sempre igual a` dimensa˜o de Y. Para este exemplo, a informac¸a˜o lida
corresponde a 16x16 pixels conhecidos para as treˆs componentes de cor RGB.
A norma JPEG preveˆ que as dimenso˜es da imagem sejam mu´ltiplas de 16 para se poder
efectuar a descodificac¸a˜o/re-codificac¸a˜o do ficheiro sem problemas. Como isso raramente
acontece, e´ necessa´rio fazer uma expansa˜o da imagem, tanto na horizontal como na vertical,
de modo a que esta seja mu´ltipla de 16, para tal sa˜o introduzidos zeros. Nesta altura pode-
se descodificar/re-codificar a imagem sem problemas, sendo que a imagem resultante tem
sempre as mesmas dimenso˜es da imagem original, ou seja, a expansa˜o referida anteriormente





A primeira parte do trabalho incide sobre a descodificac¸a˜o de um ficheiro no formato
JPEG. Uma visa˜o global sobre o que se pretende pode ser representada pelas Figuras 3.1 e
3.2:
Figura 3.1: Descodificac¸a˜o
Figura 3.2: Processo de descodificac¸a˜o mais detalhado
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Como o processo de compressa˜o foi efectuado em blocos de 8x8 pixels, a descodificac¸a˜o
tem que ser aplicada da mesma forma, isto e´, e´ necessa´rio descodificar individualmente blocos
de 64 pixels e ir preenchendo a imagem descodificada.
A parte de descodificac¸a˜o com um pouco mais de detalhe pode ser representada atrave´s
do diagrama da Figura 3.3:
Figura 3.3: Diagrama da descodificac¸a˜o
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3.1.1 Descodificac¸a˜o do cabec¸alho
Para descodificar o ficheiro vamos precisar de conhecer dois tipos de tabelas que podera˜o
ser fornecidas no ficheiro ou, na auseˆncia destas, usar tabelas por defeito. Mais precisamente
precisamos de ter a(s) DQT(s) (Tabela(s) de Quantizac¸a˜o) e a(s) DHT(s) (Tabela(s) de Huff-
man).
Para ler a(s) DQT(s) e´ preciso ter em atenc¸a˜o a precisa˜o dos valores ( 8 bits ou 16 bits).
E´ necessa´rio ler o identificador da mesma e de seguida podem ser lidos os valores tendo em
atenc¸a˜o que estes sa˜o guardados de forma linear, tendo depois que ser convertidos para uma
tabela (8x8) segundo a disposic¸a˜o da Figura 3.4 [3]:
Figura 3.4: Formato Zig-Zag
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O procedimento para construir as tabelas de Huffman envolve va´rios passos. Primeiro e´
preciso criar a tabela de tamanhos (Figura 3.5), segundo o seguinte fluxograma:
Figura 3.5: Tabela de tamanhos
Atrave´s deste procedimento va˜o ser lidos todos os co´digos de Huffman e vai sendo guardada
a informac¸a˜o relativamente aos tamanhos de cada um dos co´digos. No fim deste procedimento
sa˜o conhecidos quantos co´digos existem para cada tamanho poss´ıvel (de 1 a 16 bits) [2].
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De seguida e´ necessa´rio criar a tabela de co´digos (Figura 3.6):
Figura 3.6: Tabela de co´digos
Atrave´s deste procedimento os co´digos de Huffman sa˜o todos lidos e guardados. Os co´digos
sa˜o guardados a` medida que sa˜o lidos, sem qualquer ordem predefinida [2].
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Por fim e´ necessa´rio ordenar os co´digos por tamanho (Figura 3.7):
Figura 3.7: Procedimento para ordenar os co´digos de Huffman por tamanho
Com este procedimento os co´digos de Huffman ficam ordenados por tamanho.
EHUFCO conte´m todos os co´digos de Huffman lidos, ordenados por tamanho de forma
ascendente. EHUFSI conte´m os tamanhos de cada co´digo de Huffman, segundo a mesma
ordem [2].
Depois de preparadas as tabelas, e´ necessa´rio ler a informac¸a˜o da zona de dados, bloco a




3.1.2 Descodificac¸a˜o dos dados
Na compressa˜o JPEG existem grandes sequeˆncias de zeros apo´s a leitura em Zig-Zag
(Figura 3.4) da matriz resultante da quantizac¸a˜o dos coeficientes da DCT, por isso a codi-
ficac¸a˜o foi simplificada para apenas contar a ocorreˆncia deste s´ımbolo. Ale´m disso, como
apenas os zeros e´ que sa˜o contados, na˜o e´ necessa´rio que o s´ımbolo aparec¸a apo´s o nu´mero
de ocorreˆncias. Enta˜o a codificac¸a˜o na compressa˜o JPEG conta quantos zeros existem antes
de um componente na˜o zero e gera um par (run, size), onde o campo Run indica o nu´mero
de zeros que antecedem o valor na˜o zero seguinte e o campo Size indica o nu´mero de bits
necessa´rios para ler o pro´ximo s´ımbolo.
A norma JPEG define em 15 o valor ma´ximo do campo Run. Uma sequeˆncia de 16 ou mais
zeros gera um par “Run/Size” especial, 15/0, que indica a existeˆncia de 15 zeros seguidos
por mais um zero (16 zeros no total) e que reinicia o contador de zeros. Outro par especial e´
gerado quando a matriz de entrada termina com zeros, este par e´ 0/0 e indica que so´ existem
zeros ate´ ao fim da matriz.
Com toda a informac¸a˜o presente no cabec¸alho JPEG correctamente processada e as tabe-
las conhecidas, chega a altura de descodificar a imagem. Nesta fase e´ necessa´rio ler bit a bit a
zona de dados ate´ que seja encontrado um co´digo de Huffman va´lido e feita a correspondeˆncia
co´digo ⇔ par (run, size). Por sua vez, run tem a informac¸a˜o sobre a quantidade de zeros que
o bloco, de tamanho 8x8 pixels, tem seguidos ate´ ao pro´ximo valor diferente de zero. Este
valor diferente de zero e´ obtido lendo o nu´mero de bits indicado por size.
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Um diagrama deste procedimento pode ser visto na Figura 3.8:
Figura 3.8: Descodificar imagem
O procedimento da Figura 3.8 tem algumas particularidades e e´ seguido de algumas
operac¸o˜es que sera˜o vistas de seguida.
Modo sequencial A descodificac¸a˜o de um bloco de 8x8 pixels e´ feita de modo sequencial.
Os blocos sa˜o descodificados em sequeˆncia e um erro num bloco pode provocar erros em
blocos seguintes ou ate´ impossibilitar a correcta descodificac¸a˜o do ficheiro.
Tabelas E´ necessa´rio ter em atenc¸a˜o a tabela de Huffman a usar. Para cada componente
existe uma tabela de Huffman apropriada e apenas essa deve ser usada.
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Mudanc¸a de escala Na fase da codificac¸a˜o os valores da amplitude a guardar sa˜o modifi-
cados. Na descodificac¸a˜o, antes de se usar o valor lido, e´ necessa´rio fazer a operac¸a˜o inversa
(uma alterac¸a˜o de escala) da seguinte forma:
size amplitude
1 -1, 1
2 -3, -2, 2, 3
3 -7, . . . , -4, 4, . . . , 7
4 -15, . . . ,-8, 8, . . . , 15
5 -31, . . . , -16, 16, . . . , 31
6 -63, . . . , -32, 32, . . . , 63
7 -127, . . . , -64, 64, . . . , 127
8 -255,. . . , -128, 128,. . . , 255
9 -511, . . . , -256, 256, . . . , 511
10 -1023, . . . , -512, 512, . . . , 1023
Tabela 3.1: Mudanc¸a de escala






Tabela 3.2: Exemplo de mudanc¸a de escala
Codificac¸a˜o diferencial O primeiro valor a ser lido da zona de dados para cada bloco
(para todos os componentes) e´ o coeficiente DC. Os 63 restantes sa˜o os coeficientes AC. O
coeficiente DC e´ bastante importante porque indica o valor me´dio da intensidade dos pixels
de todo o bloco.
Para poupar bits este valor e´ codificado de forma diferencial (ver exemplo na Figura 3.9),
isto e´, e´ codificada a diferenc¸a para o valor anterior sendo que para o primeiro valor da
imagem (valor DC do bloco superior esquerdo), e´ feita a diferenc¸a com o valor zero. Isto
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acontece sempre que na˜o existam marcadores de reinicio (Restart intervals). Se existirem
estes marcadores o DC e´ reinicializado a zero e e´ assegurado que o pro´ximo co´digo pertence
ao primeiro de um bloco. Este assunto esta´ explicado na secc¸a˜o 3.1.3.
Figura 3.9: Codificac¸a˜o diferencial do DC
Algoritmo Nesta altura e´ executado o algoritmo da Figura 3.8 para 64 (DC + 63AC)
valores de modo a completar um bloco de 8x8 pixels. De notar que para o DC o algoritmo e´ o
mesmo da Figura 3.8, embora seja conhecido o valor de run que tem de ser obrigatoriamente
zero.
Quantizac¸a˜o Com o bloco de 8x8 pixels completo e depois do passo da Figura 3.9, e´
necessa´rio multiplicar todos os valores do bloco pelos valores presentes na Tabela de Quan-
tizac¸a˜o. Neste passo e´ necessa´rio, mais uma vez, ter em conta qual a tabela a ser usada em
func¸a˜o do componente de cor (Y, Cb ou Cr).
Transformada discreta do cosseno inversa Depois da Tabela de Quantizac¸a˜o e´ preciso
aplicar a transformada discreta do cosseno inversa (IDCT). De seguida e´ necessa´rio somar
um offset (128) a todos os valores do bloco.
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Nas tabelas seguintes esta˜o representadas as treˆs u´ltimas operac¸o˜es que foram necessa´rias
efectuar no acto da descodificac¸a˜o.
5 0 0 0 0 0 0 0
-3 0 0 0 0 0 0 0
1 -1 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
Tabela 3.3: Bloco depois de mudanc¸a de escala
-40 -2 0 1 0 -1 0 0
-19 0 -1 0 0 0 0 0
6 -7 0 1 0 0 0 0
0 0 0 0 -1 0 0 0
0 0 0 1 0 -1 0 1
0 0 0 0 -1 0 0 0
0 0 0 0 0 0 0 1
0 0 0 0 0 0 0 0
Tabela 3.4: Bloco depois de Tabela de Quantizac¸a˜o
129 129 130 130 131 132 132 132
130 130 130 131 131 131 131 131
131 131 131 131 131 130 130 130
133 133 132 132 131 131 130 130
134 134 133 133 132 132 131 131
135 135 135 134 134 134 134 134
135 136 136 136 136 137 137 137
136 136 136 137 138 138 139 139
Tabela 3.5: Bloco depois de IDCT
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Arredondamento Finalmente e´ preciso garantir que, devido aos processos de arredonda-
mentos envolvidos no acto de ca´lculo da IDCT, na˜o hajam valores menores que zero (valor
mı´nimo) nem superiores a 255 (valor ma´ximo).
Macroblocos De seguida e´ efectuado o procedimento de descodificar um bloco para todos
os blocos de um Macrobloco, de acordo com a Figura 2.7. Este procedimento e´ repetido para
todos os Macroblocos do ficheiro.
Conversa˜o de cor Quando a descodificac¸a˜o estiver conclu´ıda para todos os Macroblocos,
esta˜o preenchidas as 3 matrizes correspondentes a`s 3 componentes de cor (Y, Cb e Cr). Nesta
altura apenas falta converter YCbCr para RGB. Esta operac¸a˜o e´ feita do seguinte modo, para
cada pixel:
R = Y + 1.402(Cr − 128) (3.1a)
G = Y − 0.34414(Cb− 128)− 0.71414(Cr − 128) (3.1b)
B = Y + 1.772(Cb− 128) (3.1c)
(Equac¸a˜o repetida da secc¸a˜o 2.4)
E assim ficam completas as treˆs matrizes de cor RGB, todas do tamanho do ficheiro
original. A cada pixel do ficheiro corresponde o valor na mesma posic¸a˜o das treˆs componentes,
como se pode ver no exemplo da Figura 3.10.
Figura 3.10: Ficheiro descomprimido
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3.1.3 Marcas de controlo
Os marcadores de rein´ıcio (ou restart intervals) sa˜o os u´nicos marcadores que podem ser
encontrados na zona de dados. Estes marcadores sa˜o bastante u´teis para efeito de sincronismo
em caso de erros no ficheiro. Como ja´ foi visto anteriormente, um ficheiro JPEG esta´ dividido
em blocos que se agrupam em Macroblocos. Tambe´m foi visto que o primeiro coeficiente de
cada bloco e´ o coeficiente DC que conte´m a informac¸a˜o sobre o valor me´dio das intensidades
do mesmo, ou seja, e´ bastante importante para a correcta visualizac¸a˜o de todos os valores do
bloco. Existem 3 classes de coeficientes DC, um para cada componente de cor. A codificac¸a˜o
diferencial (secc¸a˜o 3.2.3) e´ feita separadamente para cada um deles.
Assim sendo, um marcador de rein´ıcio indica que a pro´xima codificac¸a˜o diferencial e´ feita
comparando o actual valor DC com zero (para todos os componentes). Indica tambe´m que
se esta´ perante o in´ıcio de um Macrobloco.
O marcador de rein´ıcio tem de estar alinhado na zona de dados (Figura 3.11), de modo a
que seja poss´ıvel ser lido byte a byte ao inve´s de obrigar uma descodificac¸a˜o bit a bit. No caso
da informac¸a˜o presente na zona de dados na˜o estar alinhada antes de se colocar um marcador
de rein´ıcio, e´ feito um padding de 1’s ate´ que isso acontec¸a, ou seja, o byte e´ acabado com
bit’s a 1 ate´ que o alinhamento de verifique. Nesta altura ja´ se pode colocar o marcador de
rein´ıcio e prosseguir com a codificac¸a˜o.
O padding a 1’s e´ poss´ıvel de implementar grac¸as aos co´digos de Huffman utilizados, que
garantem co´digos unicamente descodifica´veis, sendo que o in´ıcio de um co´digo nunca pode
ser igual a outro co´digo existente. Esta especificac¸a˜o garante que um padding de 1’s na˜o vai
ser confundido com nenhum co´digo. Depois do marcador encontrado, os bit’s a 1 encontrados
sa˜o descartados e comec¸a uma nova leitura de um co´digo.
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Figura 3.11: Zona de dados
(a) - Co´digos de Huffman
(b) - U´ltimos bits va´lidos (100)
Byte terminado com padding de 1’s
(c) - Byte 0xFF (marcador). O byte seguinte tem de ser obrigatoriamente um marcador
de rein´ıcio ou zero.
(d) - Byte 0xD0 (marcador de rein´ıcio).
Implica:
Descodificac¸a˜o de Macrobloco conclu´ıda
DC Y = 0
DC Cb = 0
DC Cr = 0
Buffer de leitura reinicializado
Descodificac¸a˜o de novo Macrobloco
(e) - Co´digos de Huffman relativos ao novo Macrobloco
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3.2 Co´pia e Codificac¸a˜o
A segunda parte do trabalho consistiu na re-codificac¸a˜o de alguns blocos, mantendo os
outros inalterados.
Na altura de criar o ficheiro alterado e´ necessa´rio alternar entre duas operac¸o˜es, copiar e
codificar. Em primeiro lugar e´ necessa´rio criar o ficheiro de destino e, byte a byte, copiar toda
a zona do cabec¸alho JPEG para o ficheiro de destino. Nesta operac¸a˜o e´ tambe´m copiada a
informac¸a˜o do cabec¸alho da zona de dados. O ficheiro de destino fica enta˜o pronto a receber
a informac¸a˜o dos pixels codificados.
De seguida sa˜o percorridos todos os Macroblocos do ficheiro e, consoante tenha sido alte-
rado ou na˜o, e´ codificado ou copiado, respectivamente.
Figura 3.12: Descodificac¸a˜o e Codificac¸a˜o
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3.2.1 Co´pia
A operac¸a˜o de co´pia esta´ dividida em duas partes. Na primeira e´ copiada toda a informac¸a˜o
relativa ao cabec¸alho JPEG. Na segunda parte e´ feita uma co´pia dos pixels codificados,
Macrobloco a Macrobloco.
Co´pia de cabec¸alhos Nesta fase e´ feita uma co´pia directa, byte a byte, do ficheiro de
origem para o ficheiro de destino. Na fase de descodificac¸a˜o e´ guardado o valor do file pointer
que corresponde ao in´ıcio dos dados (ja´ depois da informac¸a˜o de cabec¸alho). Deste modo e´
feita a co´pia ate´ que seja atingido essa posic¸a˜o do file pointer e fica garantido que da´ı ate´
final do ficheiro apenas ficara´ guardada a informac¸a˜o dos dados do ficheiro e, mesmo no final,
o marcador EOI (End of image).
Co´pia de Macroblocos Na co´pia de Macroblocos sa˜o copiados todos os blocos correspon-
dentes ao Macrobloco em questa˜o. Nesta fase e´ lida bit a bit a zona de dados do ficheiro de
origem e os bits lidos sa˜o escritos num buffer, partilhado com a func¸a˜o de codificac¸a˜o, para
ser escrito no ficheiro de destino quando completar um byte.
E´ necessa´rio ter um buffer de escrita partilhado com a func¸a˜o de codificac¸a˜o de modo
que os dados escritos no ficheiro de destino sejam cont´ınuos, ja´ que vai existir alternaˆncia
entre as func¸o˜es de codificac¸a˜o e co´pia de Macroblocos e os dados precisam estar seguidos,
independentemente da func¸a˜o utilizada.
E´ tambe´m necessa´rio ter especial atenc¸a˜o para o facto de sempre que for lido um byte
0xFF do ficheiro de origem, ser ignorado o byte seguinte (caso seja 0x00), que a u´nica func¸a˜o
e´ garantir que na˜o se esta´ perante nenhum marcador e na˜o tem relevaˆncia nos dados. Assim
sendo, na fase de escrita do buffer acima descrito, e´ necessa´rio ter em conta que sempre que
seja escrito no ficheiro de destino um byte a 0xFF e´ necessa´rio escrever um byte com 0x00.
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3.2.2 Codificac¸a˜o
A parte da codificac¸a˜o pode ser vista como o inverso da descodificac¸a˜o de um ficheiro no
formato JPEG. Uma visa˜o global sobre o assunto pode ser representada pelas Figuras 3.13 e
3.14:
Figura 3.13: Codificac¸a˜o
Figura 3.14: Processo de codificac¸a˜o mais detalhado
3.2.3 Princ´ıpio da codificac¸a˜o
Com toda a informac¸a˜o necessa´ria para codificar presente nas matrizes de cor RGB, chega
a altura de codificar a imagem. Tendo o respectivo bloco de 8x8 pixels pronto a codificar e´
necessa´rio ler e codificar todos os 64 valores. Sempre que um valor lido seja diferente de zero
e´ necessa´rio verificar quantos zeros existem ate´ ao pro´ximo valor diferente de zero e, caso
sejam menos de 16 zeros, pode ser codificada a correspondeˆncia co´digo ⇔ par (run, size),
amplitude. Run e´ o nu´mero de zeros encontrados, size o nu´mero de bits necessa´rios para ler
amplitude, e amplitude e´ o pro´ximo valor da matriz diferente de zero. Caso existam apenas
zeros ate´ ao fim da matriz e´ codificado o par (0, 0) indicado EOB (fim de bloco). Caso sejam
encontrados 16 zeros seguidos e na˜o estejamos na condic¸a˜o anterior e´ codificado o par (15,
0).
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Um diagrama deste procedimento pode ser visto na Figura 3.15:
Figura 3.15: Codificar imagem
O procedimento da Figura 3.15 tem alguns pormenores e e´ antecedido de algumas operac¸o˜es
que sera˜o vistas de seguida.
Modo sequencial A codificac¸a˜o de um bloco de 8x8 pixels e´ feita de modo sequencial. Os
blocos sa˜o codificados “uns atra´s dos outros” e um erro num bloco pode provocar erros em
blocos seguintes ou ate´ provocar a impossibilidade de uma futura descodificac¸a˜o.
Tabelas E´ necessa´rio ter em atenc¸a˜o a tabela de Huffman a usar. Para cada componente
existe uma tabela de Huffman apropriada e apenas essa deve ser usada.
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Conversa˜o de cor A primeira operac¸a˜o a fazer aquando da codificac¸a˜o e´ converter RGB
para YCbCr. Esta operac¸a˜o e´ feita do seguinte modo, para cada pixel, tendo em conta o
procedimento de sub-amostragem dos componentes Cb e Cr em relac¸a˜o a Y, caso exista.
Y = 0.299R+ 0.587G+ 0.114B (3.2a)
Cb = −0.1687R− 0.3313G+ 0.5B + 128 (3.2b)
Cr = 0.5R− 0.4187G− 0.0813B + 128 (3.2c)
(Equac¸a˜o repetida da secc¸a˜o 2.4)
Figura 3.16: Ficheiro codificado
Macroblocos De seguida e´ efectuado o procedimento de codificar um bloco para todos
os blocos de um Macrobloco. Este procedimento e´ repetido para todos os Macroblocos que
tenham sido alterados.
Transformada discreta do cosseno directa Tendo a matriz de 8x8 pixels correspondente
a um bloco a codificar, a primeira operac¸a˜o a fazer e´ subtrair um offset (128) a todos os valores
do bloco. Depois e´ preciso aplicar a transformada discreta do cosseno directa (FDCT).
Quantizac¸a˜o E´ depois necessa´rio dividir, arredondando para o inteiro mais pro´ximo, to-
dos os valores do bloco pelos valores presentes na Tabela de Quantizac¸a˜o. Neste passo e´
necessa´rio, mais uma vez, ter em conta qual a tabela a ser usada em func¸a˜o do componente
de cor (Y, Cb ou Cr).
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Nas tabelas seguintes esta˜o representadas as duas u´ltimas operac¸o˜es que foram necessa´rias
efectuar no acto da codificac¸a˜o.
129 129 130 130 131 132 132 132
130 130 130 131 131 131 131 131
131 131 131 131 131 130 130 130
133 133 132 132 131 131 130 130
134 134 133 133 132 132 131 131
135 135 135 134 134 134 134 134
135 136 136 136 136 137 137 137
136 136 136 137 138 138 139 139
Tabela 3.6: Bloco a codificar
-40 -2 0 1 0 -1 0 0
-19 0 -1 0 0 0 0 0
6 -7 0 1 0 0 0 0
0 0 0 0 -1 0 0 0
0 0 0 1 0 -1 0 1
0 0 0 0 -1 0 0 0
0 0 0 0 0 0 0 1
0 0 0 0 0 0 0 0
Tabela 3.7: Bloco depois de FDCT
5 0 0 0 0 0 0 0
-3 0 0 0 0 0 0 0
1 -1 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
Tabela 3.8: Bloco depois de Tabela de Quantizac¸a˜o
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Codificac¸a˜o diferencial O primeiro valor a ser lido da matriz para cada bloco (para todos
os componentes) e´ o coeficiente DC. Os 63 restantes sa˜o os coeficientes AC. A` semelhanc¸a do
que acontecia na descodificac¸a˜o, tambe´m na codificac¸a˜o apenas e´ codificada a diferenc¸a do
valor DC do bloco corrente com o bloco anterior (da mesma componente).
Algoritmo Nesta altura e´ executado o algoritmo da Figura 3.15 para 64 (DC + 63AC)
valores de modo a codificar um bloco de 8x8 pixels. De notar que para o DC o algoritmo e´
o mesmo da Figura 3.15, embora o valor de run tenha de ser obrigatoriamente zero.
Mudanc¸a de escala Antes de se usar o valor lido no ponto anterior, e´ necessa´rio fazer
uma alterac¸a˜o de escala de acordo com a Tabela 3.1, mas de forma inversa.
Escrever bits Finalmente os bits sa˜o escritos no ficheiro de destino como no exemplo da
secc¸a˜o 3.2.4.
3.2.4 Exemplo de codificac¸a˜o de um bloco
De seguida esta˜o representados os passos da codificac¸a˜o, desde o bloco 8x8 pixels a codificar
ate´ aos bits da´ı resultantes:
129 129 130 130 131 132 132 132
130 130 130 131 131 131 131 131
131 131 131 131 131 130 130 130
133 133 132 132 131 131 130 130
134 134 133 133 132 132 131 131
135 135 135 134 134 134 134 134
135 136 136 136 136 137 137 137
136 136 136 137 138 138 139 139
Tabela 3.9: Bloco a codificar
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1 1 2 2 3 4 4 4
2 2 2 3 3 3 3 3
3 3 3 3 3 2 2 2
5 5 4 4 3 3 2 2
6 6 5 5 4 4 3 3
7 7 7 6 6 6 6 6
7 8 8 8 8 9 9 9
8 8 8 9 10 10 11 11
Tabela 3.10: Bloco depois de subtra´ıdo 128
-40 -2 0 1 0 -1 0 0
-19 0 -1 0 0 0 0 0
6 -7 0 1 0 0 0 0
0 0 0 0 -1 0 0 0
0 0 0 1 0 -1 0 1
0 0 0 0 -1 0 0 0
0 0 0 0 0 0 0 1
0 0 0 0 0 0 0 0
Tabela 3.11: Bloco depois da FDCT
5 0 0 0 0 0 0 0
-3 0 0 0 0 0 0 0
1 -1 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
Tabela 3.12: Bloco depois de DQT
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Tabela 3.14: Co´digo e Amplitude
* Valor com mudanc¸a de escala e codificac¸a˜o diferencial (DC)
Stream de bits
1011111011000011110110010
Tabela 3.15: Stream de bits
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3.3 Algoritmos para a Remoc¸a˜o do efeito de olhos vermelhos
A terceira parte do trabalho consiste na remoc¸a˜o do efeito dos olhos vermelhos. Para tal
e´ necessa´rio, em primeiro lugar, detectar a zona a corrigir, e de seguida aplicar-lhe um dos
poss´ıveis algoritmos.
3.3.1 Detecc¸a˜o da zona afectada
Para a detecc¸a˜o da zona afectada foi usado o seguinte conceito. A zona afectada tem
uma grande incideˆncia da cor vermelha e, simultaneamente, pouca incideˆncia das cores verde
e azul. Foi enta˜o desenvolvida uma fo´rmula que maximizasse essa relac¸a˜o de modo a ser
facilmente detecta´vel um zona com essas caracter´ısticas (Equac¸a˜o 3.3):
K =
red2
red2 + green2 + blue2
(3.3)
A equac¸a˜o 3.3 devolve um valor (entre 0 e 1) que mostra a incideˆncia do vermelho em
relac¸a˜o a`s outras cores. Assim, quanto maior for K maior e´ a incideˆncia do vermelho sobre
as outras cores.
Na Figura 3.17 pode ser visto um histograma das cores RGB num olho com o efeito de
olho vermelho.
Figura 3.17: Histograma de cores
No histograma acima pode-se verificar que a maior parte de ocorreˆncias das cores verde e
azul esta˜o nas baixas intensidades. As ocorreˆncias da cor vermelha esta˜o repartidas por toda
a gama de intensidades. E´ neste aspecto que e´ necessa´rio intervir, removendo as ocorreˆncias
da cor vermelha de me´dia e alta intensidade.
3.3.2 Algoritmos
Foi implementado um algoritmo existente (Algoritmo 2) e desenvolvidos treˆs novos algo-
ritmos (Algoritmo 1, 3 e 4) de remoc¸a˜o dos olhos vermelhos de modo a verificar qual obtinha
melhores resultados.
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3.3.3 Algoritmo 1
O primeiro algoritmo funciona segundo o seguinte princ´ıpio: sabendo que o pixel esta´ na
zona afectada (secc¸a˜o 3.3.1), os valores dos pixels R, G e B sa˜o alterados segundo a equac¸a˜o
3.4:
red = red ∗ 0.5
green = green ∗ 1.3
blue = blue ∗ 1.2
(3.4)
Os valores escolhidos para este algoritmo teˆm como objectivo reduzir a intensidade da cor
vermelha e aumentar a intensidade das cores verde e azul nas mesmas proporc¸o˜es, de modo
a tentar manter constante a me´dia de cores e consequente valor DC.
A Figura 3.18 mostra uma fotografia com o efeito de olhos vermelhos e a Figura 3.19 e´ a
mesma fotografia depois de aplicado este algoritmo. Na Figura 3.20 temos a diferenc¸a das
duas anteriores.
Figura 3.18: Imagem 1
Figura 3.19: Algoritmo 1
Figura 3.20: Diferenc¸a para o algoritmo 1
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3.3.4 Algoritmo 2
O segundo algoritmo ([17]) funciona segundo o seguinte princ´ıpio: sabendo que o pixel
esta´ na zona afectada (secc¸a˜o 3.3.1), os valores dos pixels R, G e B sa˜o alterados segundo a
equac¸a˜o 3.5:
red = red ∗ 0.513
green = green ∗ 1.0
blue = blue ∗ 0.193
(3.5)
A Figura 3.21 mostra uma fotografia com o efeito de olhos vermelhos e a Figura 3.22 e´ a
mesma fotografia depois de aplicado este algoritmo. Na Figura 3.23 temos a diferenc¸a das
duas anteriores.
Figura 3.21: Imagem 2
Figura 3.22: Algoritmo 2
Figura 3.23: Diferenc¸a para o algoritmo 2
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3.3.5 Algoritmo 3
O terceiro algoritmo funciona segundo o seguinte princ´ıpio: sabendo que o pixel esta´ na
zona afectada (secc¸a˜o 3.3.1), os valores dos pixels R, G e B sa˜o alterados segundo a equac¸a˜o
3.6:
red = red ∗ (1 − K) (3.6)
Este algoritmo pretende reduzir a intensidade da cor vermelha de uma forma proporcio-
nal para todas as intensidades, de acordo com a incideˆncia da mesma (K, secc¸a˜o 3.3.1). Ao
diminuir a intensidade da cor vermelha, esta´-se simultaneamente a remover o efeito de olhos
vermelhos enquanto se preserva a cor natural do olho, permitindo assim obter um resultado
mais natural.
A Figura 3.24 mostra uma fotografia com o efeito de olhos vermelhos e a Figura 3.25 e´ a
mesma fotografia depois de aplicado este algoritmo. Na Figura 3.26 temos a diferenc¸a das
duas anteriores.
Figura 3.24: Imagem 3
Figura 3.25: Algoritmo 3
Figura 3.26: Diferenc¸a para o algoritmo 3
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3.3.6 Algoritmo 4
O quarto algoritmo funciona segundo o seguinte princ´ıpio: sabendo que o pixel esta´ na






Este algoritmo pretende reduzir a intensidade da cor vermelha de uma forma menos acen-
tuada nas baixas intensidades e de uma forma mais acentuada nas intensidades mais altas,
de acordo com a incideˆncia da mesma (K, secc¸a˜o 3.3.1). Ao diminuir a intensidade da cor
vermelha, esta´-se simultaneamente a remover o efeito de olhos vermelhos enquanto se pre-
serva a cor natural do olho, permitindo assim ter um resultado mais natural.
A Figura 3.27 mostra uma fotografia com o efeito de olhos vermelhos e a Figura 3.28 e´ a
mesma fotografia depois de aplicado este algoritmo. Na Figura 3.29 temos a diferenc¸a das
duas anteriores.
Figura 3.27: Imagem 4
Figura 3.28: Algoritmo 4







Img1.jpg 1704 x 2272 1.367.071
Img2.jpg 3072 x 2304 2.934.022
Img3.jpg 3072 x 2304 2.965.634
Img4.jpg 3072 x 2304 3.174.012
Tabela 4.1: Dados da imagem
GIMP (Qualidade 85%) GIMP (Qualidade 100%) Proposto
Tamanho PSNR Tamanho PSNR Tamanho PSNR
(Bytes) (dB) (Bytes) (dB) (Bytes) (dB)
489.198 41.0 1.820.889 50.0 1.367.464 60.7
843.782 39.5 3.900.372 46.8 2.934.151 63.6
876.159 38.9 3.923.088 44.0 2.965.761 72.2
1.010.363 38.4 4.121.994 43.8 3.174.555 67.9
Tabela 4.2: Resultados
As imagens usadas nas experieˆncias tentaram representar as va´rias situac¸o˜es poss´ıveis do
dia a dia, isto e´, as imagens foram obtidas variando a distaˆncia ao indiv´ıduo, tamanho e
intensidade do efeito de olhos vermelhos.
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Quando as imagens sa˜o processadas por outra aplicac¸a˜o (GIMP [6]) verifica-se que para
um factor de qualidade de 85% o tamanho do ficheiro baixa em relac¸a˜o ao original e a sua
qualidade e´ inferior a` da aplicac¸a˜o proposta.
Usando a mesma aplicac¸a˜o (GIMP) mas usando um factor de qualidade de 100% verifica-se
que o tamanho do ficheiro aumenta significativamente e mesmo assim apresenta uma quali-
dade inferior a` da aplicac¸a˜o proposta.
A aplicac¸a˜o proposta mante´m o tamanho do ficheiro bastante ideˆntico ao original (ligei-
ramente superior) mas apresenta uma qualidade sempre significativamente superior ao de
outras aplicac¸o˜es.
Nas figuras seguintes pode-se ver quais os pixels modificados (cor branca), e consequente
perda de qualidade da imagem, apo´s remover o efeito de olhos vermelhos.
Na Figura 4.1 foi usada a aplicac¸a˜o GIMP com um factor de qualidade de 85% e verifica-se
que a maior parte dos pixels foram alterados.
Na Figura 4.2 foi usada a aplicac¸a˜o GIMP com um factor de qualidade de 100% verificando-
se que mesmo assim muitos dos pixels sofreram alterac¸o˜es.
Finalmente na Figura 4.3 foi usada a aplicac¸a˜o proposta e facilmente se verifica que ape-
nas os pixels dos blocos onde esta´ presente o indesejado efeito foram modificados. Todos os
outros se mantiveram exactamente iguais, sendo esse o principal objectivo deste trabalho.
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Figura 4.1: GIMP 85%
Figura 4.2: GIMP 100%
Figura 4.3: Aplicac¸a˜o proposta
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Alguns exemplos de imagens com o efeito de olhos vermelhos antes de depois de serem
processadas por este software:
Figura 4.4: Imagem 1 original
Figura 4.5: Imagem 1 corrigida
Linha de comando usada:
./redEyeRemoval -b 76 109 87 119 -b 132 112 143 122 red effect 1.jpg
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Figura 4.6: Imagem 2 original
Figura 4.7: Imagem 2 corrigida
Linha de comando usada:
./redEyeRemoval -b 43 56 58 69 -b 134 46 149 61 red effect 2.jpg
Como se pode verificar atrave´s desta fotografia, o algoritmo de remoc¸a˜o do efeito de olhos
vermelhos usado por defeito (Algoritmo 4, secc¸a˜o 3.3.6) mostra-se bastante eficaz na remoc¸a˜o
da tonalidade avermelhada do olho. Ao mesmo tempo, este algoritmo e´ capaz de reconhecer
a cor original do olho, ficando assim os olhos com a cor original, obtendo-se um resultado
final mais realista.
Como se pode verificar, os reflexos que os olhos com o efeito de olhos vermelhos continham
permaneceram inalterados, mesmo depois da fotografia ter sido processada por este software.
Estas sa˜o algumas das vantagens deste algoritmo desenvolvido de raiz.
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Figura 4.8: Imagem 3 original
Figura 4.9: Imagem 3 corrigida
Linha de comando usada:
./redEyeRemoval -b 98 157 117 173 -b 168 155 183 171 -k 40 red effect 3.jpg
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Figura 4.10: Imagem 4 original
Figura 4.11: Imagem 4 corrigida
Linha de comando usada:
./redEyeRemoval -b 93 233 121 260 -b 234 220 265 248 -k 75 -a 4 red effect 4.jpg
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Figura 4.12: Imagem 5 original
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Figura 4.13: Imagem 5 corrigida
Linha de comando usada:
./redEyeRemoval -b 684 647 713 675 -b 873 644 900 670 -b 145 703 160 718 -b 215 696
231 713 -k 50 red effect 5.jpg
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Figura 4.14: Imagem 6 original
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Figura 4.15: Imagem 6 corrigida
Linha de comando usada:
./redEyeRemoval -b 1442 770 1495 827 -b 1785 874 1834 931 red effect 6.jpg
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Figura 4.16: Imagem 7 original
Figura 4.17: Imagem 7 corrigida
Linha de comando usada:




O trabalho desenvolvido focou, numa primeira fase, o estudo da norma JPEG e o desen-
volvimento de um descodificador. Deste trabalho resultou uma biblioteca com um conjunto
de func¸o˜es para manipulac¸a˜o de ficheiros de imagem em formato JPEG e um programa que,
com o aux´ılio da biblioteca desenvolvida, efectua o processamento dos diversos blocos de um
ficheiro JPEG.
Numa segunda fase foi desenvolvido um codificador que apenas re-codifica os blocos alte-
rados e copia todos os outros de modo a que na˜o exista perda de qualidade em toda a imagem.
Numa u´ltima fase foram desenvolvidos alguns algoritmos de remoc¸a˜o do efeito de olhos
vermelhos e foram efectuados alguns testes de modo a comparar os resultados obtidos atrave´s
dos mesmos.
Grande parte das aplicac¸o˜es “comerciais” para processamento de imagens disponibiliza
“plugins” para remoc¸a˜o do efeito de olhos vermelhos. O grande problema e´ que todas essas
aplicac¸o˜es re-codificam toda a imagem e, como o JPEG e´ um formato de compressa˜o com
perdas, isso vai degradar a qualidade da imagem e eventualmente aumentar o tamanho do
ficheiro resultante.
A principal contribuic¸a˜o deste trabalho foi o desenvolvimento de uma aplicac¸a˜o para
remoc¸a˜o do efeito de olhos vermelhos em fotografia digital no formato JPEG que apenas
re-codifica os Macroblocos alterados. A biblioteca para manipulac¸a˜o de imagem em formato
JPEG e´ tambe´m importante, na˜o so´ para este trabalho mas tambe´m para poss´ıveis trabalhos
futuros.
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Do ponto de vista de resultados obtidos verifica-se que as imagens processadas pela fer-
ramenta desenvolvida ficam com muito melhor qualidade, quer do ponto de vista objec-
tivo (PSNR) quer subjectivo (visualmente) do que quando processadas com outra aplicac¸a˜o
(GIMP). Usando a mesma aplicac¸a˜o (GIMP) e usando um factor de qualidade de 100%
verifica-se que o tamanho do ficheiro aumenta significativamente e mesmo assim apresenta
uma qualidade inferior a` da aplicac¸a˜o proposta. A aplicac¸a˜o proposta mante´m o tamanho
do ficheiro bastante ideˆntico ao original (ligeiramente superior) mas apresenta uma qualidade




6.1 Manual do software
Do trabalho realizado resultou o desenvolvimento de uma biblioteca para manipulac¸a˜o de
ficheiros no formato JPEG e no desenvolvimento de duas ferramentas:
- Um descodificador JPEG (converte JPEG para PPM (Portable Pixelmap))
- Uma ferramenta para remoc¸a˜o do efeito dos olhos vermelhos
O objectivo da biblioteca e´ a de facultar um conjunto de func¸o˜es e estruturas de dados
que permita a manipulac¸a˜o de ficheiros em formato JPEG.
A biblioteca esta´ dividida em alguns mo´dulos:
- “encode” – Envolve todo o processo de codificac¸a˜o do ficheiro
- “decode” – Envolve todo o processo de descodificac¸a˜o do ficheiro
- “bitio” – Envolve todo o processo de manipulac¸a˜o de bits
- “leedct” – Envolve os ca´lculos relativos a` DCT
- “common” – Envolve partes comuns a todos os mo´dulos
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6.1. MANUAL DO SOFTWARE
Para utilizar as ferramentas desenvolvidas utilizam-se os seguintes comandos:
jpeg-decoder
jpeg-decoder [Nome do ficheiro]
[Nome do ficheiro] ⇒ O nome do ficheiro deve incluir a extensa˜o (jpg ou jpeg)
Como resultado e´ gerado 1 ficheiro:
decodedImage.ppm ⇒ Imagem descodificada
redEyeRemoval
redEyeRemoval [-h] [-v] [-a n] [-k c] [-b PHi PVi PHf PVf] [-b ...]
[Nome do ficheiro.jpg]
redEyeRemoval ⇒ Nome do executa´vel
-h ⇒ Mostra a ajuda
-v ⇒ Verbose mode. Aumenta o n´ıvel de informac¸a˜o exibida na consola
-a ⇒ Indica que vai ser passado como paraˆmetro o algoritmo de remoc¸a˜o a usar
n ⇒ Nu´mero do algoritmo a usar: [1..4]
-k ⇒ Constante para detecc¸a˜o do efeito de olho vermelho
c ⇒ Valor a usar: [0..100]
-b ⇒ Indica que va˜o ser passadas como paraˆmetros as coordenadas (pixeis) da a´rea afectada.
Pode ser repetido para 100 areas diferentes.
PHi ⇒ Valor horizontal do pixel superior esquerdo da zona afectada
PVi ⇒ Valor vertical do pixel superior esquerdo da zona afectada
PHf ⇒ Valor horizontal do pixel inferior direito da zona afectada
PVf ⇒ Valor vertical do pixel inferior direito da zona afectada
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6.1. MANUAL DO SOFTWARE
Figura 6.1: A´rea afectada
[Nome do ficheiro] ⇒ O nome do ficheiro deve incluir a extensa˜o (jpg ou jpeg)
Exemplo:
redEyeRemoval -v -a 4 -k 85 -b 2 2 50 50 -b 200 2 250 50 filename.jpg
Como resultado sa˜o gerados 3 ficheiros:
decodedImage.ppm ⇒ Imagem descodificada
redEyeRemoved.ppm ⇒ Imagem descodificada com remoc¸a˜o do efeito
redEyeRemoved.jpg ⇒ Imagem re-codificada com remoc¸a˜o do efeito
Este software foi concebido para ser versa´til no seu modo de funcionamento.
Ao correr este software sem qualquer argumento, o pro´prio software e´ capaz de pesquisar
na fotografia por a´reas avermelhadas usando valores predefinidos e, caso na˜o encontre ne-
nhuma a´rea, processa a imagem de destino como uma co´pia da original.
Se encontrar alguma a´rea avermelhada, processa a fotografia a partir desse ponto ate´ ao
final, removendo essa e todas as a´reas avermelhadas encontradas.
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6.1. MANUAL DO SOFTWARE
Caso seja passada como argumento uma a´rea a remover o efeito de olhos vermelhos, o
software apenas processa a fotografia nessa a´rea, na˜o alterando qualquer dado noutra a´rea
da mesma.
Se forem passadas va´rias a´reas para ser removido o efeito de olhos vermelhos (ate´ um
ma´ximo de 100) apenas essas a´reas sa˜o processadas, ficando todo o resto da fotografia inal-
terada em relac¸a˜o ao original.
Se alguma, ou todas, das a´reas passadas como argumentos para remoc¸a˜o do efeito de olhos
vermelhos na˜o tiverem de facto uma zona avermelhada, ou a tonalidade da cor vermelha seja
inferior ao da constante utilizada por defeito pelo software (esta constante (K) pode ser pas-
sada como paraˆmetro), o software e´ capaz de reconhecer esse facto e, pura e simplesmente,
ignora essa a´rea na˜o efectuando qualquer alterac¸a˜o nos dados da mesma. Este facto na˜o
impossibilita que o efeito de olhos vermelhos seja removido noutra das a´reas introduzidas,
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