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Resumo 
A medida que o processo de desenvolvimento de software toma-se mais 
complexo, passa a ser imprescindível que os Ambientes de Desenvolvimento de 
Software (ADSs) ofere~am suporte inteligente para a execu~ao das atividades do 
processo. Entretanto, a maioria dos ADSs com suporte baseado em, conhecimento 
nao trata o conhecimento de maneíra integrada, mas sim isoladanumte em cada 
urna de suas ferramentas. Este texto apresenta a abordagem preliminar utilizada· 
na Esta~ao TABA, um ADS desenvolvido segundo o paradigma de objetos, para a 
integr~ao de conhecimento descrito na forma de regras. 
Abstract 
As the software development process becomes more complc~x, Software 
Engineering Environments (SEEs) needs to offer intelligent support· lo the 
execution ()f the process activities. Nevertheless, most SEEs with knowledge-
based support do not consider the knowledge as a internal integrated componertt, 
. but as a internal part of~eaeh environment' s too1. This paper describes the initial 
approach to the knowledge integration, using rules, in the TABA's Workstation, a 
SEE developed with the object oriented paradigm. 
~' Professor do Departamento de Informática da Universidade Federal do Espírito Santo em doutoramento na 
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1. Introdu.;io 
Á. medida que o~" sistem¿s de software r¿queridos ¡ pelOs' íisuáÍ'.t>s' 'cre;cem em 
complexidade, o process'O de désenvolvimerito de software iambém toma-se mais complexo e 
passa a ser imprescindível a utilizayao de ferramentas automatizadas para apoiar suas tarefas. 
Entretanto, ferramentas isoladas oferecem apenas soluyoes parciais e, assim, é crescente a 
demanda por Ambientes de Desenvolvimento de Software (AOSs). Tais ambientes buscam 
combinar técnicas, métodos e ferramentas para apoiar o engenheiro de software na construyao 
de produtos de software, abrangendo todas as atividades inerentes ao processo, tais como 
planejamento, gerencia, desenvolvimento e controle da qualidade. 
Sistemas Baseados em Conhecimento (SBCs) tem mostrado potencial para promover 
integrayao de atividades em ADSs, através da representayao do conhecimento de processo de 
software. Além disso, SRCs podem tomar esses ambientes mais efetivos no cumprimento de 
seus objetos, através de suporte inteligente na execuyao das tarefas. Técnicas de Inteligencia 
Artificial permitem que informayoes sejam inferidas em contextos inicialmente nao previstos. 
Oeste modo, interpretando o conhecimento sobre () processo, suas atividades, métodos e 
ferramentas, um ambiente pode oJerecer assistencia inteligente a gerentes e desenvolvedores, 
guiando, monitorando e auxiliando no uso de ferramentas durante o desenvolyimento de 
software. 
Nesse contexto, a questao da representayao de conhecimento em ADSs tem ganhado 
corpo. Conhecimentos de natureza diversa tem sido representados, tais como conhecimento 
sobre processos de desenvolvimento [Lott93], conhecimento para avaliayao da qualidade 
[Kajihar~93], conhecimento para reutilizayao [Ostertag92], e conhecimento sobre métodos de 
especificayao e projeto [Rich92]; I!ntre outros. Para tal, vários métodos de representayao tem 
sido utilizados, tais como frames, redes semanticas? regras de produyao e objetos [FaJb095a]. 
Contudo, é possível notar que, de maneira geral, o conhecimento é embutido em.ferramentas 
específicas e nao fica disponíveJ para o ambiente como urn todo. 
A ma¡oria dos AOSs trata a integrayao de ferramentas como urna questao de tres 
dimensoes: controle, dados e apre'iientayao. Entretanto, com o aumento da complexidade dos 
processos de software, faz-se nec.,~ssário considerar informayoes de natureza semantica, sem 
as quais a integrayao nao é plenamente obtida. Assirn, é necessário considerar urna visao mais 
abrangente de integrayao, observando, além da integrayao de dados, controle e apresentayao, 
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a intégrnyao de conhecimento. 'O conhecimento, assim como os dados, deve estar disponível e 
, "t 
representado de forma úDica no ambiente, de forma a poder ser acessado por todas as 
,', 
ferramentas que dele necessitarem, evitando redunddncias e inconsistencias. 
,\','" 
O Projeto TABA visa a construyao de urna Estayao de Trabalho configurável para 
Engenhari8 de Software. Esta Estayao permite que engenheiros de software configurem ADSs 
para diferentes aplicayoes e projetos. Para resolver o problema da integrayao, a Estayao 
TABA considera as quatro dimensoes discutidas acima. Esta filosofia de integrayao permite 
que a informayao gerada por urna ferramenta possa ser compreendida por outras. 
Este trabalho mostra como a Estayao TABA trata a dímensao conhecimento, usando a 
abordagem orientada a objetos. Inicialmente, optou-se por representar o conhecimento 
utilizando regras de produyao. Urna classe encapsula o conhecimento, que é descrito por um 
conjunto de regras. lJ~~.,máquina de inferencia utiliza estas regras para prover a dimensao 
conhecimento para a Estayao. Na seyao 2, o ambiente e sua proposta de integrayao de 
conhecimento sao suscintamente apresentados. A seyao 3 discute alguns aspectos da soluyao 
adotada e de sua implementayao. Finalmente, na seyao 4 sao apresentadas as conclusoes 
'principais do trabalho. 
:2. AEsta~io TABA 
A Estayao TABA [Rocha90] é um meta-ambiente de desenvolvimento de software, 
1.sto é, um ambiente capaz de gerar, por meio de configurayao e instanciayao, outros mais 
A"/' 
específicos. Assim, é possível prover desenvolvedores de software com ambientes de 
desenvolvimento que atendam as particularidades de processos de desenvolvimento, 
domínios de aplicay3.o e projetos específicos. 
A estrutura da Estayao TABA distribui as funcionalidades necessárias em 
componentes, que conseguem interagir diretamente entre si, permitindo a obtenyao de toda a 
funcionalidade do ambiente [Travassos94]. Dentre os componentes presentes, o componente 
Conhecimento busca incorporar mecanismos de inferencia que possibilitam a integra~ao do 
... ~; , 
c:onhecimento annazenado no ADS. O meta-ambiente se utiliza desse componente para 
.st":.- ;' .... 
(:specificar o ADS mais adequado a um dado desenvolvimento. Os ambien~rl~}~sta.:nciados e 
suas ferramentas utilizam esse componente para obter informayoes sobre O~,,~~?cessos em 
c:urso e o significado dos itens de software que estao sendo manuseados, respectivamente. 
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A Estayao TABA está construída segundo o paradigma da orienta~ao a objetos e a 
funcionalidade do componente Conhecimento é provida petas c1asses Conhecimenlo, 
'Representa~iioC()nheciment() e suas especializa~oes [Falbo95b], como mostra, segundo o 
método de Booch [Booch94], a figura 1. 
A classe (:onhecimenlo prove as funcionalidades básicas para suas especia1i~oes, 
que por sua vez tratam de rnane:ira modular os conhecimentos específicos de processos de 
desenvolvimento e suas atividades, domínios de aplica~ao e métodos de con~tru~ao. Na figura 
1, apenas urna das especializa~oes da c1asse Conhecimenlo está mostrada,a saber a c1asse 
ConhecimenloMétodo. Esta sub-classe tem por objetivo descrever o conhecimento sobre 
métodos de desenvolvimento e será utilizada na próxima se~ao para i1ustrllI' a abordagem de 
implementa~ao. 
Raprasanla~oConhacimanto 
insarir( ) 
rabrar( ) 
conl,ullar( ) 
atu .. lizar( ) 
ConhecimentoMétlldo 
Noma 
paradigme() 
ins1rumenIDH( ) 
inferir( ) 
Figura 1: O Componente Conhecirnento 
Tam_Camada_Entrada 
TalJl_Camada_Salda 
TalGlAprandizado 
Eapa90Aprandizado 
Erroh:aitáYIII 
Traino( ) 
Processo( ) 
VetorTrainamento( ) 
A classe RepresenlayiioConhecimento e suas especializa~oes proveem o ambiente 
com a funcionalidade de representar conhecimento de diferentes maneiras. Nao existe a priori 
urna fonna melhor, mais eficiente e mais fácil de representar o conhecimento, mas sim urna 
maior adeq~ao ao problema que: se quer resolver. Deste modo, idealmente, um ADS deve 
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disponibiJizar diversas fonnas de representa~ao. As sub-classes SistemaProduryiio, Frame, 
ReileSemt1ntica e RedeNéural, aparecem no modeJo exatam~~te para dar ao ambiente esta 
fleXibilídade, pennititido representar o conhecimento através de regras, frames, redes 
semanticas e redes neurais, respectivariiente. 
Analisando-se diversos trabalhos, alguns deles brevemente discutidos em [Falb095a], 
pode-se notar o intenso uso de regras para representar conheciriú!nto em ADSs. Além disso, 
algumas ferramentas da própria Esta~ao TABA, como o especificador de ambientes XAMÁ 
[Aguiar921, já utilizam regras para descrever seu conhecimento. Assim, para integrar esse 
conhecimento ao ambiente, optou-se por iniciar a implementa~ao peimitindo descri~oes de 
'conhecimento em forma de regras, a partir da classe SistemaProduryiio. 
3. A Integra~io de Conhecimento na Esta~io TABA 
Urna vez que a Esta~ao TABA está implementada em Eiffel [Meyer92], urna 
linguagem orientada a objetos, faz-se necessário, para definir regras nesse ambiente, integrar 
os paradigmas lógico e orientado a objetos. Linguagens orientadas a objetos e sistemas 
baseados em regras cresceram isolados, apesar de terem características relevantes um para o 
outro. Atualmente, cada vez mais sao encontradas aplica~oes que requerem a integra~ao dos 
dois paradigmas, como ocorre em ADSs. 
Desde o final da década de 80, esfor~os tem sido feitos para combinar linguagens 
lógicas e orientadas a objetos. V ários trabalhos tem enfocado a constru~ao de máquinas de 
inferencia como forma de estender a capacidade de linguagens orientadas a objetos para 
suportar inferencia sobre regras, tais como [Franke90] e [Czejdo93]. Entretanto, essa é urna 
'tarefa de elevada complexidade e assim, optou-se, inicialmente, por utilizar a máquina de 
inferencia do SWI-Prolog [Wielemaker951, encapsulada na classe SistemaProduryiio, 
"implementada em'Eiffel [Meyer92]. Deste modo, o conhecimento descrito usando regras 
pode ser definido e utilizado pelas ferramentas do ambiente, desenvolvidas em Eiffel, 
'utilizando a máquina de inferencia do SWI-Prolog. 
Umá vez que as linguagens SWI-Prolog e Eiffel nao oferecem mecanismos que 
pennitam uma comunica~ao"(Úreta entre elas, mas, por outro lado, fomecem mecanismos 
para comunica~ao com código externo escrito na linguagem C, foi adotada urna abordagem 
de interfaceamento SWI-ProloglC/Eiffel. 
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Seryiyos definidos em Eiffel encapsulam a máquina Prolog. As operayoes necessárias 
a comunicayao e:ntre as linguagens C e SWI-Prolog sao encapsuladas emmétodos da c1asse 
SistemaProdur;é1o nao acessÍveis aos demais objetos. Essas operayt}es sao definidas como 
funyoes ~xtemas e utilizam recursos para interfaceamento com a linguagem C, fomecidos 
pelo SWI-Prolog. Garante-se, asúm, a integridade do sistema, já que apenas serviyos para 
inferencias sao ()ferecidos aos usuários da c1asse Si:iJlemaProdut;é1o. 
3.1 - U m Assistente Inteligente para o Método de Booch 
Para exemplificar a soluyRO adotada, apresentámos, a seguir, parte de urna. aplicayao 
que utiliza a abordagem anteriormente descrita: um assistente inteligente para apoiar 
engenheiros de software no, uso do>método· EWconsttuyab orientado al objetos ptbix;sto por 
Booch [Booch94]. 
O conhecimento sobre o método de Booch é descrito como um objeto da classe 
ConhecimentoMétodo, utilizando como forma de representayao um sistema de produyao, ou 
seja, um objeto da classe SistemaJlrodur;é1o. 
A classeEitTel ConhecimentoMétodo 
A figura 2 mostra parte da interface da classe ConhecimentoMélodo. Note que um dos 
atributos desÍ8: classe é a sua base de conhecirnento Corn esta .abordagern, o conhecirnento 
nao fica intrínseco a um assistente, mas sim disponível para qualquer ferramenta do 
ambiente. Para utilizá-Io, basta que urna ferramenta utilize os serviyos disponibilizados pela 
classe. Além disso, consegue-se obter modularidade, já que o conhecimento sobre o método 
de Booch está encapsula40 em um objeto. 
Quando um serv:iyo.pr~~isa. que urna inferencia seja feita para obter urna resposta, ele 
próprio envia mensagens par~ os servi~s de inferencia da classe SistemaProdufiio. Isto 
oeorre, por exemplo, com o servi~o paradigma, que consulta a base de eonhecimento para 
retomar o paradigma do método de construyao. Para tanto, tem em seu eorpo urna chamada 
ao serviyo injerir da classe SislemaProdul(410. Já o serviyo criar, responsável pela criayao de 
urn objeto ConhecimentoMétodo, faz urna chamada ao serviyo criar da c1asse 
SiSI emaProdul(iio. 
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class eonhecimentoMetodo 
creation criar 
feature 
end 
nome: STRING; 
baseconhecimento: SistemaProducao; 
criar (met: STRING) 
paradigma(): STRING 
Figura 2: Um extrato da classe ConhecimentoMétodo 
A classe Eiffel SistemaProduclio 
A figura 3 mostra a interface da classe SistemaProdufilo que disponibiliza os servi~os 
para comunica~ao com a máquina de inferencia do SWI-Prolog. O servi~o criar associa um 
arquivo Prolog ao atributo arquivoPr%g. O serviyo injerir representa o pmcesso de 
inferencia oferecido pela classe. O predicado, sua aridade e os argumentos sao passados como 
parametros, conforme mostrado no esquema da figura 4. Os métodos inicia yl, consulta yl, 
inferir_pi e .finaliza_pl sao métodos externos definidos em C. É importante real~ar que sao 
métodos privados! da classe e, portanto, nao sao visíveis aos seus usuários. Eles sao 
> .. ftl~ , L. 
,:;hamados pelo método inferir para ativar a máquina de infereneia' do SW1-Prolog, 
disponibilizar a base de conhecimento para consultas, efetuar o processo de inferencia 
propriamente dito e finalizar a máquina Prolog, respectivamente. 
class.SistemaProducao 
creation criar 
feature 
arquivoProlog: STRING¡ 
criar (nomearq: STRING) 
inferir (pred: STRING: n: INTEGER;, .. par: ARRAY[STRING1): STRING 
feature {NONE} 
end 
inicia pI (): BOOLEAN is external "e" end; 
finaliza pl() is external "e" end; 
consulta-pl(nomearq: ANY): BOOLEAN is external "e" end¡ 
inferir pl(pred: ANY; aridade: INTEGER; par: ANY): ANY is 
external "e" end¡ 
Figura 3: A classe SistemaProdufiio 
lcláusula NONE de Eiffel 
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A Realiza~o de uma Inferencia 
A figura 4 ilustra como um processo de inferencia é realizado. Neste exemplo, o 
objeto "hooch" da classe Conhecimenfo.A1étodo utiliza a máquina de inferencia do SWI-
Prolog para informar seu paradigma a um objeto cliente. Para tal, quando o servi~o 
paradigma é ativado, ele envia uma mensagem para seu objeto SistemaProdu(:ao, solicitando 
urna inferencia. 
O cbjeto da classe SistemaProdu(:ao possui urna referencia ao arquivo Prolog que 
contém, de fato, o conhecimento. O servi~o injerir dessa classe é entao ativado e dispara o 
servi~o privado inferir pI. Esse mt:todo é, na reaJidade, urna fun~ao externa escrita em e, que 
estabelece a comunica~ao com a máquina Prolog, responsável pelo'processo de inferencia~ 
A fun~o cx~erna e mapeia as informa~es recebidas para o formato requerido pelo 
,SWI-Pr910g, responsável realpeln processo de inferencia. Os resultados da inferencia sao 
retornados a fun~ao externa e, qU(: por sua vez faz o mapeamento necessário para retomá-los 
ao mUfldo d~ objetos de Eiffel. 
FJ8i,1 
1 (paradigaa. Z', 
[null..:tIoocbl ) 
.-_ .......... . 
.••.•• ""'IIftp •••.•.• 
~YT. 1'0 ••••• 
. 
: IJderIKe ID \ 
~ e (· .. · ..... dI). ¡ 
----------------------"' ... .: 
M .... !Ir. mjeas '. .... 
'. '. Maje L6ci1;p ••.• 
-. .-
.................... 
Fi!:,JUTa 4: Mundo de Objetos x Mundo Lógico 
A figura 5 apresenta um extrato do arquivo Prolog booch.pl, que contém a base de 
conhecimento sobre o método de Booch, usado no processo de inferencia. 
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paradigma ('orientado a objetos', booch). 
instrumento('diagrama de classes', booch). 
instrumento ('diagrama de transicao de estados', boach). 
instrumenta ('diagrama de categorias', baoch). 
instrumento ('diagrama de objetos', booch). 
instrumento ('diagrama de modulos', booch). 
instrumento('diagrama de processos', booch). 
Figura 5: Um extrato do arquivo Prolog booch.pl 
3.2 - Considera~oes sobre a solu~io adotada 
É importante observar que os objetos da classe SistemaProduc;iio enviam mensagens 
para a interface C que funciona como um objeto extern02 que executa wn método e retoma 
um objeto. Assim, o impacto da interface no mundo de objetos é minimizado. 
Entretanto, deve-se real9ar que a abordagem utilizada apresenta urna limita9ao: 
enquanto Eiffel manipula objetos, SWI-Prolog trabal ha com predicados, átomos e outras 
estruturas de linguagens lógicas, o que impoem urna barreira conceitual entre os mundos 
orientado a objeto e lógico que dificulta a integra9ao. 
Idealmente, nao haveria necessidade de se representar fatos como predicados, 
bastando representar as regras. Os fatos estariam definidos pelos estados dos objetos. Assim, 
,em um processo de inferencia, a máquina de inferencia interpretaria os fatos a partir dos 
,estados dos objetos e utilizaria as regras para compor os processos de unifica9aO. Urna vez 
que SWI-Prolog nao é capaz de acessar objetos, é necessário representar fatos como 
predicados Prolog e, para acessar essa informa9ao no mundo de objetos, sao definidos 
~;ervi90s que sempre resultam em um processo de inferencia. 
Para garantir um menor impacto no mundo de objetos, fun90es em C podem ser 
desenvolvidas para criar objetos Eiffel, de modo que o retomo das fun90es externas de Eiffel 
~;ejam objetos. Essa estratégia nao foi implementada devido a problemas decorren-tes na 
identifica9ao de métodos Eiffel a partir da linguagem C. A medida que estes problemas forem 
corrigidos, esta estratégia será colocada em prática. 
2representado pela linha pontilhada na figura 4. 
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4. Conclusoes 
A intebJfa~aO de conheciml!nto é um aspecto fundamental para o sucesso da aplica~ao 
de técnicas de Inteligencia Artific:ial em Ambientes de·Desenvolvimento de Software. Deste 
modo, o conhecimento necessário ao processo de desenvolvimento deve ser disponibilizado 
para o ambiente e as ferramenta~¡ que o compé)em, a partir de urna base de conhecimento 
modular. O conhecimento naodeve ficar embutido em urna ferramenta ou assistente, mas sim 
estar disponível de forma global para o ambiente. 
Um primeiro passo foi dado nesta dire~ao: conhecimentos específicos sao 
encapsulados como objetos das respectivas especiali~oes da classe Conhecimenlo, como 
ilustrado na se~ao 3, para o conheeimento sobre métodos de constru~ao. 
Idealmente, um ADS deve disponibilizar diversas formas para representayao do 
conhecimento. Isto está sendo considerado no limbito do projeto TABA. No entanto, a 
corrente versaD permite tratar de maneira intebJfada apenas o conhecimento descrito 
utilizando regras. 
A solu~ao implementada viabiliza a integrayao na Esta~ao TABA do conheci-mento 
descrito na. forma de regras. Entr·;!tanto o uso desta abordagem nao permite um tratamento 
uniforme do mundo de objetos, isto é, ocorre urna quebra do mundo de objetos para a 
realizayao de inferencias usando a máquina de inferencia do SWI-Prolog. Assim, o 
desenvolvimento de urna máquina de inferencia integrada ao sistema orientado a objetos está 
sendo considerada como urna próxima abordagem de implementayao. Esse novo enfoque 
eliminará o problema de transferencia, e conseqüentemente tradu~ao, de dados relevantes 
entre a ap1ica~ao orientada a objetos e o sistema baseado em regras, além de permitir urna 
representa~llo única e conveniente para informa~oes factuais através de objetos. 
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