Progettazione e realizzazione di uno strumento di sviluppo rapido di applicazioni per terminali P.O.S. by Arrigoni, Paolo
  
Università degli studi di Pisa 
Facoltà di Ingegneria 
Corso di laurea Specialistica in 
Ingegneria Informatica 
 
 
Progettazione e realizzazione di uno strumento di 
sviluppo rapido di applicazioni 
 per terminali P.O.S. 
 
 
 
 
 
Relatori: 
Prof. Cosimo Antonio Prete 
Ing. Pierfrancesco Foglia 
 
Candidato: 
Paolo Arrigoni 
 
 
1-1Anno Accademico 2004-2005 
  
Introduzione 
Ad oggi, svariato è il numero e la varietà dei dispositivi sui quali è possibile sviluppare una 
applicazione. Un dispositivo che nell’ultimo decennio ha rivestito un importante ruolo è il terminale 
POS. Man mano l’oggetto POS è divenuto più performante, più bello, ha acquisito maggiori 
possibilità consentendo anche la creazione di applicazioni molto più che banali. Però allo stesso 
tempo non si sono sviluppate le metodologie e gli ambienti di sviluppo a lui collegati. Si utilizzano 
ancora il linguaggio ANSI C e comuni tecniche di sviluppo, ma la complessità delle applicazioni è 
notevolmente aumentata insieme alla varietà delle periferiche e delle funzionalità che oggi sono 
legate ai terminali POS. Non più solo “strisciare la carta”. Allora perché non provare a fornire un 
nuovo approccio alla programmazione dei terminali POS? Perché non realizzare un ambiente RAD 
di sviluppo delle applicazioni per questo tipo di dispositivi? Perché non scaricare il programmatore 
della complessità intrinseca nella programmazione di un terminale POS, cercando di farlo 
convergere il più possibile verso i problemi che veramente danno valore aggiunto alla sua 
applicazione?  
La tesi studia la possibilità e  in parte sperimenta una metodologia di realizzazione delle 
applicazioni composta da  
• Componenti 
• Modelli applicativi 
 
attraverso la realizzazione di ARTpos, un prototipo di Ambiente di Sviluppo RAD per Terminali 
POS. 
ARTpos comprende strumenti grafici per aiutare lo sviluppatore a pensare, documentare e costruire 
una applicazione per terminali POS, focalizzando maggiormente l’attenzione sull’ideazione e la 
costruzione dell’interfaccia grafica. Tutto questo utilizzando paradigmi stato dell’arte relativamente 
al Software Engineering e alla Automatic Code Generation. 
 
I
  
 
Ringraziamenti 
 
 
 
 
 
Desidero ringraziare molte persone che mi sono state vicine in questi anni. 
Dio prima di tutto e lui sa perché. 
I miei genitori. 
Marta. 
E tutti coloro che hanno condiviso con me questi anni di università fra gioie e dolori… 
II
  
 
Indice 
Introduzione ___________________________________________________________________ I 
Ringraziamenti _________________________________________________________________II 
Indice ________________________________________________________________________ III 
Indice delle figure _____________________________________________________________ VII 
Indice delle tabelle e degli snippet _________________________________________________ IX 
Struttura della tesi_______________________________________________________________ 1 
1 La situazione attuale del mondo POS ___________________________________________ 2 
1.1 Caratteristiche di un terminale POS _______________________________________ 3 
1.2 Componenti Hardware in un terminale POS ________________________________ 5 
1.2.1 Comunicazione verso altri dispositivi ____________________________________ 5 
1.2.2 Reti e fonia_________________________________________________________ 5 
1.2.3 Lettore di carte ______________________________________________________ 6 
1.2.4 Output ____________________________________________________________ 6 
1.2.5 Input ______________________________________________________________ 6 
1.2.6 Sicurezza __________________________________________________________ 7 
1.2.7 Audio _____________________________________________________________ 7 
1.2.8 Componenti ________________________________________________________ 7 
1.3 Applicazioni per terminali POS ___________________________________________ 8 
1.3.1 Settore ____________________________________________________________ 8 
1.3.1.1 Pubblica Amministrazione___________________________________________ 8 
1.3.1.2 Istruzione ________________________________________________________ 8 
1.3.1.3 Sanità ___________________________________________________________ 9 
1.3.1.4 Ristorazione ______________________________________________________ 9 
1.3.1.5 Turismo ________________________________________________________ 10 
1.3.1.6 Grande e piccola distribuzione_______________________________________ 10 
1.3.1.7 Aree di sosta_____________________________________________________ 11 
1.3.1.8 Trasporti________________________________________________________ 11 
1.3.1.9 Telefonia _______________________________________________________ 12 
1.3.1.10 Magazzino ____________________________________________________ 12 
III
  
1.3.1.11 Giochi a premi _________________________________________________ 12 
1.3.1.12 Sport_________________________________________________________ 12 
1.3.1.13 Varie_________________________________________________________ 13 
1.3.2 Funzionalità _______________________________________________________ 13 
1.3.2.1 Pagamento ______________________________________________________ 13 
1.3.2.2 Identificazione ___________________________________________________ 13 
1.3.2.3 Firma Elettronica _________________________________________________ 14 
1.3.2.4 Fidelizzazione ___________________________________________________ 14 
1.3.2.5 Pubblicità _______________________________________________________ 14 
1.3.2.6 Informazioni Contestuali ___________________________________________ 14 
1.3.2.7 Attestazioni di Titoli e/o Pagamenti___________________________________ 14 
1.3.2.8 Info per autorizzazioni (vendita alcolici ecc)____________________________ 14 
1.3.2.9 Controllo degli accessi_____________________________________________ 15 
1.4 Gli ambienti di sviluppo ________________________________________________ 15 
1.4.1 Caratteristiche generali ______________________________________________ 15 
1.4.1.1 Contesto ________________________________________________________ 15 
1.4.1.2 IDE____________________________________________________________ 16 
1.4.1.3 Librerie_________________________________________________________ 16 
1.4.1.4 Debugging & Testing______________________________________________ 17 
1.4.1.5 Deployment _____________________________________________________ 18 
1.4.1.6 Manutenzione____________________________________________________ 18 
1.4.1.7 Sicurezza _______________________________________________________ 18 
1.4.2 Casi specifici ______________________________________________________ 19 
1.4.2.1 Ingenico ________________________________________________________ 19 
1.4.2.2 DA Sistemi______________________________________________________ 22 
1.4.2.3 HyperCom ______________________________________________________ 23 
2 Specifica e Analisi dei Requisiti di ARTpos______________________________________ 25 
2.1 Il problema ___________________________________________________________ 25 
2.2 La situazione__________________________________________________________ 25 
2.3 Requisiti di ARTpos____________________________________________________ 28 
2.4 Utenti________________________________________________________________ 29 
2.5 Requisiti Utente _______________________________________________________ 29 
IV
  
2.5.1 Lo Sviluppatore ____________________________________________________ 29 
2.5.2 L’installatore ______________________________________________________ 30 
2.5.3 Il committente e il progettista dell’applicazione ___________________________ 31 
2.5.4 Programmi esterni __________________________________________________ 32 
2.6 Requisiti non funzionali del sistema_______________________________________ 33 
2.6.1 Semplicità_________________________________________________________ 33 
2.6.2 Modularità ________________________________________________________ 33 
2.6.3 Efficacia __________________________________________________________ 33 
2.6.4 Portabilità_________________________________________________________ 33 
3 La metodologia per la generazione di applicazioni ________________________________ 34 
3.1 MDA: Model Driven Architecture ________________________________________ 35 
3.1.1 Componenti di MDA ________________________________________________ 38 
3.1.2 MDA Framework___________________________________________________ 39 
3.1.2.1 Modello ________________________________________________________ 39 
3.1.2.2 Tipologie di modelli_______________________________________________ 39 
3.1.2.3 La piattaforma Target______________________________________________ 42 
3.1.2.4 Trasformazioni___________________________________________________ 42 
3.1.2.5 MDA di base ____________________________________________________ 43 
3.1.3 MDA Languages ___________________________________________________ 44 
3.1.4 MDA Tool ________________________________________________________ 44 
3.1.4.1 Tool per la trasformazione __________________________________________ 45 
3.1.4.2 Altri tool________________________________________________________ 45 
3.1.4.3 Modeling e MetaModeling__________________________________________ 46 
3.2 Domain Specific Languages _____________________________________________ 46 
4 Le tecnologie usate per ARTpos _______________________________________________ 48 
4.1 DSL Tools ____________________________________________________________ 48 
4.1.1 Domain Model _____________________________________________________ 48 
4.1.2 Domain Model Designer _____________________________________________ 49 
4.1.3 DSL Model________________________________________________________ 50 
4.1.4 Domain Designer ___________________________________________________ 51 
4.2 Estendere Visual Studio 2005 ____________________________________________ 53 
4.2.1 Macros ___________________________________________________________ 53 
V
  
4.2.2 Add-Ins___________________________________________________________ 54 
4.2.3 Wizards __________________________________________________________ 54 
4.2.4 Visual Studio SDK__________________________________________________ 55 
5 L’applicazione ARTpos______________________________________________________ 56 
5.1.1 ToolBox __________________________________________________________ 57 
5.1.2 La finestra delle proprietà ____________________________________________ 58 
5.1.3 Explorer __________________________________________________________ 58 
5.1.4 Solution Explorer ___________________________________________________ 59 
5.1.5 Menu Designer_____________________________________________________ 60 
5.1.6 Display Designer ___________________________________________________ 62 
6 Progettazione e Realizzazione di ARTpos _______________________________________ 64 
6.1 I Designer ____________________________________________________________ 64 
6.1.1 Le personalizzazioni ________________________________________________ 65 
6.1.1.1 Comportamento __________________________________________________ 65 
6.1.1.2 Shape Appearance ________________________________________________ 65 
6.1.1.3 Container _______________________________________________________ 66 
6.2 ARTLibrary __________________________________________________________ 68 
6.2.1 Extended Handler___________________________________________________ 68 
7 Conclusioni _______________________________________________________________ 70 
7.1 Cosa è stato realizzato __________________________________________________ 70 
7.2 Quali gli ulteriori sviluppi _______________________________________________ 70 
Bibliografia ___________________________________________________________________ 72 
 
VI
  
 
Indice delle figure  
FIGURA 1 – UN SISTEMA POS PER LA GRANDE DISTRIBUZIONE.............................................................2 
FIGURA 2 – TERMINALE EFT - POS ......................................................................................................3 
FIGURA 3 – IL MODELLO “AMICO” DI DA SISTEMI …………………………………………………5 
FIGURA 4 – IL MODELLO “MX870” DI VERIFONE …………………………………………………5 
FIGURA 5 - BRAND INGENICO..............................................................................................................19 
FIGURA 6 - BRAND UNICAPT...............................................................................................................19 
FIGURA 7 - ARCHITETTURA UNICAPT..................................................................................................20 
FIGURA 8 - AMBIENTE DI SVILUPPO INGEDEV.....................................................................................21 
FIGURA 9 – SIMELITE AMBIENTE DI SIMULAZIONE INGENICO.............................................................22 
FIGURA 10 - SISTEMA DI SVILUPPO DA SISTEMI .................................................................................23 
FIGURA 11 - HYPERCOM FORMBUILDER ............................................................................................24 
FIGURA 12 - USE CASE SVILUPPATORE ...............................................................................................29 
FIGURA 13 - USE CASE INSTALLATORE...............................................................................................30 
FIGURA 14 - USE CASE COMMITTENTE E PROGETTISTA ......................................................................31 
FIGURA 15 - PROGRAMMI ESTERNI......................................................................................................32 
FIGURA 16 - CICLO DI VITA DEL SOFTWARE ........................................................................................34 
FIGURA 17 - CICLO DI VITA DEL SOFTWARE IN MDA ..........................................................................36 
FIGURA 18 - CATENA DI PROCESSO MDA ...........................................................................................37 
FIGURA 19 - INTEROPERABILITÀ IN MDA USANDO I BRIDGE...............................................................38 
FIGURA 20 - MODELLI SOFTWARE E DI BUSINESS ...............................................................................40 
FIGURA 21 – RAPPORTO TRA LINGUAGGIO E MODELLO IN MDA .......................................................41 
FIGURA 22 - DIFFERENTI MODELLI PER NO STESSO SISTEMA ...............................................................41 
FIGURA 23 - DEFINIZIONI DI TRASFORMAZIONE IN MDA ....................................................................42 
FIGURA 24 - MDA DI BASE .................................................................................................................43 
FIGURA 25 - FUNZIONALITÀ IN UN AMBIENTE MDA...........................................................................46 
FIGURA 26 – ESEMPI DI DOMAIN-SPECIFIC LANGUAGES.....................................................................47 
FIGURA 27 - METAMODELLO DSL SEMPLIFICATO...............................................................................49 
FIGURA 28 - DOMAIN MODEL DESIGNER ............................................................................................49 
FIGURA 29 - METAMODELLO DI FILE .DSLDM ......................................................................................50 
FIGURA 30 - CLASS DIAGRAM DEL DSL .............................................................................................51 
FIGURA 31 - DOMAIN DESIGNER .........................................................................................................52 
VII
  
FIGURA 32 – SEZIONE DEL FILE DSLDD PER LA DEFINIZIONE DI UNO SHAPE.........................................53 
FIGURA 33 - MACROS IDE PER VISUAL STUDIO 2005.........................................................................54 
FIGURA 34 - UN WIZARD IN VISUAL STUDIO 2005 .............................................................................55 
FIGURA 35 - TERMINALE I7700 DI INGENICO ......................................................................................56 
FIGURA 36 – L’AMBIENTE DI SVILUPPO ARTPOS ................................................................................57 
FIGURA 37 - IL TOOLBOX ....................................................................................................................57 
FIGURA 38 - LA FINESTRA DELLE PROPRIETÀ ......................................................................................58 
FIGURA 39 - EXPLORER.......................................................................................................................58 
FIGURA 40 - SOLUTION EXPLORER......................................................................................................59 
FIGURA 41 - GENERAZIONE DEL CODICE .............................................................................................59 
FIGURA 42 - MENU DESIGNER.............................................................................................................60 
FIGURA 43 - IL MENU GENERATO DA ARTPOS ....................................................................................61 
FIGURA 44 - L'HELP RELATIVO AI TASTI .............................................................................................61 
FIGURA 45 - DISPLAY DESIGNER.........................................................................................................62 
FIGURA 46 - LE PROPRIETÀ DI UNA LABEL ..........................................................................................63 
FIGURA 47 - ESTENSIONE DELL’AMBIENTE DI VISUAL STUDIO 2005...................................................64 
FIGURA 48 - PROCESSO DI LAVORO PER ARTPOS................................................................................65 
FIGURA 49 - ENTENDED HANDLER PATTERN ......................................................................................68 
 
VIII
  IX
Indice delle tabelle e degli snippet 
TABELLA 1 - CLASSIFICAZIONE DELLE PERIFERICHE ...........................................................................27 
 
SNIPPET 1 – PERSONALIZZAZIONE RELATIVA ALL’ASPETTO DELLA LABEL..........................................66 
SNIPPET 2 - LA NUVA REGOLA PER IL DESIGNER..................................................................................67 
SNIPPET 3 - DISPLAY COME CONTAINER .............................................................................................67 
SNIPPET 4 –LA DICHIARAZIONE DELLE FUNZIONI DI ARTLIBRARY PER IL MENU ................................69 
  1
 
Struttura della tesi 
La tesi è strutturata nel modo seguente: 
• Nel capitolo 1 viene fatta un’analisi del mondo POS. Viene analizzato cosa sia un POS e 
quali periferiche e dispositivi comprende. Vengono inoltre analizzate le applicazioni nelle 
quali viene utilizzato e le funzionalità che fornisce. 
• Nel capitolo 2 si analizzano e si specificano i Requisiti di ARTpos. Si introducono le 
problematiche che hanno bisogno di una soluzione e si fornisce un’indicazione di come 
potrebbero essere risolte. Si danno indicazioni inoltre sugli utenti del sistema ARTpos e 
sulle funzionalità a loro disposizione 
• Nel capitolo 3  si va ad analizzare lo stato dell’arte relativamente alla modellazione di 
applicazioni secondo il Model Driven Development. Viene analizzato e descritto lo standard 
MDA di OMG e vengono introdotti i Domain Specific Languages DSL. 
• Nel capitolo 4 si analizzano le tecnologie utilizzate per lo sviluppo di ARTpos. Si 
descrivono i Microsoft DSL Tools e l’ambiente di sviluppo Microsoft Visual Studio 2005 ed 
il suo modello di automazione 
• Nel capitolo 5 viene descritto ARTpos nelle sue componenti: il designer per l’interfaccia 
grafica, il designer per i menu, la modalità pe generare il codice,ecc.. 
• Nel capitolo 6 viene descritto come si è personalizzato e corretto il comportamento 
dell’applicazione generata in parte dai DSL Tools andando ad esaminare le varie tecniche e 
possibilità. Si dà inoltre uno sguardo alle librerie per terminale POS che sono state 
sviluppate per generare le applicazioni 
• Nel capitolo 7 infine si forniscono le valutazioni del lavoro svolto e possibili ulteriori 
sviluppi e miglioramenti. 
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1 La situazione attuale del mondo POS 
L’acronimo P.O.S. sta per Point of Sale, cioè Punto di Vendita. Senza specificare altro il termine 
POS e’ ambiguo perché classifica due categorie di sistemi: 
A. L’insieme dei sistemi che costituiscono le odierne casse nella grande distribuzione. 
Questi sistemi integrano periferiche specializzate, come stampanti per scontrini, display 
touch-screen, tastiere personalizzate coordinate da apparecchiature in genere di classe 
Personal Computer che, contenute in appositi case, le gestiscono e le integrano nel sistema 
ICT dell’azienda attraverso infrastrutture tipiche reti locali e proprietarie. 
 
 
Figura 1 – Un sistema POS per la grande distribuzione 
 
B. Il terminale creato per l’utilizzo delle carte di credito/debito a banda magnetica o di tipo 
SmartCard. Di piccole dimensioni, con schermi ridotti, viene abbinato sempre ad un sistema 
POS come quello di cui sopra, dotato di almeno di un registratore di cassa. 
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Figura 2 – Terminale EFT - POS 
Per quanto ci riguarda ci occuperemo della seconda categoria più correttamente denominata  
EFT-POS che sta “Electronic Founds Transaction – P.O.S.” 
In futuro vi faremo riferimento semplicemente con il termine POS. 
 
Adesso vogliamo fornire una panoramica del mondo dei terminali POS andando a definire le 
principali caratteristiche dei terminali POS, quali sono le applicazioni nei quali sono utilizzati ed in 
che modo e con quali strumenti vengono generalmente sviluppate. 
1.1 Caratteristiche di un terminale POS 
Un terminale POS è sostanzialmente un dispositivo di I/O con limitate capacità elaborative dotato di 
almeno un set base periferiche: 
• Schermo 
• Stampante per scontrini 
• Tastiera 
• Lettore di carte a banda magnetica 
• Linea Telefonica 
 
Questo insieme fornisce le funzionalità minime per consentire ad un titolare di carta di credito e ad 
un negoziante il trasferimento di fondi attraverso un circuito bancario. 
Esistono in commercio svariati modelli di terminali POS che si differenziano principalmente per 
• Proprietà Ergonomiche 
Dal punto di vista del negoziante che utilizzerà il POS queste sono le caratteristiche più 
immediatamente valutabili. Viene ricercata dagli stessi leggerezza, maneggevolezza, 
robustezza, tutto in relazione al fatto che l’acquirente finale dovrà sentirsi a proprio agio 
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nell’effettuare un acquisto. Inoltre da valutare se il terminale cadendo resisterà agli urti, se la 
stampante e la tastiera si usureranno facilmente, se il caldo e il freddo potranno essere un 
problema… 
o Display 
Chiarezza del display, grandezza dei caratteri, risoluzione, se a colori oppure no 
o Possibilità di comunicazione 
A seconda degli utilizzi questo può essere un fattore discriminante. Pensare a 
tipologie di negozi come benzinai e McDrive e simili. 
• Caratteristiche della stampante 
Velocità di stampa, capacità grafiche, facilità nella sostituzione del rotolino della carta 
• Capacità elaborativa 
E’ scelta dal costruttore in base al tipo di operazioni per le quali il dispositivo è stato 
costruito. Ad oggi vengono montati processori a 16 e 32 bit. 
• Sicurezza 
o Fisica 
Come sapere se il terminale è stato manomesso? I dispositivi in vendita da un paio 
d’anni hanno meccanismi tali per cui, in caso di apertura automaticamente si 
bloccano e devono essere restituiti al produttore per essere ripristinati. 
o Logica 
Con i nuovi standard di sicurezza come EMV per le SmartCard si è reso necessaria 
maggiore potenza elaborativa. I dispositivi conformi EMV sono dotati in genere di 
moduli hardware per la generazione di chiavi di sessione, chiavi asimmetriche, ecc… 
• Architettura Software 
Ciò che gira su un terminale POS è un sistema operativo minimale comunque presente a 
partire dall’uscita dalla fabbrica. Un servizio particolarmente importante è quello della  
• Supporto per il multiprocesso 
Virtualizzazione delle risorse e gestione di ambienti multiprocesso in modo da rispettare 
standard di sicurezza per le applicazioni residenti ed un sufficiente supporto alla 
programmazione concorrente. 
 
A seconda del costo e del tipo di utilizzo l’integratore di sistemi andrà a scegliere il più adatto. 
Possiamo partire dai più semplici come “Amico” di DA Sistemi ai più sofisticati come l’ “Mx870” 
di VeriFone dotato di Touch-Screen e collegamento Ethernet. 
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 Figura 3 – Il modello “Amico” di DA Sistemi Figura 4 – Il modello “Mx870” di VeriFone 
1.2 Componenti Hardware in un terminale POS 
Ho riportato più in basso un elenco delle periferiche di cui generalmente un terminale POS può 
essere dotato: 
1.2.1 Comunicazione verso altri dispositivi 
RS232, RS485, Bluetooth, IrDA, USB, Radio Frequenza, RFID 
Un terminale POS in genere può aver collegato un registratore di cassa, un display aggiuntivo, 
oppure un PinPad (una tastierina esterna al corpo macchina). Inoltre è possibile farlo colloquiare 
con altri dispositivi che in abbinamento portano a termine specifici compiti,come ad esempio gli 
RFID. In questo modo un terminale POS può colloquiare con gli RFID circostanti all’interno di un 
magazzino in modo da poterne visualizzare le informazioni. 
 
1.2.2 Reti e fonia 
PSTN, ISDN, ADSL, GSM, GPRS, Ethernet, WiFi, TCP/IP 
 
Un terminale POS in genere ricava informazioni perché le possa fornire ad un sistema di 
registrazione ed elaborazione generalmente molto più complesso. A seconda della modalità 
operativa questo collegamento può essere wired (la maggior parte dei casi) o deve essere wireless, 
ma ci deve essere. A seconda della banda necessaria possiamo passare dai dispositivi dotati di 
interfaccia pstn con un modem integrato tradizionale, fino ai dispositivi con interfaccia Ethernet o 
ADSL. 
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1.2.3 Lettore di carte 
1. A banda magnetica 
2. SmartCard (EMV) 
3. ContactLess 
 
Queste sono le 3 tecnologie maggiormente presenti oggi e sono elencate in ordine di introduzione 
nel mercato. Le carte a banda magnetica sono la tecnologia di più basso costo e a maggiore 
diffusione ancora oggi. E’ in via di sostituzione dato il suo principale svantaggio: la poca sicurezza 
dato che è abbastanza facile clonare una carta di quel tipo. Un radicale passo in avanti su questo 
aspetto lo sia grazie alle SmartCard anche se hanno un costo maggiore. Infine un ulteriore passoa 
vanti lo si compie con carte la cui lettura è possibile senza un contatto fisico, ma solamente a 
distanza ravvicinata. Molto utili in situazioni in cui è impedito l’uso delle mani o dove alto è il 
numero di persone che in brevi lassi di tempo devono far leggere ad un dispositivo la propria 
tessera.  
 
1.2.4 Output 
1. Schermo LCD  
2. Stampante 
 
Il feedback verso l’utente è fornito principalmente da questi due dispositivi. Il primo per 
l’interazione con il dispositivo, il secondo per la creazione di documenti come scontrini o attestati 
che certifichino lo svolgimento di specifiche operazioni. 
 
1.2.5 Input 
1. PinPAD 
2. Tastiera  
3. TouchScreen 
4. Pencil 
5. BarCode Reader 1D, 2D 
 
Chi utilizza il POS usa nella maggior parte dei casi una tastiera simile a quella di una calcolatrice 
che può essere sostituita, quando utile e possibile da una tastiera proponente una più ampia gamma 
di tasti. Altre possono essere le fonti di informazione. Nel caso di magazzini ad esempio è possibile 
  7
usare POS con lettore di codice a barre, oppure in alcuni grandi magazzini è possibile usare modelli 
che tramite piccola penna, possono recepire e memorizzare la firma dell’intestatario della carta di 
credito. 
 
1.2.6 Sicurezza 
1. FingerPrint 
2. Modulo HW/SW di sicurezza (HSC) 
 
Oltre al già citato modulo hardware relativo alle primitive crittografiche, alcuni dispositivi, per i 
quali ha senso considerare un ristretto numero di utenti abilitati all’uso, hanno un dispositivo di 
lettura delle impronte digitali. Questo garantisce accuratezza e velocità nel riconoscimento e 
nell’identificazione dello specifico utente. 
 
1.2.7 Audio 
1. Speaker 
2. Microphone 
3. Alloggio SIM 
 
Alcuni dispositivi POS hanno funzionalità audio per essere usati come telefonini GSM e/o 
registrare e ascoltare in tempo reale. 
 
1.2.8 Componenti 
1. Microprocessore 
2. Memoria 
3. File System 
4. Chassis 
5. Power Management 
 
L’insieme di questi componenti descrive e caratterizza la piattaforma intorno alla quale è costruito 
un terminale POS. Tipica è la struttura con 2 processori nelle configurazioni 16 bit + 8 bit o 32 bit + 
16 bit per le operazioni di crittografia, sicurezza e gestione del dispositivo. 
La memoria è tipicamente intorno 2 MByte SRAM e fino a 4 MByte Flash. La memoria Flash viene 
vista come memoria di massa attraverso un file system simil – unix.  
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Inoltre molti dei terminali POS oggi in circolazione sono mobili e alimentati a batteria. Per cui i 
dispositivi sono dotati di più o meno sofisticati sistemi di Power Management che vanno ad agire 
principalmente sullo spegnimento di Display e dispositivi Radio. 
Ogni casa di produzione caratterizza i prodotti con uno specifico e riconoscibile design fornendo la 
possibilità di brandizzare il dispositivo all’atto dell’acquisto. 
1.3 Applicazioni per terminali POS 
Svariate sono le applicazioni all’interno delle quali i terminali POS trovano impiego.Con 
l’incremento delle prestazioni e della qualità delle periferiche uomo-macchina come display, 
tastiere, schermi touch screen, ecc…, aumentano le possibilità e la qualità delle interazioni dando 
modo di utilizzare un terminale POS per altro oltre che per transazioni bancarie. 
Ho suddiviso secondo settore e funzionalità ciò cui un terminale POS può concorrere a fare. 
1.3.1 Settore 
Sono elencate le principali applicazioni in cui un terminale POS può trovare impiego, suddivise per 
settore di appartenenza. 
1.3.1.1 Pubblica Amministrazione 
1. Snellire le procedure 
2. Rilascio Licenze 
3. Gestione presenze 
4. EBT Electronics Benefits Transfer 
5. Pagamento utenze prestazioni 
6. Controllo e gestione del personale 
7. Operazioni di voto 
 
In genere il POS si propone come interfaccia non invasiva in diversi ambienti. Nella Pubblica 
Amministrazione, per la quale si stanno cercando diverse modalità di automatizzazione dei servizi e 
procedure un POS, può consentire un ordinato reperimento delle informazioni che potranno quindi 
essere introdotte nel sistema ICT dell’amministrazione, riducendo i tempi e gli errori di immissione 
dei dati in ingresso.  
1.3.1.2 Istruzione 
1. Miglioramenti nella fruibilità dei servizi 
2. Segreteria 
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3. Esami 
4. Mensa 
5. Convenzioni 
6. Controllo delle frodi 
 
Esiste un discreto numero di sperimentazioni relativamente all’ausilio di computer e simili nelle 
operazioni di appello registrazione degli argomenti svolti a lezioni, lezioni,  e sicuramente un 
terminale POS opportunamente configurato può risultare utile in classe e fuori per registrare prestiti 
bibliotecari, mense, curriculum ecc… 
1.3.1.3 Sanità 
1. Gestione informazioni del paziente 
2. Identificazione del paziente 
3. Reclami 
4. Patient Eligibility  
(stabilire il diritto di un paziente ad usufruire di un servizio gratuitamente) 
5. Pagamento ticket 
 
La sanità, settore nel quale i soldi sembrano sparire, può trarre grandi vantaggi dall’uso e 
dall’integrazione di terminali POS nelle procedure amministrative. Con un terminale POS è 
possibile catalogare, annotare, reperire informazioni in modo semplice e pratico, rendendo migliore 
il livello di soddisfazione di infermieri e medici nella compilazione delle cartelle cliniche, nelle 
annotazioni delle terapie,ecc… E’ inoltre possibile, in fase di erogazione di servizi e/o medicinali, 
avere le informazioni necessarie per stabilire con certezza chi ha diritto a benefit ed esenzioni, 
riducendo le entità ed il numero di frodi nel settore sanitario. 
1.3.1.4 Ristorazione 
1. Gestione Ordinazioni 
2. Inventario 
3. QSR Quick Service Restaurant 
4. Drive Ordering 
 
Nel settore ristorazione critica è la velocità con la quale vengono reperite le ordinazioni del cliente e  
smistate alle cucine… un cliente soddisfatto non è un cliente che ha atteso due ore per ricevere ciò 
che ha chiesto. Inoltre utile e ad alto valore aggiunto è dare la possibilità al cliente di pagare il conto 
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al tavolo anche con una carta di credito senza che si debba vederla sparire nella stanza dietro il 
bancone. Un terminale POS, dotato di dispositivi di comunicazione wireless, può essere in grado di 
supportare il cameriere in fase di ordinazione e di pagamento. Convogliando subito in cucina le 
ordinazioni, si accorciano i tempi e si riducono gli sprechi. 
Infine in maniera automatica anche la situazione inventario sarà consistente e aggiornata in tempo 
reale senza ulteriori costi e fatiche. 
1.3.1.5 Turismo 
1. Hotel 
1.1. Pagamento 
1.2. Informazioni Strutture 
1.3. Accounting Servizi 
2. Villaggi / Navi da crociera 
2.1. Carte prepagate 
2.2. Fruizione dei servizi 
 
Il turismo è da sempre settore di punta nell’utilizzo delle carte di pagamento e quindi dei terminali 
POS. Nelle strutture recettive  come grandi alberghi  e villaggi, nelle quali spesso non circola 
denaro vero e proprio, si stanno affermando le carte prepagate e i borselli elettronici. Sono queste, 
modalità grazie alle quali si può tenere sotto controllo le spese di un cliente attraverso una carta 
personale che viene caricata precedentemente in un’unica soluzione o che fa capo al conto relativo 
alla stanza occupata dal cliente. In questo modo si evita di far circolare soldi nella struttura 
limitando i rischi relativi a furti, smarrimenti e impedendo che il personale del centro debba stare a 
contatto con denaro. 
E inoltre possibile usare un terminale POS anche per fornire informazioni sui servizi e le attrattive 
che la struttura mette a disposizione. 
1.3.1.6 Grande e piccola distribuzione 
1. Tessere a punti 
2. Cross Promotions 
3. Fidelity programs 
 
Ogni canale distributivo ha la necessità di fidelizzare il cliente. In passato era la conoscenza 
personale a poter funzionare, adesso in realtà più grandi ciò non è più possibile, ma la necessità di 
un rapporto personale tra il cliente ed il negozio rimane. Nel tempo si sono sviluppate diverse  
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soluzioni come raccolte punti  e tutte necessitano di conoscere cosa il cliente compra. Grazie alle 
“tessere sconto” è possibile risalire a questi dati, in modo da poterli analizzare anche per fini 
aziendali strategici che tengono conto dei comportamenti del cliente e delle sue abitudini. Il POS in 
questo settore la fa da padrone, dando la possibilità di raccogliere l’identità dell’acquirente 
(strisciando la sua tessera personale) e fornendo allo stesso le informazioni che l’azienda ritiene 
opportune come pubblicità, possibili sconti legati ad abbinamenti speciali, promozioni, ecc.. 
1.3.1.7 Aree di sosta 
1. Distribuzione Carburanti 
2. Shop 
3. Tariffazione/Controllo  parcheggi 
 
I parcheggi a pagamento rappresentano in Italia una importante voce di introito per le 
amministrazioni comunali. Forniscono anche aiuto all’occupazione con posti di lavoro. 
L’annotazione delle macchine in sosta, la stampa del ticket e la registrazione delle infrazioni 
trovano nei dispositivi POS valido supporto grazie anche alla capacità di memorizzazione e alla 
portabilità del dispositivo. In altre aree legate al mondo automobilistico, come quello delle stazioni 
di servizio, il POS trova collocazione. Oltre al carburante si iniziano a fornire servizi più complessi 
e si va verso una gestione da centro commerciale. 
1.3.1.8 Trasporti  
1. Pubblici 
1.1. Verifica Titoli Elettronici 
1.2. Controllo / Vendita Biglietti 
1.3. Info Orari e Percorsi 
1.4. Info Servizi 
2. Taxi e noleggio auto / veicoli industriali 
3. Autoscuole 
3.1. Tariffazione 
 
Il settore trasporti già utilizza per alcune applicazioni come il rilascio di biglietti ed il controllo 
degli orari dispositivi POS. I documenti di attestazione come biglietti e abbonamenti per i trasporti 
si stanno convertendo verso carte magnetiche e SmartCard e risulta naturale l’uso di POS per poterli 
leggere e validare. Nel settore poi del noleggio auto e taxi un dispositivo POS dà al cliente la libertà 
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di pagare nella maniera che ritiene più opportuna ed in più può servire come dispositivo per 
registrare l‘uso del veicolo (tempo, Km, ecc…) 
1.3.1.9 Telefonia 
1. Acquisto ricariche 
2. Reperimento informazioni 
 
POS e telefoni possono andare di pari passo dal momento che alcuni modelli possono ospitare delle 
SIM funzionando come telefoni e fornire connettività GPRS o GSM. E’ possibile inoltre collegare il 
POS al circuito di vendita delle carte prepagate offrendo al cliente anche questo servizio. 
1.3.1.10 Magazzino 
1. Inventario 
2. Etichettatura 
3. Reperimento colli 
 
I magazzini contengono centinaia e migliaia di colli che devono essere identificati e registrati, il cui 
stato deve essere tenuto sotto controllo. Il POS, dotato di lettori RFID e lettori di codici a barre, 
interagendo con essi  aiuta il magazziniere a tenere sotto controllo il parco merci. Registra queste 
stesse informazioni e le rende disponibili non appena se ne ha la necessità. 
1.3.1.11 Giochi a premi 
1. Lotterie 
2. Casinò 
3. Totocalcio 
 
Automatizzazione anche nei giochi a premi e il POS la rende possibile. Ad esempio leggendo i 
codici a barre di una schedina totocalcio il POS è in grado di registrare e stampare la giocata, dando 
modo di pagare con carta di pagamento. Oppure in un casinò permette di acquistare le fish per poter 
giocare…   
1.3.1.12 Sport 
1. Skipass 
2. Club 
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In questo settore la fanno da padrone le schede Contactless e rispettivi lettori. A partire dall’uso 
delle schede in modo così semplici possiamo costruire sistemi di accounting dei servizi in un club, 
noleggio di attrezzature, tariffazione di corsi,ecc… 
1.3.1.13 Varie 
1. Bambini scomparsi 
2. Donazioni 
 
Esistono anche applicazioni atipiche realizzate con I POS. Una catena di gradi magazzini 
Nordamericana fa visualizzare annunci di bambini scomparsi sui propri dispositivi POS compresa 
una loro foto. Dato l’alto numero di persone che scorrono di fronte a questi annunci l’applicazione è 
una buona occasione per aiutare il ritrovamento di questi ragazzi. Un’ altra bizzarra applicazione 
riguarda alcune chiese evangeliche che consentono la donazione durante le cerimonie attraverso 
terminali POS. 
1.3.2 Funzionalità 
Dopo aver suddivise le applicazioni di un terminale POS in base al settore di appartenenza, 
cerchiamo di classificare le funzionalità, trasversali al settore applicativo, che un POS può fornire, 
in modo da dare un’altra dimensione di analisi della risorsa terminale POS. 
1.3.2.1 Pagamento 
1. Carte di Credito/Debito 
2. Borsellini Elettronici 
3. Conversione valute 
 
Questa è la funzionalità cavallo di battaglia di un terminale POS ed è anche la prima per la quale 
questo tipo di dispositivi si sono sviluppati. 
1.3.2.2 Identificazione 
1. Password 
2. Biometria 
3. Signature 
4. SmartCard 
 
In ambienti nei quali è necessario identificare le persone, i terminale POS possono essere un valido 
strumento, dando modo di identificarsi attraverso più di una tecnologia in base alle esigenze. Si va 
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dalla semplice accoppiata username – password fino all’uso della biometria come il riconoscimento 
di impronte digitali. 
1.3.2.3 Firma Elettronica 
1. Certificazione Docs 
2. Signature Capture 
 
Alcuni modelli di terminali POS dotati di touch – screen hanno con loro una piccola “penna” che 
consente la cattura della firma del titolare di carta di credito. Mantenere insieme firma e dati della 
transazione consente una maggiore velocità di risoluzione di eventuali contese perché in tal caso si 
elimina la necessità di dover recuperare il cartaceo. Inoltre è possibile creare certificati 
1.3.2.4 Fidelizzazione 
1. Tessere a Punti 
2. Raccolta Dati Personali e di Utilizzo 
3. Offerte personalizzate multiprodotto 
 
Con l’abbinamento tra l’identificazione del cliente e la gestione del suo comportamento con CRM e 
simili, il POS si rivela uno strumento indispensabile. 
1.3.2.5 Pubblicità 
Un terminale POS di ultima generazione, dotato di un Display adeguato consente anche di 
presentare pubblicità al cliente, magari diversificata in base alle sue abitudine ed ai suoi interessi.  
1.3.2.6 Informazioni Contestuali 
Il POS, se usato come strumento per la fornitura di informazioni e veicolo di comunicazione delle 
promozioni, può usare anche informazioni di altro genere per proporre determinate possibilità. Ad 
esempio il periodo dell’anno, le condizioni ambientali, la disponibilità di un determinato genere. 
1.3.2.7 Attestazioni di Titoli e/o Pagamenti 
Quando il diritto ad usufruire di un bene è verificabile attraverso un titolo elettronico, il terminale 
POS funge da lettore versatile e semplice da usare. Anche quando da verificare è un normale 
biglietto, il POS può comunque essere determinante fornendo informazioni ad esso relative. 
1.3.2.8 Info per autorizzazioni (vendita alcolici ecc) 
1. Verifica dell’età 
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Alcuni beni, come alcolici, sigarette, film e riviste oppure servizi come il gioco d’azzardo sono 
riservati ad un pubblico con determiate caratteristiche tra le quali spicca l’età. La possibilità di 
reperire informazioni e presentarle in maniera semplice e veloce, può rendere un terminale POS un 
valido aiuto nel fornire al negoziante le informazioni in base alle quali negare o procedere con la 
vendita del prodotto. Sperimentazioni in questo senso vi sono in alcuni stati degli Stati Uniti. 
1.3.2.9 Controllo degli accessi 
In ambienti per i quali è necessaria una credenziale, un terminale POS può verificare la credenziale 
attraverso una funzionalità di identificazione ed eventualmente comandare l’apertura di un 
dispositivo di accesso a locali. 
 
1.4 Gli ambienti di sviluppo 
Dato che lo scopo del lavoro di tesi è la realizzazione di un tool per sviluppare applicazioni su 
terminale POS, diamo uno sguardo a ciò che viene fornito dal mercato. 
Generalmente la situazione che troviamo è simile, con piccole variazioni da a azienda a d azienda: 
1.4.1 Caratteristiche generali 
1.4.1.1 Contesto 
• Non esiste hardware standard per terminali POS 
• Ogni costruttore fornisce una propria architettura ed una propria piattaforma. 
• Viene fornito uno strato software di base che gira sul dispositivo per fornire supporto di base 
alle applicazioni come la presenza di un file system. 
• Ogni costruttore abbina alla propria piattaforma hardware/software il proprio ambiente di 
sviluppo proprietario che praticamente serve come generatore dello scheletro dei file per il 
compilatore target, ma normalmente non fornisce molto di più. 
• E’ presente un simulatore del dispositivo. 
• Il simulatore gira come progetto in ambiente Visual C++ 6.0 
• Vengono generalmente fornite librerie di sistema utilizzabili in linguaggio C 
• La documentazione fornita riguarda l’uso dei tool di sviluppo e delle chiamate alle librerie. 
Normalmente è presente ma non organizzata nel suo complesso in maniera omogenea. 
HTML e PDF sono i maggiori canali di distribuzione. 
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1.4.1.2 IDE 
• Abbastanza semplice e rudimentale. Vi è una visione ad albero dei file facenti parte il progetto 
di una applicazione e finestrelle varie per l’output di compilatori e clinker. Alcune aziende come 
Ingenico consiglia pure di usare editor più evoluti in sostituzione del proprio. 
• Agli editor mancano caratteristiche come syntax checking e syntax completion 
1.4.1.3 Librerie 
Toccano tutti i principali aspetti di basso livello del dispositivo, forniscono una visione modello 
Unix del terminale POS. Forniscono anche meccanismi semaforici per la programmazione 
concorrente. Normalmente si occupano di: 
• User I/O 
o Sound output 
o Display output 
o Printer output 
o Main keyboard input 
o Pin-Pad keyboard input 
o Pin-Pad status and control 
• Utility functions 
o String utilities 
o String to/from value conversion 
o Values conversion 
o Packing data into values 
o BCD packing/unpacking 
o Binary ASCII representation 
o Mathematical computations 
o Monetary conversions 
o Sorting 
o Field formatting 
o Semaphoring resources  
• Communications 
o Communication channel control 
o Modem control 
o Dedicated line and modem channel control 
o Cash register channel control 
  17
o Protocol connection  
o Protocol packet communication 
o TCP/IP,Bluetooth,GPRS…. 
• Date, time and clock 
o System date and time 
o Working with date values 
o Working with time values 
o System clock and timers 
• Data integrity and encryption 
o Data integrity checking 
o Encryption and decryption 
o Card I/O 
o System keys and SAM chip 
• Filesystem 
o File system initialization and information 
o File operations 
• Multithreading 
o Semaphore 
o Channel 
o Queue 
1.4.1.4 Debugging & Testing 
Per quanto riguarda questo aspetto è normalmente legato alla simulazione. Vengono praticamente 
usate le features dell’ambiente Visual Studio 6. Si hanno quindi a disposizione: 
• Informazioni dettagliate sulle applicazioni in esecuzione 
• Esecuzione step by step 
• Watch 
• Strumenti per il multithreading 
• Automazione per le operazioni comuni (scripting) 
• Simulazione  
o Completa 
o Integrata con il target 
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1.4.1.5 Deployment 
Per Deployment si intendono tutte le operazioni necessarie per far risiedere un’applicazione 
nell’ambiente nel quale andrà a funzionare. Quindi si intendono le configurazioni dei dispositivi, 
l’inserimento di informazioni specifiche, numeri di telefono, codici, CAP, ecc… 
Alcune delle funzionalità generalmente fornite sono: 
• Parametrizzazione di applicazioni gia precostituite per settore di uso. 
• Personalizzazione logo nelle schermate e per le stampe degli scontrini 
• Gestione delle lingue 
• Creazione, gestione dei font 
• Strumenti per l’integrazione con le applicazioni di back-end 
 
1.4.1.6 Manutenzione 
E’ questo un compito che si tende a ridurre al minimo ma che risulta necessario per il miglior 
funzionamento possibile delle installazioni di terminali POS. Particolarmente rilevante nel caso di 
parco macchine numeroso, come nel caso si grandi catene e grandi magazzini. 
• Gestione Parco macchine POS 
• Aggiornamento delle applicazioni e configurazione 
1.4.1.7 Sicurezza 
Sentiamo spesso parlare di frodi a danno di apparecchiature per il pagamento elettronico, 
principalmente bancomat e terminali POS. Riguardo questi ultimi le aziende produttrici adottano 
strumenti di firma digitale delle applicazioni e tutte rispettano standard di sicurezza fisica come 
Visa PED che agiscono contro le manomissioni fisiche dei dispositivi. 
• Per il download delle applicazioni 
• Nella separazione dei contesti dei diversi ambienti elaborativi presenti contemporaneamente e 
concorrenti nel terminale POS. Questo assicura un multitasking efficiente e sicuro da software 
malevolo e dannoso. 
• Riguardo alla fornitura di applicazioni già pronte  esse vengono rilasciate come parte di 
moduli già certificati e testati in diverse configurazioni e ambienti per ridurre al minimo 
l’impatto di una loro utilizzazione e le interferenze con il resto del sistema. 
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1.4.2 Casi specifici 
Andiamo ad analizzare a titolo esemplificativo ciò che viene fornito da  aziende internazionali e ben 
radicate nel settore da almeno una ventina d’anni. Sono aziende con sedi principali rispettivamente 
in Francia, USA, e Italia. Stiamo parlando di: Ingenico, VeriFone e DA Sistemi. 
1.4.2.1 Ingenico 
Ingenico Italia è la consociata italiana del Gruppo Ingenico, società specializzata nella 
progettazione e nello sviluppo di terminali EFT-POS e sistemi di pagamento elettronico. Ingenico 
Italia opera prevalentemente nel settore finanziario fornendo terminali in grado di gestire, presso gli 
esercizi commerciali, tutte le transazioni di pagamento svolte con carte di credito e con carte di 
debito. Per i settori della distribuzione organizzata e del petrol Ingenico mette a disposizione 
soluzioni di pagamento integrate con i sistemi di cassa di tutti i maggiori produttori ed applicazioni 
di loyalty. 
 
Figura 5 - Brand Ingenico 
Ingenico fornisce una ampia gamma di terminali POS. Tutti i terminali si basano su un'unica 
piattaforma (UnicaptTM) che garantisce sicurezza, modularità e portabilità delle applicazioni. 
1.4.2.1.1 UnicaptTM  
Tutti i terminali Ingenico sono equipaggiati con una piattaforma software di base, denominata 
UnicaptTM sviluppata per agevolare la programmazione dei terminali e garantire la massima 
sicurezza in ambiente multi-applicativo.  
 
Figura 6 - Brand Unicapt 
L’ambiente multi-applicativo UnicaptTM di Ingenico consente a più applicazioni di coesistere su uno 
stesso terminale riducendo le interazioni non volute e assicurando ad ognuna un certo grado di 
isolamento. 
UnicaptTM in teoria garantisce anche la compatibilità del software sui diversi prodotti Ingenico e 
cioè che le applicazioni realizzate siano indipendenti dalla tipologia di terminale su cui dovranno 
essere caricate (terminali fissi, portatili, GSM o altri) e agevola la portabilità delle applicazioni su 
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terminali di differente tipologia e generazione. In realtà in precedenti progetti legati a software su 
terminali POS Ingenico si sono riscontrati problemi di compatibilità al variare della versione del 
sistema operativo. 
 
Figura 7 - Architettura Unicapt 
 
Da notare che Ingenico, sostiene che con Unicapt sia possibile programmare anche in C ++ e Java 
grazie ad una quanto mai misteriosa Java Virtual Machine implementati 3 ani fa, ma cmq non si 
hanno ad oggi notizie di applicazioni create con questi due linguaggi  
 
 
1.4.2.1.2 IngeDev32 
L’ambiente di sviluppo di applicazioni su tutti i terminali Ingenico, basato sull'architettura di 
sicurezza UnicaptTM, a 16 o a 32 bit. 
IngeDev32 è l'ambiente di sviluppo, operante in ambiente Windows, che consente la realizzazione 
di applicazioni proprietarie sui terminali Ingenico sia a 16 bit (Elite), sia a 32 bit (nuova famiglia 
Ingenico). IngeDev32 mette a disposizione, in ambiente Windows e tramite compilatori di mercato 
e linguaggio di programmazione C, gli strumenti necessari per realizzare applicazioni sicure e 
complete, a partire dalla progettazione alla scrittura del codice software, fino ai test e collaudi finali.  
Grazie all'architettura del sistema operativo UNICAPTTM, la piattaforma consente una rapida 
realizzazione delle applicazioni e ne garantisce la sicurezza: infatti i criteri di separazione tra le 
applicazioni introdotti da UNICAPTTM sono molto stringenti e costituiscono un vero e proprio 
firewall logico.  
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Figura 8 - Ambiente di sviluppo IngeDev 
1.4.2.1.3 SimeElite 
Simulatore che consente di effettuare la fase di debug delle applicazioni sviluppate operando 
direttamente sul PC o utilizzando un terminale di emulazione a 16 o a 32 bit. 
E’ possibile emulare l’I/O di periferiche quali lettore di carte magnetiche e stampante oppure 
passare ad una modalità di simulazione mista, eseguendo l’applicazione in modo emulato ma 
utilizzando le periferiche di un terminale reale. Questa modalità mista è necessaria quando si ha a 
che fare con periferiche non emulabili come il modem. 
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Figura 9 – SimElite Ambiente di simulazione Ingenico 
1.4.2.2 DA Sistemi 
DA Group è un gruppo industriale formato da sei società di cui due con sede all’estero. DA Sistemi 
Spa, capogruppo, è una società che si occupa di  Sistemi di Pagamento Elettronico. 
La missione di DA SiStemi è offrire le migliori soluzioni in termini costi/benefici, sicurezza e 
assistenza ai clienti nel campo delle transazioni commerciali che utilizzano carte elettroniche. 
Fra i principali clienti ci sono le più importanti Banche e Consorzi di Banche, società petrolifere e 
aziende private. E’ produttrice della linea di terminali POS Amico e Darwin 
1.4.2.2.1 Toolkit 
Consente di programmare sui terminali DA Sistemi, rendendo possibile il trasferimento dei dati dai 
terminali della linea Amico a quelli della linea Darwin; è corredato di una completa libreria di 
funzioni; utilizza il linguaggio di programmazione "C" a standard ANSI; è corredato di un 
simulatore che ricrea sul PC il Terminale e le sue periferiche consentendo il completo test delle 
applicazioni; 
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Figura 10 - Sistema di Sviluppo DA Sistemi 
 
1.4.2.3 HyperCom 
Azienda americana che realizza e fornisce servizi per pagamenti elettronici. Progetta e realizza in 
proprio i terminali POS. Attiva principalmente nelle Americhe ma è radicata in diverse decine di 
paesi nel mondo. 
Ha una linea di terminali POS molto evoluti facenti parte della serie Optimum 
1.4.2.3.1 VHDT  
Questo è l’ambiente di sviluppo messo a disposizione da HyperCom per la sua linea ICE e T7Plus. 
Basato su una serie di librerie C fornite da HyperCom, fornisce un ambiente di programmazione ad 
alto livello, debugging, supporto per le fasi deployment. Inoltre utilizzandol’ambiente di sviluppo di  
Microsoft Visual C ++ 6.0 fornisce inoltre un ambiente di simulazione per i terminali. 
Include inoltre FormBuilder, un’ interessante applicazione che consente di comporre graficamente 
le schermate di una applicazione su terminali della serie Optimum dotati di ampio display e touch-
screen. Dalle informazioni ottenute sembra che l’ambiente consenta solo di specificare graficamente  
delle schermate mentre le specificazioni legate al comportamento non è stato dato di capire come 
sono fornite. Probabilmente si integra con VHDT. 
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Figura 11 - HyperCom FormBuilder 
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2  Specifica e Analisi dei Requisiti di ARTpos 
2.1 Il problema 
ARTpos sta per “A Rapid application development Tool for POS Terminals” ed è un progetto che 
mira a fornire agli utenti applicazioni per terminali POS di qualità e facili da usare mettendo a 
disposizione degli sviluppatori un tool RAD per la creazione di applicazioni per terminali POS che 
consenta di costruire software di qualità in maniera affidabile e veloce. 
 
Gli obiettivi che ci poniamo con ARTpos sono: 
O.1. Diminuire i tempi medi di sviluppo di una applicazione 
O.2. Avere un maggiore controllo del processo di sviluppo grazie ad una migliore gestione di 
alcuni suoi aspetti, in particolar modo 
O.2.1. gestione delle periferiche 
O.2.2. gestione dell’interfaccia grafica 
O.3. Diminuire i tempi di stesura della documentazione di un progetto 
O.4. Aumentare la qualità della documentazione redatta 
 
2.2 La situazione 
La situazione, analizzata nel precedente capitolo porta ad una serie di considerazioni. 
S.1. Nello sviluppo di sistemi POS la metodologia più comunemente utilizzata è quella 
della programmazione sequenziale. 
S.2. I terminali POS sono sistemi che non hanno grandi capacità elaborative, svolgono 
principalmente funzioni di Input/Output. Fungono, come già si è detto, da periferiche 
di frontiera per un sistema che può essere o parte dell’ICT di una grande distribuzione o 
essere semplicemente collegato all’acquirer e non far altro che agire sui conti del 
commerciante e del cliente. Le periferiche di I/O in un sistema prettamente di 
interfaccia quale è un terminale POS possono essere classificate in base a due 
dimensioni:  
a. La direzione1 del flusso dei dati che le coinvolgono 
                                                 
1 La direzione viene indicata considerando:  
Input= utente ? POS   
Output= POS ? utente 
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i. Input 
Sono le periferiche che servono unicamente per reperire i dati per il sistema, 
come ad esempio, tastiera o lettore di codici a barre. 
ii. Output 
Sono le periferiche che forniscono dati provenienti dal sistema per l’esterno 
come ad esempio una stampante o uno schermo. 
iii. Input Output 
Sono le periferiche che comunicano con l’esterno in ricezione e spedizione 
dati, come ad esempio porte seriali, porte infrarossi o interfacce di rete. 
 
b. La capacità di generare eventi. 
i. Attive 
Sono le periferiche per il cui funzionamento è necessario avere una notifica 
di qualche evento dalla stessa. Notare che una periferica di input passiva 
richiede una operazione di polling,mentre considerando l’evento di notifica di 
“dato pronto” con le periferiche di input, fa si che queste rientrino tutte nella 
categoria delle periferiche attive.  
ii. Passive 
Sono periferiche che durante il loro normale funzionamento eseguono ciò che 
gli è stato chiesto e non hanno necessità di notificare eventi all’applicazione. 
 
Riportiamo qua sotto una tabella che dà una classificazione delle periferiche presenti in un 
terminale POS. 
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 Direzione I/O 
 Input Output Input/Output 
Attiva 
RFID, Stripe 
Card, Contact 
Less Card, 
PinPAD, 
Keyboard, 
TouchScreen, 
Pencil, 
BarCode 
Reader 1D, 
BarCode 
Reader 2D, 
FingerPrint, 
Microphone 
 
RS232, RS485, Bluetooth, USB, 
Radio Frequenza, PSTN, ISDN, 
ADSL, GSM, GPRS, Ethernet, WiFi, 
TCP/IP,RFID, SmartCard , HSC, 
Power Management System 
Generazione 
Eventi 
Passiva  
Printer, 
Display 
LCD, 
Speaker
RS232, RS485, IrDA,File System 
Tabella 1 - Classificazione delle periferiche 
 
Da notare che possiamo considerare una periferica attiva o passiva, in base al livello alla quale la 
consideriamo. Ad esempio, una periferica tipicamente passiva come una stampante, se la 
consideriamo come una periferica di grado più evoluto, potremmo progettarla in modo che il driver 
notifichi la conclusione della stampa e farle generare un evento che contraddistingua questa 
situazione. Così facendo la stampante di alto livello diventa una periferica attiva e di solo input. 
S.3. Il programmatore impiega molto tempo nel programmare le periferiche di un terminale 
POS e configurarle. Deve occuparsi di dettagli implementativi, allocazione di 
memoria,ecc… Basti pensare alla configurazione delle stringhe AT del modem o alla 
gestione della memoria video. 
S.4. L’interfaccia grafica è in evoluzione. Man mano che l’hardware si evolve e diminuisce 
di costo, i terminali POS acquisiscono sempre migliori capacità grafiche. 
Conseguentemente l’importanza della grafica, risulta sempre maggiore. Aumenta la 
complessità, aumenta anche il tempo necessario alla gestione delle applicazioni per 
terminali POS che, dal gestire poche righe formato testo dei primi display, ad oggi si 
fanno carico di applicazioni a colori con risoluzioni dell’ordine di 640x480. 
Contemporaneamente aumenta anche l’uso che le applicazioni fanno della grafica sui 
terminali POS. 
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S.5. Il programmatore non è aiutato nello sviluppo di funzionalità tipiche delle applicazioni 
POS come menu, interazioni comuni con l’utente quali l’inserimento di una password, 
ecc.. 
S.6. I tool di sviluppo forniti dal produttore non sono completi e mancano di varie features 
di supporto allo sviluppo e danno modo solo di usare il linguaggio C. 
S.7. Gli attuali tool di sviluppo sono proprietari e specifici per ogni singolo terminale 
 
2.3 Requisiti di ARTpos 
Per ottenere gli obiettivi precedentemente individuati riteniamo necessario seguire questa strada: 
R.1. Proporre una metodologia di realizzazione delle applicazioni per terminali POS 
R.1.1. Il modello di programmazione di un terminale POS dovrà essere Event Driven 
Dato S.1 e S.2 si è ritenuto di non dover basare ARTpos sul modello classico di 
programmazione sequenziale. Troppo complicato e laborioso.  
 
R.1.2. Fornire una visione di alto livello del sistema POS. 
R.1.3. Poter scrivere applicazioni guidate dagli eventi di I/O 
In base a S.2.a , S.2.b nelle quali si sottolinea la natura non lineare del flusso di una 
applicazione POS, e a S.5 nelle quale si puntualizza la carenza di funzionalità di alto 
livello a disposizione del programmatore si è ritenuto di dover costruire ARTpos in 
modo da sopperire a queste mancanze. 
R.2. Costruire un tool che a partire dalla metodologia, fornisca gli strumenti più adatti allo 
sviluppatore per realizzare un’applicazione POS. 
R.2.1. Fornire un modo veloce per configurare efficacemente e programmare 
correttamente le periferiche di I/O di un terminale POS.  
R.2.1.1. ARTpos fornisce strumenti per svolgere graficamente questo compito. 
R.2.1.1.1. ARTpos comprende dei designer per l’interfaccia grafica. 
R.2.1.1.2. ARTpos comprende dei designer per la configurazione delle periferiche 
R.2.2. Costruire una libreria di supporto (che chiameremo ARTLibrary) 
R.3. Gli strumenti di ARTpos devono poter contribuire alla produzione della documentazione 
R.3.1. ARTpos deve includere un insieme di tecnologie per la produzione di 
documentazione 
R.3.2. La documentazione alla quale prestare maggiormente attenzione è quella relativa 
all’interfaccia grafica 
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2.4 Utenti 
Gli attori considerati nell’utilizzo di ARTpos sono: 
A. Lo sviluppatore 
B. L’installatore 
C. Il committente e progettista dell’applicazione 
D. Programmi al contorno 
Andiamo ad esaminare per ognuno di essi le funzionalità che saranno messe a disposizione. 
2.5 Requisiti Utente 
Andiamo a vedere le situazioni di utilizzo nelle quali interverrà ARTpos: 
2.5.1 Lo Sviluppatore 
E’ colui che deve praticamente realizzare l’applicazione per il terminale POS. Ha la conoscenza 
dell’ambiente di programmazione fornito dal produttore del dispositivo e del suo funzionamento.  
 
Figura 12 - Use Case Sviluppatore 
 
A.1. Deve avere una visione di alto livello del sistema POS 
Per rendere effettiva e veloce la programmazione di un dispositivo POS è necessario dare 
modo allo sviluppatore di concentrarsi il più possibile sui compiti ad alto valore aggiunto 
nello sviluppo di una applicazioni. 
A.2. Costruisce l’interfaccia utente 
Lo sviluppatore deve avere modo di costruire l’interfaccia, principalmente grafica, nei 
confronti dell’utente finale dell’applicazione POS. La costruzione di questa deve essere 
veloce e dare modo di vedere, con sufficiente grado di approssimazione il risultato finale. 
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A.2.a) Descrive e specifica l’interfaccia 
A.2.b) Vede il risultato finale 
A.2.c) Memorizza l’interfaccia creata 
A.3. Configura l’interfaccia di programmazione delle periferiche del terminale POS 
ARTpos fornisce un meccanismo per dare modo al programmatore di concentrarsi su 
schermate e contenuto, su ricezione e spedizione di informazioni, evitando quando possibile 
handle, puntatori, allocazione di memoria e simili. 
A.4. Documenta il progetto 
Lo sviluppatore deve essere in grado di documentare le fasi del progetto in maniera facile e 
possibilmente non gravosa in termini di tempo e costi.  
A.5. Descrive la logica del programma 
Quando si parla di un’applicazione è necessario descriverne il comportamento dinamico 
attraverso la specificazione di come avvengono le interazioni tra le componenti del sistema. 
ARTpos, fornendo una visione di alto livello del sistema consente di concentrarsi sulle 
interazione ad alto valore aggiunto, quelle che contribuiscono in maniera decisiva a 
realizzare il prodotto ed il servzio che eroga all’utente finale. 
2.5.2 L’installatore 
Il ruolo di installatore è normalmente ricoperto dallo sviluppatore stesso che si occupa di installarsi 
e configurarsi l’ambiente di lavoro. ARTpos è dotato di una procedura di installazione propria. 
 
Figura 13 - Use Case Installatore 
B.1. Installa ARTpos 
La procedura di installazione deve rendere disponibile l’utilizzo del programma ed il suo 
collocamento all’interno del sistema ospite con il quale deve potersi integrare. 
B.2. Configura l’ambiente 
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L’installatore deve poter configurare l’ambiente ARTpos andando a specificare tutto il 
necessario perché con ARTpos possano collaborare i programmi che ne necessitano. 
B.3. Disinstalla ARTpos 
L’installatore, in modo rapido deve poter eliminare ARTpos dal sistema, eliminando le 
tracce della sua presenza dal sistema ospite. 
2.5.3 Il committente e il progettista dell’applicazione 
Il committente è colui che insieme al progettista stabilisce i requisiti di una applicazione POS. 
Insieme dovranno stabilire quali le funzionalità da rendere disponibili ed in che modo. In base a 
queste scelte saranno redatti anche i termini contrattuali che guidano l’accordo fra committente e 
fornitore dell’applicazione 
 
Figura 14 - Use Case Committente e Progettista 
 
C.1. Elaborano il documento dei requisiti 
La documentazione relativa alla definizione dei requisiti comprende la descrizione di ciò che 
l’utente finale vedrà e di come esso interagirà con il sistema. Le funzioni disponibili, ecc… 
Committente e progettista si avvalgono di ARTpos anche come ausilio alla specifica 
includendovi anche alcuni dei prodotti del lavoro con ARTpos. 
C.2. Correggono e/o integrano il documento 
  32
Gli artefatti che vanno a comporre parte della documentazione,devono essere modificabili, 
in modo da consentire correzioni e aggiustamenti successivi. 
C.3. Descrivono l’interfaccia utente 
Forniscono le linee guida per l’interfaccia utente 
C.4. Descrivono il comportamento dinamico 
Forniscono l’architettura dell’applicazione dal punto di vista dell’utente: quali i dati che lui 
può gestire e come si collocano nell’applicazione POS. 
 
2.5.4 Programmi esterni 
I programmi che andranno ad interagire sono anch’essi utenti di ARTpos dato che saranno fruitori 
del risultato di ARTpos, cioè il codice da lui prodotto. Alcuni di questi programmi possono essere 
compilatori, linker, parser, generatori automatici di documentazione,ecc… 
 
Figura 15 - Programmi esterni 
 
D.1. Usano i file prodotti da ARTpos 
Se ARTpos produce una descrizione dell’interfaccia utente, essa può essere utile per qualche 
altro programma che ha bisogno di leggerne le informazioni, se ARTpos produce del codice, 
dovrà essere utilizzato da compilatori,ecc.. 
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D.2. Chiedono servizi ad ARTpos 
Altri programmi possono chiedere ad ARTpos di agire per loro. ARTpos fornirà la 
possibilità di essere interrogato per chiedergli dei servizi.  
 
 
2.6 Requisiti non funzionali del sistema 
2.6.1  Semplicità 
ARTpos deve essere semplice. Lo sviluppatore deve velocemente poter essere produttivo con il 
nuovo strumento 
2.6.2 Modularità 
I componenti di ARTpos, come i designer per l’interfaccia, gli strumenti per la configurazione delle  
periferiche, devono poter essere il più indipendenti possibile e realizzati in modo da poter nel tempo 
avere sempre più funzionalità e caratteristiche, ma essere, nel frattempo usabili anche a parziale 
regime di sviluppo. 
2.6.3 Efficacia 
Gli strumenti di ARTpos devono essere efficaci nella riduzione dei tempi di sviluppo e nei  vantaggi 
dato dal loro utilizzo per ciò che riguarda la chiarezza di ciò che rappresentano e la 
documentazione. 
2.6.4 Portabilità 
ARTpos, anche se inizialmente sviluppato per una unica piattaforma, dovrà essere disponibile per 
una ampia base di terminale scelti fra tutta la categoria dei terminali POS. 
  34
3 La metodologia per la generazione di applicazioni 
Lo sviluppo di software viene spesso paragonato, in termini di maturità, allo sviluppo e alla 
progettazione di Hardware. Mentre in questo ambito molti sono stati gli sviluppi negli ultimi 20 
anni, non si può dire altrettanto nello sviluppo del software. Progressi nello sviluppo del software 
sono evidenti nella velocità con cui si possono sviluppare applicazioni mainframe, senza interfaccia 
grafica e non collegate ad altri sistemi, ma questo non è ciò che normalmente viene realizzato…  
Nel software alcuni problemi di diversa natura hanno bisogno di essere risolti. Programmare è un 
lavoro difficile e faticoso, per ogni nuova tecnologia spesso è necessario un lavoro di adattamento 
spesso anche ripetitivo. I sistemi non sono mai stati costruiti con una sola tecnologia e devono 
sempre essere collegati ad altri sistemi. C’e’ anche il problema del continuo cambiamento dei 
requisiti. 
Il processo di sviluppo del software normalmente si articola in queste fasi: 
• Definizione dei requisiti 
• Specifica e Analisi Funzionale 
• Design 
• Coding 
• Testing 
• Deployment 
 
Figura 16 - Ciclo di vita del software 
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Nelle prime fasi si producono documenti. Relazioni, specifiche, diagrammi come use cases, class 
diagrams, interaction diagrams, activity diagrams, ecc… ma tutto questo rimane solo carta. Tutta la 
massa della documentazione è relativa alle prime 3 fasi del ciclo appena descritto. 
Quando passiamo alle successive, il valore proprio della documentazione diminuisce dato che man 
mano che la codifica e lo sviluppo avanzano il codice si distacca da ciò che i documenti stabiliscono 
e descrivono. Figure e diagrammi allora non rappresentano più le specifiche del sistema, ma alcune 
figure correlate.  
Man mano poi che il sistema cambia, nel tempo, per adattamenti, nuove richiesta, cambiamenti 
degli scenari, viene toccato il codice, ma la documentazione non rimane allineata, né risulta 
completa. E’ come se il ciclo di vita fosse comandato dal codice, come se fosse lui il motore 
dell’ideazione e dell’evoluzione di un’applicazione. 
Altri questioni riguardano problemi tipici dei sistemi software come: 
• Crescente complessità delle stesse  
• Crescente bisogno di portabilità 
• Problema dell’interoperabilità 
• … 
Come risposta a tutta questa serie di questione si sono sviluppate diverse metodologie e soluzioni. 
Andiamo ad analizzarne qualcuna per vedere poi come possono intervenire in ARTpos. 
3.1 MDA: Model Driven Architecture 
OMG che sta per Object Management Group, contribuisce nel rilascio di molte specifiche e 
documentazioni relativi a linguaggi di specifica del software. MDA Model Driven Architecture è un 
framework per lo sviluppo di applicazioni. Per MDA il concetto chiave è  la modellazione. Il 
processo di sviluppo del software in MDA è descritto e portato avanti grazie a modellizzazioni del 
proprio sistema software.  
MDA prevede una serie di modelli che descrivono il sistema  e il loro utilizzo in un ciclo di vita del 
software MDA non troppo dissimile da quello standard: 
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Figura 17 - Ciclo di vita del software in MDA 
La differenza sta nel diverso tipo di documentazione prodotta. E da chi la produce. Tre sono i 
modelli core di tutto il processo MDA. 
 
• Platform Independent Model (PIM) 
Un modello con un alto livello di astrazione indipendente dalla tecnologia di 
implementazione. 
 
• Platform Specific Model (PSM) 
Un modello del sistema disegnato in termini di costrutti disponibili per una specifica 
tecnologia implementativa. Un modello PIM viene  trasformato in uno o più modelli PSM. 
Ad esempio un modello PSM per EJB considererà termini come “home interface”, “entity 
bean”, ecc, mentre un modello PSM per un DataBase relazionale, userà termini come 
“table”, “column”, ecc… 
 
• Codice 
E’ una descrizione del sistema (specifica) fatta in codice sorgente. 
 
Normalmente la trasformazione da un livello di specifica all’altro, da modello a modello, viene fatta 
manualmente. Qui entra MDA. MDA definisce i modelli e le relazioni che li legano. Le 
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trasformazioni MDA sono sempre eseguite automaticamente. Molti tool costruiti per il processo di 
sviluppo MDA, trasformano da PIM in PSM, altri da PSM a codice. 
MDA prevede quindi: 
• PIM 
• PSM 
• Tools di trasformazione 
• MetaLinguaggi 
• Linguaggi di descrizione della trasformazione 
 
Figura 18 - Catena di processo MDA 
Quali sono I benefici di MDA? Si possono riassumere così 
• Produttività  
MDA sposta l’impegno dello sviluppatore dalla redazione del codice a quella del PIM. E’ 
possibile quindi lavorare senza considerare dettagli implementativi e piattaforme target. Questa 
massa di dettagli tecnici viene quindi spostata nella trasformazione PIM?PSM e PSM?Codice  
• Portabilità 
La portabilità è raggiunta grazie all’indipendenza del PIM dalla piattaforma. Una volta 
descritto il PIM di un sistema, vi possiamo applicare una trasformazione per ogni 
piattaforma supportata avendo a disposizione la descrizione della trasformazione. 
• Interoperabilità 
Quando da un unico PIM vengono generati  i modelli PSM, sarà necessario considerare le 
relazioni presenti fra questi modelli derivati da un’unica matrice.  Sarà necessario ad 
esempio considerare come rendere possibile la comunicazioni tra piattaforme diverse. MDA 
produce anche dei Bridge che consentono di far comunicare fra loro i diversi PIM e di 
trasformare i vari concetti espressi nei modelli da una piattaforma all’altra. 
  38
 
Figura 19 - Interoperabilità in MDA usando i bridge 
 
 
• Manutenzione e documentazione 
Essendo tutto collegato al PIM, il PIM costituisce un documento vivo nel ciclo di vita di 
software prodotto in MDA. L’attenzione inoltre è legata direttamente al suo mantenimento 
dato che esso è l’esatta rappresentazione del codice. In pratica raggiungiamo l’effetto di non 
abbandonare il PIM a se stesso una volta che è stato scritto. Le successive modifiche e 
integrazioni al software le otteniamo a partire da una modifica del PIM e rigenerando PSM e 
codice. Ad oggi alcuni tool consentono di modificare il PSM e di tenere aggiornato 
automaticamente il PIM. 
 
Il vero beneficio di MDA è l’automatizzazione della trasformazione tra PIM e PSM. Infatti così 
facendo è possibile passare da un livello di astrazione molto alto, rappresentato da PIM, ad un 
livello di descrizione molto vicino all’implementazione. In questo modo si ha un legame molto 
stretto  tra documentazione e codice. Producendo la documentazione cioè il modello PIM, abbiamo 
quindi anche il risultato di avere automaticamente del codice, coerente con il modello e completo. 
Ad oggi prodotti come Rational di IBM hanno adottato questo modello. 
3.1.1 Componenti di MDA 
Di cosa abbiamo bisogno per implementare un processo MDDA? 
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• Modelli di alto livello del sistema, scritti in un linguaggio ben definito, consistenti fra loro e 
con un numero sufficiente di informazioni 
• Uno o più standard che definiscono i linguaggio per descrivere  i modello 
• Una definizione di come un PIM viene trasformato in un PSM. 
Possono esere definizioni home-made, ma sarebbe bene fossero di pubblico dominio, 
soggette a standard e configurabili per i singoli utenti 
• Un linguaggio che descriva queste trasformazioni. Anche qui il linguaggio è necessario che 
sia ben-definito e standardizzato. 
• Tools che implementino la trasformazione PIM?PSM e PSM?Code 
3.1.2 MDA Framework 
Analizziamo i componenti del framework MDA: modelli  e trasformazioni 
3.1.2.1 Modello 
Il concetto di modello è un noceto valido universalmente in moltissimi ambiti. Dalla letteratura ,alla 
tecnica. Un modello rappresenta una descrizione astratta di una certa realtà 
Da considerare  che un modello descrive un sistema che è diverso dal sistema stesso per l’assenza 
dei dettagli che rendono poi un modello il vero sistema. 
 
Modello: descrizione di un sistema (o di una parte di esso) scritta in un linguaggio ben-definito 
(Well-defined language) 
 
Il concetto di modello riprende la necessità di doverlo descrivere in qualche modo. L’uso cioè di un 
linguaggio. Ne esistono di diversi tipi e con diverse caratteristiche, ma ciò che è importante in MDA 
è che sia un “Well-Defined Language” cioè un linguaggio ben definito. 
Well-defined language: linguaggio di descrizione con forma (sintassi) e significato (semantica) 
ben definito, cioè adatto per essere interpretato da un computer. 
 
3.1.2.2 Tipologie di modelli 
Esistono diversi tipi di modelli che si diversificano in base a ciò che descrivono e agli aspetti che 
vogliono mettere in risalto. 
• Che tipo di sistema il modello descrive? 
• Quali aspetti descrive? Aspetti di tipo Struttrale o Dinamico? 
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• E’ costruito per una specifica tecnologia? 
Andiamo a dare una prima risposta a queste domande  
3.1.2.2.1 Modelli di Business e di Software 
Quando c’e’ da descrivere un sistema ICT all’interno di una azienda devono essere messi in 
relazioni aspetti e informazioni tipicamente aziendali e informatici. 
Un modello che descrive il modello di business di una azienda non deve necessariamente 
specificare il sistema software aziendale, ma deve essere da fondamento per poterne definire uno 
adatto a quel modello di business 
 
Figura 20 - Modelli Software e di Business 
Un modello di business viene anche definito Computational Independent Model (CIM) e a partire 
dal sistema che descritte viene definito il sistema di software a supporto. 
 
3.1.2.2.2 Modelli dinamici e strutturali 
Sono questi due tipi di informazioni che vengono spesso considerate per dare una descrizione 
completa di un sistema. UML definisce ad esempio appositi diagrammi per descrivere questi 
differenti aspetti, come Class Diagram  e  State Diagram. 
Avere informazioni così diverse da dare può rappresentare un problema quando il linguaggio del 
modello usato non consente di esprimere tutti  i concetti 
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Figura 21 – Rapporto tra Linguaggio e Modello in MDA 
Si hanno allora differenti viste di un sistema  all’interno dello stesso modello, create con diversi 
linguaggi.  
 
Figura 22 - Differenti modelli per no stesso sistema 
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In questo modo,dato che la struttura di un sistema e il suo comportamento devono rimanere il più 
possibile separati e indipendenti, si arriva ad avere più modelli per uno specifico sistema. 
 
3.1.2.3 La piattaforma Target 
Dato che MDA definisce PIM e PSM rilevanza, nella definizione/scelta di un modello, la acquisisce 
anche la piattaforma per la quale il modello  deve descrivere un sistema. Questo problema lo si 
affronta maggiormente nello specificare i modelli PSM. D’altro canto è anche difficile distinguere 
se un modello sia o no Platform Indipendent. Come stabilire se, l’inclusione di una feature che 
rende questo modello non adattabile a qualche sistema, lo rende specifico per le altre? La differenza 
sta nella facilità di mappare bene un concetto nativo nel linguaggio ma non nella piattaforma. Credo 
si possa definire solamente un grado di indipendenza da una piattaforma specifica e questo rende 
anche un linguaggio più adatto a descrivere un modello PIM che un modello PSM.  
3.1.2.4 Trasformazioni 
Il processo di sviluppo MDA è sostenuto dai modelli e dalle trasformazioni che fanno passare da un 
modello all’altro. Una trasformazione prende in ingresso un PIM e lo trasforma in PSM, un’altra 
trasforma il PSM  in codice.  Queste trasformazioni sono esenziali in MDA. 
 
Quando parliamo di trasformazioni dobbiamo considerare che il tool di trasformazione dovrà 
seguire delle regole in base alle quali operare di conseguenza. Queste regole sono chiamate 
Definizioni della trasformazione. 
 
Figura 23 - Definizioni di trasformazione in MDA 
Notare la differenza tra trasformazione, che è il processo grazie al quale è generato un modello a 
partire da un altro, e la definizione di trasformazione. Un tool di trasformazione usa sempre la stessa 
definizione per tutte le sue trasformazioni. Per specificare una definizione di trasformazione è 
assolutamente necessario fare riferimento ai costrutti del linguaggio sorgente e a quelli del 
linguaggio destinatario. 
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Trasformazione: Generazione automatica di un modello Target a a partire da un modello Sorgente 
in accordo con la definizione di trasformazione. 
Definizione di trasformazione: E’ un insieme regole che insieme descrivono come il modello del 
linguaggio sorgente viene trasformato in un modello del linguaggio destinazione 
Regola di trasformazione: E’ la descrizione di come un costrutto del linguaggio sorgente viene 
mappato in un costrutto del linguaggio destinazione. 
Una importante caratteristica di una trasformazione deve essere quella di mantenere il senso ed il 
significato del modello a valle e a monte della trasformazione. 
 
3.1.2.5 MDA di base 
Quindi possiamo elencare quali sono i componenti di base di un ambiente MDA funzionante: 
• Modello 
o PIM 
o PSM 
• Well-defined Language 
• Transformation Definition 
• A transformation Tool 
 
 
Figura 24 - MDA di base 
 
  44
3.1.3 MDA Languages 
MDA è marchio registrato di OMG. Diamo un occhiata agli standard OMG che risultano importanti 
in MDA. 
• OCL Object Constraint Language: Linguaggio di query usato in UML inizialmente per 
esprimere vincoli ora esperessivo in modo equivalente a SQL 
• UML Profiles: I profili UML sono meccanismi che consentono di ottenere a partire dallo 
UML un linguaggio a sé che un sottoinsieme di UML con dei vincoli. In questo modo si 
hanno dei linguaggi per usi specifici. OMG ha standardizzato diversi profili per diverse 
esigenze: 
o CORBA Profile 
o EDOC  Enterprise Distributed Object Computing  Profile, 
o EAI  Enterprise Application IntegrationProfile 
o Scheduling, Performance, and Time Profile. 
o EJB01 UML/EJB Mapping Specification 
• CWM Common Warehouse Metamodel: E’ un linguaggio espressamente dedicato a data 
mining e sistemi correlati 
 
I linguaggi usati in MDA hanno bisogno di una definizione formale 
• MOF Meta Object Facility E’ uno speciale linguaggio usato per definire tutti gli altri. In 
questo modo ci si assicura che i tool possano scrivere e leggere i linguaggi standardizzati da 
OMG. 
Le trasformazioni possono essere definite anche in maniera non standardizzati e molti tool fanno 
questo oggi . Eì bene comunque che anche  i linguaggi che descrivono una definizione di 
trasformazione siano standardizzati e ben definiti 
• QVT  Query, Views, and Transformations: E’ uno speciale linguaggio per ottenere 
informazioni da un modello, per ricavare viste da un modello e per definire le regole di 
trasformazione 
3.1.4 MDA Tool 
In un ambiente MDA sono necessari diversi Tool Andiamo a vederne qualcuno. 
Possiamo considerare 2 categorie di necessarie: 
• Tool per la trasformazione 
• Altri 
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3.1.4.1 Tool per la trasformazione 
• PIM ? PSM Transformation 
LA trasformazioneda un modello ad alto livello in più PSM. 
• PSM ? Code Transformation 
E’ il tool attualmente più comune fra quelli disponibili. La maggioranza ha built-in le 
trasformazioni che può supportare con modelli predefiniti in ingresso e in uscita  
• PIM ? Code 
Sono i tool che implementano sia PIM?PSM che PSM?Code. Lo fanno in maniera 
trasparente all’utente e il PSM è implicito. Con questi tool linguaggio sorgente,linguaggio 
target e definizione della trasformazione sono implicite.  
• Transformation Definition 
Sono i tool che consentono di definire una definizione di trasformazione. Insieme a questi e’ 
necessario un tool di trasformazioni che supporti il linguaggio usato per descrivere la 
trasformazione stessa. Proprio per il forte legame tra queste componenti è importante 
l’esistenza e il supporto da parte dei produttori di linguaggio come QVT 
3.1.4.2 Altri tool 
Oltre ai tool di trasformazione, in MDA sono necessari tutta un’altra serie di tool che svolgono 
funzioni complementari. 
 
• IDE Code Editor: L’ambiente di sviluppo 
• Code Files 
o Code Files Generator: Un generatore che , letto un modello, produca un file text-
based. 
o Code Files Parser: Un parser che consenta di leggere il codice e di memorizzarlo nel 
model – repository nel formato corretto per  renderlo disponibile anche ad altri tool. 
• Model Repository: Il database del modello dove i modelli sono memorizzati e dal quale è 
possibile fare query usando XMI, JMI, o IDL 
• Model Editor (CASE tool): Un editor per i modelli, che consenta di costruirli e modificarli. 
• Model Validator:Modelli generati da altri modelli hanno bisogno di essere formalmente 
corretti. Un Validatore consente di verificare se un certo modello rispetta regole predefinite 
e/o definite dall’utente. 
• Transformation Definition Editor: un editor per descrivere la definizione di 
trasformazione e modificarla. 
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• Transformation Definition Repository: Il repository per le definizioni di trasformazione 
 
 
Figura 25 - Funzionalità in un ambiente MDA 
3.1.4.3 Modeling e MetaModeling 
 
3.2 Domain Specific Languages 
Il inguaggi DSL ( Domain Specific Languages) sono notazioni grafiche, ma non solo, e sono molto 
espressive per la modellizzazione di problemi e processi. 
 
Il loro utilizzo rende conveniente l’attività di modellizzazione, che spesso non si trova in linguaggi 
di modellizzazione come UML) considerando anche una generazione automatica di codice in linea 
di principio completa, un po’ come fanno i compilatori con l’assembler a partire dal codice 
sorgente. 
I domain specific languages sono usati principalmente per 
• Per comprendere e definire i requisiti  
• Per comprendere e definire il design di un sistema  
• Per generare parti di una soluzione 
• Per implementare design pattern per uno specifico framework o architettura 
• Per personalizzare applicazioni e parti cdi applicazioni  
• Per visualizzare i sistemi esistenti 
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Figura 26 – Esempi di Domain-Specific Languages 
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4 Le tecnologie usate per ARTpos 
4.1 DSL Tools 
I DSL Tools fanno parte, da Febbraio 2005 della CTP release di Visual Studio 2005 SDK. Insiema 
al GAT (Guidance Automation Toolkit) fanno parte degli strumenti a disposizione per realizzare la 
visione microsoft sulle Software Factories. 
I DSL Tools sono un insieme di strumenti per la creazione, l’editing, la visualizzazione e l’uso di 
dati legati a domini specifici. Grazie ai DSL Tools è possibile raggiungere un certo grado di 
automatismo nello sviluppo di applicazioni 
4.1.1 Domain Model  
L’equivalente del metamodello nei DSL tools si chiama DomainModel. E’ composta da una 
gerarchia di classi e da relazioni. Microsoft non ha rilasciato documentazione a riguardo, quindi è 
necessario fare un po’ di riverse engineering. 
Classi e relazioni sono viste sullo stesso livello. Una relazione può essere un semplice riferimento o 
un’inclusione (embedding). Una relazione può avere proprietà ed essere derivata da una 
superclasse. Una relazione ha 2 ruoli, anche se molto probabilmente nella versione definitiva  
saranno presenti relazioni a n ruoli. Un ruolo è l’equivalente dei ruoli in UML usati per definire le 
associazioni. Un ruolo è definito da un nome e da un range Min e Max legato alla sua molteplicità. 
I Domain Models contengono due tipi predefiniti di dati:Enumerazioni e Tipi Semplici, quali 
Boolean, String, Integer, Double, Date, etc… 
 
 
Una descrizione del Domain Model semplificato è rappresentato qua sotto: 
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Figura 27 - Metamodello DSL semplificato 
4.1.2 Domain Model Designer 
I DSL Tools comprendono un Domain Model Designer che consente di costruire graficamente il 
metamodello del nostro linguaggio DSL.  
Con il drag’n drop si compone lo schema del metamodello andando ad impostare classi, relazioni, 
proprietà. 
Il risultato di tutto il lavoro fatto viene salvato in un file con estensione .dsldm che il Domain Model 
Designer usa per conservare il metamodello disegnato. 
 
 
 
Figura 28 - Domain Model Designer 
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Figura 29 - Metamodello di file .dsldm 
Queste sono le parti principali del metamodello: 
• MdfMetaData:informazioni sul diagramma (descrzione ,categoria) 
• Extended: un riferimento ad un modello che estende il digramma 
• Enumerations: enumerazioni e le sue componenti (literals) 
• Relationships: relazioni, ruoli e valori delle proprietà; 
• Trees: this part describes the way for DSL Tools to display the diagram as trees, with four 
treeNavigators 
o treeNavigator Intrinsic: contiene informazioni su ruoli e derivazioni. 
o treeNavigator CompleteDiagram: contains information about roles, inheritances, 
their definitionlevel and root classes of the diagram. These notions are explained 
below. 
o treeNavigator Serialization: contains a reference to the XML root element which 
would be used to serialize the diagram in future. 
o treeNavigator Delete: contains information about roles and inheritances., This tree is 
not built by the transformation (it does not seem to be mandatory). 
• Concepts: this part contains the concepts and their valueproperties. 
4.1.3 DSL Model 
A partire dal Domain Model possiamo definire un qualsiasi schema costruito secondo le regole del 
Domain Model stesso. Queste istanze del Domain Model, disegnate con il Domain Designer 
generato dai DSL Tools, vengono memorizzate in file .xml . I DSL Model possono essere 
memorizzati come u unico metamodello, vicino ad un XMLSchema. 
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Un modello è composto da elementi del modello e links fra gli elementi stessi. Un elemento del 
modello altro non è che un’istanza di un “domain model classifier” 
I links,corrispondono alle relazioni nel domain model. 
La Figura 30 descrive con un class diagram ciò che l’XMLSchema vuole rappresentare 
 
4.1.4 Domain Designer 
I DSL Tools, una volta disegnato il meta modello, generano un designer che consente di comporre il 
modello con il linguaggio DSL appena definito. 
 
Figura 30 - Class Diagram del DSL 
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Figura 31 - Domain Designer 
Oltre al file .dsldm generato dal Domain Model Designer, per la creazione del Domain Designer è 
necessario fornire ulteriori informazioni. Ad esempio cosa far corrispondere come simbolo ad una 
classe del modello ? Quale icona usare per rappresentare quella classe nella toolbox? 
Quali le regole di validazione del modello? ecc… 
Per queste informazioni esiste un file di estensione .dsldd che  
• Definisce il nome del modello e alcune proprietà descrittive 
• Definisce i simboli grafici Shape da associare alle classi 
• Definisce i simboli grafici da rappresentare come links per le associazioni (stile delle frecce, 
decorator,ecc..) 
• Definisce le icone nella toolbox 
• Fa il mapping fra 
o Classi ?? Shape 
o Relazioni ??Links 
o Icone?? Classi  
o Icone?? Relazioni 
Il file è in formato XML e non esiste un editor grafico, ma è necessario metterci mano direttamente.  
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Figura 32 – Sezione del file dsldd per la definizione di uno shape 
 
 
Una volta definito il file dsldd avviando la procedura di trasformazione,  sarà generato il DSL 
Designer. 
4.2 Estendere Visual Studio 2005 
Visual Studio 2005 ha un meccanismo di estensione che risale a Visual Studio 5.0. Ciò che 
consente l’estensione dell’ambiente di sviluppo è un oggetto chiamato DTE che sta per 
Development Tools Extensibility e che è situato in cima al modello di automazione di Visual Studio 
2005. Le funzionalità fornite da DTE possono essere descritte come personalizzazioni dell’utente  
che fanno uso delle DTE API. Queste API sono messe a disposizione degli sviluppatori per 
programmare macro, wizard e Add-ins. Per chi ha bisogno di un più alto grado di integrazione, è 
possibile utilizzare Visual Studio 2005 SDK per aggiungere linguaggi specifici e designer. 
4.2.1 Macros 
Le macro consentono al programmatore di utilizzare e gestire le API per l’automazione. Visual 
Studio 2005 mette a disposizione una finestra per la gestione delle proprie macro, Macro Explorer, 
la possibilità di registrare le macro con il Macro Recorder, e un ambiente di sviluppo per le macro 
Macros IDE. Le macro possono essere sviluppate solamente in Visual Basic, ma, sfruttando .NET 
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possono avere accesso al framework di base .NET  ed a tutte le funzioni esposte  dagli assemblies 
.NET disponibili. 
 
Figura 33 - Macros IDE per Visual Studio 2005 
 
 
 
 
4.2.2 Add-Ins 
Gli Add-ins consentono allo sviluppatore di creare estensioni all’ambiente di Visual Studio 2005 e 
alle Macro. In generale un Add-in precompilato ha prestazioni migliori di una Macro e da modo di 
utilizzare migliori funzionalità di integrazione. Sviluppatori di Software indipendenti (ISV) e 
singoli programmatori possono estendere l’IDE di Visual Studio 2005 con Add-in che sembrano 
proprio parte dell’ambiente stesso. Un Add-in può essere sviluppato in un qualsiasi .NET language 
o attraverso componenti COM con in unmanaged Visual C++ e non richiede altro che 
l’implementazione dell’interfaccia IDTExtensibility2. 
4.2.3 Wizards 
Gli Wizard sono simili agli Add-ins ma implementano l’interfaccia IDTWizards. Gli Wizards sono 
procedre che guidano l’utente in una procedura specifica, come la crezione di un nuovo progetto o 
l’aggiunta di predefinite parti di codice al progetto stesso. 
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Figura 34 - Un Wizard in Visual Studio 2005 
4.2.4 Visual Studio SDK 
Visual Studio 2005 SDK fornisce interfacce chiamate Hooks che se implementate consentono di 
estendere in maniera completa e altamente personalizzabile Visual Studio 2005. Gli sviluppatori 
possono creare editors specializzati e nuovi linguaggi .NET nell’IDE attraverso la creazione di 
Package. 
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5 L’applicazione ARTpos 
ARTpos mira ad essere uno strumento di supporto allo sviluppo per applicazioni per terminali POS 
ed è pensato come un insieme di strumenti dei quali si ha intenzione di svilupparne l’integrazione e 
la facilità d’uso per consentire allo sviluppatore POS un miglior supporto nell’ideazione e nella 
creazione di applicazioni per terminale POS. 
 
Figura 35 - Terminale i7700 di Ingenico 
ARTpos è stato sviluppato considerando come piattaforma il modello i7700 di Ingenico. 
 
ARTpos è costituito da  
• Display Designer 
E’ un designer Drag ‘n Drop per definire graficamente le schermate di una applicazione 
• Menu Designer 
L’organizzazione a menu è molto comune nelle applicazioni per terminali POS. Questo 
designer consente di crearne facilmente 
• ARTLibrary 
Un insieme di funzioni C usate nella generazione del codice delle applicazioni POS 
• Code Generation Engine 
La logica che permette di generare il codice a partire dai modelli disegnati 
Questi componenti non sono applicazioni a se stanti, ma sono state sviluppate come Package 
aggiuntivi di Visual Studio 2005. 
ARTpos necessita di Microsoft Visual Studio 2005 versione Professional. 
Per lo sviluppo sono stati usati i Microsoft DSL Tools inlclusi in Microsoft Visual Studio 2005 
SDK CTP February 2006 
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Figura 36 – L’ambiente di sviluppo ARTpos 
 
Abbiamo visto come Visual Studio 2005 sia un ambiente complesso altamente estensibile. I DSL 
Tools e quindi ARTpos fanno uso proprio di queste caratteristiche 
Il designer generato comprende delle caratteristiche di base. 
5.1.1 ToolBox 
La casella dei Toolbox è la componente di Visual Studio 2005 all’interno della quale risiedono gli 
strumenti che è possibile trascinare sul desktop. Quali sono questi strumenti? Sono le 
rappresentazioni delle classi (Shape) e le rappresentazioni delle relazioni (links) mappate nel file 
.dsldd.  
 
Figura 37 - Il Toolbox 
 
  58
5.1.2 La finestra delle proprietà 
Tutti e due i designer hanno una finestra delle proprietà. 
Quando si clicca nell’editor su un componente, la finestra delle proprietà si riempie 
automaticamente con le proprietà relative  al componente. 
 
Figura 38 - La finestra delle proprietà 
La finestra è strutturata come una tabella. Per ogni riga una proprietà e ogni riga ha la coppia nome 
proprietà – valore. A seconda del tipo di proprietà presente il campo relativo al valore può 
contenere una semplice casella di testo per inserire valori stringa oppure richiamare oggetti 
Windows Forms come finestre, ListBox e simili. Questo comportamento si ha grazie all’overriding 
dei metodi della classe System.Drawing.Design.UITypeEditor. 
5.1.3 Explorer 
L’explorer svolge una funzione molto utile. Consente di manipolare il modello in maniera diversa 
dall’usare la ToolBox. Viene visualizzata una struttura ad albero all’interno della quale trovano 
posto tutti i componenti del modello appena disegnato. A seconda delle relazioni che legano i 
componenti il modello(riferimenti o inclusioni) è possibile, cliccando con il tasto destro aggiungere 
elementi eliminarne, ecc… 
 
Figura 39 - Explorer  
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5.1.4 Solution Explorer 
Il solution Explorer è una componente insostituibile di ogni progetto presente in Visual Studio 
2005. In esso sono elencati tutti i progetti che fanno parte di una soluzione Visual Studio 2005 e per 
ogni progetto vi sono elencati i file che lo compongono.  
 
 
Figura 40 - Solution Explorer 
Di particolare interesse per noi sono i file  che rappresentano gli schemi che abbiamo creato. 
Cliccando sul pulsante “Transform Templates” o facendo click con il tasto destro su uno di loro e 
selezionando successivamente il comando “Run Custom Tool” possiamo far partire la procedura di 
generazione del codice a partire dai template ad essi associati.  
 
 
Figura 41 - Generazione del codice 
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Così facendo otteniamo dei file con estensione C che costituiscono l’applicazione generata che può 
essere ulteriormente sviluppata. Infine sarà successivamente compilata e linkata per essere scaricata 
sul terminale POS. 
 
5.1.5 Menu Designer 
Questo componente di ARTpos costituisce la risposta alla domanda di disponibilità di funzionalità 
tipiche del mondo POS e necessarie in molte applicazioni. Lo scopo di questo designer è dare la 
possibilità di: 
• Disegnare il proprio albero dei menu  
• Aggiungere le voci dei menu 
• Associare le voci all’apertura di un nuovo menu oppure alla chiamata di una funzionalità 
Ad esempio il menu della Figura 42 genera un menu a due livelli dove ogni menu richiama una 
funzionalità. 
 
Figura 42 - Menu Designer 
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Inoltre l’applicazione generata: 
• Gestisce la tastiera 
o Tasti freccia 
o Tasti ESC e Conferma 
o Tasti Numerici 
• Help per i tasti non abilitati 
 
 
Figura 43 - Il menu generato da ARTpos 
Vediamo allora in Figura 43 il menu generato da ARTpos mentre in Figura 44 l’Help che appare 
non appena viene premuto un tasto non associato ad una voce di menù. 
 
Figura 44 - L'Help relativo ai tasti 
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5.1.6 Display Designer 
Il secondo designer di ARTpos riguarda il disegno delle schermate di una applicazione POS. 
 
Figura 45 - Display Designer 
 Lo scopo di questo designer è dare modo allo sviluppatore di disegnare l’applicazione sul display e 
arricchirla in modo da valutare il risultato seduta stante. 
 
In questo modo è possibile evitare al programmatore di dover specificare coordinate, palette, 
allocare memoria dinamica per le immagini ecc…. 
Semplicemente trascinando i componenti della schermata sul POS è possibile rilasciarli nella 
posizione voluta. 
Come primo ed unico componente della schermata è stata prevista una etichetta di testo. Una label. 
Di questa è possibile specificare la 
• Posizione 
• Dimensioni 
 Inoltre, relativamente al testo che vi è possibile scriverci si possono specificare: 
• Font 
• Dimensione 
• Allineamento 
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Figura 46 - Le proprietà di una label 
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6 Progettazione e Realizzazione di ARTpos 
6.1 I Designer 
Abbiamo visto come Visual Studio 2005 sia un ambiente complesso altamente estensibile. I DSL 
Tools e quindi ARTpos fanno uso proprio di queste caratteristiche 
DSL Tools è un package aggiuntivo per Visual Studio 2005. Una volta disegnato il Domain Model 
e avviando la generazione del Domain Designer, viene generato un altro package secondo quanto è 
stato descritto nei file dsldm e dsldd  del domain model. Questi package sono degli editor 
specializzati all’interno di Visual Studio 2005 che agiscono in base all’estensione del file del 
modello. Stesso meccanismo di windows  nell’associare un’applicazione a file con una determinata 
estensione. Visual Studio 2005 avvia nel suo ambiente di sviluppo l’editor adatto non appena si crea 
o si apre una certa risorsa all’interno della soluzione. 
L’ambiente di automazione di Visual Studio 2005 mette a disposizione delle interfacce per 
permettere agli editor di funzionare e utilizzare l’IDE interoperando con tutti i suoi componenti. Nel 
nostro caso gli editor specializzati usano e implementano le interfacce relative ai template che si 
occupano della generazione del codice e quelle relative all’interazione con l’IDE relativa alle 
operazioni che devono essere compiute 
 
Figura 47 - Estensione dell’ambiente di Visual Studio 2005 
Il diagramma qui indicato comprende anche l’Editor appositamente creato per la gestione 
specializzata del codice generato da ARTpos. 
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6.1.1 Le personalizzazioni 
Tipicamente il flusso di lavoro con i DSL tools è questo: 
 
Figura 48 - Processo di lavoro per ARTpos 
Dopo aver definito il Domain Model, ed aver messo mani dui file .dsldm e .dsldd  per la specifica 
della notazione e del mapping, il designer generato suporto un insieme standard di comportamenti 
che possono essere modificati. 
6.1.1.1 Comportamento 
Riguarda il comportamento del FrameWork grafico quando viene poggiato sul designer un oggetto. 
E’ necessario considerare cosa succede al posizionamento di uno Shape sul designer, se può essere 
sovrapposto, se un link può essere collegato a quella determinata figura ecc... 
Come si procede per questo? Con ARTpos sono stati personalizzati diversi aspetti. 
6.1.1.2 Shape Appearance 
Normalmente gli oggetti che vengono creati per essere posti sul piano del modello hanno un’ombra. 
Con ARTpos l’ombra può essere gradevole nel caso del MenuDesigner, ma nel caso del 
DisplayDesigner è addirittura dannosa dato che lo scopo in questo caso non è produrre uno schema 
piacevole agli occhi bensì il più simile possibile al terminale POS. 
Abbiamo allora aggiunto questo codice che cambia il comportamento di default  della classe 
relativa alla label in modo che: 
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• Il colore di sfondo dell’etichetta non abbia gradienti, ma sia uniforme 
• L’etichetta non abbia ombre, ma sia netta e precisa. 
 
Questo codice è stato scritto in un file a parte all’interno del progetto relativo al designer. 
 
 
public partial class LabelShape 
    { 
        // Allow shapes to be created from toolbox directly atop this one - 
        // - diverts the target to the diagram. 
        public override ModelElement  
ChooseMergeTarget(ElementGroupPrototype elementGroupPrototype) 
        { 
            return this.ParentShape; 
        } 
 
        // Avoid distracting appearance 
        protected override bool HasBackgroundGradient 
        { 
            get { return false; } 
        } 
 
        public override bool HasShadow 
        { 
            get { return false; } 
        } 
    } 
Snippet 1 – Personalizzazione relativa all’aspetto della label 
6.1.1.3 Container 
Allo stato attuale dello sviluppo, i DSL Tools non contemplano Shape che possano contenere altri 
Shape. In realtà a noi invece questo comportamento ci fa comodo dato che la possibilità di avere un 
menu che contiene le proprie voci o di avere un display che contenga le proprie Label ci è sembrata 
quasi obbligata. Vediamo che codice è stato aggiunto per quel che riguarda il DisplayDesigner. 
 
Lo Shape Container è allora stato “simulato”. A livello di Domain Model non c’e’ traccia di questo 
tipo di comportamento, ma l’inclusione è stata gestita nel designer. 
 
[RuleOn(typeof(DisplayShape), FireTime = TimeToFire.TopLevelCommit)] 
    public sealed class DisplayShapeChangesRule : ChangeRule{ 
... 
... 
} 
    // This class is reflected on to load rules dynamically.  
    // Add a variable for each custom rule. 
    internal static partial class GeneratedMetaModelTypes 
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    { 
        internal static Type DisplayShapeChangesRule = 
typeof(DisplayShapeChangesRule); 
    } 
Snippet 2 - La nuva regola per il designer 
L’idea è: siccome il modello delle classi per il designer prevede l’esisteza di regole, non potremmo 
riscriverne una nuova derivata dalla classe ChangeRule?  Le istanze di questa classe possono venire 
associate a degli handler che le invocano richiamando appositi metodi al verificarsi di determinate 
condizioni. In questo caso la nostra regola viene richiamata ogni volta che qualche proprietà di una 
qualsiasi figura nel modello cambia. Si tratta di rispondere con del codice che: 
1. Recupera le informazioni dell’oggetto che è stato spostato 
2. Calcola lo spostamento e conosce le coordinate finale 
3. Valuta se al proprio interno esistono altri shape e li sposta dello stesso gap 
4. Controlla lo Z order, cioè che vi sia una corretta sovrapposizione degli oggetti nello 
schema in modo che nessuno copra l’altro in maniera scorretta 
 
/// <summary> 
/// This method is called whenever any attribute of a DisplayShape changes. 
/// </summary> 
/// <param name="e"></param> 
public override void ElementAttributeChanged(ElementAttributeChangedEventArgs e) 
        { 
        DisplayShape display = e.ModelElement as DisplayShape; 
        if (display == null) return; 
 
        if (e.MetaAttribute.Id == DisplayShape.AbsoluteBoundsMetaAttributeGuid) 
            { 
             RectangleD newAbsoluteBounds = (RectangleD)e.NewValue; 
             RectangleD oldAbsoluteBounds = (RectangleD)e.OldValue; 
 
             // if this is a move, rather than a resize... 
             if (!newAbsoluteBounds.Location.Equals(oldAbsoluteBounds.Location)) 
                { 
                 MoveEnclosedShapes(display, oldAbsoluteBounds, newAbsoluteBounds); 
                } 
 
             FixZOrder(display); 
            } 
} 
Snippet 3 - Display come Container 
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6.2 ARTLibrary 
6.2.1 Extended Handler 
ARTLibrary è una libreria C da includere in un progetto per Ingenico POS che consente di alzare il 
livello della libreria di sistema Ingenico. A questa libreria vogliamo applicare un modello di 
programmazione ad eventi. 
Prendendo spunto dai Design Patterns scegliamo di gestire la generazione degli eventi con il 
l’Handler Pattern. 
 
Figura 49 - Entended Handler Pattern 
L’events generator è costituito dalle periferiche del terminale POS che sono in grado di generare 
eventi. Questi eventi vengono notificati ad un componente dell’applicazione che fa polling riguardo 
alla presenza di eventi generati e non gestiti e chiama quindi il relativo driver di gestione. Il 
funzionamento ricalca quindi quello tipico delle callback. 
 
Ingenico fornisce delle funzioni di basso livello costruite in questo modo,  e ARTLibrary si innesta 
su questo meccanismo.  
 
La parte di libreria che è stata sviluppata non realizza questo modello di comportamento. Ma dà una 
visione del menu ad oggetti. 
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typedef struct{ 
 char** text;   
 void (**calledFunc)(); 
 uint8 numElem; 
 char* title; 
 char* subTitle; 
} menuInfo_t;   
 
 
void menu (menuInfo_t menu); 
int8 scrollingMenu(uint32 displayHandle, char* text[], uint8 num, char* title, 
 char* subTitle); 
void mostraMenuUnder(uint32 displayHandle, char* text[], uint8 start, uint8 num, 
   char* title, char* subTitle,uint8 d); 
Snippet 4 –La dichiarazione delle funzioni di ARTLibrary per il menu 
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7 Conclusioni 
Il lavoro svolto si è incentrato principalmente sulla realizzazione di ARTpos dopo un’attenta fase di 
documentazione sul mondo POS e sugli strumenti utilizzabili per raggiungere l’obiettivo che ci 
siamo posti. 
7.1 Cosa è stato realizzato 
Apprendimento e studio di MDA e tecnologie correlate 
Caratteristiche di ARTpos e della metodologia: 
• Gli editor grafici relativi alla configurazione delle periferiche permettono 
o Riduzione dei  tempi di sviluppo 
o Nella fase di specifica di una applicazione, gli editor sono usati per sviluppare 
velocemente prototipi per l’interfaccia utente. Questi prototipi diventano parte 
del contratto di specifica con il cliente. 
• Lo sviluppo di librerie in C, permettono di: 
o Far usare al programmatore di terminali POS anche il suo ambiente abituale di 
sviluppo 
o E’ possibile trarre dei  vantaggi dalle librerie anche senza utilizzare i designer. 
• Il modello di sviluppo è adattabile a svariati sistemi embedded, anche al di fuori dei 
campi applicativi dei terminali POS. 
• A livello universitario, lo studio e l’esperienza maturata con i DSL Tools può risultare 
utile data la versatilità del prodotto e l’ampia gamma dei settori di utilizzo. 
7.2 Quali gli ulteriori sviluppi 
Da sviluppare ulteriormente con ARTpos: 
• Migliorare la qualità degli editor già sviluppati  
o Migliore l’interazione con l’utente 
o Aumentare il grado di uguaglianza tra il risultato dell’interfaccia grafica presentato 
da ARTpos ed il reale aspetto dell’applicazione finale. 
• Aumentare il numero delle periferiche supportate dal Tool grafico 
• Migliore integrazione con Visual Studio 2005 
o Miglior grado di automazione nel ciclo di sviluppo: 
? Simulazione  
Compile – Build – Simulazione 
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? Deployment  
Compile – Build – Download su Target 
• Completare lo sviluppo delle librerie seguendo le specifiche GDP/STIP 
 
In fase di valutazione: 
• Abbinare più tool grafici per una stessa periferica, cioè utilizzare più modelli mantenuti in 
consistenza fra di loro per rappresentare e lavorare sul dispositivo in modo da far scegliere 
allo sviluppatore lo strumento più adatto. 
• Fornire allo sviluppatore una visione ad oggetti del POS supportata da un vero linguaggio ad 
oggetti. Ad esempio potrebbe essere utile estendere l’ambiente Visual Studio 2005 in modo 
che possa compilare per POS usando C++. In questo modo avremo un unico ambiente nel 
quale sviluppare, sia in modo tradizionale, anche insieme alle librerie fornite col terminale 
POS, sia con l’ausilio degli editor grafici. 
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