












理, 有些事务发生了变化。原来 OODB 中的基本功能
函数, 如插入、删除等都是原子事务, 而在本数据库系
统中, 如访问的是工程数据对象, 那么它们不再是原





< 事务> : : = < 事务标识符> < 输入对象> < 输出对
象> < 方法体>
< 方法体> : : = Body: < IF> < 条件> < T HEN> <
子事务> û [ < 子事务> ]
< 子事务> : : = [ < 事务 > < 联结符 > < 事务> ] û <
子事务> û < 原子操作序列>
< 原子操作序列> : : = [ < 原子操作> < 联结符> <
原子操作> ] û < 原子操作>
< 原子操作> : : = 基本的数据库操作
5　异地访问
多数据库的异地访问是以应用开发环境 CSE/







在访问过程中, 主要是两种异地访问: Client 对
Serv er 发出请求, Serv er 向 Client 传输数据或回答。
异地访问是由 AA 的相应的 RA 和 SA 完成。每一个
异地访问事务都是 Client 中的 AA, 它有相应的 RA
和 SA , SA 一般安装在服务器上,为客户所共享。
RA 和 SA 合作完成了异地访问, 它们的功能是
根据参数组织起该项事务的消息,按异地消息模式传
递消息,接收消息,根据消息采取相应的动作。RA 和
SA 的内容通过组织 UNIX 网络上的 C + + 消息传递
函数完成的。我们使用 CSE/ MA , RA 和 SA 可以由
CSE 提供, 也可以由我们使用 IDL 语言定义 RA 和
SA 的类型和服务接口, 经预编译生成 RA 和 SA 的 C
+ + 定义, 开发出所要的 RA 和 SA。只要给出参数,
RA 和 SA 就能组织起有效的消息传递。以用户请求
为 AA, 调用相应的 RA, 也就实现了对 RA 所代理的
SA 的访问。当地 Agent 接收请求后, 根据消息的参数
访问当地数据库。
6　结论
























据库 ( DICT _ DB)、规则前件数据库 ( RULE_ PRE_
















IF　< 前提> 　THEN　< 结论> 　K









其结构为: BASIC_ DB( Fact _ ID, U sed)　它用来
存放一些输入的原始事实、中间结果及最后结果的工
作区。其中: F act_ ID 是事实 Fact 的编码。Used 用来
表示该事实是否已被使用。本库以 Fact_ ID 建立索
引。
3. 3　字典数据库
字典数据库的结构为: D ICT _ DB( Fact_ ID, Fact,
T r ans, Pr ompt, Known)　它用来存放规则库中的前
提条件和结论及其编码, 我们统称为规则元。
其中: F act_ ID 是对事实 Fact的编码。Fact 是用类自








库中 Fact_ ID 为关键码, 而实际应用中, 下面各
数据库我们都将建立多个索引以便推理使用。
则规则的一般形式为: IF Fact_ ID1 & Fact_ ID2
& . . . Fact_ IDm T HEN Fact_ IDn
3. 4　规则前件数据库
规则前件数据库的结构为: RULE_ PRE_ DB
( Rule_ Name Fact_ ID Active)　该库用来存放各条规
则对应的前提条件。
其中: Rule_ Name 为规则名。Fact_ ID 为Rule_ Name




规则后件数据库的结构为: RULE_ ACT _ DB
( Rule_ Name Fact_ ID Num Num 2 CF Activ e)　该库
用来存放各条规则的结果。
其中: Rule_ Name 为规则名。Fact_ ID 为Rule_ Name
规则的结果。Num 表示其前提条件的个数。Num 2 为
Num 字段的辅助值。CF 为推出 Fact _ ID的可信度。
Act ive 表明本规则是否已经激活, 以避免规则的重复
激活, 从而提高推理效率。
通过 Fact _ ID 与 DICT _ DB 中的数据、RULE_
PRE_ DB 中的前提条件关联起来, 同时又可通过
Rule_ Name 与 RULE_ PRE_ DB 建立起关联。
3. 6　解释数据库
解释数据库的结构为: EX_ DB( Fact_ ID)　它存
放推理的中间结果及最后结果。
3. 7　规则的关联及推理
我们从 RULE_ PRE_ DB 中以 Fact_ ID 为主关键
字, 通过 Rule_ Name 字段可推导出与某个条件关联
的规则与结论, 当且仅当该事实成立时, 其相应的规
则方能成立; 而在规则 RULE_ ACT _ DB 中以 Fact_
ID 为主关键字, 通过 Rule_ Name 字段可推理出某结
论成立的前提条件。这两个数据库均与 DICT _ DB 相






真, 过滤条件为真及结论为真的元组(或记录) , 根据
索引技术, 将条件都成立的规则推导出其相应的结
论,将结论标注为真(即将 Know n 和 Activ e赋值为逻




Relation( {DB} + , F ield) : 在数据库{DB} + 之间
以关键字段 F ield 建立关联。
Value ( DB, F ield) : 返回数据库 DB 中当前记录
Field 字段的值。
Set( DB, Field, Value ) : 置数据库 DB 当前记录
Field 字段的值为 Value。
Filter ( DB, Cond) : 在数据库 DB 中以 Cond 条件
建立过滤。
Add( DB, Reco rd) : 把非空记录加到数据库 DB
中。
Eof ( DB) : 数据库 DB 的当前记录指针是否指向
文件末。
GoTop( DB) : 将数据库 DB 的当前记录指针移到
第一条记录。
其正向推理过程描述如下:
1. 在系统进行推理之前, 将各库中的所有 Used、
Known 或 Act ive 字段的值置为 . F . ; 将所有 Num2 字
段的值置为相对应的 Num 字段的值; 并将 BASIC_
DB 中 Fact_ ID 字段的所有数据加入到 EX _ DB 中。转
2。
2. Rela tion ( BASIC_ DB, DICT _ DB, RULE_
PRE_ DB, Fact_ ID ) , Relation ( RULE_ PRE_ DB,
RULE_ ACT _ DB, Rule_ Name)。转 3。
3. F ilter ( BASIC_ DB, Used) , Filt er ( DICT _ DB,
Known ) , Filter ( RULE_ PRE_ DB, Activ e ) , F ilter
( RULE_ ACT _ DB, Activ e)。转 4。
4. GoT op ( BASIC_ DB) , 若 Eof ( BASIC_ DB) 为
真,则推理结束,否则转 5。
5. 若 Eof ( RULE_ PRE_ DB)为真, 则转 8, 否则转
6。
6. 若 Value ( RULE_ ACT _ DB, Rule _ Name ) =
Value ( RULE_ PRE_ DB, Rule_ Nam e) , 则如下, 否则
转 7。
若 Value( RULE_ ACT _ DB, Num2) = 1,
则: Add( BASIC_ DB, ( Value ( RULE_ ACT _ DB,
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Fact_ ID) , . F . ) ) ,
Add ( EP _ DB, ( Value ( RULE_ ACT _ DB,
Fact_ ID) ) ,
Set ( RULE_ ACT _ DB, Active, . T . ) ;
否则: Set ( RU LE_ ACT _ DB, Num 2, Num2- 1) ,
skip。
转 6。
7. Set( RULE_ PRE_ DB, Act ive , . T . )。转 5。
8. Set( BASICS_ DB, Used, . T . )。转 4。
B.反向推理过程:
其控制策略是先提出假设, 通过 Rule_ Name 字













典中的相应 Know n 标志位, 这里我们用< I> 表示第
< I> 步推理步骤, 然后通过关联标识规则前件中的





下面表中的< I> 表明其推理的步骤(其中第< 0
> 步表示原始事实,第< I> 步由第< I- 1> 步推出,









































































































RU LE_ ACT_ DB
RULE_
NA ME
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