This paper presents a multi purpose visual programming environment called SCIL-VP. In SCIL-VP programs are specified as data flow graphs consisting of arbitrary functions operating on arbitrary data objects. The environment enables a mixture of visual and textual programming. The visual programming interface is generated at runtime from information in a command description file. As a consequence the library of functions is easy to extend, even by laymen. The data objects are also extensible but this requires elementary programming skills. The setup of extensibility makes the environment independent of an application domain. It also opens the way to the combination of different application domains.
Introduction
The use of computers through specialized software packages is increasing rapidly to such a degree that a typical end-user is no longer able to make the step to programming a computer.
Programming a computer in a conventional programming language, i.e. a textual one, requires a precise sense for logic which may not suit every end-user.
Visual programming may help to bridge the gap by making programming easier. Experienced programmers may also benefit from the advantages visual programming has over conventional textual 'programming. It enables them to concentrate more on solving the problem and less on writing the program.
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Essentially different from visual programming is program visualization where the program is specified in a conventional, textual manner and the visual representation is used to illustrate some aspect of the program e.g. the algorithm, the data structures or the dynamic behavior of the program [4] [5] [6] [7] [8] [9] . These approaches are not considered here as they require the program to be specified in an textual language and thus would not help the end-user in mastering the machine.
Visual programming languages have many advantages over textual programming languages [1, 2, 10-12]. Their two-dimensional layout and use of icons seem to be closer to the human way of thinking [13] . This then simplifies the translation of the representation used in the mind while thinking about a problem to the representation used in programming a problem. The shorter translation distance makes visual languages easier to comprehend, learn, use, and remember. The use of pictorial elements is important because frequently pictures convey more meaning than text: a single picture is often worth more than a thousand words (the converse may also be true). Furthermore, the combination of a twodimensional layout and the use of animation visualizes the execution of a program to help in debugging and program optimahzation.
Finally, the two-dimensional layout facilitates the detection of potential concurrency in a program for parallel computation.
A disadvantage of visual programming is the large space it requires on the screen to create a program. This can be solved only partially through the use of scrolhng and/or various abstraction mechanisms such as a hierarchical structure in the program. This problem is most obvious in the general purpose visual programming languages [14-22], the visual languages used as an interface to a textual programming language [23-25] and the concurrent visual programming languages [26-28]. They all use low level basic elements, functions and data objects, to develop programs. Although these languages can be used in different application domains, the low level basic elements often make it be too cumbersome to write a non-trivial program, especially for laymen. Combining the visual language with a textual language [29-32] reduces the space problem and allows for the use of textual programming in those part of a problem that are hard or impossible to solve using the visual language. However, textual languages require more programming skills and do not have the advantages of the visual languages so they can not assist the laymen. They are only of interest to an expert because experts like to have an escape possibility from the particular language they are using.
Other visual programming environments use high level basic elements to allow for the development of small, yet powerful, programs. These environments are used in database processing [33] [34] [35] [36] [37] It is felt that visual programming is not generally accepted because the approaches mentioned above all have serious drawbacks: writing a program in a general purpose visual programming language is too cumbersome and using specialized visual programming environments limits the use to a small application domain. Combining the approaches could be a solution. The visual programming environment presented here adheres to the concept of high level basic elements in the construction of programs since they are essential for end-users. To avoid being trapped in a small application domain the environment was made easily extensible for new basic elements. To give the expert his escape possibility the combination with a textual language is also provided for. The KHOROS system [51, 52] uses a similar approach but requires the basic elements to be developed especially for the environment. This makes it more difficult to add existing software libraries to the environment, Section 2 gives an overview of the SCIL environment upon which the presented visual programming environment was build. The concept of SCIL-VP is described in section 3. Some implementational aspects are described in section 4. Section 5 shows the development of a sample program.
Section 6 concludes with a discussion of the presented environment.
The SCIIJ environment
The idea for SCIL-VP originated in the SCIIL environment [53, 54] . SCIL is a multi-layer software development environment based on a C interpreter.
It gives the user easy access to functions of a software library on multiple levels. At the first level, functions from a library can be called from within the interpreter by typing ordinary C-function calls and pressing the return key. Functions can also be executed through a command expander. At this level the user can abbreviate function names, disregard the proper C-syntax, ask for parameters and rely on a mechanism that supplies default values for parameters that were left out. After the user presses the return key, the command is expanded into a legzd C-statement and executed. At the third level functions can be picked from a menu, resulting in a dialogue box. The user can alter the parameters of the function in this dialogue box and execute the function by pressing the Do-It button.
All levels can be used simultaneously.
The user interface is built at start-up from a command description file consisting of a menu tree and a description of every function with its arguments. All levels use the command description file to access the functions of a library, thus by adding a description of a function to this file the function can be used at each level.
The various levels of the SCIL environment offer an increasing level of support for inexperienced users but at the highest level the programming possibilities of the C interpreter level disappear.
Combining ease of use and programmability in some way would allow inexperienced users to create non-trivial programs quickly by using the high level functions from a library. This observation led to the development of the presented visual programming environment.
This new layer has both a high level of support for an inexperienced user and has programming capabilities.
Design of SCIL-VP
The intent of SCIL-VP is to create small, yet powerful programs by combining high level functions from a user specified library from one or more application domains. This intent implies that the visual language must be able to express an operation on data clearly. The language is not to bean algorithmic language because these kinds of languages require 'the inexperienced user to focus too much on the process of programming. This can lead to what is termed "analysis paralysis" The only restriction imposed upon the functions by SCIL-VP is that they must be C-callable functions.
For most systems this does not necessarily imply that the functions are written in C. There should be no restrictions to possibilities of a function for user interaction: it should have normal access to the standard input/output of a terminal and to the window system. The use of arbitrary functions requires the support of arbitrary data objects. Therefor, the environment is designed such that it is extensible in its data objects. To accomplish this the environment makes use of only a limited number of functions in the communication with the data objects. A data object should be able to represent anything as long as it can be accessed through (a reference to) an object. There should be no restriction to the complexity of an object.
A visual and hierarchical overview of the functions is to be provided by the library handler. This overview should reflect the ordering of the functions in groups and subgroups.
As always the (sub) groups and the functions are represented by icons.
The user should be able to use multiple worksheets in the development of a visual program. These worksheets should also be able to reflect the hierarchical structure of a program. Upon completion of the development of a visual program it should be possible to execute the program without the visual programming environment.
Implementation
SCIL-VP wax written in C and developed on Sun workstations using the X-window system.
Functions
The application independency of the SCIL-VP environment is largely due to the command description file. In this file the user can speci~a menu tree with functions. The menu tree can be specified by naming a menu together with its parent. For example, the line " $Manipulation $Image" means that the menu Manipulation is a submenu of the Image menu (the dollar sign stands for menu). The functions from the user-specified library (or libraries), which make up the functionaUty of the SCIL-VP system, are also described in this file.
The description of each function consists of the following items:
func The name of the function.
(submenu
The (subgroup the function is associated with.
bitmap The icon of the function, This is the name of the file with a bitmap of the icon of arbitrary dimensions.
The file is created with a standard X bitmap editors. If no file is specified an icon will be created showing the name of the function as a text string.
ret-val
The type of the data object that is the return value of the function. This item does not have to be specified if the return value is to be ignored.
a.rgs The list of parameters of the function.
The description of each parameter consists of the following items:
data.type
The data object type of the parameter, e.g. integer, string.
par-type
The type of the parameter. Four types of parameters exist: input, output, input/output and control parameters. The command description file is a plain ASCII file that can be altered by any text editor. Altering the command description file does not enforce recompilation of the program because the file is read during the SCIL-VP environment startup.
Data objects
The data objects represent the entities on which the library of functions is operating.
In an image processing library, for example, these entities are images. A data object is (a reference to) a data structure. This structure must contain all data relevant to an entity but can be of arbitrary complexity. An image object, for example, does not only contain the image data but also other information like the name of the image, its sizes, its type, a reference to the window it is displayed in, etc.
Four types of data objects are defined in the current version of SCIL-VP: integers, doubles, strings and images. The environment makes use of only three C-functions in its communication with the data objects. These functions are to create, copy and destroy a data object. A new type of data object can be defined by providing these 3 functions for the specific type as a C-program. By taking the C-code of the functions of an existing type of data objects as an example, it is considered not to be too difficult to add new types.
Beside these three functions two more functions can be added to generate or monitor a data object, but these functions are not compulsory. These functions can be used to start and end a data flow graph.
Library handler
The library handler (see figure 3) gives a hierarchical overview of the functions known to the environment. Groups are distinguished from functions by their thick border. At the top of the window the path to the current group (huge in figure 3 ) is shown. In the remainder of the window the subgroups and functions of the current group are shown. The user can move to another group by selecting its icon in the path to the current group or by selecting its icon in the current group. A function can be selected from the library by clicking its icon (convert in figure 3 ). 
Worksheets

The worksheet editor
In the editor the user can select objects (functions, connections, pins and comments) by pointing at them and pressing the left mouse button. When an input pin and output pin are selected they are connected by a straight, thick line. The straight line is used to avoid screen clut- terin~. An attempt to make a connection results in an er;or when the ;elected pins have incompatible data types. An output pin can be connected to many different input pins, but only one connection is allowed on an input pin.
The editor also has a series of special edit commands. These comments (and the function names below the icons) can be made invisible by a system option.
C-icon Add a C-icon to the worksheet as described in section 4.4.3.
Execution
Once the program has been composed it can be executed by pressing the start button. The function under execution is highlighted so the user can follow the execution. Optionally the executed function is positioned at the center of the visible part of the workspace. The execution can be done in a continuous mode or in step mode. This mode can be changed during execution. The execution stops if there are no more functions to be executed, if there is a loop in the program, or if the user presses the stop button. Once the program has halted the worksheet returns to the edit mode. The execution of the program can be continued later if the program has not been altered in the mean time.
Combining with C-code
The visual language can be combined with the textual language C by means of the C-icon. This icon can be used as a normal function in the data flow program.
Once the C-icon is reached, the associated C-code associated is executed, The C-icon is manipulated by clicking the right mouse button on the function. This will pop up a menu that allows the user to add pins, destroy pins, and change the C-code of the function.
The C-code may contain variable declarations and Cstatements. The data of the input and output pins is available through predefine variables, e.g. INPUT1 contains the data of the first input pin.
Once a visual program has been developed and working correctly it can be saved as an ordinary C-program. This allows the user to execute the program without the SCIL-VP environment.
Sample session
This section describes the development of a sample program. The program shows how an image with nonuniform illumination can be segmented with global thresholding.
The meaning of the program may not be entirely clear but that does not matter at this point. First the image must be loaded so the readfile function is selected from the library and placed on the worksheet. The wadfile function has a control parameter that specifies the file to be read. Selecting the square button above the icon generates a dialogue box that can be used to alter the control parameter (figure 5). To see the image a monitor can be connected to the readjile function. When a part of the program is working correctly it does not have to be executed over and over again during the development of the rest of the program. This can be avoided by placing a data safe on the connection between the working part and the rest of the program. This data safe will keep the data cm the connection valid. For example, placing a data safe on the connection between shading. correction and isodata-threshold, and starting the execution at isodata-threshold will pre-vent shading. correction from being executed over and over again. It also opens the way to combining the functionality of various application domains. 
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