Abstract: Key agreement between two constrained Internet of Things (IoT) devices that have not met each other is an essential feature to provide in order to establish trust among its users. Physical Unclonable Functions (PUFs) on a device represent a low cost primitive exploiting the unique random patterns in the device and have been already applied in a multitude of applications for secure key generation and key agreement in order to avoid an attacker to take over the identity of a tampered device, whose key material has been extracted. This paper shows that the key agreement scheme of a recently proposed PUF based protocol, presented by Chatterjee et al., for Internet of Things (IoT) is vulnerable for man-in-the-middle, impersonation, and replay attacks in the Yao-Dolev security model. We propose an alternative scheme, which is able to solve these issues and can provide in addition a more efficient key agreement and subsequently a communication phase between two IoT devices connected to the same authentication server. The scheme also offers identity based authentication and repudiation, when only using elliptic curve multiplications and additions, instead of the compute intensive pairing operations.
Introduction
Internet of Things (IoT) is experiencing worldwide growth. Not only classical computing and communication devices are connected, but also a whole range of other gadgets that are used in our daily life, such as thermostats, light switches, door locks, refrigerators, etc. Typically, these devices are characterised by a very small amount of memory and computational power. The communication between these devices over the Internet and on local networks needs to be secured to gain trust and acceptance and to avoid direct physical harm to humans, even loss of life. By secure communication, we mainly consider the security features of confidentiality, integrity of the transmitted messages, and authentication of the sending and receiving devices [1] .
In 2001, Physical Unclonable Functions (PUFs) have been introduced as an interesting cryptographic primitive [2] and can be seen as the hardware equivalent of a one-way function. A silicon PUF is a physical entity embodied in a physical structure that is easy to fabricate but practically infeasible to clone, duplicate or predict, even if the exact manufacturing process is produced again. Instead of using a private key that is linked to the device identity, the authentication of PUFs is based on the usage of so-called challenge-response pairs. The electrical stimulus, called the challenge, is applied to the physical structure in order to react, called the response, in an unpredictable manner due to the complex interaction of the stimulus with the physical micro-structure of the device, which is dependent on physical factors introduced during the manufacturing process in an unpredictable and uncloneable manner. PUFs have relatively low hardware overhead and are thus very interesting in an IoT context. PUFs on devices have been already applied for device identification and authentication, binding hardware to software platforms, secure key storage, keyless secure communication, etc. Figure 1 illustrates the usage of PUFs for device identification as they can be seen as the unique fingerprint of the device. A protocol is called a PUF based protocol when at least one of the entities is able to construct PUF challenges and responses, which are used in the rest of the protocol. We assume for our construction the existence of a PUF mechanism in the devices.
In [3] , Chatterjee et al. proposed a PUF based protocol for secure communication among two IoT devices that are connected to the same server, where the server has securely stored a list of challenge-response pairs for each device. The scheme consists of a PUF based key agreement protocol and a secure communication protocol. The PUF is used to generate the public key of each device in the key agreement protocol. Unfortunately, we show that their protocol is not resistant to man-in-the-middle, impersonation, and replay attacks. In addition, we present an alternative PUF based protocol for the key agreement phase, which is even more efficient. Also for the secure communication phase, we show that there are more efficient solutions in the literature as the proposed one. Similar to [3] , for the initialization phase, a large amount of challenges and responses is stored on the server side and used during the key agreement phase to construct a public key, certified by the authentication server.
Related Work
We here focus the related work on the key agreement protocols in IoT as this is the part where PUFs are involved. For the secure communication phase, we can refer to the multiple identity based signcryption schemes [4, 5] in literature, which are cryptographic primitives in which both signature generation and encryption are performed in one single phase.
Two main categories of key agreement schemes in IoT can be distinguished, being key agreement from device to server and key agreement between two different devices. Note that we do not get involved in the discussion of IoT devices with user access, where two-factor and three-factor authentication is possible. We refer to the survey of [6] for these types of schemes and [7] for an anonymous symmetric key based key agreement protocol. The most important trends and schemes in each of these categories are now discussed.
Key Agreement from IoT Device to Server
For the first category of key agreement schemes, for simplicity, we assume that both device and server are registered with the same trusted third party (TTP). If not, the negotiation is further dealt on the level of the TTPs. In the registration phase, there are two possible types of key material to be shared at the device side in order to guarantee that the identity of the device is linked with the claimed key material. The first type is through classical identity based public key cryptography. This can be arranged using different types of key establishment schemes, being the typical identity based schemes [8] , certificateless [9] and certificate based schemes [10] . The identity based key establishment schemes require the usage of computationally intensive pairing operations and have inherent key escrow. Moreover, the schemes are vulnerable for a curious and honest TTP, which is a TTP that is honest in the sense that it performs all the required steps but is curious in retrieving the data for own purposes (e.g., selling to third parties). Both the key escrow problem and the vulnerability for a curious and honest TTP can be avoided in the other two types of key establishment schemes since the resulting private key is generated there by means of secret information coming both from the device and the TTP. The main difference between certificateless and certificate based schemes is that, in the first one, a secure channel is required for sharing the secret information of the device. Consequently, the certificate based key establishment schemes offer the most interesting features and the Elliptic Curve Qu-VanStone (ECQV) [11] certificates mechanism is considered as the most efficient one as it is based on Elliptic Curve Cryptography (ECC). In the ECQV scheme, the public key of the user is generated by means of the identity of the user and the certificate generated by the TTP. Consequently, instead of sharing the public key and identity of the user, it is sufficient to share the certificate and the identity of the user. Any other party, knowing the public key of the TTP, is then able to generate the public key of the user. Note that our proposed key agreement scheme is based on this principle. A key agreement mechanisms based on the ECQV scheme has been proposed in [12] . In [12] , Porambage et al. have proposed a key agreement protocol between sensor and server using the ECQV principle to be applied in the context of wireless sensor networks in distributed IoT applications.
The second type of key material, which can be used in these key agreement protocols, are the PUF based challenges and responses. The main advantage with PUF based key material is that the attacker cannot take over the identity of a tampered device, whose key material has been extracted. There exist multiple PUF based key agreement protocols for device to server in literature. In [13] , twenty-one server-device/token key agreement protocols have been classified with respect to the features, device authenticity, server authenticity, device privacy, leakage resilience, number of authentications, resistance to noise, modelling resistance, denial of service (DoS) prevention, and scalability. It has been shown that only a very limited number is able to satisfy these features in a reasonable level. The main problems were vulnerability for DoS attacks, replay attacks, impersonation attacks, and synchronization problems. In the lightweight category of proposals are the Slender PUF, [14] noise bifurcation [15] and PUF lockdown protocol [16] retained, while in the non-lightweight category only Reference protocol II-A [13] and the protocol proposed by Sadegi et al. [17] . The main difference between these protocols [13] [14] [15] [16] [17] and our PUF based protocol is that these protocols take noisiness of the PUF into account, while our protocol considers the usage of a strong and controlled PUF. Moreover, Refs. [14, 15] also take countermeasures to offer resistance against machine learning attacks, although they cannot be completely excluded [13] . The proposed protocol in [16] prevents an attacker from querying a token for CRPs that have not yet been disclosed during a prior protocol run. The main weakness of [17] is that it does not scale well, as the server needs to exhaustively evaluate a pseudo random function for each registered token. Another method for key agreement with the usage of PUFs is described in [18] . Here, the private key of the device is securely stored using a PUF construction. During the first communication message, the certificate issued by the manufacturer needs to be included. This approach is interesting, but strongly relies on the trustworthiness of the manufacturer, which is in many cases not verifiable by the device. In [19] , the concept has been explained of how PUFs in combination with Blockchains are able to establish authentication for IoT devices. Although the idea is promising, the impact of Blockchains on the performance of IoT devices is not fully clear for the moment.
Key Agreement between Two IoT Devices
For the key agreement between two IoT devices, e.g., in the case of sensor nodes in automobiles, smart home and smart cities, we assume that both devices are registered with the same TTP. During the key agreement process, the TTP can be involved or not. In the case when the TTP is not involved, the most efficient identity based authentication and key agreement protocol proposed in literature can be found in [20] , which only requires two phases and is also based on the ECQV key establishment protocol. We also mention in this context the standard key agreement scheme in IoT, called the Datagram Transport Layer Security (DTLS) protocol [21] with raw public keys, which has as a main difference the usage of less efficient certificates. In [22] , the authors have replaced in the DTLS protocol these more compute intensive certificates by the ECQV certificates and evaluated the impact of it on the DTLS protocol.
However, without involvement of the TTP, a revoked device cannot be detected by the other party, without storage of a revocation list, which is very memory demanding and not advisable in a constrained IoT device. Therefore, it makes sense to also consider key agreement protocols with an active involvement of the TTP. Such protocol using classical public key cryptography mechanisms is evident, assuming that the TTP stores the list of valid identities and corresponding public keys of the participating IoT devices. Note that this scheme will be used as a benchmark to also compare the efficiency of our proposed scheme (see Figure 5 ).
For the PUF based key agreement protocols between two IoT nodes with the aid of a common server (taking the role of TTP), who has stored the challenge-response pairs of the PUFs from the different nodes, Chatterjee et al. recently proposed a protocol in [3] . The public keys of the devices are generated using the PUF results, followed by an identity based encryption mechanism for the actual secure communication. We show in this paper several weaknesses of this PUF based key agreement protocol and present a corresponding solution.
Preliminaries

System Architecture
For an easier comparison and replacement of a solution, we consider similar architecture and protocol phases as in [3] .
Consequently, the scheme consists of an enrolment phase, authentication and key sharing phase, and a final secure communication phase.
•
In the enrolment phase, each IoT node shares through a secure channel challenge-response pairs with a server, which is considered as a trusted and authenticated party.
In the authentication and key sharing phase, two nodes supervised by the same server are able to generate a private and public key pair. The public key of the one node is shared with the other with the help of the server to guarantee the authenticity. Note that we here also consider this simplified setting. In [3] , details are given on how to deal with the situation where two nodes are registered with a different server.
• Finally, the secure communication phase allows both nodes to start a secure communication.
Cryptographic Operations
We first briefly explain the two most important building blocks to be used in the scheme. Next, some other required operations are shortly mentioned.
PUFs
There are two types of PUFs: strong and weak. The difference is related to the number of responses that can be generated. A strong PUF is able to generate a large amount of challenge-response pairs, while, for a weak PUF, the number is limited, often to one.
The practical realisation of a strong PUF is challenging. PUFs also have problems for stabilising the noise when generating the responses. In order to solve this issue, error correcting codes and assisting computed helper data are required. A good construction of both is essential to avoid leakage of information and resistance against fault and reliability attacks. Recently, [23] proposes the construction of PUF-FSM, a controlled strong PUF without the need for error correcting codes and helper data by only using the error-free responses, which are fed in a finite state machine. We do not focus on the design of a PUF in this paper, but assume the usage of this type of PUF-FSM in our protocol. Thus, we are able to generate a large amount of challenges and responses in a controlled way. Note that also in [3] a PUF with these features is required. In contrast, they designed their own PUF, even without error correction codes and helper data, assuming the absence of noise, which is not a realistic assumption. When using the PUF-FSM, we can assume that the PUF evaluation behaves as a random oracle.
Public Key Related Operations
The public key related operations in our proposed scheme rely on ECC [24] , offering more lightweight public key cryptographic operations than the classical discrete logarithms or RSA based systems. For example, 1024-bit RSA corresponds with a 160-bit ECC scheme from a security point of view.
Let us denote the elliptic curve (EC) E p(a,b) to be used in our scheme by y 2 = x 3 + ax + b with a and b two constants in F p and ∆ = 4a 3 + 27b 2 = 0. In [25, 26] , standardized curve parameters are described for p between 113 and 571 bits. The base point generator P of E p(a,b) is of prime order q. All points on E p(a,b) , together with the infinite point form an additive group.There are two elementary operations related to ECC resulting in another point of the EC, the EC multiplication R = rP with r ∈ F q and the EC addition R 1 + R 2 . ECC relies on two computational hard problems.
•
The Elliptic Curve Discrete Logarithm Problem (ECDLP). This problem states that, given two EC points R and Q of E p(a,b) ), it is computationally hard for any polynomial-time bounded algorithm to determine a parameter x ∈ F * q , such that Q = xR.
•
The Elliptic Curve Diffie-Hellman Problem (ECDHP). Given two EC points R = xP, Q = yP with two unknown parameters x, y ∈ F * q and P, the base point generator of the defined EC, it is computationally hard for any polynomial-time bounded algorithm to determine the EC point xyP.
Other Operations
Furthermore, we denote the operation H as the one-way cryptographic hash function (e.g., SHA2 or SHA3) that results in a number of F q . The concatenation of two messages M 1 and M 2 is denoted by M 1 M 2 .
We assume that these functions, the EC parameters together with the EC operations, and a reliable and secure PUF are implemented in each node participating the scheme. The server has also implemented all these parameters and functions, except the PUF.
Security Attacks on the System of Chatterjee et al.
We start with a short description of the enrolment phase and the authentication and key sharing phase in [3] . Next, we explain the different attacks in more detail and the main lessons to be learned.
Enrolment Phase
In the enrolment phase of the IoT device with the server, the server sends a set of k challenges to the device. Each challenge is passed through the PUF mechanism of the IoT device in order to obtain the corresponding response. The k resulting responses are sent to the server using a secure channel. The server is responsible for the secure storage of these k challenge-response pairs for each IoT device. Figure 2 describes the main steps to be performed by the IoT nodes 1 and 2 and the server. In short, the following steps are executed.
Description of the Authentication and Key Sharing Phase
• Node 1 sends a request to the server that it wants to communicate with Node 2.
•
The server randomly selects two challenges C 1 , C 2 related to Node 1 and two challenges C 3 , C 4 related to Node 2 from its database. Next, it calculates the values ∆ 1 , ∆ 2 by hashing the corresponding responses R 1 , R 2 and R 3 , R 4 , respectively, with the timestamp TS. Next, this TS is hidden for outsiders by xoring it with the concatenation of the responses of Node 1 and Node 2 in order to obtain TS 1 and TS 2 , respectively. Finally, the Server sends C 1 , C 2 , TS 1 to Node 1 and C 3 , C 4 , TS 2 to Node 2.
• Upon arrival of these messages, Node 1 and Node 2 perform similar actions in the rest of the protocol. Let us explain the steps of Node 1. First, it derives TS from TS 1 after evaluating the PUF of C 1 and C 2 . Next, it computes ID 1 by hashing the responses of the challenge with the obtained TS. Then, it calculates P 1 , which is the hash of the xor of the two challenges and results in an ECC point. Based on a randomly chosen value t ∈ F q , the public key P 1PUB is computed as the EC multiplication of t with P 1 . The corresponding private key P 1PRV equals t · ID 1 , which is transferred to an EC point. Next, a hash function of the xor of the different obtained values is computed to guarantee the integrity, resulting in d 1 . The message containing ID 1 , P 1 , K 1PUB , d 1 is sent to the server.
The server first authenticates Node 1 by checking the equality of ID 1 with the previously computed value ∆ 1 and the correctness of d 1 . If so, the received public key K 2PUB of Node 2, together with ID 2 and P 2 , is sent to Node 1. A hash function on the xor of these values, together with the responses R 1 , R 2 , is sent to Node 1. 
Security Attacks
We consider the Dolev-Yao attack model [27] . Here, the attacker is able to eavesdrop on the traffic, inject new messages, replay and change messages, or spoof other identities. Consequently, the attack is only limited by the constraints of the cryptographic methods used. We may assume that the attacker carries the message. The main goal is to obtain illegitimate data access.
To be more in practice, eavesdropping, intercepting and modifying data are activities that can be launched at any point that the traffic passes from the IoT device to the authentication server. Some examples of how this can happen are as follows:
• In a local network:
Anyone who is connected to the same Wi-Fi is able to read the traffic. -If the router (or some other part of the network) is hacked, the hacker can read and modify the traffic.
-
The person that legitimately controls the network, e.g., the responsibility of the authentication server can read and modify the traffic without even having to hack anything.
• Over the internet:
The Internet Service Provider (ISP) is able to read and modify all the traffic, since it controls the hardware it passes through. The traffic can also go through other networks owned by unknown companies, eventually of different countries, and those can also read and modify the traffic as well. -When a nation state hands over a court to one of these companies passing the traffic, it can also read and modify the data (e.g., NSA).
We have discovered two man-in-the middle attacks, an impersonation attack with a malicious insider node, a replay attack, and weaknesses related to DoS attacks for the scheme of [3] . We now discuss these attacks more in detail.
Man-in-the-Middle Attack
There are two different man-in-the-middle attacks distinguished. One attack happens in the beginning of the protocol and the other at the end.
The first one is very trivial and related to the fact that in the request, Node 1 submits both the names of Node 1 and Node 2 in cleartext. In addition, the server sends to Node 2 the name of Node 1 in cleartext. In the rest of the protocol, these names are never linked with the resulting obtained values (challenges, responses, timestamp, etc.), both from the side of Node 1 and Node 2. As a consequence, Node 1 is not guaranteed to receive the security parameters of Node 2 and Node 2 is not guaranteed to communicate with Node 1 during the last step of the key agreement scheme, as an attacker can change the names of these nodes while intercepting the messages without being noticed by the nodes. As a result, during the secure communication scheme, it is not guaranteed that Node 1 is using the credentials belonging to Node 2 and vice versa.
In the second attack, the attacker changes the values ID 2 , P 2 , P 2PUB in the last step of the key agreement to Node 1 and leaves d 3 unchanged. Consequently, the attacker should find ID * 2 , P * 2 , P *
2PUB
for which P * 2PUB ⊕ P * 2 ⊕ ID * 2 = P 2PUB ⊕ P 2 ⊕ ID 2 . In order to find such a tuple, it first chooses a random value s * ∈ F q and a random point P * 2 of the EC. Next, it computes P * 2PUB = s * P * 2 . Then, it chooses ID * 2 such that it satisfies the following equality:
As a consequence, the attacker has computed a valid private and public key to be used in the communication protocol, without being noticed by Node 1 since the resulting hash value d 3 is left unchanged. A similar process can be performed in the communication to Node 2 by changing the values ID 1 , P 1 , P 1PUB and leaving d 4 unchanged.
Impersonation Attack with Malicious Insider Node
In [3] , it has been proven that the protocol was able to withstand impersonation attacks in the case of malicious nodes. Moreover, it was claimed that a small list of challenge-response pairs per node was required as they could not be reused.
Unfortunately, we show that this is not the case since Node 1 can easily retrieve the responses R 3 , R 4 from the transmitted message of the server to Node 2. This follows from the fact that TS is the same in TS 1 and TS 2 . Similarly, Node 2 can retrieve the responses R 1 , R 2 from TS 1 . As a consequence, in case the server reuses the same challenges in a communication request with another entity, the malicious node can use the responses to impersonate that node. Even stronger, at this point on, the malicious node is able to impersonate the server and to send a communication request from a fake entity.
Replay Attack
Although a timestamp is involved in the first steps of the protocol and embedded in the identities of the node, the validity of the timestamp cannot be verified by the nodes in the last phase. Consequently, if the same pair of challenges is reused twice, the credentials of another entity ID * i , P * i , K * iPUB can easily replace the ones of the original message, without being notified by the node.
Denial of Service Attack
For launching DoS attacks, first an open port should be found and then lots of traffic needs to be sent. The scheme is extremely weak with respect to this type of attack in particular at the side of the nodes. This attack can lead to serious energy depletion at the nodes.
For instance, an attacker can send a massive amount of requests with challenges immediately to the nodes. Help can be found by other hackers or infected zombies, which leads to a distributed Denial of Service (DDoS) attack. Upon arrival of these messages, the node needs to compute each time a computational intensive EC multiplication and two hash-to-point operations. Only when receiving the resulting parameters of these operations by the server, contradictions will be noticed. The key factor for success is the scale of the attack, being the amount of requests, multiplied by the complexity of the requests. The main problem here in the design is that the nodes are unable to check the validity of the message containing the challenges using less compute intensive operations.
Conclusion of the Security Attacks
The main lessons learned from the detected security attacks on the protocol are the following:
1. The node identity used in the initial request should be utilised throughout the whole protocol. 2. The timestamp should be verifiable by all entities in each step of the protocol up to the end. 3. The integrity and authentication of the message should be checked at each single step in the protocol. 4. The responses should only be sent under a hash value in order not to leak information on them and to allow reusability of the challenge-response pairs.
Proposed Solution
We assume the same enrolment phase as in [3] . We propose a new version for both the authentication and key agreement phase and the secure communication phase.
Authentication and Key Agreement Phase
Due to the symmetry of the protocol, it suffices to explain the steps from the side of Node 1 after the second step. Figure 3 illustrates the complete overview of the different steps.
• To start the key agreement phase, Node 1 shares with the server the identities ID 1 , ID 2 of Nodes 1 and 2, respectively, together with the current timestamp TS. Node 1 opens a new session and stores the three parameters ID 1 , ID 2 , TS in it.
• Upon arrival of the request, the server checks its database for the existence of ID 1 and ID 2 . If so, it then selects two pairs (C 1 , R 1 ), (C 2 , R 2 ) of Node 1 and two pairs (C 3 , R 3 ), (C 4 , R 4 ) of Node 2 from its database. Based on this information, it computes both
In addition, a hash value to ensure the integrity and authentication of the server needs to be included. This value for Nodes 1 and 2, respectively, is computed as follows:
The message C 1 , C 2 , h 11 is sent to Node 1 and ID 1 , TS, C 3 , C 4 , h 12 is sent to Node 2. The server opens a new session in which the parameters ID 1 , ID 2 , R 1 , R 2 , R 3 , R 4 , TS are stored.
• Upon arrival of the message, Node 1 first checks if the message consists of three parameters of the expected length. If so, it opens the stored session and retrieves the parameters ID 1 , ID 2 , TS. Then, Node 1 computes R 1 for C 1 in order to derive C 2 . This allows for verifying h 11 . If correct, Node 1 also derives R 2 and randomly chooses q 1 ∈ F q to compute Q 1 = q 1 P. Next, it computes
is sent to the server and R 1 , R 2 are additionally stored in the session. Similarly, Node 2 generates the message (ID 2 , h 22 , Q 2 ) and the parameters ID 1 , ID 2 , TS, R 3 , R 4 are stored in a new session at Node 2.
• Upon arrival of messages consisting of two parameters of the expected length, the server first verifies h 21 , h 22 for the identities involved in any of the open sessions stored on the server side, where the current timestamp is in a reasonable timeframe with the corresponding stored timestamp. The verification of h 21 , h 22 ensures the integrity and authenticity of both nodes. If it is correct, it starts with the derivation of the certificates for both nodes. Therefore, it randomly chooses a variable q s ∈ F q and computes Q S = q s P. Next, the two certificates of the nodes are computed as c 1 and c 2 :
These certificates are used to compute the auxiliary information r 1 , r 2 for Node 1 and Node 2 to compute their private and public key pair, respectively. Recall that (d s , P s ) is the private-public key pair of the server, where P s is publicly published:
In addition, to guarantee the integrity of the communication, the values h 31 , h 32 are also computed:
The values r 1 , c 1 , c 2 , h 31 are sent to Node 1. The values r 2 , c 2 , c 1 , h 32 are sent to Node 2. The stored session is now closed on the server side.
• When a message of four parameters of expected length is received, Node 1 opens the stored session(s) where the current timestamp is in a reasonable timeframe with the stored timestamp. Node 1 first checks the hash value h 31 . If OK, it continues with the computation of its private key d 1 = H(c 1 TS ID 1 ID 2 )q 1 + r 1 . Its public key P 1 equals d 1 P, but also to
Consequently, given the publicly available values TS, ID 1 , ID 2 , c 1 , P S , everybody is able to compute this key. The private key is only known by the node itself. Using c 2 , Node 1 is able to compute the public key P 2 of Node 2. Note that this mechanism is based on the ECQV Implicit Certificate Scheme [11] . After a successful generation of the key material, both nodes close the stored session and open a new session storing its private and public key pair together with the public key and identity of the other node. 
Secure Communication Phase
At the beginning of this phase, both nodes possess the identity and the corresponding public key of the other entity, which is authenticated by the server. As a consequence, a signcryption scheme, which is a mechanism providing authentication and encryption in one phase, based on EC cryptography can now be applied. We propose using the currently most efficient and secure scheme available in the literature [5] . It has been proven in the random oracle model [28] that the scheme is chosen-ciphertext secure and existentially unforgeable. Figure 4 presents the different steps to be provided in the protocol.
Node 1
Node 2 
Security Evaluation
We now discuss the security features established in the proposed scheme. The focus is on the key agreement scheme, as the communication scheme corresponds with a recently published signcryption scheme [5] , whose security has been proven in [28] .
• Integrity. Integrity is obtained in every step of the protocol since every message contains a hash, which includes the other parts (or derivations of it) of the message.
•
Authentication of the Node. The nodes are authenticated if the check on the values h 21 , h 22 are correct. These hash values contain the responses on the challenges, which can only be generated by the node possessing the PUF.
• Authentication of the Server. The server is authenticated by the node in both received messages.
In the first received message by Node 1, the value h 11 , computed by the server, includes C 2 , while this value is not part of the received message. Instead, C 2 is masked by a hash value, which includes the response on the first challenge. Consequently, as only the server is aware of the challenge-response pairs, Node 1 ensures that the server has sent the message. In the second received message, the hash value h 31 is included. This hash value contains the responses on the two challenges, which is only known by the server. Due to the symmetry of the protocol, the same reasoning holds for Node 2.
Resistance against man-in-the-middle attacks. As the authenticity of the sender is verified by the receiver in each step of the protocol, resistance against man-in-the middle attacks is guaranteed.
Resistance against impersonation attacks. Even if Node 1 is malicious, it is not possible for the node to derive information on the challenge-response pairs of the other node from the messages exchanged between the server and Node 2. This follows from the fact that only hash values on the responses are included in the messages, which do not leak any information.
Resistance against replay attacks. Replay attacks are avoided, due to the usage of the timestamp, which is included in all the hashes of the different transmitted messages.
• Protection against denial of service attacks. Besides the first message, both the nodes and the server can check at each step of the key agreement scheme the integrity and authentication by verifying the hash included in the messages. Consequently, in case a massive amount of false messages flow over the network, it will be very quickly discovered.
Performance
Both the computational and communication costs are considered. We compare the efficiency of our solution with [3] , as it is the only PUF-based protocol in the literature with comparable architecture, i.e.; deriving a common secret key among two IoT devices.
Note that both protocols consist of two parts, being the key agreement phase and the secure communication phase. For the secure communication phase, the scheme of [5] is used, which has been shown to outperform the existing literature [28, 29] . With respect to the key agreement scheme, which is based on the existence of PUFs, we utilize a straightforward public key variant as benchmark. The different steps to be performed in the benchmark scheme are presented in Figure 5 . In this scheme, we assume that the authentication server stores the identity and public key of each of the registered IoT devices, instead of the challenge-response pairs. The IoT devices possess the public key P s of the central server. Denote the private-public key pairs of Node 1, Node 2, and the authentication server by (d 1 , P 1 ), (d 2 , P 2 ) and (d s , P s ), respectively. The symmetric key encryption of message M under key K to obtain the ciphertext C is denoted by C = E K (M) and the corresponding decryption operation by M = D K (C).
Node 1
Server Node 2
Choose Figure 5 . Key agreement scheme based on public key cryptography used as a benchmark.
Computational Cost
We only focus on the most compute intensive operations, being pairings (P), HashToPoint operations (HP), EC multiplications (EM), EC additions (EA), symmetric key encryptions/decryptions (S) and hashes (H). Table 1 compares the number of operations and the corresponding resulting time between our scheme and the ones of [3] for the key agreement scheme. Table 2 does the same for the secure communication phase. For the computation of the timings of both protocols, we have considered the numbers derived in [30] , where all the operations have been evaluated on a personal computer with an Intel I5-3210M 2.5 GHz CPU (Intel, Santa Clara, CA, USA) and Windows 7 operating system (Microsoft, Redmond, DC, USA). The cryptographic operations have been implemented using the MIRACL cryptographic library. We have also assumed that there is only one stored session at the nodes and server side, similar to [3] . As can be concluded from the table, our proposed protocol is considerably faster from the node and the server side, both in the key agreement phase and in the communication phase. In particular, for the constrained devices of the nodes, our protocol outperforms approximately five times in the key agreement phase and between 21 and 63 times in the secure communication phase for the receiving and sending node, respectively. This follows from the fact that we do not need to compute the intense hash-to-point operations in the key agreement phase and also the pairing operations in the communication phase. However, with respect to the Benchmark protocol, our key agreement scheme is approximately three times slower on the node side since we need to compute more intensive elliptic curve multiplications. This is the price to pay for being resistant to hacking.
Communication Cost
For the determination of the communication cost, we take into account that the nodes' identity and the timestamp correspond to 32 bits. The challenges are represented by 64 bits and the responses by 48 bits, as in [3] . An EC with q = p = 160 bits is used, which is also the length of the result of the hash value. As a consequence, the resulting sizes of the transmitted messages by both the node and the server in the key agreement protocol and by the sending node in the communication phase are enumerated in Table 3 . It can be concluded that the communication cost for the secure communication is equal and our proposal is slightly better for the key agreement phase on the side of the node. However, compared to the benchmark key agreement scheme, our scheme still requires an approximately three times higher amount of bits to be transmitted.
Note that the proposed scheme and [3] have the same structure and thus the same number of exchanged messages, being four between Node 1 and Server and three between Node 2 and Server. These numbers are one lower in the case of the benchmark key agreement scheme. 
Conclusions
We have presented in this paper several important weaknesses of a recently proposed protocol for the authentication of IoT devices using PUFs [3] . The main lessons learned from the analysis are enumerated. A solution based on the ECQV for the PUF-based key agreement scheme has been presented. Also for the communication phase, we propose using a much more efficient existing EC signcryption scheme.
In addition, the proposed protocol is in all phases more efficient than [3] , both from a communication and computation point of view. We also show that the performance of our PUF based key agreement protocol is reasonable, compared to a straightforward public key based approach.
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