This approach has become particularly popular due to the widespread availability of scanner generators such as, e.g., LEX [16] . In many applications, the preprocessing time needed for the construction and optimization of the automaton can be amortized over many uses of the constructed automaton. In this paper we are interested in applications for which this assumption does not hold. These have the following characteristics:
(1) definition and use of regular expressions alternate frequently;
(2) matching has to be fast; Table I .
In Section 2, we present the pair CONSTRUCT/SCAN. These are existing algorithms for the direct construction of a deterministic finite automaton (DFA) for a set of regular expressions and for the simulation of the constructed automaton. In Section 3, it is shown how a DFA can be constructed in a lazy fashion. (1) The empty string q is a regular expression denoting the set {~}.
(2) a G Z is a regular expression denoting the set {a}.
(3) If r and s are regular expressions denoting the sets R and S respectively, then (a) (r)(s) is a regular expression denoting RS,
r * k a regular expression denoting R*, (d) (r) is a regular expression denoting R.
RS, R U S, and R* are operations for constructing sets by means of, respectively, concatenation of pairs of elements in R and S, union of R and S, and repeated concatenation of elements in R.
We will adopt the convention that parentheses may be omitted under the assumption that the operators in regular expressions are left associative and that * has the highest priority, concatenation has the second highest priority and I has the lowest priority. -The error state corresponds to the empty set of positions.
-The error state is not an accepting state.
-The transition function is augmented as follows:
(a) for each state, transitions to the error state are added for all characters in Z for which that state has no legal transition.
(b) for all characters in Z, the transition function contains a transition from the error state to itself.
These additions
to the generated automata are implicit and will not be shown in the diagrams. 
An Example
Consider the following set of E of terminated, labelled, regular expressions:
or, written in the form of ordinary regular expressions:
The DF'A resulting from application of CONSTRUCT(E) is shown in Figure  1 . For each state in the figure, its set of labelled symbols (instead of positions only) is given. Note that some of the states contain more than one $-position; this corresponds to an ambiguity in the automaton. The string abc, for instance, is recognized by both ao(bl IC2) * $3 and a~b~c~$l~. We will return to this phenomenon in Section 5. Note that at most n applications of EXPAND are necessary when a string of length n is scanned (see Section 3.4).
Example
Consider the same set E of terminated, Iabelled, regular expressions as in Section 2.4:
The PDFA resulting from application of L-CONSTRUCT(E) is shown in Figure  2a . Given a set of regular expressions, and a sequence {s,},~~of strings over Z. . Heering et al. Figure 5 . Note that the number of states was 10 in Figure  1 and that the new automaton has only 7. The algorithm constructs, for each character a in the alphabet, a subset P of S which contains positions matching a. Next, two cases are distinguished: (1) Some position in P corresponds to a single character: this makes the subset P unique and the set of follow positions can be constructed immediately. 
1.8 1.8 3.5 1.7 1.6 Table V ), S-MODIFY also (reconstructs scanners much faster than MODIFY.
-The cases C 1 and C2 include increasing amounts of Lisp compilation time. This leads to increased generation times as can be seen in Table IV . This effect is most noticeable for MODIFY, since it generates larger automata requiring more compilation time.
-The measurements show that S-MODIFY/Cl (i.e., S-MODIFY with compilation of states with self-transitions) is the optimal combination: it leads to a total scanner generation time that is 2.5 times faster than FLEX (or 5 times faster than LEX), at the expense of a generated scanner that is 5 times slower than the one generated by FLEX (or 2 times slower than the one generated by LEX).
- Figure  7 shows that we have obtained the desired behavior as described in the introduction of this paper. 
