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PREFACE 
This Memorandum describes the major design features 
of a special-purpose language for simulating c6mputer 
systems. The language is being develo~ under a research 
contract with NASA (National Aeronautics and Space Admin-
istration) Electronic Research Center: the goal of the 
contract is to dete~ne ways of providing better tools for 
the design and evaluation of computer systems. The Memo·-
randum should be of interest to esigners, analysts, and 
manaqers of computer-based systems, and to designers and 
users Qf simulation languaqes. 
N. R. Nielsen, a Consultan~ to RANO's C~uter Sciences 
Department, is Associate Oire~tor of the COP~puter ~enter at 
Stanford University. 
~~.--- . 
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StJMr!'.ARY 
This Memorandw~ contains botn a review of current tech-
niques for simulating computer systems and a description of 
~he major design features of a special-purpose lanquage for 
such simulations: ECSS: Extendable Computer System Simulator. 
The Mpmorandum discusses the major design decisions 
leading to the current structure of the language, and pre-
sents some examples of its capabilities and use. One major 
design decision has been to make the language as "natural" 
as possible. The following example summarizes the ECSS 
approach by showing how a typical element of a comput.er 
simulation is described in Eess and in other simulation 
languages. (SIMSCRIPT II is used here.) 
ECSS: 
SEND MESSAGE OF LENGTH 58 FROM PROCESSOR TO TERMINAL.A 
VIA MESSAGE.PATH WITH PRIORITY 3 
SIMSCRIPT II: 
LET COMPLETION = 58 * TRANSMISSION. RATE (TERMINAL.A) 
CALL TlME.OF.FREE.PATH (PROCESSOR, MESSAGE.PATS (*), 3) 
YIELDING EXTRA. WAIT 
IF CURRENT.PRIORITY < 3 
LET EXTRA. WAIT = 0 
REGARDLESS 
SCHEDULE A 
SCHEDULE AN 
MAKE.TRANSMISSION AT EXTRA. WAIT + TIME.V 
END.TRANSMISSION AT EXTRA. WAIT + COMPLETION 
+ TlME.V 
Another major design decision has been to make it easy 
for users to extend the lanqua~e beyond the Eess facilities 
provided. Thus, if a user has diffi~~lty describing a system 
with the standard ECSS facilities t he may easily write 
SIMSCRIPT II extensions to the ECSS part of the model. Having 
these features in the language should allow designers and 
; 
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analysts to realize more efficient, flexible, and consistent 
computer systems throuqh qreater US3 of simulation both be-
fore and dur1nq th~ processes of system design and tuninq. 
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I. INTRODUCTION 
ADVANTAGES OF SIMULATING COMPUTER SYSTEMS 
Simulation techniques have long been recognized as a 
valuable means for investigating the behavior of complex 
systems. This has been particularly true for systems in the 
design process. The designer needs a tool to help him 
examine alternative approaches for evaluating a system's 
overall per£ormance--especially when several new modules 
are to bQ integ~ated into that system. Each module may be 
well designed and well understood, but in the case of large 
sYRtems, how well a collection of "good" modules will work 
together is frequently unclear. 
These arguments are particularly true concerning com-
puter systems--hardware systems, software systems, communica-
tions systems, and interconnected networks of systems. The 
problems encountered by designers and developers of such 
systems are now well known in the industry. Most computer-
rela~ed periodicals published in recent years have mentioned: 
1) delays in delivering software systems; 2) difficulties 
with system performance; or 3) incompatibilities among ele-
ments in a computer system. Clearly, these are areas in 
which simulation could greatly assist both the designer and 
the ultimate user. The designer needs to test and evaluate 
his design without having to build the system first. Also, 
the user needs to determin~ how the system will behave in 
a particular environment, how it should be configured tc 
serve his needs best, and how changes in requirements would 
affect its perforrrance. 
DIFFICULTIES IN SIMULATING COMPUTER SY~TEMS 
Many simulation studies of the aforementioned areas have 
been made [1], and the value vf the approach has b~en demon-
strated. However, most such studies reflect special cages. 
, 
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Many simulations are unable to be oompleted adequately with-
in the allotted time and resouroe budgets. Many others are 
not even attempted beoause of projeoted diffioulties. Too 
often the requirement is for ~mmediate information about a 
system. The designer or user does not have two years in 
whioh to develop a speoial simulaticn model to ma~e the 
necessary analyses; in that period of time, the actual system 
would be construpted. In other cases, t~e expenditures re-
quired to develop the necessary simulation model would con-
stitute a significant fraction of the totdl project budget . 
Thus, although the value of making simulation analyses 
is recognized and although projects often desire to employ 
this tool, the resources required often p~ohibit such an 
undertaking. The need, then, is for a modeling capability 
specifically tailored for the simulation of computer systems, 
a capability that would permit system models to be developed 
much more rapidly with fe~er resources than is possible today . 
This need has led to the development of ECSS (Extendable 
Computer System Simulator). 
EXISTING SIMULATORi: OF COMPt.TTER SYSTEMS 
Many packages--or simulators--have been developed to 
assist users in evaluating the performance of alternative 
computer systems or configurations under various types of 
loading. Howe,'er, these simulators do n9t provide the flexi-
bility and capability required for many types of computer 
aimulation work. This inadequacy is evidenced by the number 
of computr.:,r-system simulation studies that have been per-
formed ""ith models developed specific .. ,lly for those 
i nvestigations. 
The following three studies, each covering a different 
type of computer system, illustrate this point: 1) Katz 
developed a model, using a general-purpose simUlation lan-
guage, to analyze System/360 batch-processing computer 
systems [2]; 2) Rehmann and Ganqwere performed a simu,lation 
; 
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analysis of a time-Eharing system (3), const~ucting a simu-
lation m~e1 specifically tailored for their analysis; and 
3) Merika1lio and Holland used a simuliltion model, developed 
without the use o£ a computer simulation ~ackage, to investi-
gate the perfor.mance of an on-line, real-time air traffic 
control system (4). 
SCERT (Systems and Computers Evaluation and Review Tech-
nique) [5] is one example ~f a computer simulation package. 
This package attempts to provide a general model that can be 
adapted to a user's requirements. Parameters are set to re-
flect the performance capabilities of the hardware/software 
systems being studied and to reflect the user's work load. 
However, this is the user's only point of contact with the 
simulation. If the model does not contain a parameter to 
reflect a particular function or to adjust some activity, the 
user can do little to overcome this difficulty. Thus, SCERT 
can be valuable in analyzing many straightforward uses of 
existing systems, but it is of little use in studying more 
complex systems or systems in the design stage. 
Another exmnp1e, S3 (System and Software Simulator) [6], 
creates a model tailored to each need. Thus, the user is 
required to describe: 1) the capabilities of the system under 
investigaLion; 2) the manner in which the software operates; 
and 3) the behavior of the various jobs that the system will 
p~·ocess. Essentially, a "language'~ exists in which to make 
these descriptions. S3 processes the statements in the lan-
guage to form a simulation model. Problems arise because 
the user must work within the context of a limited number of 
statement types that are fairly specific and limited in 
pur~~~c. He cannot describe something for which no statement 
type exists (e.g., communication between two co~puters). The 
use of other statements will not produce the same result. 
The work of Zurcher and Randell illustrates yet a dif-
ferent approach ~71. They have developed a language that 
, 
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enables the user to OOl' ~struct more effective models of com-
plex systems. Essentially, their language permits the user 
to describe is system on several levels. Only when results 
are needed concerning a lower or more detailed level of be-
havior in one of the system's operational areas is reference 
made to the next level of the mOdel; i.e., one may employ 
different levels of treatment for ~ifferent portions of the 
model. Thus, greater ac~uracy ls provided while computa-
tional re~uirements are reduced. This technique, however, 
is applicable to all large system simulations; computer 
systems illustrate only one possible area of application. 
At present, no repo~t has been made dec~ribing language 
features designed to assist with only the modeling of com-
puter systems. 
, 
II. 
'l'be purposes--or design goals--of ECSS (Extendable 
uter System Su.ulat.or) are many. Briefly, the intent 
t solv~ ~ of the prOble-s that arise in the simula-
tion of calputer sysU-Sa.; "'l'his general tatement can be 
brOken into a nlDlber of ~e specific oals. 
a.ia 13s to improve the ease and the 
'Speed with which one can develop a model of a; CfDPUterc 
systEs, ECS should enable si.Jllple models, as ",-all as parts 
of acre ~1eX models, to be built IIP.rely by requesting 
~ the neoeao~ facilities and by pro~iding appropriate input 
To develop a capability that would enable any user 
~ o£ sys~ in this manner is clearly 
~s.ible. ' However, a subset of coDlDOnl'y used facilities 
and capabilities can be provid in this way so that the 
user does not Jlave a substantial amount of proqraDllli ng. 
MINDUZE HOUSEKEEPING REQUIREMENTS 
Another. important goal is to reduce e programming 
and debugging necessary for reflecting a system wi tl unique 
,or speciali2ed features. The need for this reduction has 
been the motivating factor behind the development of ECSS, 
since such si mations make simulation extremely valuable 
and yet so difficult to perform. Because of the unique 
aspects of the sys tem to be modeled, the need fer program-
ming by the us~r cannot be eliminated completely. However, 
the amount cf proqramming required can be greatly reduaed 
by providing some higher-~.evel capabilities designed spe-
cifically for use in modeling c~uter systems. Further, 
facilities can be provided to handl,e y of the flag-
setting, counter~checkinq, and pointer-ad~usting activities 
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that are found in a simulation, thereby eliminating sOme 
of the tedious detail from the programming chore and re-
moving the source of many of the program bugs that are so 
time-consuming to eliminate. Accordingly, these capa-
bilities and facilities are among the features of ECSS. 
~IDE CAPABILITIES FOR EXTENDING THE LANGUAGE 
Although the intent is to proovide a general framework 
fo~ modeling computer systems, this framework is not rigid. 
That is, if the user cannot find the partieular capability 
he needs (which will often be the case in this type of 
simulation), he is ati e to go outside the framework to 
acquire the needed capabilities. 
us 
This is ~e both in the developmEmt 0 a simulation 
model and in the specification of the data for ~at model; 
i.e., in specifying the model, the user should be able to 
take advantage of the higher-level constructs available to 
him. However, this should not preclude him from using a 
general-purpose programming capability to accomplish certain 
functions for which no constructs are provided. Further, 
he should e able to specify his ~~ constructs, which 
would be advantageous in the development of a particular 
model. Also, in specifying the data for his model, the 
user should~e able to use the higher-level facilitie~ 
~vailabIe. However, he still needs a general-purpose capa-
bility to s~ecify characteristics or job behaviors in terms 
other than those provided. Thus, ECSS can be used to the-
extent desired, from 0 percent to 100 percent. 
AVOID OVERSTRUCTURING 
~other goal of ECSS is less apparent on the surface. 
Although a framework for computer modeling is desired, it 
should not dictate the structure or organization of the 
user's model. If the user's mod~l design is forced into 
--7-
a particular channel, - much of its effectiveness is lost. 
However, the faciliti~s and capabilities of ECSS are de-
signed to be of assistance When the user desires to work 
either with a flow-oriented model or with an event-driven 
simulation, and when he wishes either to take an overall 
look at a system or to investigate only one particular sub-
section in minute detail. A single model may contain botn 
characteristics. 
, 
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LANGUAGE SELECTION 
RATIONALE FOR BASING ECSS ON AN EXISTING SIMULATION LANGUAGE 
The design goals mentioned above require that ECSS pro-
vide qenera1-purpose capabilities; i.e., it must be a genera1-
purpose proqrammir.l language as well as a language with 
specific capabilities for the simulation of computer systems. 
The most effective way to accomplish this wa~ to design ECSS 
as an extension to an existing language that had the neces-
sary general-purpose capabilities. First, the emphasis of 
the project was on the simUlation of computer systems, not 
on the design of general-purpose languages. Since many good 
languages with general-purpose capabilities existed, any 
resources evoted to the development of such capabilities 
would have been impractical. Se~ond, requiring a user to 
learn ~ entire y new language to use ECSS was considered a 
serious drawback. 
Although relying upon existing languages would clearly 
affect the speed, efficiency, and user interf.ace of ECSS, 
these considerations were of secondary importance. The 
purpose of the project was to develop a prototype version 
of ECSS to demonstrate the effectiveness of this approach to 
the simUlation of complex computer systems. The emphasis 
was upon the new conceptual features of ECSS, not upon the 
reimplementation of well-known language features. 
The prototype version of ECSS haR been developed as a 
trans ator. The language extensions are thus translated 
into the host language 8S are any service routines, supplied 
foT. a simulation model. The star.dard system for the host 
language takes care of, for ex~~le, compiling, and load-
ing. Not oply does this procedure reduce the effort re-
quired to implement ECSS, but it also preserves the host 
language system as "standard." Thus, no ECSS modifications 
have to be installed in any updates or new versions of the 
host system. 
, 
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CHOICE OF EXISTING SIMULATION LANGUAGES 
The need for powerful, general-purpose programming 
capabilities as well as simulation capabilities narrowed 
tlie host language choice considerably. It particularly 
eliminated such a language as GPSS [8], which has limited 
general-purpose programming capabilities. The only real . 
contenders ~ere SIMSCRIPT and SIMULA [9]. Both lanquages 
had most of the desirable features, and either would have 
been satisfactory for the imF~ementation of ECSS. The 
selection of SIMSCRIPT over SIMULA was made primarily on 
the basis of the availability of the equipment to which 
the project had access. 
SIMULA offers slightly more capability than does 
SIMSCRIPT. Particularly, the SIMULA concept of a "process," 
which is both an "event subroutine" and an Wentity" in the 
simulati'On, is an extremely powerful feature. This capa-
bility enables SIMULA to handle flow-type problems effec-
tively. Thus, the choice of SIMSQRIPT as the host language 
for ECSS necessitated the development 0 some SIMSCRIPT 
extensions to provide a simular capability (see Sec. V, 
p. 16). However, the differences between SIMSCRIPT ,and 
SIMULA are not so 3ignificant as to outweigh the value of 
local availability for this application. 
SIMSCRIPT II [10] was chosen because it offers addi-
tional features and 'mprovements that the earlier versions 
of SLMSCRIPT (the original version of S.IMSCRIPT [11] and 
SIMSCRIPT l .S [12] do not. It provides the user with a 
much improved method of specifying the varicus entities and 
attributes that will be used. Storage allocation is also 
improved, ao are the general-purpose capabilities; also 
the ability to make recursive subroutine calls is helpful. 
The power of SIMSCRIPT II is sufficient hot only for the 
user's requirements but also for the system's purposes, 
permitting the entire s~stem to be developed and used withi~ 
the context of the same language. Thus, the user of ECSS 
-
, 
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can work in SIMSCRIPT II: the language features of ECS3 
are constructed as extensions to SIMSCRIPT II: and the 
ECSS translator is written in SIMSCRIPT II.t 
However, the choice of SIMSCRIPT II as a base 1anquage 
has dictated many of the characteristics ~I f the ECSS trans-
lator. For expmple, SIMSCRIPT Ir is available only in a 
batch-processing version: therefore, ECSS could not have 
any interactive capabilities. Similarly, the compilation 
and execution efficiency for models constructed in ECSS 
will be strongly influenced by the compilation speeds of 
SIMSCRIPT II and by th& quality of the obj~ct code emitted 
by SIMSCRIPT II. 
+Because SI~SCRIPT II lacks one necessary capability, 
a two-instruction, assembly-language subroutine has been 
written to remedy the deficiency. This routine accesses 
the pointer to the base of the stack for SIMSCRIPT II's 
dynamic local variable storage. 
; 
;; --
-
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IV. LANGUAGE DESIGN--OVERVIEW 
The input to ECSS consists of five parts: 1) a "binary" 
summary deck; 2) a dsfinition section; 3) a system descrip-
tion; 4) a job-load description: and 5) any SIMSCRIPT routines 
or data that the user has devel~d. Figure 1 is a schematic 
that shows how those elements are operated upon by ECSS and 
by SIMSCRIPT II to develop a simulator. 
The summary deck is prirnaril ad economy measure, pro-
viding the user with the anility to make certaifi types of 
small changes without retrans~ating the input. When a 
particular model is first input to ECSS, no summary deck 
exists. However, 'the output of that translation includes, 
for example, a deck indicating the contents of the summary 
tables that ECSS uses in constructing simulation models. 
-These tables contain such information as system configura-
tion and device capabilities. Should a user subsequently 
wish to make a minor change i.n his model (e. g., change the 
number of disk units or alter the transmission rate of a 
channel), he inputs only this summary deck followed by the 
source statements for the desired cnanges. He is not re-
quired to retranslate the entire system description. If 
the user desires to make more SUbstantive changes, he must 
retranslate the altered routines and modify any affected 
system routines ~ (These r :3 provided by ECSS to perform 
some of the special capabilities in the object simulation 
proqr~.) However, retranslation of the system descrip-
tion would still not be necessary since the summary deck 
permits the re-creation of the translator's tables as they 
were at the completion of the previous translation. 
DEFINITION SECTION 
Toe second part of the input data permits the user to 
define any speeial terms and units that are relevant to the 
Inputs 
8i nary summary deck - ... I 
Definition descriptions "_ U_ .I 
System descriptions ~ .. I 
load descri pti ons .. 1 
User's own Simscript II - -I 
routines with C!xtens ions 
E 
C 
S 
5 
Intermediate 
outputs/i nputs 
Simscript II routines .. 1 
Tai lorfid service routines .. I 
(in Simscript II) 
Simscript II routine~ '" 
S 
I 
M 
5 
C 
R 
I 
Outputs 
Object code 
Object code 
Object code 
Initialization oo1'a ! .. Data 
Revised binary summary deck 
User's own dota I" r .. Data 
F1g. 1--Schemat1c of ECSS Translation 
I 
I-' 
IV 
I 
, 
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model being constructed. Although the translator recognizes 
the relationship between such units as seconds and micro-
seconds, the relationship between words and pages or words 
and little.pages (or any other term a user might like to 
employ) cannot be fixed immutably for all users. Hence, 
~ 
the user is given an opportunity to define any such non-
standard terms that he might wish to employ in developing 
a simulation. He might choose, for example, ~c define a 
spool.buffer as being 100 words in size and a clock.pulse 
as being 500 ns long. These terms could then be used 
throughout the simulation input, permitting a greater degree 
of readability and specification convenience. 
The definitions also can indicate the names of and the 
data for table look-up functions. The capabilities of 
SIMSCRIPT II are not comprehensive in this area, and this 
feature of ECSS enables the user to set up these frequently 
used functions quickly and conveniently. Additional commands 
or operation types may be defined if the user wishes to 
supplement the standaxd ones that are provided for describing 
the job load to be simulated (see Sec. VII, p. 27). 
SYSTEM DESCRIPTION 
The third part of the ir.~ut data permits the user to 
specify the hardware configuration and the capabilities of 
the system to be modeled. Provision is made for a modest 
amount of software nescription: e.g., I/O processing or 
handling times can be indicated. In keeping with the 
SIMSCRIPT II philosophy, these specification ~ are in free 
form. The user is not required to check boxes or to put 
certain information in specific columns on the input card. 
Section VI contains a further discussion of the $pecifica-
tion statements. 
JOB LOAD DESCRIPTION 
The fourth part of the input data permits the user to 
describe the behavior or characteristics of the jobs that 
6 
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will be "executed" on the simulated system. In addition 
to a number of statement types designed specifically for 
this purpnse, the user may employ as many operations of 
his own construction as he wishes. Further, he may employ 
the full capabilities of SIMSCRIPT II as wall as the ECSS 
extensions to that language. Thus, the user has a sub-
s":antia1 amount of power for developing job-behavior descrip-
tions. These descriptions also can provide information rela-
tive to the operation of the software syste;~1 (e.g., queuing 
priorities). Section VII con ,_ains a further discussion of 
these capabilities. 
USER-SUPPLIED SIMSCRIPT PROGRAMS 
R~qu1ar SIMSCRIPT II programs written by the user con-
stitute the fifth part of the input data. The only action 
taken on this input is to translate any ECSS extensions into 
standard SIMSCRIPT II before passing everything to the com-
piler. These programs can have a variety of purposes, in-
cluding the provision of capabi1 ties that are not offered 
by Eess. Although one of the project's goals has been to 
provide features that are commonly used in this tYP(J of 
simUlation work, no attempt has been made to provide all of 
the features that might be required in developing a par-
ticular simulation model. These programs might also be u~ed 
to modify some of the service routines that are provided by 
Eess. The user may modify anything in the object simUlation 
model; he is not forced to use . for example, existing algo-
rithms, or conventi.on~. This !;'tep, too, attempt" to give 
the user as much capability ~s possible without, at the 
5ame time, locking him i to a particular structure. 
As an illustration, Ecas provides the mechanisms for 
handling the paging operations of some time-sharing system 
simulations. However, anticipati.ng how the user might like 
to control the paqing is impossible. Therefore, the user 
must write a new control program. ECSS provides exits to 
• 
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the user's "monitor" at appropriate points. The user must 
then code, for example, only the tests that determine when 
to initiate a paging operation, and the pages to be trans-
ferred. A call issued to the paging ~echanism at the appro-
priate time will h~ndle the remaining details. 
OPERATION OF THE TRANSLATOR 
The processing of the various inputs by the translator 
generates several outputs. The previously ~'ntioned binary 
summary deck is one of the translation's b1-producta. An 
initialization data deck used with the object simulation 
program is anothe~ important output. This deck provides 
flexibility similar to that provided by the summary deck. 
If the user wishes to change his conLiquration or to adjust 
other parameters tnat he has specified, no change is re-
quired in the object program. Only the initialization data 
must b~ altered. Thus, the user is not required to re-
translate all of the system de~~rip~ion to make this type 
of change, nor is he required to recompile any of the 
SIMSCRIPT II routines. However, more extensive changes 
would necessitate recompilation of the affected routines. 
The other outputs of the translator consist of: 1) the 
translated descriptions and routines; 2) the service routines 
provided by ECSS; and 3) the user's own programs and data. 
, 
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v. LANGUAGE DESIGN--KEY FEATURESt 
FLOW-oRIENTED SIMULATION FEATURES 
One desirable feature of a simulation package--and one 
that is missing, unfortunately, from SIMSCRIPT II--is the 
ability to handle flow-oriented problems. At times it is 
beneficial to be able to reflect a system using this orien-
tation rather than having to convert everything to an event-
driven orientation; i.e., one should be able to employ the 
GPSS type of world view. Accordingly, two extensions have 
been added to SIMSCRIPT to handle this type of problem. 
The ~irst extension is the HOLD UNTIL statement, which 
interrupts processing at that point in the routine until the 
specified condition is satisfied. processing will then re-
sume with the succeeding stat · ~ent. This capability is 
particularly important in the processing (execution) of 
behavior descriptions for the simulated jobs. Since SIMSCRIPT 
II routines are recursive, a HOLD will not prevent subse-
quent ses of a routine. Only the specific instance that 
caused the HOLD to be executed is held. Thus, a single 
routine may be suspende~ in several different places by 
several different reque;ts at any given point in time. All 
\~lues of important local variables are preserved for the 
duration of the hold. The values of global variables may 
change in the interim. 
A companion extension lS the WHEN TRUE statement. This 
delimits a range of statements that are to be executed at 
such time as an indicated condition is true. The remainder 
of the routine, containing the WHEN, is processed no~ally; 
its execution is not interrupted. However, as soon as the 
referenced condition is satisfied, the indicated range of 
statements will also be executed. 
fA summary of the ECSS vocabulary and syntax is given 
in the Appendix (p. 37). 
, 
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In the case of the HOLD and the WHEN statements, the 
user i -not faced with a predetermined set of conditions 
frOll which he must choose. He is free to write his own 
function, incorporatinq a test of any 'type and complexity 
as appropriate. .his addS greatly to the user's capabilities, 
but this flexibility is provided at the expense of execution 
time. Because of the efficiency problem, 'Bess has been 
designed to tr at a particular set of conditions JIlOre ef-
I 
fectively. Conceptually, ha.fever, no distinction exists 
/ 
between the er-supplied and the translator-prcwidetl 
• functions. 
ECSS has been des-iqned to provide the user wi th as 
great a ran':l~ of repared capabilities as posi;ible. However, 
flexibility in ~iDCJ "Chese cap~ilities also has been im-
portant. Accordinqly, if a user does no~ need or use a 
particular capability, his model i-5 not penalized. Con-
sider the followinq example. 
Within ECSS are capabilities for handling CPU performance 
degradation due to CPU-I/O memory-referenced inte~f~ence. 
However, if a user is performing a~airly high-level analysis 
(e.q., the allocation of disk storage space over the course 
of a day), makinq memory-interference calculations at every 
step would severely deqrade the ~rformance of the model, 
while contributinq only marqinally to its applicability. 
If unused, this capability will be made totally transparent 
to the final program. 
In the ~vent that an unused capability is sUbsequently 
r equired in the model, the user must r.etransla~ a larqe 
portion of the prograM. 
OVERRIDING SYSTEM DEFAUL'" CAPABILn'IES 
Another design feature concerns the partial overriding 
of system default capabiU.ti9s by.. the user. For example,. 
, 
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thA simulation model qenerated for a user qenerally has 
certain default queue-handlinq procedures for each device 
in the simulated system. However, the user may totally 
override these by providinq hiB own queue-handlinq a~go­
rithms; or he may override them selectively by providing 
his own ~lqorithms only £or certain devices. 
, 
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VI. SYSTEM SPECIFICATION 
-
Another key aspect of ECSS is the convenient manner 
in which the user can describe the system that he wishes 
to si~ulate. The description consists of a number of state-
ments that are arranged by the user to specify the desired 
system. 
SPECIFYING SYSTEM ELEMENTS 
The basic description statement is the SPECIFY state-
ment, which enables the user to identify the bas c devices 
to be included in his system. The translator recognizes 
such names as processor, channel, memory, control unit, and 
device, as well as any other categories that the user _might 
choose to define and use. Tn addition, the user indicates 
whether the device is to be public (can be assigned for 
access or use by all users) or private (must be assigned 
e~clusively to a single user). Also, a subclass name can 
be assigned to the unit or units specified (see below). 
'For example,t 
$PECIFY 3 PRIVATE 60tb tape.drives. 
Tape.drives would be the user-defined class name, and 60kb 
would be the optional subclass name. 
CATEGORIZING SYSTEM ELEMENTS 
Devices can be cateqorized in f~ur ways for convenient 
reference. The basic building block is the individual de-
vice or unit. ' Each such device can be refeyenced specifi-
cally by name if the user has provided one. The next 
level of aqqregation is the subclass, which consists of all 
unite that were specified together and were given a s~class 
fIn this and succeedinq examples, the variables or 
names that the U8~r p~ovides are shown in lower-case letters. 
• 
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name (e.g., the 3 60kb tape.drives specified above). The 
next level is the class, which consists of all units having 
the same class name. For example, 
SPECIFY 3 PRIVATE 60kb tape.drives 
SPECIFY 2 PRIV~TE 90kb tape. drives 
, 
PORM A SUBCLASS CALLED 9.track PROM tape.drives 2 - 4. 
A device can belong to only one class, but to any number of 
subclassea. However, for the sake of efficiency, each sub-
class mU9t consist of a single series of sequential units. 
The highest level o~ aggregation is the pool, which 
consists of ny combination of devices, subclasses, other 
pools, and classes tha~ the user wishes to specify. This 
category allows any desired grouping of devices and overco~es 
the limitation placed upon the membership of SUbclasses. 
Fiqure 2 shows 4 schematic of the classification hierarchy. 
In simulating job behavio~ on a system, reference can be 
made to any of tha four categories, depending on the level 
of specificity desired. If a transmission is to be made to 
a par~icular terminal, the device name for that terminal 
can be used. If, however, the intent is to create a file, 
the name of a class of disks or a pool of direct-access 
device. cou1d be given, and the system would select a par-
ticular device from the indicated group. A POOL statement, 
, 
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F:~. 2--Schematic of Classification Hierarchy 
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similar to the SUBCLASS statement, is available for the 
creation of pools. 
ADDITIONAL INFORMATION--MODIFYING CLAUSES 
In~ddition to the specification and the logical group-
inq of devices forminq the system to be simulated, a number 
of modifyinq clauses may be used to provide additional in-
formation about the various devices. These clauses may be 
appended to the specification statements, or they may be 
used subsequently in the description, following the name of 
the device , subalass, cIa,s, or pool to which they apply. 
When a group name (e.g., a pool name) is modified by a 
clause, the information is applied to every device in that 
group. 
S6ven broad categories of clauses are available. One 
perm ts specification of the rate at which a device can 
transmit information and the rate at hich it can execute 
instructions. This latter definition can be made in 
arbitrary terms. Thus, it might be said that a pro :essor 
executes 500,000 mix.a instructions per second and 350,000 
mix.b instructions per second, where miy..a and mix.b are 
A 
user-provided vari I e names having user-defined interpra-
tations. The dp.scri~ ions of job processinq can ti.en be 
stated in terms of mix.a and mix.b instructions (or other 
terms) and, hence, can be developed without reference to 
the system on whi ch they are to be processed. Thus, the 
performance of a variety of systems could be simulateG using 
the same job load without modifyinq job descriptions. 
A second clause type indicates the other devices to 
which a device or ~ qroup of devices is connected 1 i.e., 
a disk could be connected to a control unit, and the con-
trol unit, could be connected to several disks and a channel. 
Another clause indiQates the other devices for which 
* qroup has responsibility, in ~erms of a1 oc . tion and de-
allocation. Normally, one ~ould specify that the processors 
, 
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have the responsibility of allocating the peripheral units, 
but this need not be true. The user also can specify the 
time required to make the allocation Cdeallocation) by the 
responsible device. As with most of the clauses, such 
parameters can be provided by ei t her a constant or a func-
tion. In the latt~r case, the performance or the require-
ments can be made to vary with the state of the device or 
with the other activities in the system. 
One clause indicates the amount of execution and/or 
transmission time absorbed by a device during the processing 
of a message transmission. Another clause indicates the 
other devices whose activity is degraded by the operation 
of a particular unit. 
Other types of clauses are available to indicate whether 
or not the operation of a device is interruptible and to 
indicate the capacity of a device1 e.g., sp ce, number of 
users, number of simultaneous me~sages, maximum transmission 
rate, and cumulative transmission rate fo~ all c ~ multaneous 
messages. Thus, much information can be pro'rided about the 
performance of the various devices on the system and a~out 
their interrelationships. 
LABOR-SAVING SHORTCU~S 
TQ ~pecify all of the preceding information about each 
device would be tedious, even wi~h the use of pools and 
classes. Therefore, two additional modifiers can be appended 
to the SPECIFY statement. First is the "TO BE THE SAME AS 
name" modifier, where name is some device, class, or pool 
that has already been speaified. This anables all charac-
teristics of the specified device or group to be set 
identically to thoae of the referenced device or group. 
The other modifier is the "TO BE THE SAME AS name EXCEPT" 
phrase. This alao defines all characteristics of the 
specified device or group to be like those of another, de-
vice or group, except for changes indicated by the clauses 
immediately following the phrase. 
, 
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In this way, the user can ir.dicate the confiquration 
of the system to be simulated and can describe the capa-
bilities and interrelationships of this configuration. The 
input follows the SIMSCRIPT II philosophy as it is free form 
with a minimum of punctuation. The user is not required, 
for example, to indicate characteristics in any particular 
order, or to place information in particular sections of 
cards. 
, 
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VII. LOAD DESCRIPTION 
-
One key factor in any computer-system simulation is 
the manner in which the work load is to be represented. 
The user should be given a great deal of capability as 
well as flexibility in this area. He m\'st be able to re-
fl ct adequafely those characteristics of the job load that 
are important for his particular system model. At the same 
time, ~he spec~fication procedure must be easy to use. 
REQUIRE.~ENTS 
A number of commands or instructions are needed for 
specifying the characteristics and behavior of the work 
load. Also, the repertoire must provide testring, br anching , 
looping, and s routine capabilities. The e features are 
important if one is to control the siz" of job descriptions. 
References to other locations in the job description should 
be relative rather than absolute so that changos in the 
description can readily be made. Thus, an "assembler" is 
required for the description "language." 
WORKLOAD DESCRIPTION 
BCSS attempts to meet these requirements in several 
ways. Thirteen special commands have been designed to 
assist in the description of the work load to be simulated: 
these oommands can be divided into three groups. The first 
group consists of five resource-allocation commands: 
ALLOCATE and 'DEALLOCATE deal respectively with the alloca-
tion (reservation, dedication) and deal location of devices 
(e.1., tape drives and ~~int9rs) to particular jobs: GET 
and FREE deal with the aoquisition and release of space on 
devices (e.g., buffer space and disk space): FILE, the 
fifth command, is concerned with the placement of program 
; 
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and data files in the simulated system. The user may 
spe~ify devices when uRing these commands, or he may use 
class or pool n.amos. Tn t1!e latter cases, an appropriate 
device will be selected from the group each time the com-
mand io executed. 
The second group consists of five commands related 
to the execution of job-load descriptions or sequences of 
commands. JOEl indicates the beginning of a dis t inct new 
job entity or i tem of work, and triggers the nece3sary 
internal bookkp.aping ana statistieal routines. LAST indi-
cates th~ completion of a job's processing steps. START 
JOB can be used to start a job initially, or it can be 
used by an executing j ob to st.art a subjob or subtask. (It 
is possible to specif1' that particular types of j obs are to 
be created at specified intervals, or after the occurrence 
of certain condit:.ons . ) Although STEP and START STEP are 
analogous to the JOB and START JOB commands, they r~fer to 
the start of a "subroutine K of commands or in ~tructions. 
The third group consists of three commands more directly 
concerned with the execution behavior of a simulated program. 
SEND is used to initiate the transmission of information or 
messages from one point in a syst~m to another. The EXECUTE 
command is used to reflect execution requiletnents on a de-
vice (e.g., CPU, or peripheral processor). ~~e WAIT com-
mand deals with suspending the processing of a job's descrip-
tion commands until certain conditions have been satisfied 
(e.g., all of that job's current I/O operations have been 
t ·srminated, or all of that job's subjobs have been completed). 
EXTRA OPTIONS AND EXTENSIONS 
Most of the commands have a number of options and 
parameters, providing a wide capability rAnge. The form 
of the commands follows the SIMSCRIPT II philosophy and 
runs from a simple 
ALLOCATE 2314.disk AS output. fila 
, 
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to a more complex 
SEND MESSAGE OF LENGTH 58 FROM main. cpu TO 
user. terminal VIA terminal.path AS A 
RESPONSE TO terminal. job WITH PRIORITY 3 
WAITING HERE FOR COMPLETION, WAITING AT 
checkpoint FOR RESPONSE. 
Also, a ~acility exists that allows a user to augment these 
commands with those of his own choosi.ng. This capability 
has been provided ~ince it would be im~ s ~le to foresee 
all possible commands that a user might -.: ~ to employ. 
BRANCHING AND LOOPING CAPABILITIES 
The requirements for branching, looping, and other 
capabilities could have been met by introducing more commands 
into the deBcription language. However, SIMSCRIPT II in-
cludes these features, so such an effort would have been 
redundant. Accordingly, the whole SIMSCRIPT II language 
can be used in the load descriptions, thus providing all 
of the required capabilities. Considering the ECSS commands, 
th~ user's own commands, the general-purpose capabilities 
of SIMSCRIPT II, and the ECSS extensions to SIMSCRIPT II, 
the user has a large array of t(>ols for descri bing the 
work loads to be simulated. 
ASSEMBLER. CAPABILITY 
The SIMSCRIPT II compiler meets the requirement for a 
description "assembler." The description commands are 
translated into SIMSCRIPT II, and the entire descr~ption 
is processed by the regular compiler. Although this adds 
the extra step of translation, it eli inates the need to 
develop a description "assembler" that w~uld also handlfl 
all of the SIMSCRIPT II statemen~s. Such a trade-off has 
obvious advantages for a pilot developmental project. 
, 
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VIII. AN ILLUSTRATIVE APPLICATION OF ECSS 
To give the reader a better understanding of how ECSS 
can be used to model a computer system, the following small 
t information-retrieval system is simulated as an example. 
The system consists of one C U, three random-access d isks, 
and twenty inquiry terminals that allow users to qnery the 
system. The system refers to the data files on disk, and 
obtains information about the user's identity. It then 
provides the desired data and updates a master file with, 
for example, informat~~n about the requestor, and the type 
of information necessary to satisfy his request. The model 
has deliberately been simplified for illustrative purposes. 
Thus, its readily apparent limitations should not be con-
ide red indicative of ECSS limi ta'c~.ons. 
CONFIGURATION SPECIFICATION 
Figure 3 shows the ECSS code necessary for describing 
the hardware sy~tem. The first three sections specify the 
hardware in the configuration. For simpliCity, no consider-
ation has been given to I/O channels, or disk-control units. 
However, thesa could easily be added in a manner analogous 
to that shown. For the same reason, a fixed 75 ms per 
disk I/O operation is used to reflect seek times and rota-
tional delays. Also the CPU message-~rocessin9 time of 
500 ~sec could easily be mads dependent upon the type o~ 
message being handled. Since all users employ the same 
retrieval program, no explicit mention is made of memory 
capacity. Instead, a constraint of 10 users is employed. 
As this example shows, considerations not required for a 
particular model can readily be ignored. 
f The reader should also compare the EC~~ descriptions 
in Figs . 3 and 4 wi th the equivalent descr: ip\:~ :'H-,c · of the 
system were it to be simulated in FO~TRAt~ , PL/ l, ~/r even 
SIMSCRIPT. 
, 
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One statement is u~ed to establish a subcla.. of disks 
called MASTBR.DISK. This subclaB. consist~ of a single 
di.k that contains the ma.ter file for collectinq data on 
the information nece •• ary to respond to the terminal re-
que.t.. The la.t lin •• in the sy~tem-specificati~ section 
merely indicate the communication path. in the system that 
may be used. 
JOB SPECIFICATION 
Figure 4 showe the job de.criptions for the information-
retrieval application. The first job type, USIR.QUERY, runs 
on a terminal reflects user behavior at a erminal. This 
illu&trat.s the power of the ECSS job d •• oription. that can 
be u.ed to de.cribe the behavior of any part of the system. 
Job. need not be restricted to execution on CPUs. The .eoond 
job type, QUERY, runs on the CPU and prOcesses the reque.t. 
for information. 
The.e simplified job d •• criptions are analogous to the 
simplified sy.tem description pre.en~ed in Pig. 3. Since 
the logical relation.hips in the tasks to b~ executed by 
the retrieval system are basioally more complex, the descrip-
tion. in Pig. 4 do not .eem a. clear a. the .ystem de.crip-
ion in Pig. 3. 
The USER.06ERY job de.cription is fairly straiqhtforward. 
~he fir.t .tep calculates the number of interaotions that 
will oocur between the u.er and the information-retrieval 
prQirAlll on the CPU. This number is generated from a uniform 
di.tribution betw.en twO and .ix. The next .tep .tart. a 
.ubjob; naJllfly, the query program on the CPU. The user then 
interact. with the .y.t_, 1DAlting a reque.t, waitinq for a 
rep~y, and then dige.ting the reply. If the appropriate 
number ot interaction. has not been oompleted, dte "re.pond 
and wait" oehaviar i. repe&~1 otherwi.e, the user i. 
fini.hed and leave. the terminal. 
, 
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The QUERY job de.oription i. more complicated. The 
initiating job (i.e., the terminal job) pa •• e. three param-
eter. (UNIT, JOB, REPETITIONS). The.e indicate re.pectively: 
1) the identity of the termin.l to be .ervicedl 2) the iden-
tity of th~ job on that terminal (.tnce potentially two or 
mQre u.er. could .h.r. a terminal), and 3) the h~er of 
inter.otior,. that will be required. The HOLD .tatement 
indio.te. that the job i. to wai~ until input i. received 
from the termin.l. Then 2500 Mix A in.truotions are to be 
exeauted for initializing the program and preparin9 a query 
to the terlftinal u.er. 
The next .egtion of the desoription indioate. the 
repetitive bohavior of each interaction. The program .end. 
a reply to the terminal, perform. further prooes.inq, re-
que.t. inf~rmation from one of the di.k file., and then 
wait. for completion of the di.k I/O operation. Upon re-
ceipt of th. information from the disk . additional prooe.-
.in9 i. done, then the program must await a reply from the 
terminal user. Aft.r receiving this reply, more proce •• inq 
is done, and the program loop. back to re.pond to the user 
_9ain. When the appropriate number of iteration. hal be.n 
completed, the program provid •• the requ •• ted information 
to the u.er, upda~e~ h, di.k file with data concerninq 
the information n.ce •• ary to sati.fy the u •• r'. reque.t, 
.nd tenninatel. 
Althou9h in mo.t c •••• the len9ths of I/O messaqe. 
and the &mOunt. of proce .inq are indic6ted by con.tant., 
th ••• d.ta can al.o b. suppli.d by tunction.. Thus, the 
query back to the eminal J.. specified as a nortnal distri-
bution with a mean ot 15 words and a .tandard deviation ot 
3. Al.o, at the bottom of the int.r ctinn loop, the number 
of Mix A inltruction. i. .pecifi.d a. a normal di.tribution 
with a me n of 1500 and a .tan4ard d.viation of 125. 
All QUERY job. 0 the CPU are inieiated on th. terminal. 
by USER.QUERY job.. The la.t Itatem.nt in riq. 4 provid., 
, 
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for the qeneration of terminal jobl. An expoudntial 
diltribution with a mean of 60 .eo determines the time at 
which the fi~lt job will start on each terminal. Thus, 
e.oh terminal oan beoome aotive initially at a different 
time. Purther, eacb time a job arrivel at a terminal, 
another exponential distribution will uetermine when the 
next job of that type will arrive. ThuI, in this oale, 
the arrival of new user. will not be influenoed by the 
number ct uI.r. waitinq for a terminal, nor by the time 
taken to lervice any given uler. 
; 
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-IX. CURRENT STATUS AND FUTURE DIRECTIONS 
~h. ICSS .pecification and de.iqn packaqe (lanquaqe 
and .ervice routin •• ) i, ••• entially complete, and the 
implementation ot the tran.lator is currently underway. 
The •• rvice modu'.e. r.quired at execution time to perform 
~ var1ou. function. de.qribed above ca~ con.i.t of a 
maximum of 2000 line. of SIMSCRIPT II code. The lize of 
.ach routine varie. with the u •• r' •• imulation r.quirement •• 
Only the code for tho.e facilitie. needed for a particular 
.imulation i. included in that simulation' •• ervice routine •• 
Al.o, the u.e of a qeneral packaqe for .i~ulatinq comp~t.r 
.y.tem. will adver.ely affect object-time executton .ffici.nay. 
TESTING 
Th. re.ource requir.m.nt. of BCSS are ot •• condary im-
portance to the project. The primary oal is to reduce the 
manpower and the tim. requirement. nec •• sary for puttinq 
a computer .y.tem .imulation in operation. ccordinqly, 
me •• ur mant. in th •• e .~ea. will indicate the succ ••• or 
failure of ECSS. Once ECSS i. o~erational, two simulations 
will b. und.rtaken witH it. Unfortunat.ly, availatle re-
sourc •• will not p.rmit the ••• imulation mod.l. to be 
duplioat.d in other lanquaqe. by per.onn.l havinq .quival.nt 
.xperienc.. Thu., the te.t wlll not b. a. conclu8 ve a. 
on. miqht d •• ire, from a .tati.tical viewpoint. How,ver, 
.imilar limulation. have b.en d.vel~p.d previou.ly, 10 the 
planned .imulation. .h uld provide an int.r •• tinq oompari.on 
to ~. value of the BeSS approach ~n practice. 
Th. pr ••• nt ver.ion of ICSS i. a pilot .ffe~t in ap-
proaohin; the computer-.y.tem .imclation probl.m. Lik. any 
prototyps, it ha. a n~r of w.akn ••••• , the mo.t •• riou. 
• 
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being the over~mpha.i. on hardware capabilitie.. That is, 
command. and facilitie. in ECSS aalilt in modelinq many 
type. of hardware-related action. (e.g., .el~ctinq a path 
and tran.mitting a me •• Age to a device while conaidering 
device capabilitie. and con.traint. on that path). Althouqh 
BeSS doe. hav~ aome .oftware-related capabiliti •• , it doea 
not offer he uaer an array of .oftware-related command. 
and f_cilitie. limi}ar to ~~at provided for the .pecif~ca­
tion of the hardware .yatem. t Generally, the uaer mu.t 
re.ort to lome SIMSCRIPT II programming to reflect loftware 
feature. of the .imulated Iy.tem. 
seoause of the nature of ECSS organization, providing 
additional feature. or capabilit~e. i. not difficult. The 
prob em lie. in determining what type. of .oftware-.Yltem 
capabiliti •• and option. to include. For example, one 
might wilh to provide a built-in Ptq!ng capability,. hat 
time-Iharing .Yltema u.in, a pa,.-turning .tratagy co ld 
ea.ily be m deled. However, anticipating the variety of 
p ginq .ttategie. that mi9ht be employed ia not an ea.y 
ta.k. Further reaearch in thi. area i. nec •• aary .0 that 
more programming ta.ka can be picked up by ayatem. like 
ECSS inatead of being ~andled by the b 11 er of a aimulation 
model. 
fsee Appendix (p. 37) for a .ummary of the ECSS 
vocabulary And ~yntax. 
, 
• 
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x. CONCLUSIONS 
Building a .imulation model for a computer system or 
J network il oft.n tim.-oon.uming and expenlive. Yet, .uch 
an analy.i. tool is frequently needed in the de~ign, instal-
lation, and op.rational pha.es ot these complex .ystem •• 
Some .xt.n.ion. to' an .xisting simulation language have 
b.en developed to a •• ist in oarrying out activiti.s that 
aro oommon to many computer-ay.t.m .imulation •• 
U.e of the resulting paokaq., EC~1, will reli.?e the 
proqrammer of much d.tail work and thu. allow him to con-
o.ntrat. on the •••• ntial log1o of .th. simulation. By 
r.ducinq the ti~. and r •• ourc.. requir.d to d.velop and 
d.buq .imulation mod.l., it 1. hop.d that a great.r p.r-
c.nta;. of the future complex computer .y.tam. will b. 
analyzed prior to t:ol;struotion. Not only ould .om. co.tly 
failur •• b. void.d, but .ome i mproved .yst.ms might result • 
.... . . 
, 
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