Background and motivations. Algorithms for ensuring fault tolerance are key ingredients in many applications such as avionics and networking. There is an increasing demand to integrate (formal) validation in the design process of these algorithms as they are often part of safety critical systems. When validation fails, the designer would benefit from tracking the sequence of events that led to an incorrect state to recover the error. To productively integrate formal verification in the design phase, tools should be able to return such error traces. Fault tolerant algorithms are often parametric, which makes their automated verification a daunting task. Indeed, checking that an algorithm satisfies a certain property requires to prove it for any number of processes.
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Contributions. We propose the use of an infinite state model checker for safety properties, called mcmt [3] (http://www.dsi.unimi.it/~ghilardi/mcmt), to assist in the design of the considered class of algorithms. mcmt is particularly suitable for this purpose because it is based on a declarative framework in which parametric algorithms can be naturally specified by using first-order formulae I, T r, and U for the set of initial states, the transitions, and the set of undesired states, respectively. The distinguishing feature of mcmt is that it applies the so-called backward reachability procedure [1] in a symbolic setting: a tree whose nodes are labeled by the formulae describing the pre-images of U with respect to the transitions in T r is constructed and visited on-the-fly. The visit is interleaved with fix-point and safety checks so as to decide when the process can stop. To mechanize this, mcmt puts some constraints on the format of I, T r, and U so that (a) the class of formulae describing the set of backward reachable states are closed under pre-image computation and (b) both fix-point and safety checks can be reduced to decidable logical problems, called Satisfiability Modulo Theories (SMT) [7] problems. Facts (a) and (b) rely on results precisely stated and proved in [2] ; satisfiability tests involving quantified formulae are preprocessed by manual instantiations -subject to powerful but complete heuristics -and are then discharged via the integration with the SMT-solver yices (http://yices.csl.sri.com).
The first contribution of our work is the definition of a sub-set of the formal framework [2] underlying mcmt, which is suitable for the specification of fault tolerant algorithms. In order to describe the possible misbehaviors of real distributed systems, a taxonomy of failure models has been presented in the literature [6] : such taxonomy abstracts relevant features concerning faults that may occur in practice. For example, the simplest of such models is the Crash Failure Model (CFM) where processes may halt at any time. A slightly more realistic model consists of considering the possibility that a process may omit to send a message besides crashing at any time, called the Send Omission Failure Model (SOFM).
Since mcmt natively supports only the simplest failure model (i.e. the CFM) [5] , the second contribution of our work is a technique to re-write the specification of an algorithm for a certain failure model, so as to represent more complex failures and enable the validation of distributed algorithms under critical conditions. The underlying idea is to add a local state variable to each process as a flag signaling whether the process is faulty or not, and to enlarge the specification with faulty behaviors. Then, we propose a design methodology for parametrized and fault tolerant algorithms (see Figure 1 ) that exploits the previous two contributions consisting of (i) specifying the algorithm and its safety property, (ii) choosing a failure model (e.g., the CFM or the SOFM), (iii) invoking mcmt, and (iv) modifying the specification of the algorithm according to the analysis of the error trace returned by the tool (if any), before repeating the procedure. This schema can be easily blended with a standard incremental and iterative approach to design.
The third contribution is to apply this methodology to replay the design of the reliable broadcast algorithms of Chandra and Toueg in [8] . We focus on Agreement as the safety property to check. The authors of [8] consider several parametric algorithms, obtained by stepwise refinement. Table 1 shows the results of our experiments. Algorithm 1 is the simplest one, designed to be correct with the CFM (first column of Table 1 ). Its unsafety w.r.t. the SOFM is quickly established by mcmt by finding a shorter error trace than the one described in [8] (second column of Table 1 ). Algorithm 1e is a first refinement of Algorithm 1, which is still found to be unsafe. In this case, the error trace found by mcmt, after a manual analysis, corresponds to that described in [8] . Algorithm 2 is the second refinement and its up-front verification turned out to be quite problematic, even using mcmt invariant synthesis capabilities [4] . Fortunately, the possibility to interact with mcmt allowed us to add 7 more system properties (e.g., "there is only one coordinator at a time" ) to the specification. These properties, and 19 more invariants automatically found by the tool, have been validated by mcmt before their use, thus guaranteeing that their inclusion does not affect the main verification result. On the other hand, their adoption significantly pruned the backward search tree and yielded the performances reported in the last column of Table 1 . The tool also validated the three lemmata used in [8] to perform the pen-and-paper proof of the correctness of the algorithm. These results show the practical viability of our technique. There are two main lines for future work. First, we would like to consider more general failure models (e.g., general omission) to conclude the formal validation of the reliable broadcast algorithms in [8] . Second, we intend to refine our models so as to consider temporal constraints that would widen the scope of applicability of our techniques to more realistic algorithms.
