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ABSTRAKT 
Teoretická část této bakalářské práce se zabývá základy genetiky. Nejprve jsou popsány 
pojmy gen a mutace. Jsou popsány mutace genové a chromozomové. Následující část je 
věnována komparativní genomice a především synteny. Je zde popsáno, co je to synteny 
a jak vzniká. Konec teoretické části je věnován evoluci a způsobům třídění permutačních 
vektorů. Praktická část bakalářské práce obsahuje popis vytvořeného programu. 
Výstupem programu je dotplot zobrazující synteny bloky, jejichž indexy jsou vypsány 
v GUI. Druhým podstatným výstupem je stanovení počtu permutačních kroků. Tento 
počet kroků slouží ke stanovení evoluční vzdálenosti porovnávaných sekvencí. Poslední 
část práce je věnována testování programu a analýze uměle vytvořených a reálných 
sekvencí DNA. 
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ABSTRACT 
The theoretical part of this bachelor thesis is aimed at basics of genetics. Term of gene 
and mutation are introduced in this section. There are gene and chromosome mutations 
mentioned and described. Following section is devoted to comparative genomics and 
especially to synteny. There is described what the synteny actually is and how the synteny 
arises. The end of the theoretical part of this thesis is about the evolution and there are 
described ways of sorting permutation vectors. The practical part of this bachelor thesis 
includes description of developed software. Output of this software is a dot-plot which 
shows detected synteny blocks. Indexes of these blocks are listed in GUI. The second 
important output is number of permutation steps. This number determines evolutionary 
distance between two analysed DNA sequences. The very last section is aimed at analyse 
of synthetic and real DNA sequences. 
KEYWORDS 
DNA, synteny, comparative genomics, gen, genome, mutations, permutations, reversal, 
transposition 
 
BIBLIOGRAFICKÁ CITACE 
PAVEL, T. Srovnání genomů analýzou pozice genů. Brno: Vysoké učení technické 
v Brně, Fakulta elektrotechniky a komunikačních technologií, 2014. 56 s. Vedoucí 
bakalářské práce Ing. Denisa Maděránková. 
 
PROHLÁŠENÍ 
Prohlašuji, že svou bakalářskou práci na téma Srovnání genomů analýzou pozice genů 
jsem vypracoval samostatně pod vedením vedoucího bakalářské práce a s použitím 
odborné literatury a dalších informačních zdrojů, které jsou všechny citovány v práci 
a uvedeny v seznamu literatury na konci práce. 
Jako autor uvedené bakalářské práce dále prohlašuji, že v souvislosti s vytvořením 
této bakalářské práce jsem neporušil autorská práva třetích osob, zejména jsem nezasáhl 
nedovoleným způsobem do cizích autorských práv osobnostních a/nebo majetkových 
a jsem si plně vědom následků porušení ustanovení § 11 a následujících zákona 
č. 121/2000 Sb., o právu autorském, o právech souvisejících s právem autorským 
a o změně některých zákonů (autorský zákon), ve znění pozdějších předpisů, včetně 
možných trestněprávních důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4 
Trestního zákoníku č. 40/2009 Sb. 
 
V Brně dne ..............................          .................................... 
         (podpis autora) 
 
 
 
PODĚKOVÁNÍ 
Děkuji vedoucí bakalářské práce Ing. Denise Maděránkové za účinnou metodickou, 
pedagogickou a odbornou pomoc a další cenné rady při zpracování mé bakalářské práce. 
V neposlední řadě bych chtěl poděkovat všem, kteří mne při studiu podporovali, zejména 
rodině. 
 
V Brně dne ..............................          .................................... 
         (podpis autora) 
 OBSAH  
ÚVOD ............................................................................................................................... 1 
1 GEN ............................................................................................................................ 2 
1.1 Historie ...................................................................................................... 2 
1.2 Gen jako vloha .......................................................................................... 2 
1.3 Gen jako součást DNA ............................................................................. 3 
1.3.1 Umístění genu ....................................................................................... 4 
1.3.2 Druhy genů ........................................................................................... 4 
1.3.3 Negenová DNA ..................................................................................... 5 
2 MUTACE ................................................................................................................... 6 
2.1 Genové mutace ......................................................................................... 6 
2.1.1 Druhy genových mutací ........................................................................ 7 
2.2 Chromozomové mutace ............................................................................ 8 
2.2.1 Numerické aberace chromozomů ......................................................... 9 
2.2.2 Strukturní aberace chromozomů ......................................................... 10 
2.3 Mutagenní faktory ................................................................................... 11 
3 SYNTENY ............................................................................................................... 12 
3.1 Komparativní genomika ......................................................................... 12 
3.2 Synteny blok ........................................................................................... 12 
3.3 Princip vzniku synteny ............................................................................ 15 
3.4 Zobrazení synteny ................................................................................... 17 
4 SYNTENY A EVOLUCE ........................................................................................ 19 
4.1 Permutační vektory a body zlomu .......................................................... 20 
4.1.1 Eliminace bodů zlomu inverzí ............................................................ 20 
4.1.2 Eliminace bodů zlomu transpozicí ...................................................... 22 
4.2 Algoritmus řazení pomocí inverzí .......................................................... 22 
4.3 Vylepšení algoritmu pomocí transpozic ................................................. 24 
5 PROGRAM SYNTENY SW ................................................................................... 25 
5.1 Základní struktura programu .................................................................. 25 
5.2 Dotplot, filtrace a detekce indexů diagonál ............................................ 26 
5.2.1 Hledání společných bodů .................................................................... 26 
5.2.2 Filtrace ................................................................................................ 26 
 5.2.3 Eliminace substitucí ............................................................................ 28 
5.2.4 Vykreslení dotplotu ............................................................................. 28 
5.2.5 Hledání indexů diagonál ..................................................................... 29 
5.3 Příprava a zpracování permutačních vektorů .......................................... 30 
5.3.1 Sestavení permutačních vektorů ......................................................... 30 
5.3.2 Detekce bodů zlomu ........................................................................... 32 
5.3.3 Algoritmus Reversal sort .................................................................... 33 
5.3.4 Začlenění transpozice pro eliminaci více Bodů zlomu ....................... 34 
Grafické rozhraní ................................................................................................. 36 
6 ANALÝZA SEKVENCÍ .......................................................................................... 39 
6.1 Modelové sekvence ................................................................................. 39 
6.2 Reálné sekvence ...................................................................................... 42 
ZÁVĚR ........................................................................................................................... 48 
LITERATURA ............................................................................................................... 49 
PŘÍLOHY ....................................................................................................................... 50 
A Seznam zkratek ....................................................................................... 50 
B Vývojový diagram .................................................................................. 51 
C Uživatelský návod ................................................................................... 53 
D Programy a funkce pro Matlab ............................................................... 55 
E  Testovací sekvence ................................................................................. 56 
 
  
 SEZNAM OBRÁZKŮ 
Obr. 1 Centrální dogma molekulární biologie, převzato z [11]. ....................................... 3 
Obr. 2 Typy genových mutací, převzato z [8]. ................................................................. 7 
Obr. 3 Vybrané typy ploidie. ............................................................................................ 9 
Obr. 4 Vybrané typy strukturních aberací chromozomů. ............................................... 10 
Obr. 5 Příklad synteny. ................................................................................................... 13 
Obr. 6 Rozdíl mezi synteny segmentem a synteny blokem. ........................................... 14 
Obr. 7 Modelový příklad evoluce potomka B od předka A. ........................................... 16 
Obr. 8 Modelový příklad evoluce potomka C od předka A. ........................................... 16 
Obr. 9 Porovnání chromozomu C1 s chromozomy potomka B. ..................................... 17 
Obr. 10  Graf porovnávající lidský a myší chromozom X, převzato z [1]. .................... 18 
Obr. 11 Výstupní dotplot pro testovací sekvence. .......................................................... 29 
Obr. 12 Příklad výpisu změn permutačního vektoru a vývoje počtu bodů zlomu. ......... 34 
Obr. 13 První část grafického rozhraní programu. ......................................................... 36 
Obr. 14 Druhá část grafického rozhraní programu. ........................................................ 37 
Obr. 15 Modelové sekvence pro verifikaci programu. ................................................... 39 
Obr. 16 GUI programu s výpisem indexů diagonál. ....................................................... 40 
Obr. 17 Dotplot vzniklý z modelových sekvencí. .......................................................... 40 
Obr. 18 Modelové sekvence pro verifikaci programu se zahrnutím substitucí. ............. 41 
Obr. 19 Rozdíl mezi vypnutou filtrací substitucí (vlevo) a nastavenou filtraci (vpravo).
 ...................................................................................................................... 42 
Obr. 20 Dotplot ze sekvencí Prmt1. ................................................................................ 43 
Obr. 21 Dotplot ze sekvencí Prmt1. ................................................................................ 45 
Obr. 22 Porovnání dotplotů z obr. 20 (vlevo) a obr. 21 (vpravo). .................................. 45 
Obr. 23 Porovnání dotplotů pro sekvenci Prmt5. ........................................................... 46 
Obr. 24 Příklad grafického prostředí v programu Synteny_SW ...................................... 53 
 
 SEZNAM TABULEK 
Tab. 1 Vytvoření matice společných bodů. .................................................................... 26 
Tab. 2 Masky pro filtraci kladných a inverzních diagonál. ............................................ 27 
Tab. 3 Příklad masek pro eliminace substitucí o délce 1 a 2 párů bází. ......................... 28 
Tab. 4 Vstupní matice s indexy diagonál (kladné-nalevo, inverzní-napravo). ............... 31 
Tab. 5 Sloučení indexů kladných a inverzních (tučně) diagonál do jedné matice. ......... 31 
Tab. 6 Vzestupně seřazená matice s indexy diagonál podle prvního sloupce. ............... 32 
Tab. 7 Matice vzestupně seřazená podle indexů diagonál Sekvence 2. ......................... 32 
Tab. 8 Vývoj permutačních vektorů a bodů zlomu pro Prmt1 Homo sapiens. ............... 44 
Tab. 9 Vývoj permutačních vektorů a bodů zlomu pro Prmt1 Homo sapiens a Mus 
musculus. ...................................................................................................... 46 
Tab. 10 Výsledky analýzy reálných sekvencí ................................................................. 47 
 
 
 1 
ÚVOD 
Tato bakalářská práce na téma „Srovnání genomů analýzou pozice genů” je, jak již název 
napovídá, situována do oblasti komparativní genomiky.  
Genomika jako taková se dá rozdělit do několika odvětví. Jedním z těchto odvětví 
je právě komparativní genomika. Jedná se o obor zkoumající vztahy mezi geny, 
chromozomy, nebo jinými částmi genomů napříč organismy. Pomocí porovnávání 
genomových úseků a analýzou jejich vzájemných podobností lze lépe než kdy předtím 
porozumět evolučním procesům. Za užití nástrojů komparativní genomiky je také možné 
odhalovat i dosud neanotované geny. 
 V porovnávaných částech genomů se nacházejí oblasti vzájemné podobnosti. Tyto 
oblasti jsou označovány jako synteny bloky. Vzájemné pořadí těchto bloků může mnoho 
napovědět o proběhlých evolučních procesech. Analogicky k tomuto pořadí lze sestavit 
takzvané permutační vektory, jejichž postupným tříděním je možné získat teoretický 
nejmenší možný počet evolučních kroků. Tento počet kroků tak stanoví evoluční 
vzdálenost porovnávaných genomů nebo kratších úseků DNA. 
V teoretické části této práce jsou kromě synteny připomenuty základní poznatky 
týkající se pojmů gen a genová exprese. V souvislosti s evolučními procesy, a tak 
i se vznikem synteny, je část práce věnována mutacím. Zmíněny jsou druhy mutací 
a stručně popsány jsou způsoby jejich vzniku. Teoretickou část uzavírá kapitola věnující 
se synteny v souvislosti s evolucí a také je zde vysvětlena teorie třídění permutačních 
vektorů. 
Praktická část této práce je věnována především popisu a vysvětlení algoritmů 
vytvořeného programu. Tento program se skládá ze dvou hlavních částí. V první části 
dochází k sestavení dotplotu, který zobrazuje nalezené synteny bloky v porovnávaných 
sekvencích DNA. Dále jsou detekovány a vypsány indexy těchto bloků do GUI. Druhá 
část zahrnuje především algoritmy, které provádí třídění získaných permutačních vektorů. 
Celá práce je uzavřena podrobnou analýzou uměle vytvořených sekvencí, které 
slouží především k verifikaci všech funkcí programu a dále pak analýzou vybraných 
reálných sekvencí DNA.  
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1 GEN 
1.1 Historie 
Existenci takzvaných diskrétních elementů předurčujících znaky buněk a celých 
organismů objevil J. G. Mendel (1865), který prováděl hybridizační pokusy. V té době 
se však stále ještě nemluvilo o pojmu gen, jak jej známe dnes. Tento pojem byl poprvé 
použit až W. Johanssenem (1909) pro označení jednotky dědičnosti. Stalo se tak více jak 
čtyřicet let po pokusech J. G. Mendela. S postupem času byly zjištěny další poznatky 
týkající se umístění genů na chromosomu. To, že geny jsou umístěny na specifických 
místech, takzvaných lokusech, bylo prokázáno pomocí cytogenetických studií. Bádání 
genetiků G. W. Beadlea a E. L. Tatuma (1941) přineslo poznatek, že gen primárně určuje 
strukturu enzymu, za což obdrželi Nobelovu cenu. Zásadní posun vpřed přineslo 
až rozřešení molekulární struktury DNA. Stalo se tak v roce 1953 a bylo tak ozřejměno, 
že jeden určitý gen je část molekuly DNA, která kóduje jeden určitý protein. [8] 
1.2 Gen jako vloha 
V případě, kdy na na gen nepohlíží z molekulárního hlediska, jej lze vyložit jako vlohu, 
tedy jednotku informace, která se podílí na tvorbě fenotypu. Takový gen existuje ve dvou 
alelách, které mají rozdílný vliv na fenotyp. Tento vliv však nemusí být absolutní. Je třeba 
vzít v potaz možné mezialelové interakce a případný vliv prostředí na fenotyp organismu. 
Geny lze dále rozdělit na majorgeny, minorgeny a pseudogeny. [10][12]  
Majorgeny, neboli monogenní geny, mají velký vliv na fenotyp. Na tvorbě daného 
znaku se v tomto případě podílí malý počet genů. Není výjimkou, že se v tomto případě 
na tvorbě znaku podílí jen jeden určitý gen. Majorgeny kódují většinou kvalitativní znaky 
a vliv prostředí je zde zpravidla zanedbatelný. [6][10] 
Minorgeny, nebo také polygenní geny označují ty geny, které mají malý vliv 
na fenotyp. Na tvorbě znaku se tady zpravidla podílí více genů. Většinou jsou 
ovlivňovány kvantitativní znaky organismu a vliv prostředí může být značný. [6][10] 
Pseudogeny, nebo také mrtvé geny, jsou neaktivní a informace, kterou nesou, není 
realizována. Důvodem neaktivity může být nepřítomnost, či disfunkce regulační 
sekvence. [8][10]  
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1.3 Gen jako součást DNA 
Definice pojmu gen se liší podle typu organismu. Pro viry je definován jako úsek 
molekuly RNA nesoucí informaci ohledně struktury polypeptidu, nebo též informaci 
ohledně struktury polypeptidu, jakožto výsledného produktu vzniklého procesem 
translace. U prokaryot a eukaryot platí, že gen je úsek polynukleotidového řetězce DNA 
nesoucí genetickou informaci pro RNA nepodléhající translaci. [6] 
 Informace, kterou nese DNA je nejprve procesem transkripce přepsána do řetězce 
RNA. Tento řetězec je podroben postranskripčním úpravám, kdy jsou vystřiženy 
nekódující sekvence označované jako introny. V sekvenci RNA, účastnící se translace, 
jsou ponechány kódující sekvence, které jsou v molekulární biologii označovány jako 
exony. Následuje translace, která probíhá v cytoplazmě na ribozomech. Genetická 
informace v jazyce nukleotidů je při tomto ději překládána do jazyka aminokyselin 
za  vzniku polypeptidových řetězců bílkovin. Toto stručně popsané centrální dogma 
molekulární biologie je zobrazeno na obr. 1. [8] 
 
Obr. 1 Centrální dogma molekulární biologie, převzato z [11]. 
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1.3.1 Umístění genu 
Geny jsou lokalizovány v určitém pořadí na chromozomech. Pozice genu, která je přesně 
určena pro daný gen na určitém chromozomu, je nazývána genový lokus. Geny 
nacházející se na stejném chromozomu jsou v takzvané genové vazbě. Z třetího 
Mendelova genotypového zákona o nezávislé kombinovatelnosti plyne, že se dva geny 
dědí nezávisle na sobě. Tento zákon zcela platí pouze v případě, kdy se jedná o geny 
uložené na různých chromozomech. Dále by mělo platit, že geny nacházející 
se na stejném chromozomu jsou děděny společně. [6][10] 
Existuje však proces vzájemné rekombinace zvaný crossing-over, tedy proces kdy si 
dva homologní chromozomy vymění část své DNA během meiózy. Po mutacích 
a nahodilém rozchodu chromozomů do gamet je tak crossing-over dalším významným 
zdrojem genetické variability. To, zdali dojde k nezávislému přenosu dvou různých genů 
z jednoho chromozomu, určuje síla genové vazby. Tato síla je úměrná pravděpodobnosti, 
se kterou crossing-over proběhne. Všeobecně platí, že s větší vzdáleností mezi geny 
na chromozomu klesá síla genové vazby. S rostoucí vzdáleností se tak zvyšuje 
pravděpodobnost rekombinace mezi nimi. Naopak s klesající vzdáleností roste síla 
genové vazby a tím klesá i pravděpodobnost vzniku rekombinace. Poprvé se této 
problematice věnoval Thomas Hunt Morgen (1866-1945) a vysloužil si tak Nobelovu 
cenu za  lékařství a fyziologii v roce 1933. Jednotkou genové vzdálenosti se na jeho 
počest stal 1 Morgan – M. [8][10] 
1.3.2 Druhy genů 
V současnosti je známo hned několik druhů genů lišících se typem informace, kterou 
kódují. Rozlišovány jsou geny strukturní, regulační a geny pro RNA.  
Jako strukturní je označován gen, který nese informaci o primární struktuře jednoho 
polypeptidového řetězce. Po dokončení mezikroků transkripce do mRNA, vystřižení 
intronů a následné translaci vznikne protein, který může mít funkci strukturní, 
enzymatickou nebo signální. Jsou známy celkem dvě skupiny strukturních genů. [8] 
První skupinou jsou složené strukturní geny. Takové geny se skládají z intronů 
a exonů, z čehož vyplývá, že primární transkript prochází postranskripční úpravou 
sestřihem. Tento typ strukturních genů je typický pro eukaryota. Druhou skupinou jsou 
jednoduché strukturní geny, které se do RNA přepisují jako celek a nepodléhají 
postranskripční úpravě. Jednoduché strukturní geny lze nalézt především u prokaryot. [8] 
V případě, kdy jeden úsek DNA kóduje informaci pro více translačních produktů, 
se hovoří o překrývajících se genech. Jedná se vlastně o strukturní geny s tím rozdílem, 
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že se jejich počátky a konce nacházejí v oblastech, kde se vyskytují jiné strukturní geny. 
V souvislosti s tímto typem genů se zavádí pojem čtecí rámec. Ten představuje tři 
možnosti čtení souvislého sledu tripletů. U eukaryot se překrývání genů navíc 
uskutečňuje překrýváním transkripčních jednotek. [8] 
Regulační geny jsou oblasti molekuly DNA kódující informaci ohledně proteinů, 
které například řídí zahájení a ukončení procesu transkripce. Je tak regulována exprese 
genů strukturních.  Díky těmto procesům vzniká diferenciace buněk. [8] 
RNA geny jsou geny, podle kterých se syntetizuje tRNA, rRNA a další 
nízkomolekulární typy RNA nepodléhající procesu translace. Tyto molekuly dále regulují 
expresi genetické informace, nebo mohou mít i jiné funkce. [10] 
1.3.3 Negenová DNA 
Poslední část této kapitoly se bude stručně věnovat negenové DNA. Zatímco u prokaryot 
je většina DNA v genové formě, tak u eukaryot je trend opačný a většina DNA není do 
RNA přepisována vůbec. Například u savců je transkribováno jen 7-10% veškeré DNA. 
Zbytek, označovaný právě jako negenová DNA, může plnit signální funkce nebo její 
význam ještě nebyl zcela objasněn. [8] 
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2 MUTACE 
Každý přenos jakékoliv informace podléhá informačnímu šumu jako důsledku 
náhodných vlivů na přenos. To je způsobeno tím, že neexistuje paměťová struktura 
uchovávající informaci, která by byla zcela stabilní.  Tato fakta platí více než kdy jindy 
pro informaci genetickou. Informační šum tady představují mutace vznikající procesem 
mutageneze. Rozlišují se tři základní druhy mutací podle místa a organizační úrovně 
jejich vzniku na genové, chromozomové a genomové. Jednoduše řečeno jsou mutace 
definovány jako změny v genotypu organismu v porovnání s normálním stavem. Tyto 
změny probíhají drtivé většině případů zcela náhodně. S cílenými mutacemi se můžeme 
setkat výhradně v rámci vědeckých výzkumů. Mutace vzniklá bez zásahu vnějšího 
prostředí je označována za spontánní a vyskytuje se například jako důsledek chyby 
vzniklé v průběhu replikace DNA. Pravděpodobnost vzniku takových mutací je velmi 
malá. DNA polymeráza má totiž samoopravnou funkci a je velmi přesná. Buňka dále tyto 
mutace do jisté míry eliminuje díky reparačním enzymům. Ze zmíněných fakt vyplývá, 
že naprostá většina mutací nevzniká samovolně, nýbrž díky působení vnějších vlivů. 
Takové mutace jsou označeny jako indukované a odpovědnost za jejich vznik mají 
mutagenní faktory. [6][8][9] 
Právě mutace jsou příčinou vzniku genetických chorob a nádorového bujení. 
K většině mutací dochází v nekódujících oblastech genomu, a to proto, že jen velmi malá 
část lidského genomu kóduje proteiny. Tyto mutace však mohou mít také negativní 
dopad. Může dojít ke změnám v regulačních oblastech transkripce, sekvencích promotorů 
nebo v signálních sekvencích. Mnohem závažnější dopad mají mutace genové. 
Ty vznikají v kódujících oblastech genomů. [8][9] 
Mutace nemusí působit pouze negativně. Z evolučního hlediska mohou být velmi 
přínosné a někdy jsou označovány za  hybnou sílu evoluce. V rámci evoluce jsou 
rozděleny na nevýhodné, neutrální a výhodné. Ty mají největší šanci udržet se 
a zasáhnout do evoluce. Nevýhodné (škodlivé) mutace jsou z populace eliminovány 
selekcí. Neutrální mutace jsou nejčastější a lze je v populaci pozorovat. Výhodné jsou 
udrženy selekcí, představují však nepatrný podíl všech mutací a v některých případech 
mohou být taktéž eliminovány. [9] 
2.1 Genové mutace 
Genové mutace jsou změny probíhající na úrovni molekuly DNA. Nejčastěji se jedná 
o mutace bodové, kdy dojde ke změně jednoho nukleotidu. Může však docházet 
k mutacím měnícím i větší úseky genů. Lze rozlišovat dvě skupiny genových mutací. 
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První skupinou jsou mutace genu strukturního. Jejich výsledkem je změna ve struktuře 
bílkoviny jako produktu translace. Dále se může jednat o mutace genu regulačního, kde 
může dojít ke změnám týkajících se regulačních funkcí. To má následně vliv na expresi 
strukturních genů, která této regulaci podléhá. Existují tři nejčastější příčiny vzniku 
bodových mutací. Jedná se o vznik tautomerní formy pyrimidinových a purinových bází, 
depyrimidnací a depurinací nukleotidů v řetězci. Třetí možností je deaminace adeninu 
a cytozinu. Vše pak vyústí v nesprávné zařazení bází při replikaci DNA. [6][8] 
2.1.1 Druhy genových mutací  
Jak již bylo řečeno, genové mutace jsou v naprosté většině případů reprezentovány 
mutacemi bodovými. To lze chápat jako chemické změny pouze v jednom páru bází genu. 
Je možné je rozdělit do dvou kategorií. První kategorii představuje substituce, neboli 
záměny bází. Kategorie druhá pak zahrnuje inzerci a deleci, čili vložení a odstranění bází. 
[8][9] 
Další běžně se vyskytující genové mutace mění rozsáhlejší oblasti sekvencí (genů). 
Jedná se o transpozici, duplikaci a inverzi. Zmíněné typy genových mutací jsou zobrazeny 
na obr. 2. [8]  
 
Obr. 2 Typy genových mutací, převzato z [8]. 
Substitucí je myšlena záměna páru nukleotidů za jiný nukleotidový pár. Když dojde 
k záměně purinových (A-G) nebo pyrimidinových (C-T) nukleotidů pak je taková 
substituce označována jako tranzice. V případe záměny mezi purinovým 
a pyrimidinovým nukleotidem (A-C, A-T, G-C, G-T) se hovoří o transverzi. V případě, 
kdy dojde k přidání či odebrání nukleotidového páru v genu, se jedná o inzerci a deleci. 
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Tento druh mutací má často mnohem závažnější dopady než substituce. Při translaci 
na ribozomech dochází ke čtení mRNA jako soustavy po sobě jdoucích tripletů. Vložení 
či odstranění nukleotidu může změnit čtecí rámec. Takové mutace jsou označovány jako 
mutace s posunem čtecího rámce. Pokud není posun čtecího rámce situován v blízkosti 
konce genu, tak zcela jistě dochází k rozsáhlé změně nebo úplné ztrátě smyslu. 
Produkovaný protein bude s velkou pravděpodobností nefunkční. Transpozice je taková 
změna, kdy se mění pořadí nukleotidů. Za inverzi je považována výměna jednoho nebo 
více nukleotidových párů mezi oběma vlákny DNA. [8][9] 
Dalším možným dělením genových mutací je dělení z pohledu místa vzniku. 
Zda se vyskytnou v genové části DNA a bude tak ovlivněna proteosyntéza či nikoliv. 
Pokud se mutace objeví v kódující částí DNA, dochází k rozlišování na mutace smysl 
měnící, neměnící a nesmyslné. [6][9] 
Mutace měnící smysl mají za následek změnu ve smyslu polypeptidového řetězce. 
Nejčastěji jsou způsobeny substitucemi, kdy dojde k takové změně nukleotidu, že pak 
celý příslušný triplet kóduje odlišnou aminokyselinu. To se projeví v následné 
proteosyntéze. Záleží také na tom, jak moc se liší vlastnosti zaměněných aminokyselin. 
Vlastnosti mohou být podobné a změny v proteinu budou konzervativní. [6][9] 
Mutace neměnící smysl jsou postaveny na faktu, že některé z aminokyselin jsou 
kódovány více triplety. Dochází tak k situaci, kdy je i přes vzniklou mutaci při translaci 
zařazena stále stejná aminokyselina. [6][9] 
Poslední v tomto dělení jsou mutace nesmyslné, které jsou většinou způsobeny 
inzercí či delecí bází. O nesmyslné mutaci se mluví tehdy, když v jejím důsledku dojde 
k předčasnému zařazení terminačního kodonu v úseku DNA. Syntéza příslušného 
proteinu tak není zcela dokončena. Z funkčního hlediska tento nedokončený protein 
postrádá smysl. [6][9] 
2.2 Chromozomové mutace 
V momentě, kdy se změní tvar, struktura nebo počet chromozomů, hovoříme o mutaci 
chromozomové, respektive chromozómové aberaci. Nejčastější příčiny morfologických 
změn jsou zlomy chromozomů. Zlom je definován jako přerušení souvislosti DNA 
řetězce, jehož vinutím vzniká chromozom. Vliv na vznik aberací má ionizující záření, 
mechanická síla a v neposlední řadě i chemické látky. V důsledku působení těchto vlivů 
nebo chybného průběhu meiózy může dojít k významnému poškození chromozomů nebo 
ke změně jejich počtu. Chromozomové aberace se dělí na aberace numerické a strukturní. 
[8][9] 
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2.2.1 Numerické aberace chromozomů 
Za běžné situace dojde při dělení buňky k bezchybnému rovnoměrnému rozdělení 
chromozomů do dceřiných buněk. Numerické aberace vzniknou právě nerovnoměrnou 
distribucí chromozomů při mitóze či meióze. Výsledkem poruchy při meióze je, že jedna 
gameta obdrží dva totožné chromozomy a druhá z nich neobdrží chromozom žádný. 
Chyba, která je příčinou těchto jevů se nazývá nondisjunkce. Zde při prvním meiotickém 
dělení nedojde ke správnému rozdělení členů homologních párů chromozomů nebo 
se neoddělí sesterské chromatidy při druhém meiotickém dělení. [6][8]  
 
Obr. 3 Vybrané typy ploidie. 
Existují dva typy numerických aberací, a to aneuploidie a polyploidie. Při změně 
počtu chromozomů v rámci jedné sady se jedná o aneuploidii. Tento stav nastává 
nejčastěji nondisjunkcí nebo translokací určitého chromozomu na jiný. Pokud diploidní 
buňka postrádá jeden chromozom, jedná se o monosomii. Stav, kdy jsou nepřítomny oba 
chromozomy jednoho páru, se nazývá nullisomie. A v neposlední řadě se může jednat 
o případ, kdy diploidní buňka obsahuje jeden nadbytečný chromozom. Popsaný případ 
představuje trisomii. Polyploidní stav se vyznačuje změnou v počtu chromozomových 
sad. Konkrétněji jde o situaci, při které se buněčném jádře nachází více než dvě úplné 
chromozomové sady. Jde tedy o triploidie (3n), tetraploidie (4n), oktoploidie (8n) a další. 
V této souvislosti se často mluví již o genomových mutacích. Některé typy ploidie jsou 
zobrazeny na obr. 3. [6][8]  
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2.2.2 Strukturní aberace chromozomů 
Strukturní aberace jsou morfologické změny chromozomů. Za jejich vznikem nejčastěji 
stojí zlom chromozomu, o kterém jsme se zmínili výše. V závislosti na tom, v jakém 
stádiu buněčného dělení vznikne zlom, je tento zlom replikován do jedné či obou 
sesterských chromatid. Pokud k němu dojde před S fází, tak je zlomený chromozom 
replikován a výsledek se projeví na obou sesterských chromatidách. V případě vzniku 
zlomu až po S fázi buněčného cyklu dojde k postižení pouze jedné chromatidy. [8] 
 
 
Obr. 4 Vybrané typy strukturních aberací chromozomů. 
Zlomem mohou vzniknout čtyři druhy morfologických změn chromozomu. Těmi 
jsou delece, duplikace, inverze a translokace (viz. obr. 4). Stav, při kterém během 
buněčného dělení dochází ke ztrátě zlomku chromozomu, je označován jako delece. 
Takový chromozom pak bude postrádat některé geny. Někdy může dojít k tomu, že 
se ztracený zlomek připojí k sesterské chromatidě a vznikne tak duplikace příslušné části 
chromozomu. Celý popsaný jev je označován jako nerovnoměrný crossing-over. 
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V momentě, kdy se ztracený fragment připojí k původnímu chromozomu v opačném 
pořadí, nastane stav inverze. Translokací se rozumí situace, kdy vznikne spojení 
fragmentu s nehomologním chromozomem, čímž dojde k přeskupení. [8][9] 
Výsledkem strukturních aberací jsou chromozomy různých druhů. Jedním takovým 
může být izochromozom, který se vyznačuje tím, že má pouze dlouhá nebo v opačném 
případě pouze krátká raménka. Dalším typem je ring chromozom, kdy v důsledku delece 
konců obou ramének dochází ke spojení koncových částí a tím vznikne kruhový 
chromozom. Extrémní případ představuje fragmentace, která je důsledkem působení 
silných mutagenů a velké chromozomální nestability. Ve výsledku se chromozom 
rozštěpí na fragmenty. Buňka, obsahující takovýto chromozom, má neschopnost 
mitotického dělení a může dojít až k její apoptóze. Posledním případem je marker 
chromosom. Jedná se o malý chromozomální fragment, kterému byla přidělena schopnost 
samostatné existence. [8][9] 
2.3 Mutagenní faktory 
Mutageny jsou látky, záření či jiné faktory, které mohou způsobit mutace. Vyskytují 
se ve formě fyzikálních faktorů, chemických a biologických látek. Z klinického pohledu 
se v naprosté většině případů jedná o látky pocházející z vnějšího prostředí. Tyto látky 
jsou pro organismus nežádoucí a mohou poškodit genetickou informaci. Takové 
mutageny mohou působit jako kancerogeny způsobující nádorové bujení. Dále mohou 
působit jako teratogeny, které jsou příčinou poruch v prenatálním vývoji jedince. 
K fyzikálním faktorům se řadí především záření. Konkrétně jde o záření ionizující, ale 
i neionizující kam se počítá UV záření. Mezi chemické mutageny patří chemické látky 
narušující DNA nebo látky poškozující buněčný aparát. Jedná především genotoxiny 
a existuje jich celá řada. Zmínit lze kyslíkové radikály, těžké kovy a dehet. Mezi 
biologické mutageny se řadí především onkogenní viry, které u infikované buňky zvyšují 
riziko vzniku mutací v DNA. [6][8] 
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3 SYNTENY 
Genom živých organismů se skládá z genové a negenové DNA, která je stavebním 
kamenem pro složitější strukturu označenou jako chromozom. Například každá lidská 
buňka obsahuje ve svém jádru 23 párů chromozomů. Právě při porovnávání dvou 
odpovídajících chromozomů nebo jejich částí, z nichž každý náleží jinému druhu, lze při 
jejich vzájemném porovnání dohledat i celé genové úseky zakonzervované v určitém 
pořadí, které se navzájem shodují nebo alespoň podobají. Míra této podobnosti může 
leccos vypovědět o tom, jak moc si jsou tyto dva organismy příbuzné a jak jsou navzájem 
evolučně vzdálené. [1]  
3.1 Komparativní genomika 
Porovnáváním genomů se zabývá obor srovnávací, neboli komparativní genomika. 
V současné době se jedná o velmi důležitou část celkové genomové analýzy. Jak vyplývá 
z názvu, jedná se o obor zabývající se porovnáváním genomů. Genom lze porovnávat sám 
se sebou, kdy je cílem najít části se v něm opakující, nebo lze porovnávat genomy dvou 
příbuzných organismů a hledat vzájemně podobné části. Jedním z hlavních přínosů 
je možnost zkoumání míry podobnosti genomů různých druhů. Primárním cílem 
je identifikace těch rozdílů, které byly při vývoji daného druhu klíčové.  
Všeobecně nás jako lidi nejvíce zajímá, jak moc se náš genom odlišuje od jiných 
genomů. Toto porovnávání a hledání souvislostí může pomoci lépe porozumět struktuře 
a funkci nejen lidských genů. To může kupříkladu významně pomoci v hledání nových 
způsobů boje s nemocemi. Srovnávací genomika je dále považována za silný nástroj 
v oblasti studia evolučních změn a umožňuje rozlišit geny vyskytující se u více 
živočišných druhů od genů, které jsou specifické pouze pro daný druh. [3][2] 
3.2 Synteny blok 
Z evolučního hlediska může u vzájemně příbuzných druhů během delšího vývojového 
období docházet k postupnému přeskupování genetických map. I přes to, že je druh B a C 
potomkem předka A, tak se pořadí genů na chromozomech těchto potomků nemusí zcela 
shodovat. Většinou lze na chromozomech potomků dohledat skupiny po sobě jdoucích 
genů. Pozice těchto skupin se mohou navzájem lišit. Takový případ se nazývá synteny. 
Toto slovní spojení má původ v řečtině a jeho význam je do angličtiny překládán jako 
"on the same ribbon". V češtině lze význam této věty vyložit jako „na stejné stuze”. [1] 
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 Obr. 5 ukazuje velmi zjednodušený případ synteny. Jedná se o schéma dvou 
chromozomů i a j, z nichž první přísluší druhu B a další druhu C. Za účelem co největšího 
zjednodušení zde byly sady genů nebo jiné používané úseky sekvencí (landmarks, 
pozičně ukotvené sekvence) nahrazeny jednotlivými geny. Synteny je definováno jako 
skupina homologních genů (sekvencí), které se v porovnávaných genomech, respektive 
na chromozomech vyskytují společně. Pořadí těchto genů (sekvencí) nemusí být zcela 
shodné. [1] 
 
 
Obr. 5 Příklad synteny. 
Místo výskytu zcela shodné sekvence, i co se pořadí týče, je označeno jako synteny 
segment. Oblast vyšší hustoty výskytu těchto segmentů je definována jako synteny blok. 
Synteny blok již může ze své podstaty obsahovat inverze a permutace synteny segmentů. 
Podstatné je, že se tyto segmenty vyskytují společně v rámci bloku. Popsaná situace 
je zobrazena na obr. 6, kde synteny segment obsahuje tři geny (g1, g2, g3). Jejich  pořadí 
je na chromozomech B a C totožné. Zobrazený synteny blok ohraničený přerušovanou 
čárou již zahrnuje zmíněný segment a k tomu geny g4 a g5. Tyto geny se sice vyskytují 
na obou chromozomech, ale jejich pořadí se liší. Během vývojových procesů tady došlo 
k inverzi. [1] 
Z popsané situace vyplývá, že synteny bloky mohou posloužit jako stopy evolučních 
událostí, probíhajících během samostatného vývoje dvou linií od okamžiku rozdělení 
od společného předka. V dnešní době již existují možnosti porovnání genomů více než 
dvou příbuzných organismů a lze tak vyvodit komplexnější závěry týkající se evolučních 
procesů. [1] 
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Obr. 6 Rozdíl mezi synteny segmentem a synteny blokem. 
Výše byla velmi zjednodušeně popsána podoba synteny. Genom savců má ale 
velikost zhruba 3x109 párů bází, kde je zakódováno okolo 25 000 genů. V průměru by tak 
byla velikost jednoho segmentu, zahrnujícího tři po sobě jdoucí geny, větší než 300 000 
párů bází. Použití takových segmentů není pro hledání společných synteny bloků vhodné. 
Hlavním důvodem je nepřeberné množství dat. Navíc je díky existenci bodových mutací 
a jiných přeskupení velmi nepravděpodobné, že by takto dlouhé sekvence setrvaly v obou 
organismech zcela v nepozměněném pořadí. V praxi jsou tak segmenty tvořící synteny 
bloky nahrazovány jinými elementy schopny plnit podobnou funkci. [1] 
Používají se tedy synteny bloky založené na společném výskytu pozičně ukotvených 
sekvencí (anchors). Pozičně ukotvenou sekvencí je myšlena konzervovaná neopakující 
se subsekvence vyskytující se v porovnávaných genomech společně s určitou sekvencí. 
Pod touto sekvencí si lze představit skupinu genů, gen nebo pouze část genu. Počet 
pozičně ukotvených sekvencí může být ve skutečnosti vyšší než počet genů, což 
umožňuje přesnější rozdělení synteny bloků na chromozomu. Další výhodou použití 
pozičně ukotvených sekvencí místo celých sekvencí je, že odpadají starosti s drobnými 
přestavbami v genech v podobě bodových mutací a jim podobných. Lze se tak lépe 
zaměřit na rozsáhlá přeskupení v genomech porovnávaných druhů. [4] 
S postupem času, kdy je k dispozici čím dál větší počet sekvenovaných genomů nebo 
jejich částí, se zvyšuje počet známých pozičně ukotvených sekvencí charakterizujících 
dané sekvence. S počtem pozičně ukotvených sekvencí je možné zvyšovat přesnost 
umístění a velikosti synteny bloků. Za zlatý standard pro srovnávací mapy genomů savců 
je považováno synteny převládající mezi lidským a myším genomem. Hlavním důvodem 
je fakt, že myší genom je po tom lidském nejdůkladněji prozkoumán. [1] 
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3.3 Princip vzniku synteny 
Jak bylo naznačeno, synteny bloky vznikají postupným přeskupováním genomů. Toto 
přeskupování probíhá formou mutací, o kterých jsme se zmínili v kapitole 2. Procesem 
evoluce tak mohou z předka A vzniknout potomci B a C. I přes značné rozdíly 
ve fenotypech si tito potomci zachovají společné genomové rysy v podobě synteny bloků. 
Jako reálný příklad lze uvést existenci společných regionů na myším a lidském 
chromozomu X. Vraťme se ale k modelovému příkladu, kde se hovoří o předkovi A a jeho 
současných potomcích B a C. Na zjednodušeném příkladu je možné dokázat, že synteny 
nevzniká pouze přestavbami na úrovni jednotlivých chromozomů. Významnou roli tady 
hrají výše popsané chromozomové mutace. Během evoluce se jednotlivé sady genů 
mohou přemisťovat mezi chromozomy, čímž postupně dochází k zcela novému 
uspořádání chromozomů. Vzniká tak zcela nový druh. [1] 
Obr. 7 zobrazuje čtyři rozdílné barevně odlišené chromozomy patřící předkovi 
A položené do řady za sebou. Ve výchozí podobě mají všechny čtyři chromozomy stejnou 
velikost. Každý se tak skládá z 10 genů, označených čísly: 0, 1,..., 9. Jakákoliv kombinace 
čísla a barvy reprezentuje unikátní gen. Z toho plyne, že modrý gen č. 5 není totožný 
s červeným genem č. 5. Pomyslné telomery (konce chromozomů) jsou zastoupeny 
lomítky. Pomocí vytvořených modelových chromozomů je možné simulovat jednoduchý 
evoluční proces, při kterém vzniknou přestavby v genomu. [1] 
V prvním kroku dojde k seřazení modelových chromozomů do řady za sebou 
a oddělí se zmíněnými lomítky. Nyní se ve dvou krocích vymodelují nové chromozomy 
potomka B. To bude provedeno tak, že se v každém kroku zvolí genomová oblast, která 
bude převrácena, čímž vznikne inverze. Inverzí je míněna situace, kdy se vyjme část 
sekvence a obrátí se její pořadí. Například, pokud se inverze aplikuje na první tři geny 
v sekvenci: 1 2 3 4 5, tak výsledek bude vypadat takto: 3 2 1 4 5. V posledním stádiu 
přeskupování jsou tímto způsobem získány nové chromozomy B1 - B4 tvořící společně 
genom potomka B. [1] 
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Obr. 7 Modelový příklad evoluce potomka B od předka A. 
Stejným způsobem, tedy postupným převracením vybraných segmentů genomu 
předka A je získán nový genom potomka C, kterému přísluší chromozomy C1 - C4. Tento 
proces je zobrazen na obr. 8. [1] 
 
 
Obr. 8 Modelový příklad evoluce potomka C od předka A. 
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Pokud vybereme nejdelší vzniklý chromozom C1 a porovnáme jej s chromozomy 
příbuzného druhu B tak zjistíme, že chromozom C1 sdílí synteny bloky 
s chromozomy B1, B2, B3 a B4.  Tyto vzniklé synteny bloky jsou zobrazeny na obr. 9. 
Lze zde pozorovat bloky o různých velikostech. Za zmínku stojí blok, který C1 sdílí s B1, 
kde dochází k výskytu vzájemné inverze. [1] 
 
 
Obr. 9 Porovnání chromozomu C1 s chromozomy potomka B. 
Analogii k tomuto modelovému příkladu lze nalézt v realitě třeba na lidském 
chromozomu 6, kde jsou lokalizovány segmenty syntenické se segmenty lokalizovanými 
na šesti myších chromozomech. Všeobecně lze říci, že procesy přeskupování v genomech 
obratlovců se mohou podobat procesům, které byly ilustrovány v modelovém příkladu. 
Přenesením do reality by převrácený segment genů nepřesahující oblast jednoho 
chromozomu reprezentoval inverzi. Translokaci by zas reprezentoval převrácený 
segment, který by zasahoval do oblastí dvou chromozomů. Obě inverze z příkladu by tedy 
ve skutečnosti byly translokacemi. [1] 
Podobná přeskupení, jako ta výše popsaná, byla pozorována v genomech blízce 
příbuzných organismů. Třeba takový lidský chromozom 1 a 18 obsahuje rozsáhlé inverze 
segmentů nalezených na příslušných šimpanzích chromozomech. Příklad pro translokaci 
lze dohledat také na chromozomech šimpanze, kde jsou mezi chromozomy 12 a 13 
rozděleny segmenty nacházející se současně na lidském chromozomu 2. [1] 
3.4 Zobrazení synteny 
V současnosti existuje celá řada způsobů jak synteny vyhledat a zobrazit jej. Jednou 
z nejjednodušších možností je vytvoření dotplotu. Jedná se o klasický bodový graf.  
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Na osu x je umístěna první sekvence a na osu y sekvence druhá. Bod v grafu pak označuje 
místo, výskytu homologního genu (subsekvence, pozičně ukotvené sekvence) v obou 
sekvencích. [1][5] 
 
Obr. 10  Graf porovnávající lidský a myší chromozom X, převzato z [1]. 
Vzhledem k tomu, že jsou hledány celé synteny bloky, tak nás nezajímají jednotlivé 
body, ale celé diagonály. Ty vznikají v místech výskytu sad homologních genů. Z tohoto 
důvodu jsou vyfiltrovány všechny samostatné body a sekvence, které jsou kratší, než 
je jejich stanovená minimální délka. V grafu tak ve výsledku setrvají jen diagonály 
reprezentující hledané synteny bloky. Podle sklonu (orientace) těchto segmentů v grafu 
lze stanovit, zdali se nalezená sada genů nachází v obou porovnávaných sekvencích 
ve shodném (sklon doleva) nebo inverzním pořadí (sklon doprava). Jako reálný příklad 
poslouží obr. 10 zobrazující graf porovnávající lidský a myší chromozom X. [1][5] 
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4 SYNTENY A EVOLUCE 
Jak již bylo zmíněno, synteny je úzce svázáno s evolučními procesy. Existuje teorie, která 
předpokládá, že vznik nových organismů byl umožněn díky postupnému přeskupování 
(permutacím) synteny bloků. Pokud je na problematiku evoluce nahlíženo pomocí tohoto 
zjednodušeného modelu, tak lze například lidský a myší genom označit za zcela shodné. 
Oba genomy je totiž možné rozdělit na zhruba 300 synteny bloků. Při zjednodušeném 
pohledu spočívá hlavní odlišnost obou organismů v rozdílném uspořádáním synteny 
bloků. V souladu s touto teorií se automaticky naskytuje myšlenka o existenci dávného 
savčího předka. Genomové sekvence současných savců tak mohou být pouhými 
permutacemi genomu tohoto předchůdce. [7] 
Můžeme uvést i jeden konkrétní příklad, kdy je lidský chromozom 2 sestaven 
z fragmentů, které jsou podobné nebo shodné s fragmenty vyskytujícími se jednotlivě 
na myších chromozomech 1, 2, 3, 5, 6, 7, 10, 11, 12, 14 a 17. Tento příklad dobře zapadá 
do teorie, kdy každé přeskupení synteny bloků v genomu má za následek změnu 
v uspořádání genů. Výsledkem série takových změn může být i změna celé architektury 
genomů, což vede ke vzniku zcela nových druhů. [7] 
V současné době existují snahy o analýzu historie přestaveb genomů savců za účelem 
zisku co nejvíce informací o proběhlých evolučních procesech. V případě myšího 
a lidského genomu bylo zjištěno, že po celou dobu samostatného vývoje obou druhů 
proběhlo méně než 250 změn (permutací). K tomu, aby proběhlo těchto 250 evolučních 
změn, bylo potřeba velmi dlouhého časového období, jehož délka je odhadována asi na 
80 miliónů let. Součástí každé studie, související se zkoumáním přestaveb v genomech, 
je řešení takzvaných permutačních vektorů. Jedná se o hledání takového sledu permutací, 
jehož výsledkem má být shoda v pořadí segmentů v první porovnávané sekvenci 
s pořadím, v jakém se segmenty vyskytují v sekvenci druhé. Při tomto procesu nás nejvíce 
zajímá počet kroků (permutací), který je potřeba učinit k dosažení shodného pořadí genů 
v obou sekvencích. [7] 
Všeobecně je u těchto studií patrná snaha stanovit minimální počet permutačních 
kroků. Tento trend přetrvává, i přes to, že nejmenší možný počet permutací nemusí 
garantovat shodu s reálným evolučním procesem. Hlavním účelem tím pádem není 
stanovení přesného sledu reálných evolučních kroků, nýbrž určení příbuznosti 
(vzdálenosti) porovnávaných sekvencí. Čím menší je minimální počet permutačních 
kroků, tím menší je evoluční vzdálenost mezi sekvencemi a naopak. [7] 
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4.1 Permutační vektory a body zlomu 
Permutací je každá uspořádaná n prvková množina, kde se každý prvek vyskytuje právě 
jednou. Jedná se o zvláštní případ variace. Pod pojmem permutační vektor se skrývá 
zmíněná množina n prvků. Tyto prvky jsou vloženy do řady v podobě vektoru čísel. 
Uvažujme situaci, kdy každý element v permutačním vektoru představuje určitý úsek 
DNA sekvence. Tímto úsekem může být gen nebo více genů v podobě synteny bloku. 
Tyto elementy lze označit g1, g2,… gn. Tímto způsobem je možné definovat uspořádaný 
permutační vektor T a k němu odpovídající permutační vektor P s přeházeným pořadím 
elementů. Jako příklad bude uvedena možná podoba vektorů T a P pro n=5. [1][13] 
T: g1  g2  g3  g4  g5 
P: g2  g4  g1  g5  g3 
Pro usnadnění při další algoritmizaci jsou jednotlivé prvky nahrazeny jejich 
číselnými indexy. Po tomto kroku bude podoba vektorů T a P následující: 
 T: 1  2  3  4  5 
 P: 2  4  1  5  3 
Úkolem teď bude postupně transformovat vektor P s cílem dosažení zcela shodného 
pořadí s pořadím prvků vektoru T. Ve výsledku tak budou oba vektory totožné. Tento 
úkol je možné provést dvěma způsoby, kterými jsou inverze a transpozice. Oba využívají 
metody eliminace bodů zlomu. Pojem bod zlomu je vysvětlen v další podkapitole. [1] 
4.1.1 Eliminace bodů zlomu inverzí 
Z biologického hlediska je inverze nejběžnějším způsobem přeskupování DNA. 
Z pohledu matematického se inverze provede prostým převrácením části vektoru. Tímto 
postupem lze postupně dosáhnout uspořádaného pořadí. Tento postup lze zobecnit 
zápisem, který uvažuje následující permutaci: 
g1 g2 g3 ... gi−1 gi gi+1 ...gj−1 gj gj+1 ...gn, 
Překlopením intervalu [i, j], vznikne nová permutace: 
g1 g2 g3 ... gi−1 [gj gj−1 ...gi+1 gi] gj+1 ...gn. 
Pořadí prvků v závorkách bylo převráceno. Sousedící elementy, kde je jejich 
vzájemná diference rovna číslu 1, jsou označeny jako navazující. Místo mezi prvky, 
jejichž vzájemná diference je větší než číslo 1, je označováno jako bod zlomu. Definici 
těchto jevů lze zapsat následujícím způsobem:  
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gkgj ⇒ navazující, když j = k ± 1,  
gkgj ⇒ bod zlomu, když j ≠ k ± 1. 
Příklad inverze bude ukázán na jednoduchém příkladu s vektory T a P, kde je snaha 
transformovat vektor T do podoby vektoru P. Metoda třídění permutací pomocí eliminace 
bodů zlomu přidává na začátek a konec permutačního vektoru záchytné body, se kterými 
není možné manipulovat. V místě před prvním prvkem vektoru se jedná o záchytný bod 
o hodnotě 0. Za poslední prvek je vkládán záchytný bod s hodnotou o 1 větší, než 
je hodnota maximálního prvku vektoru. V tomto případě se jedná o hodnotu 6. 
T: 0 [2  4  1] 5  3  6  
  0  1 [4  2] 5  3  6  Odstraněn jeden bod zlomu 
  0  1  2 [4  5  3] 6  Odstraněn jeden bod zlomu 
  0  1  2  3 [5  4] 6  Odstraněny dva body zlomu 
P: 0  1  2  3  4  5  6  Odstraněny dva body zlomu 
Celkově bylo v tomto příkladu odstraněno šest bodů zlomu. Je zřejmé, že během 
jednoho kroku lze inverzí dosáhnout odstranění maximálně dvou bodů zlomu. Obecně 
je tak možné definovat číslo d(T,P) jako minimální počet inverzí potřebných k přeskupení 
vektoru T do podoby vektoru P. Dále je stanoveno číslo b(T) jako počet bodů zlomu 
vyskytujících se ve vektoru T. Potom je zřejmá následující definice, která říká, 
že minimální počet inverzí je větší nebo roven polovině počtu bodů zlomu ve vektoru T.  
 
𝑑(𝑇, 𝑃) ≥ 𝑏(𝑇)/2 (1) 
Dalším pravidlem je, že každá inverze by měla odstranit alespoň jeden bod zlomu. 
Z toho plyne, že počet kroků musí být menší nebo roven četnosti bodů zlomu ve vektoru. 
Toto tvrzení lze definovat následujícím způsobem: 
 
𝑑(𝑇, 𝑃) ≤ 𝑏(𝑇) (2) 
Obě pravidla mohou být sjednocena do následující definice: 
 
𝑏(𝑇)/2 ≤ 𝑑(𝑇, 𝑃) ≤ 𝑏(𝑇) (3) 
Tuto definici lze vyjádřit slovy tak, že počet provedených inverzí je vždy větší nebo 
roven polovině počtu bodů zlomu a zároveň je menší nebo roven počtu bodů zlomu 
ve vektoru. [1] 
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4.1.2 Eliminace bodů zlomu transpozicí 
Druhým možným způsobem přeskupování vektorů je vyjmutí jednoho nebo více 
seřazených elementů z vektoru a jejich následné vložení do správné pozice. V biologii 
lze nalézt analogii pro popsaný proces v podobě transpozice neboli translokace. Příklad 
přeskupení pomocí translokací je zobrazen zde: 
T: 0  2  4 |1| 5  3  6 
  0  1  2  4  5 |3| 6   Odstraněny tři body zlomu 
P: 0  1  2  3  4  5  6  Odstraněny tři body zlomu 
Z hlediska odstranění bodů zlomu může být výhodnější použití translokace, kde 
existuje v určitých případech možnost odstranění až tří bodů zlomu naráz. To se nakonec 
projevilo i ve vzorovém příkladu, kde byly v obou krocích odstraněny tři body zlomu. 
Počet kroků se tak v porovnání s použitím inverzí eliminoval na polovinu. Všeobecně 
je při výpočtu permutačních vektorů vhodné použít kombinaci obou metod, tedy inverzí 
a translokací. [1][14] 
4.2 Algoritmus řazení pomocí inverzí 
Metoda třídění permutací eliminací pomocí inverzí byla implementována do algoritmu, 
který bude schopen provádět transformaci vektoru T do vektoru P za současného použití 
co nejmenšího počtu inverzí. Existuje několik algoritmů, které si jsou navzájem podobné. 
Většina z nich pracuje na principu postupné eliminace počtu bodů zlomu. My se budeme 
zabývat algoritmem, který provádí třídění pomocí inverzí nejefektivněji. Jedná 
se konkrétně o algoritmus, ImprovedBreakPointReversalSort, jehož pseudokód je: [7] 
 
1 Dokud je počet bodů zlomu ve vektoru π > 0 
2 Když vektor obsahuje klesající úsek 
3  Provede se inverze ρ, která redukuje počet bodů zlomu 
4 Jinak 
5  Provede se inverze ρ, která převrátí vzestupné části π 
6  π←π·ρ 
7 Výstup π  
8 Návrat 
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Prvním pravidlem je, že pokud vektor obsahuje klesající úsek, tak současně existuje 
možnost provést takovou inverzi, která zaručuje redukci počtu bodů zlomu. Dále je třeba 
brát ohled na to, že permutace nemusí vždy obsahovat pouze klesající a rostoucí úseky. 
Často se v ní vyskytují samostatná čísla, která jsou z obou stran oddělena bodem zlomu. 
Proto bylo stanoveno pravidlo, při kterém jsou všechna samostatná čísla přiřazena 
do skupiny klesajících úseků. Platnost a výhody těchto pravidel budou ukázány 
na jednoduchém příkladu. [7] 
Pokud je dána permutace: 0 1 2 7 6 5 8 4 3 9, tak je patrná přítomnost klesajících 
úseků: 7 6 5, 8 a 4 3. Pro záchytný bod 9 platí výjimka jakožto pro poslední přidaný prvek, 
se kterým se nikdy v rámci permutace nehýbe. Tento prvek je tak formálně označen jako 
rostoucí. Přítomny jsou tedy tři klesající úseky, z nichž musí být vybrán jeden, který bude 
zahrnut do inverze, která bude provedena v následujícím kroku. [7] 
Je tedy nutné stanovit další pravidlo algoritmu, kdy dochází k výběru vždy toho 
klesajícího úseku, který obsahuje nejmenší číslo k v rámci těchto úseků. Toto pravidlo 
je postaveno na jednoduché myšlence, kdy prvek k-1 musí být koncem jednoho 
z rostoucích seřazených úseků v permutačním vektoru. V našem příkladu bude k=3 a k-
1=2. Platí tak zmíněný předpoklad, že prvek k-1 tvoří konec rostoucího úseku: 0 1 2. 
Pokud se nyní provede inverze segmentu mezi prvky k-1 a k (7 6 5 8 4 3), tak dojde 
k eliminaci jednoho bodu zlomu a získaná permutace bude mít podobu: 0 1 2 3 4 8 5 6 7 9. 
[7] 
Popsaným postupem a pravidly se celý proces řídí po celou dobu existence výskytů 
klesajících úseků nebo samostatných prvků. V každém kroku je tak zaručena redukce 
alespoň jednoho bodu zlomu. V okamžiku, kdy permutace obsahuje pouze rostoucí úseky 
a zároveň je počet bodů zlomu nenulový, bude postup odlišný.  
Opět je nutné stanovit nové pravidlo algoritmu, které určí způsob postupu pro tento 
případ. Takový případ prezentuje například permutace v podobě: 0 1 6 7 2 3 4 8 9, kde 
není obsažen žádný klesající úsek. V této situaci bude provedena inverze segmentu všech 
prvků mezi koncem setříděné části na začátku vektoru a počátkem setříděné části na konci 
permutačního vektoru. Pro tento konkrétní případ půjde o segment: 6 7 2 3 4 a získá se 
tak permutace: 0 1 4 3 2 7 6 8 9, kde jsou opět zahrnuty klesající segmenty, se kterými 
lze popsaným způsobem nadále pracovat. Nevýhodou tohoto kroku je možnost výskytu 
situace, kdy nedojde k žádné redukci počtu bodů zlomu. Algoritmus 
ImprovedBreakPointReversalSort tak zaručuje, že během každých dvou kroků dojde 
k eliminaci alespoň jednoho bodu zlomu. Celý algoritmus je ukončen v okamžiku, kdy 
permutace obsahuje nulový počet bodů zlomu. To je důkazem shody vektorů T a P. [7] 
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4.3 Vylepšení algoritmu pomocí transpozic 
Představený algoritmus pro třídění permutačních vektorů pomocí inverzí vykazuje 
poměrně uspokojivé výsledky. I přes to stále existuje řada možností jak tento algoritmus 
vylepšit. Jako výhodná možnost se jeví kombinace tohoto algoritmu s funkcemi 
provádějící transpozice prvků nebo celých segmentů v rámci permutačního vektoru. 
Touto kombinací lze docílit odstranění jednoho až tří bodů zlomu během každého 
permutačního kroku. [14] 
Zahrnutí přeskupování pomoci transpozice se nabízí v okamžiku, kdy by měl nastat 
krok, při kterém nedojde k žádné redukci bodů zlomu. Typickým takovým krokem 
je popsaná situace, kdy ve vektoru nejsou obsaženy žádné klesající úseky. V tomto 
případě lze použít funkci zaručující redukci alespoň jednoho bodu zlomu pomocí 
transpozice. [14] 
S použitím transpozic je možné jít mnohem dále. Lze například vytvořit sadu funkcí, 
z nichž každá provádí eliminaci tří, potažmo dvou bodů zlomu. Takové funkce dostanou 
v rámci algoritmu přednost a až v okamžiku nemožnosti odstranění většího počtu bodů 
zlomu dostane slovo klasický algoritmus ImprovedBreakPointReversalSort. V tomto 
případě je po doplnění funkce odstraňující jeden bod zlomu transpozicí zaručena 
eliminace alespoň jednoho bodu zlomu během každého kroku. Výsledkem tak je další 
snížení kroků nutných k přeskupení permutačního vektoru do uspořádané podoby. 
Jednotlivé funkce pracující s transpozicemi budou blíže představeny v kapitolách, které 
jsou věnovány praktické části této bakalářské práce. [14] 
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5 PROGRAM SYNTENY SW 
Cílem praktické částí této bakalářské práce bylo vytvoření programu pro vyhledání, 
zobrazení a následné zpracování synteny bloků pomocí permutačních vektorů. Vstupem 
programu budou dvě sekvence načtené ze souborů fasta. Na výstupu pak dojde 
k zobrazení dotplotu a vypsání indexů vyfiltrovaných diagonál. Dalším podstatným 
výstupem je počet permutací, které bylo potřeba provést za účelem seřazení synteny 
bloků do stejného pořadí v obou testovaných sekvencích. Posledními výstupy jsou 
četnosti odstranění Bodů zlomu, vývoj jejich počtu a vývoj permutačních vektorů 
v podobě matice. 
5.1 Základní struktura programu 
Z uživatelského hlediska je nejviditelnější částí programu grafické prostředí. Dochází 
tu k načtení vstupních sekvencí z fasta souboru. Dále se tady nachází nastavení filtrace 
matice dotplotu a volba typu hledaných diagonál. V neposlední řadě zde jsou i oblasti 
určeny pro zobrazení a výpis výstupů. 
Grafické prostředí představuje pouhý zlomek z celého vytvořeného software. 
Podstatná část je ukryta v soustavě funkcí provádějících samotné výpočty a algoritmy. 
Celý program lze z hlediska vytvořených funkcí rozdělit na dvě hlavní částí.  
V první části probíhá zpracování vstupních sekvencí, kdy je sestavena dotplot 
matice. Tato matice je v dalších krocích filtrována tak, aby v ní zůstali jen diagonály 
(synteny bloky) delší, než je stanovená minimální velikost diagonál. Pomocí další funkce 
jsou detekovány a vypsány okrajové body, neboli indexy diagonál, které určují jejich 
polohu. 
Druhá část programu se týká převážně třídění permutačních vektorů. Permutační 
vektor je získán stanovením vzájemného pořadí diagonál, detekovaných v první části 
programu. Při postupné aplikaci inverzí a transpozic, program provede seřazení prvků 
v neuspořádaném vektoru do uspořádaného pořadí bez přítomnosti bodů zlomu. Použita 
je řada funkcí a snahou je docílit výsledku při použití co nejmenšího počtu permutačních 
kroků. 
  
 26 
5.2 Dotplot, filtrace a detekce indexů diagonál 
Část programů, kde dochází ke zpracování sekvencí za účelem sestavení dotplotu tvoří 
funkce dotplotfcn_mez. Tato funkce patří mezi nejobsáhlejší a integruje v sobě sestavení 
matice společných bodů sekvencí, vyfiltrování kladných a inverzních diagonál a nakonec 
i vykreslení dotplotu. Jako vstupy tady poslouží sekvence seq1 a seq2. Dále jsou zde dvě 
vstupní proměnné, které definují rozměry pro filtraci kladných a inverzních diagonál 
v matici. Tato matice poslouží jako podklad pro vykreslení dotplotu. Pro práci pouze 
s kladnými nebo pouze inverzními diagonálami byly vytvořeny modifikované funkce 
dotplotfcn_mez_s a dotplotfcn_mez_i. 
5.2.1 Hledání společných bodů 
První část funkce dotplotfcn_mez se věnuje sestavení matice společných bodů. Řádky 
tady zastupují první sekvenci a sloupce sekvenci druhou. Jako vzorový příklad poslouží 
tab. 1. Sekvence 1 (ABCD) je zde umístěna nad první řádek a sekvence 2 (CADB) 
se nachází vedle prvního sloupce matice. Samotná matice může obsahovat pouze hodnoty 
1 a 0. V místech výskytu stejného písmene v obou sekvencích nabývá příslušný prvek 
matice hodnoty 1. Ostatní prvky matice obsahují hodnotu 0. 
Tab. 1 Vytvoření matice společných bodů. 
 A B C D 
C 0 0 1 0 
A 1 0 0 0 
D 0 0 0 1 
B 0 1 0 0 
 
V programu je popsaný algoritmus řešen formou procházení obou sekvencí prvek po 
prvku. V případě shody prvků sekvencí je příslušná pozice ve výstupní matici vyplněna 
hodnotou 1. Všechny ostatní pozice v matici budou obsahovat nuly. 
5.2.2 Filtrace  
Ze získané matice je potřeba odstranit jednotlivé body nebo velmi krátké diagonály, které 
jsou tvořeny čísly 1. Toho se dosáhne filtrací. Filtraci lze provést pomocí masky, která 
má podobu matice. Prvky v diagonále této matice nabývají hodnoty 1, a zbytek matice 
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je vyplněn nulami. Tab. 2 názorně ukazuje možnou podobu masky pro filtraci kladných 
a inverzních diagonál. Rozměry této matice jsou určeny zmíněnými vstupními 
proměnnými.  
Maska je použita k procházení matice shodných bodů. V místě shody prvků 
v diagonále masky jsou ponechány původní prvky a nejsou provedeny žádné změny. 
V případě neshody jsou všechny prvky na diagonále submatice nahrazeny hodnotou 0. 
Tab. 2 Masky pro filtraci kladných a inverzních diagonál. 
kladná  inverzní 
1 0 0  0 0 1 
0 1 0  0 1 0 
0 0 1  1 0 0 
 
Realizace této filtrace v programu byla provedena podobným způsobem, jako když 
se sestavovala matice společných bodů. Opět dochází postupnému procházení matice 
prvek po prvku. V každém kroku je sestavena submatice, jejíž diagonála je porovnána 
s diagonálou masky (matice). Protože se porovnávají pouze podoby diagonál, tak 
se nejedná o klasickou filtraci maskou. V případě shody jsou hodnoty v diagonále 
submatice pozměněny na hodnotu 2. Tady dochází k mírné odlišnosti od představeného 
algoritmu. Důležité je především odlišení prvků, které prošly filtraci od prvků, které 
filtrací neprošly. Tato podmínka je  bezesporu splněna. Po dokončení filtrace je získána 
nová matice. Ta již může posloužit k vykreslení dotplotu kladně orientovaných diagonál.  
V případě hledání inverzních diagonál je postupováno podobným způsobem. 
Hlavním rozdílem je, že matice shodných bodů je procházena z opačné strany. Sestavená 
submatice je v každém kroku pomocí funkce fliprl zrcadlově převrácena.  Následující 
kroky jsou totožné jako při filtraci kladných diagonál. 
Popsaný průběh filtrace probíhá v programu dvakrát. Nejprve je použitá takzvaná 
malá maska, jejíž velikost je pevně stanovena na hodnotu 5 bp. Tímto krokem dojde 
k odstranění bodových shod. Hlavním účelem tohoto kroku je úprava matice do podoby, 
kdy v ní bude možné v dalším kroku korektně nalézt a eliminovat substituce postupem, 
který je popsán níže. V dalším kroku je použitá velká maska, jejíž rozměr již volí uživatel 
v GUI programu. Rozměr této masky by měl být větší než je rozměr malé masky.  
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Celý proces filtrace malou maskou s následnou eliminací substitucí je proveden pouze 
v případě, kdy jsou v GUI programu nastaveny rozměry tolerovaných substitucí 
na hodnotu větší než 0. V opačném případě dochází k filtraci pouze pomocí velké masky.  
5.2.3 Eliminace substitucí 
Filtraci dotplotu bylo nadále třeba vylepšit o možnost zanedbání bodových mutací, jako 
jsou substituce, potažmo delece a inzerce. V našem případě jsem se po dohodě s vedoucí 
práce zaměřil na eliminaci substitucí. Cílem bylo vymyslet takový způsob filtrace, kdy 
by došlo k detekci a eliminaci substituce o shodné nebo menší velikosti, než je velikost 
kterou uživatel určí v nastavení filtrace v GUI programu. První problém k vyřešení byl 
fakt, že nepřipadalo v úvahu vytvoření většího počtu „masek“, z nichž by každá filtrovala 
jiný typ a velikost substituce. Při takovém postupu by se neúnosně navýšila výpočetní 
náročnost. 
Tento problém se nakonec podařilo vyřešit poměrně jednoduše, a to díky stanovení 
podmínky, kdy při její splnění dojde k doplnění hodnot 1 v diagonále submatice. 
Podmínka je splněna v okamžiku, kdy je rozdíl součtů v diagonálách submatice a matice 
masky menší nebo roven stanovené velikosti tolerované substituce. Dále byla velikost 
masky zvětšena o dva krajní prvky nabývající hodnoty 1. Důvodem byla nutnost dodržení 
podmínky, kdy každá substituce musí být z každé strany ohraničena diagonálami. 
V případě splnění obou podmínek, jsou všechny prvky v diagonále aktuální 
submatice v dotplotu nahrazeny hodnotou 1. Příklady podob, jakých může matice pro 
eliminaci substitucí nabývat, jsou zobrazeny v tab. 3. 
Tab. 3 Příklad masek pro eliminace substitucí o délce 1 a 2 párů bází. 
1 0 0 0  0 0 0 1 
0 0 0 0  0 0 0 0 
0 0 1 0  0 0 0 0 
0 0 0 1  1 0 0 0 
5.2.4 Vykreslení dotplotu 
Poslední část funkce dotplotfcn_mez se týká vykreslení samotného dotplotu. Pro 
vykreslení byla použita funkce imagesc Tato funkce v kombinaci s funkcí colormap 
převádí hodnoty matice společných bodů na obrazové body v odstínech šedi. Výsledkem 
je  dotplot zobrazující diagonály, jejichž minimální velikost je dána rozměry masky. 
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Pro lepší orientaci jsou přítomny osy x a y. Osa x představuje sekvenci 1 a osa y sekvenci 
2.  Čísla na osách značí pozice prvků sekvencí v matici (dotplotu). Jednotkou jsou páry 
bází [bp]. Obr. 11 ukazuje získaný dotplot pří použití testovacích sekvenci. 
Výstupem funkce dotplotfcn_mez budou dvě matice, z nichž jedna obsahuje kladné 
a druhá inverzní diagonály. Dalšími výstupy jsou dvě proměnné, které značí rozměry 
vstupních sekvencí.  
 
Obr. 11 Výstupní dotplot pro testovací sekvence. 
5.2.5 Hledání indexů diagonál 
Pro nalezení a zobrazení souřadnic okrajových bodů (indexů) diagonál z dotplotu 
je použita funkce indexesfcn. Jako vstupy poslouží výstupy z funkce dotplotfcn_mez. 
V první části této funkce je při procházení matice obsahující vyfiltrované diagonály 
vytvořena další matice. Ta ve dvou sloupcích obsahuje souřadnice prvků, nabývající 
hodnoty 1. V druhé části funkce dochází k seřazení nalezených souřadnic do posloupností 
s diferencí 1 do nové dvousloupcové matice. Každá posloupnost zahrnuje souřadnice 
bodů patřící jedné z diagonál. Posloupnosti souřadnic jsou v matici odděleny řádky 
obsahující pouze hodnoty 0. V poslední části funkce dochází k detekci počátečních 
a koncových bodů posloupností (diagonál). Ty jsou převedeny na text, který je vložen 
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do datového pole. Toto pole je v grafickém prostředí zobrazeno v listboxu. Ve stejné části 
funkce dochází současnému přiřazování koncových bodů v podobě čísel do maticové 
proměnné. Tato matice je výstupem funkce a bude se s ní pracovat v dalších částech 
programu. 
5.3 Příprava a zpracování permutačních vektorů 
Program lze rozdělit do dvou pomyslných částí. První část, zabývající se sestavením 
dotplotu, jeho filtrací a detekcí indexů diagonál, byla popsána v kapitole 5.2. Nyní 
se dostáváme k části druhé, kde dojde ke zpracování seznamu diagonál do formy 
permutačních vektorů. S těmito vektory se bude nadále pracovat.  Budou tříděny pomocí 
algoritmů, jejichž principy byly naznačeny v kapitole 4.1.  
5.3.1 Sestavení permutačních vektorů 
Jedním z výstupů první části programu byla matice obsahující seznam indexů diagonál. 
Cílem je pomocí tohoto seznamu získat správně uspořádaný permutační vektor tak, aby 
každé číslo v tomto vektoru odpovídalo jednomu synteny bloku. Tento zdánlivě 
jednoduchý úkol komplikuje fakt, že se nezpracovává pouze s jedna matice s indexy 
diagonál. Ve skutečnosti byly získány dvě matice, z nichž jedna obsahuje indexy kladně 
orientovaných diagonál a druhá matice obsahuje indexy diagonál inverzních. Náhle bylo 
nutné vyřešit úkol, kdy bylo třeba obě matice sloučit takovým způsobem, aby se všechny 
indexy v nové společné matici nacházely na správném místě vzhledem k pořadí všech 
synteny bloků (diagonál) v dotplotu. 
Pro splnění tohoto úkolu bylo využito faktu, kdy jedna ze sekvencí slouží vždy jako 
vzorová. To znamená, že synteny bloky v ní ležící mají vždy uspořádané pořadí v podobě 
1 2 3… Když jsou tyto očíslované segmenty dohledány v druhé sekvenci, tak se získá 
pořadí čísel, které odpovídá pořadí prvků hledaného permutačního vektoru, kde se čísla 
synteny bloků nachází v neuspořádaném pořadí. To ovšem platí pouze v případně, kdy je 
pořadí synteny bloků napříč porovnávanými sekvencemi rozdílné. 
V rámci programu byla pro účel sestavení permutačních vektorů vytvořena funkce 
syntenySort. Vstupem této funkce jsou dvě zmíněné dvousloupcové matice, z nichž jedna 
obsahuje indexy kladných a druhá indexy inverzních diagonál z dotplotu. V prvním kroku 
jsou tyto matice přeskupeny a sloučeny do nové čtyřsloupcové matice. Do jednotlivých 
řádků v této nové matici jsou nejprve vloženy indexy kladných diagonál. Až do řádků 
za ně jsou vloženy indexy inverzních diagonál. Celý postup získání permutačního vektoru 
je pro lepší pochopení ukázán na konkrétním příkladu. 
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Jak bylo řečeno, vstupem funkce syntenySort jsou dvě dvousloupcové matice, jejichž 
příklad zobrazuje tab. 4. V tomto případě se jedná matici, kde jsou zaneseny indexy pěti 
kladně orientovaných diagonál. Tabulka napravo představuje matici, kde jsou zaneseny 
indexy jedné inverzní diagonály. Indexy v tabulkách odpovídají synteny blokům 
z dotplotu na obr. 11. Celkem se zpracovává šest synteny bloků. 
Tab. 4 Vstupní matice s indexy diagonál (kladné-nalevo, inverzní-napravo). 
Sekvence 1 Sekvence 2  Sekvence 1 Sekvence 2 
7 93  66 65 
26 111   41 40 
29 28 
40 39 
67 66 
93 92 
96 8 
116 28 
116 116 
127 127 
 
Ze všeho nejdříve došlo k přeskupení a sloučení dvou vstupních matic z tab. 4 
do matice, kterou představuje tab. 5. 
Tab. 5 Sloučení indexů kladných a inverzních (tučně) diagonál do jedné matice. 
Sekvence 1 Sekvence 2 
7 26 96 116 
29 40 29 40 
67 93 67 93 
96 116 7 26 
116 127 116 127 
41 66 40 65 
 
Tato tabulka byla seřazena podle prvního sloupce (sekvence 1), tak, aby se indexy 
inverzní diagonály nacházely na správném místě. V dalším kroku došlo k přidání sloupce 
obsahující posloupnost čísel (1 2 3 4 5 6), která reprezentují uspořádaný permutační 
vektor. Výslednou matici zobrazuje tab. 6. 
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Tab. 6 Vzestupně seřazená matice s indexy diagonál podle prvního sloupce. 
Sekvence 1 Sekvence 2 Pořadí synteny 
7 26 93 112 1 
29 40 28 39 2 
41 66 40 65 3 
67 93 66 92 4 
96 116 8 28 5 
116 127 116 127 6 
 
V posledním kroku došlo k odstranění prvních dvou sloupců tabulky, které 
obsahovali seřazené indexy synteny bloků náležících sekvenci 1. Vznikla tak nová 
tabulka (tab. 7), ve které došlo k vzestupnému seřazení podle prvního sloupce, který nyní 
obsahuje počáteční indexy synteny bloků sekvence 2. Tímto uspořádáním 
proběhlo přeházení prvků posloupnosti v posledním sloupci tabulky. Aktuální pořadí 
čísel v tomto sloupci představuje hledaný permutační vektor, který je z této tabulky velmi 
jednoduše extrahován a použit jako hlavní výstup funkce syntenySort. 
Tab. 7 Matice vzestupně seřazená podle indexů diagonál Sekvence 2. 
Sekvence 2 Pořadí synteny 
8 28 5 
28 39 2 
40 65 3 
66 92 4 
93 112 1 
116 127 6 
5.3.2 Detekce bodů zlomu 
Co to jsou body zlomu, v souvislosti s permutačními vektory, bylo vysvětleno v kapitole 
4.1. Pro jejich detekci bylo třeba vytvořit funkci bpcount. V této funkci dochází 
k procházení permutačního vektoru a při splnění podmínek pro výskyt bodu zlomu 
je tento výskyt přičten k příslušné proměnné.  Podmínky výskytu splňuje místo mezi 
dvěma prvky vektoru, kde je absolutní hodnota rozdílu těchto prvků větší než 1.  
Do funkce bpcount byly začlěněny i další úkony jako je detekce sestupných částí 
a samostatných čísel ve vektoru. I zde při detekci takové části dochází k záznamu 
do příslušné proměnné. Rozdíl je v tom, že touto proměnnou je vektor, do kterého jsou 
vkládána nejmenší čísla vyskytující se v sestupných segmentech. Později jsou do tohoto 
vektoru přiřazeny i samostatné prvky vektoru, které jsou z každé strany odděleny bodem 
zlomu. 
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5.3.3 Algoritmus Reversal sort 
Algoritmus ImprovedBreakPointReversalSort byl představen v kapitole 4.2. Nyní bude 
představena forma, jakou bylo provedena jeho implementace do programu. Tento 
algoritmus je součástí funkce ReversalSort. Zároveň je zde hojně využívána představená 
funkce bpcount. Celý průběh funkce je zabalen do cyklu while, který je ukončen 
v okamžiku, kdy je počet detekovaných bodů zlomu nulový.  
Princip je jednoduchý. Nejprve dojde k výpočtu bodů zlomu a k detekci minim 
sestupných segmentů v rámci permutačního vektoru. Pokud je vektor obsahující minima 
sestupných segmentů nenulový, tak je v permutačním vektoru dohledán index nejmenšího 
minima k sestupného segmentu a dále je dohledán index prvku k-1. Tento prvek 
se nachází na konci jednoho z vzestupných segmentů v permutačním vektoru. Všeobecně 
byla k dohledávání indexů prvků ve vektoru použita funkce find.  
Následně se v permutačním vektoru provede převrácení segmentu mezi prvkem 
k a k-1. V tomto okamžiku došlo k přeskupení vektoru, a tak je třeba opět přepočítat počet 
bodů zlomu a sestupných segmentů. V případě splnění podmínky výskytu sestupných 
segmentů je popsaný proces opakován. V opačném případě dojde k převrácení celého 
segmentu mezi setříděnou vzestupnou částí na počátku a setříděnou vzestupnou částí 
na konci permutačního vektoru. V rámci tohoto kroku, jak již bylo vysvětleno dříve, 
nemusí dojít k redukci bodů zlomu. Nejen proto se přistoupilo k vylepšení formou 
vytvoření sady funkcí, které permutační vektor třídí za použití transpozic. Principy těchto 
funkcí budou vysvětleny níže. Po tomto kroku dojde opět k přepočítání počtu bodů zlomu 
a sestupných segmentů. 
Pro lepší představu o změnách permutačního vektoru a v počtech bodů zlomu je při 
každé změně zaznamenána aktuální podoba vektoru do proměnné v podobě matice, kde 
je každá pozměněná podoba vektoru zanesena do příslušného řádku matice. Podobně bylo 
učiněno u bodů zlomu, kdy je vývoj jejich počtu zaznamenáván do proměnné ve formě 
vektoru. Příklad těchto změn je na obr. 12. 
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Obr. 12 Příklad výpisu změn permutačního vektoru a vývoje počtu bodů zlomu. 
5.3.4 Začlenění transpozice pro eliminaci více Bodů zlomu 
Pro docílení redukce co největšího počtu bodů zlomu v každém kroku byla vytvořena 
sada mírně se navzájem lišících funkcí, které provádějí přeskupování permutačního 
vektoru pomocí transpozic. Všechny tyto funkce pracují na podobném principu, kdy 
dojde nejprve k analýze aktuální podoby permutačního vektoru a dohledání místa, kde by 
se aplikací transpozice mohlo docílit eliminace tří nebo dvou bodů zlomu. 
V rámci funkce ReversalSort je za sebe postaveno celkem osm funkcí, z nichž čtyři 
mohou provést transpozici se současnou eliminací tří bodů zlomu a další čtyři funkce 
slouží k eliminaci dvou bodů zlomu během jednoho kroku. Důvodem většího počtu 
funkcí je uzpůsobení každé funkce tak, aby k transpozici došlo jen v určitém modelovém 
případě, kdy může dojít k eliminaci stanoveného počtu bodů zlomu. Přednost mají vždy 
funkce eliminující tři body zlomu. Teprve v okamžiku kdy již nelze ve vektoru odstranit 
tři body zlomu, se dostanou ke slovu funkce provádějící transpozici s eliminací dvou bodů 
zlomu.  
Této hierarchie bylo docíleno umístěním příkazu continue za každou z funkcí. Tento 
příkaz je uskutečněn pouze v případě, kdy příslušná funkce provede přeskupení 
permutačního vektoru se současnou eliminací počtu bodů zlomu. V takovém okamžiku 
dojde příkazem continue k návratu na počátek cyklu, ve kterém probíhá celý algoritmus 
řazení permutačních vektorů. Přednost tak dostávají opět funkce pro odstranění tří bodů 
zlomu. Teprve v případě, kdy ani jedna z osmi funkcí není schopna provést eliminaci 
předepsaného počtu bodů zlomu, se dostane ke slovu klasický algoritmus 
ImprovedBreakPointReversalSort. Popsaná hierarchie je graficky znázorněna v druhé 
části přiloženého vývojového diagramu na straně 52. 
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Nyní budou ukázány čtyři modelové případy odstranění tří bodů zlomu, z nichž 
každý je proveden právě jednou ze čtyř funkcí (Trans_Sou_3BP, Trans_Sou_3BP_2, 
Trans_In_3BP a Trans_In_3BP_2).  
Funkce Trans_Sou_3BP se uplatní na model permutace 0 1 2 | 5 6 3 4 7, kdy 
je přesunutím segmentu 3 4 získán vektor 0 1 2 3 4 5 6 7. Podmínkou je existence místa, 
kde se za sebou nachází prvky přiléhající na oba konce přesouvaného segmentu (v případě 
segmentu 3 4 se jedná o místo 2 | 5). Další podmínkou je, že rozdíl prvků, které 
se po přesunutí segmentu stanou prvky sousedními, je roven 1 (v tomto případě 6 7). Pro 
model vektoru, kde je tento rozdíl roven -1 slouží funkce Trans_Sou_3BP_2. Takový 
vektor může vypadat například takto: 0 1 3 5 6 2 4 | 7. Obě zmíněné funkce platí i pro 
případ, kdy má přesouvaný segment podobu jen jednoho čísla. 
Občas se může stát, že k odstranění tří bodů zlomu dojde přesunem segmentu, který 
má podobu sestupné posloupnosti čísel. Pro takové případy poslouží zbylé dvě funkce. 
Funkce Trans_In_3BP proběhne v případě, kdy permutační vektor nabyde například této 
podoby: 0 1 5 | 2 6 4 3 7. Opět se tu uplatní podmínka, kdy dochází k výskytu místa, kde 
se za sebou nachází prvky přiléhající na oba konce přesouvaného segmentu (v případě 
segmentu 4 3 se jedná o místo 5 | 2). Rozdíl mezi funkcí Trans_In_3BP 
a Trans_In_3BP_2 spočívá opět ve znaménku čísla rovnému rozdílu prvků, které 
se po přesunutí segmentu stanou prvky sousedními. Pro první funkci musí být tento rozdíl 
roven 1 a pro funkci druhou je pak tento rozdíl roven -1. V tomto případě by permutační 
vektor mohl vypadat například takto: 0 5 | 2 4 3 1 6 7. 
Princip funkcí, které odstraňují dva body zlomu pomocí transpozice je velmi 
podobný. Jedná se o funkce Trans_Sou_2BP, Trans_Sou_2BP_2, Trans_In_2BP 
a Trans_In_2BP_2. Hlavním rozdílem je, že je zde stanovena pouze jedna podmínka 
zaručující odstranění alespoň dvou bodů zlomu. Teoreticky by tady mohlo docházet 
i k odstranění tří bodů zlomu, ale v praxi k tomu nedochází. Uplatní se zde výše popsaná 
hierarchie, kdy mají přednost funkce pro odstranění tří bodů zlomu. 
Funkce Trans_Sou_2BP nalezne uplatnění pro příklad vektoru: 0 1 3 4 6 2 | 5 7. 
V tomto příkladu je přesouván segment 3 4 do místa 2 | 5. Jedinou podmínkou je výskyt 
místa, kde po vložení přesouvaného segmentu dojde ke ztrátě dvou bodů zlomu. V tomto 
případě tak vznikne nový segment 2 3 4 5. Funkce Trans_In_2BP pracuje podobně, jen 
s tím rozdílem, že je přesouván segment v podobě sestupné posloupnosti. Permutační 
vektor by v tomto případě mohl vypadat takto: 0 1 4 3 6 5 | 2 7 
Funkce Trans_Sou_2BP_2 je použita například pro vektor 0 1 | 4 5 2 6 3 7. 
Zde se přesouvá číslo 2 do místa 1 | 4. Podmínkou je, že absolutní hodnota rozdílů 
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prvků (5 6), které se po přesunu segmentu stanou sousedními, je rovna 1. V nové pozici 
pak přesunutý segment musí navazovat na jeden z okolních prvků. Podobný princip 
je přítomen u funkce Trans_In_2BP_2. Hlavní odlišnost je zde opět v tom, že dochází 
k přesunu segmentu v podobě sestupné posloupnosti. Permutační vektor by v tomto 
případě mohl vypadat takto: 0 1 5 4 | 6 3 2 7. 
Představené příklady slouží především pro představu, kdy je jaká funkce vyvolána. 
V některých příkladech vektorů se mohou jednotlivé funkce pro eliminaci bodů zlomu 
zastupovat. Důležité je, že vždy dojde k odstranění daného počtu bodů zlomu během 
jednoho kroku. 
Grafické rozhraní 
Podstatnou částí celého programu je grafické prostředí, pomocí kterého je možné 
jednoduše nahrát testované sekvence a nastavit parametry filtrace. V neposlední řadě zde 
dochází k zobrazení výstupů programu. Celé prostředí je koncipováno do dvou 
pomyslných částí.  
 
Obr. 13 První část grafického rozhraní programu. 
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První částí (obr. 13) je oblast, která se týká načtení dvou sekvencí, nastavení filtrace 
a zobrazení indexů diagonál. Pro každou sekvenci se tu nachází tlačítko pro její načtení, 
dále tu jsou komponenty listbox a statický text. Při kliknutí na tlačítko Načíst sek. 1 
(Načíst sek. 2) dojde k výběru sekvence v souborovém systému počítače. Po stvrzení 
výběru se v listboxu objeví náhled načtené sekvence a do statického textu se vypíše 
hlavička sekvence.   
Dále se zde nachází oblast, která je věnována nastavení filtrace a typu zobrazených 
diagonál. Uživatel tady může pozměnit rozměry filtrace. Ty jsou původně nastaveny 
na hodnotu 10. Typ diagonál se volí pomocí tlačítek typu radiobutton. Při každém novém 
spuštění je nastavena varianta hledání kladných a inverzních diagonál zároveň.  Poslední 
komponentou první části rozhraní je velký listbox, kam jsou vypisovány indexy diagonál. 
 
Obr. 14 Druhá část grafického rozhraní programu. 
Druhá část prostředí (obr. 14), lokalizovaná v celém GUI napravo, obsahuje tlačítko 
START, kterým se spouští všechny algoritmy programu. Tato část však slouží především 
k zobrazení výstupů. Mezi tyto výstupy se řadí informace o počtu bodů zlomu v původním 
permutačním vektoru, dále se tu vypisuje počet kroků potřebných k převedení 
permutačního vektoru P do uspořádaného vektoru T (Kapitola 4.1). Jako doplňující 
informace o po počtu kroků s odstraněním třech, dvou a jednoho bodu zlomu. Všechny 
tyto výstupy jsou vypsány do komponent EditText. 
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Po stisku tlačítka START proběhnou všechny algoritmy, kterými program disponuje. 
Mimo výstupů, které se zobrazí přímo v grafickém rozhraní, se otevře okno s grafickým 
zobrazením dotplotu. Do příkazového řádku Matlabu je vypsán vektor obsahující vývoj 
počtu bodů zlomu a matice, kde jsou zaznamenány podoby permutačního vektoru při 
každém kroku přeskupování. 
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6 ANALÝZA SEKVENCÍ 
Poslední část této práce se věnuje ověření funkčnosti programu na modelových a následně 
i na reálných sekvencích.  
6.1 Modelové sekvence 
Pro účel verifikace byly sestaveny dvě modelové sekvence, které z hlediska genetiky 
nepředstavují žádný reálný úsek DNA. Pro přehlednost byly pro tento účel velmi krátké 
sekvence o velikosti 68 bp. Sekvence byly vytvořeny tak, že byla vybrána náhodná část 
sekvence nukleotidů o délce 68 bp. Tato sekvence byla rozdělena na pět dalších úseků, 
které poslouží jako modelové synteny bloky.  
V první vytvořené sekvenci byly tyto bloky zachovány v původním pořadí. Druhá 
sekvence je rovněž sestavena z těchto bloků, které se již v tomto případě nachází 
v přeházeném pořadí. Obě modelové sekvence jsou zobrazeny na obr. 15. Nad každým 
barevně označeným blokem je číslo, určující pořadí bloků vztažené ke vzorové 
uspořádané sekvenci. Pod každým z bloků se nachází rozsah indexů, které podávají 
přesnou informaci o jejich pozici. 
 
Vzorová sekvence (seq1): 
1                         2               3                    4                           5  
GCCTTGAGTTAGAGAATACATAGAGTATGAGCCTATGGTTGCATGCTCTTCTTGTCTAGATGTCTCTG 
1-11              12-27               28-36           37-48           49-68    
 
 
Permutovaná sekvence (seq2): 
3          1 - inverzní       5                 2 - inverzní                     4   
TGAGCCTATATTGAGTTCCGTTCTTGTCTAGATGTCTCTGATGAGATACATAAGAGGGTTGCATGCTC 
1-9         10-20         21-40                              41-56                             57-68  
Obr. 15 Modelové sekvence pro verifikaci programu. 
V dalším kroku byly vytvořeny fasta soubory obsahující tyto modelové sekvence. 
Vytvořené soubory byly načteny do programu. Seznam indexů diagonál, který je 
zobrazen v grafickém prostředí programu by se měl shodovat s indexy z obr. 15. Tento 
předpoklad se potvrdil a jako důkaz slouží obr. 16. Filtrace byla nastavena na 9 bp pro 
oba typy diagonál. Detekce substitucí byla v tomto případě vypnuta. 
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Obr. 16 GUI programu s výpisem indexů diagonál. 
Dalším výstupem je dotplot, který bude obsahovat pět diagonál. Podle předpokladů 
by tři diagonály měly být kladné a dvě inverzní. Jejich pořadí by mělo být ve vztahu 
k určité ose (sekvenci) totožné s pořadím na obr. 15. Tato pořadí zároveň stanoví podobu 
permutačních vektorů. 
 
Obr. 17 Dotplot vzniklý z modelových sekvencí. 
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Tento předpoklad potvrzuje výstupní dotplot na obr. 17. Pro lepší přehlednost jsou 
zobrazené diagonály barevně očíslovány tak, aby byl zřejmý vztah k obr. 15. Vzhledem 
k vodorovné ose (sekvence 1) je toto pořadí uspořádané v podobě 1 2 3 4 5. Naopak 
ve vztahu ke svislé ose (sekvence 2) je pořadí diagonál neuspořádané (3 1 5 2 4). Tyto 
posloupnosti jsou shodné s permutačními vektory určené k procesu třídění permutací. 
Tento proces je zobrazen zde: 
T: 0 |3| 1  5  2  4  6 
  0  1 |5| 2  3  4  6   Odstraněny tři body zlomu 
P: 0  1  2  3  4  5  6  Odstraněny tři body zlomu 
Byla získána informaci o tom, že k přeskupení permutačního vektoru do podoby 
vektoru vzorového bylo nutné provést dva kroky. Tento počet kroků zároveň určuje 
„evoluční“ vzdálenost porovnávaných sekvencí. V každém z těchto kroků byly 
odstraněny tři body zlomu. 
Pro otestování filtrace substitucí byly do předchozího modelu sekvencí doplněny tři 
substituce v podobě písem X. Jedna dosazená substituce má velikost 2 bp a zbylé dvě 
substituce mají délku 1 bp. Upravené sekvence jsou zobrazeny na obr. 18. 
 
Vzorová sekvence (seq1): 
1                         2               3                    4                           5  
GCCTTGAGTTAGAGAATACATAGAGTATGAGCCTATGGTTGCATGCTCTTCTTGTCTAGATGTCTCTG 
1-11              12-27               28-36           37-48           49-68  
Permutovaná sekvence (seq2): 
3         1 - inverzní       5                 2 - inverzní                    4   
TGAGCCTATATTGAXTTCCGTTCTTGTCTAXXTGTCTCTGATGAGATXCATAAGAGGGTTGCATGCTC 
1-9         10-20         21-40                             41-56                            57-68  
Obr. 18 Modelové sekvence pro verifikaci programu se zahrnutím substitucí. 
Pokud by se na modelovou sekvenci z obr. 18 aplikovalo stejné nastavení jako 
v případě sekvencí bez substitucí z obr. 15, tak by došlo k detekci jen bloků 3, 4 a části 
bloku 5. To je způsobeno tím, že při tomto nastavení dochází k eliminaci všech segmentů, 
kratších než 9 bp. Nastavení menšího rozměru filtrace by v tomto případě způsobilo 
detekci nevyžádaných krátkých segmentů. V programu je proto nutné nastavit rozměry 
tolerovaných substitucí. V tomto případě by mělo stačit nastavit rozměr substitucí na 1 bp 
pro inverzní a 2 bp pro kladně orientované segmenty. Rozdíl dotplotů bez a s nastavením 
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tolerance substitucí je ukázán na obr. 19. Nalevo je dotplot bez tolerance substitucí 
a dotplot napravo je výsledkem po filtraci substitucí. Jedná se o shodný výsledek 
v porovnání s tím, jaký je na obr. 17. 
 
Obr. 19 Rozdíl mezi vypnutou filtrací substitucí (vlevo) a nastavenou filtraci (vpravo). 
6.2 Reálné sekvence 
V předchozí podkapitole byla úspěšně ověřena funkčnost programu pro modelové 
sekvence. Díky tomuto verifikování se nyní můžeme pustit do práce s reálnými 
sekvencemi, kde nejsou žádné informace o existenci a přesné poloze synteny bloků. 
Nevíme také nic o výskytu bodových mutací v podobě substitucí. Bude tak více než kdy 
jindy důležité odhadnout a stanovit správné parametry filtrace. 
Původně se pracovalo s myšlenkou analýzy celých úseků genomů, či chromozomů. 
Těchto plánů jsme se bohužel museli vzdát v okamžiku, kdy se i genomy (chromozomy) 
jednoduchých organismů jako jsou bakterie a rostlin ukázaly být příliš dlouhé pro získání 
použitelných výsledků. Hlavní překážkou byly možnosti výpočetní techniky 
a optimalizace programu, na které by se mohlo do budoucna dále pracovat. Jednou 
z variant byla práce s mitochondriální DNA. V tomto případě se opět nepodařilo dohledat 
dostatečně krátké úseky DNA dvou organismů, kde by se projevil jev synteny. 
Po konzultaci s vedoucí práce se dospělo k rozhodnutí, učinit kompromis v podobě 
analýzy reálných sekvencí genů, kde bylo  výskytu synteny bloků dosaženo cíleným 
přeházením CDS kódujících úseků. Nejprve bude tato analýza provedena pro jeden gen 
jednoho organismu, kde jediným rozdílem mezi porovnávanými sekvencemi bude pořadí 
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CDS úseků. V další fázi analýzy je použit opět tentýž gen, ale v tomto případě bude každá 
sekvence pocházet z jiného organismu. Bude se tak porovnávat gen s přeházenými úseky 
CDS z organismu A se stejným genem organismu B se zachovalým pořadím CDS. Právě 
tady by se měl projevit výskyt substitucí. Velmi důležité bude správné nastavení jejich 
filtrace. 
V databázi NCBI byla vybrána sekvence genu Prmt1 náležící organismu 
Homo sapiens. Tato sekvence má velikost 11299 bp a je lokalizována na chromozomu 
19. V souboru GenBank byla vybrána varianta kombinace CDS úseků kódující protein 
arginin N-methyltransferáza 1 isoforma 1. Pro tento případ bylo dispozici jedenáct CDS 
úseků, které byly z původní sekvence vystřiženy. Z těchto vystřižených úseků se vytvořily 
dvě sekvence. Jedna se zachovalým a druhá s přeházeným pořadím CDS úseků. Podoba 
výstupů programu je i zde velmi dobře předvídatelná. Výsledkem je dotplot zobrazující 
jedenáct synteny bloků a tomu odpovídající permutační vektory s jedenácti prvky. 
 
Obr. 20 Dotplot ze sekvencí Prmt1. 
Sekvence 1 = Prmt1 Homo sapiens, Sekvence 2 = Prmt1 Homo sapiens s přeházeným CDS. 
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Výsledný dotplot je zobrazen na obr. 20. Vzniklé synteny bloky jsou v tomto případě 
dodatečnou grafickou úpravou zvýrazněny tak, aby byl výsledek dobře patrný. Vývoj 
permutačních vektorů a počtu bodů zlomu je znázorněn v tab. 8. Sloupec T/I přináší 
informaci o typu přeskupení v daném kroku (inverze, transpozice). 
Tab. 8 Vývoj permutačních vektorů a bodů zlomu pro Prmt1 Homo sapiens. 
Krok Podoba permutačního vektoru Počet BZ T/I 
0 0     3     7     4     2    10     1     5    11     9     6     8    12 12 T 
1 0     3     4     2    10     1     5    11     9     6     7     8    12 9 T 
2 0     3     4     2     1     5    11    10     9     6     7     8    12 6 I 
3 0     1     2     4     3     5    11    10     9     6     7     8    12 5 I 
4 0     1     2     3     4     5    11    10     9     6     7     8    12 3 I 
5 0     1     2     3     4     5    11    10     9     8     7     6    12 2   I 
6 0     1     2     3     4     5     6     7     8     9    10    11    12 0  
 
Pro dokončení analýzy bylo potřeba dohledat sekvenci genu Prmt1 pro jiný 
organismus než Homo sapiens. Z nabízených možností byl vybrán organismus 
Mus musculus, kde se gen Prmt1 nachází na chromozomu 7 a celá sekvence má velikost 
9673 bp. Počet CDS úseků kódujících protein arginin N-methyltransferáza 1 je stejný 
jako v předešlém případě, tedy jedenáct. 
Tyto CDS úseky byly opět vystřiženy. Následně byl vytvořen fasta soubor obsahující 
sekvenci složenou z těchto úseků v zachovaném pořadí. Tato sekvence byly porovnána 
se sekvencí organismu Homo sapiens s přeházenými CDS úseky. Jelikož nebyl znám 
rozsah a výskyt substitucí, tak se zvolila metoda testování, kdy se volili různé velikosti 
filtrovaných substitucí.  
Cílem bylo dosáhnout co nejpodobnějšího výsledku v porovnání s dotplotem na obr. 
20. Když byl nalezen přijatelný výsledek, tak se započalo se zmenšováním rozměru 
filtrovaných substitucí až do okamžiku, kdy se dotplot změnil do nežádoucí podoby. 
Tento rozměr by neměl být zbytečně veliký, aby nedocházelo ke spojování vzdálených 
bloků. Zároveň tak byla získána přibližná informace o tom, jak velké substituce jsou 
v sekvencích přítomny. Parametry filtrace substitucí nakonec činilo 6 bp pro kladné a 2 bp 
pro inverzní diagonály. Dotplot, který byl získán je zobrazen na obr. 21. 
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Obr. 21 Dotplot ze sekvencí Prmt1. 
Sekvence 1 = Prmt1 Mus musculus, Sekvence 2 = Prmt1 Homo sapiens s přeházeným CDS 
Dotplot z obr. 21 je, co se rozložení synteny bloků týče, podobný dotplotu z obr. 20. 
Jejich vzájemné porovnání nabízí obr. 21.  
 
Obr. 22 Porovnání dotplotů z obr. 20 (vlevo) a obr. 21 (vpravo). 
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Pro zajímavost je uvedena i tabulka (tab. 9) obsahující vývoj permutačních vektorů 
a bodů zlomu pro sekvence Prmt1 organismů Homo sapiens (přeskupené CDS) 
a Mus musculus. V porovnání příkladem z tab. 8 se v procesu přestavby vektorů 
neprojevila žádná odlišnost. Při správném nastavení filtrace substitucí jsou tak výsledky 
třídění permutačních vektorů v obou případech totožné.  Ve srovnávacím obrázku (obr. 
22) jsou patrné pouze drobné rozdíly v podobě místy odlišných rozměrů některých 
synteny bloků. Jejich pozice je v obou případech takřka shodná. 
Tab. 9 Vývoj permutačních vektorů a bodů zlomu pro Prmt1 Homo sapiens a Mus musculus. 
Krok Podoba permutačního vektoru Počet BZ T/I 
0 0     3     7     4     2    10     1     5    11     9     6     8    12 12 T 
1 0     3     4     2    10     1     5    11     9     6     7     8    12 9 T 
2 0     3     4     2     1     5    11    10     9     6     7     8    12 6 I 
3 0     1     2     4     3     5    11    10     9     6     7     8    12 5 I 
4 0     1     2     3     4     5    11    10     9     6     7     8    12 3 I 
5 0     1     2     3     4     5    11    10     9     8     7     6    12 2   I 
6 0     1     2     3     4     5     6     7     8     9    10    11    12 0  
 
Při verifikaci programu se pracovalo s celou řadou sekvencí. Jako další příklad 
je uvedeno porovnání dotplotů pro gen Prmt5. Tady se musely nastavit větší rozměry 
filtrace substitucí (9 bp). Pro sekvence pocházející ze dvou organismů (Homo sapiens, 
Mus musculus) se tak dosáhlo velmi podobného výsledku jako pro sekvence pocházející 
od jednoho organismu (Homo sapiens), kde jediným rozdílem bylo pořadí CDS úseků. 
 
Obr. 23 Porovnání dotplotů pro sekvenci Prmt5. 
Porovnání sekvencí z jednoho organismu (vlevo), ze dvou organismů (vpravo). 
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V obou dotplotech na obr. 23 je shodně po sedmnácti synteny blocích. Ve většině 
případů jsou jejich rozměry a pozice v obou grafech velmi podobné. Při podrobném 
porovnání nalezneme v dotplotu napravo dva rozdíly. První odlišností je absence jednoho 
synteny bloku a dále je zde jeden blok rozdělen do dvou dalších bloků. Toto rozdělení 
je způsobeno přítomností substituce větší než 9 bp. 
Výsledky analýzy reálných sekvencí jsou shrnuty v tab. 10. Kde jsou zahrnuty další 
údaje z testů sekvencí, o kterých výše nepadla zmínka. Změna pořadí CDS úseků byla 
provedena vždy u sekvence náležící organismu ze sloupce Druh 2. V tabulce jsou dále 
zahrnuty počty CDS úseků (sloupec CDS), synteny bloků (SB), bodů zlomu (BZ) a počet 
permutačních kroků (N). Hodnota lf  představuje nastavený rozměr filtrace, kdy hodnota 
před lomítkem značí rozměr kladných diagonál a hodnota za lomítkem značí rozměr 
inverzních diagonál. Sloupec ls obsahuje podobným způsobem zaznamenané parametry 
filtrace substitucí. 
Tab. 10 Výsledky analýzy reálných sekvencí 
Druh 1 (seq1) Druh 2 (seq2) Gen CDS SB BZ  N  lf [bp] ls [bp] 
Mus musculus Homo sapiens NBN 16 16 12 7 30/30 4/4 
Mus musculus Homo sapiens Prmt1 11 11 12 6 35/35 6/2 
Mus musculus Homo sapiens Prmt5 17 17 15 7 35/35 9/9 
Bos taurus Homo sapiens CLU 8 8 7 4 40/40 4/4 
Sus scrofa Homo sapiens PRL 5 5 3 1 25/40 3/4 
Equus cabalus Pan troglodytes EPX 12 12 9 4 50/70 1/5 
Canis lupus familiaris Bos taurus TH 13 13 10 6 40/60 4/4 
 
Výsledky analýzy lze prohlásit za velmi uspokojivé. Ve všech případech se podařilo 
detekovat stejný počet synteny bloků jako je počet úseků CDS v sekvencích. Toho bylo 
docíleno vodným nastavením filtrace velikosti synteny bloků a především vhodným 
nastavením rozměrů tolerovaných substitucí.  
V rámci třídění permutačních vektorů se u analyzovaných sekvencí podařilo docílit 
průměrné eliminace dvou bodů zlomu během jednoho permutačního kroku. Celý 
algoritmus se především díky použití transpozic podařilo výrazně zefektivnit. Na počet 
kroků může mít vliv i výběr vzorové a permutované sekvence. Někdy proto záleží na 
pořadí načtených sekvencí. Sekvence načtená jako sekvence 1 je brána jako vzorová.  
Nejméně vzdáleny si jsou sekvence PRL. Naopak nejvíce permutačních kroků byla 
potřeba učinit pro sekvence Prmt5 a NBN. Tato vzdálenost je do jisté míry dána i počtem 
přítomných synteny bloků a především počtem bodů zlomu. Čím větší je počet synteny 
bloků, tím složitější permutaci obsahující větší počet bodů zlomu je možné vytvořit.   
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ZÁVĚR 
Hlavním cílem této bakalářské práce bylo vytvořit program pro detekci synteny bloků 
náležících dvěma porovnávaným sekvencím DNA. Pořadí nalezených bloků bylo využito 
k sestavení permutačních vektorů. Tříděním těchto vektorů byl získán počet kroků, který 
reprezentuje příbuznost vstupních sekvencí. Naše řešení třídění permutačních vektorů 
zahrnuje mimo známého algoritmu třídění pomocí inverzí i řadu funkcí, které provádí 
třídění pomocí transpozic. Tímto krokem byla výrazně navýšena úspěšnost pro dosažení 
co nejnižšího počtu permutačních kroků. 
K verifikaci funkce programu byla provedena analýza uměle vytvořených sekvencí. 
Pomocí těchto sekvencí byla ověřena korektnost všech funkcí programu, včetně 
schopnosti tolerance substitucí předepsané velikosti. Po úspěšné verifikaci, kdy výstupy 
programu odpovídaly všem předpokladům, bylo přistoupeno k analýze reálných 
sekvencí. 
Celkem byla analýza provedena pro sedm párů sekvencí. Jednalo se o páry sekvencí, 
kde obě sekvence reprezentují stejný gen, ale pochází od jiného organismu. Existoval tak 
předpoklad výskytu rozsáhlých spolčených částí a zároveň byl předpokládán výskyt 
bodových mutací. Pro simulaci výskytu synteny bloků bylo vždy v jedné z dvojice 
sekvencí náhodně přeházeno pořadí úseků CDS. Výsledky analýzy jsou shrnuty v tab. 10. 
Tyto výsledky jsou velmi uspokojivé. Ve všech případech se při vhodném nastavení 
filtrace podařilo docílit shody v počtech CDS úseků a detekovaných synteny bloků. 
I třídění permutačních vektorů bylo úspěšné. Pro testované sekvence bylo průměrně 
dosaženo eliminace dvou bodů zlomu během jednoho kroku. 
Celkem bylo dosaženo všech cílů této práce. Kromě praktické části byla vypracována 
teoretická část zabývající se porovnáváním celých genomů či chromozomů na základě 
rozdílné pozice genů.  
V rámci budoucího rozvoje práce a především vytvořeného programu by se mohlo 
nadále pracovat na softwarové optimalizaci. Kýženým cílem by byla možnost zpracování 
rozsáhlých úseků genomů, kde by bylo možné detekovat zcela reálné synteny bloky. 
V každém případě by taková analýza probíhala i v závislosti na výpočetních schopnostech 
použité techniky velmi dlouhou dobu. 
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PŘÍLOHY 
A Seznam zkratek 
DNA    Deoxyribonukleová kyselina 
RNA    Ribonukleová kyselina 
mRNA    Mediátorová ribonukleová kyselina 
tRNA     Transferová ribonukleová kyselina 
bp     Páry bazí 
BZ    Bod zlomu 
SB    Synteny blok 
CDS    Kódující úsek sekvence 
NBN    Nibrin 
Prmt1    Protein arginin N-methyltransferáza 1 
Prmt5    Protein arginin N-methyltransferáza 5 
CLU    Klusterin 
PRL    Prolaktin 
EPX    Eosinofilní peroxidáza 
TH    Tyrosin 
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B Vývojový diagram 
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Detekce indexů 
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-
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C Uživatelský návod  
Program Synteny_SW slouží k detekci synteny bloků napříč porovnávanými sekvencemi 
a k následnému sestavení a řazení permutačních vektorů. Jednotlivé sekvence lze 
do programu načíst ze souborů fasta. Mezi hlavní výstupy programu patří dotplot 
zobrazující synteny bloky. Dalším podstatným výstupem je seznam indexů detekovaných 
synteny bloků (diagonál). Posledním významným výstupem je počet permutačních kroků, 
který stanoví příbuznost sekvencí. 
 
Obr. 24 Příklad grafického prostředí v programu Synteny_SW 
1. Program spusťte v prostředí MATLAB stisknutím tlačítka F5 v souboru 
Synteny_SW  nebo spuštěním skriptu Synteny_SW.m 
2. V první řadě je třeba načíst obě testované sekvence ze souborů fasta. To provedete 
postupně stisknutím tlačítek načíst sek. 1 a načíst sek. 2. Ve fialových polích 
se objeví obsah hlaviček sekvencí a v polích s posuvníkem se objeví náhledy 
nukleotidových sekvencí. Pokud pracujete s přiloženou sadou sekvencí, tak vždy 
vkládejte sekvence, jejichž název začíná stejnými písmeny. Jako sekvenci 1 můžete 
použít například NBN_MM_test.fasta a jako sekvenci 2 soubor 
NBN_HSp_test.fasta. U obou příkladů soborů se jedná o sekvenci genu Nibrin 
(NBN). První sekvence pochází z organismu Mus musculus (MM) a obsahuje CDS 
úseky v původním pořadí. Druhá sekvence pochází z organismu Homo sapiens (HS) 
a přítomné CDS úseky jsou v přeházeném pořadí, což značí písmeno p v názvu 
souboru. Podobný způsob značení mají všechny přiložené reálné sekvence 
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3. Nastavte typ hledaných synteny bloků (diagonál). Při spuštění je automaticky 
nastavena volba detekce kladných a inverzních diagonál zároveň. Toto nastavení 
proveďte v oblasti Zobrazit diagonály. 
4. Nastavte filtraci diagonál a substitucí v polích Nastavení rozměrů filtrace 
a filtrace substitucí. V obou případech zadávejte kladná celá čísla. V případě 
filtrace diagonál volte rozměr diagonál větší nebo roven 5 bp.  V případě aktivní 
filtrace substitucí je totiž automaticky použita malá „maska“ s rozměrem právě 5bp. 
Pro nastavení rozměrů substituce by měl většinou stačit rozměr 1-5bp případně 
do 10 bp. Pro přiložené sekvence je vhodné použít nastavení z tab. 10. V případě 
ponechání hodnot 0 bp je filtrace substitucí vypnuta a algoritmus proběhne rychleji. 
5. Program spusťte tlačítkem START. Program může pracovat i desítky minut, 
v závislosti na rozměrech použitých sekvencí. Po dokončení výpočtů se zobrazí 
dotplot, kde se v případě pozitivní detekce synteny bloků objeví kladné a případně 
inverzní diagonály. Jejich indexy se vypíší do oblasti Seznam indexů diagonál. 
V pravé části GUI se vypíší parametry a výsledky týkající se třídění permutačních 
vektorů. Vývoj bodů zlomu a permutačních vektorů je vypsán v příkazovém řádku 
prostředí MATLAB. 
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D Programy a funkce pro Matlab  
 Synteny_SW.m  
 Synteny_SW.fig 
 
 bpcount.m 
 dotplotfcn_mez.m 
 dotplotfcn_mez_s.m 
 dotplotfcn_mez_i.m 
 Indexesfcn.m 
 IndexesInfcn.m 
 ReversalSort.m 
 syntenySort.m 
 Trans_Sou_1BP.m 
 Trans_Sou_2BP.m 
 Trans_Sou_2BP_2.m 
 Trans_Sou_3BP.m 
 Trans_Sou_3BP_2.m 
 Trans_In_2BP.m 
 Trans_In_2BP_2.m 
 Trans_In_3BP.m 
 Trans_In_3BP_2.m 
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E  Testovací sekvence 
Nereálné sekvence: 
 Test_1_68bp_sek1.fasta 
 Test_1_68bp_sek2.fasta 
 Test_1_68bp_substituce_sek2.fasta 
 Test_2_sek1.fasta 
 Test_2_sek2.fasta 
 Test_3_substituce_sek1.fasta 
 Test_3_substituce_sek2fasta 
Reálné sekvence: 
 CLU_HS_test.fasta 
 CLU_BT_test.fasta 
 EPX_EC_test.fasta 
 EPX_PT_test.fasta 
 NBN_HS_test.fasta 
 NBN_MM_test.fasta 
 PRL_HS_test.fasta 
 PRL_SS_test.fasta 
 Prmt1_HS_test.fasta 
 Prmt1_MM_test.fasta 
 Prmt5_HS_test.fasta 
 Prmt5_MM_test.fasta 
 TH_BT_test.fasta 
 TH_CLF_test.fasta 
Reálné sekvence se změněným pořadím CDS: 
 CLU_HSp_test.fasta 
 EPX_PTp_test.fasta 
 NBN_HSp_test.fasta 
 PRL_HSp_test.fasta 
 Prmt1_HSp_test.fasta 
 Prmt5_HSp_test.fasta 
 TH_BTp_test.fasta 
 
