Current workflow languages introduce limitations regarding modularity and flexibility. They are lacking support for reusability of primitive and structured activities. Designing processes often leads to duplication which makes the workflow descriptor complicated and unnecessarily large. Furthermore, due to the static character of the scripts, there is insufficient flexibility to model dynamic, evolvable and failsafe workflows. In this paper we present a framework that allows the design of WS-BPEL processes in a modular way based on reusable templates. In addition, we introduce an extra layer on top of WS-BPEL that allows template processing based on parameter values. This layer offers support for decision logic to adapt processes dynamically. The approach is based on the "Ruby On Rails" (RoR) framework, known for adding dynamism to static web pages. The proposed solution is portable with existing WS-BPEL engines.
INTRODUCTION
Web services have become increasingly popular as a means to integrate existing applications into new environments. With a Service Oriented Architecture [11] as foundation for creating individual solutions, an integration language can be used to orchestrate existing services into more complex business solutions. At this moment, the Web Services Business Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Process Execution Language (WS-BPEL) [12] has profiled itself as the de-facto industry standard for orchestrating web services. However, this standard exhibits major limitations regarding modularity and flexibility.
When developing an application in a general purpose language like Java, code modules can be reused by defining classes and methods. Functionality declared in a class or method body can be reused by creating new objects or by invoking methods multiple times. WS-BPEL is used to model the behavior of processes with xml-based syntax. However, for designing and implementing such a process there is little support for concepts that foster modularization and reuse of code. Besides modularization of the functional part, it is useful to provide a means to separate concerns from the workflow specification. Examples of such concerns are logging, billing and security. Typically, we want to avoid that those concerns end up scattered across the process specification and tangled with one another.
A second limitation concerns the flexibility offered by workflow languages. The integration of heterogeneous web services, often developed by a third-party, into a new business process over the Internet may lead to unpredictable behavior. The web services used in workflows are not always controllable by the developer of the business process. To provide reliable solutions for services that are often subject to change there is need for fail-safe mechanisms that allow anticipation on unpredictable factors. Examples of irregular behavior include web services that go off-line and performance bottlenecks. WS-BPEL offers fault handlers and compensation handlers that allow anticipation to a certain degree. We argue, however, this is not sufficient to provide reliable, high quality solutions in the dynamic context of web services.
The contribution of this paper complements earlier research (Padus [8] ), in which we propose an aspect-oriented approach to comply with shortcomings of WS-BPEL; We leverage on this expertise and investigate how RoR can be mapped to the domain of web services since it handles similar issues in dynamic web design. This paper proposes a template framework for designing WS-BPEL processes that allows the interpretation of templates based on parameters. The approach is easy to use for the designer and tackles the shortcomings mentioned above without reducing performance at runtime. The idea is to start from a generic master process in which designers can model functionality independent of concrete implementations. A template library is provided which contains combinations of WS-BPEL activities that fulfill common functionalities. The templates together with the generic master process are the ingredients for a controller that generates a tailored WS-BPEL process. The controller composes the WS-BPEL process by interpreting various parameters associated with the runtime environment and by selecting appropriate templates from the template library. The template framework introduces a mechanism on top of the execution layer that tackles the issues concerning flexibility and modularization before deployment. This makes the resulting WS-BPEL process compatible with existing WS-BPEL engines.
WEB SERVICE COMPOSITION WITH WS-BPEL

Introduction
Business Process Execution Language for Web Services (WS-BPEL) [12] provides a language for the specification of business processes and business interaction protocols. WS-BPEL is built on top of XML specifications. For example, it uses the web service description language (WSDL) [13] to describe the web service interfaces that participate in a process. An executable WS-BPEL process is defined by a control flow that consists of a combination of basic and structured activities.
Figure 1: Overview
The Business Process Modeling Notation (BPMN) [14] is a standardized graphical notation for drawing business processes using a flow chart. The BPMN specification includes a mapping from BPMN diagrams to executable WS-BPEL processes. Processes built with a design tool can automatically be generated from the workflow diagrams.
To make a business process operational, it has to be deployed on a WS-BPEL orchestration engine (e.g. IBM [17] , Oracle [16] , ActiveBPEL [15] ). Since WS-BPEL is standardized, processes are portable between different engines to a certain extent.
Limitations
In different research papers, current limitations of workflow languages have been discussed, including modularization and flexibility.
In an evaluation of WS-BPEL to Scientific Workflows [1] the need for adaptive and flexible workflows is identified. However, there is little support in WS-BPEL for dynamically modifying a workflow at runtime. Furthermore, the reusability of the basic and structured activities in WS-BPEL is limited. It is not possible, for instance, to reexecute an activity that is defined earlier by referring to it later [1] .
IBM and SAP [8] identify a similar problem related to modularity: "The BPEL language currently does not support the explicit definition of business process "fragments" that can be invoked from within the same business process or from another business process".
Other papers [2, 5, 6, 7] focus on the need for separation of concerns in the workflow specification. WS-BPEL processes suffer from a problem that is known as the "tyranny of the dominant decomposition". A WS-BPEL process can only be decomposed according to the control flow of the process, and concerns that do not align with this decomposition end up scattered across the process specification and tangled with one another [2] . These cross-cutting concerns give rise to large and complex process definitions which are difficult to understand and maintain.
TEMPLATE BASED WEB SERVICE COM-POSITION
In this section we address the limitations of WS-BPEL introduced previously. First we motivate our approach by mapping the problems to the domain of dynamic web design. Then we present the basic building blocks used in the framework: the template definitions, the library, the master process and the controller. Support for modular design and dynamic configuration is discussed in detail by means of a representative example.
Approach
Our approach to create WS-BPEL processes in a modular and dynamic way is based on similar evolutions in the domain of web design. The intent of web design is to create a website that presents content to the end users in the form of web pages. To comply with today's expectations of endusers, there is growing tendency to use dynamic web pages. In contrast to static pages, where the content and layout is not changed with every request, dynamic pages adapt their content on the fly depending on the user's input.
To support dynamic web design there are a lot of products and tools on the market. One that caught our attention is the "Ruby On Rails" framework [10] . RoR is a popular open source web application framework written in the Ruby programming language. RoR is based on an architecture known as MVC (Model -View -Controller). The architecture consists of a set of design patterns that allow a clear separation between data models, user interfaces, and control logic of the application. The model is responsible for interacting with the application data. The view is the presentation layer. It defines how the application presents data. Controllers orchestrate the application; they receive events, interact with the model, and display an appropriate view to the user. Figure 2 illustrates the basic functionality provided by the framework to handle a web request: (1) Web requests are routed to the appropriate controller; The controller coordinates the interaction between the user, the views, and the model. To use application data, it can contact the model (not presented in fig. 2 ). The controller manages helper modules which extend the capabilities of the view templates without bulking up their code. (2) The controller instructs the view to generate an appropriate presentation. (3) The view uses the results from the controller to render the next browser screen [10] .
The RoR framework allows dynamically adapting the content of a static web page expressed in html. Based on the user request, the framework calculates the values of variables that are then used to generate the web page. Furthermore, the helper class contains template definitions of html code that can be substituted in the html page. The ruby programming language is used to implement the logic that decides on which template is returned.
Figure 2: A web request with Ruby On Rails
We extend the concept of dynamic web design to web service composition in order to comply with frequently changing environments and unpredictable behavior. The proposed template framework is based on the MVC concept used in the RoR framework. Figure 3 shows the general architecture. The idea is to start from a generic master process. This process represents a generic workflow where requirements can be modeled without being bound to specific implementations. The concrete modules of WS-BPEL activities are modeled as templates and stored in a library. (1) The controller can be triggered to regenerate the process. (2) It interprets provided parameter values (2a) and looks up the corresponding templates from the library (2b) which are integrated in the master process. (3) The result is an executable WS-BPEL process generated by the controller.
The introduction of a layer on top of the WS-BPEL execution allows dynamic composition of templates into the master process by interpreting changing parameters. This new recomposition, triggered at the template controller, happens in the modeling space and replaces the old workflow composition at the execution layer by redeployment. The mapping from the template framework illustrated in Figure 3 to the RoR example shown in Figure 2 is straightforward: Through the RoR Helper class (Template Controller), concrete templates can be selected which extend the View (Master Process) to render a specific representation (Executable BPEL Process).
In this paper, we restrict our focus to the reuse of template definitions. This maps only to a basic feature of in the RoR framework. However we motivate our approach from this viewpoint since we believe that many other features offered by RoR have the potential to be successfully mapped to the domain of web services. These include features were the execution feeds back into the model and they will be investigated in future work.
Building Blocks
We show how the template framework can be used to design a simple brokerage service. The service integrates some web services into a workflow that allows end-users to retrieve stock quotes and place market orders. For this process we want to apply the following informal policy rules:
• Users must be authenticated before using the services.
• Since there are multiple broker services available, the one with the lowest response time will be used. Reevaluation of the response time will be done every hour.
• After the invocation of a broker services, a billing scheme must be applied that bills a fixed amount to the customer.
Template Definitions
The syntax used for defining templates is based on an existing syntax for describing WS-BPEL modules [3] .
A template definition represents a coherent set of basic and structured WS-BPEL activities that realizes a particular functionality. For example, Listing 1 shows a template definition that allows the invocation of a billing service. 
Listing 1: Template defining generic billing
A template consists of one or more modules. A module is a cluster of WS-BPEL activities. Different modules are used when the contained activities are scattered throughout the process to realize the functionality provided by the template. Listing 2 illustrates a template that consists of two modules. The first one is responsible for registering the start time. Next, some action will proceed for which its duration will be billed. After that action the resulting price is sent to a billing service.
1 <template name="D u r a t i o n B i l l i n g ( S t r i n g P r i c e ) " r e s u l t =""> 2 <i n c l u d e name="G e n e r i c B i l l i n g "/> 3 <module name="s t a r t "> 4 <a s s i g n > 5 <copy> 6 <f r o m e x p r e s s i o n ="f u n c : g e t C u r r e n t T i m e ( ) " /> 7 <t o v a r i a b l e ="s t a r t T i m e " /> 8 </copy> 9 </ a s s i g n > 10
</module> 11 <module name="end"> 12 <s e q u e n c e > 13 <a s s i g n > 14 <copy> 15 <f r o m e x p r e s s i o n ="f u n c : c a l c u l a t e P r i c e ( bpws : g e t V a r i a b l e P r o p e r t y ( ' s t a r t T i m e ' ) , $ P r i c e ) "/> 16 <t o v a r i a b l e ="b i l l i n g M s g " p a r t ="p r i c e " /> 17 </copy> 18 </ a s s i g n > 19
<template name=" b i l l S e r v i c e " /> 20 </s e q u e n c e > 21 </module> 22 . . .
</template>
Listing 2: Template defining Duration Billing Figure 3: The template framework
Another feature illustrated in Listing 2 is the reuse of templates from within a template definition. Include statements are used to include the contents of another template file. The semantics of the statement is the same as if the contents of the included template were copied to this template.
The template definition can be compared with the signature of a method in a general programming language. Arguments can be passed in the form of strings and WS-BPEL variables. The values of the parameters will be replaced at the corresponding references within the template.
Library
In this section we zoom in on the template library available for the design of the workflow. The library contains templates for billing, security and invoking a broker service. We illustrate examples in Listing 3 and 4. Analog there are alternative templates for invoking a second broker service (Service B) and for certificate validation (Mechanism B) respectively.
Template library:
• Place Market Orders 
• Security 1 <template name="p a s s w o r d S e c u r i t y ( X p a t h S t r i n g
IncommingPassword ) "> 2 <module> 3 <s e q u e n c e > 4 <a s s i g n > 5 <copy> 6 <from>IncommingPassword </from> 7 <t o v a r i a b l e ="p a s s w o r d " p a r t ="msg"/> 8 </copy> 9 </ a s s i g n > 10 <i n v o k e p a r t n e r L i n k ="p a s s w o r d S e c P L " p o r t T y p e ="p s : passwordSecPT " o p e r a t i o n ="c h e c k P a s s w o r d " i n p u t V a r i a b l e ="p a s s w o r d " o u t p u t V a r i a b l e ="R e s u l t "/> 11 < i f name="V a l i d a t e A u t h e n t i c a t i o n T o k e n "> 12 <c o n d i t i o n >R e s u l t = f a l s e </ c o n d i t i o n > 13 <th r o w f a u l t N a m e ="p s : A u t h e n t i c a t i o n F a i l u r e " f a u l t V a r i a b l e ="F a u l t " /> 14 
Master Process
With the template library in mind we can design our master process. The master process is designed as a regular process. But instead of including all the specific details of all possible situations on which anticipation is required, it is designed on a meta-level, containing more generic template statements. Listing 5 shows a fragment of the master WS-BPEL process. Here we state that the invocation of a broker service, a security mechanism and a billing scheme are needed. Details are passed as an argument. 
Controller
The final step is to implement the logic that decides which templates to use. The decision logic on how specific processes must be generated is implemented in the template controller. The concrete implementation is shown in Listing 6. Parameters we use to decide on which template to choose are for example the response times of two broker services. Those times are calculated in the background and can be retrieved from a database. The template corresponding with the service that has the lowest response time is returned and substituted in the master process. Depending on how frequently the controller is triggered to check for a change in parameter values and generate and deploy a new version of the process, decides how quick we can anticipate on a changing environment.
Listing 6: Template Controller Logic
Discussion
We illustrate the impact on an evolving application by describing a scenario that implies the need to change. Imagine that the password security mechanism currently used is no longer safe and needs to be upgraded to a system that exchanges certificates. This requirement can easily be achieved by changing the template controller logic to return the corresponding template found in the library. Since ruby is an interpreted language, changes in the implementation are applied immediately.
The lack of flexibility is handled by introducing an extra layer that allows template processing. By using templates, the framework supports not only the separation of concerns, but also modularization in a more general context. Grouping coherent pieces of WS-BPEL activities into reusable modules minimizes redundancy while developing business processes. The use of standardized templates eases the exchange of existing modules. The complete integration of the templates in the master process provides a high coupling between the modules and the parent process.
PROTOTYPE
For the implementation of the framework we have reused the concepts from the RoR framework. Simply by considering the master process as a static web page and the template controller as a helper class we can already generate executable processes by simulating a web request. Of course a more usable and user friendly solution requires still some efforts. Extensions to the RoR framework are needed to make the design of master processes straight forward. Integration of WS-BPEL support like easy deployment and graphical design tools are the next steps to come to a useful solution.
RELATED WORK
BPEL-SPE [8] introduces an extra layer on top of the WS-BPEL language that supports invocation of a business process as a sub-process of another business process. This approach focuses on modularization and reuse. One of their challenges is to allow a tight coupling between the parent and sub-process. The paper examines various flavors of subprocesses and different modes of invocation, and outlines the syntax and semantics of needed extension. The language specification, which defines the precise syntax of this extension, is not implemented yet.
Akram [1] investigates the requirements of Scientific Workflows in context of WS-BPEL and evaluates to what extend WS-BPEL is able to fulfill these requirements. Due to the complexity, unpredictability and inter-dependency of the components in a scientific workflow there is a demand for high flexibility of the underlying workflow that will be used. The identified shortcomings of WS-BPEL for Scientific Workflows were also relevant to this paper.
Casati [4] presents the eFlow platform that allows dynamic and adaptive composition of e-services. The paper discusses some interesting constructs to allow adaptive workflows: dynamic conversation selection, multi service nodes, generic nodes and dynamic process modifications. In contrast to our approach the binding of service templates is done at a late stage and requires a customized workflow engine.
Although no pointcut language is used in our approach, it is strongly related to AOP. The controller statements can be seen as annotations that allow the weaving of reusable modules into the base program (master process).
Charfi [5] and Courbis [7] both present an aspect-oriented extension to WS-BPEL allowing runtime aspect addition and removal. The approach we used to generate an executable process is done statically. This means that the templates and base-code are merged before runtime. The statically generated process needs still to be deployed on a BPEL engine before it will be executed. However, we believe that this approach has some advantages compared to runtime adaptation of the workflow. When a new WS-BPEL process is created it can usually be packaged and deployed on a running engine on the fly. This means that redeploying a new process generates only a one-time minimal extra overhead. From then on instances from the new process can be executed at full performance. Runtime adaptation would imply that each time a WS-BPEL activity is called, we need to recheck the templates during the execution of the process. Real time processes, where performance is extremely important, do not tolerate that extra overhead. So in many cases the cost of periodical redeployment will be much lower than the cost of continuous probing for changes. Only if the adaptation rate of the workflow is very high continuous probing will probably perform better. Furthermore, to allow runtime checking a custom-made BPEL engine is required. This would bind the framework to a specific implementation and limit the portability of the resulting workflows. Another possible problem with runtime adaptation that comes to our mind is a need for consistency checking. When the workflow of a process instance gets adapted while it is running it can lead to unpredictable behavior and enter an inconsistent state.
Isolating process-level concerns using Padus [2] is also based on an aspect-oriented language extension. The static weaving approach used here introduces no runtime overhead and the resulting process is compatible with existing WS-BPEL engines. The concepts from Padus can be used complementary to the ideas presented in this paper. Instead of inserting controller statements manually in the master process, we can use the rich joinpoint model, the pointcut language and the deployment descriptor of Padus to weave them into the workflow in an aspect-oriented way. In a next step, the template framework will translate them to concrete WS-BPEL activities.
CONCLUSIONS AND FUTURE WORK
This paper focused on the modularization and flexibility of WS-BPEL processes. We presented a framework that uses a controller to select template definitions from a library and integrate them into a master process. Our approach is based on the helper module concept from the RoR framework. The resulting process is a standard WS-BPEL process, deployable on any existing engine and executable without generating extra performance overhead at runtime.
We highlighted only one of the aspects that RoR offers to design dynamic web pages and mapped it to the WS-BPEL context. However there are other features offered by the framework that can be useful to adopt [10] :
• The Rails controller classes are the logical center of the web application. The code written allows adding application level functionality by extending the basic functionality offered by the static web pages. Similarly we could extend the basic functionality offered by WS-BPEL with ruby method invocations during the execution of the workflow. Currently most WS-BPEL engines already enable to call custom functions at runtime. However these functions are often integrated in the engine implementation and difficult to adapt. The challenge is to provide user-friendly support, integrated with the template framework which allows a WS-BPEL designer to easily extend WS-BPEL activities with custom-made ruby method calls.
• Active Record is an Object-Relational Mapping (ORM) layer supplied with Rails. This layer provides support to easily use stored data into the web application. Database support in WS-BPEL is usually limited to persistence of process instances. Extending the execution of a workflow with database access via customized functions improves its flexibility. Another possible extension to the template framework allows real time modification of workflows based on incoming messages. This approach demands to queue and process incoming messages. If this message requires adaptation of the workflow, a new specific version is generated and deployed by the template framework. Then the queued message can be rerouted and executed by the adapted workflow. It is obvious that the extra flexibility offered by this approach is at the cost of performance. We need to study this more in detail to see if certain cases could benefit from this approach.
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