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Resumen Este trabajo presenta un algoritmo de generacio´n de conte-
nido por procedimientos capaz de crear mapas completos para un video-
juego que simula feno´menos f´ısicos. El algoritmo evolutivo desarrollado
intenta mejorar la dificultad de los mapas. Adema´s, gracias al uso de
poblaciones estructuradas, el algoritmo puede construir mapas que su-
pongan un desaf´ıo tanto a los jugadores ma´s avanzados como a los ma´s
inexpertos.
1. Introduccio´n
Con el paso del tiempo los videojuegos se han ido convirtiendo en uno de los
sectores ma´s importantes y lucrativos de la industria del entretenimiento. Solo
en 2011 en los Estados Unidos el sector experimento´ unos ingresos de ma´s de
16 billones de do´lares [1]. Por otra parte, los costes econo´micos para producir
un videojuego son muy elevados: el desarrollo es un proceso lento y precisa de
un amplio equipo de profesionales heteroge´neo y muy cualificado. Por tanto,
cualquier mejora que consiga optimizar el tiempo de desarrollo o los recursos
disponibles es siempre bienvenida.
El a´rea de la inteligencia computacional sirve de aplicacio´n directa al sector
del videojuego [10], [11]. La generacio´n de contenido por procedimientos, o PCG
en ingle´s, Procedural Content Generation, consiste en la generacio´n automa´tica,
mediante algoritmos en lugar de forma manual, de contenido para videojuegos.
Este contenido generado algor´ıtmicamente puede ser muy diverso, pudiendo re-
ferirse a los terrenos del juego, sus mapas, niveles completos, caracter´ısticas de
armas u otros objetos, incluso ciertas reglas del propio juego. Puede tratarse des-
de contenido totalmente necesario para avanzar en el desarrollo del videojuego
hasta aquel que es puramente decorativo. Eso s´ı, los algoritmos utilizados deben
garantizar la generacio´n de contenido que cumpla ciertos requisitos de calidad,
adapta´ndose al tipo de contenido que se pretendiese crear manualmente. Por
ejemplo, en el caso de tratarse de contenido necesario, un buen fin en mente
del equipo desarrollador de un videojuego ser´ıa adaptar el contenido a distintos
estilos de juego.
Son muchas las ventajas de producir contenido de videojuegos mediante al-
goritmos PCG. En primer lugar puede permitirnos reducir sustancialmente el
consumo de memoria del juego, que si bien en la actualidad puede tener un ca-
racter secundario motivo´ en el pasado el uso de estas te´cnicas, pudiendo verse en
este caso como una forma de comprimir el contenido del juego hasta el momen-
to que sea necesario. Otro motivo importante para el uso de estos algoritmos
es, como ya se ha mencionado, el elevado coste que tiene en muchos casos la
generacio´n de cierto contenido de los juegos de forma manual.
Adema´s, si como se ha dicho antes se asegura que el contenido generado por
PCG cumple con ciertos criterios, como ajustarse a la habilidad de un jugador,
el nuevo contenido puede suponerle un reto constante. Si esta generacio´n de
contenido adaptado resulta siempre diversa y se genera de forma online, es decir,
al mismo tiempo que el juego se ejecuta, pueden conseguirse aute´nticos juegos
infinitos, presentando constantemente a cada tipo de jugador nuevos y distintos
retos que ha de superar.
2. Antecedentes
Cuando se trata de generar contenido automa´tico para videojuegos pueden
hacerse muchas distinciones globales en lo que respecta a los procedimientos a
seguir. Siguiendo la taxonomı´a propuesta en [18], en primer lugar la generacio´n
de contenido puede ser tanto online, durante la ejecucio´n del juego (con las
ventajas que esto puede tener, ya comentadas previamente) como offine, durante
la fase de desarrollo del juego.
El contenido generado puede ser considerado como contenido necesario para
poder progresar en el juego, en cuyo caso se ha de asegurar que el contenido es
correcto (en el sentido de no proponer objetivos imposibles al jugador), o bien
opcional, como pueden ser los elementos decorativos y que por lo general pueden
ser mucho menos restrictivos.
Un algoritmo PCG puede generar todo el contenido a partir de semillas
aleatorias. En el otro extremo, el contenido se genera a partir de un vector de
para´metros. Otra pregunta que cabe hacerse es en que´ grado el algoritmo debe
ser determinista o por el contrario estoca´stico.
Segu´n los objetivos que se pretendan satisfacer, la generacio´n del contenido
puede hacerse de forma constructiva, asegurando que el contenido es va´lido en
primera instancia, o bien mediante generacio´n y test. En este caso el contenido
generado pasa por un proceso de validacio´n y en caso de no superar el test, todo
o parte del contenido generado es descartado y vuelto a generar.
Un tipo particular de algoritmos de generacio´n de contenido automa´tico en
auge actualmente es el basado en la bu´squeda en el espacio de posibles soluciones
del contenido a generar, Search-based procedural content generation (SBPCG).
Es un caso particular de generacio´n de contenido en el que se lleva a cabo un
proceso de generacio´n y test del contenido, pero no sencillamente aceptando
o rechazando el contenido, sino asigna´ndole un valor real (o varios, en el caso
multiobjetivo) que mida el grado de bondad del contenido creado.
En este tipo concreto de PCG es muy comu´n el uso de algoritmos evolutivos
[3] o gene´ticos [12], aunque no necesariamente es este el proceso a seguir y otros
tipos de te´cnicas pueden ser utilizadas con el mismo planeamiento SBPCG.
Son muchos los ejemplos de art´ıculos relacionados con esta materia. M. Hen-
drikx et al. [8] hace un profundo ana´lisis sobre la diversidad del contenido que
puede generarse por estos medios. La investigacio´n en este campo es muy ac-
tiva en la actualidad y pueden encontrarse multitud de art´ıculos relacionados,
entre los que podemos citar algunos: Un ejemplo cla´sico es el de la generacio´n
de niveles para juegos de plataformas. Noor Shaker et al., proponen en [14] un
sistema para adaptar al estilo de juego de distintos jugadores los para´metros
para el disen˜o de niveles automa´ticos para un clon de Super Mario Bros. Con
respecto a este juego, Pedersen et al. [13] investigan la relacio´n entre los para´me-
tros del disen˜o de niveles con el estilo de juego y la experiencia de juego causada
(diversio´n, frustracio´n, ...).
Otro contenido que se puede evolucionar son los mapas. Frade et al. [5], pro-
ponen una funcio´n de fitness para generar terrenos accesibles. En [4] evolucionan
mapas que han sido usados en el videojuego chapas. Por su parte, Julian Toge-
lius et al., disen˜aron un algoritmo evolutivo multiojbetivo SBPCG para generar
mapas para juegos de estrategia [17] y [16]. El mismo autor y otros muestran
en [15] un algoritmo que sirve para generar circuitos de un juego de carreras a
partir de un vector de para´metros. En [9], por Hom y Marks, se generan reglas
de un juego de mesa para dos personas, persiguiendo adema´s la propiedad de
equilibrio entre ambos jugadores.
Tambie´n existen numerosos ejemplos para contenido opcional del juego, como
pueden ser las armas que el jugador puede llevar consigo. Hastings et al. [6], [7]
disen˜aron un algoritmo SBPCG para el juego Galactic Arms Race. El fitness de
las armas creadas se calcula teniendo en cuenta el tiempo que los jugadores la
usaban, pudiendo as´ı medir la satisfaccio´n del jugador con el contenido de manera
natural y sin requerir la atencio´n expl´ıcita de los jugadores en la evaluacio´n.
3. Descripcio´n del problema
Uno de los principales objetivos en mente cuando se pretende generar con-
tenido con te´cnicas SBPCG (obviando la motivacio´n inherente de no necesitar
la labor humana para producirlo) consiste en tratar de maximizar la diversio´n
que produce en los jugadores. No obstante, con el conocimiento actual sobre este
aspecto, las medidas que se suelen proponer suelen ser subjetivas o se dejan caer
en presunciones no contrastadas.
Antes de proseguir con los detalles del algoritmo PCG disen˜ado es necesario
explicar el funcionamiento del juego. Si bien este debe considerarse como una
herramienta para el resto de este trabajo, es necesario introducirlo con detalle,
sobre todo para comprender como se definen las funciones de aptitud adaptadas
al juego.
3.1. El juego
Dentro del campo de la f´ısica y las matema´ticas existe un problema cla´sico
llamado problema de los tres cuerpos, que puede generalizarse a n cuerpos: este
u´ltimo consiste en determinar, en cualquier instante, las posiciones y velocidades
de n part´ıculas regidas por la ley de gravitacio´n universal de Newton, partiendo
de cualesquiera condiciones iniciales de posicio´n y velocidad. Dicho problema
no tiene solucio´n anal´ıtica (para n ≥ 3) y en general solo puede resolverse con
me´todos de integracio´n nume´rica [2]. El juego se inspira en una simulacio´n de
este conocido problema, mas con ciertas particularidades que permiten convertir
una simulacio´n interactiva de este problema en un entorno jugable. En primer
lugar, la simulacio´n se hace en dos dimensiones, ya que hacerlo en un espacio
tridimensional solo lo complicar´ıa de forma innecesaria. Lo segundo, y ma´s im-
portante, es que en la simulacio´n tan solo una de todas las part´ıculas recibira´ la
fuerza gravitatoria del resto. Esta part´ıcula sera´ la u´nica con la que el jugador
podra´ interactuar, pudiendo cambiar su vector de velocidad en determinados
momentos, para guiarla por la pantalla. El resto de part´ıculas permanecera´n
siempre en reposo en la misma posicio´n.
Figura 1. Ejemplo de un nivel
En la figura 1 se muestra un ejemplo del juego en accio´n. Como puede obser-
varse, sobre la pantalla aparecen situadas en distintas posiciones n part´ıculas,
cada una de ellas con una masa asociada, que se representara´n en pantalla como
planetas con un radio determinado por la masa de cada una. Al comenzar el
juego, sobre uno de los planetas del nivel, se encontrara´ otra part´ıcula, de di-
mensiones mucho ma´s reducidas que el resto, en estado de reposo. Esta part´ıcula
es aquella con la que el usuario interactuara´ y recibira´ la fuerza gravitatoria de
todos los planetas del nivel.
Se propone un objetivo simple para el jugador: hacer que la part´ıcula quede
en estado de reposo lo ma´s cerca posible a una determinada posicio´n del plano,
marcada con un c´ırculo (como puede verse en la figura 1), sobre otro de los
planetas del nivel distinto a aquel donde se posicionaba inicialmente la part´ıcula,
realizando lanzamientos aplicando un vector de fuerza a la bola roja. Por cada
nivel el jugador dispone de tres intentos para acercarse lo ma´ximo posible a
la posicio´n objetivo. La puntuacio´n que obtenga sera´ mayor cuanto ma´s cerca
quede parada la part´ıcula y del nu´mero de intentos que haya requerido para
dejar en reposo a la part´ıcula sobre el planeta objetivo.
4. Generador automa´tico de mapas
El generador de mapas basa su funcionamiento en un algoritmo evolutivo
de estado estacionario y poblacio´n estructurada en tres clases de igual taman˜o.
El primero contiene aquellos individuos mejor adaptados a la funcio´n objetivo
utilizada. Como ambas esta´n encaminadas a mejorar la dificultad en esta primera
se encuentran los individuos ma´s dif´ıciles, en la segunda esta´n los medios y en la
u´ltima los ma´s sencillos. De esta forma con una sola ejecucio´n del algoritmo se
consigue un amplio espectro de mapas del juego adaptados a todos los niveles.
4.1. Operadores de mutacio´n y cruce
Con respecto a la mutacio´n de los individuos, en un nivel con n planetas, el
nu´mero de genes correspondientes a posicio´n X, posicio´n Y o masa asciende a
3n. Por tanto, en la fase de mutacio´n se ha establecido que cada uno de esos
genes pueda ser modificado con una probabilidad p = 13n . La eleccio´n de este
valor no es caprichosa: al hacerlo de esta forma el nu´mero de genes de este tipo
que son mutados en cada nivel sigue una distribucio´n binomial X ∼ B(3n, 13n ).
As´ı, la cantidad media de genes los genes correspondientes a los planetas que
son mutados resulta ser
E(X) = 3n
1
3n
= 1
En el caso de que uno de los genes de posicio´n sea escogido la variacio´n que
se le hace es sumarle un valor x que siga una distribucio´n normal de media 0 y
varianza 50. Con la masa se ha seguido la misma idea de usar una distribucio´n
normal, de forma que el planeta en cuestio´n pueda encoger o agrandar su masa
(y radio) una cierta cantidad. Y aunque por supuesto no son comparables las
magnitudes de posicio´n y masa, la varianza escogida para la normal ha sido la
misma que en el caso anterior, 50. En cuanto a los cuatro genes correspondientes
a la posicio´n en el nivel de la part´ıcula y el objetivo, se ha optado por mutarlos
cada uno con probabilidad 0,15.
El me´todo de la mutacio´n, tras haber pasado uno a uno por cada gen del nivel
y cambiando aquellos seleccionados, comprueba si en el proceso se ha producido
un efecto no deseado en el nivel, como hacer que un planeta sobresalga de los
l´ımites establecidos en la pantalla o que dos planetas queden intersecados o muy
cerca. Al igual que se hace en el cruce, si algo as´ı sucede, se vuelve a dejar el nivel
como se encontraba inicialmente y se repite el proceso hasta que la mutacio´n se
realice correctamente.
Figura 2. Ejemplo de dos niveles seleccionados
El operador de cruce de dos individuos que se propone resulta original, ya
que se inspira en la recombinacio´n en un punto pero de forma geome´trica. Lo
primero que hace es calcular una recta aleatoria pero que se asegure de cortar
el a´rea del nivel en dos partes. Eligiendo cuatro puntos al azar se calcula la
ecuacio´n de la recta y, posteriormente, se guardan por separado los planetas que
han quedado en la parte superior de los que han quedado en la inferior. El punto
que determina si un planeta queda en la parte superior o inferior es el centro
de dicho planeta, es decir, el valor de su posicio´n. Si en cada una de las partes
ha quedado al menos un planeta y coinciden el nu´mero de planetas que hay en
la parte superior y en la inferior de ambos individuos seleccionados, se toma el
corte como va´lido (ver figura 2).
El hacer el corte de esta manera generaliza el comportamiento que tendr´ıa
la cla´sica recombinacio´n en un punto con la que, si por ejemplo consideramos
los planetas ordenados por el orden lexicogra´fico (uno de los pocos que tendr´ıa
sentido para el propo´sito que nos ocupa) los cortes ser´ıan, geome´tricamente,
como l´ıneas pra´cticamente horizontales o verticales segu´n se considere ordenar
primero por la coordenada Y o por la X. Au´n queda por definir como se gene-
ran los dos individuos descendientes a partir de los primeros. Es fa´cil: la parte
superior del primer padre con la parte inferior del segundo conforman el primer
hijo. Ana´logamente se genera el segundo. En las figuras 2 y 3 se muestra un
ejemplo de cruce. Se ha dibujado una l´ınea roja con la recta que sirvio´ para
separar los planetas en ese caso. Para diferenciarlos ma´s fa´cilmente, los planetas
de la parte superior aparecen con un c´ırculo rojo pintado en su centro. Como
se puede apreciar, en el primer hijo dos planetas casi se intersecan al combinar
parte de un padre y la del otro. En un caso como este se repetir´ıa nuevamente
el cruce para intentar dar una descendencia correcta. La condicio´n impuesta de
la separacio´n mı´nima entre los planetas es en ocasiones estricta, por lo que si
tras un nu´mero de intentos el cruce no se produce correctamente se aborta el
proceso.
Figura 3. Ejemplo de descendencia de la figura 2
4.2. Funcio´n de aptitud
Para este trabajo se han propuesto dos funciones de aptitud distintas que
representan propiedades del nivel que en un caso al maximizar y en otro al
minimizar, hacen ma´s dif´ıcil un nivel. Dentro de todo lo expuesto en este trabajo,
estas son las medidas ma´s concretas y particulares al juego tratado y que por
tanto son menos extrapolables a otro tipo de juegos.
Me´todo de las intersecciones La primera idea es bien simple: consiste en
poner “tierra de por medio” entre la part´ıcula y el planeta en que se encuentra
el objetivo. El me´todo calculara´, en primer lugar, la ecuacio´n de la recta que
pasa por el punto central de la part´ıcula y del planeta objetivo. Posteriormente
comprueba, entre los planetas intermedios entre aquel donde este´ la part´ıcula
y donde este´ el objetivo (as´ı se evita comprobar algunos), si cada uno de ellos
interseca con la recta y cual es esa distancia. Si la recta definida por los puntos
mencionados tiene por ecuacio´n y = mx+n y la de la circunferencia del planeta
tratado en el momento es (x− a)2 + (y − b)2 = R2, los puntos de corte, en caso
de existir, son:

x1 =
√
R2m2 + R2 − a2m2 + 2abm− 2amn− b2 + 2bn− n2
m2 + 1
+
a + bm−mn
m2 + 1
y1 =
a + bm−mn
m2 + 1
y con el otro signo:
x1 = −
√
R2m2 + R2 − a2m2 + 2abm− 2amn− b2 + 2bn− n2
m2 + 1
+
a + bm−mn
m2 + 1
y1 =
a + bm−mn
m2 + 1
El valor de fitness de este me´todo sera´ la suma de todas estas intersecciones.
Resulta interesante que el uso del algoritmo gene´tico con esta funcio´n de aptitud
aumenta tambie´n de forma indirecta la distancia entre la posicio´n inicial de la
part´ıcula y del planeta objetivo.
Como observacio´n, si sobre el nivel no se impusieran condiciones como res-
petar una mı´nima distancia entre los planetas y solo se tuviera en cuenta que no
se intersecaran parece claro cual ser´ıa la forma t´ıpica que tendr´ıa un nivel con
un fitness ma´ximo global (que adema´s se alcanzar´ıa con mucha ma´s facilidad):
los planetas (no tendr´ıan por que´ ser todos) estar´ıan alineados con una de las
diagonales de la pantalla, sin un solo hueco entre ellos y la part´ıcula y el objetivo
se encontrar´ıan en esquinas de la pantalla opuestas.
Afortunadamente las restricciones impuestas a los niveles impide no solo que
algo as´ı suceda sino que permiten mucha ma´s variedad en los niveles generados.
Au´n as´ı existe cierta tendencia a ver varios planetas en torno a una diagonal
, pero podr´ıa solucionarse por completo, con un algoritmo multiobjetivo que
premiase la poca correlacio´n lineal entre los puntos centrales de los planetas.
Minimizar la atraccio´n en el planeta objetivo Otra forma de a nadir
dificultad al objetivo de situar la part´ıcula sobre el planeta objetivo es minimizar
su fuerza de atraccio´n. Una forma simple de hacerlo ser´ıa minimizar la masa del
planeta objetivo al mismo tiempo que se aumenta la del resto. Por ejemplo,
podr´ıa definirse como funcio´n objetivo la masa relativa del planeta objetivo, m
con respecto a la suma de los dema´s, M
fitness =
m
M
No obstante y aunque naturalmente funciona, es evidente que no es necesario
utilizar un algoritmo evolutivo para generar niveles automa´ticamente que satis-
fagan la minimizacio´n de esta medida. Se podr´ıa dise nar como algoritmo PCG
un me´todo que construyese directamente un nivel con estas caracter´ısticas. Y
adema´s, esta te´cnica dar´ıa lugar a niveles pra´cticamente iguales en cuanto a las
masas de sus planetas y au´n as´ı no se tendr´ıan en cuenta las posiciones de estos
para poder controlar la dificultad de los niveles con mayor precisio´n.
Por ello se ha pensado otra forma de medir la atraccio´n del planeta objetivo
con una funcio´n que tuviera en cuenta las masas de todos los planetas pero
tambie´n sus posiciones. En la figura 6 se muestra un ejemplo del proceso que
se realiza en el me´todo. Para hacer la medicio´n se posiciona en primer lugar
una part´ıcula auxiliar a cierta distancia d del planeta objetivo (superior al radio
de este). Para ese mo´dulo d se consideran ra´ıces n-e´simas (por defecto se toma
Figura 4. Proyeccio´n de la aceleracio´n
n = 50) y en cada una de estas posiciones alrededor del planeta a distancia
d se calcula el vector de aceleracio´n (etiquetado en la figura 4 como accTotal)
para finalmente calcular su proyeccio´n sobre el vector definido entre el punto
considerado en ese momento y el centro del planeta objetivo. El valor de la
proyeccio´n indica con su signo si en ese punto la tendencia es de atraccio´n o
repulsio´n y con que´ magnitud.
Evaluacio´n basada en la simulacio´n Se ha dise nado tambie´n otra funcio´n
de aptitud basada en la simulacio´n directa sobre el juego. El me´todo simula el
lanzamiento de la part´ıcula con multitud de vectores de velocidad diferentes, en
mo´dulo y a´ngulo, eliminando por supuesto la limitacio´n del juego de iteraciones
fijas por segundo y su parte gra´fica. Al final de cada lanzamiento comprueba
si la part´ıcula ha quedado en estado de equilibrio sobre el planeta objetivo. En
caso afirmativo suma 1 a una variable local (para calcular al final la frecuencia
relativa de aciertos) y hace una estimacio´n de hasta que punto la forma de llegar
al planeta objetivo fue fortuita (a mayor distancia recorrida por la part´ıcula y
mayor nu´mero de colisiones con otros planetas durante el trayecto se considera
el acierto ma´s debido al azar que a la intuicio´n humana). En concreto, la fo´rmula
usada es la siguiente:
dificultadAcierto =
1
d× c
donde d representa la distancia y c el nu´mero de colisiones con planetas.
5. Conclusiones
Se ha ejecutado el algoritmo con ambas funciones de aptitud durante 1000
iteraciones en el caso de la funcio´n de las intersecciones y 500 en el de minimizar
la atraccio´n en el planeta objetivo (valores totalmente factibles para la generacio´n
del contenido de forma online ), para generar niveles con la intencio´n de probarlos
en jugadores reales. Con cada funcio´n de aptitud se ha tomado el mejor individuo
de cada una de las tres clases de la poblacio´n estructurada. El fitness obtenido
por los tres niveles del me´todo de las intersecciones se muestra en el cuadro 1,
mientras que los de la otra funcio´n esta´n en el cuadro nu´mero 2.
Nivel Fitness Frec. de aciertos Dificultad simulador
Dif´ıcil 418.96 0.065 % 0.144
Medio 391.51 0.457 % 1.056
Fa´cil 354.25 3.162 % 6.503
Cuadro 1. Intersecciones
Nivel Fitness Frec. de aciertos Dificultad simulador
Dif´ıcil 2.2238 1.697 % 3.655
Medio 2.3128 0.443 % 2.286
Fa´cil 2.3664 4.242 % 22.003
Cuadro 2. Atraccio´n mı´nima
En resumen, en esta memoria se ha mostrado un juego sencillo, basado en una
idea innovadora que define de forma impl´ıcita (aunque tambie´n ba´sica) un motor
de f´ısicas. El algoritmo dise nado para la generacio´n de contenido introduce la
idea de utilizar poblaciones estructuradas para ofrecer a los jugadores un amplio
espectro de niveles de distinta dificultad, adaptado a todo tipo de jugadores, con
la idea no resultar aburrido a los ma´s experimentados ni frustrante a aquellos
con menor habilidad. Para ello se han definido dos funciones de aptitud que
pueden ejecutarse de forma online, con lo que se podr´ıa generar un juego infinito
adaptado a cada tipo de jugador. La calidad de las soluciones del algoritmo
evolutivo con las funciones de aptitud implementadas han sido contrastadas por
medio de otra funcio´n de evaluacio´n de simulacio´n directa. Esta funcio´n, aunque
no esta´ pensada para ser usada de forma online por su elevado coste, si que podr´ıa
usarse para evaluar el nivel que vaya a ofrecerse al jugador. As´ı pueden evitarse
situaciones como que se plantee un nivel de imposible resolucio´n al jugador,
algo que no resultar´ıa aceptable. La sencillez del juego permite que este mismo
algoritmo pueda ser usado en otros juegos para distribuir por su mapa cualquier
tipo de contenido opcional, con solo definir otras funciones de aptitud concretas.
Resulta de especial intere´s el algoritmo de cruce implementado, que resulta ma´s
general que el concepto de recombinacio´n en un punto para este juego.
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