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Abstrakt
Hlasové dialogové systémy slouž́ı k zprostředkováńı komunikace mezi
člověkem a poč́ıtačem. Tato komunikace může ulehčit život nejenom handi-
capovaným lidem (slepota, tělesné postižeńı), ale usnadňuje i aktivity běžného
života, jako např́ıklad zarezervováńı mı́sta v restauraci, chytrá domácnost nebo
zakoupeńı letenky. Pro správnou funkčnost těchto systémů je kĺıčové správně
reprezentovat jejich stav, což je hlavńım ćılem této diplomové práce. Repre-
zentaci stavu lze popsat jako představu systému o tom, co uživatel řekl a co
je jeho ćılem. V práci jsou uvedeny r̊uzné metody a př́ıstupy k reprezentaci
stavu. Poté následuje analýza a návrh softwarové knihovny jazyka Python
slouž́ıćı k vhodné reprezentaci hlasového dialogového systému, jej́ıž funkčnost
je pak demonstrována na několika hlasových systémech.
Kĺıčová slova
rozpoznáńı řeči, porozuměńı řeči, dialogový manažer, generováńı odpovědi,
text do řeči, neuronové śıtě, reprezentace stavu
Abstract
Spoken dialogue systems offer a possibility of communication between
a person and a computer. The communication can make a life easier not only
for handicaped people (with blindess, physical disability) but also for people
in their everyday lives, e.g. making a reservation in a restaurant, smart homes
or buying a plane ticket. If the systems have to function correctly, a proper
state representation is required, which is the main goal of this thesis. A state
representation can be described as an idea of the system of what the user said
and what his goal is. A thesis states several current methods used for state
representation. A Python state representation library is then analyzed, im-
plemented and its functionality is then demonstrated on a number of voice
dialogue systems.
Keywords
speech recognition, spoken language understanding, dialog manager, natu-
ral language generation, text-to-speech, neural networks, state representation
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1 Úvod 1
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9.1.2 Př́ıklad 2 . . . . . . . . . . . . . . . . . . . . . . . . . . 53
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11 Ukázka zdrojového kódu knihovny . . . . . . . . . . . . . . . . . 40
12 Ukázka zdrojového kódu knihovny . . . . . . . . . . . . . . . . . 47
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1 Úvod
Komunikace (z latinského communicare - sd́ılet) je proces, kdy si dvě entity
předávaj́ı informace za účelem splněńı určitého ćıle. Komunikace, a předevš́ım
ústńı komunikace, je základńım piĺı̌rem každé vyspělé společnosti. O tom, kdy
spolu lidé začali komunikovat slovy a ne jenom gesty, se stále vedou debaty.
Prvńı předpoklady [4] zasazovaly začátek ústńı komunikace do obdob́ı cca 50
000 let před naš́ım letopočtem, kdy se na světě už několik tiśıc let vyskytoval
moderńı člověk homo sapiens. Nověǰśı výzkumy s pomoćı skenu mozk̊u [1]
ovšem ukazuj́ı, že existuje korelace mezi výrobou nástroj̊u a vytvářeńım slov.
Lidé proto spolu mohli komunikovat pomoćı slov již před 2 miliony let, kdy se
po afrických savanách procházeli zástupci druhu homo erectus.
Hlasové dialogové systémy přesouvaj́ı verbálńı komunikaci z domény člověk-
člověk do domény člověk-poč́ıtač. Od nastavováńı bud́ıku či zjǐstěńı informaćı
o počaśı po asistované učeńı matematiky nebo zakoupeńı letenky, hlasové di-
alogové systémy jsou omezené pouze výpočetńı náročnost́ı, která se v dnešńı
době poj́ı s jejich implementaćı. Za několik desetilet́ı bude možné realizovat
autopiloty jako ve Star Treku nebo operačńı systémy jako Jarvis v obleku Iron
Mana. Nezávisle na doméně jsou hlasové dialogové systémy už́ıvány z jedno-
duchého d̊uvodu a to v každodenńıch operaćıch mı́t možnost mnohonásobně
rychleǰśı alternativy. Mı́sto toho, aby člověk zašel stáhnout žaluzie, stač́ı, aby
to řekl chytré domácnosti. Mı́sto toho, aby člověk musel zdlouhavě prohĺıžet
výkony svých akcíı, stač́ı, aby se na jejich stav zeptal hlasového dialogového
systému, kterému by pak mohl přikázat, aby je př́ıpadně prodal, nebo ještě
podržel. Hlasové dialogové systémy mohou být také využ́ıvány jako pomoc li-
dem s tělesným postižeńım, např́ıklad slepotou nebo ochrnutými končetinami.
Ačkoliv je komunikace pomoćı řeči součást́ı každodenńıho života všech lid́ı,
je d̊uležité si uvědomit, že s sebou přináš́ı i řadu úskaĺı. Jedńım z nich je
např́ıklad jazyková bariéra, která na rozd́ıl od gest bráńı komunikaci dvou lid́ı
z opačných konc̊u zeměkoule, a neńı pak překvapivé, že většina hlasových dia-
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logových systémů nab́ıźı možnosti alespoň těch nejrozš́ı̌reněǰśıch světových ja-
zyk̊u. Daľśım může být tzv. sériová povaha předávaných informaćı, kdy se kv̊uli
dávkové povaze komunikace mohou ztratit potřebné informace. V neposledńı
řadě je daľśım neduhem ústńı komunikace omezeńı možnosti při přeskakováńı
ned̊uležitých informaćı, které ob́ıraj́ı o drahocenný čas jak lidi samotné, tak
i hlasový dialogový systém. Jedńım z řešeńı těchto problémů je využit́ı tzv.
multimodálńıho př́ıstupu k návrhu dialogu, který tyto problémy kompenzuje
a nebo je plně odstrańı, kdy uživatel či hlasový agent mohou např́ıklad využ́ıt
ke komunikaci kromě hlasu i text.
Úkolem této práce je vytvořeńı softwarové knihovny, která by
zprostředkovávala reprezentaci stavu hlasového dialogového systému bez
ohledu na to, kde by byl systém použit. Reprezentace stavu představuje to,
co hlasový agent porozuměl uživateli. Toto porozuměńı je kĺıčové z pohledu
ř́ızeńı dialogu, protože se od něj odv́ıj́ı samotná konverzace. Proto je repre-
zentace stavu pro architekty jedńım z hlavńıch problémů k řešeńı při návrhu
hlasových dialogových systémů.
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2 Hlasový dialogový systém (HDS)
Obrázek 1: Schéma hlasového dialogového systému
Obrázek 1 představuje schéma hlasového dialogového systému. Uživatel
promluv́ı, může j́ıt o odpověd’ nebo otázku, provede se rozpoznáńı řeči, kde
se řeč převede na text, ten je poté vstupem bloku porozuměńı řeči, jehož
výstupem je sémantický tvar textu neboli strojová reprezentace textu. Podle
té ř́ıd́ı dialogový manažer samotný dialog a popř́ıpadě ř́ızenou úlohu a gene-
ruje významový popis, který je generátorem odpovědi převeden do textové
odpovědi, která je poté převedena do řeči a prezentována uživateli, který
na ni může podle potřeby reagovat.
Důležitým faktem, který je třeba zd̊uraznit, je, že hlasový dialogový systém
se skládá ze ”spojeńı” uživatele, hlasového agenta a řešené úlohy. Toto spojeńı
lze pozorovat na schématu 2.
Jak uživatel, tak i agent a řešená úloha, maj́ı sv̊uj vnitřńı stav, jejichž
kompozice tvoř́ı stav hlasového dialogového systému.
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Stav HDS se zapisuje jako:
Stav HDS = [stav uživatele, stav agenta, stav úlohy] (1)
Stav uživatele představuje ćıl a motivaci, se kterými uživatel interakci s
agentem začal. Obsahuje také ale i mentálńı rozpoložeńı a zkušenosti uživatele
s HDS, jelikož tyto informace mohou pomáhat s přizp̊usobeńım uživateli tzv.
na mı́ru.
Stav agenta reprezentuje veškerou komunikaci od začátku do konce hla-
sového dialogu, tj. historii dialogu, která se s každou odpověd́ı uživatele nebo
agenta aktualizuje, č́ımž se aktualizuje samotný stav agenta. Dı́ky této historii
je u sofistikovaněǰśıch HDS možné parametrizovat jeho části (rozpoznáńı řeči
- ASR, porozuměńı řeči - SLU, generováńı řeči - NLG, převod textu na řeči -
TTS).
Stav úlohy ř́ıká, v jaké fázi se aktuálně úloha nacháźı. Jelikož jsou úlohy
v reálném světě rozsáhlé a složité, nejsou modelovány př́ımo v ř́ızeńı dialogu,
ale jsou pouze pozorovány nepř́ımo pomoćı ř́ızeńı úlohy (např. databázový
dotaz) a výstupu úlohy (odpověd’ z databáze).
O moderńıch př́ıstupech k reprezentaci stavu se ṕı̌se v kapitole Metody a
př́ıstupy k reprezentaci stavu.
Obrázek 2: Spojeńı uživatele, hlasového agenta a řešené úlohy
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2.1 Rozpoznáńı řeči - Automatic Speech Recongnition
(ASR)
Obrázek 3: Ropoznáńı řeči
Rozpoznáńı řeči je převod řeči, respektive řečového signálu, na text a pra-
cuje podle následuj́ıćı rovnice 2:
W ∗ = arg max
W






P (A|W ) · P (W )
P (A)
(2)
kde A vyjadřuje posloupnosti vektor̊u pozorováńı neboli posloupnosti akus-
tických př́ıznak̊u, W vyjadřuje posloupnost slov, P (A|W ) vyjadřuje akustický
model, P (W ) vyjadřuje jazykový model, arg maxW vyjadřuje prohledávaćı
strategii přes možné posloupnosti slov a W ∗ vyjadřuje posloupnost slov, která
řečovému signálu nejlépe odpov́ıdala.
Výstupem rozpoznáńı řeči je posloupnost slov, která měla podle analýzy
největš́ı shodu s p̊uvodńım řečovým signálem a nazývá se 1-best hypotéza.
Ostatńı posloupnosti slov, které se s p̊uvodńım řečovým signálem neshodovaly
úplně, se ovšem nevyřazuj́ı, ale je možné je také využ́ıt. Z rozpoznáváńı řeči se
pak vyb́ırá n-best hypotéz, kde n odpov́ıdá počtu posloupnost́ı slov, které
postupuj́ı do daľśı analýzy.
Akustický model (Acoustic Model - AM) modeluje pravděpodobnost
pozorováńı A při hypotéze W , P (A|W ). Zjednodušeně - jaká je
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pravděpodobnost akustického př́ıznaku či posloupnosti akustických př́ıznak̊u
A, pokud bylo řečeno určité slovo či posloupnost slov W . Model je trénován
z dvojic akustický signál - posloupnost akustických jednotek, kde jsou akustické
jednotky fonémy, grafémy, slabiky atd. a měńı se podle typu modelu. Histo-
ricky byly akustické modely modelovány jako Gaussovské směsi představuj́ıćı
pravděpodobnost pozorováńı, následovány skrytými Markovskými procesy
(Hidden Markov Model). Aktuálně jsou nejčastěji využ́ıvány hluboké neuro-
nové śıtě ve spojeńı s HMM.
Jazykový model (Language Model - LM) modeluje apriorńı
pravděpodobnost posloupnosti slov W , k čemuž využ́ıvá n-gramové jazykové
modely, kde n-gram představuje n po sobě jdoućıch slov.
N-gramové jazykové modely jsou vyjádřeny pomoćı rovnice 3:
P (W ) = P (ωi, ωi−1, ωi−2...ω0) =
n∏
i=0






Rovnice 3 vyjadřuje, jaká je pravděpodobnost slova ωi, pokud mu předcháźı
posloupnost slov ωi−1, ωi−2..., což lze aproximovat pomoćı pouze N předchoźıch
slov.
Jazykové modely jsou v dnešńı době taktéž založeny na neuronových śıt́ıch
a jsou trénovány z rozsáhlých textových korpus̊u.
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2.2 Porozuměńı řeči - Spoken Language Understanding
(SLU)
Obrázek 4: Porozuměńı řeči
V bloku porozuměńı řeči se řeč v podobě textu, která přǐsla z ASR bloku,
převád́ı na tzv. významový popis řeči. Jde o převod lexikálńı podoby řeči do
strojové reprezentace, jež je srozumitelná pro poč́ıtač.
Porozuměńı rozpoznává globálńı význam promluvy, tzv. o sémantické
koncepty, a lokálńı význam, tzv. sémantické entity. Sémantické koncepty
vyjadřuj́ı, zdali je celá promluva nebo jej́ı část souhlasem/nesouhlasem,
otázkou/odpověd́ı atd. Sémantické entity se zaměřuj́ı na jednotlivá slova či
několik slov, např́ıklad jedná li se o čas, datum, mı́sto atd. Stejně jako v ASR
je možné využ́ıt n-best hypotéz, d́ıky čemuž se může zvýšit přesnost poro-
zuměńı, jelikož se generuje několik alternativńıch hypotéz.
K modelováńı porozuměńı řeči se klasicky přistupuje dvěma zp̊usoby, sta-
tisticky a znalostně. Tomu, než se ale jeden z těchto př́ıstup̊u zvoĺı, předcháźı
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tzv. 0. krok, kde muśı doj́ıt k definici domény, ve které bude dialog prob́ıhat,
a doménově závislých koncept̊u a entit.
K definici domény patř́ı pravděpodobně ještě d̊uležitěǰśı krok, a t́ım je
definice uživatele, což může zńıt po definici domény jako nadbytečná a ne-
potřebná věc. Pokud přeci pracuje hlasový agent v určité doméně a je t́ım
pádem omezen na velmi specifický obor otázek a odpověd́ı, neńı pak tolik pod-
statné, kdo je uživatelem a jak na hlasového agenta mluv́ı. Naprostý opak je
ovšem pravdou. Uživatel je nejd̊uležitěǰśı část́ı hlasového dialogového systému
už jen z toho d̊uvodu, že celá konverzace záviśı na jeho otázkách a odpověd́ıch.
Proto je podstatné, aby byl v hlasovém dialogovém systému správně nade-
finován uživatel a jeho možný zp̊usob mluvy. Tato definice může být prove-
dena i pouze mentálně v hlavě konstruktéra systému, který se muśı zamys-
let, pro jaké uživatele sv̊uj hlasový systém konstruuje. Jaký obor otázek bude
systém ”ochotný” zpracovávat, jestli bude zpracovávat pouze spisovnou, nebo
i hovorovou řeč, jestli bude cht́ıt po každé operaci potvrzeńı uživatele a tak dále.
Iron Man̊uv oblek bude mı́t jistě jiného uživatele než uživatele zaj́ımaj́ıćıho se
pouze o hlasové ovládáńı hlasitosti rádia.
S t́ım souviśı, že se muśı nadefinovat možný tvar vstupu od uživatele a tvar
výstupu agenta, jež jsou dále použity v dialogovém manažeru.
2.2.1 Statistický př́ıstup
Největš́ı výhodou statistického př́ıstupu je možnost modelovat a postih-
nout většinu promluv včetně neviděných. Stač́ı k tomu pouze velké množstv́ı
anotovaných dat, která jsou povětšinou nasb́ırána z reálného světa a jimiž
je t́ım pádem jazyk definován. S těmito daty se provád́ı trénováńı statis-
tického př́ıstupu. Trénováńı je prováděno bud’ na generativńıch, kde se mode-
luje arg maxA P (A|W ) = arg maxA P (W |A)P (A) pomoćı dekompozice na mo-
del P (A) a P (W |A), nebo diskriminativńıch modelech, kde se provád́ı př́ımé
modelováńı argmaxA P (A|W ).
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2.2.2 Znalostńı př́ıstup
Hlavńım rozd́ılem oproti statistickému př́ıstupu je to, že jazyk promluv
je omezen gramatikou. Pokud jazyk promluvy neodpov́ıdá předem definované
gramatice, pak v něm nelze určit sémantické objekty. Znalostńı př́ıstup se pak
může využ́ıvat bud’ k popisu celé promluvy, nebo pouze popisu sémantických
entit.
2.3 Dialogový manažer - Dialog Manager (DM)
Dialogový manažer (v angličtině Dialog Manager/Management) je ve své
podstatě mozkem celého hlasového dialogové systému, jelikož ř́ıd́ı konver-
zaci z pohledu hlasového agenta. Dialogový manažer pozoruje stav uživatele
prostřednictv́ım významového popisu řeči a na základě tohoto pozorováńı
a aktuálńıho stavu agenta generuje významovou reprezentaci odpovědi, která
je poté v daľśıch kroćıch převedena na řeč. Dialogový manažer ale negeneruje
jenom samotnou odpověd’, ale může ovlivňovat řešenou úlohu (zapne/vypne
světlo, zvýš́ı/sńıž́ı hlasitost, posune robota, stáhne si data z databáze) a také
stav agenta. Typy DM se děĺı podle iniciativy, struktury a zp̊usobu ř́ızeńı.
2.3.1 Podle iniciativy
Iniciativa hlasového agenta je takový zp̊usob ř́ızeńı dialogu, kdy agent
pokládá otázky a nab́ıźı uživateli zp̊usob řešeńı úlohy. Iniciativa uživatele je
ř́ızeńı založené na př́ıkazech od uživatele, který jimi př́ımo ř́ıd́ı agenta a řešenou
úlohu. Kombinaćı obou předešlých př́ıstup̊u je smı́̌sená iniciativa, kdy může
v jakékoliv fázi dialogu převźıt iniciativu jedna či druhá strana. Uživatel
např́ıklad polož́ı otázku (iniciativa uživatele), hlasový agent se může doptat na
chyběj́ıćı informace a prezentuje výsledek uživateli (iniciativa agenta), uživatel
se může ptát dále či s výsledkem jinak pracovat (iniciativa uživatele).
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2.3.2 Podle struktury dialogu
Turn based dialog je, jak název napov́ıdá, ř́ızeńı dialogu prováděné
po kroćıch či obrátkách (turn). Agent vždy čeká na úplný vstup uživatele
(nemá možnost tzv. barge-in - skoku do řeči) a až poté vygeneruje od-
pověd’ a odprezentuje ji uživateli. Jednu dialogovou obrátku v tomto př́ıstupu
představuje dvojice otázka uživatele + odpověd’ agenta. Stav hlasového dialo-
gového systému se měńı pouze v diskrétńıch kroćıch.
Př́ıstup podobněǰśı reálným konverzaćım mezi lidmi je inkrementálńı di-
alog, kde agent pr̊uběžně zpracovává vstup uživatele a může na něj v př́ıpadě
nejednoznačnosti reagovat neboli má možnost provést barge-in, jež má sa-
mozřejmě možnost provést i uživatel. V teorii hlasových dialogových systémů
se stav, kdy uživatel nebo agent mluv́ı, nazývá, že uživatel nebo agent drž́ı
floor.
2.3.3 Řı́zeńı dialogu s konečným počtem stav̊u
Dialog je v tomto př́ıstupu reprezentován jako orientovaný graf. Uzly
představuj́ı stavy dialogu a přechody mezi uzly představuj́ı změnu stavu di-
alogu podmı́něnou vstupem uživatele.
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Obrázek 5: Ř́ızeńı dialogu s konečným počtem stav̊u
2.3.4 Řı́zeńı dialogu založené na rámcových strukturách
Stav dialogu se v tomto př́ıstupu nazývá rámec a lze ho v programo-
vaćıch jazyćıch reprezentovat např. jako slovńık nebo pole, kde každá položka
pole/slovńıku představuje jeden slot. Slot je vyplněn jednou nebo v́ıce hod-
notami a ke každému slotu může ještě př́ıslušet info o potvrzeńı a d̊uvěra
(confidence) systému v to, jestli bylo řečeno to, co si systém uložil. Slot je
na základě přǐrazených hodnot:
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 nevyplněný - nemá hodnotu
 nepotvrzený - hodnota nebyla potvrzena uživatelem
 potvrzený - hodnota byla potvrzena uživatelem
 nekonzistentńı - v́ıce možných hodnot
Každý slot procháźı následuj́ıćım procesem ř́ızeńı dialogu:
1. Vyber povinné nevyplněné sloty a dotaž se na jejich hodnoty.
2. Vyber nepotvrzené sloty a vyžádej si potvrzeńı.
3. Vyber nekonzistentńı sloty a nab́ıdni uživateli řešeńı nekonzistence.
4. Z hodnot potvrzených slot̊u sestav ř́ızeńı úlohy a na základě výstupu
úlohy vyplň sloty.
5. Prezentuj vybrané sloty uživateli.
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Obrázek 6: Algoritmus ř́ızeńı dialogu
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2.3.5 Promluvy v hlasových dialogových systémech
Při komunikaci s hlasovým dialogovým systémem se odpovědi a otázky
uživatele či agenta rozděluj́ı na:
 vyzváńı druhé strany k předáńı informace a může být i doplněno, jaký
druh informace se od druhé strany očekává:
– ”Pro kolik lid́ı chcete zarezervovat st̊ul?”
– ”Do jaké destinace chcete koupit letenku?”
– ”Na kdy chcete nastavit bud́ık?”
 potvrzeńı umožňuj́ıćı zjǐstěńı správnosti předané informace:
– ”Chcete rezervovat st̊ul pro dva, v č́ınské restauraci, v 20:00?
– ”Chcete objednat letenku z Praha do Berĺın v ponděĺı?
– ”Chcete nastavit bud́ık na 7:00?
 zotaveńı z chyby pro opraveńı nebo opakováńı vstupu z d̊uvodu ne-
správně předané informace:
– ”Omlouvám se, nerozuměl jsem Vám.”
– ”Prośım, zopakujte Vaši odpověd’.”
– ”Neslyšel jsem, do jaké destinace chcete koupit letenku.”
 opětovná pob́ıdka, pokud byla očekávána promluva, ale ta nebyla
předána:
– ”Řekněte mi, prośım, pro kolik lid́ı chcete zarezervovat st̊ul.
– ”Neřekl jste, do jaké destinace chcete koupit letenku.
– ”Na kdy chcete nastavit bud́ık?”
 dokončeńı pro předáńı požadované informace:
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– ”Děkuji za potvrzeńı. Hledám volný st̊ul pro dva, v č́ınské restau-
raci, v 20:00.”
– ”Letenka z Praha do Berĺın v ponděĺı byla zakoupena.”
– ”Bud́ık byl nastaven na 7:30.”
2.3.6 Potvrzováńı v hlasovém dialogovém systému
Jelikož uživatel ani hlasový dialogový systém nejsou schopni pozorovat své
stavy př́ımo, ale pouze prostřednictv́ım převodu stavu na řeč a prostřednictv́ım
přenosu řečového kanálu, je d̊uležité, aby hlasový agent udržoval uživatele
”v obraze” ohledně svého vnitřńıho stavu, d́ıky čemuž si může uživatel vytvořit
mentálńı obraz toho, jak hlasový agent funguje a co od uživatele potřebuje.
Toho je dosaženo pomoćı výzev a potvrzováńı.
2.3.7 Uzavřené výzvy
Uživatel může volit pouze z nab́ızených možnost́ı.
 ”Pro zrušeńı účtu řeknětě ano, nebo ne.”
 ”Pro potvrzeńı rezervace řeknětě ano, nebo ne.”
2.3.8 Otevřené výzvy
Uživatel může odpovědět libovolně, ačkoliv je jeho možná odpověd’ ome-
zena seznamem př́ıklad̊u, které zná i hlasový agent. Agent může uživateli se-
znam př́ıklad̊u sdělit několika zp̊usoby.
 okamžitě - ”Dobrý den, můžete se zeptat na faktury nebo stav účtu.”
 po prodlevě - ”Dobrý den,...”- 3s - ”Můžete se zeptat na faktury nebo
stav účtu.”
 na vyžádáńı uživatele - ”Na co se můžu zeptat?”
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2.3.9 Explicitńı potvrzováńı
Hlasový agent očekává od uživatele odpověd’ ano, či ne.
 ”Chcete odstranit seznam skladeb?”
 ”Chcete zapnout světlo?”
2.3.10 Implicitńı potvrzováńı
Agentem požadovaná informace je představena jako součást výzvy.
 ”Řekněte jméno seznamu skladeb, který chcete odstranit.”
 ”Řekněte, do jakého typu restaurace chcete udělat rezervaci.”
 ”Řekněte, na kdy chcete nastavit bud́ık.”
2.4 Generováńı odpovědi - Natural Language Gene-
ration (NLG) a Převod textu na řeč - Text-to-
speech (TTS)
Generováńı odpovědi a převod textu na řeč úzce navazuj́ı na výstup dialo-
gového manažera, j́ımž je významový popis řeči. Ten může např. pro potvrzeńı
(confirm) výchoźı vlakové stanice a dotaz (request) na ćılovou stanici vypadat
jako (confirm, departure station, ”Praha”) + (request, arrival station). Gene-
rováńı odpovědi tento popis převede např. do textu ”Kam chcete jet z Prahy?”.
Uživatelsky př́ıvětivé jsou také r̊uzné styly otázek a jejich pr̊uběžné změny,
tedy že se agent nebude pouze ptát ”Kam chcete jet z Prahy?”, ale třeba
”Chcete jet z Prahy, kam to bude?”, ”Chcete jet z Prahy? A kam to dnes
bude?”. Předevš́ım v českém jazyce je potřeba dávat velký d̊uraz na správné
skloňováńı, časováńı, plural a předložky. Takto vygenerovaný text poté vstu-
puje do bloku převáděj́ıćı text do řeči, který z něj vygeneruje řeč, jež je pak
prezentována uživateli.
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3 Metody a př́ıstupy k reprezentaci stavu
3.1 Discriminative state tracking for spoken dialog sys-
tems
3.1.1 Úvod
Reprezentace stavu představená v článku [11] přistupuje k problému
s využit́ım statistického př́ıstupu, jmenovitě diskriminativńıho, představeného
v článku [2]. Tento př́ıstup využ́ıvá natrénované podmı́něné modely př́ımo
odhaduj́ıćı distribuci pravděpodobnosti nad množinou hypotéz, č́ımž jim
přǐrazujou ”confidence score” (skóre d̊uvěryhodnosti). Hlavńım problémem to-
hoto postupu je omezeńı množstv́ı sledovaných hypotéz, což vyúst’uje v nenu-
lovou pravděpodobnost, že bude správný výsledek vyřazen. Ćılem článku je
představit řešeńı, kdy bude možné sledovat a ohodnocovat libovolný počet hy-
potéz a stále vypoč́ıtávat správnou distribuci pravděpodobnosti.
3.1.2 Reprezetance stavu
Jak již bylo nast́ıněno v úvodu této kapitoly, sledováńı stavu a ohod-
nocováńı hypotéz je zprostředkováno diskriminativńım zp̊usobem. Ten, jak
již bylo řečeno v kapitole Porozuměńı řeči - Spoken Language Understan-
ding (SLU), obsluhuje primárně část porozuměńı řeči hlasového dialogového
systému, a proto je samotná reprezentace stavu úzce provázána př́ımo s touto
část́ı.
Každá dialogová obrátka představuje jeden datapoint (jednu množinu dat).
Pro každý datapoint se vstup skládá ze tř́ı část́ı:
 množina K př́ıznak̊u vzešlých z ASR a SLU popisuj́ıćı aktuálńı kontext
dialogu
 počet G hypotéz stavu dialogu, který se měńı v kroćıch dialogu
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 počet M př́ıznak̊u popisuj́ıćı každou hypotézu
Jedńım z požadavk̊u na G hypotézy je vzájemná disjunkce neboli nemůže
doj́ıt k př́ıpadu, že bude zároveň pravdivá část hypotézy G1 a část hypotézy
G2. Ćılem je pak přǐradit G hypotézám a meta-hypotéze, která vyjadřuje,
že ani jedna z G hypotéz neńı pravdivá, pravděpodobnost. Na základě nej-
pravděpodobněǰśı hypotézy poté odpov́ıdá dialog uživateli a celý cyklus se
opakuje až do konce dialogu. Vhodnou analogíı k tomuto procesu jsou N-best
hypotézy z části Rozpoznáńı řeči - Automatic Speech Recongnition (ASR).
Nalezeńı správné neboli nejpravděpodobněǰśı hypotézy prob́ıhá s použit́ım
upravených maximum entropy model̊u. Ty ve svém výpočtu použ́ıvaj́ı
hypothesis-specific (vztahuj́ıćı se k hypotéze) př́ıznaky, které se děĺı na tři ka-
tegorie:
 base - informace o aktuálńı dialogové obrátce
 history - informace o předešlých dialogových obrátkách
 confusion - informace o pravděpodobnosti chyby ASR, jako je např́ıklad
hluk pozad́ı, stejné názvy atd.
a general (obecné) př́ıznaky, které zahrnuj́ı souhrnné informace o historii dia-
logu, SLU výsledćıch atd.
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Obrázek 7: Přehled reprezentace stavu[11]
3.1.3 Učeńı
Prvńım možným zp̊usobem reprezentace stavu je Fixed-length discrimi-
native state tracking (sledováńı stavu s pevnou délkou), který problém defi-
nuje jako jednoduchou v́ıcetř́ıdovou klasifikaci. Ze všech G hypotéz je vybrána
podmnožina G̃ nejlepš́ıch hypotéz ke skórováńı. G̃ nebere ovšem pouze jenom
nejlepš́ı hypotézy z aktuálńıho kroku, ale d́ıvá se i do minulosti. Nejlepš́ıch
výsledk̊u bylo dosaženo s rovnićı:
G̃+ 1 = G1 +G2 +G3 + 1 (4)
a hodnotami:
 G1 = 1 - nejlepš́ı hypotéza v aktuálńım kroku t
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 G2 = 2 - dvě nejlepš́ı hypotézy v kroku t− 1
 G3 = 3 - tři nejlepš́ı hypotézy v kroku t− 2
 G̃ = 6
 přičtené jedničky na obou stranách rovnice představuj́ı metahypotézu
Hlavńı výhodou tohoto př́ıstupu je to, že př́ıznaky z jedné tř́ıdy (jedné
hypotézy) mohou při výpočtu ovlivňovat i ostatńı tř́ıdy. Nevýhodou, jež
převažuje nad výhodami, je pak fakt, že počet vah potřebných k natrénováńı
je (G̃ + 1) · (G̃M + K), který se kvadraticky zvětšuje v závislosti na zvo-
leném G̃. To koresponduje s myšlenkou představenou v úvodu této kapitoly, že
kv̊uli omezeńı počtu hypotéz, které jsou ohodnocovány, může doj́ıt ke ztrátě
té správné.
V článku je proto představen zp̊usob Dynamic discriminative state
tracking (diskriminativńı sledováńı stavu s dynamickou délkou). Využ́ıvá
př́ıznakových funkćı, které linkuj́ı př́ıznaky specifické pro hypotézu s korespon-
duj́ıćı hypotézou, č́ımž je možné se zbavit závislosti množstv́ı vah na učeńı na
počtu hypotéz. Docháźı zde ke konkatenaci M př́ıznak̊u a K general př́ıznak̊u,
které jsou stejné pro všechny hypotézy. Tato konkatenace je provedena i pro
metahypotézu, kde M má nedefinované hodnoty. Př́ıznaky jsou označeny xgi ,
představuj́ıćı i-tý př́ıznak hypotézy g, kde i = 1, ...,M +K a g = 1, ..., G + 1.
Př́ıznaky mohou být poté dynamicky měněné v každém kroku, v maximum
entropy modelech se ovšem trénuje jenom M +K vah, označené jako λi.
3.1.4 Poznatky k př́ıstupu
Celý př́ıstup Discriminative state tracking for spoken dialog sys-
tems jde za hranice této diplomové práce, jelikož kromě sledováńı a repre-
zentace stavu hlasového dialogového systému také zprostředkovává část po-
rozuměńı řeči. Proto z něj bude pro knihovnu na reprezentaci stavu využita
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část týkaj́ıćı se zprostředkováńı dynamického přidáváńı a smazáńı libovolného
slotu a část použit́ı immutable stavu, jež lze použ́ıt pro extrakci př́ıznak̊u z log̊u
dialog̊u a natrénováńı modelu.
3.2 Scalable multi-domain dialogue state tracking
3.2.1 Úvod
State of the art metody reprezentace stavu využ́ıvaj́ı hluboké neuronové śıtě
naučené na odhad a reprezentaci jak uživatele a dialogového agenta, tak inici-
alizaci slot̊u, jejich pojmenováńı a hodnoty v nich obsažené. Hlavńı překážkou
tohoto př́ıstupu je nedostatek dostupných dat, z čehož vyplývá limitace báze
znalost́ı dialogového systému. To vyúst’uje v ohraničenou množinu hodnot
využitelných pro jednotlivé sloty. Daľśım neduhem je nemožnost zachyceńı en-
tit, které nebyly př́ıtomné během trénováńı. Ćılem představeným v článku [15]
je pomoćı hlubokých neuronových śıt́ı vytvořit metodu, která by umožňovala
mı́t ve stavové reprezentaci sloty s velkou nebo dokonce neomezenou množinou
hodnot.
3.2.2 Reprezentace stavu
Problém omezené množiny hodnot pro sloty je viditelný předevš́ım u slot̊u
s dynamickou databáźı (filmy, ṕısničky, atd.) nebo u slot̊u reprezentuj́ıćıch
např́ıklad čas nebo datum, kde je velmi obt́ıžné dostat seznam hodnot rozumné
velikosti. Řešeńım je použ́ıt́ı candidate set (množina kandidát̊u) pro slot.
Množina kandidát̊u se znač́ı Cts, kde t odpov́ıdá indexu dialogové obrátky a s
představuje slot a je naplněn dvojicemi hodnota:skóre. Na začátku dialogu je
každá množina kandidát̊u prázdný a jeho plněńı prob́ıhá následovně:
1. Po promluvě uživatele se naplńı hodnotami z SLU části.
2. Po promluvě agenta se naplńı hodnotami źıskanými z akćı systému.
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3. Kandidáti z předešlé dialogové obrátky se seřad́ı sestupně podle skóre,
množina kandidát̊u se rozš́ı̌ŕı o nové kandidáty až |Cts| ≤ K.
Z experiment̊u představených v článku vyšlo, že množiny kandidát̊u
málokdy dosáhly maximálńı kapacity K = 7.
Namı́sto použit́ı množiny Vs (všechny hodnoty pro slot s) je využita





s ∪ {δs, φs}, kde je Cts množina kandidát̊u pro slot s v dialogové
obrátce t, δs představuje dontcare hodnotu (uživatel nemá pro slot s žádnou
preferenci), φs představuje null hodnotu (slot ještě nebyl specifikován).
Aby byla velikost množiny kandidát̊u konstatńı pro všechny dialogové
obrátky, přidává se, pokud je to nutné, K − |Cts| dummy (prázdných) hod-
not (tzv. padding - vyplněńı). Z toho vycháźı |V ′ts | = K + 2  |V ts |, což
znamená, že velikost množiny kandidát̊u V
′t
s se rovná maximálńı kapacitě K
+ 2. Tato velikost je řádově menš́ı než množina všech hodnot Vs. Připočtená
dvojka představuje dontcare a null hodnoty.
3.2.3 Učeńı
Uč́ı se diskriminativńı model, do kterého vstupuje množina kandidát̊u pro
každý slot a který aktualizuje skóre pro každého kandidáta v množině kan-
didát̊u. Je také schopný identifikovat a pracovat s dontcare a null hodnotami.
Model se uč́ı pomoćı př́ıznak̊u, které jsou extrahovány separátńı neuronovou
śıt́ı. Př́ıznaky jsou rozděleny do tř́ı kategoríı:
 utterance related (vztahuj́ıćı se k celé promluvě) - relevantńı pro všechny
sloty, a proto sd́ıleny přes všechny kandidátńı skóre
 slot related (vztahuj́ıćı se ke slotu) - relevantńı pro určitý slot, a proto
sd́ıleny přes všechny kandidátńı skóre obsažené ve slotu
 candidate related (vztahuj́ıćı se ke kandidátovi) - relevantńı pro určitou
hodnotu a nejsou sd́ıleny s žádným jiným kandidátem
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Největš́ı výhodou tohoto př́ıstupu je zjednodušeńı následuj́ıćıho problému.
Pokud maj́ı být neuronové śıtě využ́ıvány pro několik r̊uzných domén, pak
jednou z hlavńıch nevýhod je potřeba trénovat je pro každou doménu znovu a
zvlášt’, k čemuž je potřeba obrovské množstv́ı označených dat. Tento problém
je zde částečně vyřešen, jelikož natrénované váhy pro sloty jsou nezávislé na
doméně a mohou být jednoduše přeneseny do domény nové, č́ımž je omezena
nutnost trénovat novou neuronovou śıt’.
3.2.4 Poznatky k př́ıstupu
Hlavńım př́ınosem metody Scalable multi-domain dialogue state trac-
king pro tuto diplomovu práci je potřeba modularity knihovny na reprezen-
taci stavu dialogového systému. Tzn., že knihovna by měla být jednoduše
využitelná v řadě dialogových systémů bez ohledu na jejich doménu.
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4 Reprezentace stavu v moderńıch webových
technologíıch
4.1 React
React je JavaScript knihovna vyv́ıjená Facebookem a primárně slouž́ı jako
základ mobilńıch aplikaćı, jako je např́ıklad Instagram. V knihovně využ́ıvaj́ı
jednotlivé komponenty states (stavy) pro data měńıćı se v čase. Stavy jsou
využ́ıvány pouze v př́ıpadě, že aplikace přijme vstup od uživatele nebo se
změńı hodnota na interńım č́ıtači, když např́ıklad uživatel nereaguje. Namı́sto
toho, aby měla každá komponenta aplikace př́ıstup ke všem stav̊um, existuje
jeden stavový komponent, který zapouzdřuje veškerou práci se stavy a poté
je předává ostatńım komponentám. Dı́ky minulému a současnému stavu je
stavový komponent schopný odhadnout nový stav a to, co se bude d́ıt v daľśım
kroku aplikace či dialogu.
4.2 Pyrsistent
Pyrsistent je Python knihovna vytvořená k doplněńı základńıch objekt̊u
jako seznam (list) nebo slovńık (dictionary). Název knihovny je kombinaćı slov
Python a persistent (trvalý) a vypov́ıdá dokonale o funkci této knihovny, jež
je pouze vytvořeńı nových objekt̊u, které maj́ı stejné funkce jako ty p̊uvodńı,
ale jsou trvalé neboli immutable. Objekt proto z̊ustane stejný od začátku svého
života (inicializace) až po sv̊uj konec (vymazáńı), nelze z něj žádné prvky ode-
brat nebo do něj nějaké přidat. Nové immutable objekty vznikaj́ı ze stávaj́ıćıh
immutable objekt̊u pouze pomoćı operaćı definovaných v knihovně. Při použit́ı
immutable objekt̊u je designér donucen udržovat ve stavu všechny d̊uležité
hodnoty a data. Immutable objekty jde jednoduše ukládat na disk a využ́ıt je
i např́ıklad k trénováńı neuronových śıt́ıch. Dı́ky těmto vlastnostem je Pyrsis-
tent ideálńı k reprezentaci stavu v prostřed́ı Python.
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5 Platforma SpeechCloud
Pro seznámeńı se s prostřed́ım dialog̊u a reprezentace stavu byla použita
platforma SpeechCloud a platforma Mycroft představená v následuj́ıćı kapitole
Platforma Mycroft.
SpeechCloud je řečová platforma vytvořena ve spolupráci katedry kyber-
netiky Fakulty aplikovaných věd Západočeské univerzity a společnosti Speech-
Tech. Platforma byla vyvinuta pro nasazeńı v cloudu, d́ıky čemuž je možné
výsledný dialogový systém škálovat podle potřeby (podle počtu uživatel̊u).
Platforma byla p̊uvodně vytvořena jako prostředek k zpracováńı a ukládáńı
výpověd́ı přeživš́ıch holokaustu. Jej́ı využit́ı je ale d́ıky použité architektuře
jednoduše přenositelné i na jiná odvětv́ı a domény.
5.1 Architektura platformy SpeechCloud
SpeechCloud integruje řečové technologie neboli hlasové modely (ASR,
SLU, DM, NLG, TTS) pomoćı předpřipravených model̊u a zprostředkovává
je uživateli prostřednictv́ım WebSocket URI, přes kterou se uživatel připoj́ı na
dialogový manažer. [18] [19]
5.1.1 Hlasový klient
Hlasový klient je klientská aplikace zprostředkovávaj́ıćı analogově-digitálńı
konverzi hlasu od uživatele a digitálně-analogovou konverzi odpovědi systému.
Hlasový klient je propojen s ostatńımi modoly kombinaćı protokol̊u SIP
(Session Initiation Protocol) pro přenos signalizaćı a RTP (Real-time Trans-
port Protocol) pro přenos samotných audio dat.
5.1.2 Vizuálńı klient
Vizuálńı klient je klientská aplikace maj́ıćı k dispozici zpravidla vizuálńı
výstup (display) pro multi-modálńı interakci s uživatelem. Zat́ımco hlasový
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klient komunikuje pouze prostřednictv́ım hlasu, vizuálńı klient může použ́ıvat
např. webový prohĺıžeč pro bohatou oboustrannou komunikaci - zobrazováńı
dat, dialogových oken, vizuálńı zpětné vazby, stejně jako vstup z klávesnice,
myši nebo dotykového rozhrańı.
5.1.3 DM
Dialogový manažer ve SpeechCloudu je obecný systém, do něhož lze imple-
mentovat ř́ıžeńı dialogu podle preferenćı uživatele. Neńı př́ımo součást́ı plat-
formy, źıskává pouze události typu ”byl źıskán výsledek rozpoznáńı”apod., na
jejichž základě vyvolává metody typu ”syntetizuj text”apod. Komunikace mezi
DM a platformou prob́ıhá prostřednictv́ım již zmı́něných WebSockets.
5.1.4 SpeechCloud API Server
API server slouž́ı jako kĺıčový prvek spravuj́ıćı SpeechCloud aplikace a pro-
pojuje jednotlivé komunikačńı kanály. Při připojeńı hlasového klienta vytvoř́ı
sezeńı a v rámci sezeńı propojuje zprávy zaśılané DM, vizuálńım klientem a
řečovými moduly běž́ıćı v rámci SpeechCloud Worker procesu.
5.1.5 SIP ústředna
Ústředna předává audio signál v podobě SIP/RTP od hlasového klienta k
Worker procesu a zpět.
5.1.6 Worker
Proces Worker je spuštěn i ukončen podle záčatku a konce konkrétńıho
sezeńı. Na začátku sezeńı inicializuje hlasové moduly (ASR, SLU, TTS) a
zpracovává jejich vzájemná propojeńı.
Porozuměńı řeči (ASR) je trénovano v KALDI, nástroji pro rozpoznáváńı
řeči. KALDI provád́ı trénováńı pomoćı neuronových śıt́ı využ́ıvaj́ıćıch GMM
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(Gaussian Mixture Models). Předpřipravený jazykový model (LM) a roz-
poznávaćı slovńık je možné rozš́ı̌rit o uživatelem poskytnuté fráze a slova, d́ıky
čemuž neńı užit́ı SpeechCloudu omezeno na jednu nebo malé množstv́ı domén
a lze jej použ́ıt i pro jiné jazyky.
Modul porozuměńı řeči (SLU ) funguje ve SpeechCloud podle SRGS gra-
matik.
Syntéza řeči (TTS ) je zprostředkována př́ımo v DM, č́ımž je odst́ıněna
od uživatele. Je ale možné ji podle představ modifikovat pomoćı dostupných
modul̊u.
Obrázek 8: Struktura platformy SpeechCloud[19]
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6 Platforma Mycroft
Mycroft, pojmenovaný podle poč́ıtače ze sci-fi románu Měśıc je drsná mi-
lenka, je open source hlasový asistent napsaný v jazyce Python společnost́ı My-
croft AI. Je možné jej spustit na poč́ıtači či notebooku s operačńım systémem
Linux, v autě nebo na mobilu s operačńım systémem Android. Hlavńım
tahákem jsou ovšem hardwarov́ı hlasov́ı asistenti Mark I a Mark II, kteř́ı
představuj́ı alternativu k Google Home či Amazon Echo a slouž́ı k ovládáńı
domácnosti. Ve svých počátćıch byl projekt podpořen kampańı na Kickstar-
teru, kde na něj uživatelé přispěli přes 120 000$. Jedńım z hlavńıch d̊uvod̊u
úspěchu této kampaně byly skandály velkých hráč̊u v oboru hlasových asis-
tent̊u se sd́ıleńım dat uživatel̊u třet́ım stranám, které otevřely cestu menš́ım
společnostem, jež si zakládaj́ı na ochraně uživatelských dat a uživateĺıch jako
takových.
Obrázek 9: Mark II[23]
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6.1 Skills
Každý hlasový dialogový systém muśı mı́t definovanou doménu, ve které
se bude konverzace provádět. Tato definice je v Mycroft elegantně provedena
pomoćı tzv. Skills (dovednost́ı). Skills jsou vytvářeny techniky a programátory
př́ımo v Mycroft AI, ale možnost přispět k rozš́ı̌reńı novými či zlepšit již
existuj́ıćı Skills maj́ı i samotńı uživatelé. Skills mohou zprostředkovávat jed-
noduché funkce jako hod kostkou, vyprávěńı vtip̊u nebo křǐst’álovou kouli
(náhodně řekne ano/ne). Lze pomoćı nich i nastavit bud́ık, zjistit situaci
na burze nebo pustit hudbu. Skills tedy zajǐst’uj́ı specializaci na r̊uzná odvětv́ı,
zpracováńı a generováńı řeči obstarává Mycroft jako takový.
Obrázek 10: Zakomponováńı Skills do Mycroftu
6.2 Demo Skill
Pro seznámeńı s prostřed́ım Mycroft a s jednoduchou reprezentaćı stavu byl
vytvořen Skill Poker Hands, který uživateli řekne, jestli j́ım řečená dvojice
karet tvoř́ı pár, či ne. Např́ıklad eso a eso dává dohromady pár, sedmička a
dvojka neńı pár. Skill v Mycroftu pracuje na turn-based ř́ızeńı dialogu a Skill
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Poker Hands byl vytvořen v souladu s t́ımto konceptem.
6.2.1 Intent
Každý Skill je rozdělen do dvou část́ı, koṕıruj́ıćı klasickou definici vstupu
a výstupu hlasového agenta. Intent (úmysl) představuje, jak název napov́ıdá,
vstup uživatele a ćıl, se kterým konverzaci s Mycroftem začal.
Ve Skill Poker Hands jsou Intents rozděleny na několik část́ı podle ćıle,
který přes ně uživatel sleduje. V prvńım a základńım se uživatel ptá, jestli j́ım
předložena dvojice karet tvoř́ı pár, nebo ne.
What is {first card} and {second card}
Mycroft Intent rozeznává tak, že zpracuje část What is, projede všechny nain-
stalované Skills a snaž́ı se naj́ıt ten, který promluvě nejlépe odpov́ıdá, a pokud
jich najde v́ıce, hledá Skill vyhovuj́ıćı kombinaci What is + {first card} +
{second card}.
Uživatel má také možnost karty předkládat Mycroftu postupně, což
zajǐst’uje Intent skládaj́ıćı se ze dvou menš́ıch Intents, kde jeden řeš́ı prvńı
kartu a druhý řeš́ı druhou kartu.
1. The first card is {first card}
2. The first card is {second card}
Daľśı Intent, který obsahuje čtyři menš́ı Intents, je potvrzováńı. Jelikož
byl Skill Poker Hands vytvořen hlavně za účelem seznámeńı se s možnostmi
reprezentace stavu v prostřed́ı Mycroft, byl též implementován jednoduchý
potvrzovaćı systém, jelikož obě karty jsou nezbytné k vyřešeńı úlohy, j́ıž je
rozpoznáńı páru. Uživatel může po vyzváńı Mycroftu potvrdit obě karty, prvńı
či druhou, nebo obě zamı́tnout a vybrat si nové karty. Př́ıklady použit́ı v pořad́ı
- 1) potvrdit obě karty, 2) potvrdit prvńı a změnit druhou, 3) potvrdit druhou
a změnit prvńı, 4) zamı́tnout obě karty:
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1. I confirm both cards
2. I confirm the first card but second card is {second card}
3. I confirm the second card but first card is {first card}
4. I want to change my cards
Posledńı Intent je opět spojeńı menš́ıch Intents, kde jeden se využ́ıvá na
prezentaci reprezentace stavu a druhý slouž́ı k jej́ımu vymazáńı.
1. Show me your state representation
2. Delete your state representation
6.2.2 Dialog
Dialog definuje, jakým zp̊usobem bude hlasový asistent odpov́ıdat,
představuje tedy výstup dialogového agenta. Hlasov́ı asistenti by měli mı́t
možnost odpov́ıdat v́ıcero zp̊usoby, proto je dobrou prax́ı pro Skill předepsat
několik možných variant, aby konverzace zněla v́ıce ”life-like” (živěji, méně
roboticky). Toho bylo dosaženo využit́ım kombinaćı odpověd́ı generovaných
v samotném kódu, které maj́ı charakter samotné odpovědi pár/nepár a které
byly poté poslány do dialogu:
{result}
kde je hlavńı odpověd́ı text, a do dialog̊u, z nichž se každý stará o zajǐstěńı
odpovědi na jeden z Intents. Pořad́ı - 1) potvrzeńı obou karet, 2) neporozuměńı
ani jedné z karet, 3) porozuměńı prvńı a neporozuměńı druhé kartě, 4) nepo-
rozuměńı prvńı a porozuměńı druhé kartě, 5) opětovné neporozuměńı jedné
z karet po opravě uživatele, 6) prezentace stavové reprezentace, 7) vymazáńı
stavové reprezentace:
1. Please, confirm your cards. The first card is {first card}, the second card
is {second card}
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2. I am sorry, I did not understand anything. Please, try again.
3. I am sorry, I did not understand the second card, but I understood the
first which was {first card}. Please, say the second card again.
4. I am sorry, I did not understand the first card, but I understood the
second which was {second card}. Please, say the first card again.
5. I am sorry, I don’t understand the {which card}. Please, try again.
6. I am showing you my state representation. {result}
7. I am deleting my state representation, master. {result}
6.2.3 Testováńı
V Mycroft AI jsou velmi pečliv́ı ve vyb́ıráńı Skills, které zveřejńı na svém
Skills Marketplace (trhu), ze kterého si mohou uživatelé stahovat libovolné
Skills podle své potřeby. V samotném Mycroftu je proto zakomponován tes-
tovaćı algoritmus, pomoćı kterého může uživatel jednoduše ověřit funkčnost
svého vytvořeného Skill. Testy mohou být nadefinované v .json formátu, kde
návrhář nadefinuje, kterému Intent má určitá utterance (promluva) odpov́ıdat
a jaký dialog by na ni měl reagovat. Může se zde také definovat maximálńı
timeout, jestli má Mycroft žádat uživatele o confirmation (potvrzeńı) atd., což
bylo z d̊uvodu pouhého seznámeńı s funkčnost́ı Mycroftu vynecháno.
Návrhář má také možnost nadefinovat testy pomoćı tzv. test steps (testo-
vaćıch krok̊u). V Mycroftu existuj́ı čtyři základńı steps, které obsáhnou na-
prostou většinu možných Intents a Dialogs, i tak má ale technik možnost
vytvořit si své vlastńı steps, pokud mu pomohou se zachyceńım kýžené
funkčnosti Skill. Prvńım ze základńıch steps je Given (předpokládaj́ıćı), který
Mycroftu předkládá skutečnosti, které plat́ı pro určitého uživatele. Pokud se
předpokládá, že uživatel hovoř́ı anglicky a žije v Londýně, lze tuto podmı́nku
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napsat jako: Given an english speaking user And user is located in Lon-
don. Daľśımi d̊uležitými steps jsou When (pokud, když) a Then (pak), jež
představuj́ı jednu dialogovou obrátku a jsou napsané ve stylu: When the
user says ”how hot will it be today”, Then ”mycroft-weather”should reply
with dialog from ”current.high.temperature.dialog”, kde ”mycroft-weather” od-
pov́ıdá Skill, který má zpracovat ”how hot will it be today” pomoćı dialogu
”current.high.temperature.dialog”. Posledńım základńım step je And, But,
který pouze upravuje čitelnost v́ıce po sobě jdoućıch Then steps.
Pro Skill Poker Hands by měl jeden test vypadat jako:
Feature: poker-hands
Scenario: flush
Given an english speaking user
When the user says ”what is a flush”
Then ”poker-hands” should reply with dialog from ”poker.hands.dialog”
6.3 Architektura platformy Mycroft
6.3.1 Wake Word
Wake Word (”probouzećı” slovo) je fráze použ́ıvaná u všech hlasových asi-
stent̊u na světě. Jednoduché vysvětleńı je takové, že hlasov́ı asistenti pořád
poslouchaj́ı a pr̊uběžně zprácovávaj́ı zvuky, které zachytili, ale žádné z těchto
zvuk̊u si neukládaj́ı nebo s nimi dále nepracuj́ı. Skutečná konverzace zač́ıná
až potom, co uživatel pronese Wake Word. ”Hey Siri” nebo ”Hey Google” jsou
těmi nejznáměǰśımi, v Mycroftu si může uživatel vybrat z několika variant,
nejpouž́ıvaněǰśı ovšem je pro zachováńı jednotnosti ”Hey Mycroft”.
6.3.2 ASR
Mycroft se datuje do roku 2016, kdy nebyly ještě hluboké neuronové śıtě
rozvinuté jako dnes, proto byly pro automatické rozpoznáváńı řeči použité
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skryté Markovovy modely, které i v Mycroftu v následuj́ıćıch letech nahradily
neuronové śıtě. ASR je v Mycroftu zajǐstěna Deep Speech speech-to-text en-
ginem, který je založen na vědeckém článku Deep Speech: Scaling up end-
to-end speech recognition[9]. Deep Speech je obrovská rekurentńı neuro-
nová śıt’ (RNN), která je natrénovaná na několika grafických kartách a využ́ıvá
tiśıce hodin nahrávek. Trénovaćı data se skládaj́ı jak z promluv pronesených
lidmi, tak ze synteticky vytvořených, d́ıky čemuž je Deep Speech schopen repli-
kovat např́ıklad nekvalitńı mikrofon, který přenáš́ı nedokonalou promluvu, a je
velmi robustńı v̊uči šumům pozad́ı a r̊uzným nekvalitám v datech.
6.3.3 SLU
Pro udržeńı konvenćı zavedené Mycroftem je SLU nazýváno jako Intent
parsing a je v Mycroftu obstaráno Adaptem, který byl vytvořen samotným
Mycroftem AI [23][12]. Adapt je napsaný v jazyce Python a převád́ı promluvu
od uživatele na Intent - ćıl uživatele, A match probability - vyjádřeńı
d̊uvěry systému v to, že se jedná o určitý intent, a seznam Entit, které
pomáhaj́ı Mycroftu s daľśımi funkcionalitami (např́ıklad u skladby ”Hey Jude”
je Adapt schopný zjistit, že se jedná o skladbu skupiny ”The Beatles”).
6.3.4 NLG, TTS
Pro převod textu do řeči a generováńı hlasu využ́ıvá Mycroft Mimic, který
je založen na Festival Lite systému syntézy řeči.[23][13]
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7 Návrh knihovny pro reprezentaci stavu pro
Mycroft
Před samotnou konstrukćı knihovny pro reprezentaci stavu bylo nutné
provést analýzu, k čemuž vedla implementace dema v prostřed́ı Mycroft. Dı́ky
této vizualizaci bylo jednodušš́ı přesně určit, které základńı i pokročilé funkce
by tato knihovna měla nab́ızet.
7.1 Mycroft a reprezentace stavu
Jelikož Mycroft sám o sobě neobsahuje reprezentaci stavu hlasového dia-
logového systému, musela být vytvořena od základu. Reprezentace stavu byla
v Skill Poker Hands implementována jako jednoduchý slovńık, který obsahuje
kĺıče: ”user” k definováńı jeho ćıle (v tomto př́ıpadě nadbytečná z d̊uvodu
pouze jednoho možného ćıle), ”task”, který nabývá hodnot in progress, pair
a not pair (opět nadbytečné a užitečné sṕı̌se jenom k loggováńı), a ”agent”,
který obsahuje vnořený slovńık představuj́ıćı prvńı a druhou kartu s jejich
hodnotami a stavem (None / confirmed / not confirmed). Skill pracuje pouze
s hodnotami karet a s jejich potvrzeńım. Nemůže ale ř́ıct uživateli, jestli je jeho
dvojice karet pár, nebo ne, pokud se explicitně nezeptá na potvrzeńı.
7.1.1 Inicializace stavové reprezentace
Jak již bylo řečeno výše v kapitole Hlasový dialogový systém (HDS), stav
hlasového dialogového systému se skládá z uživatele a jeho stavu, ze stavu
řešené úlohy a z dialogového agenta a jeho stavu a jde si ho představit jako
rámec se sloty, např́ıklad jako slovńık (= rámec) v jazyku Python s hodno-
tami (= sloty). Stav uživatele představuje ćıl, za kterým uživatel s agentem
dialog vede (v demu - zjǐstěńı, jestli je uživatelova handa pár, či ne), popř́ıpadě
by měl obsahovat také zkušenosti uživatele s hlasovými dialogovými systémy
a pro daľśı př́ızp̊usobeńı může např́ıklad obsahovat i rozpoložeńı uživatele.
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Stav řešené úlohy vyjadřuje stav, ve kterém se úloha právě nacháźı (v demu
- ”zpracovává se”, ”pár”, ”nepár”), běžně jsou ale úlohy kv̊uli své rozsáhlosti
pozorovány nepř́ımo, jako např́ıklad dvojice databázový dotaz a odpověd’
z databáze. Stav agenta lze popsat jako obraz toho, co agent uživateli ro-
zuměl (v demu - hodnota karty), a měl by zaznamenávat veškerou komuni-
kaci od začátku hlasového dialogu. Důležitými prvky stavu agenta jsou také
př́ıznaky vypov́ıdaj́ıćı o stavu hodnoty slotu. Tyto hodnoty mohou být nevy-
plněné, nepotvrzené, potvrzené a nekonzistentńı. Zp̊usob postupu při
źıskáváńı a potvrzováńı hodnot je uveden v kapitole Ř́ızeńı dialogu založené
na rámcových strukturách.
V teorii programovaćıho jazyka Python je stavová reprezentace objekt (=
tř́ıda) zastřešuj́ıćı objekty jednotlivých slot̊u, kde je slot myšlen jako stav
uživatele, úlohy a agenta. Pro každý slot je vytvořena tř́ıda s funkcemi, které
tento slot spravuj́ı. Důležitou poznámkou je, že slot pro uživatele a úlohu by
mohla řešit pouze jedna tř́ıda, jelikož je třeba pouze přidávat a źıskávat hod-
notu slotu, ale pro přehlednost kódu byla tato tř́ıda rozdělena do dvou, z nichž
každá představuje jiný slot.
Pro inicializaci stavové reprezentace je d̊uležité znát ćıl uživatele a možné
stavy úlohy. Sloty agenta mohou být dynamicky přidávány a odeb́ırány.
7.1.2 Přidáńı nových nepotvrzených hodnot
Základńım stavebńım kamenem funkčnosti knihovny by měla být funkce
umožňuj́ıćı přidáńı nových nepotvrzených hodnot do slot̊u. Opět př́ıklad
z dema: Pokud uživatel řekne ”What is ace and ace?”, hodnota slot̊u
představuj́ıćı prvńı a druhou kartu by se měla změnit na ”ace”, ale ani jedna
z těchto karet stále neńı potvrzená, proto by jim měl být přǐrazen př́ıznak
”not confirmed”.
Pokud obsahuje slot v́ıce než jednu hodnotu, měla by se/muśı se zavést
confidence score (skóre d̊uveryhodnosti) pro všechny hodnoty, aby mohly být
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seřazeny od nejpravděpodobněǰśı po nejméně pravděpodobnou. Tyto con-
fidence scores budou vycházet z ASR a SLU část́ı hlasového dialogového
systému.
7.1.3 Źıskáńı stavu dialogu
V hlasových dialogových systémech je d̊uležité, aby měl uživatel vždy
př́ıstup k jeho stavu a mohl si jej kdykoliv nechat prezentovat. Funkce by měla
zajistit tuto prezentaci stavu uživateli. Pro tento účel je vytvořeno několik
funkćı, z nichž každá zajǐst’uje źıskáńı určité části reprezentace stavu. Jedna
źıskává stav uživatele, jedna stav úlohy a několik daľśıch źıskávaj́ı stav agenta.
Funkce źıskávaj́ıćı stav agenta jsou rozděleny podle toho, jakou určitou infor-
maci uživatel nebo hlasový agent požaduje. Existuje proto funkce na źıskáńı
všech slot̊u, źıskáńı všech hodnot jednoho nekonzistentńıho slotu, všech potvr-
zených slot̊u, všech nepotrvzených slot̊u, všech nekonzistentńıch slot̊u, všech
prázdných / nevyplněných slot̊u.
7.1.4 Potvrzeńı hodnot slot̊u
Jelikož hlasový agent může/by měl z definice hlasových dialogových
systémů ovlivňovat řešenou úlohu pouze pomoćı potvrzených hodnot slot̊u,
muśı existovat funkce, která k tomuto potvrzováńı slouž́ı.
7.1.5 Smazáńı reprezentace stavu
Smazáńı reprezentace stavu slouž́ı k tzv. resetováńı reprezentace stavu ne-
boli vyprázdněńı reprezentace. Tato situace je zcela v rukou uživatele a je pak
na něm, kdy bude cht́ıt reprezentaci smazat. Tato funkce také funguje dobře
jako debuggovaćı a testovaćı nástroj.
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7.1.6 Změna stavu uživatele
V knihovně pro reprezentaci stavu je k dispozici funkce, která měńı stav
uživatele neboli jeho ćıl. Na tento stav se může uživatel kdykoliv zeptat hla-
sového agenta.
7.1.7 Změna stavu úlohy
Stejně jako pro změnu stavu uživatele je také vytvořena funkce měńıćı stav
úlohy. I tento stav si může uživatel podle libosti zobrazit.
7.1.8 Źıskáńı (a řešeńı nekonzistentńıch) slot̊u
Jedńım z hlavńıch problémů reprezentace stavu jsou nekonzistentńı sloty a
řešeńı jejich nekonzistence. Je proto vytvořena funkce, která nalezne všechny
nekonzistentńı sloty a vrát́ı je hlasovému agentu jako list list̊u. Ćılem je pak
dostat z těchto nekonzistentńıch slot̊u jednu hodnotu, se kterou bude posléze
vyřešena úloha.
Na následuj́ıćım řádku je vidět př́ıklad nekonzistentńıho slotu se třemi
hodnotami (ace, king, queen). Nekonzistence byla vyřešena vybráńım jedné
hodnoty (ace) a př́ıznak se změnil na ”nepotvrzený”:
slot 1: [[ace, king, queen], ”inconsistent”] -> slot 1: [ace, ”not confirmed”]
Jedńım z možných vylepšeńı této metody źıskáváńı a řešeńı konflikt̊u by
byla možnost ponechat v́ıce než jednu hodnotu z nekonzistentńıch slot̊u a úlohu
pak provést nad v́ıce hodnotami. Např́ıklad hlasový dialogový systém sč́ıtaj́ıćı
č́ısla, který by měl jeden slot s hodnotou 4 a jeden nekonzistentńı slot s hod-
notami 1, 3 a 5, z nichž by si uživatel vybral 1 a 5, by uživateli vrátil dva
výsledky, 5 a 9.
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7.2 Výsledný kód a jeho zhodnoceńı
Knihovna vzešlá z požadavk̊u v kapitole Návrh knihovny pro reprezentaci
stavu pro Mycroft fungovala uspokojivě, ale docházelo k problémům s jej́ım
daľśım rozš́ı̌reńım v kódu dialogu. Tyto problémy pramenily předevš́ım z ne-
správného počátečńıho rozhodnut́ı udržovat sloty v seznamu, kde byl jeden
slot reprezentován jako slovńık slovńık̊u z d̊uvodu udržeńı všech hodnot a je-
jich confidence scores.
Např́ıklad vkládáńı dat do určitého slotu vyžadovalo, aby si uživatel
(v tomto př́ıpadě dialogový agent) pamatoval pozici slotu v seznamu slot̊u,
do kterého chce tuto hodnotu vkládat. Stejný princip platil i pro źıskáváńı
dat, kde se odehrávalo složité ”prohlédáváńı” seznamu obsahuj́ıćıho slovńık
slovńık̊u apod.
Daľśı chybou knihovny bylo opomenut́ı udržováńı historie, d́ıky ńıž by bylo
možné vrátit se k předešlému kroku dialogu, pokud by se dialog v určité části
zasekl.
V knihovně taky neexistovalo rozděleńı r̊uzných tř́ıd pro sloty, hodnoty
apod., což vycházelo z prvotńıho špatného rozhodnut́ı udržovat všechny hod-
noty a sloty v seznamu či slovńıku.
Na následuj́ıćım obrázku 11 je vidět podoba knihovny. Na obrázku 12 je
pro srovnáńı vidět kód nové knihovny.
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Obrázek 11: Ukázka zdrojového kódu knihovny
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8 Analýza a návrh obecné knihovny pro re-
prezentaci stavu
Ačkoliv knihovna sestavená pro reprezentaci stavu založená na demu
pro Mycroft fungovala po několika iteraćıch a testech správně, bylo usou-
zeno, že t́ımto směrem cesta nepovede. Kód byl zbytečně rozsáhlý, rigidńı,
mı́sty až nepřehledný, a hlavně vyžadoval velké úpravy a přizp̊usobeńı kódu
samotného dialogu, a jelikož hlavńı výhodou softwarové knihovny by měla být
jej́ı vysoká modularita, začalo sestavováńı nové knihovny od začátku.
8.1 Základńı myšlenka knihovny
Jak již bylo zmı́něno výše, jedńım z hlavńıch aspekt̊u softwarové knihovny
je jej́ı modularita neboli přenositelnost. Uživatel, v tomto smyslu slova je
uživatel knihovny hlasový agent, popř́ıpadě ř́ızeńı dialogu, by měl minimálně,
v nejlepš́ım př́ıpadě v̊ubec, měnit část svého kódu, aby do něj mohla být
knihovna zakomponovatelná. Daľśım d̊uležitým bodem této knihovny by měla
být dynamičnost a univerzálnost, aby uživatel nemusel být omezen staráńım
se např́ıklad o inicializaci správného počtu slot̊u apod. Těchto požadavk̊u bylo
dosaženo pomoćı následuj́ıćı strukturizace knihovny.
8.2 Strukturizace knihovny
Knihovna obsahuje čtyři entity, z nichž má každá sv̊uj účel.
8.2.1 Slot - tř́ıda Slot
Tato tř́ıda představuje jednotlivé sloty stavové reprezentace (uživatele,
agenta, řešenou úlohu). Nejdř́ıve byly implementovány tři typy tř́ıd (UserSlot,
AgetSlot, TaskSlot), ale během iterováńı kódu bylo toto řešeńı zefektivněno
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a byla vytvořena jedna tř́ıda pro všechny typy slot̊u. Na tř́ıdu Slot byly kla-
deny požadavky:
 Slot může být bud’ prázdný, nekonzistentńı, nepotvrzený nebo potvr-
zený
 Slot může mı́t žádnou, jednu nebo v́ıce hodnot
 potvrzený Slot má právě jednu hodnotu
 nekonzistentńı Slot má v́ıce než jednu hodnotu
 hodnoty Slotu jsou reprezentovány tř́ıdou Value
 hodnota s nejvyšš́ı confidence je prvńı
 hodnota s nejnižš́ı confidence je posledńı
 přechod mezi stavy řešen podle diagramu 6
 použit́ı getattr, setattr, delattr pro jednoduchý př́ıstup k hodnotám a
stav̊um Slotu[8]
 př́ıstup k libovolné hodnotě
 kontrola přijatelnosti hodnot
 při přǐrazeńı nové hodnoty Slotu se Slot se starý hodnotami odsune do
History a v rámci State jej nahrad́ı Slot s novými hodnotami
8.2.2 Hodnota slotu - tř́ıda Value
Tř́ıda Value představuje hodnotu určitého slotu a byly na ni kladeny
nároky:
 hodnota slotu má svoji confidence
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 výchoźı hodnota confidence je 1.0
 hodnota slotu je immutable s využit́ım Pyrsistent
8.2.3 Kompozitńı stav - tř́ıda State
Tř́ıda State představuje samotnou stavovou reprezentaci a obaluje sloty
uživatele, agenta a úlohy. Byly na ni kladeny nároky:
 ke Slotu se přistupuje pomoćı atributu instance State
 immutable object s využit́ım Pyrsistent
 umožňuje vrátit globálńı stav stavové reprezentace
 množinu definovaných Slot̊u lze dynamicky měnit
 při odstraněńı Slotu se Slot odsune do Historie, v nové instanci State
již nebude jako atribut
 instance tř́ıdy State odkazuj́ı na svoji Historii
8.2.4 Historie - tř́ıda History
Hlavńı změnou oproti knihovně vytvořené pro Mycroft demo je imple-
mentace historie dialogu, reprezentována tř́ıdou History. Stavová reprezen-
tace totiž sestává nejen z akutálńıch stav̊u a hodnot jednotlivých slot̊u,
ale také z minulých. Dı́ky historii se může dialog kdykoliv beztrestně vrátit
k jakémukoliv stavu, což je velmi výhodné např́ıklad při tom, když se dialog
dostane do neřešitelné situace. Z této filozofie vycházely pak požadavky:
 immutable object s využit́ım Pyrsistent
 prvky Historie jsou instance tř́ıdy State
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 historie muśı být součást́ı stavové reprezentace z d̊uvodu možnosti vrátit
se do konzistentńıho stavu, pokud se dialog “ztrat́ı”
 historie se bude aktualizovat při jakékoliv změně kompozitńıho slotu
 muśı obsahovat celou historii dialogu
8.3 Úpravy knihovny během vytvářeńı
Po několika iteraćıch této podoby knihovny se dospělo k tomu, že bude
jednodušš́ı obej́ıt se bez tř́ıdy History, která pouze obaluje immutable ob-
ject slouž́ıćı k ukládáńı pr̊uběhu dialogu, a proto byla historie př́ımo zave-
dena do tř́ıdy State jako samostatný immutable object typu pvector (seznam)
knihovny ??.
Jelikož jsou hlasové dialogové systémy, jmenovitě části ASR a SLU - ”pair”
(pár) je porozuměno jako ”bear” (medvěd), ”z Var̊u” je porozuměno jako
”svár̊u”, často zat́ıženy chybami a může se i stát, že uživatel řekne hodnotu,
která neńı pro určitý slot podporována - ”Najdi mi vlak z Plzně do Prahy
ve 25:00”, je d̊uležité tyto hodnoty kontrolovat a př́ıpadně uživatele upozor-
nit, že mu nebylo porozuměno nebo že j́ım řečená hodnota neńı v dialogu
podporována. To bylo v knihovně dosaženo vytvořeńım tř́ıd obstarávaj́ıćıch
kontrolu hodnot pro specifické sloty. Tyto tř́ıdy jsou odděděny od hlavńı tř́ıdy
Value. Odděděné tř́ıdy jsou rozš́ı̌reny o př́ıznak valid, který nabývá hodnot
True pro použitelné hodnoty a False pro nesprávné hodnoty.
Daľśı úpravou byla implementace funkce pro přidáváńı slot̊u, která slouž́ı
primárně k specifikováńı oboru hodnot, které do slotu mohou přicházet. Po-
kud se jedná např́ıklad o hlasový dialogový systém poskytuj́ıćı informace o vla-
kových spojeńıch, který potřebuje pro splněńı úkolu stanici odkud, stanici kam,
čas odjezdu a typ vlaku, pak se na začátku dialogu inicializuje instance tř́ıdy
State, do které se pomoćı funkce new slots vlož́ı tyto potřebné sloty, u nichž
bude specifikováno, jakou odděděnou tř́ıdu od tř́ıdy Value budou použ́ıvat.
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Pro tento př́ıklad tedy Station, TimeValue a TraintypeEnum. Tyto tř́ıdy
muśı být samozřejmě připraveny před spuštěńım samotného dialogu.
8.3.1 Využit́ı callback̊u a ukládáńı historie
Jednou z hlavńıch překážek při vytvářeńı knihovny byl požadavek
na ukládáńı pr̊uběhu dialogu. Jakým zp̊usobem, v jakých metodách
a kdy během dialogu by se měly jednotlivé informace ukládat. Řešeńı bylo
dosaženo využit́ım callback̊u, které byly vytvořeny nad rámec p̊uvodńı
myšlenky knihovny a které jsou při svém zavoláńı ukládány do historie.
Callbacky jsou kontextově závislý kód pro obsluhu budoućıch vstup̊u od
uživatele. Běžně se využ́ıvaj́ı v asynchronńım kódu, kde odpověd’ neńı obecně
instantńı a čeká se na ni. Dialogy jsou právě t́ımto asynchronńım kódem
a proto byly do knihovny callbacky implemetovány. S jejich využit́ım se
jednoduše kontroluje pr̊uběh dialogového systému, jelikož každý callback je
jednou část́ı pr̊uběhu existence slotu jako v kapitole Ř́ızeńı dialogu založené
na rámcových strukturách. Idea je taková, že ve funkci new slots se do historie
vlož́ı vytvořeńı nových slot̊u a poté se budou do historie ukládat callbacky,
d́ıky čemuž bude jednoduché sledovat pr̊uběh stavu jednotlivých slot̊u. V
historii je pak vidět, co se s určitými sloty dělo a jaké hodnoty se do nich
př́ıpadně vkládaly.
Callback̊u bylo vytvořeno šest:
 complete empty - vyplněńı nevyplněných slot̊u
 add new value - přidáńı nové hodnoty do neprázdného slotu
 confirm unconfirmed - potvrzeńı nepotvrzených slot̊u
 disambig - nab́ıdka vyřešeńı nekonzistentńıch slot̊u
 present - vyřešeńı úlohy z potvrzených slot̊u a prezentace výsledku
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 emptying slots - vyprázdněńı slot̊u pro daľśı kolo dialogu
Callbacky v knihovně řeš́ı funkce expect, která je ukládá do immutable
objektu expectations, z něhož jsou v následuj́ıćı obrátce dialogu vybrány a
řešeny funkćı push. Funkce push provád́ı všechny hlavńı úkoly v knihovně, jež
jsou přidáńı nové hodnoty do slotu, vyřešeńı inkonzistence slotu, potvrzeńı
slotu a vyprázdněńı slotu.
8.4 Výsledný kód
Oproti p̊uvodńı knihovně, která vzešla z demo dialogu v Mycroftu, došlo k
celkovému zjednodušeńı kódu, ačkoliv je kód deľśı.
Jak bylo v analýze požadováno, knihovna obsahuje pouze tři hlavńı tř́ıdy
(Value, Slot a State) a tř́ıdy pro reprezentaci speciálńıch hodnot a jejich kon-
trolu, jako např́ıklad vlakové stanice, čas atd., jsou pouze odděděné od hlavńı
tř́ıdy Value.
Do tř́ıdy Value jsou vkládány hodnoty a jejich confidence score a u speci-
fických hodnot se také provád́ı jejich kontrola, reprezentována př́ıznakem valid,
který nabývá hodnot True, nebo False.
Tř́ıda Slot reprezentuje sloty stavové reprezentace a obsahuj́ı instance
tř́ıdy Value. Při vložeńı nové hodnoty do slotu se provede sestupné seřazeńı
podle confidence score. Dı́ky tomu je možné ze slotu źıskat first value (nej-
pravděpodobněǰśı hodnota), last value (nejméně pravděpodobná hodnota)
a all values (všechny hodnoty). Tř́ıda Slot má také př́ıznak state (stav), který
nabývá hodnot podle části analýzy Slot - tř́ıda Slot.
Tř́ıda State obsahuje funkci new slots, která pro sloty ”připrav́ı mı́sto”
a ulož́ı jejich jména do seznamu a zároveň ulož́ı, jakou odděděnou tř́ıdu
hodnot bude slot použ́ıvat. Dále obsahuje funkci push, která zařizuje uspo-
kojeńı callback̊u, a pokud jsou dostupné nové hodnoty, vlož́ı nové hodnoty
do slot̊u. V této funkci také docháźı k naplňováńı historie dialogu call-
backy, což umožňuje jednoduché trasováńı pr̊uběhu dialogu. Funkce call-
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back̊u je popsána a vysvětlena v kapitole Využit́ı callback̊u a ukládáńı his-
torie. Dále tř́ıda State obsahuje funkce na źıskáváńı všech prázdných, potvr-
zených, nepotvrzených a inkonzistentńıch slot̊u a funkce na smazáńı, respektive
vyprázdněńı, bud’ jednoho, či všech slot̊u.
Knihovna po těchto úpravách splňuje všechny body analýzy a k jej́ımu
použit́ı bylo potřeba minimálńıho zásahu do samotného kódu dialogu.
Na obrázku 12 je vidět finálńı vzhled knihovny, jmenovitě funkce push.
Obrázek 12: Ukázka zdrojového kódu knihovny
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9 Demonstrace užit́ı knihovny na r̊uzných di-
alogových systémech
Pro demonstraci funkčnosti knihovny na reprezentaci stavu byla zakom-
ponována jak v dialoźıch ve spojeńı s platformou SpeechCloud, tak v rámci
Mycroft agenta.
Všechny dialogy prob́ıhaly podle tohoto schématu:
1. vytvořeńı nových sloty (new slots)
2. očekáváńı vyplněńı slot̊u (complete empty)
3. vložeńı nové hodnoty do neprázdného slotu (add new value)
4. vyřešeńı př́ıpadných inkonzistenćı (disambig)
5. potvrzeńı nepotvrzených slot̊u (confirm unconfirmed)
6. prezentace slot̊u (present)
7. vyprázdněńı slot̊u pro daľśı dialog (emptying slots)
Př́ıklady a jejich výstupy jsou vidět na následuj́ıćıch stránkách. U výstup̊u
č́ıslováńı představuje dialogovou obrátku, část Promluva představuje konver-
zaci uživatele a agenta, kde U je promluva uživatele a A promluva agenta,
a část Aktualizace stavu dialogu představuje vývoj dialogu 1.
Poznámka k historii - jelikož historie dialogu je pro člověka nečitelná, je
v př́ıkladech uveden jej́ı zjednodušený a zkrácený tvar. Použité zkratky jsou:
 Create pro vytvořeńı slot̊u
 CompEmpty pro complete empty
1pro konverzaci př́ıkladu v Mycroftu chyb́ı vždy 1. a posledńı obrátka, jelikož Mycroft
nijak nezahajuje a neukončuje dialog
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 AddNew pro add new value
 ConfUnconf pro confirm unconfirmed
 Disam pro disambig
 Pres pro present
 Empty pro emptying slots
Po zkratkách vždy následuje, jakých slot̊u a př́ıpadně jakých hodnot se tato
operace týká.
Jak bylo zmı́něno v kapitole Porozuměńı řeči - Spoken Language Understan-
ding (SLU), d̊uležitým krokem při navrhováńı hlasových dialogových systémů
je tzv. ”model uživatele”. Pro všechny následuj́ıćı př́ıklady byl uživatel mode-
lován jako člověk s minimálńımi zkušenostmi s hlasovými dialogovými systémy.
Proto se agent opakovaně ptá, jestli uživatel souhlaśı se zadanými hodnota,
a stále mi připomı́ná, které hodnoty již řekl. Uživatelovo rozpoložeńı bylo
vybráno jako neutrálńı, agent proto mluv́ı celými větami a spisovnou češtinou
či angličtinou.
9.1 Karty - Mycroft
Struktura a funkčnost tohoto dialogu byla oproti p̊uvodńımu dialogu v ka-
pitole Výsledný kód a jeho zhodnoceńı změněna, aby byla lépe demonstrována
funkčnost vytvořené knihovny.
Uživatel se stále ptá, jestli spolu dvě karty tvoř́ı pár. Může ř́ıct obě karty
najednou, může ř́ıct nejdř́ıve prvńı a pak až druhou, nebo nejdř́ıve druhou
a pak až prvńı. Pokud uživatel řekne pro jednu kartu v́ıce hodnot, je agen-
tem vyzván, aby si vybral a vyřešil t́ım inkozistenci. Uživatel je také vyzýván
k př́ıpadnému doplněńı chyběj́ıćı karty a potvrzeńı hodnot karet, jež může
uživatel také zamı́tnout, č́ımž se stavová reprezentace vyprázdńı a uživatel
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se může zeptat znovu. Po splněńı úlohy je uživateli prezentován výsledek a
může se ptát dále.
Obrázek 13: Ukázka zdrojového kódu dialogu
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9.1.1 Př́ıklad 1




New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
Turn 2:
A: *začátek*
U: Hey Mycroft. What is ace and ace?
Aktualizace stavu dialogu:
Extended values: first card = ace
Extended values: second card = ace
Turn 3:
A: Please, confirm your cards. The first card is ace, the
second card is ace.
U: Hey Mycroft. I confirm both cards.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
Slot first card is confirmed
Slot second card is confirmed
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Turn 4:
A: It is a pair of aces.
U: *konec*
Aktualizace stavu dialogu:
Value was presented ace for slot first card
Value was presented ace for slot second card
Turn 5:
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=’ace’, ’second card’=’ace’]
Turn 3: ConfUnconf[’first card’, ’second card’]
Turn 4: Present[’first card’, ’second card’]
Turn 5: Empty[’first card’, ’second card’]
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9.1.2 Př́ıklad 2
V tomto př́ıkladu uživatel nejdř́ıve předlož́ı druhou kartu, po vyzváńı doplńı
i prvńı kartu, ale pak si druhou kartu rozmysĺı a změńı ji, načež je vyzván agen-
tem, aby vyřešil tuto inkonzistenci. Po vyřešeńı inkonzistence potvrd́ı uživatel
karty a je mu prezentován výsledek.
Turn 1:
Aktualizace stavu dialogu:
New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
Turn 2:
A: *začátek*
U: Hey Mycroft. The second card is king.
Aktualizace stavu dialogu:
Extended values: second card = king
Slot first card must be filled
Turn 3:
A: The second card is king. What is the first card?
U: Hey Mycroft. The first card is ace.
Aktualizace stavu dialogu:
Extended values: first card = ace
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Turn 4:
A: Please confirm your cards. The first card is ace, the
second card is king.
U: Hey Mycroft. The second card is two.
Aktualizace stavu dialogu:
A new value will be added to slot second card
Extended values: second card = two
Turn 5:
A: You said two but you already said the second card.
It was king. From the cards king, two which do you
want to choose?
U: Hey Mycroft. For the second card I choose two.
Aktualizace stavu dialogu:
Value two was accepted in slot second card
Assigned values: second card = two
Turn 6:
A: Please confirm your cards. The first card is ace, the
second card is two.
U: Hey Mycroft. I confirm both cards.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
Slot first card is confirmed
Slot second card is confirmed
Turn 7:




Value was presented ace for slot first card
Value was presented two for slot second card
Turn 8:
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=None, ’second card’=’king’]
Turn 3: CompEmpty[’first card’=’ace’]
Turn 4: AddNew[’second card’=’two’]
Turn 5: Disam[’second card’=’two’]
Turn 6: ConfUnconf[’first card’, ’second card’]
Turn 7: Present[’first card’, ’second card’]
Turn 8: Empty[’first card’, ’second card’]
9.1.3 Př́ıklad 3
V př́ıkladu č. 3 uživatel nejdř́ıve řekne prvńı kartu, uživatel poté řekne
nesprávnou hodnotu a je opět vyzván k doplněńı druhé karty. Po doplněńı




New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
Turn 2:
A: *začátek*
U: Hey Mycroft. The first card is ace.
Aktualizace stavu dialogu:
Extended values: first card = ace
Slot second card must be filled
Turn 3:
A: The first card is ace. What is the second card?
U: Hey Mycroft. The second card is eleven.
A: I am sorry, I don’t understand the eleven. Please,
try again.
U: Hey Mycroft. The second card is jack.
Aktualizace stavu dialogu:
Extended values: second card = jack
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Turn 4:
A: Please, confirm your cards. The first card is ace, the
second card is jack.
U: Hey Mycroft. I confirm both cards.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
Slot first card is confirmed
Slot second card is confirmed
Turn 5:
A: Ace and jack is not a pair.
U: *konec*
Aktualizace stavu dialogu:
Value was presented ace for slot first card
Value was presented jack for slot second card
Turn 6:
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
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Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=’ace’, ’second card’=None]
Turn 3: CompEmpty[’second card’=’jack’]
Turn 4: ConfUnconf[’first card’, ’second card’]
Turn 5: Present[’first card’, ’second card’]
Turn 6: Empty[’first card’, ’second card’]
9.1.4 Př́ıklad 4




New slot added: first card
New slot added: second card
Slot first card must be filled




U: Hey Mycroft. What is ace and king?
Aktualizace stavu dialogu:
Extended values: first card = ace
Extended values: second card = king
Turn 3:
A: Please, confirm your cards. The first card is ace, the second
card is king.
U: Hey Mycroft. I confirm no cards.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
Turn 4:
A: I am deleting my state representation.
U: *konec*
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=’ace’, ’second card’=’king’]
Turn 3: ConfUnconf[’first card’, ’second card’]
Turn 4: Empty[’first card’, ’second card’]
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9.2 Karty - SpeechCloud
Dialog pro zjǐstěńı páru/nepáru byl také převeden do platformy Spe-
echCloud. Strukturou je téměř identický s dialogem vytvořeným pro platformu
Mycroft, akorát je dialog veden v češtině a použ́ıvá rozd́ılné aktivačńı pro-
mluvy.
Obrázek 14: Ukázka zdrojového kódu dialogu
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9.2.1 Př́ıklad 1
V tomto př́ıkladu uživatel pouze předlož́ı dvě karty, potvrd́ı je a je mu
prezentován výsledek.
Turn 1:
A: Dobrý den. Můžete mi předložit dvě karty a já vám




New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
Turn 2:
A: Jaké karty vás zaj́ımaj́ı?
U: Prvńı karta je eso, druhá karta je eso.
Aktualizace stavu dialogu:
Extended values: first card = eso
Extended values: second card = eso
Turn 3:
A: Prvńı karta je eso a druhá karta je eso. Chcete
potvrdit tyto karty? Ano, nebo ne.
U: Ano.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
61
Slot first card is confirmed
Slot second card is confirmed
Turn 4:
A: Eso a eso je pár.
U: Konec.
Aktualizace stavu dialogu:
Value was presented eso for slot first card
Value was presented eso for slot second card
Turn 5:
A: Konec dialogu, nashledanou.
U: *konec*
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=’eso’, ’second card’=’eso’]
Turn 3: ConfUnconf[’first card’, ’second card’]
Turn 4: Present[’first card’, ’second card’]
Turn 5: Empty[’first card’, ’second card’]
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9.2.2 Př́ıklad 2
V tomto př́ıkladu uživatel nejdř́ıve předlož́ı druhou kartu, po vyzváńı doplńı
i prvńı kartu, ale pak si druhou kartu rozmysĺı a změńı ji, načež je vyzván agen-
tem, aby vyřešil tuto inkonzistenci. Po vyřešeńı inkonzistence potvrd́ı uživatel
karty a je mu prezentován výsledek.
Turn 1:
A: Dobrý den. Můžete mi předložit dvě karty a já vám
řeknu, jestli dohromady tvoř́ı pár, nebo ne.
U: *začátek*
Aktualizace stavu dialogu:
New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
Turn 2:
A: Jaké karty vás zaj́ımaj́ı?
U: Druhá karta je král.
Aktualizace stavu dialogu:
Extended values: second card = král
Slot first card must be filled
Turn 3:
A: Druhá karta je král. Jaká je prvńı karta?
U: Prvńı karta je eso.
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Aktualizace stavu dialogu:
Extended values: first card = král
Turn 4:
A: Prvńı karta je eso a druhá karta je král. Chcete
potvrdit tyto karty? Ano, nebo ne.
U: Druhá karta je vlastně dvojka.
Aktualizace stavu dialogu:
A new value will be added to slot second card
Extended values: second card = dvojka
Turn 5:
A: Pro druhou kartu jste již řekl král, dvojka. Muśıte z
nich vybrat jednu. Jaká je vaše odpověd’?
U: Dvojka.
Aktualizace stavu dialogu:
Value dvojka was accepted in slot second card
Assigned values: second card = dvojka
Turn 6:
A: Prvńı karta je eso a druhá karta je dvojka. Chcete
potvrdit tyto karty? Ano, nebo ne.
U: Ano.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
Slot first card is confirmed
Slot second card is confirmed
Turn 7:




Value was presented eso for slot first card
Value was presented dvojka for slot second card
Turn 8:
A: Konec dialogu, nashledanou.
U: *konec*
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=None, ’second card’=’král’]
Turn 3: CompEmpty[’first card’=’eso’]
Turn 4: AddNew[’second card’=’dvojka’]
Turn 5: Disam[’second card’=’dvojka’]
Turn 6: ConfUnconf[’first card’, ’second card’]
Turn 7: Present[’first card’, ’second card’]
Turn 8: Empty[’first card’, ’second card’]
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9.2.3 Př́ıklad 3
V př́ıkladu č. 3 uživatel nejdř́ıve řekne prvńı kartu, poté ovšem na výzvu
na doplněńı druhé karty nereaguje, a je proto znovu vyzván. Uživatel poté
”omylem” řekne nesprávnou hodnotu a je opět vyzván k doplněńı druhé karty.
Po doplněńı druhé karty jsou obě karty potvrzeny a je prezentován výsledek.
Turn 1:
A: Dobrý den. Můžete mi předložit dvě karty a já vám
řeknu, jestli dohromady tvoř́ı pár, nebo ne.
U: *začátek*
Aktualizace stavu dialogu:
New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
Turn 2:
A: Jaké karty vás zaj́ımaj́ı?
U: Prvńı karta je eso.
Aktualizace stavu dialogu:
Extended values: first card = eso
Slot second card must be filled
Turn 3:
A: Prvńı karta je eso. Jaká je druhá karta?
U: ...
A: Neřekl jste, jakou hodnotu má mı́t druhá karta.
Prvńı karta je eso. Jaká je druhá karta.
66
U: Druhá karta je jedenáctka.
A: Neřekl jste, jakou hodnotu má mı́t druhá karta. Prvńı karta je
eso. Jaká je druhá karta?
U: Druhá karta je kluk.
Aktualizace stavu dialogu:
Extended values: second card = kluk
Turn 4:
A: Prvńı karta je eso a druhá karta je kluk. Chcete potvrdit tyto
karty? Ano, nebo ne.
U: Ano.
Aktualizace stavu dialogu:
Slot first card must be confirmed
Slot second card must be confirmed
Slot first card is confirmed
Slot second card is confirmed
Turn 5:
A: Eso a kluk neńı pár.
U: Konec.
Aktualizace stavu dialogu:
Value was presented eso for slot first card
Value was presented kluk for slot second card
Turn 6:
A: Konec dialogu, nashledanou.
U: *konec*
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
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Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=’eso’, ’second card’=None]
Turn 3: CompEmpty[’second card’=’kluk’]
Turn 4: ConfUnconf[’first card’, ’second card’]
Turn 5: Present[’first card’, ’second card’]
Turn 6: Empty[’first card’, ’second card’]
9.2.4 Př́ıklad 4
V posledńım př́ıkladu uživatel řekne obě karty, ale nakonec je nepotvrd́ı,
načež jsou údaje vymazány.
Turn 1:
A: Dobrý den. Můžete mi předložit dvě karty a já vám
řeknu, jestli dohromady tvoř́ı pár, nebo ne.
U: *začátek*
Vývoj stavu dialogu:
New slot added: first card
New slot added: second card
Slot first card must be filled
Slot second card must be filled
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Turn 2:
A: Jaké karty vás zaj́ımaj́ı?
U: Prvńı karta je eso, druhá karta král.
Aktualizace stavu dialogu:
Extended values: first card = eso
Extended values: second card = král
Turn 3:




Slot first card must be confirmed
Slot second card must be confirmed
Turn 4:
A: Nechcete potvrdit prvńı kartu eso a druhou kartu král. Budou smazány.
U: *konec*
Aktualizace stavu dialogu:
Slot first card will be emptied
Slot second card will be emptied
Slot first card is emptied
Slot second card is emptied
Historie dialogu:
Turn 1: Create[’first card’,’second card’]
Turn 2: CompEmpty[’first card’=’eso’, ’second card’=’král’]
Turn 3: ConfUnconf[’first card’, ’second card’]
Turn 4: Empty[’first card’, ’second card’]
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9.3 Vlakové spojeńı - SpeechCloud
V platformě SpeechCloud byl vytvořen jednoduchý dialogový systém pro
nalezeńı vlakového spojeńı mezi českými krajskými městy. Uživatel je vyzván
ke specifikaci z jakého města, do jakého města a jakým typem vlaku chce
jet. Pokud uživatel explicitně neřekne, jakým typem vlaku chce jet, pak agent
předpokládá, že je mu to jedno, a snaž́ı se naj́ıt jakékoliv spojeńı. Pokud neńı
rozpoznáno, odkud nebo kam chce uživatel jet, agent ho vyzve k doplněńı
informace. Pokud uživatel řekne dvě hodnoty pro výchoźı nebo ćılovou stanici,
je vyzván k tomu, aby si jednu hodnotu vybral. Model úlohy (informace o
vlakových spojeńıch) byla jednoduchá syntetická databáze. Z každého města
jel do každého města vlak po dvouhodinových interval od 4:00 do 24:00 a
typ vlak byl každému spojeńı přǐrazen náhodně. Čas, podle kterého dialog
vyhledával vlakové spojeńı, byl nastaven jako čas začátku konverzace.
Obrázek 15: Ukázka zdrojového kódu dialogu
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9.3.1 Př́ıklad 1
V prvńım př́ıkladu uživatel řekne výchoźı i ćılovou zastávku a doplńı i typ
vlaku. Poté je vyzván agentem k potvrzeńı údaj̊u, jež uživatel potvrd́ı, a je mu
prezentován výsledek.
Turn 1:
A: Dobrý den. Vyhledám pro vás vlakové spojeńı.
U: *začátek*
Aktualizace stavu dialogu:
New slot added: to station
New slot added: from station
New slot added: time
New slot added: train type
Slot to station must be filled
Slot from station must be filled
Slot time must be filled
Slot train type must be filled
Turn 2:
A: Řekněte prośım, odkud a kam chcete jet, př́ıpadně
jakým typem vlaku.
U: Chci jet z Plzně do Brna rychĺıkem.
Aktualizace stavu dialogu:
Extended values: time = 13:36:06
Extended values: from station = Plzeň
Extended values: to station = Brno
Extended values: train type = R
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Turn 3:
A: Chcete jet z města Plzeň do města Brno vlakem




Slot to station must be confirmed
Slot from station must be confirmed
Slot time must be confirmed
Slot train type must be confirmed
Slot to station is confirmed
Slot from station is confirmed
Slot time is confirmed
Slot train type is confirmed
Turn 4:
A: Z města Plzeň do města Brno jede rychĺık v 16:00.
U: Konec.
Aktualizace stavu dialogu:
Value was presented Brno for slot to station
Value was presented Plzeň for slot from station
Value was presented 13:36:06 for slot time
Value was presented R for slot train type
Turn 5:
A: Konec dialogu, nashledanou.
U: *konec*
Aktualizace stavu dialogu:
Slot to station will be emptied
Slot from station will be emptied
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Slot time will be emptied
Slot train type will be emptied
Slot to station is emptied
Slot from station is emptied
Slot time is emptied
Slot train type is emptied
Historie dialogu:
Turn 1: Create[’to station’, ’from station’, ’time’, ’train type’]
Turn 2: CompEmpty[’to station’=’Brno’, ’from station’=’Plzeň’,
’time’=13:36:06, ’train type’=’R’]
Turn 3: ConfUnconf[’to station’, ’from station’, ’time’, ’train type’]
Turn 4: Present[’to station’, ’from station’, ’time’, ’train type’]
Turn 5: Empty[’to station’, ’from station’, ’time’, ’train type’]
9.3.2 Př́ıklad 2
V tomto př́ıkladu řekne uživatel pouze výchoźı stanici, načež je vyzván,
aby doplnil i ćılovou. Uživatel pak doplńı ćılovou stanici a potvrd́ı oba údaje
a pak je mu prezentován výsledek.
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Turn 1:
A: Dobrý den. Vyhledám pro vás vlakové spojeńı.
U: *začátek*
Aktualizace stavu dialogu:
New slot added: to station
New slot added: from station
New slot added: time
New slot added: train type
Slot to station must be filled
Slot from station must be filled
Slot time must be filled
Slot train type must be filled
Turn 2:
A: Řekněte prośım, odkud a kam chcete jet, př́ıpadně
jakým typem vlaku.
U: Chci jet z Úst́ı.
Aktualizace stavu dialogu:
Extended values: time = 13:37:47
Extended values: from station = Úst́ı nad Labem
Extended values: train type = ANY
Slot to station must be filled
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Turn 3:




Extended values: to station = Liberec
Turn 4:
A: Chcete jet z města Úst́ı nad Labem do města Liberec.
Chcete potvrdit tyto údaje? Ano, nebo ne?
U: Ano.
Aktualizace stavu dialogu:
Slot to station must be confirmed
Slot from station must be confirmed
Slot time must be confirmed
Slot train type must be confirmed
Slot to station is confirmed
Slot from station is confirmed
Slot time is confirmed
Slot train type is confirmed
Turn 5:




Value was presented Liberec for slot to station
Value was presented Úst́ı nad Labem for slot
from station
Value was presented 13:37:47 for slot time
Value was presented ANY for slot train type
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Turn 6:
A: Konec dialogu, nashledanou.
U: *konec*
Aktualizace stavu dialogu:
Slot to station will be emptied
Slot from station will be emptied
Slot time will be emptied
Slot train type will be emptied
Slot to station is emptied
Slot from station is emptied
Slot time is emptied
Slot train type is emptied
Historie dialogu:
Turn 1: Create[’to station’, ’from station’, ’time’, ’train type’]
Turn 2: CompEmpty[’to station’=None, ’from station’=’Plzeň’,
’time’=13:37:47, ’train type’=’ANY’]
Turn 3: CompEmpty[to station=’Liberec’]
Turn 4: ConfUnconf[’to station’, ’from station’, ’time’, ’train type’]
Turn 5: Present[’to station’, ’from station’, ’time’, ’train type’]
Turn 6: Empty[’to station’, ’from station’, ’time’, ’train type’]
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9.3.3 Př́ıklad 3
Ve třet́ım př́ıkladu uživatel řekne nejdř́ıve výchoźı stanici, poté si ale zvoĺı
jinou výchoźı stanici. Je vyzván agentem k vyřešeńı inkonzistence, již uživatel
vyřeš́ı. Poté je po výzvě doplněna i ćılová stanice, nakonec ale mı́sto potvrzeńı
hodnot si svoji volbu uživatel rozmysĺı, a hodnoty jsou proto smazány.
Turn 1:
A: Dobrý den. Vyhledám pro vás vlakové spojeńı.
U: *začátek*
Aktualizace stavu dialogu:
New slot added: to station
New slot added: from station
New slot added: time
New slot added: train type
Slot to station must be filled
Slot from station must be filled
Slot time must be filled
Slot train type must be filled
Turn 2:
A: Řekněte prośım, odkud a kam chcete jet, př́ıpadně
jakým typem vlaku.
U: Dobrý den, chci jet z Budějovic.
Aktualizace stavu dialogu:
Extended values: time = 13:39:14
Extended values: from station = České Budějovice
Extended values: train type = ANY
Slot to station must be filled
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Turn 3:
A: Chcete jet z města České Budějovice. Do jakého
města chcete jet?
U: Vlastně chci jet z Plzně.
Aktualizace stavu dialogu:
A new value will be added to slot from station
Extended values: from station = Plzeň
Turn 4:
A: Pro výchoźı stanici jste již řekl České Budějovice,
Plzeň. Muśıte z nich vybrat jednu. Jaká je vaše od-
pověd’?
U: Chci jet z Plzně.
Aktualizace stavu dialogu:
Value Plzeň was accepted in slot from station
Assigned values: from station = Plzeň
Slot to station must be filled
Turn 5:




Extended values: to station = Ostrava
Turn 6:
A: Chcete jet z města Plzeň do města Ostrava. Chcete
potvrdit tyto údaje? Ano, nebo ne?
U: Rozmyslel jsem si to, nechci.
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Aktualizace stavu dialogu:
Slot to station must be confirmed
Slot from station must be confirmed
Slot time must be confirmed
Slot train type must be confirmed
Turn 7:




Slot to station will be emptied
Slot from station will be emptied
Slot time will be emptied
Slot train type will be emptied
Slot to station is emptied
Slot from station is emptied
Slot time is emptied
Slot train type is emptied
Historie dialogu:
Turn 1: Create[’to station’, ’from station’, ’time’, ’train type’]
Turn 2: CompEmpty[’to station’=None, ’from station’=’České Budějovice’,
’time’=13:39:14, ’train type’=’ANY’]
Turn 3: AddNew[’from station’=’Plzeň’]
Turn 4: Disambig[’from station’=’Plzeň’]
Turn 5: CompEmpty[’to station’=’Ostrava’]
Turn 6: ConfUnconf[’to station’, ’from station’, ’time’, ’train type’]
Turn 7: Empty[’to station’, ’from station’, ’time’, ’train type’]
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9.3.4 Př́ıklad 4
V posledńım př́ıkladu uživatel řekne výchoźı i ćılovou stanici, ale ještě před
potvrzeńım hodnot uprav́ı výchoźı stanici a vyřeš́ı inkonzistenci. Pak už jenom
potvrd́ı hodnoty a je mu prezentován výsledek.
Turn 1:
A: Dobrý den. Vyhledám pro vás vlakové spojeńı.
U: *začátek*
Aktualizace stavu dialogu:
New slot added: to station
New slot added: from station
New slot added: time
New slot added: train type
Slot to station must be filled
Slot from station must be filled
Slot time must be filled
Slot train type must be filled
Turn 2:
A: Řekněte prośım, odkud a kam chcete jet, př́ıpadně
jakým typem vlaku.
U: Dobrý den, chci jet z Plzně do Olomouce.
Aktualizace stavu dialogu:
Extended values: time = 13:41:01
Extended values: from station = Plzeň
Extended values: to station = Olomouc
Extended values: train type = ANY
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Turn 3:
A: Chcete jet z města Plzeň do města Olomouc. Chcete
potvrdit tyto údaje? Ano, nebo ne?
U: Vlastně jedu do Ostravy.
Aktualizace stavu dialogu:
A new value will be added to slot to station
Extended values: to station = Ostrava
Turn 4:
A: Pro ćılovou stanici jste již řekl Olomouc, Ostrava.
Muśıte z nich vybrat jednu. Jaká je vaše odpověd’?
U: Do Ostravy.
Aktualizace stavu dialogu:
Value Ostrava was accepted in slot to station
Assigned values: to station = Ostrava
Turn 5:
A: Chcete jet z města Plzeň do města Ostrava. Chcete
potvrdit tyto údaje? Ano, nebo ne?
U: Ano.
Aktualizace stavu dialogu:
Slot to station must be confirmed
Slot from station must be confirmed
Slot time must be confirmed
Slot train type must be confirmed
Slot to station is confirmed
Slot from station is confirmed
Slot time is confirmed
Slot train type is confirmed
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Turn 6:
A: Z města Plzeň do města Ostrava jede vlak ve 14:00.
U: Konec.
Aktualizace stavu dialogu:
Value was presented Ostrava for slot to station
Value was presented Plzeň for slot from station
Value was presented 13:41:01 for slot time
Value was presented ANY for slot train type
Turn 7:
A: Konec dialogu, nashledanou.
U: *konec*
Aktualizace stavu dialogu:
Slot to station will be emptied
Slot from station will be emptied
Slot time will be emptied
Slot train type will be emptied
Slot to station is emptied
Slot from station is emptied
Slot time is emptied
Slot train type is emptied
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Historie dialogu:
Turn 1: Create[’to station’, ’from station’, ’time’, ’train type’]
Turn 2: CompEmpty[’to station’=’Olomouc’,’from station’=’Plzeň’,’time’=13:41:01,
’train type’=’ANY’]
Turn 3: AddNew[’to station’=’Ostrava’]
Turn 4: Disambig[’to station’=’Ostrava]
Turn 5: ConfUnconf[’to station’, ’from station’, ’time’, ’train type’]
Turn 6: Present[’to station’, ’from station’, ’time’, ’train type’]
Turn 7: Empty[’to station’, ’from station’, ’time’, ’train type’]
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9.4 Možná vylepšeńı knihovny
Funkčnost knihovny během všech experiment̊u byla dostatečná z pohledu
obstaráváńı slot̊u, jejich hodnot a udržováńı historie dialogu.
Jedńım z vylepšeńı by mělo být doplněńı knihovny o daľśı callbacky.
Např́ıklad v Mycroft př́ıkladu č.3 by mohl být Turn 3 (neporozuměńı hod-
notě) rozdělen na Turn 3 a Turn 4. V Turn 3 by se pak stav ve skutečnosti
neaktulizoval o nové hodnoty, ale do historie by mohla být uložena informace
o tom, že uživateli nebylo porozuměno. Do historie by tedy byl přibyl záznam
např. jako:
NotUnderstood[’second card’=’eleven’]
Daľśım vylepšeńım knihovny by mohlo být využit́ı neuronových śıt́ı. Je-
likož knihovna obstarává základńı operace nad sloty a jejich hodnotami, mohly
by být neuronové śıtě naučeny rozhodovat, jaká akce a např. jaký callback
a syntaktizovaný prompt (pob́ıdka, výzva) budou podle historických promluv
následovat. Pomoćı neuronových śıt́ı by bylo např́ıklad možné z promluvy ex-
trahovat jazykové entity a jejich hodnoty a poté dynamicky vytvářet či mazat
sloty.
Na předchoźı možné vylepšeńı navazuje využit́ı knihovny pro stavovou re-
prezentaci podobně jako v kapitole Discriminative state tracking for spoken
dialog systems, kde knihovna nezprostředkovává pouze reprezentaci stavu,
ale i samotnou SLU část hlasového dialogového systému. Dı́ky tomu by měla
knihovna a uživatel mnohem větš́ı kontrolu nad daty, která se v hlasovém
dialogovém systému objevuj́ı. Zároveň by d́ıky tomuto vylepšeńı bylo možné
od použitého callbacku odvodit, jaký prompt syntetizovat uživateli.
Daľśım vylepšeńım by mohlo být navázáńı spolupráce knihovny s NLG
část́ı platforem, ve kterých bude knihovna použita. Hlasový dialog totiž pracuje
podle rovnice:
x(t+ 1) = f(x(t), u(t))
y(t) = g(x(t), u(t)) (5)
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kde x(t) představuje stav (řešený knihovnou) v kroku t, u(t) je vstup od
uživatele, y(t) je výstupńı rovnice z DM a NLG a f a g představuj́ı řešeńı
reprezentace stavu, respektive zp̊usob generováńı odpovědi na základě stavu
a vstupu od uživatele. Propojeńı knihovny a NLG části by mohlo pomoci s
řešeńım výstupńı rovnice, jelikož data, která do této rovnice vcházej́ı, by byla
zpracována a kontrolována už v samotné knihovně.
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10 Závěr
Ćılem této diplomové práce bylo navrhnut́ı a vytvořeńı softwarové knihovny
v jazyku Python pro reprezentaci stavu hlasových dialogových systémů.
V prvńı části diplomové práce byl popsán hlasový dialogový systém a jeho
jednotlivé moduly pro lepš́ı orientaci v daľśıch kapitolách, kdy se často
př́ıstupy a metody odkazuj́ı na r̊uzné části hlasového dialogového systému. Byla
popsána struktura hlasového dialogového systému jako celku. Nejdř́ıve byl
představen modul ASR (Rozpoznáńı řeči) a postup výpočtu k źıskáńı textu
z řeči. Poté byla vysvětlena funkce SLU (Porozuměńı řeči) se znalostńım a sta-
tistickým př́ıstupem k źıskáńı významu slov. Následně byl popsán DM (Dialo-
gový manažer) a r̊uzné zp̊usoby ř́ızeńı hlasového dialogového systému. Nakonec
byly představeny moduly NLG (Generováńı odpovědi) a TTS (Převod textu
na řeč) a jejich př́ıstupy k převodu textu do řeči.
Na začátku bylo nutné nastudovat problematiku stavové reprezentace a po-
psat několik metod a př́ıstup̊u k reprezentaci stavu. Prvńı metodou byl Discri-
minative state tracking for spoken dialog systems představené v článku
[11]. Ćılem př́ıstupu bylo nalézt řešeńı, které by neomezovalo množstv́ı hypotéz
z d̊uvodu možné ztráty správného výsledku. Řešeńım bylo využit́ı Dynamic
discriminative state tracking použ́ıvaj́ıćım př́ıznakových funkćı spojuj́ıćıch
př́ıznaky specifické pro hypotézu s koresponduj́ıćı hypotézou, č́ımž se sńıž́ı
počet vah nutných k natrénováńı. Hlavńım př́ınosem pro diplomovou práci
byla nutnost knihovny umožňovat dynamické přidáváńı a odeb́ıráńı jednot-
livých slot̊u. Druhou metodou, představenou v článku [15] byl Scalable mutli-
domain dialogue state tracking, kde hlavńım ćılem bylo mı́t možnost ne-
omezené množiny možných hodnot pro všechny sloty stavové reprezentace.
V př́ıstupu byly využity množiny kandidát̊u, které obsahuj́ı všechny kandidáty
pro určitý slot a ve kterých se kv̊uli omezeńı velikosti množiny nenacházej́ı
hodnoty s nulovým skóre. Dı́ky zp̊usobu trénováńı neuronových śıt́ı je tento
př́ıstup pro sloty jednoduše přenositelný mezi r̊uznými doménami bez potřeby
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extenzivńıho trénováńı nových śıt́ı. Poznatkem pro diplomovou práci byl d̊uraz
na modularitu knihovny.
V daľśı části diplomové práce bylo úkolem nastudovat a popsat zp̊usoby
reprezentace v moderńıch webových technologíıch. Prvńı popsanou knihovnou
byl React, JavaScript knihovna, vyv́ıjená Facebookem a použ́ıvaná např́ıklad
v aplikaci Instagram. V knihovně existuje jeden stavový kompoment obhos-
podařuj́ıćı stavy a zastřešuj́ıćı ostatńı kompomenty. Daľśı zp̊usob byla knihovna
Pyrsistent navržená v jazyce Python. Pyrsistent nab́ıźı možnost vytvořeńı
základńıch objekt̊u Pythonu, jako např́ıklad seznam nebo slovńık, ale v immu-
table verzi, a d́ıky této vlastnosti byl použit v návrźıch softwarové knihovny
na reprezentaci stavu.
Třet́ım úkolem byla analýza a samotný návrh softwarové knihovny.
K analýze a návrhu sloužil demo dialog vytvořený pro platformu Mycroft,
který uživateli řekl, jestli j́ım řečené karty tvoř́ı dohromady pár. V této části
byla popsána struktura a zp̊usob fungováńı Mycroftu. Doménu zde tvoř́ı Skills,
vstup uživatele představuje Intent a odpověd’ systému definuje část Dia-
log. Knihovna prošla několika změnami a výsledný kód pracoval se složitými
slovńıkovými strukturami, které představovaly jak samotný stav, tak i jeho
části. Tento kód je vidět v kapitole Výsledný kód a jeho zhodnoceńı.
Pro svou složitost a obt́ıžnou přenositelnost byl kód knihovny od základu
předělán. Byla vytvořena nová analýza, kde se kladl d̊uraz na udržitelnou histo-
rii dialogu a kompozitńı stav obaluj́ıćı ostatńı části stavové reprezentace. Z toho
d̊uvodu vyšel návrh knihovny obsahuj́ıćı tři tř́ıdy - Value představuj́ıćı hod-
noty určitého slotu, Slot představuj́ıćı jednotlivé sloty a obaluj́ıćı tř́ıdu Value
a State neboli kompozitńı stav obaluj́ıćı tř́ıdu Slot. V knihovně jsou využity
callbacky, které nastavuj́ı očekáváńı dialogového systému a jimiž se naplňuje
historie dialogu, kde je vidět pr̊uběh života jednotlivých slot̊u. Výsledný kód
je nahlédnut́ı v kapitole Výsledný kód.
Funkčnost knihovny byla demonstrována na třech dialoźıch. Jeden dialog
byl vytvořen pro platformu Mycroft, pracuj́ıćı v angličtině, a byl j́ım upra-
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vený demo dialog rozeznáńı páru/nepáru a dva byly vyhotoveny pro plat-
formu SpeechCloud, operuj́ıćı v češtině, kde jeden byl demo dialog z My-
croftu předělaný do češtiny a druhý sloužil jako vyhledávač vlakového spo-
jeńı mezi českými krajskými městy. Knihovna byla ve všech dialoźıch úspěšná
a správně zprostředkovávala reprezentaci stavu a historii dialogu.
Daľśı kapitolou byla možná vylepšeńı knihovny na reprezentaci stavu,
kde hlavńım poznatkem bylo využit́ı neuronových śıt́ı, d́ıky nimž by se stala
knihovna naprosto dynamickou a přenositelnou do jakékoliv domény.
Hlavńı úkol diplomové práce, analýza a návrh softwarové knihovny pro
reprezentaci stavu hlasových dialogových systémů, byl splněn a knihovna byla
vytvořena, aby všem požadavk̊um, které na ni byly v analýze kladeny, bylo
vyhověno.
Výsledný kód knihovny je dostupný zde:
https://github.com/Filipfill123/StateRepresentation
Dialog v Mycroftu je dostupný zde:
https://github.com/Filipfill123/poker-hands-skill/tree/final
Dialogy pro SpeechCloud jsou dostupné zde:
https://github.com/Filipfill123/SpeechCloud
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https://www.aaai.org/Papers/Workshops/2006/WS-06-14/WS06-14-
003.pdf
[3] BOHUS, Dan - RUDNICKY, Alexander. The RavenClaw dialog manage-
ment framework: Architecture and systems. Computer Speech and Langu-
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https://medium.com/@pranaygore/using-getattr-setattr-delattr-
hasattr-in-python-6d79c6f9fda3
[9] HANNUN, Awni et al. Deepspeech: Scaling up end-to-end spe-
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https://arxiv.org/pdf/1712.10224.pdf
[16] RAUX, Antoine - ESKENAZI, Maxine. A finite-state turn-taking model
for spoken dialog systems. In: The 2009 Annual Conference of the North
American Chapter of the Association for Computational Linguistics, 10.-12.
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