Introduction
Two-dimensional (2D) gel electrophoresis is an analytical technique separating proteins according to their basic features: molecular weight and net charge of the molecule. The resulting electrophoretogram is formed by a map of spots, where each individual spot represents a single protein.
The position of a spot characterizes the basic physical and chemical characteristics of the molecule, and integrated spot density is a measure of its amount in the sample. The separation power of this technique is extremely high (thousands of spots).
The first problem of 2D gel analysis faced was the enormous amount of information present in a single gel. The computerized approach thus became inevitable and the basic approaches employing image-analysis and patternrecognition techniques in segmentation, quantification and among gel matching of protein spots were developed. Some of the laboratories implemented their algorithms in gelanalysis packages such as QUEST (Garrels, 1989) , MELA-NIE (Appel et ai, 1991) , GELLAB (Lemkin and Lipkin, 1981a,b) or HERMES (Vincens et al, 1986) . Some of the systems were developed into commercial form. The principal drawback of the commercial systems in general is that they are closed for further development, and they have restricted access to data. This feature makes them generally inadequate for research concerned with new algorithms and the implementation of algorithms developed by means of other tools such as data analysis, image analysis or statistical packages (e.g. as MATLAB or S+). These packages provide a good deal of work in the designing and testing of algorithms and analysis approaches. However, they cannot address the problem of software design. Such libraries cannot solve the problem of how a task translates from the problem domain (e.g. gel segmentation) to a solution domain (software program with storage, process management and user interaction). Therefore, if the solution domain provided a vocabulary reflecting the problem domain, the design process would be greatly simplified. This sentence in brief extracts the principal tasks of object-oriented design and related fields: object-oriented analysis and object-oriented programming, which were used in the design of the system presented here.
Object-oriented programming
In the traditional procedure (functional) oriented program design, a program describes an algorithm, which is a sequential series of steps to be performed. In the objectoriented view, a program describes a system of object interactions. The key concepts of object-oriented programming are abstraction, encapsulation and class inheritance. Object-oriented programming aims to identify typical entities (objects) in the problem domain and classify them according to their common properties. Fig. 1 . The system structure. Schematic description of the structure and data flow of the system. White boxes indicate abstract system parts and grey boxes indicate their main components. The grey box overlaps mean not only membership in some of the system parts, but also functional hierarchy. The objects of underlying boxes are executed by the overlying ones. The grey scale used corresponds to the grey scale of the elements of Figure 2 and marks which classes form the system components. The arrows indicate command and data flows. It can be seen that the main system parts are fully encapsulated and that the communication between them is mediated through external objects. Their classes are physically placed in the system core DLL. Dashed lines indicate possible extensions.
There are basically two types of abstraction involved in object-oriented design: procedural and data abstractions. Procedural abstraction allows one to think in terms of logical operations, rather than in specific statements of programming language. Data abstraction allows details concerning how data are represented to be ignored. The class becomes the implementation of the principle of procedural and data abstraction in a particular language. Encapsulation is the process of hiding the internal working of a class to support or enforce abstraction. This requires the drawing of a sharp distinction between a class interface, with 'public' visibility, and its implementation, which has 'private' visibility. Its interface describes what a class can do, while its implementation describes how it does it. The interface declares the operational capabilities of a class.
Inheritance allows a hierarchy of types to be defined. One class can be defined as a subtype or special category of another class by deriving it from that class. The ability to define a common base class for several classes supports the principle of abstraction. The principle is practically implemented as an inheritance feature of classes where the derived class inherits or incorporates all the functionality of the base class and adds new properties and features to it.
A discussion of object-oriented programming and its principles as applied to biology has been published earlier (Wiechert el ai, 1995) .
System and methods

Implementation and programming language
The software has been written for the Windows NT operating system in C++ programming language with the use of Microsoft Foundation Class Library (MFC) (Microsoft, 1995) as a base for the graphic user interface (GUI) development. As the graphic environment is developed strictly by deriving new classes from the base of MFC, the transfer to different environments would mean the build-up of an interface between classes currently implemented and corresponding functions of the other operating system GUI.
The application has been developed and compiled on the following hardware/compiler/operating system: Intel PentiumPro (200 MHz/64 Mbyte RAM) PC/MS Visual C++ version 4.0 and MS Foundation Class Library/Windows NT 3.51 and Windows NT 4.0.
Overall design
The system design and organization are depicted in Figure 1 . The fundamental element of the application is the system 'core', which provides services necessary for the functioning of the entire system and communication with and among work modules. The core can run work modules. It consists of an executable module, which initializes the application and registers the work modules and a dynamic-link library (DLL), which contains the complete set of classes necessary to build a work module with its user interface and data communication. During the start-up of the core, external objects, which are placed in the core DLL and which provide shared common services such as colour palette management or communication between work modules, are initialized and Fig. 2 . Class inheritance tree. Schematic description of class hierarchies used to build up the system core, work modules and matching module. Inheritance dependencies are marked by lines starting at the bottom of the base class box and connecting the sides of derived class boxes. Derived class boxes are shifted one tab right. Black boxes indicate MFC, dark grey boxes are system core DLL classes. Boxes with class names in white mark classes from which the external objects are derived. Medium grey indicates system core EXE module classes and light grey indicates matchset work module classes. Some classes are derived from more than one base element, e.g. CSpot, which gains common object features from the CObject class and data of SPOT structure.
are available for all modules during the run of the application. The communication is carried out by means of a messaging scheme, where the source work module fills the common memory and sends a message which is processed by the target module or by the core. At the start-up, the core searches for the presence of the work modules and, when found, registers them as individual threads and adopts accordingly the menu of the main window of the application.
The work modules are implemented as DLLs and their threads are derived from a base class of the core DLL. The use of the core DLL for the build-up of the module ensures that the features and GUI are common for all the modules of an application. When opened, the work module appears as a workspace window which can open and manage other application-specific windows as required. The new windows are again derived from a base classes of the core DLL.
The basic element of the work module is an image (not obligatory) which is implemented as a data matrix with 8 or 16 bits per pixel depth. The matrix resides in a dynamically allocated array mapped to a screen image into a scrollable, zoomable and resizeable window, which is displayed using different look-up tables (palettes). Each window of a work module can open its own image. Each point in the window image can be mapped to the corresponding point in the original array regardless of its zooming and scrolling state. This separates the original data array from the display, while keeping the interaction between the display window and the stored array. Any operation on the stored image array can be projected to the window image. The dimension of the image is arbitrary.
Each work module must contain a unified part necessary for its recognition and registration by the system core. Each work module is registered as an individual thread, occupies its own virtual memory area, and can run independently and in parallel with other threads of the application. Communication between the core and among modules is maintained by the above-mentioned messaging mechanism.
A schematic sketch of the class dependencies and hierarchies is shown in Figure 2 , and their detailed description is in Table I . A view of the main window and work module windows is given in Figure 3 .
Implementation
The environment is currently used for the integration of procedures for analysis of gel electrophoretograms in general, and 2D gel electrophoretograms in particular (Vohradsky and Panek, 1993; Li et al., 1994) . As an example of a work module, the module for matching spots in a 2D gel electrophoretogram is used. The principle of the matching process can be found in earlier articles (Lemkin and Lipkin, 1981b; Miller et al., 1984; Vincensand Tarroux, 1987; Garrels, 1989) . From the software design point of view, the matching process requires an access to many members of the matchset formed by gel images. It must support the process of matching and editing of automatic matches and access to the members of the matchset. It must mediate the access to a database structure holding information about spot matches. These principles are fully supported by the current system design. The hierarchy of classes used to build up the module can be found in Figure 2 . A brief description of the classes is given in Table I .
Discussion
Object-oriented programming has features supporting the design of multilevel, multi-module systems, extendibility, 3. An example of the system windows arrangement. The image consists of the main window and two types of work module windows: 'evaluation' windows and 'matching workspace' window. The 'evaluation' windows are the main windows of the corresponding thread. The associated images occupy their own memory space and are mapped to the corresponding window in different zoom and scroll state. Cursor co-ordinates, grey value at the cursor and zoom factor are indicated in the status bar. The 'matching' workspace is derived directly from the MFC base class. It can generate other child windows derived from the same base class, as evaluation' windows and reusability of code designed by more then one programmer at different times. The principle of the system design presented arose from the principles of individual processing of naturally encapsulated independent entities. These entities can generally run as independent processes, but as they can work in the frame of a common task, to manage them in a general way in an appropriate environment would be advantageous. The example can be given for the case of 2D gel electrophoretogram analysis. The analysis consists of several mutually dependent steps, such as calibration, background correction, spot segmentation and quantification, gel matching, database, data processing, etc. Each of the steps represents an individual problem which can be solved independently of the others, sharing only data. All these functions then serve to accomplish one task: to gain biologically relevant information from the set of gel images. On the other hand, distributing the main task to a set of individual work modules (DLLs) represents a high level of encapsulation with all its features and advantages. Registration of each module as an individual thread capable of running independently and in parallel with the others, but still under one frame, even emphasizes the encapsulation principle. These features, together with class inheritance hierarchy, ensure that the system can be efficiently maintained and updated or expanded when required, without the necessity of changes to the whole system. The structure keeps
The main window of the system The main thread of the system Connects the video memory with gel data (GDA) files Basic spot data structure Manages spot data Double-linked list of CSpol objects Double-linked list of CSpotList objects Basic gel data structure Manages gel data Double-linked list of Cgel objects Manages objects of CSpotMatrix and CGelList classes for matchset creation and provides operations on them (open. copy. save, add, delete, reorder matchset, etc.) Main window of the matching module Child window, designed for displaying an artificial gel data image of CDlGdaVideoMemory class objects Displays the matchset structure and allows for operation on matchset members the system open for future development. Another important fact is the separation of the image display data and the original image data matrix. This allows separation of the processes on the display image from the processes on the image data matrix. The interface between the display image and the stored image data matrix is maintained by a set of functions, which make the original image totally independent of the hardware environment, while keeping the communication between the display and the original data.
The implementation of the environment for 2D gel electrophoretograms and particularly for the matching process is an example of the use and capabilities of the proposed design. In this case, the gel image is not stored, but generated from spot data whenever necessary. This is important from the storage point of view, especially in the case where more matchsets with shared gels of different order and presence must be created. In principle, the matching process requires access to many members of the set, needs user interaction and simultaneous display, and access to many windows and their associated data. These particular requirements can be implemented, but do not change the overall principle of the system. On the contrary, they are supported by the system.
In its current version, the system is still considered as 'under development'. We suppose that during the design of new modules, additional requirements and/or bugs will arise. Nevertheless, we think that it is still useful in the current version. In the future, we will add more application-specific classes according to our research interests. We would like to share the system with other developers, and would greatly appreciate any discussion, comments or contributions. The documentation of classes and their attributes and behaviour is available in the form of a Windows help file, using its hypertext capabilities. To obtain the source code and the documentation, please contact the authors.
