Based 011 a review of user interaction modes and tlie specific needs of tlie CACE domain tlie paper describe requirements for user interaction in future CACE environiiients. Taking aliotlier look at tlie design process in CACE key areas in need of more user interaction support are pointed out. Three concepts are described through exaniples, dynamic data access. parallel evaluation and active docunieiitation. Tlie features of esisting tools are sunin~arized The problem of how easily or ' n a t u r a l l~ * tlie nokel concepts are integrated. is stressed. Keywords: l'ser interface; Programming: Design Process; Actike documents:
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Future CACE environments should provide t,he support for tlie nest. generation of styles of interaction between t.lie designer and computer. The traditional concepts are based mainly on ideas adopted from universal programming languages, (script files. function files, d a h objects). There is a need to include the designer as a cooperating factor in design process.
Tlie objectives related to novel interaction styles depend on environiiient capabilit,ies, and 1.0 some extent on the preferred type of user behaviour. I n general the approach t.0 buildiiig model descriptions should enhance systeniat.ic treatment of model represent at ions t.li rough st a nda r d i zed progra 111 171 various consistency cliecks.
program state retrieval and creation of execution reports (logging).
The prevailing part of existing CACE tools supports the sequenital rnleraclton slyle. ie. a type of the dialog where the user actions have to be organized in a certain ordered manner. The navigation through the cascade of menus is a basic esample, the execution of sequences of commands serves as another one. The repetitions or parallel dialog threads are often available, but not directly supported. The asytichrorjous tiiltrarlton style, where many tasks are at the user disposal at the same time and sequencing within one task is independent of sequencing within the other is an alternative. I n what follows we will try to precise what kind of interaction style would be preferred in tlie future CACE environments due to the specific propertie% of cont.ro1 systems design.
CACE specific requireiiieiits
.
for the user interaction support
As pointed out in an earlier work [i] , [$I, [2] , looking at the nature of the design process gives insight into the needs of the user of CACE systems. In order to determine potential focus points for future work on refining and enhancing user interaction support the design model in Figure 1 is revisited. It should also be pointed out here that the problems of user interaction relies on the esistence of good and well proven numerical methods for the underlying analysis and design. These tools are to a large extent available today but the problems to use them efficiently. Here an enhanced user interaction support. will benefit, the overall efficiency of the CACE environment. Many of the problems and questions asked in t.he development of user interaction support are common to niany domains of engineering, e.g.. circuit design, digital filter design, machine engineering. Especially software engineering ha5 a large coninion problem basis with CACE [$I. 0 Modelling. The modelling phase is used to determine a model of the system to be controlled. This is normally a mathematical model which can be used by the tools of tlie following phases.
Models of different complexity may be derived such as linear plant models for the design of linear controllers and t hen non-linear plant models in the evaluation phase. hlany CACE tools exist for assisting the user during this phase. Another eleinent of the design process model is the tiemtion \vhicli is its fundamental property. Tlie iteration can be performed manually, seniiautomatically or automatically. The iterative natare of the design process is also an important element which we will return to.
An overall evaluation of the design phases indicates that most CACE tools are available for the hiodelling, Analysis and Design phases. Some tools are also available for the Implementation phase. However there is a lack of tools for the rest of the phases and the iteration. Some environments being developed at universities, (41. support the iteration but these in turn are not generally available.
In Figure 2 another view of the design process is I n what follo\vs we will consider also even more demanding requirenients related to tlie i r i t t l l i g r n f interface definit.ion. These requirements involve probably more t.he user interaction support as a whole than tlie user int.erface itself. They go much deeper into data representation and tlie application domain. \Ye will recall here the 'spreadslieet metaphor'. I n tlie automatic recalciilation niotle the manipulat io11 on specifc cells proiluces 'inimediat e' adjustments in row or column suins. I n general, this coiicept coiiiplies wit.
lie t,he idea acttce d o c u m c i i f .
In fact the user defines certain relations between tlie manipulated objects, and the software is ah!e to upd at e the context aut om at ically .
In tlie case of control system design a similar sit.-uation appears whenever we have parameterized design schemes. Let us specify t.lie requirement concerning t.lie user action support related t.0 this kind of software behaviour as n,rla-i)rogrammirig. Tlie explanation of this t,erm is as follows. In order to obtain t.he desired effect tlie user should be able to creai,e his O\VII two-way bindings hetween the interface, data manageineiit and computation layers. This may be done explicitly or i t may be deduced from t.lie usage contest, provided t h a t general rules of meta-programmiiig are known. The simplest exaniple is the command initiat.ing re-execution of a cer-
Examples
Three examples of novel user int,eraction elements are described below. These elements can be h iplemented wit.li the current st.andard packages, but t.he key issue is the ease wit.li which they can be used by even less experienced users. The availability and the degree of int,egration is also of paramount importance when evaluating the usefulness of the suggest.ed element,s. The following examples implemented using current tools were int.ended to illust.rate possible benefits that should be easily accessible i n fut.ure CACE environment,^.
Dynamic Data Access
The concepts of control systems as objects, and views and actions on them have been described earlier [ i ] . Here the main ideas are recaptured i n Figure Tlie control syst,em is an object in tlie CACE environment, and multiple views can be setup relating to it. These views can be graphical or alphanumeric and contain analysis results such as a step response and tlie rise time. The updates of the views are triggered by events. either explicitly as a request for update or as an act.ion being made. The action on the syst.em (object) can be. e.g., changing the gain of t.lie cont,roller graphically. \!' hen the action and the update of the views are linked the operation of the overall CACE environment is like direct manipulat.ion. For coiiiples systems and many views tlie currently available con~puter resources arv likely 1 . 0 limit the performance. In that case an asynchronous mode should be used as even a small time delay in tlie direct ~iianipulatioii limits tlie usefulness. Some hspects of the above ideas can be fouud in SIMULIKK and ANDECS [4] . The idea of this concept is to support. the user in tlie iteration of t.lie design process in order to facilitate extensive experimentation to help get a better feeling of the system. Some optimization tools coan be coupled with the iteration in order to achieve the design goal automatically or semi-automatically [4]. A key point of the concept is the ease with which tlie v i e w and actions can be setup and modified, there is a great need for some form of maybe graphical meta-programming. In any case such an implementation should give better interaction possibilities to the iteration than a conventional script file.
System

Parallel evaluation
Another phase of the design process where there is a need of user interaction support is the evaluation phase. Experimenting with inore controllers in parallel will ease the evaluation. The perforiiiance of the controllers can be viewed at the same time thus making it easier to see the benefits of, e.g., an LQ controller versus a PID controller for the same system. Figure 4 illustrates the parallel evaluation concept for different controllers and Figure 5 the same idea for system models of different complexity. Again the key issue is the degree of integration of the concept into the CACE environment.
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Active document
A concept which finds some use in text processing is active document.. A best processiiig syst.ein such as Framehfaker has built-in variables and an interface enabling the invocation of external programs. The usefulness of active documents io user interaction support is best shown by an example. A test robot has been built in the laboratory, the controllers have been designed and implemented For some reason the gear ratio in one of the axes should be changed and the controller redesigned In some current CACE system [4], [9] there is a database storing the history of projects From this database the design calculation could be reconstructed. Howe\er if the documentation of the robot and the controller were written as an active document and given an engine for updating the document (similar to a spreadsheet) the redesign could be done autoinatically after the value of the gear ratio had been changed.
Active The need for the more powerful doinain-specific user interadon support tools has already resuhed in certain evolution of existing CACE environments, just to ment,ion: hlat.lab v.4.0 -Handle Grapliics, Simulink's -interactive simulation concept and meta-programming features, configurable GUI of Xmath or hlabhematica's notebooks. We do hope t.liat some of t,lie ideas presented in this paper may influence the fut.ure deve1opment.s in this area.
The general remark whjclt appljes here is that most of the tools give only low level int.eract.ion support. This seems to be sufficient for software developers implementing t.he CACE t.ools rather, t h a n t,o application domain orienkd users. On t.he other hand the latter category seems to he able to verify the usahlity of t.he user action support.
Another import.ant issue wliicli should he addressed here is the gelieral problem of the st.andardizatjon of the user interaction support which \voultl require a serious collective effort of tlie CACE comniun i t y.
Coiiclusioii
hluch of what has been presented here is available using existing CACE. The real problem is how easily or 'naturally' it is achieved. Som~tinies it is just a mat.ter of interaction or programming style wit.liin tlie given tool. I n many cases ext.erna1 user interface management systems W O U I~ he u!jef111. The worst thing (for the user) would be to redesign a n existing tool. A s is generally agreed the nature of coinputer software is evolutionary. One ma!. hope that some of the requirements proposed here will be accepted by the developers of future CACE software.
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