



















This thesis presents an approach for the control of chronological solar trackers using web services in 
a Service Oriented Architecture.  The approach is validated through the design and construction of a 
web service that provides solar position information for trackers, and the construction of a single-
axis solar tracker that connects to the web service to determine how to orient itself.  A number of 
different drive mechanisms are experimented with for the solar tracker, with the worm-gear motor 
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This thesis has the following aims: 
 To create a web service that can provide the current location (azimuth and zenith) of the sun 
relative to a given location at a given time. 
 To also provide the optimal angle of rotation for a single axis tracker at that location and 
time. 
 To create a prototype single-axis solar tracker that utilises the service for the purpose of 
orienting itself toward the sun. 
 Through the creation of the web service and solar tracker to validate that a distributed 
command and control infrastructure for solar trackers can be readily built using web 
protocols and utilising a Service Oriented Architecture, (SOA). 
This thesis identifies a simple web-service based communication and control strategy for solar 
trackers.  Such a strategy would enable the creation of solar trackers that require only 
communication capability to orient themselves.  No on-site programming, or re-programming would 
be required if the tracker were moved to a new location.  An extension of the interface could be 
used for the tracker to report status back to the control infrastructure. 
The thesis provides a useful web service and a single-axis tracker that utilises the service.  A number 
of different drive types for the tracker are tested.  The manner in which solar trackers could form a 
part of a Service Oriented Architecture is discussed and the first part of such an architecture is 
implemented. 
2 Literature Review 
2.1 Overview 
There are two principal classes of publication that pertain most directly to this work.  The first is of 
the design, operation and performance of solar trackers, and the second is of the use of web 
services for industrial process monitoring and control, either in the solar energy arena, or otherwise. 
The publications relating to solar trackers generally present the motivations for solar tracking, and 
the potential output gains for one or two axis trackers over fixed panels [1] [2] [3].   
A number of authors have developed solar position algorithms for chronological trackers [4] [5] and 
others discuss the optimal pitch for single-axis trackers [6] [7].   
Publications relating to web services and service oriented architectures in industrial process 
monitoring are less prevalent, and generally present SOAs as a potential solution for enabling 
component reuse, geographically distributed systems, and the minimization of the use of proprietary 
protocols [8] [9] [10].  
2.2 Solar Trackers – Algorithms, Performance and design 
Following are brief reviews of some of the more relevant publications on solar tracking. 
R. Dhanabal, "Comparison of Efficiencies of Solar Tracker systems with static panel Single- Axis 
Tracking System and Dual-Axis Tracking System with Fixed Mount," International journal of 
engineering and technology, vol. 5, no. 2, 2013. 
 
In this article Dhanabal et al provide a comparison of the relative outputs of solar panels 





configuration.  Although not central to this work, the paper demonstrates the motivation 
behind using trackers instead of fixed installations, and provides some design ideas for a 
single-axis tracker.  The paper is weak in that it does not provide theoretical results to 
compare to the experimentally achieved ones, and the experimental results were only for a 
single location at one time of the year.  However, it does provide useful background 
information and an experimental demonstration of the utility of trackers.  
 
P. Visconti, V. Ventura, F. Tempesta, D. Romanello and G. Cavalera, "Electronic system for 
improvement of solar plant efficiency by optimized algorithm implemented in biaxial solar 
trackers," in Environment and Electrical Engineering (EEEIC), 2011 10th International Conference 
on, May 2011. 
 
In this paper Visconti et al present a discussion of the relative efficiency of tracked solar 
arrays relative to untracked arrays, present a simple algorithm (simple relative to the NREL 
algorithm in [4]) for calculating the solar position, and then propose a design for a dual-axis 
solar tracker that uses the algorithm for determining the solar position for the tracker.  This 
research is pertinent to this thesis as they have created a similar device, and with the same 
motivation (low device complexity relative to active and passive trackers).  The key 
differences are that they design a two-axis tracker, and that in the design they present, all 
computation is performed within the tracker, and the tracker does not communicate with a 
network. 
  
T. P. Chang, "The gain of single-axis tracked panel according to extraterrestrial radiation," Applied 
Energy, vol. 86, no. 7-8, 2009. 
 
In this article Chang develops the equations required for determining the optimal rotation 
angle for a single-axis tracker, and investigates the theoretical benefits of single axis trackers 
over a full year at different latitudes.  The optimal tilt-angle for single-axis trackers is also 
calculated.  This research is useful to my thesis as it provides confirmation of the mechanism 
for calculating the rotation angle of the tracker as developed in [6], although it does not 
provide for Southern hemisphere operation (a trivial addition).  Additionally the research 
provides a guide as to the optimal tilt for the tracker, and quantifies the advantages that 
single-axis trackers have over fixed panels at different latitudes. 
 
 
W. F. Marion and A. P. Dobos, "Rotation Angle for the Optimum Tracking of One-Axis Trackers," 
NREL, Golden, CO, 2013. 
In this publication Marion and Dobos develop equations for determining the optimal 
rotation angle for one-axis (or single-axis) trackers given the current solar azimuth and 
zenith and the tracker surface angle.  Equations are developed both for the simpler case 
where the tracker is horizontally mounted, and the general case when it is mounted with 
some tilt angle.  This work is useful to this thesis because it solves the problem of how to 
determine the optimal angle for the solar tracker.  The equations developed by Mario et al 
are incorporated in the web service developed as part of this thesis. 
 
 
I. Reda and A. Andreas, "Solar Position Algorithm for Solar Radiation Applications," January 2008. 





In this publication, Reda and Andreas present a step by step procedure for implementing an 
algorithm for calculating solar position for solar radiation applications.  The uncertainty 
achieved in the algorithm which was originally developed by Jean Meeus is ±0.0003°.  This 
publication was useful to this thesis as it provided a peer-reviewed algorithm from a credible 
source, and the source code for implementing the algorithm.  
 
2.3 Service Oriented Architectures for process monitoring 
Following are brief reviews of some of the more relevant publications on Service Oriented 
architectures as they relate to devices. 
R. Langmann and L. Meyer, "Automation services from the cloud," in Remote Engineering and 
Virtual Instrumentation (REV), 2014 11th International Conference on, 2014.  
Langmann and Meyer discuss the advantages of cloud computing resources when applied to 
the automation environment.  The main challenge in integration – that of multiple 
proprietary protocols that are not service based or web aware are highlighted, and a 
solution (WOAS or Architecture and Interfaces for a Web-oriented automation system) is 
proposed.  The publication discusses the WOAS architecture in some detail, and provides a 
reference example.  The ideas presented in the publication are relevant to the web service 
aspects of this thesis, and provide an example of where the automation industry (WOAS is 
being developed by a consortium of automation companies) may be headed.   
 
 
F. Jammes and H. Smit, "Service-oriented paradigms in industrial automation," Industrial 
Informatics, IEEE Transactions on , vol. 1, no. 1, pp. 62-70, 2005.  
This publication discusses the advantages of moving devices that form part of an industrial 
automation solution into a Service Oriented Architecture.  SOAs are discussed in some 
depth, as are the web protocols that make up the Web Services standard, and that might 
apply to device level SOA (e.g. WS-Eventing, WS-Security, etc.)  A theoretical example of an 
application of SOA in the context of Industrial automation is also provided, as is some 
discussion of the state-of-the art (as of 2005) in terms of research into the field.   
 
2.4 Conclusions from the Literature 
The review of publications relating to solar tracking and algorithms for solar tracking provide the 
following two main conclusions that pertain to this thesis. 
 The output improvement over fixed arrays make solar tracking worthwhile if additional 
capital expenditure, maintenance costs and energy usage for the trackers can be kept to a 
minimum. 
 The algorithms for determining solar position and optimal angle for single-axis solar panels 
are well understood, and can be used as-is without further development. 
The analysis of publications relating to service oriented architectures in control of renewable 
technologies shows that while there is significant interest in SOAs for industrial processes, and 
significant progress there (e.g. SIRENA, WOAS projects), the SOA approach is yet to be applied 






3.1 Solar Trackers 
Solar trackers are mechanical devices that follow the sun.  In renewable energy, they are used for 
maximising the output of the renewable energy generation system.  For photovoltaic solar panels, 
this means keeping the plane of the solar array as close to perpendicular to the rays from the sun as 
possible [6].  For a solar thermal energy system, this usually means orienting a reflective surface so 
that the energy from the sun is focused on a collector.  There are two common types of solar 
trackers; single-axis trackers and dual axis trackers.   
3.1.1 Single-axis Trackers 
Single axis trackers swivel on a single axis while following the sun.  The axis of rotation may be either 
horizontal, vertical, or somewhere in between.  The single-axis trackers most prevalent in 
commercial photovoltaic solar farms today are horizontal, or near-horizontal axis trackers [11].  Solar 
thermal or concentrating solar photovoltaic generators often use trough style concentrators that 
track on a single axis. 
Many single axis tracker designs have a very long axle upon which the solar array can sit.  Some 
trackers can drive as many as 650kW of panels per motor [11]. 
As is the case with fixed solar PV arrays, the tilt angle of the panels (or the tilt of the axis of rotation) 
of a single-axis solar tracker will affect the total amount of energy collected by the system.  The 
optimal tilt angle for a system will depend upon the latitude at which the system is located [7]. 
 
3.1.2 Dual-axis Trackers 
Dual-axis solar trackers track the sun by rotating on two axes.  Due to the second axis of rotation, 
dual axis trackers are able to follow the trajectory of the sun more accurately than single axis 
trackers.  Dual axis trackers can be oriented to point directly towards the sun, and thus enable the 
collection of the maximum amount of energy from the sun throughout the year. 
Due to the freedom of movement required for a dual axis tracker, the trackers are often stand-alone 
units that carry a number of panels (or mirrors in the case of solar thermal “power towers”).  Due to 
shading concerns solar arrays utilising dual axis trackers generally require more space than single 
axis trackers [11]. 
Due to the additional complexity and hardware required for an additional axis of rotation dual axis 
trackers are more expensive to maintain and construct than single-axis trackers [11]. 
3.1.3 Reasons for using a tracker 
Solar arrays of both single and dual axis trackers will generate more energy than fixed arrays, with 
improvements of around 24% for single-axis trackers, and about 38% for dual-axis trackers being 
achievable [11].  The increase in energy generated by a solar array using a tracker versus flat panels 
depends not only on the tracker type, but also factors such as latitude, time of year, the clearness 
index, and also how much energy the tracker takes to operate. 
The decision about whether or not to use tracking for a solar array is a trade-off between the 






3.2 Solar Tracker Control Strategies 
There are a number of different strategies employed by both types of solar trackers for determining 
the location of the sun.  The most common are described below. 
3.2.1 Passive Solar Trackers 
Passive solar trackers use hydraulics to orient their attached photovoltaic panels towards the sun.  
The tracking mechanism is operated by hydraulic pressure that is created as a low boiling point liquid 
in a tube is heated by the sun.  These trackers are not as accurate as active trackers, and are no 
longer used in any large solar array installations due to limited accuracy and maintenance expenses 
[11]. 
3.2.2 Active Solar Trackers 
Active solar trackers orient their panels or reflectors to track the sun using a motor driven 
mechanical drive (many designs exist.)  Active trackers use photo sensors that detect at what angle 
the irradiance is currently strongest to determine where to move the array to as the sun moves.  The 
disadvantage of this style of tracker is that they rely on an additional active system (the photo-
sensors) to determine the optimal panel angle, adding to system complexity. 
3.2.3 Chronological Trackers 
Chronological trackers are similar to Active trackers, in that they use a mechanical drive to orient the 
panels or reflective surfaces.  However, in place of using photo sensors to determine the location of 
the sun relative to the surface, these trackers determine the optimum location by calculating the 
current location of the sun with respect to the tracker, given knowledge of the current time, and the 
tracker location.  The accuracy of the algorithms for determining the current sun location relative to 
the panel is far greater (can be within 0.001 degrees) than required for optimal tracking.   
The disadvantage of chronological trackers is that in some situations the optimal tracker location is 
not with the tracker pointed directly at the sun.  Examples of environments where this can occur are 
in alpine regions where there is a significant percentage of energy derived from reflected light, or in 
regions with a low clearness index [13].  In these situations an active tracker as described in 3.2.2 
may have a higher yearly output. 
The tracker developed in this thesis is a type of chronological tracker. 
3.3 Solar Position Algorithms 
Solar Position Algorithms are used for calculating the position of the sun relative to an observer 
located somewhere on, or near Earth.  The essential inputs to a solar position algorithm, are the 
location of the observer (typically given in latitude, longitude and altitude.)  The outputs are the 
azimuth and zenith angle of the sun with respect to the observer.  The azimuth is the compass angle 
to the point drawn straight downward from the sun to the horizon, and the zenith angle is the angle 
between the zenith (straight up) and the sun (see Figure 1 - Azimuth and zenith angles). 






Figure 1 - Azimuth and zenith angles 
Many different solar position algorithms have been published, however the most accurate ones are 
based on calculations developed by P. Bretagnon [4].  The algorithms vary, with the accuracy 
determined by how much complexity is included. 
The Solar Position Algorithm used in this project was developed for the National Renewable Energy 
Laboratory (NREL) in the United States of America by Ibrahim Reda and Ashin Andreas [4]. 
3.4 Single-Axis Tracker algorithms 
To maximise the energy collected using a single-axis tracker, it is not sufficient to simply employ a 
Solar Position Algorithm.  The output of a Solar Position Algorithm for a particular time and place will 
be an azimuth and zenith angle.  However, if the tracker can only move about a single axis, at most 
times of the year it will not be possible to orient the tracker so that the tracker’s panel is exactly 
normal to the incident rays from the Sun.  A further calculation must be made to determine the 
optimal angle of rotation given the axis of rotation and tilt of the tracker.  The optimal angle of 
rotation is achieved when the panel is rotated such that rays from the sun are as close as possible to 
a line drawn normal to the panel surface.  
A number of equivalent algorithms have been published for this purpose [6] [7].  The algorithm 
selected for implementation was developed for NREL by Marion and Dobos [6].  The reasons for the 
algorithm selection are given in section 5.2.3. 
3.5 Service Oriented Architectures 
A Service Oriented Architecture (SOA) is an architecture for connected systems where the different 
functional parts of the system are separated into individual components.  Each component can offer 
services and consume services, and acts in a semi-autonomous manner.  Communication between 
components in a SOA is typically done through standard web protocols, and many standards have 
been developed to manage and secure the communication. 
SOAs are a concept that was developed originally for pure software based components and became 





include smart devices that may connect to and play a part in such an architecture.  Much of the work 
of building SOAs for devices is in the field of Industrial Automation [8]. 
SOAs are advantageous because the components are loosely coupled and standards based.  This 
facilitates component re-use, and replacement.  
This publication discusses how the concepts of SOAs can be applied to solar trackers, and the 
advantages in doing so. 
3.6 Web Services 
The “Service” part of a Service Oriented Architecture is typically implemented by a web service.  A 
web service is an internet-based communication interface.  Web services allow the interchange of 
information between different devices or software agents using standards-based communication 
protocols, and well defined data formats (schema).  Web Services are typically hosted on web 
servers (e.g. IIS or Apache) in the same way that a website is.  Where a web browser (such as Firefox, 
or Chrome) connects to the web server and receives an html page to display to the user; a web 
service consumer connects to a web service, and receives information that it can then process.  Web 
service consumers can be other websites, software applications, devices, or anything that has the 
capability to make a request over the http protocol. 
Web service communication is typically state-less.  That means that the web server does not need to 
maintain data about every caller of the web-service while it is running.  If data about a particular 
caller is to be stored on the web server, it is generally stored in a database, and then re-accessed 
each time that the caller accesses the web server. 
3.6.1 REST Web Services 
REST or Representational State Transfer web services are web services that adopt a convention 
whereby the URL used to access the web services is meaningful to the semantics of the web service.  
This is as opposed to traditional web services that pass XML documents back and forth. 
For example, the REST web service URL http://www.examplewebservice/Clients/37 might return the 
details about Client 37.  Data returned from a RESTful web service is often returned in the JSON 
(Javascript Object Notation) format, which is a set of key-value pairs, and more readable than 
traditional XML. 






4 System Architecture 
In the work that follows, a simple Service Oriented Architecture is created where multiple solar 
trackers (or potentially multiple arrays of solar trackers) can connect to a command and control 
infrastructure through the internet.  The conceptual architecture is shown in Figure 2 - Tracker and 
Web Service System Architecture. 
 




Figure 2 - Tracker and Web Service System Architecture 
The two components in this SOA are the Solar Tracker component, and the Sun Path web service 
component.  The components can be seen in Figure 3 - Solar Tracker and Sun Path Web Service 
Components.   
Only the Tracker Manager Sun Path service (GetSunPosition) and a single solar tracker were 
implemented in this work.  A logical extension would be for the tracker component to also provide a 
service as also shown in the bottom part of Figure 3 - Solar Tracker and Sun Path Web Service 







Figure 3 - Solar Tracker and Sun Path Web Service Components 
4.1 Advantages of SOA for a Solar Tracker 
There are a number of advantages that arise when using a Service Oriented Architecture for the 
solar trackers, as follows: 
4.1.1 Scalability 
With a system where all of the components communicate using web protocols, scaling the solution 
is simple.  Multiple arrays of solar trackers can use the same service that a single tracker uses, 
without any additional hardware or software installations required.  
4.1.2 Accessibility 
The web service is available on the internet, and as such any device that is authorised to connect to 
it can do so, as long as it has access to the internet.  In this way, trackers at many different locations 
can use the same web service to locate the sun, and additionally a single management service can 
monitor and control trackers at many different locations. 
4.1.3 Separation of Concerns 
Due to the manner in which the system is separated into components, the code for locating the sun 
exists in only one location (in the web service).  This means that the trackers only have to know how 
to connect to a service, and how to orient themselves to an angle specified.  If an error is found in 
the code for locating the sun, then it need only be updated in one location, rather than at every 
tracker. 
4.1.4 Security 
If the same protocols are used throughout the system, e.g. from one tracker to the base station, and 
from the base station to the cloud-based monitoring solution, issues such as authorisation and 
security only have to be solved once.  SOAs use web services for which there are already well 






5 The Sun Path Web Service 
5.1 Web Service Objectives 
The primary objective of the Sun Path web service is to provide a means of finding the location of 
the sun (azimuth and zenith) at a given time, with respect to any location on Earth for any device or 
computer that can connect to it. 
The secondary objective of the web service is to also provide the optimal angle of rotation for a 
single-axis polar-oriented solar tracker at a given location and time, and for a given tilt angle of the 
axis or rotation. 
The final objective is to provide a user interface (website) that demonstrates the use of the web 
service. 
5.2 Web Service Design and Implementation 
5.2.1 Technology Selection 
There are a number of different technologies that can be used for building standards compliant web 
services.  One of the founding principles of web services is that they are standards based, and thus 
implementation independent.   
In its most simple form, a web service is simply an agent that lives at a particular web address (e.g. 
http://myservice), receives a well formed http or https request, and returns a well formed response 
(in either JSON or XML format).  As such, it is possible to create the exact same web service using any 
number of different technologies.   
For the creation of the Sun Path web service, Microsoft technologies were selected.  These include 
the Azure (cloud-based) web service hosting service, the ASP.NET MVC run-time, and the C# 
programming language.  This selection was made on the basis that there exist high quality, freely 
available, development and debugging tools for the technologies, and low cost cloud hosting.  Also, 
the author was already familiar with that development environment.  
5.2.2 Web Service hosting 
The Microsoft Azure cloud service was selected for hosting the Sun Path web service.  The reason for 
choosing to cloud host the web service was to demonstrate that by using the web protocols, the 
service could be located anywhere.  Another advantage of cloud hosting is that the service is not 
behind any firewall or other network topology that makes it difficult for the tracker to access it. 
5.2.3 Solar Position Algorithm Selection 
There are a number of different publically published algorithms that have been developed for 
determining the solar position at a point in time for a given location. 
As can be expected, a small improvement in the accuracy of an algorithm may greatly increase the 
algorithm complexity, as it begins to take into account small adjustments for elements such as 
orbital eccentricity (the non-circular nature of the earth’s orbit) and the effect of the lunar orbit. 
The algorithm selected for the project is the NREL algorithm [4].  The degree of accuracy claimed by 
this algorithm (± 0.0003°) is far in excess of what is needed for a solar tracker, however the 
algorithm was attractive due to the availability of source code, the lack of licensing restrictions, and 
the likelihood of it being correct since it builds on previously published algorithms, and was 





5.2.4 Solar Position Algorithm Implementation 
The source code for the NREL Solar Position Algorithm was provided in the C language, which as a 
relatively low level language is suitable for use in microcontrollers, or for highly optimised high 
performance code, but is not well supported by popular web frameworks.  The ASP .NET framework 
selected for the web service requires a .NET language (typically either VB or C#), so the code had to 
be either translated in its entirety, or wrapped in a translation layer. 
The decision was made to translate the code to C# in its entirety, since that would make the final 
deployment of the code simpler, and also makes the architecture of the software easier to 
understand for future reuse.  C# was chosen in place of VB.NET as the syntax of the C# language is 
similar to C, making the translation simpler. 
5.2.4.1 Details of the translation from C to C# of the NREL algorithm code 
The Sun Path Algorithm code from NREL creates a struct of the in and out parameters (e.g. latitude, 
longitude, altitude, time, etc.) for the calculations, and then performs the requested calculations on 
the data in the struct, and returns the struct. 
The initial translation of this to C# attempted to convert this into an instantiable object (an Object 
Oriented Programming construct) with the input struct forming the parameters for the constructor, 
and then enabling operations such as GetSunrise, GetSunset, GetAzimuth, etc. on the object.  
However, the translation from over 1000 lines of procedural code to an object-oriented design was 
inherently buggy, and had the side-effect of the end structure looking dramatically different from 
the original code.  This made debugging differences in the output difficult to perform effectively. 
After some time pursuing the original strategy, it was decided to instead convert the C code to C# 
static methods, which operate in much the same way as the original C code.  This resulted in far 
fewer changes to the structure of the code, and fewer bugs.  It also resulted in a code that was 
easier to debug side-by-side with the original C code due to the structural similarities. 
5.2.5 Single Axis Tracker Angle Algorithm Selection 
The algorithm that was used for calculating the optimal angle for a single axis tracker was also 
developed by NREL [6].  The algorithm provides the optimal angle for a single axis tracker, given the 
orientation and tilt of the tracker, and the azimuth and zenith of the sun.  The equation developed 
by Marion and Dobos is as follows: 
𝑅 = tan−1[sin 𝜃𝑧 sin(𝛾𝑠 − 𝛾𝑎)]/[sin 𝜃𝑧 cos(𝛾𝑠 − 𝛾𝑎) sin 𝛽𝑎 + cos 𝜃𝑧 cos 𝛽𝑎]  
𝑊ℎ𝑒𝑟𝑒  
𝛽𝑎 = 𝐴𝑥𝑖𝑠 𝑡𝑖𝑙𝑡, 𝑎𝑛𝑔𝑙𝑒 𝑓𝑟𝑜𝑚 ℎ𝑜𝑟𝑖𝑧𝑜𝑛𝑡𝑎𝑙 𝑜𝑓 𝑡ℎ𝑒 𝑖𝑛𝑐𝑙𝑖𝑛𝑎𝑡𝑖𝑜𝑛 𝑜𝑓 𝑡𝑟𝑎𝑐𝑘𝑒𝑟 𝑎𝑥𝑖𝑠, 0° 𝑡𝑜 + 90°.   
𝛾𝑎 = 𝐴𝑥𝑖𝑠 𝑎𝑧𝑖𝑚𝑢𝑡ℎ 𝑜𝑓 𝑡ℎ𝑒 𝑡𝑟𝑎𝑐𝑘𝑒𝑟, 𝐸𝑎𝑠𝑡𝑤𝑎𝑟𝑑 𝑓𝑟𝑜𝑚 𝑁𝑜𝑟𝑡ℎ, 𝑎𝑙𝑤𝑎𝑦𝑠 0 𝑖𝑛 𝑡ℎ𝑖𝑠 𝑖𝑚𝑝𝑙𝑒𝑚𝑒𝑛𝑡𝑎𝑡𝑖𝑜𝑛. 
𝛾𝑠 = 𝑆𝑜𝑙𝑎𝑟 𝑎𝑧𝑖𝑚𝑢𝑡ℎ, 𝑎𝑛𝑔𝑙𝑒 𝐸𝑎𝑠𝑡𝑤𝑎𝑟𝑑 𝑓𝑟𝑜𝑚 𝑁𝑜𝑟𝑡ℎ.  
𝜃𝑧 = 𝑍𝑒𝑛𝑖𝑡ℎ 𝑎𝑛𝑔𝑙𝑒, 𝑎𝑛𝑔𝑙𝑒 𝑏𝑒𝑡𝑤𝑒𝑒𝑛 𝑎 𝑟𝑎𝑦 𝑓𝑟𝑜𝑚 𝑡ℎ𝑒 𝑠𝑢𝑛 𝑎𝑛𝑑 𝑡ℎ𝑒 𝑣𝑒𝑟𝑡𝑖𝑐𝑎𝑙. 
 𝑅 = 𝑅𝑜𝑡𝑎𝑡𝑖𝑜𝑛 𝑎𝑛𝑔𝑙𝑒, 𝑎𝑛𝑔𝑙𝑒 𝑜𝑓 𝑟𝑜𝑡𝑎𝑡𝑖𝑜𝑛 𝑜𝑓 𝑡𝑟𝑎𝑐𝑘𝑒𝑟 𝑎𝑏𝑜𝑢𝑡 𝑡ℎ𝑒 𝑎𝑥𝑖𝑠, 𝑓𝑟𝑜𝑚 𝑡ℎ𝑒 𝑖𝑛𝑐𝑙𝑖𝑛𝑒𝑑 𝑒𝑛𝑑 𝑜𝑓 𝑡ℎ𝑒 𝑎𝑥𝑖𝑠 
[6] 
 In the Sun Path web service, there is no provision made for the tracker to have an orientation other 





5.2.6 Web Service implementation and hosting 
The web service was built using the ASP.NET MVC framework, and the C# programming language.  
Visual Studio (of which there is a free version available for download) was used for the development.  
There are no licensing restrictions on the code provided in the appendices, and only publically 
redistributable libraries were employed. 
The web service was designed along REST (Representational State Transfer) principles, and transfers 
data in JSON (Javascript Object Notation) format for ease of processing in the tracker. 
The web service, upon receiving a request from a tracker or other web agent, calls into the NREL 
Solar Path algorithm module to determine the azimuth and zenith for the sun, and then calculates 
the optimal angle for a single axis tracker using the equation given in 5.2.5 before returning the 
result in JSON format as shown in Figure 4 below.  
 
Figure 4 - Web Service Implementation 
 
The format of the web service URL is as follows: 
http://sunpath.azurewebsites.net/api/values/<latitude>/<longitude>/<elevation>/<tilt angle> 
Where: 
<latitude> is the latitude in degrees as a decimal number.  0 at the Equator, positive to the North and negative to the 
South.  Valid values -90 to +90 
<longitude> is the longitude in degrees relative to Greenwich.  Negative to the West, and positive to the East.  Valid 
values -180 to 180. 
<elevation> is the elevation in meters above sea level of the tracker.  Valid range – 1000m to + 30000m. 
<tilt angle> is the angle from horizontal at which a single-axis tracker is tilted.  If the web service is not being called 
by a single axis tracker, this part of the URL can be set to 0, or left empty. 
The results provided by the web service in the JSON format are: 
Zenith – between 0 and 90 degrees (0 is straight up from the observer). 
Azimuth – between 0 and 360 degrees (Eastward from North) 






For example, a tracker located at Murdoch University, with a panel tilt angle of 20° would submit the 
following URL: 
http://sunpath.azurewebsites.net/api/values/-32.1/115.8/25/20  
And receive the following JSON (result of course dependant on the date and time of submission): 
{"zenith":71.9629558921176,"azimuth":308.35110860189081, "angle":"40.1275722240096"}} 
The web service is hosted on the Windows Azure cloud hosting service, which provides free hosting 
for a limited time period.  The service could be re-hosted on any IIS compatible web server. 
5.2.7 Provision of a human-accessible website 
By its nature, a web service does not have a graphical user interface.  To make it easier for 
consumers to use the web service if they were not simply connecting to it as a machine, a front-end 
website was created that provides a simple user interface to see the results that the web service 
would return for different locations. 
For convenience AJAX controls were implemented to retrieve location data (latitude, longitude, 
elevation and time zone) for any location.  These AJAX controls make use of mapping APIs provided 
by Google and Microsoft free of charge for academic use. 
The website is available at:   http://sunpath.azurewebsites.net  
5.2.8 Provision of a demonstration mode web service 
To facilitate the demonstration of a solar tracker with the Sun Path web service, it was decided to 
also provide a demonstration web service.  The motivation for this is that the sun would likely only 
move a few degrees during a demonstration, and given that most solar trackers only re-orient 
themselves once the sun has moved 5 or more degrees, a tracker connected to the service might 
only re-orient itself three times per hour. 
In addition, when debugging a solar tracker it is useful if that tracker moves more often than a few 
times per hour. 
The demo web service has a very similar URL to the general web service, with the word “demo” 
replacing the word “values” as follows:   
http://sunpath.azurewebsites.net/api/demo/<latitude>/<longitude>/<elevation>/<tilt angle> 
The demo web service receives and returns data in the same way as the general web service, 
however it returns values as if the sun moves from sunrise to sunset twice every hour, on the hour, 
with a few minutes of “night time” at each end. 
5.2.9 Other Considerations 
5.2.9.1 Security 
In a system as envisaged, where communication occurs between many solar trackers and a web 
service, the issue of security must necessarily be considered. 
As described above, the web service is hosted in the Azure cloud, and is reachable using the http 
protocol.  The http protocol is not a secure protocol.  Data is transferred in plain text, and no 
attempt is made to verify the identity of the service, client, or data being transferred.  For a 
production quality system, the communication between the web service and the client must be 





A common attack method on insecure web communications is the so-called “man in the middle” 
attack, where a malicious service intercepts web communications, modifies them, and either sends 
them on to the originally intended recipient, or returns bogus data to the client.  The http protocol, 
and the web service as developed is vulnerable to this type of attack. 
To ensure security of communication between the trackers and the server, the three principal 
objectives for the communication are [14]: 
Integrity:  That the data being transmitted and received is complete, and has not been tampered 
with. 
Confidentiality: That the data being transmitted and received has not been read by any other 
agents. 
Authentication:  That the data is sent from a known and verified sender, and received by a known 
and verified receiver. 
With the system architecture as implemented, a TLS (Transport Layer Security) such as SSL (Secure 
Sockets Layer) can provide the needed security.  The HTTPS protocol is an example of one such TLS 
option, and can meet the three requirements given above. 
With the existing implementation, a simple use of the HTTPS protocol, with only the server having an 
installed certificate, would be sufficient.  This is because the server currently has no knowledge of 
the clients, and as such is not concerned about the legitimacy of a client request.  However, if the 
device services as described in section 4 were constructed, then it would be important that clients 
could also be identified, and a client certificate, and mutual SSL would have to be employed. 
The reason that HTTPS was not employed in the current design is that the tracker was developed 
using an Arduino microcontroller.  The Arduino does not have the processing capability to encrypt 
and decrypt messages using the HTTPS protocol, whilst also performing other tasks.  For a 
production system, a more sophisticated separate communications chip could be added to tackle 
the SSL encryption / decryption, or a more capable SOC (System On a Chip) such as Raspberry Pi 
could be employed. 
5.2.9.2 True versus Magnetic North 
The Algorithm that has been selected for this project calculates the sun’s azimuth relative to true 
North.  Although it is possible to adjust the calculation for magnetic north, doing so adds significant 
complexity to the algorithm, and will not be attempted for the purposes of this thesis. 
Solar trackers that are designed to take advantage of the solar path web service are required to be 
oriented to true North, rather than magnetic north. 
5.3 Debugging and Testing 
There were two main phases to the debugging and testing of the Solar Position Algorithm code.  The 
first requirement was to check that the output of the code that had been translated from C to C# 
was the same as the original code, and the second was that the original code was generating data 
that was correct. 
Due to the large number of lines of code, and relative complexity of the NREL SPA algorithm, there 
were a number of bugs in the initial conversion from the C language to the C# language.  Most of 





and also the conversion required from a procedural language (C) with many public variables to an 
object oriented language (C#) with its properties, accessors, fields and encapsulation. 
5.3.1 Verifying the translation to C# from C 
The output of the Sun Path Algorithm calculation module in C# was tested by creating a simple host 
application for the original code, and another host application for the C# code, and then testing both 
applications by passing the same input parameters and verifying that they provided the same result. 
When the program outputs did not match, the C# and C modules could be stepped into with a 
debugger at the same time, and it was thus possible to determine where the variances occurred.  
Most of the issues found were due to the difference in by-reference and by-value semantics 
between C and C# when passing objects into sub-routines.  Other differences in intermediate 
outputs were found due to the .NET CLR having a slightly different mechanism for performing 
floating point calculations than the Visual C++ runtime. 
By using the side-by-side technique, a number of differences between the translated and original 
algorithms were found and corrected. 
5.3.2 Testing the NREL Solar Position Algorithm 
Although beyond the scope of this work to ascertain the correctness of the SPA algorithm provided 
by NREL, it made sense to verify that the output of the web service using the algorithm provided 
sensible results. 
To accomplish this, various different inputs were provided to the web service, and the results that 
were returned were tested against values obtained from other websites.  Although this method of 
testing does not demonstrate correctness, and is far from exhaustive; verifying against values from 
observation (e.g. sunrise and sunset times), and also other calculation methods ensured that there 
were no obvious bugs in the output. 






Table 2 shows the results from a number of different websites that provide azimuth and zenith 
values for the sun at three different times of a day, and three different days of a year, compared to 
the results from the Sun Path web service at a latitude of -27.47 and a longitude of 153.023. 
Table 3 shows sunrise and sunset times for the same location and days.  Website locations are given 
in Table 1 - Websites used for testing algorithm output. 
Table 1 - Websites used for testing algorithm output 
Site  URL  
Sun Earth Tools  http://www.sunearthtools.com/solar/sunrise-sunset-calendar.php  
PV Education  http://www.pveducation.org/pvcdrom/properties-of-sunlight/sun-position-
calculator  







Table 2 - Comparative azimuth and zenith results for different sources 
 Azimuth Zenith 
Date / Time SunPath Sun Earth PV Ed NREL SunPath Sun Earth PV Ed NREL 
01/01/2014 09:00 93.3 93.3 93.3 93.3 38.8 25.5 38.8 38.8 
01/01/2014 12:00 335.6 335.7 335.6 335.6 4.9 16.1 4.9 4.9 
01/01/2014 15:00 265.1 265.1 265.1 265.1 42.6 55.8 42.7 42.6 
01/05/2014 09:00 48.5 48.5 48.2 48.5 58.3 49.5 58.5 58.3 
01/05/2014 12:00 354.7 354.7 354.7 354.7 42.6 46.2 42.6 42.6 
01/05/2014 15:00 305.8 305.8 305.8 305.8 63.5 75.0 63.6 63.5 
01/09/2014 09:00 54.7 54.7 54.7 54.7 54.2 43.4 54.2 54.2 
01/09/2014 12:00 355.0 355.0 355.0 355.0 35.9 39.8 35.9 35.9 
01/09/2014 15:00 300.5 300.5 300.5 300.5 58.6 70.6 58.6 58.6 
Note that times given are AEST (Australian Eastern Standard Time), which is GMT + 10. 
 
Table 3 - Comparative sunrise and sunset times from different sources 
  Sun Path Sun Earth Tools PV Education 
Date  Sunrise  Sunset  Sunrise  Sunset  Sunrise  Sunset  
01/01/2014  04:56  18:46  04:56  18:47  05:02  16:42  
01/05/2014  06:14  17:17  06:13  17:17  16:16  17:14  
01/09/2014  06:01  17:34  06:02  17:34  06:03  17:32  
 
As can be seen from the results above, there is a very high degree of correlation between the results 
from the different web sites, with the exception of the zenith values from the Sun Earth Tools site, 
which appear to be in error. 
In addition to the above testing, ad-hoc testing was carried out for one-off checks of different 
latitudes and longitudes, and from simple observation. 
5.4 Web Service Results 
The Sun Path web service as described above adequately meets the objectives of providing a simple, 
reliable, and accurate means for a tracker to find the location of the sun relative to its position using 
standard web protocols.  The web service also begins to demonstrate how a solar tracker, or other 





6 Prototype single-axis solar tracker 
6.1 Tracker objectives 
The objectives of the single-axis solar tracker prototype were as follows: 
 Connect to the Sun Path web service using a WIFI connection and retrieve the current 
optimal panel angle for tracking the sun. 
 Orient the panel to any angle. 
 Demonstrate that it is feasible for simple devices to participate in a Service Oriented 
Architecture using web services. 
 
6.2 Physical Design 
The demonstration single-axis tracker is scaled to fit a small 12V solar panel of approximately 20W 
maximum output.  The tracker utilises an electric motor attached directly to the shaft of the tracker 
to drive the rotation of the panel.  The tracker includes a Hall-effect sensor on one of the tracker legs 
for calibration.  The tracker is mounted on a frame, with the Arduino microcontroller and associated 
other hardware attached to the base. 
As the device is for demonstration and testing purposes, no attempt was made for the tracker to be 
self-powered.  All of the electronics are powered from a 12V AC/DC converter connected to a 
standard household power outlet. 
The construction of the mechanical part of the tracker was done by John Boulton in the Engineering 
workshop at Murdoch University.  The tracker is shown below in Figure 5. 
 
Figure 5 - Prototype single axis tracker 
6.2.1 Tilted versus non-tilted design 
The tracker is a simple horizontal single-axis type.  However, if an experiment requires a tilted single-
axis tracker, the entire tracker can be tilted by raising the motor end of the tracker base to the 
desired angle.  The only adjustment that needs to be made is that the software calling the web 
service must be updated so that it informs the web service of the new tilt angle, otherwise the 





6.2.2 Position Sensor 
A Hall-effect sensor is located on the leg of the tracker that has the motor attached to it.  There is a 
magnet glued to the aluminium panel at the point where it passes the leg.  This Hall-effect sensor is 
connected to the Arduino microcontroller, and allows the microcontroller to set the start position of 
the panel.  It is also used for re-setting the panel position if the tracker detects a configuration error. 
6.2.3 Design Issues 
After the initial construction, it was found that the weight of the panel was such that the amount of 
torque required to move the panel, particularly from -90° (e.g. facing the horizon) upward was far 
greater than anticipated.  This was due to the panel being mounted to one side of the axis of 
rotation.  If the panel had been mounted closer to the axis of rotation, or if a counter-balancing 
weight had been used, then the torque demands on the motors responsible for moving the tracker 
could have been minimized.  It was decided not to mount the panel closer to the axis of rotation as 
the panel would have had to be modified to do so, and the appropriate tools were not available. 
6.3 Microcontroller and Component Selection 
The key requirements for a microcontroller for the solar tracker were as follows: 
 Reasonably Cheap 
 Able to connect to the internet 
 Able to drive motors 
 Able to read sensors 
 Have hardware interrupts for monitoring sensors 
 Have timer interrupts for timing 
 Easy to program 
Although most microcontrollers could meet the task required with an appropriate amount of 
customization, the microcontroller selected for the tracker was an Arduino Mega.  The Arduino is a 
cheap and easy to program microcontroller, and because it is built for prototyping it has a variety of 
stackable “shields” that enable extra functionality such as connecting to the internet, driving motors, 
and displaying outputs with minimal programming.  It also has a very active community of users, and 
open source libraries for use with the popular add-ons. 
6.3.1 The Arduino Mega 2560 
http://arduino.cc/en/Main/ArduinoBoardMega2560  
The Arduino Mega 2560 is an extended Arduino microcontroller board based on the AT Mega 2560 
chip.  It was selected for this project because it has more input and output pins than the regular 
Arduino boards, along with more interrupt pins.  With the number of peripherals being used on this 
project, the additional pins were required. 
6.3.2 Arduino WIFI Shield 
http://arduino.cc/en/Main/ArduinoWiFiShield  
The Arduino WIFI Shield is a stackable shield that sits on top of the Arduino.  Through an open 
source library it provides the ability to connect to WIFI networks through the 80211b/g networks, 
using WEP or WPA encryption.   
This shield was selected as the mechanism for connecting the tracker to the internet.  An alternative 
would have been to use an Ethernet shield, however it was thought to be more convenient to 





tracker connect via a 3G or 4G WIFI router if no LAN or WIFI network is available but there is mobile 
phone coverage. 
The shield as purchased did not have the latest firmware installed on it, and as such would not 
connect to most WIFI networks.  Updating the WIFI shield chip to the latest firmware resolved this 
issue. 
6.3.3 Arduino Motor Shield R3 
http://arduino.cc/en/Main/ArduinoMotorShieldR3  
The Arduino does not have sufficient power output from its digital pins to drive a 12V DC motor.  For 
this reason a Motor Shield was purchased.  The Arduino motor shield can drive 2 DC motors, or 1 
bipolar stepper motor with a maximum of 2A per channel at up to 12 V. 
The motor shield is stackable with the Arduino Mega, and has sufficient power to drive all of the 
motors that were considered. 
Due to a pin conflict with the WIFI shield, only one of the 2 motor drivers could be used, and one of 
the other pins for the Motor Shield had to be re-wired.  See the Wiring Diagram in section 12.1 for 
details. 
6.3.4 Freetronics 16x2 LCD Shield V2 
http://www.freetronics.com/products/lcd-keypad-shield 
The Freetronics 16x2 LCD Shield is a stackable Arduino compatible shield that provides a display 
capability for the Arduino, and also some buttons for driving a menu system on the display.  This 
shield was used to enable control of the unit without connecting via a Serial cable. 
Although the LCD Shield is stackable upon the Arduino Mega, due to pin conflicts with the WIFI 
Shield and the Motor Shield the LCD Shield had to be connected to a shield adapter, and wired to 
other free pins on the Arduino Mega.  See the Wiring Diagram in section 12.1 for details. 
6.3.5 Freetronics Hall-Effect Magnetic and Proximity Sensor Module 
http://www.freetronics.com/products/hall-effect-magnetic-and-proximity-sensor-module 
This sensor detects magnets that come in close proximity with it through the Hall-effect.  It has a 
digital output for the proximity sensor, and +5V and GND wires for power supply.  It also has an LED 
that turns on when the sensor is triggered, which is useful for debugging. 
The Hall-effect sensor is attached to the leg of the solar tracker, and from there to one of the digital 
inputs of the Arduino Mega (See Wiring Diagram section 12.1).  The sensor was used for detecting 
the start location for the solar panel as it rotated on the tracker.  A magnet glued to the solar panel 
triggers the sensor as the panel reaches -90° (facing to the West).  Figure 6 below shows the Hall-






Figure 6 - Hall-effect sensor operation 
6.3.6 12V AC/DC converter 
A 12V AC/DC Converter was used to power the Arduino, and the associated shields and sensors.  The 
maximum output of the converter was 2.5A at 12V, which was sufficient to power the motor shield 
in addition to the Arduino. 
6.3.7 Combining the Arduino Shields 
One of the advantages of using the Arduino for prototyping is that there are many “shields” that 
stack on top of the basic Arduino board, and provide additional functionality.  One drawback to the 
shields is that pin conflicts can occur if more than one shield is used.  This project uses three 
different shields as seen in Figure 7; a WIFI shield, a motor controller shield, and an LCD display 
shield.  PIN conflicts do occur between the shields, and the steps take to work around the pin 
conflicts is described below in sections 6.3.7.1 to 6.3.7.3 
 





6.3.7.1 WIFI Shield 
The WIFI shield was placed directly on top of the Arduino Mega board, and no changes were made 
to the default pins. 
6.3.7.2 Motor Shield 
The motor shield has a pin conflict with the WIFI shield (Pin D9).  The shield was stacked on top of 
the WIFI shield, and to work around the conflict, channel B of the motor driver was used (channel A 
uses the conflicting pin), and pin D9 was removed from the motor shield.  Additional spacers were 
used between the WIFI Shield and Motor Shield to enable the pin to be removed without physically 
altering the shield (a blank spacer was used for pin D9 to accomplish this.) 
6.3.7.3 LCD Shield 
The LCD shield when connected directly to an Arduino board makes use of pins A0 and D3 – D9, 
almost all of which conflict with either the WIFI shield, or the motor shield.  To work around this, a 
shield mount was used, and all of the pins in use by the LCD Shield were blanked.  The pins were 
then re-routed to vacant pins on the Arduino Mega board.  The wiring diagram 12.1 details the pin 
assignments. 
6.3.8 Draw-backs of the Arduino 
The main disadvantage to using the Arduino for the tracker was that it precluded the use of the 
https protocol for communicating with the web service due to insufficient processing capability.  
Refer to section 5.2.9.1 for more details. 
The other issue that increased the development time somewhat is that the while the different 
stackable Shields are all compatible with each of the Arduino boards, they are not always compatible 
with each other, and re-routing pins due to pin conflicts can be difficult.  Extra blanking connectors 
were used in this implementation to work around the problem, however this leads to a rather tall 
and cumbersome microcontroller stack. 
6.3.9 Alternative Controllers 
There are a number of different SOC (System On a Chip) microcontrollers available that could have 
been used for this project.  The primary alternative considered was the Raspberry Pi 
(www.raspberrypi.org).  The main drawback to the Raspberry Pi is that it runs a distribution of Linux 
as the Operating System, and this is not a real-time operating system, so processing interrupts at 
real-time speeds for tracking the movement of the panel is not possible. 
The advantages of Raspberry Pi from the application side (e.g. it can run a web server, do encryption 
/ decryption etc.) were not necessary for this project.  For future work (see section 9) or for utilising 
the https protocol for security, it might make sense to connect a Raspberry Pi with the web 
connectivity and LCD display to a real-time microcontroller for the tracker control. 
6.4 Programming the Tracker 
The tracker was programmed in C using the Arduino development tools.  Program code is loaded 
into the Arduino microcontroller using the USB connection.  Overall program flow, and the specifics 
of programming each component are described below. 
6.4.1 Program Flow 
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6.4.2 Start up 
The initialization and startup routine for the tracker sets up the interrupts for the various sensors, 
makes the pin assignments for the shields, and verifies the existence of the appropriate shields.  If 
any critical issues are identified, the tracker logs the errors and shuts down. 
6.4.3 Configuring the Tracker 
When the tracker first starts up, the position of the panel is unknown, since there is no guarantee 
that the tracker shut-down in the ready state (panel facing West).  For this reason, the tracker must 
be configured after first starting up.  To configure the tracker, first a check is made to see if the Hall-
effect sensor described in section 6.3.5 is currently detecting the panel, if it is, then the tracker is in a 
known state, and ready to operate.  If it isn’t, then the panel is first wound forward about 10 degrees 
in case it was resting just behind the Hall-effect sensor, and then the panel is rotated backwards 
until the Hall-effect Sensor is triggered.  In this way, the panel is generally configured with the least 
tracker movement, but even if the tracker was shut down with the panel at 90 degrees (facing to the 
East), it will be found.  If the tracker moves a complete revolution without being found, then the 
Hall-effect sensor must be faulty, and the tracker will log an error and shut itself down. 
6.4.4 Menu System 
The menu system allows the user to specify the tracker operation from the LCD display and keypad.  
The menu options available after startup are: 
 Start in Demo Mode – will connect the tracker to the demo web service as described in 
5.2.8. 
 Start in Normal Mode – will connect the tracker to the normal web service. 
 Configure Tracker – will reset and reconfigure the tracker. 
When in the Menu system state, the Arduino monitors the inputs to the keypad of the LCD display, 
and waits for the user to select an option. 
While the tracker is running the menu system can be used to reset the tracker, which brings the 
tracker back to the startup state. 
6.4.5 Calling the web service  
Once the user has selected which web service to connect to, the tracker will connect to the WIFI.  
The WIFI connection parameters (SSID and password) are stored in flash memory on the tracker.   
Once a connection has been established the tracker will connect to the appropriate web service and 
request the current optimal angle for the panel.  The tracker connects to the web service using the 
URL and latitude / longitude / altitude data that are stored in flash memory on the Arduino chip. 
6.4.6 Setting the Desired Panel angle 
When the web service call returns, the optimal panel angle is parsed from the return data, and a 
check is made to see if that angle is different from the current panel angle by more than 5 degrees.  
If it is, then a call is made to the motor module to move the tracker to the new location. 
If the optimal angle has just sunk below the horizon, then the tracker is returned to its start position, 
ready for the sun to come up the following day. 





6.4.7 Motor Control 
The motor control section of the tracker code was functionally quite simple, though quite 
complicated to implement.  The 2 operations that the motor control code must support are: 
1. Set the angle of the tracker; and  
2. Configure the panel position. 
Part one takes an angle as the input, and returns either a success or failure code if the panel can not 
be rotated to that angle. 
Part two is used at initial configuration time, and to check that the panel is still properly configured 
at the end of the day. 
The implementation for parts 1 and 2 varied considerably depending on which motor was being 
used.  See section 6.5 for more details.  
 
6.4.8 Re-setting the tracker at night time 
When the web service reports back that the zenith of the sun is greater than 90°, the sun is below 
the horizon, and so it is necessary to return the tracker to the start-up position.  To do this, the 
tracker was simply wound backwards 180 degrees to its start point. At that point, the Hall-effect 
sensor that is mounted on the leg of the tracker should be active, indicating that the panel is in the 
desired start position.  If the Hall-effect sensor is not active, then the tracker must have become 
misconfigured, and the tracker configuration routine will be run again. 
6.4.9 Wait time 
The tracker waits 5 minutes between each time it checks the web service.  During that time the 
menu system is available to reset the tracker.  Although the tracker checks the web service for the 
optimal rotation every 5 minutes, it will only adjust the tracker angle if the tracker is not within 5 
degrees of the optimal position. 
6.4.10 Error Conditions and Protecting the Tracker 
During development, particularly with the DC Gear motor, safeguards were needed to ensure that 
the tracker did not get into a run-away state, spinning endlessly possibly damaging the motor and 
other components.   
To protect the tracker, a check is made in the ISR (Interrupt Service Routine) that monitors the 
displacement of the tracker by counting the pulses from the quadrature encoder (see 6.5.2.3).  If the 
count of the movement of the tracker exceeds the count required for a complete forward 
revolution, or is less than the negative count of a complete backward revolution, the tracker must 
have turned past 360 degrees, and is therefore put in an error state. Once in an error state, the 
tracker shuts down, and will not re-start without a full system reset. 
This protection was useful during development, and remains in place as a safety mechanism. 
6.4.11 Log Levels 
To enable debugging of the tracker, a number of different log levels were enabled in the tracker 
code.  The standard operational log level outputs minimal information about the tracker status to 
the serial output.  There are two other log levels that provide progressively more information about 





The LCD display screen is not used for debugging, and only very basic status information is available 
on that screen. 
6.4.12 Demo Mode 
As described in section 5.2.8, a demo mode was added to the Sun Path web service to facilitate 
testing and demonstration of the tracker.  Since the tracker operates in the same manner for the 
demo mode as for the regular operational mode, the only additions to the tracker to support demo 
mode were the addition of a slightly different URL in the web service connection code, and an 
additional Menu option for selecting demo mode at tracker startup. 
6.5 Motor Selection 
Three different motors were assessed for driving the tracker, with varying results as described in the 
sections following. 
6.5.1 Stepper-motor 
The original design of the tracker was to use a stepper motor attached to the shaft of the tracker.  
The desirable characteristic of the stepper motor is that it can be moved in discrete steps that are 
always the same number of degrees, and thus the task of turning the motor to achieve a certain 
panel angle should be fairly straight forward. 
6.5.1.1 Stepper motor specifications 
The stepper motor selected was a 12V bipolar motor with a step size of 1.8° and a max current of 
330mA.  See appendix, section 12.5 for details. 
6.5.1.2 Controlling the tracker with the stepper motor 
The task of programming the stepper motor was relatively straightforward.  The motor selected was 
a two phase stepper motor with 1.8° of rotation of the output shaft per step.  To drive the stepper, 
the coils of the stepper are each energised in turn, causing the device to step.  Since each step of the 
motor is performed by the program, and corresponds to 1.8°, monitoring the location of the panel 
should be relatively straight forward.   
The program to drive the tracker using the stepper therefore looks like the following: 
 Set the tracker to its zero point using the Hall-effect sensor as in section 6.4.3. 
 Find out the desired angle of rotation from the web service 
 Calculate the number of steps required to reach that point.  E.g. if the current position was 
0, and the desired position was 45°, then 45/1.8 = 25 steps. 
 Drive the motor the number of required steps. 
 Update the current position.    
6.5.1.3 Conclusions regarding the use of a stepper motor  
The stepper motor that was purchased for this project was inadequate for the task of moving the 
tracker.  While it worked reasonably well when attached only to the shaft, once the panel was 
attached, the weight of panel meant that the torque from the motor was insufficient to move the 
panel.  This issue was exacerbated by the design of the tracker where, as described in section 6.2.3 
the axis of rotation was offset from the centre of gravity of the tracker.      
Another issue with the stepper motor is that the stepping action occurs at a high RPM, and thus the 
momentum of the panel after being moved, even a single step (about 1.8° in this case), was enough 






Although it might be possible to specify a stepper motor with sufficient rotational and holding 
torque to move the panel, such a motor would be significantly more expensive than either a DC or 
worm drive motor, and would still have the momentum issue discussed above due to the step 
speed.   
A stepper motor with a large reduction gear might be a feasible solution, however the stepper coils 
still have to be energised to maintain a holding torque, which would add to the energy use of the 
tracker. 
6.5.2 DC Gear motor with quadrature encoder 
The second choice for a motor was a DC gear motor.  The advantage that the DC gear motor has 
over the stepper motor is that it develops high torque due in part to the reduction gears, and also 
spins at a more useful RPM due to the reduction gear.  
One issue with a DC gear motor is that unlike a stepper motor, which moves a discrete number of 
steps based on the inputs, the DC motor is either spinning or not, and the amount that the output 
shaft turns has to be determined using other means.  This is what the quadrature encoder is used 
for.  The quadrature encoder is essentially a disk with magnets, usually attached to the motor output 
shaft (not the gearbox output shaft), and two Hall-effect sensors attached to output wires from the 
motor.  With this configuration, as the motor spins a square wave pattern can be detected on the 
output wires, and by monitoring the two outputs the speed, direction, and number of rotations of 
the motor can be determined.   
The motor selected had a final drive ratio of 100:1, and a 64 CPR (Counts Per Revolution) quadrature 
encoder, so at the output shaft it is possible to count 6400 counts per revolution.  This allows for 
relatively fine-grained control. 
6.5.2.1 DC Gear motor specifications 
The DC gear motor selected was a 12V, 5 Amp pololu gear motor, with a 64 CPR (Counts Per 
Revolution) quadrature encoder. 
See appendix section 12.6 for details. 
6.5.2.2 Controlling the tracker with the gear motor 
The difficulty that arises using a DC gear motor for moving the tracker is that any load on the tracker 
panel will cause the motor to move.  It is therefore not possible to turn off the motor if there is any 
torque on the panel, otherwise the panel will move.  As shown in Figure 9, gravity applies a torque 
on the panel unless it is completely horizontal.  Therefore, in order to maintain the tracker in a 
stationary position, the torque on the panel must be counteracted by the same amount of torque 






Figure 9 - Torque on the tracker panel due to gravity 
As the tracker moves through the different states shown in Figure 9 above, varying amounts of 
torque are required to keep the tracker at rest, move the tracker forward, or move the tracker in 
reverse.   
The torque from the DC motor can be varied using PWM (Pulse Width Modulation).  In the forward 
direction, the torque varies between 0 and 100% of maximum by varying the PWM between 0 and 
255.  To apply torque in the reverse direction, the motor direction is switched, and once again a 
PWM between 0 and 255 is applied. 
To cause the tracker to move forward from rest, the PWM cycle, which starts at 0 in the resting 
state, is gradually increased until the tracker starts to move.  Once the tracker is moving, the PWM 
stops increasing.  If the tracker continues to accelerate, the PWM is reduced or the motor reversed.  
If the tracker slows down or stops, the PWM is increased.   
As the tracker reaches its target, the PWM is reduced until the tracker stops moving. 
The changes in torque required to both move the tracker, and maintain it in a steady state require a 
continual monitoring of the tracker position and velocity, and continual updates to the PWM cycle of 
the motor to ensure it is providing the correct amount of torque.  Although conceptually fairly 
simple, this continual monitoring and updating makes the code for the tracker quite complicated 
when compared to the worm gear motor described below in section 6.5.3. 
6.5.2.3 Measuring the orientation of the tracker 
The displacement of the tracker is measured by counting the impulses from the quadrature encoder 
in an ISR (Interrupt Service Routine).  At startup, the counter is 0, and any movement of the tracker 
in the forward direction will cause the counter to increment, and movement in the reverse direction 
will cause it to decrement. 
The quadrature encoder is 64 CPR (Counts Per Revolution) of the motor shaft, which corresponds to 
6400 CPR of the gearbox output shaft.  Calculating the location of the tracker is a matter of knowing 
the start point, and then multiplying the number of counts by 360 and dividing by 6400.  Note that 






6.5.2.4 Monitoring the speed of the tracker 
The internal timers of the Arduino were utilised for measuring the speed and acceleration of the 
tracker.  In the ISR (Interrupt Service Routine) that was called as the quadrature encoder moved 
(6400 times per revolution), a timestamp was taken, and compared to the previous time stamp.  In 
this way it could be determined how fast the tracker was moving.   
Speed limits were set on the tracker so that if the time between successive invocations of the ISR 
was smaller than a certain number of microseconds, the PWM of the motor would be reduced to 
slow the tracker down. 
6.5.2.5 Stopping the moving panel 
Due to the mass of the panel, the tracker has a significant momentum as it is moving, particularly if it 
is moving more than just a few degrees and has had time to speed up.  Due to this momentum it is 
not possible to stop the tracker instantly.  The tracker must be gradually slowed down before 
reaching its target, or it will overshoot the angle of orientation it was supposed to stop at. 
The distance prior to the target that the tracker has to begin slowing was determined through trial 
and error, and is configurable in the parameters of the motor control code.  If the tracker overshoots 
the target, it will simply move backwards until it reaches it. 
6.5.2.6 Un-stalling the tracker 
During testing, the tracker was often observed to stop moving prior to reaching the target angle.  
This occurred because the interrupts from the quadrature encoder were being used to monitor the 
tracker progress and adjust the PWM of the motor appropriately.  If the torque against the direction 
of motion of the tracker increased enough to stop the tracker, no interrupts would fire, and the 
tracker would stall. 
To address this issue, the internal timer interrupts were configured to fire regularly and an ISR was 
created to check if the tracker is in its desired location.  If the tracker is not at its desired angle, and 
not moving towards it, then the ISR will adjust the PWM until the tracker begins to move again. 
6.5.2.7 Conclusions regarding the use of the DC Gear Motor 
A satisfactory result was obtained with the DC gear motor, and it was possible to control the tracker 
accurately.  However, it was far from ideal as a driving motor for the tracker.  The characteristic of 
the motor that torque applied to the output shaft will move the motor, means that a great deal of 
extra code must be written to maintain a “steady state” – e.g. to keep the tracker still in certain 
configurations.   
To counteract the torque from gravity, the motor is running most of the time, not just when rotating 
the tracker.  Over time that will wear out the motor, and significantly add to the power usage of the 
tracker. 
Adding a brake to the output shaft so that the motor could be turned off would increase the utility 
of the DC Motor in this application. 
6.5.3 DC worm gear motor with quadrature encoder 
The third motor selected for the project was a DC worm gear motor with a quadrature encoder.  The 
main functional difference between a worm gear motor, and a regular DC gear motor is that torque 





The reason for this characteristic is the worm gear, which looks like the following: 
 
Not having torque on the load move the motor is useful for the solar tracker because it is then 
possible to drive the shaft that the panel is attached to up to the appropriate location, and then turn 
off the motor.  Any torque load on the panel will not spin the motor, so the panel will stay in 
whichever position it is left in.  This prevents the tracker from moving due to gravity or due to some 
other load (e.g. the wind) applying torque to the panel.   
The other advantage of a worm gear is that they frequently have very high gear ratios (in this case 
over 900:1), which results in a no-load speed of 4.4rpm on the output shaft, allowing the panel to be 
rotated slowly and smoothly. 
6.5.3.1 DC worm gear motor specifications 
The DC worm gear motor selected was a 12V, 1A motor with a 972:1 final drive ratio and a 334 CPR 
quadrature encoder.  See appendix, section 12.7 for details. 
6.5.3.2 Controlling the tracker with the worm drive motor 
Due to the physical characteristic of the worm drive motor that torque applied to the output shaft 
does not rotate the motor, it was far simpler to program than the DC Motor.   
With 324,648 pulses from the quadrature encoder for a full revolution, to rotate the tracker to a 
new location was simply a question of starting the motor in the desired direction and running it for 
the number of pulses that corresponded to the number of degrees that were required for the move.  
As with the DC Gear motor, it was necessary to slow the tracker prior to reaching the target location 
so that the tracker did not overshoot the target. 
6.5.3.3 Conclusions regarding the use of a Worm Drive Motor 
The DC worm gear performed perfectly for this application.  Due to the high gear ratio the panel 
moves slowly and smoothly, and due to the worm gear the panel does not continue to move once 
the motor has been switched off.   
For building simple single-axis solar trackers with the motor directly driving the shaft that the panel 
lies on, this type of motor is more functional, energy efficient, and easier to program than a standard 
DC motor. 
6.6 Testing the tracker 
The tracker was tested by configuring it to connect to the demonstration web service, and then 
checking that it could move to and then maintain the angle received from the web service.  The 
tracker was able to do this with both the DC gear motor, and the worm gear motor to within 3 





6.7 Prototype Single Axis Tracker Results 
The single-axis tracker prototype performed well with both the DC gear motor and worm gear motor 
driving the panel rotation.  The tracker with the worm gear motor had the best outcome, requiring 
significantly less programming, and resulting in smoother operation. 
The role the tracker could play in a Service Oriented Architecture was demonstrated by it using the 
web service to orient itself.  The code required to connect to the web service and retrieve the 
optimal angle of rotation was less than 100 lines, which compared to over 1000 lines in the solar 
position algorithm.  This demonstrates that the separation of concerns that a Service Oriented 
Architecture provides can lead to simpler device implementations. 
7 Project Costs 
Table 4 - Component Costs 
Component Price ($AUD) 
Stepper motor 20 (not included in total price) 
DC Gear motor 50 (not included in total price) 
Worm gear motor 23 
20W Solar panel 50 
Arduino Mega 2560 66 
WiFi Shield 100 
Motor Shield 30 
Motor Mounts 15 
Hall Effect Sensor 10 
LCD Display 30 
LCD Display Mount 17 
Wires and connectors 10 
Tracker Frame and Shaft Provided by University 
Total Price with Gear Motor $351 
 
8 Conclusions 
In this thesis it was demonstrated that it is feasible to move the control software for a solar tracker 
into a cloud hosted service, and control the tracker from anywhere using standard web protocols in 
a Service Oriented Architecture.  A low cost horizontal single-axis tracker that connects to the 
internet was developed, alongside a cloud-hosted web service that provided the tracker with its 
orientation information. 
It was found that a worm gear motor was the most suitable of the three drive types tested for 
manipulating the tracker.  The Arduino microcontroller that was used for the tracker was suitable to 
the task, however would not be sufficient if secure communication with the web service was 
required. 
9 Future Work 
The next step in demonstrating the utility of a Service Oriented Architecture for use with solar 
trackers is to complete the web services as described in section 4.  This would require the creation of 





services.  Some attention would have to be paid also to the registration of trackers with the control 
web services so that the control web service knows how to reach the tracker. 
Another extension to the work would be to demonstrate secure communication between the 
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11 Glossary of Terms and Acronyms 
 
Term Definition 
AJAX Asynchronous Javascript and XML – a web development 
technique that allows data to be returned to a website 
asynchronously without refreshing the web page. 
API Application Programming Interface – a library of useful related 
functions that simplify the process of programming. 
Chronological Solar Tracker Solar tracker that uses a solar position algorithm, and 
knowledge of the time and its own location to determine the 
position of the sun. 
JSON Javascript Object Notation – a data format used by web 
services that is human readable and easy to parse. 
NREL National Renewable Energy Laboratory – a US government 
department that provides research and development 
assistance to the renewables industry in the US. 
REST Representational State Transfer – a style for developing URL 
prototypes for web methods so that their semantics are easy 
to understand, and human readable. 
Service Oriented Architecture 
(SOA) 
A Service Oriented Architecture in software is a design pattern 
where the different functional parts of a system are 
encapsulated as semi-autonomous components that offer and 
consume services from other agents.   
Web Service A software function that provides return values in response to 
requests using web protocols.  Used for machine to machine 
communication. 
CPR Counts Per Revolution – the combined number of counts seen 
from the two outputs of a quadrature encoder for a full 
revolution of a motor. 
SPA Solar Path Algorithm – an algorithm used for determining the 
location of the sun with respect to an observer near Earth. 
PWM Pulse Width Modulation – varying the duty cycle of a square 
wave.  In this context it is used for varying the speed and 








12.1 Wiring diagram 
 
12.2 Tracker Arduino Code for worm gear motor 
/*--------------------------------------------------------------------------------------------
------------------------- 
   Solar Tracker 
   
  This program operates a single-axis solar tracker.  The tracker utilizes a dc worm gear 
motor to turn the solar panel, 
  and a sensor to detect when the tracker is at its start point.  The microcontroller has a 
wifi 
  shield for internet communication, a motor shield for driving the servo motor and uses and 
LCD Display with a keypad 
  for receiving user input and displaying status.  Detailed status is output to the serial 
port. 
   
  On startup, the program configures the solar tracker. 
   
  Every few minutes (time is configurable) the program connects to a webservice 
(sunpath.azurewebsites.net) 
  and retrieves the current optimal angle for receiving the sun's rays.  The tracker is then 
rotated to that position. 
   
  After daylight hours, the tracker returns to its startup position. 
   
  Circuit: 
  * WiFi shield attached 
  * Motor shield attached (with some pins moved due to conflict with the WiFi Shield) 
  * LCD Display shield attached 
  * Hall-effect sensor attached 
   
  this program uses the following open source libraries provided by the Arduino community: 
  SPI.h, WiFi.h, avr/io.h, avr/interrupt.h, Wire.h, LiquidCrystal.h 
   
  it also uses some template code provided by freetronics for the LCD display module. 
  all other work is the author's. 
   
  created 25 May 2014 











































// Pins in use 
 #define BUTTON_ADC_PIN           A15  // A0 is the button ADC input 
 #define LCD_BACKLIGHT_PIN        31  // D31 controls LCD backlight 
 // ADC readings expected for the 5 buttons on the ADC input 
 #define RIGHT_10BIT_ADC           0  // right 
 #define UP_10BIT_ADC            145  // up 
 #define DOWN_10BIT_ADC          329  // down 
 #define LEFT_10BIT_ADC          505  // left 
 #define SELECT_10BIT_ADC        741  // right 
 #define BUTTONHYSTERESIS         10  // hysteresis for valid button sensing window 
 //return values for ReadButtons() 
 #define BUTTON_NONE               0  //  
 #define BUTTON_RIGHT              1  //  
 #define BUTTON_UP                 2  //  
 #define BUTTON_DOWN               3  //  
 #define BUTTON_LEFT               4  //  
 #define BUTTON_SELECT             5  //  
  
 //how often to check web service for tracker position (ms) 
 #define TRACKER_UPDATE_FREQ       120000 
 
  
 //some macros 
 #define LCD_BACKLIGHT_OFF()     digitalWrite( LCD_BACKLIGHT_PIN, LOW ) 
 #define LCD_BACKLIGHT_ON()      digitalWrite( LCD_BACKLIGHT_PIN, HIGH ) 
 #define LCD_BACKLIGHT(state)    { if( state ){digitalWrite( LCD_BACKLIGHT_PIN, HIGH 




  BUSY = 0, 
  STATUS_READY = 5, 
  MENU = 10, 
  MENU_DEMO = 20, 
  MENU_NORMAL = 30, 
  MENU_RESET = 40, 
  STATUS_RESETTING = 50, 
  STATUS_CONNECTING = 60, 
  STATUS_OPERATING = 70, 
  STATUS_SLEEPING = 80, 
  STATUS_CONFIGURING = 90, 
  STATUS_OFFLINE, 
  CUSTOM = 200 
}; 
   
   
//LCD Variables 
byte buttonJustPressed  = false;         //this will be true after a ReadButtons() call if 
triggered 
byte buttonJustReleased = false;         //this will be true after a ReadButtons() call if 
triggered 
byte buttonWas          = BUTTON_NONE;   //used by ReadButtons() for detection of button 
events 
LCDStates lcdState = BUSY; 
 
//init the LiquidCrystal library 
LiquidCrystal lcd( 41, 43, 33, 35, 37, 39 );   //Pins for the freetronics 16x2 LCD shield. 
LCD: ( RS, E, LCD-D4, LCD-D5, LCD-D6, LCD-D7 ) 
//LiquidCrystal lcd( 8,9,4,5,6,7); 
 
//WIFI variables 
char ssid[] = "paulphone"; //  network SSID (name)  
char pass[] = "85221707";    // network password 
//int status = WL_IDLE_STATUS; 









  TRACKER_STATUS_TESTING = 30,    //Tracker is testing of configuring itself 
  TRACKER_STATUS_OPERATING = 20,  //Tracker is in its normal range of -90 to +90 degrees and 
is tracking the sun 
  TRACKER_STATUS_READY = 10,      //Tracker has been reset to be ready for the sun to come up 
(-90 degrees) 
  TRACKER_STATUS_OFFLINE = 0,   //Error state, don't step the tracker 
}; 
 
enum LogLevels  
{ 
  LOGLEVEL_LOW = 10, 
  LOGLEVEL_MEDIUM = 20, 





  DEBUGGING, 





  WS_STATUS_OK = 10, 
  WS_STATUS_NO_CONNECTION = -10, 





  WS_MODE_LIVEDATA, 
  WS_MODE_DEMO, 




//General environment variables 
LogLevels logLevel = LOGLEVEL_HIGH; 
DebugLevels debugLevel = DEBUGGING; 
const int DEBUGCOUNTS = 3; 
int debugCounter = 0; 
 
//WIFI variables 
char serverLocation[] = "sunpath.azurewebsites.net";    // sunpath webservice (using DNS) 
char requestDataLive[] = "GET /api/values/-32/115/11/8/0 HTTP/1.1"; 
char requestDataDemo[] = "GET /api/demo/-32/115/11/8/0 HTTP/1.1"; 
 
 
WsMode wsMode = WS_MODE_NONE; 





TrackerStatus trackerStatus = TRACKER_STATUS_OFFLINE; 
int azimuth = -500; 
int wsAngle = -500; // holds the current that the tracker should be according to the web 
service.  -90 is all the way to the left, 90 is all the way to the right. -500 is unknown 
int trackerAngle = -500; // holds the actual current tracker angle.  -90 is all the way to the 
left, 90 is all the way to the right, -500 is unknown. 
 
//Motor variables and pin assignments 
//note we are using the motor shield's B channel so as to avoid pin conflict with pin 9 of the 
Wifi Shield 
  volatile int motorStatus = -1; 
  int motorDirectionPin = 13; 
  int motorPWMPin = 11; 
  int motorBrakePin = 8; 
  int currentSensingPin = 1; 
  int motorAPin = 2;      // quadrature encoder signal A 
  int motorBPin = 3;      // not used, quadrature encoder signal B 
  int trackerSensorPin = 21; 
   
  const long COUNTSPERREV = 324648L;  //334 pulses per revolution and gear ratio of 972:1 
  volatile int motorPWM = 0;          //255 is 100% 
  const int MOTORHOLDACCURACY = 1800; //within 2 degrees 





  const int MOTORSLIP = 1500; //average number of tics that go by after we cut power before 
the tracker stops 
   
  //Interrupt variables for detecting tracker state 
  volatile int motorCounter = 0; 
  volatile long motorCountTotal = 0L; 
  volatile long desiredMotorCount = 0L; 
  volatile int motorDirection = 0; 
  volatile boolean trackerSensorOn = false; 
  volatile unsigned long test1 = 0; 
  volatile unsigned long test2 = 0; 
  volatile unsigned long test3 = 0; 
  volatile unsigned long test4 = 0; 
  volatile unsigned long test5 = 0; 
  volatile unsigned long test6 = 0; 
   
  //Timer variable for deciding when to move the tracker 
  unsigned long time = 0L; 
   
/*--------------------------------------------------------------------------- 
   setup() 
   This is the configuration routine for Arduino.  It is called on startup. 
   Here it initialises the system and configures the tracker ready for use. 
 ------------------------------------------------------------------------------*/ 
void setup()  
{ 
   //Initialize serial and wait for port to open: 
   Serial.begin(9600);  
   while (!Serial)  
   { 
     ; // wait for serial port to connect. Needed for Leonardo only 
   } 
    
   // check for the presence of the shield: 
   if (WiFi.status() == WL_NO_SHIELD)  
   { 
     Serial.println("WiFi shield not present");  
     // don't continue: 
     //while(true); 
   } 
    
     
    
   //LCD setup 
   //button adc input 
   pinMode( BUTTON_ADC_PIN, INPUT );         //ensure A15 is an input 
   digitalWrite( BUTTON_ADC_PIN, LOW );      //ensure pullup is off on A15 
   //lcd backlight control 
   pinMode( LCD_BACKLIGHT_PIN, OUTPUT );     //D31 is an output 
     
   LCD_BACKLIGHT_ON(); 
    
   lcd.begin(16,2); 
      
   //setup hall effect sensor for tracker position 
   attachInterrupt(2,TrackerPositionSensorChange,CHANGE); 
     
   //check and configure the motor 
   pinMode(motorDirectionPin, OUTPUT); 
   pinMode(motorPWMPin, OUTPUT); 
   pinMode(motorBrakePin, OUTPUT); 
   if(digitalRead(trackerSensorPin) == LOW) trackerSensorOn = true; 
   else trackerSensorOn = false; 
   
   attachInterrupt(0,MotorChangeA,RISING); 
   //attachInterrupt(1,MotorChangeB,CHANGE); 
   
   //PrintTrackerStatus(); 
   //TrackerSensorTest(); 
   ConfigureTracker(); 
   //MotorTest(); 
   SetLCDState(MENU_DEMO,"",""); 
    
    
   //initialise timer 
   time = millis(); 





   Serial.println("Setup complete"); 
    




   loop() 
   main loop of execution for the Arduino.  This loop is called repeatedly while the  
   Arduino is on.  The loop in this case just monitors the LCD to see which menu commands 
   are selected. 
   Every 5 minutes it will call OperateTracker() to see if the tracker has to be moved. 
--------------------------------------------------------------------------------------*/ 
void loop() { 
   
   byte button; 
   byte timestamp; 
     
    //get the latest button pressed, also the buttonJustPressed, buttonJustReleased flags 
    button = ReadButtons(); 
     
    //show text label for the button pressed 
    switch( button ) 
    { 
       case BUTTON_NONE: 
       { 
          break; 
       } 
       case BUTTON_RIGHT : 
       { 
          if(lcdState == STATUS_SLEEPING || lcdState == STATUS_READY) 
SetLCDState(MENU_DEMO,"",""); 
          delay(700); 
          break; 
       } 
       case BUTTON_UP: 
       { 
          if(lcdState == MENU_RESET) SetLCDState(MENU_NORMAL,"",""); 
          else if(lcdState == MENU_NORMAL) SetLCDState(MENU_DEMO,"",""); 
          delay(700); 
          break; 
       } 
       case BUTTON_DOWN: 
       { 
          if(lcdState == MENU_DEMO) SetLCDState(MENU_NORMAL,"",""); 
          else if(lcdState == MENU_NORMAL) SetLCDState(MENU_RESET,"",""); 
          delay(700); 
          break; 
       } 
       case BUTTON_LEFT: 
       { 
         break; 
      } 
      case BUTTON_SELECT: 
      { 
         if(lcdState == MENU_DEMO)  
         { 
           SetLCDState(BUSY,"",""); 
           trackerStatus = TRACKER_STATUS_OPERATING; 
           wsMode = WS_MODE_DEMO; 
           OperateTracker(); 
         } 
         else if (lcdState == MENU_NORMAL) 
         { 
           wsMode = WS_MODE_LIVEDATA; 
           SetLCDState(BUSY,"",""); 
           trackerStatus = TRACKER_STATUS_OPERATING; 
           OperateTracker(); 
         } 
         else if (lcdState == MENU_RESET) 
         { 
           SetLCDState(STATUS_RESETTING,"",""); 
           SetTrackerAngle(-90); 
           ResetTracker(); 
         } 
         else if (lcdState == STATUS_OPERATING) 
         { 





           SetTrackerAngle(-90); 
           ResetTracker(); 
         } 
         else if (lcdState == STATUS_OFFLINE) 
         { 
           SetLCDState(STATUS_RESETTING,"",""); 
           ResetTracker(); 
           ConfigureTracker(); 
         } 
         break; 
       } 
       default: 
      { 
         break; 
      } 
    } 
    //clear the buttonJustPressed or buttonJustReleased flags, they've already done their job 
now. 
    if( buttonJustPressed ) 
       buttonJustPressed = false; 
    if( buttonJustReleased ) 
       buttonJustReleased = false; 
  
   
  //check if it is time to run the tracker again 
  if (millis()- time > TRACKER_UPDATE_FREQ)  
  { 
    time = millis(); 
    OperateTracker(); 
  } 
   
} 
/*-------------------------------------------------------------------------------------- 
  OperateTracker() 
  Main function for operating the tracker.  This function is called every 5 minutes 
(configurable). 
  It checks what mode it is in, and if it is in an operational mode, will connect to the WiFi 
and 
  Web service to find out if the tracker should be moved, and if so, move the tracker. 
 --------------------------------------------------------------------------------------*/  
void OperateTracker() 
{ 
  Serial.println("Operating Tracker"); 
  if (trackerStatus == TRACKER_STATUS_OFFLINE || trackerStatus == TRACKER_STATUS_READY) 
return; 
     
    if (wsMode == WS_MODE_NONE) return; 
    SetLCDState(BUSY,"",""); 
    if (wifiStatus != WL_CONNECTED) connectWifi(); 
    if (wifiStatus == WL_CONNECTED) 
    {   
      SetLCDState(CUSTOM,"","Getting    Data "); 
      if (getDataFromWebService() < 0) 
      { 
        Serial.println("No data received from web service, so waiting before trying again"); 
        Serial.println(); 
        SetLCDState(CUSTOM,"","No Data Received"); 
        delay(1000); 
        return; // no data, so don't continue.  Try again next time 
      } 
         
      // if the day has ended, check if the tracker has been re-configured.  If not, 
reconfigure it 
      if (wsAngle > 90 || wsAngle < -90)  
      { 
        Serial.println("outside of operating hours"); 
        SetLCDState(CUSTOM,"","Night time      "); 
        delay(1000); 
        if (!trackerSensorOn) 
        {  
           SetTrackerAngle(-90); 
           ConfigureTracker(); 
        } 
        SetLCDState(STATUS_OPERATING,"",""); 
        trackerStatus = TRACKER_STATUS_OPERATING; 
      } 





      { 
        trackerStatus = TRACKER_STATUS_OPERATING; 
        SetTrackerAngle(wsAngle); 
        SetLCDState(STATUS_OPERATING,"",""); 
      } 
       
    } 
    else 
    { 
      //didn't connect to wifi, so return to menu 
      trackerStatus = TRACKER_STATUS_READY; 
      SetLCDState(MENU_DEMO,"",""); 
    } 
    PrintTrackerStatus(); 




   connectWifi() 
   Attempts to connect to the wifi using the connection information specified in the  
   public variables 
--------------------------------------------------------------------------------------*/ 
 void connectWifi() { 
  // attempt to connect to Wifi network: 
   int count = 0; 
   while (wifiStatus != WL_CONNECTED && count < 1) 
   {  
     SetLCDState(CUSTOM,"Connecting to",ssid); 
     Serial.print("Attempting to connect to SSID: "); 
     Serial.println(ssid); 
     // Connect to WPA/WPA2 network. Change this line if using open or WEP network:     
     wifiStatus = WiFi.begin(ssid, pass); 
    
     // wait 5 seconds for connection: 
     //delay(5000); 
     count++; 
   }  
    
   if(wifiStatus == WL_CONNECTED) 
   { 
     Serial.println("Connected to wifi"); 
     SetLCDState(CUSTOM,"Connected",""); 
   } 
   else 
   { 
     Serial.println("Unable to connect to wifi"); 
     SetLCDState(CUSTOM, "Connection","Failed"); 
   } 
   delay(2000); 
   printWifiStatus(); 
    




  getDataFromWebService() 
  connects to the webservice, and retrieves the optimal angle information 
  requires a wifi connection 
 --------------------------------------------------------------------------------------*/ 
 int getDataFromWebService() { 
  
   // Try four times for a connection (in case the website is asleep) 
   // if you get a connection, report back via serial: 
    
   Serial.println("connecting to web service..."); 
   if (ConnectToWebService(4)) 
   { 
      
     //now we are connected, so get the data and parse it. 
     String sunPathData = ""; 
     int retrieveData = 0; 
  
     //loop through all of the response data, and store everything inside the curly braces in 
sunPathData. 
     //then call helper classes to parse out the azimuth and zenith from the json data. 
     int clientAvailableCounter = 0; 





     { 
       Serial.println("waiting on client..."); 
       delay(3000); 
       clientAvailableCounter +=1; 
     } 
     if (!client.available()) 
     { 
       Serial.println("Failed to retrieve data from web service"); 
       return WS_STATUS_NO_DATA; 
     } 
      
     while (client.available())  
     { 
        
       char c = client.read(); 
       //Serial.write(c);    //Debug Only 
        
       if(c == '{')  retrieveData = 1; 
       else if(c == '}')  
       {   
         if(logLevel == LOGLEVEL_HIGH) 
         { 
           Serial.println("Found content is: "); 
           Serial.println(sunPathData); 
         } 
         //parse the azimuth and angle from the string 
         azimuth = GetAzimuth(sunPathData); 
         wsAngle = GetAngle(sunPathData); 
          
         retrieveData = 0; 
       } 
         
       if (retrieveData == 1) sunPathData += c; 
        
     }   
   } 
   else 
   { 
     Serial.println("Failed to connect to web service"); 
     return (WS_STATUS_NO_CONNECTION); 
   } 
    
   // if the server is disconnected, stop the client: 
   if (!client.connected())  
   { 
     Serial.println("data received"); 
     client.stop(); 
   } 
   // return the azimuth data that was collected  





   ReadButtons() 
   Detect the button pressed and return the value 
   Uses global values buttonWas, buttonJustPressed, buttonJustReleased. 
 --------------------------------------------------------------------------------------*/ 
 byte ReadButtons() 
 { 
    unsigned int buttonVoltage; 
    byte button = BUTTON_NONE;   // return no button pressed if the below checks don't write 
to btn 
     
    //read the button ADC pin voltage 
    buttonVoltage = analogRead( BUTTON_ADC_PIN ); 
    //sense if the voltage falls within valid voltage windows 
    if( buttonVoltage < ( RIGHT_10BIT_ADC + BUTTONHYSTERESIS ) ) 
    { 
       button = BUTTON_RIGHT; 
    } 
    else if(   buttonVoltage >= ( UP_10BIT_ADC - BUTTONHYSTERESIS ) 
            && buttonVoltage <= ( UP_10BIT_ADC + BUTTONHYSTERESIS ) ) 
    { 
       button = BUTTON_UP; 
    } 





            && buttonVoltage <= ( DOWN_10BIT_ADC + BUTTONHYSTERESIS ) ) 
    { 
       button = BUTTON_DOWN; 
    } 
    else if(   buttonVoltage >= ( LEFT_10BIT_ADC - BUTTONHYSTERESIS ) 
            && buttonVoltage <= ( LEFT_10BIT_ADC + BUTTONHYSTERESIS ) ) 
    { 
       button = BUTTON_LEFT; 
    } 
    else if(   buttonVoltage >= ( SELECT_10BIT_ADC - BUTTONHYSTERESIS ) 
            && buttonVoltage <= ( SELECT_10BIT_ADC + BUTTONHYSTERESIS ) ) 
    { 
       button = BUTTON_SELECT; 
    } 
    //handle button flags for just pressed and just released events 
    if( ( buttonWas == BUTTON_NONE ) && ( button != BUTTON_NONE ) ) 
    { 
       //the button was just pressed, set buttonJustPressed, this can optionally be used to 
trigger a once-off action for a button press event 
       //it's the duty of the receiver to clear these flags if it wants to detect a new button 
change event 
       buttonJustPressed  = true; 
       buttonJustReleased = false; 
    } 
    if( ( buttonWas != BUTTON_NONE ) && ( button == BUTTON_NONE ) ) 
    { 
       buttonJustPressed  = false; 
       buttonJustReleased = true; 
    } 
     
    //save the latest button value, for change event detection next time round 
    buttonWas = button; 
     





  SetLCDState(int state, String data1, String data2) 
  Sets the LCD output display according to the state requested. 
  data1 and data2 are optional parameters only used if the requested state is CUSTOM 
  In that case they hold the text to be displayed. 
   
 ----------------------------------------------------------------------------------*/ 
void SetLCDState(int state,String data1, String data2) 
{ 
  switch( state ) 
    { 
       case BUSY: 
       { 
         lcdState = BUSY; 
         lcd.setCursor(0,0); 
         lcd.print("Busy...         "); 
         lcd.setCursor(0,1); 
         lcd.print("                "); 
         break; 
       } 
       case STATUS_READY: 
       { 
         lcdState = STATUS_READY; 
         lcd.setCursor(0,0); 
         lcd.print("Ready           "); 
         lcd.setCursor(0,1); 
         lcd.print("MENU ->         "); 
         break; 
       } 
       case MENU: 
       { 
         lcdState = MENU; 
         lcd.setCursor(0,0); 
         lcd.print("MENU            "); 
         lcd.print("                "); 
         break; 
       } 
       case MENU_DEMO: 
       { 





          lcd.setCursor(0,0); 
          lcd.print("MENU            "); 
          lcd.setCursor(0,1); 
          lcd.print("Demo Mode       "); 
          break; 
       } 
       case MENU_NORMAL: 
       { 
          lcdState = MENU_NORMAL; 
          lcd.setCursor(0,0); 
          lcd.print("MENU            "); 
          lcd.setCursor(0,1); 
          lcd.print("Normal Mode     "); 
          break; 
       } 
       case MENU_RESET: 
       { 
         lcdState = MENU_RESET; 
         lcd.setCursor(0,0); 
         lcd.print("MENU            "); 
         lcd.setCursor(0,1); 
         lcd.print("Reset Tracker   "); 
         break; 
       } 
        
       case STATUS_RESETTING: 
       { 
         lcdState = STATUS_RESETTING; 
         lcd.setCursor(0,0); 
         lcd.print("Resetting...    "); 
         lcd.setCursor(0,1); 
         lcd.print("                "); 
         break; 
       }     
       case STATUS_CONNECTING: 
       { 
         lcdState = STATUS_CONNECTING; 
         lcd.setCursor(0,0); 
         lcd.print("Connecting...    "); 
         lcd.setCursor(0,1); 
         lcd.print("                "); 
         break; 
       } 
       case STATUS_OPERATING: 
       { 
         lcdState = STATUS_OPERATING; 
         lcd.setCursor(0,0); 
         if(wsMode == WS_MODE_DEMO) lcd.print("demo mode       "); 
         else if (wsMode == WS_MODE_LIVEDATA) lcd.print("live mode       "); 
         lcd.setCursor(0,1); 
         lcd.print("Select to stop  "); 
         break; 
       } 
       case STATUS_SLEEPING: 
       { 
         lcdState = STATUS_SLEEPING; 
         lcd.setCursor(0,0); 
         lcd.print("Sleeping        "); 
         lcd.setCursor(0,1); 
         lcd.print("Menu ->         "); 
         break; 
       } 
       case STATUS_CONFIGURING: 
       { 
         lcdState = STATUS_CONFIGURING; 
         lcd.setCursor(0,0); 
         lcd.print("Configuring     "); 
         lcd.setCursor(0,1); 
         lcd.print("please wait...  "); 
         break; 
       } 
       case STATUS_OFFLINE: 
       { 
         lcdState = STATUS_OFFLINE; 
         lcd.setCursor(0,0); 
         lcd.print("Offline         "); 





         lcd.print("Select to Configure "); 
         break; 
       } 
         
       case CUSTOM: 
       { 
         lcdState = CUSTOM; 
         if (data1.length() != 0) 
         { 
           while(data1.length()<=16) data1 += " ";   //pad the string 
           lcd.setCursor(0,0); 
           lcd.print(data1); 
         } 
         if (data2.length() != 0) 
         { 
           while(data2.length() <= 16) data2 += " ";   //pad the string 
           lcd.setCursor(0,1); 
           lcd.print(data2); 
         } 
         break; 
       } 
       default: 
      { 
         break; 
      } 
    } 





  printWiFiStatus() 
  This routine is provided for debugging the wifi connection.  It prints 
  the wifi variables to the serial output. 
   
 ------------------------------------------------------------------------*/ 
 void printWifiStatus() { 
   // print the SSID of the network you're attached to: 
   Serial.print("SSID: "); 
   Serial.println(WiFi.SSID()); 
    
   // print WiFi shield's IP address:  
     IPAddress ip = WiFi.localIP(); 
     Serial.print("IP Address: "); 
     Serial.println(ip); 
 
   if(logLevel > LOGLEVEL_LOW) 
   { 
      
     // print the subnet mask: 
     IPAddress subnet = WiFi.subnetMask(); 
     Serial.print("Subnet Mask: "); 
     Serial.println(subnet); 
      
     // print the gateway: 
     IPAddress gateway = WiFi.gatewayIP(); 
     Serial.print("Gateway IP: "); 
     Serial.println(gateway); 
   
     // print the received signal strength: 
     long rssi = WiFi.RSSI(); 
     Serial.print("signal strength (RSSI):"); 
     Serial.print(rssi); 
     Serial.println(" dBm"); 





  ConnectToWebService(int numAttempts) 
  Attempts to connect to the web service so that the tracker orientation 
  information can be received.  numAttempts attempts are made. 
   
 ----------------------------------------------------------------------------*/ 
 boolean ConnectToWebService(int numAttempts) 
{ 





  SetLCDState(CUSTOM,"Connecting to","web service..."); 
  while(attemptsRemaining > 0) 
   { 
     if (client.connect(serverLocation, 80))  
     { 
       // Make a HTTP request: 
       if (wsMode == WS_MODE_LIVEDATA)  
       { 
         Serial.println("connected to live webservice"); 
         client.println(requestDataLive); 
       } 
       else 
       { 
         Serial.println("connected to demo webservice"); 
         client.println(requestDataDemo); 
       } 
       client.print("Host: "); 
       client.println(serverLocation); 
       client.println("Connection: close"); 
       client.println(); 
       break; 
     } 
     else  
     { 
       Serial.println("failed to connect to web service, trying again"); 
       attemptsRemaining -- ; 
     } 
   } 
   if (attemptsRemaining == 0) 
   { 
     Serial.println("failed to connect to web service, quitting."); 
     return false;   
   } 
   SetLCDState(CUSTOM,"Connected"," "); 
   delay(500); 





  GetAzimuth(String sunPathData) 
  parses sunPathData for the azimuth information, and returns it as an int. 
   
 -----------------------------------------------------------------------------------*/ 
int GetAzimuth(String sunPathData) { 
   
  int from = 0; 
  int to = 0; 
  String substr = ""; 
   
  from = sunPathData.indexOf("azimuth") + 10; 
  to = sunPathData.indexOf("azimuth") + 15; 
  substr = sunPathData.substring(from,to); 
  //Serial.print("substr for azimuth: "); 
  //Serial.println(substr); 
   
  return (substr.toInt()); 





   GetAngle(String sunPathData) 
   parses sunPathData for the orientation angle and returns it as an int 
    
 -------------------------------------------------------------------------*/ 
int GetAngle(String sunPathData) { 
  //return -1000 if can't find the angle 
  //string looks like: 
{"$id":"1","zenith":"46.413169616824","azimuth":"30.3509046266662","sunrise":"6.29098121534535
","sunset":"17.4521878105823","time":"15-Aug-14 10:23:52 AM","angle":"27.9618561757891"} 
   
  int from = 0; 
  int to = 0; 
  String substr = ""; 
   





  to = sunPathData.indexOf("angle") + 13; 
  substr = sunPathData.substring(from,to); 
  //Serial.print("substr for angle: "); 
  //Serial.println(substr); 
  return (substr.toInt()); 





   GetZenith(String sunPathData) 
   parses sunPathData for the zenith angle and returns it as an int 
    
 -------------------------------------------------------------------------*/ 
int GetZenith(String sunPathData) { 
  //return an int for the zenith from the sunPathData 
 
  int from = 0; 
  int to = 0; 
  String substr = ""; 
   
  from = sunPathData.indexOf("zenith") + 8; 
  to = sunPathData.indexOf("zenith") + 14; 
  substr = sunPathData.substring(from,to); 
   





  MotorTest() 
  used for testing the motor functionality during debugging 




  Serial.println("Beginning motor test"); 
  delay(2000); 
  trackerStatus = TRACKER_STATUS_TESTING; 
  PrintTrackerStatus(); 
   
  SetTrackerAngle(-45); 
  delay(4000); 
  SetTrackerAngle(0); 
  delay(4000); 
  SetTrackerAngle(45); 
  delay(4000); 
  SetTrackerAngle(90); 
  delay(4000); 
  SetTrackerAngle(-90); 
  delay(4000); 
 
  delay(1000); 
  trackerStatus = TRACKER_STATUS_READY; 
   
  
  Serial.println("Ending tracker test"); 




  TrackerSensorTest() 
  used for testing the proximity sensor during debugging 
   
 ---------------------------------------------------------*/ 
 void TrackerSensorTest() 
{ 
  Serial.println("Starting sensor test"); 
  delay (30000); 






 prints various amounts of tracker status variables  









  if(logLevel > LOGLEVEL_LOW) 
  { 
    Serial.print("TrackerStatus is: "); 
    Serial.println(trackerStatus); 
    Serial.print("LCDState is: "); 
    Serial.println(lcdState); 
    Serial.print("Motor Status is: "); 
    Serial.println(motorStatus); 
    Serial.print("Motor Count Total is: "); 
    Serial.println(motorCountTotal); 
    Serial.print("Desired Motor Count is: "); 
    Serial.println(desiredMotorCount); 
    Serial.print("motor direction is: "); 
    Serial.println(motorDirection); 
    Serial.print("Motor direction pin is: "); 
    Serial.println(digitalRead(motorDirectionPin)); 
    Serial.print("motor PWM is: "); 
    Serial.println(motorPWM); 
    Serial.print("azimuth = "); 
    Serial.println(azimuth); 
    Serial.print("angle = "); 
    Serial.println(wsAngle); 
    Serial.print("trackerSensorOn = "); 
    Serial.println(trackerSensorOn); 
   
   
    if(logLevel > LOGLEVEL_MEDIUM) 
    { 
      Serial.print("test is: "); 
      Serial.print(test1); 
      Serial.print(" "); 
      Serial.print(test2); 
      Serial.print(" "); 
      Serial.print(test3); 
      Serial.print(" "); 
      Serial.print(test4); 
      Serial.print(" "); 
      Serial.print(test5); 
      Serial.print(" "); 
      Serial.println(test6); 
    } 







  MotorChangeA() 
  ISR that fires each time the squarewave input for the quadrature encoder line A changes  
  Increments or decrements the motor counter depending on motor direction. 
  




  if(digitalRead(motorDirectionPin) == HIGH) motorCountTotal++; 
  else motorCountTotal--; 
  //CheckHealth(); 





  TrackerPositionSensorChange() 
  This ISR fires any time that the tracker triggers the proximity sensor, which occurs 
  when the tracker is at the -90 degrees (West facing) position. 
  The function just sets the state of the trackerSensorOn variable 









  else trackerSensorOn = false; 






  CheckHealth() 





  if ((motorCountTotal > COUNTSPERREV *4 / 3) || (motorCountTotal < -1 * COUNTSPERREV *4 / 3)) 
  { 
    StopTracker(); 
    ResetTracker(); 





  ResetTracker() 
  totally resets the tracker and all variables back to 0. 
  with the worm drive motor, there is no knowledge of where the tracker is after a reset. 





  Serial.println("Resetting tracker"); 
   
  trackerStatus = TRACKER_STATUS_OFFLINE; 
  SetLCDState(STATUS_RESETTING,"",""); 
  desiredMotorCount = 0L; 
  motorCountTotal = 0; 
   
  motorStatus = -1; 
  Serial.println("Tracker Reset Complete"); 
  PrintTrackerStatus(); 
  SetLCDState(STATUS_OFFLINE,"",""); 






  ConfigureTracker() 
  Verifies that the tracker is where we think it is using the position sensor. 
  This routine assumes the tracker is at or near -90.  It will sweep forward about 10 degrees,  
  and then run backward until the position sensor activates. 
  If successful, the the tracker is left at -90 degrees (facing West). 





  Serial.println("configuring tracker"); 
  SetLCDState(STATUS_CONFIGURING,"","");     
  trackerStatus = TRACKER_STATUS_TESTING; 
  motorStatus = 1; 
   
  //check to see if already configured 
  if(!trackerSensorOn) 
  { 
    //First sweep forward 10 degrees 
    SpinTrackerForwards(); 
    delay(2000); 
    StopTracker(); 
     
    //then sweep backwards until the sensor is on. 
    //note the health check will reset the system if it does more than 4/3 of a turn 
    if(!trackerSensorOn) 
    { 
      SpinTrackerBackwards(); 
      while(!trackerSensorOn);  //wait until the sensor toggles 





    } 
     
    //nudge tracker forwards to 90 degrees 
    //SpinTrackerForwards(); 
    //delay(100); 
    //StopTracker(); 
     
  } 
     
   
   
  Serial.println("tracker configured"); 
  motorCountTotal = 0; 
  trackerStatus = TRACKER_STATUS_READY; 
  SetLCDState(MENU_DEMO,"",""); 







  SetTrackerAngle(int angle) 
  Sets the desired tracker angle. 
  -90 is facing west 
  90 is facing east 
  valid range is -180 to + 290 (the +290 is to prevent twisting wires connected to the solar 
panel 
   
 ---------------------------------------------------------------------------------------------
-------*/ 
 void SetTrackerAngle(int angle) 
{ 
  //assumes -90 degrees corresponds to 0 on totalMotorCount, so add 90 to angle to make it 
right. 
  desiredMotorCount = (COUNTSPERREV * (angle + 90)) / 360 ; 
  //Serial.println(); 
  Serial.print("setting tracker angle to "); 
  Serial.println(angle); 
  SetLCDState(CUSTOM,"Setting angle to ",String(angle)); 
  delay(500); 
  PrintTrackerStatus(); 
   
  if (angle < - 180 || angle > 290) 
  { 
    Serial.println("tracker angle out of range.  not setting tracking angle"); 
    return; 
  } 
   
  if(motorCountTotal < desiredMotorCount - MOTORHOLDACCURACY) 
  { 
    SpinTrackerForwards(); 
    while(motorCountTotal < desiredMotorCount - MOTORSLIP) 
    { 
      //do nothing 
    } 
    StopTracker(); 
  } 
  else if(motorCountTotal > desiredMotorCount + MOTORHOLDACCURACY) 
  { 
    SpinTrackerBackwards(); 
    while(motorCountTotal > desiredMotorCount + MOTORSLIP) 
    { 
      //do nothing 
    } 
    StopTracker(); 
  } 
     
  Serial.println("tracker angle set"); 
  SetLCDState(BUSY,"",""); 
   










  Sets the tracker spinning forwards 




    
  //Serial.println("Spinning Tracker Forwards"); 
  motorPWM = 255; 
  digitalWrite(motorDirectionPin, HIGH); 
  analogWrite(motorPWMPin, motorPWM); 






  SpinTrackerBackwards() 





  //Serial.println("Spinning Tracker Backwards"); 
  motorPWM = 255; 
  digitalWrite(motorDirectionPin, LOW); 
  analogWrite(motorPWMPin, motorPWM); 






  StopTracker() 
  Stops the tracker from spinning 




  motorPWM = 0; 
  analogWrite(motorPWMPin, motorPWM); 
  return; 
} 
   
12.3 Tracker Arduino Code for DC Gear Motor 
Omitted because it is substantially similar to 12.1.  This code be included in the final digital 
submission. 
12.4 Web Service Code 
The basic web service method files have been included below.  The code for the algorithm adapted 
from NREL has been omitted to save trees as it is over 1000 lines.  About 30 other files of mostly 
boiler plate configuration code and the View code for the website have been omitted also.  All will 










    public struct SolarLocation 





        public double azimuth;  //solar azimuth 
        public double zenith;   //topocentric zenith 
        public DateTime time; 
        public SolarLocation(double azimuth, double zenith, DateTime time) 
        { 
            this.azimuth = azimuth; 
            this.zenith = zenith; 
            this.time = time; 
        } 
    } 
 
    public class Calculator 
    { 
        //finds the location of the sun for particular time  
        //time:  the time for which to do the calculation.  Includes the date. 
        public static SolarLocation getSunLocation(double latitude, double longitude, DateTime time) 
        { 
            return new SolarLocation(12, 34, time); 
        } 
 
        //returns an array containing the solar location for an entire year in a specified interval 
        //interval:  the interval, in minutes to return the solar location 
        //year: the year to return the data for.  If set to 0, just gives the value for the current year 
        public static SolarLocation[] getSunLocationForYear(double latitude, double longitude, int year, 
int interval) 
        { 
            //Input validation 
            if ((interval < 1) || (interval > 360)) throw new ArgumentException("interval argument out of 
range"); 
            if ((latitude < -90) || (latitude > 90)) throw new ArgumentException("latitude argument out of 
range"); 
            if ((longitude < -180) || (longitude > 180)) throw new ArgumentException("longitude 
argument out of range"); 
            if ((year < 1) || (year > 5000)) throw new ArgumentException("year argument out of range"); 
             
            DateTime time = new DateTime(year,1,1); 
             
            List<SolarLocation> results = new List<SolarLocation>(); 
 
            while(time.Year == year) 
            { 
                results.Add(getSunLocation(latitude,longitude,time)); 
                time = time.AddMinutes(interval); 
            } 
 
            return results.ToArray(); 
        } 


















     
     
    public class ValuesController : ApiController 
    { 
 
        // GET api/values/37/-13/0/4 
        // Returns the current sun angle, azimuth and sunrise and sunset times 
        public Object Get(double latitude, double longitude, double elevation, double timezone) 
        { 
 
            //check input validity 
            HttpError inputError = new HttpError(); 
            if ((latitude < -90) || (latitude > 90)) inputError.Add("latitude invalid", "latitude must be 
between -90 and 90"); 
            if ((longitude < -180) || (longitude > 180)) inputError.Add("longitude invalid", "longitude must 
be between -180 and 180"); 
            if ((elevation < -2000) || (elevation > 10000)) inputError.Add("elevation invalid", "elevation 
must lie between -2000 and 10000m"); 
            if ((timezone < -120) || (timezone > 12 )) inputError.Add("timezone invalid","timezone must 
be between -12 and 12"); 
            if (inputError.Count > 0) throw new 
HttpResponseException(Request.CreateErrorResponse(HttpStatusCode.BadRequest, inputError)); 
 
            var result = NREL.NRELCalculator.Calculate(latitude, longitude, elevation, timezone, null); 
 
            return result; 
 
        } 
 
        // GET api/values/37/-13/0/4/15 
        // Returns the current sun angle, azimuth and sunrise and sunset times, and the angle for a 
single axis tracker at trackerAngle 
        public Object Get(double latitude, double longitude, double elevation, double timezone, double 
angle) 
        { 
 
            //check input validity 
            HttpError inputError = new HttpError(); 
            if ((latitude < -90) || (latitude > 90)) inputError.Add("latitude invalid", "latitude must be 





            if ((longitude < -180) || (longitude > 180)) inputError.Add("longitude invalid", "longitude must 
be between -180 and 180"); 
            if ((elevation < -2000) || (elevation > 10000)) inputError.Add("elevation invalid", "elevation 
must lie between -2000 and 10000m"); 
            if ((timezone < -120) || (timezone > 12)) inputError.Add("timezone invalid", "timezone must 
be between -12 and 12"); 
            if (inputError.Count > 0) throw new 
HttpResponseException(Request.CreateErrorResponse(HttpStatusCode.BadRequest, inputError)); 
 
            var result = NREL.NRELCalculator.Calculate(latitude, longitude, elevation, timezone, null); 
            var singleAxisAngle = NREL.NRELCalculator.SingleAxisAngle(result.azimuth, result.zenith, 
angle, latitude < 0 ? 180 : 0); 
            var resultDict = NREL.NRELCalculator.OutputToDict(result); 
            resultDict.Add("angle",singleAxisAngle.ToString()); 
 
            return resultDict; 
            
        } 
 
 
        // GET api/values/37/-13/0/4/15/2014/10 
        // Returns the solar angle and azimuth for a year at interval interval 
        // all time values are provided in GMT since daylight savings could mess up the calculations 
        public NREL.NRELCalculator.OutputData[] Get(long latitude, long longitude, double elevation, 
double timezone, double angle, int year, int interval) 
        { 
             
            //check input validity 
            //check input validity 
            HttpError inputError = new HttpError(); 
            if ((latitude < -90) || (latitude > 90)) inputError.Add("latitude invalid", "latitude must be 
between -90 and 90"); 
            if ((longitude < -180) || (longitude > 180)) inputError.Add("longitude invalid", "longitude must 
be between -180 and 180"); 
            if ((elevation < -2000) || (elevation > 10000)) inputError.Add("elevation invalid", "elevation 
must lie between -2000 and 10000m"); 
            if ((timezone < -120) || (timezone > 12)) inputError.Add("timezone invalid", "timezone must 
be between -12 and 12"); 
            if (inputError.Count > 0) throw new 
HttpResponseException(Request.CreateErrorResponse(HttpStatusCode.BadRequest, inputError)); 
 
            var time = new DateTime(year, 1, 1); 
 
            var results = new List<NREL.NRELCalculator.OutputData>(); 
 
            while (time.Year == year) 
            { 
                results.Add(NREL.NRELCalculator.Calculate(latitude, longitude, elevation, timezone, time)); 
                time = time.AddMinutes(interval); 






            return results.ToArray(); 
 
 
        } 
 
    } 
} 
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