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Abstrakt 
Některé problémy v konfiguracích síťových zařízení jsou těžko identifikovatelné. Důležitou částí 
mnoha konfigurací jsou přístupové seznamy, ve kterých konflikty mezi pravidly mohou způsobit 
mezery v bezpečnostní politice nebo v kvalitě služeb. Tato práce je zaměřena právě na identifikaci 
a klasifikaci konfliktů mezi pravidly přístupového seznamu jednoho zařízení. Tento úkol není 
triviální, pokud chceme identifikovat všechny možné druhy konfliktů. V práci je uveden 
optimalizovaný algoritmus na kompletní analýzu přístupového seznamu s využitím binárních 
prefixových stromů, založený na existujícím výzkumu Baboescu a Varghese. S jeho použitím byl 
implementován nástroj schopný detekovat konflikty mezi pravidly přístupového seznamu zařízení 
Cisco, HP nebo Juniper. Kvůli menším paměťovým nárokům jsou bitové vektory v prefixových 
stromech komprimované WAH kompresní metodu. Implementovaný nástroj byl otestován s ohledem 




Some problems in configurations of network devices are difficult to identify. Access control lists 
present an important part of many configurations. Conflicts among rules of an access control list can 
cause holes in security policy or quality of service. In this paper we focus on identifying and 
classifying conflicts among rules of an access control list. Discovering all possible types of conflicts 
is not a trivial task. We present optimized algorithm for complete access control list analysis using 
tries, based on existing research by Baboescu and Varghese. The tool for detecting conflicts among 
access control list rules of one given Cisco, HP or Juniper device using tries based algorithm has been 
implemented. Bit vectors in tries use WAH compression method to reduce memory consumption. 
Implemented tool was tested for correctness and performance. The hypothesis that this solution would 
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Táto diplomová práca sa zaoberá statickou analýzou počítačových sietí, konkrétne statickou analýzou 
konfigurácií sieťových zariadení, ktorej cieľom je odhaliť chyby v konfigurácii. 
Dôsledkom chybnej konfigurácie môže byť nefunkčnosť celého zariadenia alebo istej funkcie, 
ktorú má vykonávať. Existencia takýchto chýb je ľahko odhaliteľná, keďže na prvý pohľad niečo 
nefunguje. Avšak môžu sa objaviť chyby, s ktorými zariadenie funguje, no nie je dosiahnuté 
požadované správanie. Takéto chyby sa veľmi ťažko odhaľujú, nakoľko sa môžu prejaviť iba v istých 
špecifických situáciách. Z tohto dôvodu je použitie prostriedkov ako napríklad simulácia 
počítačových sietí nie vždy postačujúce. Chyby v konfigurácii môžu mať často negatívny dopad na 
dodržiavanie zamýšľanej bezpečnostnej politiky v rámci počítačovej siete, prípadne na zabezpečenie 
kvality služieb. 
Práca je zameraná na analýzu chýb v konfigurácii prístupových zoznamov (anglicky Access 
Control List, ďalej len ACL) v rámci jedného sieťového zariadenia. ACL je zoznam pravidiel, ktoré 
charakterizujú pakety. Používajú sa na kontrolu sieťovej komunikácie a medzi najčastejšie spôsoby 
ich použitia patrí filtrovanie nežiaducej komunikácie, čím je možné ľahko vynútiť zamýšľanú 
bezpečnostnú politiku. Každé pravidlo zoznamu obsahuje podmienku a akciu, ktorá sa vykoná, ak je 
podmienka splnená. Pri analýze komunikácie sa posudzuje každý paket a porovnáva sa s pravidlami 
v ACL. Porovnávanie prebieha vždy v rovnakom poradí od prvého pravidla až po koniec zoznamu, 
kým sa nenájde pravidlo s podmienkou, ktorej daná komunikácia vyhovuje. Pri nájdení zhody 
porovnávanie končí a vykoná sa príslušná akcia. Medzi najčastejšie akcie patrí zamietnutie 
a povolenie komunikácie. Na konci ACL je implicitne pravidlo na zamietnutie alebo povolenie 
komunikácie, použité na všetky pakety, pre ktoré nebolo nájdené žiadne vyhovujúce pravidlo. 
Analýza konfliktov medzi všetkými pravidlami v rámci jedného ACL nie je triviálna úloha. Na 
základe klasifikácie podľa Al-Shaera [1, 2] je možné zostrojiť algoritmus na odhalenie existencie 
konfliktu medzi dvojicou pravidiel a klasifikáciu chyby. Nevýhodou tohto algoritmu je, že dokáže 
porovnávať iba dvojice pravidiel a tak neexistuje optimálny spôsob kontroly celého ACL. Objavili sa 
aj iné prístupy, ktoré umožňujú klasifikovať chyby naraz medzi viac ako dvomi pravidlami, ale tieto 
nedokážu odhaliť všetky chyby (najmä koreláciu) [3]. Cieľom tejto práce je odhalenie všetkých chýb 
v rámci ACL, ktoré sú odhaliteľné statickou analýzou. Z tohto dôvodu sme pre potreby práce použili 
algoritmus pre klasifikáciu chyby medzi dvojicami pravidiel. Aj keď algoritmy na analýzu ACL majú 
pri použití tohto spôsobu klasifikácie v najhoršom prípade kvadratickú časovú zložitosť, Baboescu 
a Varghese predstavili spôsob, ktorým je možné zredukovať počet porovnávaných dvojíc pravidiel 
[4]. Hoci ich metóda v najhoršom prípade dosahuje horšiu než kvadratickú časovú zložitosť, 
v priemernom prípade dokáže zredukovať počet porovnávaných pravidiel a tým zrýchliť čas analýzy 
ACL. Preto ako spôsob analýzy celého ACL použijeme algoritmus využívajúci binárne prefixové 
stromov, tak ako ho predstavili. 
Práca obsahuje šesť kapitol. Druhá kapitola práce obsahuje úvod do problematiky ACL, opis 
syntaxe ACL v konfiguráciách zariadení Cisco, HP a Juniper, formálnu definíciu ACL pravidla, 
klasifikáciu chýb v rámci ACL a ich formálne definície. Následne v tretej kapitole sa nachádza opis 
algoritmu pre klasifikáciu chýb medzi pravidlami, ktorý je ďalej použitý pri analýze ACL. Opísané sú 
taktiež dva algoritmy na analýzu všetkých konfliktov v rámci ACL jedného zariadenia. Prvým je 
naivný algoritmus bez akejkoľvek optimalizácie a druhým algoritmom je vylepšený algoritmus 
využívajúci binárne prefixové stromov. Štvrtá kapitola obsahuje opis architektúry a návrhu 
implementovaného nástroja, ktorý umožňuje analyzovať chyby v rámci ACL v konfiguráciách 
zariadení Cisco, HP a Juniper. Následne v piatej kapitole sú opísané postupy použité na testovanie 
nástroja a dosiahnuté výsledky. Posledná, šiesta kapitola obsahuje zhrnutie dosiahnutých výsledkov.  
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2 ACL 
V tejto kapitole sa nachádza úvod do problematiky ACL, na ktorých analýzu je práca zameraná. 
Okrem toho je tu opísaná aj syntax zápisu ACL v konfiguráciách zariadení od firiem Cisco, HP 
a Juniper. Pre potreby analýzy chýb v rámci jedného ACL je tu uvedené delenie možných konfliktov 
medzi pravidlami a potrebné formálne definície. 
2.1 Úvod do ACL 
Existuje viacero pohľadov na ACL, v tejto podkapitole je uvedená špecifikácia a delenie ACL podľa 
Lammle [5] zo spoločnosti Cisco. 
ACL je zoznam podmienok, ktoré charakterizujú pakety, používaný na kontrolu sieťovej 
komunikácie. Medzi najčastejšie spôsoby použitia ACL patrí filtrovanie nežiaducej komunikácie. 
Takýmto použitím je možné ľahko vynútiť zamýšľanú bezpečnostnú politiku. Napríklad je možné 
nastaviť ACL tak, aby povolil prístup na webové služby v Internete len istým adresám počítačov 
a zamietol všetku ostatnú komunikáciu do Internetu. Správna kombinácia pravidiel umožňuje 
administrátorovi implementovať takmer akúkoľvek bezpečnostnú politiku.  
ACL nemusia byť vždy použité na blokovanie istej komunikácie. Je možné použiť ich aj 
napríklad na riadenie toho, ktoré siete budú oznamované dynamickým sieťovým protokolom 
(namiesto rozhrania sa aplikujú na smerovací protokol), ďalej na triedenie paketov pre služby typu 
QoS (anglicky Quality of Service – kvalita služieb) a taktiež na nastavenie typov komunikácie, ktorej 
je umožnené použiť drahú ISDN linku. 
Vytváranie ACL je podobné písaniu if-then konštrukcií pri programovaní. Ak je zadaná 
podmienka splnená, vykoná sa nad paketom príslušná akcia. Ak podmienka splnená nie je, vyhodnotí 
sa podmienka nasledujúceho pravidla. Porovnávanie pokračuje, kým sa nenájde v zozname 
vyhovujúce pravidlo. Na konci ACL býva spravidla všeobecná podmienka povoľujúca, prípadne 
blokujúca všetku komunikáciu. ACL sa používajú v aktívnych sieťových zariadeniach ako sú 
napríklad firewally, smerovače, ale aj prepínače. V zásade bývajú aplikované na konkrétnom 
sieťovom rozhraní zariadenia na odchádzajúcu, alebo prichádzajúcu komunikáciu. Zariadenie potom 
na tomto rozhraní v danom smere analyzuje každý paket a podľa vyhovujúceho pravidla ACL 
uskutoční príslušnú akciu. 
 
Pri porovnávaní paketov podľa ACL pravidiel platí niekoľko dôležitých pravidiel: 
 Paket sa vždy porovnáva s každým riadkom zoznamu v pevnom poradí. To znamená, že 
porovnávanie začína vždy na prvom riadku, následne sa prejde na druhý, tretí atď. 
 Porovnávanie paketu s riadkami zoznamu prebieha len do chvíle, kým nie je nájdená zhoda. 
V prípade že došlo k zhode (paket vyhovuje podmienke ACL pravidla), ďalšie porovnávanie 
už neprebieha a paket je spracovaný podľa akcie vyhovujúceho pravidla. 
 Na konci každého ACL sa obvykle nachádza implicitný príkaz „zamietni“ (anglicky deny). 
Takže všetky pakety, pre ktoré sa v celom ACL nenašlo vyhovujúce pravidlo, sú zamietnuté. 
 
Existujú dva hlavné typy ACL: 
 Štandardné ACL – Pravidlá tohto typu zoznamu používajú ako testovaciu podmienku iba 
zdrojovú IP adresu. To znamená, že pravidlá štandardného ACL zakazujú alebo povoľujú 
všetku komunikáciu (všetky protokoly, porty a cieľové IP adresy) pre danú zdrojovú adresu, 
alebo rozsah adries. 
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 Rozšírené ACL – Pravidlá rozšírených ACL umožňujú vyhodnocovať omnoho viac polí 
v hlavičkách paketov, najmä na sieťovej a transportnej vrstve. Rozšírené pravidlá umožňujú 
špecifikovať protokol (ako napríklad IP, TCP, UDP, ICMP, ...), zdrojovú IP adresu, cieľovú 
IP adresu a porty na transportnej vrstve. Vďaka analýze viacerých polí v paketoch je možné 
vytvárať oveľa jemnejšie pravidlá ako pri štandardných ACL. 
 
Štandardné pravidlá sú technicky iba zjednodušením rozšírených pravidiel. Akékoľvek 
štandardné pravidlo je možné nahradiť príslušným rozšíreným pravidlom. Preto budeme ďalej 
uvažovať len o rozšírených ACL, pričom akýkoľvek štandardný ACL je možné konvertovať na 
ekvivalentný rozšírený ACL, v ktorom budú všetky polia okrem zdrojovej IP adresy špecifikované 
tak, aby vyhovovali všetkým paketom. 
2.2 Zápis ACL v konfiguráciách zariadení 
Spôsob popisu ACL je pre zariadenia každého výrobcu špecifický, ako aj syntax samotného 
konfiguračného súboru. Konfiguračný súbor obsahuje zoznam príkazov na nastavenie daného 
zariadenia. Príkazy môžu byť jednoduché (príkaz uvedený na jednom riadku), prípadne zložené 
(uvedené na viacerých riadkoch) a väčšinou oddelené znakom komentáru, prípadne nejakým 
špeciálnym znakom. 
V nasledujúcich podkapitolách je bližšie popísaná syntax používaná v konfiguračných 
súboroch výrobcov Cisco, HP a Juniper na špecifikáciu ACL. 
2.2.1 Zariadenia Cisco 
Konfiguračný súbor zariadení od spoločnosti Cisco má nasledujúce vlastnosti: 
 
 Každý príkaz sa nachádza na novom riadku. 
 Príkazy môžu byť oddelené znakom komentára !. 
 Môže obsahovať jednoduché aj zložené príkazy. 
 
Na konfiguráciu ACL je možné použiť jednoduché [6] (nepomenované ACL) aj zložené 
príkazy [7] (pomenované ACL) a je možné vytvárať štandardné aj rozšírené ACL. Na konci každého 
ACL je implicitne pravidlo na zamietnutie všetkých paketov a to aj v prípade, že nie je uvedené. 
Z uvedených možností vyplýva, že na základe syntaxe je možné konfiguráciu ACL rozdeliť na štyri 
hlavné druhy. Ich príklady sú uvedené v nasledujúcej časti podkapitoly. 




access-list 1 permit 192.168.12.0 0.0.0.255 
access-list 1 permit 192.168.33.0 0.0.0.255 
access-list 1 permit 192.168.155.0 0.0.0.255 
access-list 1 permit host 192.168.199.1 
access-list 1 permit host 192.168.199.3 
! 





access-list 100 permit tcp any host 161.120.33.40 eq www 
access-list 100 deny tcp 140.192.37.0 0.0.0.255 host 161.120.33.40 eq www 
access-list 100 permit tcp host 140.192.37.30 any eq ftp 
! 
 




ip access-list standard pomenovany_std_acl 
 permit 192.168.12.0 0.0.0.255 
 permit 192.168.33.0 0.0.0.255 
 permit 192.168.155.0 0.0.0.255 
 permit host 192.168.199.1 
 permit host 192.168.199.3 
! 
 




ip access-list extended pomenovany_rozs_acl 
 permit tcp any host 161.120.33.40 eq www 
 deny tcp 140.192.37.0 0.0.0.255 host 161.120.33.40 eq www 
 permit tcp host 140.192.37.30 any eq ftp 
! 
 
Ak sa v konfiguračnom súbore zariadenia nachádza viacero ACL, sú uvedené za sebou a nie sú 
oddelené znakom komentára !. 
2.2.2 Zariadenia HP 
Konfiguračný súbor zariadení od spoločnosti HP je veľmi podobný konfiguračným súborom 
zariadení Cisco a má nasledujúce vlastnosti: 
 Každý príkaz sa nachádza na novom riadku. 
 Príkazy nie sú oddelené znakom komentára ;. 
 Môže obsahovať jednoduché aj zložené príkazy. 
 Zložené príkazy sú ukončené príkazom exit. 
Na konfiguráciu ACL je možné použiť jednoduché (nepomenované ACL), aj zložené príkazy 
(pomenované ACL) a je možné vytvárať štandardné aj rozšírené ACL [8]. Na konci každého ACL je 
implicitne pravidlo na zamietnutie všetkých paketov a to aj v prípade, že nie je uvedené. Z uvedených 
možností vyplýva, že na základe syntaxe je možné konfiguráciu ACL rozdeliť na štyri hlavné druhy. 
Príkazy používané na konfiguráciu ACL sú približne rovnaké ako u zariadení spoločnosti Cisco. Ich 
príklady sú uvedené v nasledujúcej časti podkapitoly. 
 




access-list 1 permit 192.168.12.0 0.0.0.255 
access-list 1 permit 192.168.33.0/24 
access-list 1 permit 192.168.155.0 0.0.0.255 
access-list 1 permit host 192.168.199.1 
access-list 1 permit host 192.168.199.3 
 
Rozšírený nepomenovaný ACL môže v konfiguračnom súbore zariadenia HP vyzerať 
nasledovne: 
 
access-list 100 permit tcp any host 161.120.33.40 eq www 
access-list 100 deny tcp 140.192.37.0/24 host 161.120.33.40 eq www 
access-list 100 permit tcp host 140.192.37.30 any eq ftp 
 
Štandardný pomenovaný ACL môže v konfiguračnom súbore zariadenia HP vyzerať 
nasledovne: 
 
ip access-list standard pomenovany_std_acl 
  10 permit 192.168.12.0 0.0.0.255 
  20 permit 192.168.33.0/24 
  30 permit 192.168.155.0 0.0.0.255 
  40 permit host 192.168.199.1 
  50 permit host 192.168.199.3 
  exit 
 
Rozšírený pomenovaný ACL môže v konfiguračnom súbore zariadenia HP vyzerať 
nasledovne: 
 
ip access-list extended pomenovany_rozs_acl 
  10 permit tcp any host 161.120.33.40 eq www 
  20 deny tcp 140.192.37.0/24 host 161.120.33.40 eq www 
  30 permit tcp host 140.192.37.30 any eq ftp 
  exit 
 
Ak sa v konfiguračnom súbore zariadenia nachádza viacero ACL, sú uvedené za sebou. 
2.2.3 Zariadenia Juniper 
Konfiguračný súbor zariadení od spoločnosti Juniper sa odlišuje od už spomenutých zariadení Cisco 
a HP: 
 
 Každý príkaz je reprezentovaný štruktúrou ohraničenou zloženými zátvorkami { a }. 
 Hodnoty nastavené daným príkazom sú uzavreté v štruktúre príkazu. 
 V štruktúre môže byť vnorených viacero iných štruktúr a to dokonca aj viacnásobne. 
 
Štruktúra zápisu ACL v konfiguračnom súbore zariadenia sa líši od príkazov, ktoré boli zadávané pri 
konfigurácii daného ACL. V zariadeniach Juniper sa rozlišujú tri druhy ACL, konkrétne [9]: 
 
 Bezstavové filtre firewallu (anglicky Stateless Firwall Filter, zodpovedajú klasickým ACL) 
– Dostupné vo všetkých radách a verziách zariadení. 
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 Filtre služieb (anglicky Service Filter) – Je možné použiť ich výlučne na logických 
rozhraniach a sú dostupné len v niektorých radách Juniper zariadení. 
 Jednoduché filtre – Je možné použiť ich výlučne na logických rozhraniach a sú dostupné len 
v niektorých radách Juniper zariadení. 
 
Ďalej budeme uvažovať iba bezstavové filtre firewallu, nakoľko ako jediné sú dostupné vo 
všetkých radách zariadení od spoločnosti Juniper a dajú sa použiť na všetky rozhrania. ACL je 
uzavretý v štruktúre firewall, má unikátny identifikátor a musí obsahovať aspoň jedno pravidlo 
nazvané term. Každý term musí mať unikátny názov v rámci daného ACL. Pravidlo môže 
obsahovať podmienku zhody from. Pokiaľ podmienku neobsahuje, potom vyhovuje všetkým 
paketom. Pravidlo môže obsahovať taktiež akciu then, ktorá sa vykoná. Ak nie je uvedená žiadna 
akcia, potom pravidlo povoľuje všetku komunikáciu. Termy sa vyhodnocujú ako u klasického ACL 
od prvého po posledný, prípadne po prvý vyhovujúci. Na konci štruktúry filter je vždy implicitné 
pravidlo na zamietnutie všetkej komunikácie [9]. 
V nasledujúcej časti je uvedený príklad ako môže vyzerať ACL s ID 100 a tromi pravidlami 
v konfigurácii zariadenia od spoločnosti Juniper: 
 
firewall { 
    filter 100 { 
        term PRAVIDLO_1 { 
            from { 
                source-address { 
                    172.16.40.1/32; 
                } 
                destination-address { 
                    172.16.50.0/24; 
                } 
            } 
            then accept; 
        } 
        term PRAVIDLO_2 { 
            from { 
                source-address { 
                    172.16.40.0/24; 
                } 
            } 
            then reject; 
        } 
        term PRAVIDLO_3 { 
            from { 
                source-address { 
                    172.16.60.0/24; 
                } 
                destination-address { 
                    172.16.50.0/24; 
                } 
                protocol tcp; 
                destination-port 80; 
            } 
            then accept; 
        } 




Zariadenia výrobcu Juniper umožňujú konvertovať výstup uvedený v predchádzajúcej časti do 
formátu XML. Táto možnosť je dostupná priamo v príkazovom riadku zariadenia (anglicky 
Command Line Interface - CLI). Pre konvertovanie sa používa príkaz display xml. Potom pre 
výpis konfigurácie ACL vo formáte XML použijeme zložený príkaz show firewall | 
display xml. V ďalších častiach práce budeme uvažovať konfigurácie ACL zariadení Juniper 
výlučne v XML formáte. 
V nasledujúcej časti je uvedený ACL z predchádzajúcej časti vo formáte XML: 
 
<rpc-reply xmlns:junos="http://xml.juniper.net/junos/10.4R1/junos"> 
 <configuration ...> 
  <firewall> 
   <filter> 
    <name>100</name> 
    <term> 
     <name>PRAVIDLO_1</name> 
     <from> 
      <source-address> 
       <name>172.16.40.1/32</name> 
      </source-address> 
      <destination-address> 
       <name>172.16.50.0/24</name> 
      </destination-address> 
     </from> 
     <then> 
      <accept/> 
     </then> 
    </term> 
    <term> 
     <name>PRAVIDLO_2</name> 
     <from> 
      <source-address> 
       <name>172.16.40.0/24</name> 
      </source-address> 
     </from> 
     <then> 
      <reject> 
      </reject> 
     </then> 
    </term> 
    <term> 
     <name>PRAVIDLO_3</name> 
     <from> 
      <source-address> 
       <name>172.16.60.0/24</name> 
      </source-address> 
      <destination-address> 
       <name>172.16.50.0/24</name> 
      </destination-address> 
      <protocol>tcp</protocol> 
      <destination-port>80</destination-port> 
     </from> 
     <then> 
      <accept/> 
     </then> 
    </term> 
   </filter> 




2.3 Formálna definícia ACL pravidla 
Aby bolo možné presne definovať chyby v ACL a konflikty medzi jednotlivými pravidlami, je 
potrebné formálne definovať ACL pravidlo. To umožní presné a konzistentné vyjadrovanie v celej 
práci. Ak nebude uvedené inak, budeme ďalej uvažovať iba ACL pravidlá obsahujúce päticu polí 
(zdrojovú IPv4 adresu, cieľovú IPv4 adresu, protokol sieťovej/transportnej vrstvy, zdrojový port, 
cieľový port), ktoré sa vyhodnocujú. Definíciu pritom nie je problém použiť aj pre pravidlá 
obsahujúce dvojicu (zdrojovú IPv4 adresu, cieľovú IPv4 adresu), alebo trojicu polí (zdrojovú IPv4 
adresu, cieľovú IPv4 adresu, protokol sieťovej/transportnej vrstvy).  
V nasledujúcej časti sa nachádza formálna definícia ACL pravidla a pre korektnosť sú uvedené 
aj všetky doplňujúce definície [10]. 
 
Definícia 2.1: Nech                      . P je množina protokolov používaných na 
sieťovej/transportnej vrstve. 
 
Definícia 2.2: Nech                              . A je množina všetkých IPv4 adries. 
    , SI je množina zdrojových IPv4 adries. 
    , DI je množina cieľových IPv4 adries. 
 
Definícia 2.3: Nech                 . PN je množina všetkých čísel portov. 
     , SP je množina zdrojových portov. 
     , DP je množina cieľových portov. 
 
V rámci ACL pravidiel sa môžeme stretnúť s rôznymi akciami, ktoré sa uplatnia na 
komunikáciu vyhovujúcu pravidlu. Môže to byť napríklad zníženie/zvýšenie rýchlosti, použitie 
špecifického sieťového rozhrania a iné. Najčastejšie je však komunikácia zamietnutá, alebo povolená. 
Ďalej budeme uvažovať výlučne zamietnutie/povolenie komunikácie. 
 
Definícia 2.4: Nech        . V je množina akcií, ktoré je možné priradiť ACL pravidlu. 0 
predstavuje zamietnutie paketu a 1 povolenie paketu ACL pravidlom. 
 
Definícia 2.5: Nech                 . R je ACL pravidlo s päticou polí. 
    , R1 je množina protokolov vyhovujúcich pravidlu R. 
     , R2 je množina zdrojových IPv4 adries vyhovujúcich pravidlu R. 
     , R3 je množina cieľových IPv4 adries vyhovujúcich pravidlu R. 
     , R4 je množina zdrojových portov vyhovujúcich pravidlu R. 
     , R5 je množina cieľových portov vyhovujúcich pravidlu R. 
 
Definícia 2.6: Nech      .   je funkcia zobrazenia, ktorá každému ACL pravidlu priradí 
akciu, ktorú pravidlo vykonáva nad sieťovou komunikáciou.        implikuje zamietnutie paketu 
ACL pravidlom.        implikuje povolenie  paketu ACL pravidlom. 
2.4 Chyby v rámci ACL 
Vo všeobecnosti existujú dve možnosti pre posudzovanie chýb v ACL. Prvá možnosť je posudzovať 
chyby v rámci jedného ACL konkrétneho sieťového zariadenia. Druhá možnosť predstavuje 
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posudzovanie chýb v rámci viacerých ACL rôznych sieťových zariadení, ktoré sú istým spôsobom 
prepojené. Ďalej budeme uvažovať výlučne posudzovanie chýb v rámci jedného ACL konkrétneho 
zariadenia. 
Existuje niekoľko vedeckých článkov zaoberajúcich sa problematikou klasifikácie chýb v ACL 
[1, 2, 10]. Medzi chyby vyskytujúce sa v ACL patria: 
 
 Tienenie (anglicky Shadowing anomaly) 
 Korelácia (anglicky Correlation anomaly) 
 Zovšeobecnenie (anglicky Generalization anomaly) 
 Redundancia (anglicky Redundancy anomaly) 
 Prekrývanie (anglicky Superimposing anomaly) 
 
V nasledujúcich podkapitolách je uvedený popis jednotlivých chýb a ich formálna definícia 
v súlade s definíciou ACL pravidla (viď podkapitola 2.3). Pre ilustráciu jednotlivých chýb je použitý 
fiktívny ACL. (viď Tabuľka 2.1). 
 
Tabuľka 2.1 – Fiktívny ACL pre ilustráciu chýb [2]. 
poradie protokol zdrojová IP zdrojový port cieľová IP cieľový port akcia 
1. TCP 140.192.37.20 * *.*.*.* 80 zamietnuť 
2. TCP 140.192.37.* * *.*.*.* 80 povoliť 
3. TCP *.*.*.* * 161.120.33.40 80 povoliť 
4. TCP 140.192.37.* * 161.120.33.40 80 zamietnuť 
5. TCP 140.192.37.30 * *.*.*.* 21 zamietnuť 
6. TCP 140.192.37.* * *.*.*.* 21 povoliť 
7. TCP 140.192.37.* * 161.120.33.40 21 povoliť 
8. TCP *.*.*.* * *.*.*.* * zamietnuť 
9. UDP 140.192.37.* * 161.120.33.40 53 povoliť 
10. UDP *.*.*.* * 161.120.33.40 53 povoliť 
11. UDP *.*.*.* * *.*.*.* * zamietnuť 
 
2.4.1 Tienenie 
Pravidlo je tienené (anglicky shadowed), ak iné pravidlo s nižším poradovým číslom vyhovuje 
všetkým paketom, ktoré vyhovujú tienenému pravidlu. V dôsledku toho nebude tienené pravidlo 
nikdy použité. Pravidlo Ry je tienené pravidlom Rx ak je Ry v poradí za Rx, a Ry je podmnožinou, alebo 
rovné Rx, pričom obe pravidlá vykonávajú nad paketmi rozdielnu akciu. Chybu je možné formálne 
definovať nasledujúcim spôsobom [2]. 
 
Definícia 2.7: Rx a Ry sú pravidlá z rovnakého ACL. Hovoríme, že pravidlo Ry je tienené 
pravidlom Rx, ak platí: 
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Chyba je ilustrovaná na pravidlách fiktívneho ACL (viď Tabuľka 2.1), kde pravidlo číslo 4 je 
podmnožinou pravidla číslo 3 a obe vykonávajú rozdielnu akciu. Hovoríme, že štvrté pravidlo je 
tienené tretím, keďže pravidlo číslo 4 sa nikdy nepoužije. 
Tienenie je kritická chyba v bezpečnostnej politike, nakoľko tienené pravidlo sa nikdy 
nepoužije. To môže spôsobiť, že komunikácia, ktorá mala byť povolená, bude zamietnutá a naopak. 
Tienené pravidlá je dôležité odhaliť a upozorniť na ne administrátora. 
2.4.2 Korelácia 
Dve pravidlá sú korelované, ak prvé pravidlo v poradí vyhovuje niektorým paketom vyhovujúcim 
druhému pravidlu a druhé pravidlo vyhovuje niektorým paketom vyhovujúcim prvému pravidlu. 
Pravidlá Rx a Ry tvoria chybu korelácie, ak sú korelované a akcie oboch pravidiel sú rozdielne [2]. 
Nasleduje formálna definícia chyby. 
 
Definícia 2.8: Nech Rx a Ry sú pravidlá z rovnakého ACL. Hovoríme, že medzi pravidlami Rx 
a Ry existuje chyba korelácie, ak platí: 
                                
                                          
              
 
Chyba je ilustrovaná na pravidlách fiktívneho ACL (viď Tabuľka 2.1), kde pravidlá číslo 1 a 3 
navzájom korelujú. Pri zmene ich poradia by došlo k zmene výslednej politiky uvedeného ACL. 
Korelácia nie je považovaná za kritickú chybu. Zmenou poradia pravidiel sa však zmení akcia 
vykonávaná nad istou časťou paketov, preto je dôležitý zásah administrátora. 
2.4.3 Zovšeobecnenie 
Pravidlo je zovšeobecnením iného pravidla, ak vyhovuje všetkým paketom, ktoré vyhovujú 
zovšeobecňovanému pravidlu a poradím ho predchádza v ACL. Pravidlo Rx je zovšeobecnením 
pravidla Ry ak Ry v poradí nasleduje za Rx, Rx je podmnožinou Ry a akcie oboch pravidiel sú rozdielne 
[2]. Zovšeobecnenie je formálne definované nasledujúcim spôsobom. 
 
Definícia 2.9: Nech Rx a Ry sú pravidlá z rovnakého ACL. Hovoríme, že pravidlo Ry je 
zovšeobecnením pravidla Rx, ak platí: 
                        
                     
                        
              
 
Chyba je ilustrovaná na pravidlách fiktívneho ACL (viď Tabuľka 2.1), v ktorom sú príkladom 
zovšeobecnenia pravidlá číslo 1 a 2. Pravidlo číslo 2 je v tomto prípade zovšeobecnením pravidla 1. 
Ak by sme v ACL zmenili poradie uvedených pravidiel, došlo by k zmene výslednej politiky 
a pravidlo číslo 1 by nebolo nikdy použité, keďže by bolo tienené pravidlom 2. Preto je pravidlom, že 
všeobecnejšie pravidlo (nadmnožina) je v ACL uvedené za konkrétnejším pravidlom (podmnožinou). 
Zovšeobecnenie nie je považované za významnú chybu. Konkrétnejšie pravidlo vytvára 
výnimku vo všeobecnejšom pravidle, preto je dôležité na túto chybu upozorniť administrátora. 
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2.4.4 Redundancia 
Redundantné pravidlo vykonáva rovnakú akciu na tie isté pakety ako iné pravidlo. Ak by sme takéto 
pravidlo z ACL odstránili, výsledná politika by sa nezmenila. Pravidlo Rx je redundantné k pravidlu 
Ry ak sa Rx nachádza v poradí pred Ry, Ry je podmnožinou, alebo sa rovná Rx a akcie oboch pravidiel 
sú rovnaké. Ak Rx predchádza v poradí Ry, Rx je podmnožinou Ry a akcie oboch pravidiel sú rovnaké, 
potom je Rx redundantné k Ry, ak platí že Rx nespôsobuje zovšeobecnenie, ani koreláciu so žiadnym 
iným pravidlom prechádzajúcim v poradí Ry [2]. Nasleduje formálna definícia redundancie medzi 
pravidlami. 
 
Definícia 2.10: Nech Rx a Ry sú pravidlá z rovnakého ACL. Hovoríme, že pravidlo Ry je 
redundantné k pravidlu Rx, ak platí: 
                        
                     
              
Hovoríme, že pravidlo Rx je redundantné k pravidlu Ry, ak platí: 
                        
                     
              
                                          
                        
                                 
 
Chyba je ilustrovaná na pravidlách fiktívneho ACL (viď Tabuľka 2.1). Z uvedených pravidiel 
je pravidlo číslo 7 redundantné k pravidlu 6, a pravidlo číslo 9 je redundantné k pravidlu 10. Ak by 
sme z ACL vymazali pravidlá 7 a 9, výsledná politika by sa nezmenila. 
Redundancia je považovaná za chybu. Redundantné pravidlo sa síce nemusí podieľať na 
filtrovaní paketov, pridáva však ACL na počte pravidiel a môže predĺžiť vyhľadávací čas. 
2.4.5 Prekrývanie 
Dve pravidlá sa prekrývajú, ak prvé pravidlo v poradí vyhovuje niektorým paketom vyhovujúcim 
druhému pravidlu, druhé pravidlo vyhovuje niektorým paketom vyhovujúcim prvému pravidlu a obe 
pravidlá vykonávajú rovnakú akciu. Formálna definícia chyby je nasledovná. 
 
Definícia 2.11: Nech Rx a Ry sú pravidlá z rovnakého ACL. Hovoríme, že medzi pravidlami Rx 
a Ry existuje chyba prekryvu, ak platí: 
                                
                                          
              
 
Chyba je ilustrovaná na pravidlách fiktívneho ACL (viď Tabuľka 2.1), kde pravidlá číslo 2 a 3 
z ACL uvedeného v tabuľke Tabuľka 2.1 sa navzájom prekrývajú. Pri zmene ich poradia by nedošlo 
k zmene výslednej politiky uvedeného ACL. 
Prekrývanie nie je považované za kritickú chybu. Zmenou poradia pravidiel sa nezmení akcia 
vykonávaná nad istou časťou paketov. 
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2.5 Možnosti opravy chýb 
V tejto podkapitole sú stručne uvedené možnosti opravy jednotlivých chýb uvedených v podkapitole 
2.4. Oprava odhalených chýb si často vyžaduje znalosti administrátora, ktorý ma na starosti 
konfiguráciu daného zariadenia a je si vedomý zamýšľanej bezpečnostnej politiky. 
Tienenie jedného pravidla druhým je možné opraviť zmenou poradia pravidiel, alebo 
odstránením tieneného pravidla z ACL. 
Koreláciu dvoch pravidiel je možné riešiť zmenou poradia pravidiel, prípadne prepísaním 
pravidiel tak, aby boli v súlade so zamýšľanou bezpečnostnou politikou. 
Pri zovšeobecnení vytvára jedno pravidlo výnimku v inom, pričom majú rozdielne akcie. Tento 
stav môže byť žiaduci, avšak je naň potrebné upozorniť administrátora, ktorý overí či je tento stav 
v súlade so zamýšľanou bezpečnostnou politikou. Chybu je možné prípadne riešiť odstránením 
jedného z pravidiel. 
Redundanciu pravidiel je možné riešiť zmenou ich akcie, prípadne odstránením jedného 
pravidla z ACL. 
Na prekrývanie dvoch pravidiel je potrebné upozorniť administrátora, ktorý môže overiť, či je 
súčasný stav pravidiel v súlade s bezpečnostnou politikou, prípadne zmeniť pravidla tak, aby sa 




3 Algoritmy na analýzu a klasifikáciu 
Analýza konfliktov medzi všetkými pravidlami v rámci jedného ACL nie je triviálna úloha. 
Kompletnú klasifikáciu chýb predstavil Al-Shaer [2] a na základe tejto klasifikácie je možné zostrojiť 
algoritmus na odhalenie existencie konfliktu medzi dvomi pravidlami a klasifikáciu chyby. 
Nevýhodou tohto algoritmu je, že dokáže analyzovať iba dvojice pravidiel a tak neexistuje optimálny 
spôsob kontroly celého ACL. Objavili sa aj iné prístupy, ktoré umožňujú klasifikovať chyby naraz 
medzi viac ako dvomi pravidlami, ale tieto nedokážu odhaliť všetky chyby (najmä koreláciu) [3]. 
Keďže cieľom tejto práce je odhalenie všetkých chýb odhaliteľných analýzou, použijeme algoritmus 
pre klasifikáciu chyby medzi dvojicou pravidiel. Aj keď algoritmy na analýzu ACL majú pri použití 
tejto klasifikácie v najhoršom prípade kvadratickú časovú zložitosť, Baboescu a Varghese predstavili 
spôsob, ktorým je možné zmenšiť počet porovnávaných dvojíc pravidiel [4]. Hoci ich metóda 
v najhoršom prípade dosahuje horšiu než kvadratickú časovú zložitosť, v priemernom prípade dokáže 
zredukovať počet porovnávaných pravidiel a tým zrýchliť čas analýzy ACL. 
V nasledujúcej podkapitole je uvedený krátky prehľad existujúcich nástrojov na analýzu 
konfliktov v rámci ACL. 
V ďalších podkapitolách je uvedený a bližšie popísaný algoritmus na klasifikáciu konfliktov 
medzi pravidlami, ďalej naivný algoritmus na kontrolu konfliktov v rámci celého ACL, ako je ho 
možné zostrojiť na základe práce Al-Shaera [2] a vylepšený algoritmus využívajúci binárne prefixové 
stromy, tak ako to opísali Baboescu a Varghese [4]. 
3.1 Existujúce nástroje 
Existujúce nástroje na analýzu konfliktov medzi pravidlami ACL sú najmä vedeckého charakteru. Je 
dostupných niekoľko vedeckých článkov popisujúcich takéto nástroje, avšak samotné nástroje je 
takmer nemožné získať. Medzi najzaujímavejšie a najkompletnejšie z hľadiska rozsahu 
analyzovaných chýb patria nástroje FIREMAN [11], Firewall Policy Advisor [2] a Config Checker 
[12]. V nasledujúcich podkapitolách sú tieto nástroje bližšie popísané. 
3.1.1 FIREMAN 
FIREMAN je nástroj využívajúci statickú analýzu na modelovanie a analýzu firewallov. Pri analýze 
sa zameriava na chyby vzhľadom na zamýšľanú bezpečnostnú politiku, nekonzistenciu konfigurácie 
a neefektivitu v rámci jedného firewallu, ako aj viacerých. FIREMAN uskutočňuje kontrolu modelu 
konfigurácie firewallu pre všetky možné adresy a cesty IP paketu.  
Implementácia je založená na modelovaní ACL pravidiel ako binárnych rozhodovacích 
diagramov (anglicky binary decision diagrams – BDDs). Táto metóda sa úspešne používa pri kontrole 
hardvéru a modelov. Na klasifikáciu chýb bola použitá terminológia, tak ako ju uvádza Al-Shaer. 
V rámci nekonzistencie sú identifikované chyby ako tienenie, zovšeobecnenie a korelácia. Pri 
viacerých distribuovaných firewalloch je to navyše nekonzistencia ciest do tej istej siete, kde jedna 
cesta povoľuje istú komunikáciu a iná cesta v sieti ju zakazuje. V rámci neefektívnosti je 
identifikovaná redundancia pravidiel a navyše chyba (anglicky verbosities) charakterizujúca prípad, 
keď je možné skupinu pravidiel v ACL vyjadriť jediným pravidlom pri zachovaní výslednej 
bezpečnostnej politiky. 
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3.1.2 Firewall Policy Advisor 
Jedná sa o užívateľsky príjemný nástroj implementovaný na základe práce Al-Shaera, ktorý slúži na 
editáciu ACL, konkrétne na pridávanie, mazanie a modifikáciu pravidiel. Umožňuje kontrolu ACL 
jedného zariadenia na konflikty medzi jednotlivými pravidlami. 
Implementácia je založená na reprezentovaní informácií a vzťahov medzi pravidlami pomocou 
stromov. Nástroj je rozdelený na dve funkčné časti: 
 
 Detektor anomálií (anglicky Policy Anomaly Detector) – V rámci ACL je schopný odhaliť 
konflikty medzi pravidlami, ako tienenie, koreláciu a redundanciu. Pri detekcii chyby nástroj 
neopravuje chybu automaticky, ale radšej na chybu upozorní a nápravu nechá na 
administrátora zariadenia. 
 Editor ACL (anglicky Policy Editor) – Slúži na úpravu ACL, konkrétne pridávanie, mazanie 
a úpravu pravidiel. Pri pridaní pravidla editor zistí automaticky pozíciu v ACL, kam sa má 
pravidlo vložiť. Pri odstránení pravidla sa zobrazia zmenené časti, tak aby bolo jasné, ako sa 
zmení výsledná bezpečnostná politika. 
3.1.3 Config Checker 
Config Checker je nástroj taktiež založený na výskume Al-Shaera. Umožňuje modelovanie správania 
zariadení s riadením prístupu, ako napríklad smerovačov, hubov, firewallov, NAT, IPsec brán pre 
unicast a multicast. Model je použitý na overenie situácií, ktorým je potrebné v sieti predchádzať. 
V implementácii sú bezpečnostné politiky modelované ako stavový diagram, kde hlavička 
a umiestnenie paketu v sieti určujú stav. Prechody sa dejú na základe údajov v hlavičke, umiestnení 
a modelovanej bezpečnostnej zásade. Sémanticky je prístupový zoznam modelovaný ako booleovská 
funkcia s využitím binárnych rozhodovacích diagramov (BDDs). Na modelovanie všetkých 
predchádzajúcich a budúcich stavov kontrolovaného paketu, overenie dostupnosti siete a kontrolu 
bezpečnostných požiadaviek bola použitá logika výpočtových stromov (anglicky computation tree 
logic – CTL).  
Spustiteľná verzia nástroja pre operačný systém Linux je dostupná na stránke projektu [12]. 
3.2 Klasifikácia chýb 
Na základe klasifikácie konfliktov ako ich uviedol Al-Shaer [2] a ich formálnych definícií 
v podkapitolách 2.3.1 až 2.3.5 je možné zostrojiť konečný automat zobrazujúci postup pri klasifikácii 
chyby (viď Obrázok 3.1). V znázornenom automate sú pre úplnosť uvedené všetky stavy pre 
klasifikáciu na základe vzťahov medzi jednotlivými poľami (dimenziami) R1 až R5 pravidiel Rx a Ry. 
Predpokladá sa, že pravidlo Ry sa v ACL nachádza v poradí za pravidlom Rx. Automat je po 
zjednodušení možné použiť aj na ACL obsahujúce pravidlá s menej ako 5 poľami [2]. Koncový stav 
„Žiadna chyba - 24“ je pre väčšiu prehľadnosť uvedený dvakrát, avšak jedná sa o ten istý koncový 
stav. 
Na začiatku algoritmu, na klasifikáciu chyby medzi dvoma pravidlami, by sa malo vychádzať 
z predpokladu, že medzi pravidlami nie je žiadny vzťah. Pre jednoduchosť výsledného algoritmu (viď 
Algoritmus 3.1) však budeme na začiatku predpokladať, že pravidlá sa rovnajú a postupne počas 
kontroly vzťahov medzi jednotlivými poľami sa bude stav upravovať v súlade s prechodmi 
v konečnom automate (viď Obrázok 3.1). V tomto konečnom automate vidíme, že počiatočný stav 





























































































































































































































































Obrázok 3.1 – Konečný automat znázorňujúci klasifikáciu chyby na základe vzťahov medzi jednotlivými poľami ACL pravidla (stav „Žiadna chyba - 24“ je 
pre prehľadnosť uvedený 2krát, ale jedná sa o ten istý koncový stav).
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AnalyzujPravidla (PRAVIDLO Rx, PRAVIDLO Ry) 
{ 
 vztah = ROVNE; 
  
 for ( i = 1; i <= 5; i++ ) { 
  if ( Ry[i] == Rx[i] ) { 
   continue; 
  } 
  else if ( Ry[i] je podmnožinou Rx[i] ) { 
   if ( vztah == ROVNE ) 
    vztah = PODMNOZINA; 
   else if ( vztah == PODMNOZINA ) 
    continue; 
   else if ( vztah == NADMNOZINA ) 
    vztah = PREKRYVAJUCE; 
   else /* PREKRYVAJUCE */ 
    continue; 
  } 
  else if ( Ry[i] je nadmnožinou Rx[i] ) { 
   if ( vztah == ROVNE ) 
    vztah = NADMNOZINA; 
   else if ( vztah == PODMNOZINA ) 
    vztah = PREKRYVAJUCE; 
   else if ( vztah == NADMNOZINA ) 
    continue; 
   else /* PREKRYVAJUCE */ 
    continue; 
  } 
  else { 
   vztah = ROZDIELNE; 
   break; 
  } 
 } 
  
 if ( (vztah == ROVNE) || (vztah == PODMNOZINA) ) { 
  if ( f(Rx) == f(Ry) ) 
   return REDUNDANCIA; 
  else 
   return TIENENIE; 
 } 
 else if ( vztah == NADMNOZINA ) { 
  if ( f(Rx) == f(Ry) ) 
   return REDUNDANCIA; 
  else 
   return ZOVSEOBECNENIE; 
 } 
 else if ( vztah == PREKRYVAJUCE ) { 
  if ( f(Rx) == f(Ry) ) 
   return PREKRYVANIE; 
  else 
   return KORELACIA; 
 } 
 return ZIADNA_CHYBA; 
} 
 
Algoritmus 3.1 – Pseudokód algoritmu na klasifikáciu chyby medzi pravidlami Rx a Ry. 
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ďalších stavov v princípe rovnaké, ako keby sa pravidla rovnali (napríklad stav „Redundancia - 1“). 
Preto je takýto postup možný a nespôsobuje chybu v algoritme na klasifikáciu chyby. 
Každé pole pravidla Rx je porovnané s odpovedajúcim si poľom pravidla Ry. Na základe 
vzťahov jednotlivých polí a akcií vykonávaných pravidlami sa rozhodne o druhu chyby, ak nejaká 
nastala (viď Obrázok 3.1). 
Ak je každé pole pravidla Ry podmnožinou, alebo rovné príslušnému poľu pravidla Rx a obe 
pravidlá vykonávajú rovnakú akciu, potom je Ry redundantné k Rx, zatiaľ čo v prípade, že vykonávajú 
rozdielne akcie, je Ry tienené pravidlom Rx. 
Ak je každé pole pravidla Ry nadmnožinou, alebo rovné príslušnému poľu pravidla Rx a obe 
pravidlá vykonávajú rovnakú akciu, je Rx potenciálne redundantné k Ry, zatiaľ čo v prípade, že 
vykonávajú rozdielne akcie, je Ry zovšeobecnením Rx. 
Ak je nejaké pole pravidla Ry podmnožinou príslušného poľa pravidla Rx, iné pole pravidla Ry 
je nadmnožinou príslušného poľa Rx a obe pravidlá vykonávajú rovnakú akciu, potom sa Rx a Ry 
prekrývajú, zatiaľ čo ak vykonávajú rozdielne akcie, Rx koreluje s Ry. 
Ak nenastane ani jedna z predchádzajúcich variant, a teda aspoň jedno pole pravidla Ry nie je 
v žiadnom vzťahu s príslušným poľom Rx, medzi Ry a Rx neexistuje žiaden konflikt. 
Na základe týchto poznatkov je možné vytvoriť algoritmus (viď Algoritmus 3.1) na klasifikáciu 
konfliktov medzi dvomi pravidlami Rx a Ry, pre ktoré platí, že Ry v poradí nasleduje za Rx. 
Pseudokód algoritmu je napísaný pre pravidlá obsahujúce 5 polí, nie je však problém zredukovať ho 
pre použitie s menším počtom poli, prípadne rozšíriť pre použitie s väčším počtom polí. Časová 
zložitosť uvedeného algoritmu závisí výlučne na počte porovnávaných polí a spôsobe porovnania 
polí, ktorých maximálna dĺžka je konštantná. Z toho vyplýva, že algoritmus má konštantnú časovú 
zložitosť O(1), keďže počet porovnávaných polí je konštantný. 
3.3 Analýza chýb v ACL 
Analýza chýb medzi všetkými pravidlami v rámci jedného ACL nie je triviálna úloha. Je potrebné 
odhaliť všetky dvojice konfliktných pravidiel a klasifikovať, o akú chybu sa jedná. Na klasifikáciu 
chyby použijeme algoritmus (viď Algoritmus 3.1) z podkapitoly 3.2. 
V nasledujúcich podkapitolách sú bližšie popísané dva algoritmy na analýzu všetkých pravidiel 
v ACL. Prvým je naivný algoritmus bez akejkoľvek optimalizácie. Je použiteľný pre ACL s malým 
počtom pravidiel, avšak pre analýzu veľkých ACL je neefektívny, keďže má za každých okolností 
kvadratickú časovú zložitosť. Ako druhý je popísaný efektívnejší algoritmus na analýzu celého ACL 
s využitím binárnych prefixových stromov. Jeho nevýhodou je, že v najhoršom prípade má časovú 
zložitosť O(n2 log n). To však predstavuje prípad, keď by boli všetky pravidlá ACL navzájom 
v konflikte. Dolné ohraničenie časovej zložitosti je možné určiť z prípadu, keď by medzi pravidlami 
neexistoval žiaden konflikt. V takomto prípade by bolo potrebné pre každé pravidlo získať bitový 
vektor konfliktov, avšak neklasifikovala by sa chyba pre žiadnu dvojicu pravidiel. Z toho je možné 
odvodiť dolné ohraničenie časovej zložitosti Ω(n log n). Priemerná zložitosť sa pohybuje v uvedenom 
intervale a závisí od počtu konfliktov a počtu pravidiel v ACL. Aj keď má druhý algoritmus 
v najhoršom prípade zložitosť O(n2 log n), vo väčšine prípadov dokáže výrazne zredukovať počet 
analyzovaných dvojíc pravidiel ACL a tým urýchliť kontrolu chýb (viď podkapitola 5.3). 
V nasledujúcich podkapitolách sú spomenuté algoritmy bližšie vysvetlené. 
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3.3.1 Naivný algoritmus 
Naivný algoritmus porovnáva každé pravidlo ACL s každým a pre každú dvojicu pravidiel používa 
už spomenutý algoritmus na klasifikáciu chyby (viď Algoritmus 3.1). Tento prístup je neefektívny, 
nakoľko porovnáva navzájom všetky pravidlá, a to aj v prípade, ak nie sú konfliktné. Existencia 
chyby sa odhalí až analýzou dvojice pravidiel. Ak bude výstupom algoritmu na klasifikáciu chyby 
konkrétna chyba, odhalili sme konfliktné pravidlá, v opačnom prípade sme zbytočne porovnávali 
nekonfliktné pravidlá. Tento algoritmus je použiteľný pre ACL s malým počtom pravidiel. So 
zvyšujúcim sa počtom pravidiel stúpa kvadratickou mierou celkový počet analyzovaných dvojíc 
pravidiel. Celkovú časovú zložitosť algoritmu je možné odvodiť z pseudokódu (viď Algoritmus 3.2). 
Pri analýze ACL s n pravidlami sa za každých okolností vykoná celkovo         klasifikácií chyby 
medzi dvojicou pravidiel. Teda horné ohraničenie časovej zložitosť naivného algoritmu je O(n.(n-1)) 
= O(n
2
) a to je zhodné s dolným ohraničením časovej zložitosti Ω(n2). 
 
AnalyzujACL (PRAVIDLO[] acl) 
{ 
 for ( i = 0; i < acl.pocet_pravidiel; i++ ) 
 { 
  for ( j = i + 1; j < acl.pocet_pravidiel; j++ ) 
  { 
   chyba = AnalyzujPravidla(acl[i], acl[j]); 
   if ( chyba == ZIADNA_CHYBA ) 
    continue; 
   else 
    zapisLog(chyba, acl[i], acl[j]); 
  } 
 } 
} 
Algoritmus 3.2 – Pseudokód naivného algoritmu na analýzu chýb v rámci jedného ACL. 
3.3.2 Algoritmus s využitím prefixových stromov 
Naivný algoritmus je možné optimalizovať s využitím binárnych prefixových stromov na odhalenie 
konfliktných pravidiel, tak ako to opísali Baboescu a Varghese [4]. Hlavným predpokladom pre 
použitie binárnych prefixových stromov na zredukovanie počtu analyzovaných dvojíc je, že všetky 
porovnávané polia pravidiel budú vyjadrené v tvare prefixov. Niektoré polia však môžu byť reálne 
zadané ako rozsahy, napríklad zdrojové a cieľové IPv4 adresy a porty. To nie je problém, keďže 
rozsahy je možné konvertovať na prefixy [13]. Základnou myšlienkou pre zredukovanie počtu 
analyzovaných dvojíc je skutočnosť, že medzi konfliktnými pravidlami existuje vždy čiastočné alebo 
úplné prekrytie vo všetkých odpovedajúcich si poliach (dimenziách). 
Princíp algoritmu bude pre jednoduchosť vysvetlený na ilustračnom ACL s 11 pravidlami, kde 
každé obsahuje iba dve polia vyjadrené v tvare prefixu, pričom akcia vykonávaná pravidlom je pre 
potreby vysvetlenia algoritmu irelevantná (viď Tabuľka 3.1). Ďalej predpokladáme, že všetky polia 
pravidiel sú vyjadrené v tvare prefixu. 
Na začiatku je problém hľadania konfliktov medzi pravidlami obsahujúcich k polí rozdelený na 
k podproblémov a na konci sú jednotlivé výsledky skombinované. Pre každé pole pravidla je 
zostrojený jednorozmerný binárny prefixový strom, teda celkovo je zostrojených k stromov. 
V každom z k stromov sa, v uzloch reprezentujúcich platné prefixy v ACL, nachádzajú dva 
bitové vektory bitVektor1 a bitVektor2 veľkosti n bitov, pre ACL obsahujúce n pravidiel. Uzol 
reprezentujúci platný prefix je taký, pre ktorý v ACL existuje pravidlo s prefixom, ktorý reprezentuje 
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cestu od koreňa k tomuto uzlu v príslušnom binárnom prefixovom strome (zobrazené ako plné čierne 
uzly v obrázku 3.2 a 3.3). 
 
Tabuľka 3.1 – Fiktívny ACL pre ilustráciu algoritmu využívajúceho prefixové stromy [4]. 
Pravidlo Pole číslo 1 Pole číslo 2 
R0 000000* 111001* 
R1 1001* 0000101* 
R2 10110* 111* 
R3 1111* 0000100* 
R4 00000100* 100010* 
R5 10111* 000000* 
R6 10* 1111* 
R7 0001010* * 
R8 000111* 100011* 
R9 000000* 111* 
R10 * * 
 
Uzol reprezentujúci platný prefix má v prvom bitovom vektore bitVektor1 nastavený i-ty bit na 
hodnotu 1 vtedy a len vtedy, ak v ACL existuje pravidlo Ri ktorého hodnota prefixu v príslušnom poli 
zodpovedá presne ceste od koreňa stromu k tomuto uzlu (viď Obrázok 3.2). 
Okrem prvého bitového vektoru obsahuje každý uzol reprezentujúci platný prefix druhý bitový 
vektor bitVektor2. Pre uzol N v strome má vektor bitVektor2 hodnotu 
                                         , kde uzly C sú všetci potomkovia uzlu N 
v strome, ktorý taktiež reprezentujú platný prefix (viď Obrázok 3.3). 
Vektor bitVektor1 uzlu má teda nastavené bity na pozícii, ktorá zodpovedá pravidlu 
s rovnakým prefixom, ako je cesta k tomuto uzlu. Druhý vektor uzlu bitVektor2 má nastavený bit na 
každej pozícii, ktorá zodpovedá pravidlu s prefixom, pre ktorý existuje uzol v podstrome s koreňom 
v tomto uzle. 
 
Obrázok 3.2 – Binárne prefixové stromy pre dve polia ilustračného ACL (viď Tabuľka 3.1). 
V rámčeku je zobrazený bitový vektor bitVektor1 pre 11 pravidiel. Bity vektoru sú číslované 
vzostupne zľava doprava. Najľavejší bit teda reprezentuje pravidlo R0 a najpravejší reprezentuje 
pravidlo R10 [4]. 
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Obrázok 3.3 – Binárne prefixové stromy pre dve polia ilustračného ACL (viď Tabuľka 3.1). 
V rámčeku je zobrazený bitový vektor bitVektor2 pre 11 pravidiel. Bity vektoru sú číslované 
vzostupne zľava doprava. Najľavejší bit teda reprezentuje pravidlo R0 a najpravejší reprezentuje 
pravidlo R10 [4]. 
 
S využitím takto zostrojených prefixových stromov je pre každé pole pravidiel a konkrétne 
pravidlo možné získať bitové vektory, ktoré majú nastavené bity na pozíciách, ktoré zodpovedajú 
existujúcim pravidlám obsahujúcich v danom poli rovnakú hodnotu prefixu, všeobecnejší prefix, 
prípadne konkrétnejší prefix. Skombinovaním takto získaných bitových vektorov dostávame jeden 
bitový vektor, ktorý ma nastavené bity na pozíciách, ktoré zodpovedajú pravidlám, ktoré sa 
s kontrolovaným pravidlom istým spôsobom prekrývajú v každom poli pravidla (viď Algoritmus 3.3). 
Pred získaním konfliktného vektoru pre konkrétne pravidlo musia byť zostrojené potrebné 
binárne prefixové stromy reprezentujúce polia v pravidlách. Na začiatku sa vytvorí toľko dočasných 
bitových vektorov, koľko je polí v pravidlách. Každý vektor má počet bitov rovný počtu pravidiel 
v ACL a všetky sú nastavené na hodnotu nula. Pre nami používaný model pravidiel s piatimi poľami 
sa vytvorí päť vektorov. Následne prebieha získanie konfliktného vektoru pomocou príslušného 
stromu pre každé pole pravidla. Kontrola začína prvým poľom pravidla v koreni odpovedajúceho 
stromu. Pre každý bit prefixu v tomto poli sa presúvame od koreňa smerom k listom stromu takým 
spôsobom, že ak má aktuálny bit prefixu hodnotu jedna, presunieme sa na pravého potomka 
aktuálneho uzlu, ak má hodnotu nula, presunieme sa na ľavého potomka. Následne kontrolujeme 
ďalší bit prefixu, kým nevyčerpáme všetky bity prefixu. Zakaždým, keď sa počas presúvania po 
uzloch stromu dostaneme do uzlu reprezentujúceho platný prefix, uskutočníme logický súčet medzi 
bitmi dočasného bitového vektoru a vektoru bitVektor1 daného uzlu. Pri ceste po uzloch stromu na 
základe bitov prefixu môžu nastať tri možnosti. Prvá možnosť je taká, že sme pri ceste narazili na 
listový uzol stromu, avšak nedostali sme sa ešte na koniec prefixu. V takomto prípade prehľadávanie 
aktuálneho stromu končí a dočasný bitový vektor má nastavené bity na hodnotu jedna na pozíciách 
konfliktných pravidiel. Druhá možnosť je, že sme cestu ukončili v uzle, ku ktorému cesta od koreňa 
reprezentuje presne kontrolovaný prefix, a tento uzol reprezentuje platný prefix. V takomto prípade 
uskutočníme logický súčet medzi dočasným bitovým vektorom a vektorom bitVektor2 aktuálneho 
uzlu. Následne prehľadávanie aktuálneho stromu končí a dočasný bitový vektor má nastavené bity na 
hodnotu jedna na pozíciách konfliktných pravidiel. Posledná tretia možnosť je, že sme cestu ukončili 
v uzle, ku ktorému cesta od koreňa reprezentuje presne kontrolovaný prefix, no tento uzol 
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nereprezentuje platný prefix. V takomto prípade aktuálny uzol neobsahuje bitVektor2. Preto je 
potrebné uskutočniť logický súčet dočasného bitového vektoru a vektoru bitVektor2 všetkých prvých 
potomkov aktuálneho uzlu, ktorý reprezentujú platný prefix. Následne prehľadávanie aktuálneho 
stromu končí a dočasný bitový vektor má nastavené bity na hodnotu jedna na pozíciách konfliktných 
pravidiel. Po uskutočnení tohto procesu pre každé pole pravidla a odpovedajúci binárny prefixový 
strom získame príslušný počet dočasných bitových vektorov s nastavenými bitmi na pozíciách 
konfliktných pravidiel. Nakoniec uskutočníme logický súčin medzi všetkými získanými dočasnými 
bitovými vektormi, a tak získame jediný výsledný bitový vektor konfliktov, ktorý ma nastavené bity 
na pozíciách pravidiel, ktoré sú v konflikte (prekrývajú sa) pre všetky polia s kontrolovaným 
pravidlom. 
To nám umožní znížiť počet analyzovaných dvojíc pravidiel a zbytočne neanalyzovať 
nekonfliktné dvojice (viď Algoritmus 3.4). 
V uvedených algoritmoch predpokladáme, že bitové vektory majú dĺžku rovnú počtu pravidiel 
v ACL, ďalej že počet binárnych prefixových stromov je rovný počtu polí v pravidlách ACL, a že 
funkcia zostrojenie_bin_stromov( ) zostrojí daný počet binárnych prefixových stromov na základe 
prefixov v príslušných poliach pravidiel zadaného ACL. 
Pomocou tohto postupu získame množinu pravidiel, ktoré sú v konflikte s jedným konkrétnym 
pravidlom. Na to aby sme zistili, o akú chybu sa jedná, musíme analyzovať všetky tieto konfliktné 
dvojice pomocou už uvedeného algoritmu na klasifikáciu chyby (viď Algoritmus 3.1). 
 
bite[] GetVektorKonfliktov(PRAVIDLO rule, BIN_STROM[] tries) 
{ 
 bite[rule.pocet_poli][] temp; 
  
 for ( i = 0; i < rule.pocet_poli; i++ ) 
 { 
  temp[i][] = 00...0; 
   
  for ( pre každý uzol M stromu tries[i] reprezentujúci platný 
   prefix, kým nenarazíme na uzol zodpovedajúci presne 
   prefixu pravidla rule) 
  { 
   temp[i][] = temp[i][]   M.bitVektor1; 
  } 
   
  if (ak uzol M, do ktorého sme sa dostali, reprezentuje platný 
prefix) 
  { 
   temp[i][] = temp[i][]   M.bitVektor2; 
  } 
  else 
  { 
   temp[i][] = temp[i][]   L.bitVektor2; 
   /* L predstavuje všetkých prvých potomkov uzlu M, ktorý 
   reprezentujú platný prefix */ 
  } 
 } 
  
 return   
              
   temp[i][]; 
} 
Algoritmus 3.3 – Pseudokód algoritmu na získanie bitového vektoru s konfliktnými pravidlami. 
 
Nevýhodou tohto riešenia je, že v prípade, ak by boli všetky pravidlá ACL navzájom 
v konflikte, museli by sme analyzovať všetky dvojice, tak ako je to v prípade naivného algoritmu 
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a navyše získať bitový vektor konfliktov pomocou prefixových stromov. Z toho vyplýva horná 
hranica časovej zložitosti algoritmu O(n2 log n). Dolné ohraničenie časovej zložitosti môžeme určiť 
z prípadu, keď by medzi pravidlami neexistoval žiaden konflikt. V takomto prípade by bolo potrebné 
pre každé pravidlo získať bitový vektor konfliktov, avšak neklasifikovala by sa chyba pre žiadnu 
dvojicu pravidiel. Z toho je možné odvodiť dolné ohraničenie časovej zložitosti Ω(n log n). 
V reálnych konfiguráciách je vysoko nepravdepodobné, že by boli všetky pravidla navzájom 
v konflikte. Preto je pravdepodobné, že s použitím binárnych prefixových stromov bude možné 
významným spôsobom zredukovať počet analyzovaných dvojíc pravidiel. 
 
AnalyzujACL (PRAVIDLO[] acl) 
{ 
 BIN_STROM[] tries = zostrojenie_bin_stromov(PRAVIDLO[] acl); 
  
 for ( i = 0; i < acl.pocet_pravidiel; i++ ) 
 { 
  bite[] konfVektor = VektorKonfliktov(acl[i], tries); 
   
  for ( j = i + 1; j < konfVektor.dlzka; j++ ) 
  { 
   if ( konfVektor[j] == 1 ) 
   { 
    chyba = AnalyzujPravidla(acl[i], acl[j]); 
    zapisLog(chyba, acl[i], acl[j]); 
   } 
  } 
 } 
} 
Algoritmus 3.4 – Pseudokód vylepšeného algoritmu analýzu konfliktov v rámci jedného ACL 
s použitím binárnych prefixových stromov. 
 
Baboescu a Varghese uvádzajú ešte možnosť použitia agregovaných bitových vektorov, ktoré 
umožnia optimalizovať prehľadávanie bitových vektorov bitVektor1 a bitVektor2 [4]. Optimalizácia 
vyžaduje pridanie ďalšieho bitového vektoru pre každý z dvoch už existujúcich vektorov. Každý bit 
agregovaného vektoru potom reprezentuje skupinu bitov konštantnej veľkosti v pôvodnom vektore. 
Bit agregovaného vektoru je nastavený na hodnotu jedna, ak aspoň jeden bit zo skupiny, ktorú 
reprezentuje, má hodnotu jedna. Takto zostrojený agregovaný vektor umožňuje optimalizovať 
prehľadávanie pôvodného bitového vektoru, keďže s jeho použitím nie je potrebné prehľadávať 
skupiny bitov, ktoré nemajú nastavený ani jeden bit na hodnotu jedna. Toto riešenie však môže pri 
analýze ACL s veľkým počtom pravidiel zvýšiť už aj tak vysoké pamäťové nároky riešenia s dvomi 
bitovými vektormi v uzloch reprezentujúcich platný prefix.  
Agregované vektory je možné použiť aj na redukciu potrebnej pamäte, ak nimi úplne 
nahradíme pôvodné bitové vektory. Avšak v prípade, keď je v skupine bitov, reprezentovaných bitom 
agregovaného bitového vektoru, aspoň jeden bit nastavený na hodnotu jedna, potom je nastavený aj 
bit agregovaného vektoru na hodnotu jedna. V dôsledku toho by bolo potrebné analyzovať väčší 
počet dvojíc pravidiel. Takéto riešenie je teda v rozpore so samotnou myšlienkou použitia binárnych 
prefixových stromov na maximálne možné zredukovanie počtu zbytočne analyzovaných 
nekonfliktných dvojíc pravidiel.  
Najlepší spôsob, ako znížiť pamäťové nároky riešenia s použitím prefixových stromov, sa javí 
použitie nejakej kompresnej metódy na bitový vektor. Dôležité je, aby kompresná metóda bola 
bezstratová a teda zachovávala informácie o hodnotách všetkých bitov z pôvodného bitového vektoru 
a taktiež aby bolo možné vykonávať s použitím komprimovaných bitových vektorov rýchle logické 
operácie (najmä AND a OR).  
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4 Návrh a implementácia 
Jedným z cieľov tejto diplomovej práce je navrhnúť a implementovať nástroj umožňujúci analyzovať 
ACL priamo v konfiguráciách sieťových zariadení. Keďže existuje niekoľko nástrojov umožňujúcich 
analyzovať ACL, cieľom nášho riešenia je poskytnúť nejakú pridanú hodnotu. Stanovili sme si 
niekoľko vlastností, ktoré musí naše riešenie spĺňať. Sú to najmä tieto: 
 
 Neobmedzovať formát vstupného súboru a umožniť jednoduchú implementáciu načítavania 
nového formátu. 
 Rozpoznávať formát konfigurácií ACL zariadení od výrobcov Cisco, HP a Juniper. 
 Neobmedzovať počet dimenzií pravidiel, ale vytvoriť riešenie umožňujúce analýzu 1 až 5 
dimenzionálnych pravidiel. 
 Redukovať počet analyzovaných dvojíc pri kontrole ACL s veľkým počtom pravidiel. 
 Výsledky analýzy poskytnúť vo formáte, ktorý je ďalej spracovateľný. 
 
Obrázok 4.1 – Komponentový diagram znázorňujúci jednotlivé funkčné bloky a ich komponenty 
implementovaného nástroja. 
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Tieto vlastnosti sú predpokladom, že vytvorený nástroj bude prakticky použiteľný. Nástroj má 
okrem výhod aj nevýhodu v tom, že umožňuje prácu výlučne s IPv4 adresami v ACL, čo je však pre 
potreby práce postačujúce. 
Nástroj je možné rozčleniť na tri funkčné bloky (viď Obrázok 4.1), kde každý zabezpečuje istú 
časť procesu analýzy prístupového zoznamu. Funkčnými blokmi sú: 
 
 Vstup (Input) – Vstupný blok poskytuje potrebné komponenty na rozpoznávanie 
jednotlivých formátov konfigurácií ACL a zjednocuje ich používanie pomocou spoločného 
rozhrania. 
 Spracovanie (Processing) – Blok spracovania obsahuje komponenty implementujúce 
algoritmy na odhalenie konfliktných dvojíc pravidiel a následnú klasifikáciu chyby. Blok 
využíva jednotné rozhranie vstupného bloku na získanie načítaných ACL. Po analýze je 
následne použité jednotné rozhranie výstupného bloku na zapísanie odhalených chýb medzi 
pravidlami na výstup. 
 Výstup (Output) – Výstupný blok poskytuje komponent umožňujúci zápis analýzy ACL vo 
formáte XML, ktorý je ďalej spracovateľný. Nachádza sa tu taktiež rozhranie spoločné pre 
všetky výstupné komponenty. 
 
V nasledujúcich podkapitolách sú bližšie popísané jednotlivé funkčné bloky a v nich 
obsiahnuté komponenty. Na záver je uvedená použitá vnútorná reprezentácia ACL a jeho pravidiel 
v implementovanom nástroji a použité implementačné prostredie a knižnice tretích strán. 
4.1 Vstupný blok (Input) 
Vstupný blok obsahuje komponenty slúžiace na spracovanie vstupných dát v rôznych formátoch. 
Celkovo sa tu nachádza päť komponentov a jedno rozhranie (viď Obrázok 4.1): 
 
 Input Parser (rozhranie) – zjednocuje použitie všetkých komponentov. 
 Cisco Input Parser – komponent zabezpečujúci rozpoznávanie konfigurácie vo formáte 
zariadení od firmy Cisco. 
 Juniper Input Parser – komponent zabezpečujúci rozpoznávanie konfigurácie v XML 
formáte zariadení od firmy Juniper. 
 HP Input Parser – komponent zabezpečujúci rozpoznávanie konfigurácie vo formáte 
zariadení od firmy HP. 
 XML Input Parser – komponent zabezpečujúci rozpoznávanie ACL vo formáte XML, 
generovaných pomocou nástroja, ktorý poskytol vedúci tejto diplomovej práce. 
 ClassBench Input Parser – komponent zabezpečujúci rozpoznávanie ACL vo formáte 
použitom v nástroji na ich generovanie z projektu ClassBench [14]. 
 
Každý komponent implementuje spoločné jednotné rozhranie Input Parser, čo umožňuje 
pracovať s nimi rovnakým spôsobom bez ohľadu na to, s akým formátom vstupných dát pracujú. 
Výsledkom spracovania je množina ACL s pravidlami vo formáte ich vnútornej reprezentácie 
v implementovanom nástroji. Táto množina ACL je následne analyzovaná v bloku spracovania. 
V nasledujúcich podkapitolách sú bližšie popísané jednotlivé komponenty vstupného bloku 
a ich spoločné rozhranie. 
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4.1.1 Input Parser (rozhranie) 
Rozhranie Input Parser zjednocuje prácu s jednotlivými vstupnými komponentmi. Vďaka tomu je 
možné jednoducho rozšíriť nástroj a implementovať ďalšie komponenty pracujúce s požadovaným 
formátom vstupných dát. 
Rozhranie určuje jedinú funkciu, ktorú je potrebné implementovať. Jej vstupom je vstupný 
dátový tok (napríklad otvorený súbor) a výstupom je množina ACL s príslušnými pravidlami. Záleží 
na implementácii konkrétneho komponentu, akým spôsobom spracuje vstupný dátový tok a vytvorí 
príslušnú množinu ACL s pravidlami. 
4.1.2 Cisco Input Parser 
Komponent Cisco Input Parser slúži na rozpoznávanie a spracovanie konfigurácií zariadení od 
spoločnosti Cisco. Parser pracuje s konfiguráciou zadanou v textovom formáte. 
Vstup je spracovávaný po riadkoch, kde na každom riadku sa nachádza jeden samostatný 
príkaz, prípadne príkaz, ktorý je súčasťou iného zloženého príkazu. Komponent umožňuje 
spracovávanie viacerých ACL rôznych druhov v jednej konfigurácii. Pri spracovaní sa zameriava 
výlučne na 5 druhov príkazov slúžiacich na konfiguráciu ACL rôznych druhov a ich pravidiel (viď 
podkapitola 2.2.1). Sú to konkrétne: 
 Štandardný ACL – príkaz access-list {1 – 99 | 1300 – 1999} ... 
 Rozšírený ACL – príkaz access-list {100 – 199 | 2000 – 2699} ... 
 Pomenovaný štandardný ACL – príkaz ip access-list standard ACL-name. 
 Pomenovaný rozšírený ACL – príkaz ip access-list extended ACL-name. 
 Pravidlo pomenovaného ACL – príkaz začínajúci permit alebo deny. 
Parser z jednotlivých deklarácií ACL a ich pravidiel používa výlučne polia, ktoré sú relevantné 
pre ďalšiu analýzu. Používané sú polia v podmienke pravidla ako protokol, zdrojová IP adresa, 
cieľová IP adresa a pri protokoloch TCP a UDP aj zdrojový a cieľový port. Okrem podmienky je 
použitá aj akcia pravidla. 
Syntax deklarácií pravidiel v nepomenovaných a pomenovaných ACL je takmer rovnaká. 
Jediným rozdielom je, že v pomenovanom ACL začína deklarácia pravidla akciou, zatiaľ čo pri 
nepomenovaných je pred akciou ešte príkaz access-list s číslom ACL, ktoré určuje či je 
štandardný, alebo rozšírený. Komponent rozoznáva nasledujúcu syntax pravidiel. 
Deklarácia štandardného pravidla má syntax: 
action source [source-wildcard] 
Deklarácia rozšíreného pravidla pre protokoly iné ako TCP a UDP má syntax: 
action protocol source [source-wildcard] destination [destination-
wildcard] ... 
Deklarácia rozšíreného pravidla pre protokoly TCP a UDP má syntax: 
action {tcp | udp} source [source-wildcard] [operator port [port]] 
destination [destination-wildcard] [operator port [port]] ... 
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Jednotlivé položky deklarácií majú nasledujúci význam [15]: 
 action – akcia vykonávaná pravidlom. Môže nadobúdať hodnoty permit alebo deny. 
o permit znamená povolenie komunikácie. 
o deny znamená zamietnutie komunikácie. 
 source – adresa siete, prípadne zariadenia z ktorého boli pakety odoslané. Existujú tri 
spôsoby zápisu zdroja komunikácie: 
o 32-bitovou hodnotou zapísanou v bodkovej desiatkovej notácii. 
o kľúčovým slovom any, ktoré znamená akýkoľvek zdroj komunikácie. Jeho 
ekvivalent je adresa zdroja 0.0.0.0 a wildcard 255.255.255.255. 
o kľúčovým slovom host, ktoré znamená, že za nim nasleduje adresa zdroja paketov 
patriaca jedinému konkrétnemu zariadeniu. Jeho ekvivalent je zadaná adresa zdroja 
spolu s wildcard 0.0.0.0. 
 source-wildcard – wildcard bity sú použité na zdrojovú adresu siete alebo zariadenia. 
V podstate sa jedná o negáciu sieťovej masky. Ak nebolo na špecifikáciu zdrojovej adresy 
použité niektoré kľúčové slovo, je wildcard povinná. Wildcard môže byť zadaná 32-bitovou 
hodnotou zapísanou v bodkovej desiatkovej notácii. Potom každý nastavený bit znamená, že 
hodnota tohto bitu v adrese zdroja má byť ignorovaná. 
 protocol – sieťový protokol. Môže byť zadaný číslom alebo názvom. Názvom môžu byť 
zadané protokoly eigrp, gre, icmp, igmp, ip, ipinip, nos, ospf, tcp alebo udp. Číselne je možné 
zadať protokol hodnotou z rozsahu 0 až 255. 
 destination - adresa siete, prípadne zariadenia ktorému sú pakety určené. Existujú tri 
spôsoby zápisu cieľa komunikácie: 
o 32-bitovou hodnotou zapísanou v bodkovej desiatkovej notácii. 
o kľúčovým slovom any, ktoré znamená akýkoľvek zdroj komunikácie. Jeho 
ekvivalent je adresa zdroja 0.0.0.0 a wildcard 255.255.255.255. 
o kľúčovým slovom host, ktoré znamená, že za nim nasleduje adresa cieľa paketov 
patriaca jedinému konkrétnemu zariadeniu. Jeho ekvivalent je zadaná adresa zdroja 
spolu s wildcard 0.0.0.0. 
 destination-wildcard – wildcard bity sú použité na cieľovú adresu siete alebo 
zariadenia. V podstate sa jedná o negáciu sieťovej masky. Ak nebolo na špecifikáciu cieľovej 
adresy použité niektoré kľúčové slovo, je wildcard povinná. Wildcard môže byť zadaná 32-
bitovou hodnotou zapísanou v bodkovej desiatkovej notácii. Potom každý nastavený bit 
znamená, že hodnota tohto bitu v adrese cieľa má byť ignorovaná. 
 operator – porovnáva zdrojové alebo cieľové porty. Špecifikácia portov nie je povinná 
položka deklarácie pravidla. Porty je možné špecifikovať len v prípade TCP a UDP 
protokolov. Ak je operátor špecifikovaný za zdrojovou adresou, jedná sa o zdrojové porty. 
Ak je operátor špecifikovaný za cieľovou adresou, jedná sa o cieľové porty. Medzi možné 
operátory patria: 
o lt – znamená „menší ako“ (anglicky less than). Je nasledovaný jedným číslom 
portu. 
o gt – znamená „väčší ako“ (anglicky greather than). Je nasledovaný jedným číslom 
portu. 
o eq – znamená „rovný tomuto“ (anglicky equal). Je nasledovaný jedným číslom 
portu. 
o neq – znamená „všetky okrem tohto“ (anglicky not equal). Je nasledovaný jedným 
číslom portu. 
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o range – znamená „rozsah portov“. Je nasledovaný dvomi číslami portov, prvým 
číslom reprezentujúcim začiatok rozsahu a druhým číslom reprezentujúcim koniec 
rozsahu. 
 port – zdrojový alebo cieľový port. Musí mu predchádzať nejaký operator. Môže byť 
zadaný číselnou hodnotou z rozsahu 0 až 65535, prípadne názvom TCP alebo UDP portu. 
Možné mená TCP a UDP portov sú: bgp, biff, bootpc, bootps, chargen, cmd, daytime, 
discard, dnsix, domain, echo, exec, finger, ftp, ftp-data, gopher, hostname, http, ident, irc, 
isakmp, klogin, kshell, login, lpd, mobile-ip, nameserver, netbios-dgm, netbios-ns, netbios-ss, 
nntp, non500-isakmp, ntp, pim-auto-rp, pop2, pop3, rip, smtp, snmp, snmptrap, sunrpc, 
syslog, tacacs, talk, telnet, tftp, time, uucp, who, whois, www, xdmcp. 
4.1.3 Juniper Input Parser 
Komponent Juniper Input Parser slúži na rozpoznávanie a spracovanie konfigurácií zariadení od 
spoločnosti Juniper. Parser pracuje s konfiguráciou zadanou v XML formáte.  
Vstup je spracovávaný ako strom XML dokumentu. Predpokladá sa, že konfigurácia ACL bude 
zanorená takým spôsobom, ako je to znázornené v podkapitole 2.2.3. Parser zvládne spracovanie 
niekoľkých ACL v jednej konfigurácii. Podporované sú výlučne bezstavové filtre firewallu 
a podmnožina príkazov dostupných na ich konfiguráciu, ktorá rozsahom zodpovedá možnostiam 
špecifikácie ACL pravidiel v konfiguráciách zariadení Cisco (viď podkapitola 4.1.2). Ak sa 
v deklarácii pravidla nachádza podporovaný príkaz viackrát (napríklad špecifikácia zdrojového portu 
vymenovaním), je vždy spracovaný iba prvý príkaz. Všetky ostatné príkazy sú pri spracovaní 
ignorované. Ak pravidlo nemá nastavenú niektorú z podporovaných akcií, je ignorované a nie je 
pridané do výsledného ACL. 
Každé pravidlo ACL v konfigurácii môže obsahovať špecifikáciu podmienky a akcie. Ak 
pravidlo neobsahuje žiadnu podmienku, vyhovuje všetkým paketom, ak nemá špecifikovanú akciu, je 
použitá akcia povoľujúca pakety. 
Z príkazov dostupných na špecifikáciu podmienky pravidla sú dostupné nasledujúce [16]: 
 protocol - IP komunikačný protokol zadaný číselnou hodnotou z rozsahu 0 až 255, 
prípadne názvom protokolu. Názvom je možné špecifikovať nasledujúce protokoly: egp, esp, 
gre, icmp, igmp, ipip, ospf, pim, rsvp, tcp, udp. 
 source-address – IPv4 adresa zdroja paketov. Je zadaná v bodkovej desiatkovej notácii, 
buď ako samotná adresa bez sieťovej masky, alebo spolu so sieťovou maskou zadanou za 
znakom lomené v tvare čísla symbolizujúceho počet bitov masky. 
 source-port – TCP alebo UDP port zdroja paketov. Môže byť špecifikovaný jedinou 
hodnotou, prípadne rozsahom hodnôt. Port môže byť zadaný číselnou hodnotou z rozsahu 0 
až 65535, alebo názvom. Je možné použiť nasledujúce názvy portov: afs, bgp, biff, bootpc, 
bootps, cmd, cvspserver, dhcp, domain, eklogin, ekshell, exec, finger, ftp, ftp-data, http, https, 
ident, imap, kerberos-sec, klogin, kpasswd, krb-prop, krbupdate, kshell, ldap, login, mobileip-
agent, mobilip-mn, msdp, netbios-dgm, netbios-ns, netbios-ssn, nfsd, nntp, ntalk, ntp, pop3, 
pptp, printer, radacct, radius, rip, rkinit, smtp, snmp, snmptrap, snpp, socks, ssh, sunrpc, 
syslog, tacacs-ds, talk, telnet, tftp, timed, who, xdmcp, zephyr-clt, zephyr-hm. 
 source-port-except - TCP alebo UDP porty zdroja paketov, okrem portu alebo 
rozsahu portov zadaných v tomto príkaze. Môže byť špecifikovaný jedinou hodnotou, 
prípadne rozsahom hodnôt. Môže byť zadaný číselnou hodnotou z rozsahu 0 až 65535, alebo 
názvom. Je možné použiť všetky názvy portov uvedené v popise príkazu source-port. 
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 destination-address - IPv4 adresa cieľa paketov. Je zadaná v bodkovej desiatkovej 
notácii, buď ako samotná adresa bez sieťovej masky, alebo spolu so sieťovou maskou 
zadanou za znakom lomené v tvare čísla symbolizujúceho počet bitov masky. 
 destination-port - TCP alebo UDP port cieľa paketov. Môže byť špecifikovaný 
jedinou hodnotou, prípadne rozsahom hodnôt. Port môže byť zadaný číselnou hodnotou 
z rozsahu 0 až 65535, alebo názvom. Je možné použiť všetky názvy portov uvedené v popise 
príkazu source-port. 
 destination-port-except - TCP alebo UDP porty cieľa paketov, okrem portu alebo 
rozsahu portov zadaných v tomto príkaze. Môže byť špecifikovaný jedinou hodnotou, 
prípadne rozsahom hodnôt. Môže byť zadaný číselnou hodnotou z rozsahu 0 až 65535, alebo 
názvom. Je možné použiť všetky názvy portov uvedené v popise príkazu source-port. 
Z príkazov dostupných na špecifikáciu akcie pravidla sú dostupné nasledujúce [17]: 
 accept – akcia znamená, že vyhovujúci paket bude povolený. 
 reject – akcia znamená, že vyhovujúci paket bude zamietnutý a odosielateľovi bude 
poslaný ICMP paket so správou o nedostupnosti cieľa komunikácie (anglicky destination 
unreachable). 
 discard – akcia znamená, že vyhovujúci paket bude zamietnutý bez toho, aby bol 
odosielateľovi poslaný nejaký ICMP paket. 
4.1.4 HP Input Parser 
Komponent HP Input Parser slúži na rozpoznávanie a spracovanie konfigurácií zariadení od 
spoločnosti HP. Parser pracuje s konfiguráciou zadanou v textovom formáte. 
Vstup je spracovávaný po riadkoch, kde na každom riadku sa nachádza jeden samostatný 
príkaz, prípadne príkaz, ktorý je súčasťou iného zloženého príkazu. Komponent umožňuje 
spracovávanie viacerých ACL rôznych druhov v jednej konfigurácii. Pri spracovaní sa zameriava 
výlučne na 5 druhov príkazov slúžiacich na konfiguráciu ACL rôznych druhov a ich pravidiel (viď 
podkapitola 2.2.2). Sú to konkrétne: 
 Štandardný ACL – príkaz access-list 1 – 99 ... 
 Rozšírený ACL – príkaz access-list 100 – 199 ... 
 Pomenovaný štandardný ACL – príkaz ip access-list standard ACL-name. 
 Pomenovaný rozšírený ACL – príkaz ip access-list extended ACL-name. 
 Pravidlo pomenovaného ACL – príkaz začínajúci sekvenčným číslom a akciou pravidla 
permit alebo deny. 
Parser z jednotlivých deklarácií ACL a ich pravidiel používa výlučne polia, ktoré sú relevantné 
pre ďalšiu analýzu. Používané sú polia v podmienke pravidla ako protokol, zdrojová IP adresa, 
cieľová IP adresa a pri protokoloch TCP a UDP aj zdrojový a cieľový port. Okrem podmienky je 
použitá aj akcia pravidla. V konfigurácii zariadení od spoločnosti HP môže byt namiesto zdrojovej 
alebo cieľovej IP adresy uvedený názov zariadenia (anglicky hostname), avšak táto možnosť nie je 
parserom podporovaná. Pravidlá obsahujúce názov zariadenia namiesto IP adresy spôsobia výnimku 
v behu implementovaného nástroja. 
Syntax deklarácií pravidiel v nepomenovaných a pomenovaných ACL je takmer rovnaká. 
Jediným rozdielom je, že v pomenovanom ACL začína deklarácia pravidla sekvenčným číslom 
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a akciou, zatiaľ čo pri nepomenovaných je pred akciou ešte príkaz access-list s číslom ACL, 
ktoré určuje či je štandardný, alebo rozšírený. Komponent rozoznáva nasledujúcu syntax pravidiel. 
Deklarácia štandardného pravidla má syntax: 
action source-ip-spec 
Deklarácia rozšíreného pravidla pre protokoly iné ako TCP a UDP má syntax: 
action protocol source-ip-spec destination-ip-spec ... 
Deklarácia rozšíreného pravidla pre protokoly TCP a UDP má syntax: 
action {tcp | udp} source-ip-spec [operator port [port]] 
destination-ip-spec [operator port [port]] ... 
Jednotlivé položky deklarácií majú nasledujúci význam [8]: 
 action – akcia vykonávaná pravidlom. Môže nadobúdať hodnoty permit alebo deny. 
o permit znamená povolenie komunikácie.  
o deny znamená zamietnutie komunikácie. 
 source-ip-spec – špecifikácia adresy siete, prípadne zariadenia, z ktorého boli pakety 
odoslané. Existujú štyri spôsoby zápisu zdroja komunikácie: 
o ip-addr wildcard – v tomto prípade je adresa zdroja zadaná 32-bitovou 
hodnotu adresy v bodkovej desiatkovej notácii, nasledovaná 32-bitovou hodnotou 
wildcard v bodkovej desiatkovej notácii. Wildcard je v podstate negáciou sieťovej 
masky, a teda bity nastavené vo wildcard sú v adrese zdroja ignorované. 
o ip-addr/mask – v tomto prípade je adresa zdroja zadaná 32-bitovou hodnotu 
adresy v bodkovej desiatkovej notácii, nasledovaná hodnotou určujúcou počet 
nastavených bitov masky, teda počet nulových bitov wildcard. 
o host ip-addr – zápis znamená, že adresa zdroja ip-addr zadaná za kľúčovým 
slovom host patrí jedinému konkrétnemu zariadeniu. Jeho ekvivalent je zadaná 
adresa zdroja spolu s wildcard 0.0.0.0. 
o any - zápis označuje zdroj komunikácie s akoukoľvek adresou. Jeho ekvivalent je 
adresa zdroja 0.0.0.0 a wildcard 255.255.255.255. 
 protocol – sieťový protokol. Môže byť zadaný číslom alebo názvom. Názvom môžu byť 
zadané protokoly: ip-in-ip, ipv6-in-ip, gre, esp, ah, pim, icmp, igmp, ip, vrrp, sctp, igrp, ospf, 
tcp alebo udp. Číselne je možné zadať protokol hodnotou z rozsahu 0 až 255. 
 destination-ip-spec – špecifikácia adresy siete, prípadne zariadenia, ktorému sú 
pakety určené. Existujú štyri spôsoby zápisu cieľa komunikácie: 
o ip-addr wildcard – v tomto prípade je adresa cieľa zadaná 32-bitovou hodnotu 
adresy v bodkovej desiatkovej notácii, nasledovaná 32-bitovou hodnotou wildcard 
v bodkovej desiatkovej notácii. Wildcard je v podstate negáciou sieťovej masky, 
a teda bity nastavené vo wildcard sú v adrese cieľa ignorované. 
o ip-addr/mask – v tomto prípade je adresa cieľa zadaná 32-bitovou hodnotu 
adresy v bodkovej desiatkovej notácii, nasledovaná hodnotou určujúcou počet 
nastavených bitov masky, teda počet nulových bitov wildcard. 
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o host ip-addr – zápis znamená, že adresa cieľa ip-addr zadaná za kľúčovým 
slovom host patrí jedinému konkrétnemu zariadeniu. Jeho ekvivalent je zadaná 
adresa cieľa spolu s wildcard 0.0.0.0. 
o any - zápis označuje cieľ komunikácie s akoukoľvek adresou. Jeho ekvivalent je 
adresa cieľa 0.0.0.0 a wildcard 255.255.255.255. 
 operator – porovnáva zdrojové alebo cieľové porty. Špecifikácia portov nie je povinná 
položka deklarácie pravidla. Porty je možné špecifikovať len v prípade TCP a UDP 
protokolov. Ak je operátor špecifikovaný za zdrojovou adresou, jedná sa o zdrojové porty. 
Ak je operátor špecifikovaný za cieľovou adresou, jedná sa o cieľové porty. Medzi možné 
operátory patria: 
o lt – znamená „menší ako“ (anglicky less than). Je nasledovaný jedným číslom 
portu. 
o gt – znamená „väčší ako“ (anglicky greather than). Je nasledovaný jedným číslom 
portu. 
o eq – znamená „rovný tomuto“ (anglicky equal). Je nasledovaný jedným číslom 
portu. 
o neq – znamená „všetky okrem tohto“ (anglicky not equal). Je nasledovaný jedným 
číslom portu. 
o range – znamená „rozsah portov“. Je nasledovaný dvomi číslami portov, prvým 
číslom reprezentujúcim začiatok rozsahu a druhým číslom reprezentujúcim koniec 
rozsahu. 
 port – zdrojový alebo cieľový port. Musí mu predchádzať nejaký operator. Môže byť 
zadaný číselnou hodnotou z rozsahu 0 až 65535, prípadne názvom TCP alebo UDP portu. 
Možné mená TCP a UDP portov sú: bgp, dns, ftp, http, imap4, ldap, nntp, pop2, pop3, smtp, 
telnet, bootpc, bootps, dns, ntp, radius, radius-old, rip, snmp, snmp-trap, tftp. 
4.1.5 XML Input Parser 
Komponent XML Input Parser slúži na rozpoznávanie a spracovanie konfigurácií ACL vo formáte 
XML, ktoré sú generované nástrojom, ktorý poskytol vedúci tejto diplomovej práce. Nástroj je 
používaný interne v rámci výskumnej skupiny počítačových sietí a vstavaných systémov fakulty [18], 
a preto neexistuje žiaden oficiálny a verejne dostupný zdroj informácií, na ktoré by sa bolo možné 
odkázať. ACL generované pomocou tohto nástroja boli použité na testovanie funkčnosti prototypov 
implementovaných algoritmov uvedených v kapitole 3. 
Generované pravidlá obsahujú tri dimenzie (protokol, rozsahy zdrojových a cieľových IPv4 
adries) a akciu. V nasledujúcej časti sa pre ilustráciu nachádza príklad ACL a pravidla, ktoré je 
možné vygenerovať pomocou tohto nástroja. 
 
<?xml version="1.0" encoding="utf-8"?> 
<ecm:access-list id="Acl" xmlns:ecm="..."> 
   <ecm:rule action="..." protocol="..." source="..." destination="..." /> 
   ... 
</ecm:access-list> 
 
Obsah jednotlivých polí môže byť nasledovný: 
 action – predstavuje akciu pravidla. Môže nadobúdať hodnotu permit (povolenie 
paketu) alebo deny (zamietnutie paketu). 
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 protocol – predstavuje protokol. Môže nadobúdať hodnoty tcp, udp alebo icmp. 
 source – predstavuje rozsah IPv4 adries zdroja komunikácie. Adresy sú zadané v bodkovej 
desiatkovej notácii a rozsah má tvar „x.x.x.x-y.y.y.y“. 
 destination - predstavuje rozsah IPv4 adries cieľa komunikácie. Adresy sú zadané 
v bodkovej desiatkovej notácii a rozsah má tvar „x.x.x.x-y.y.y.y“. 
4.1.6 ClassBench Input Parser 
Komponent ClassBench Input Parser slúži na rozpoznávanie a spracovanie konfigurácií ACL 
v textovom formáte, ktoré sú generované nástrojom Filter Set Generator z projektu ClassBench [14]. 
ACL generované pomocou tohto nástroja boli použité na testovanie konečnej implementácie nástroja, 
konkrétne na testovanie výkonnosti. 
Vygenerovaný súbor obsahuje na jednom riadku vždy jedno pravidlo s nasledujúcou 
štruktúrou: 
 
@168.88.86.96/30 170.227.150.64/28 750:750 110:110 0x11/0xFF 0x0000/0x0000 
 
Pravidlá nemajú uvedenú akciu, predpokladá sa však, že všetky povoľujú pakety. Polia 
pravidla majú nasledujúci význam: 
1. IPv4 adresa zdroja komunikácie, zapísaná v bodkovej desiatkovej notácii s maskou zapísanou 
za znakom lomené. Maska je uvedená vo forme čísla, ktoré reprezentuje počet bitov masky. 
2. IPv4 adresa cieľa komunikácie, zapísaná v bodkovej desiatkovej notácii s maskou zapísanou 
za znakom lomené. Maska je uvedená vo forme čísla, ktoré reprezentuje počet bitov masky. 
3. Rozsah portov zdroja komunikácie. Začiatok a koniec rozsahu je oddelený znakom 
dvojbodka. 
4. Rozsah portov cieľa komunikácie. Začiatok a koniec rozsahu je oddelený znakom dvojbodka. 
5. Protokol a maska oddelené znakom lomené. Číslo protokolu je hodnota od 0 do 255 zadaná 
v hexadecimálnom tvare. Hodnota 0x00/0x00 znamená akýkoľvek IP protokol. 
6. Príznakové bity protokolu a wildcard oddelené znakom lomené. Obe hodnoty sú uvedené 
v hexadecimálnom tvare. Význam príznakových bitov závisí od protokolu. 
4.2 Blok spracovania (Processing) 
Blok spracovania predstavuje najvýznamnejšiu časť implementovaného nástroja, keďže obsahuje 
implementáciu hlavných algoritmov použitých na odhalenie konfliktných dvojíc pravidiel a následnú 
klasifikáciu konfliktu medzi dvojicou ACL pravidiel. Blok neobsahuje len komponenty 
implementujúce spomenuté algoritmy, ale aj nimi využívané komponenty. Celkovo sa tu nachádzajú 
štyri komponenty (viď Obrázok 4.1): 
 
 Prefix Forest – komponent implementujúci algoritmus 3.3 na získanie výsledného bitového 
vektoru konfliktov. Vnútorne obsahuje binárny prefixový strom Prefix Tree pre každé 
z piatich polí (dimenzií) pravidiel. 
 Prefix Tree – komponent predstavujúci binárny prefixový strom pre jednu konkrétnu 
dimenziu pravidiel. 
 WAH Bit Vector – komponent používaný ako bitový vektor v jednotlivý uzloch prefixových 
stromov Prefix Tree a taktiež na reprezentáciu bitového vektoru konfliktov. Bitový vektor 
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používa kompresiu na šetrenie pamäte pri analýze ACL. Použitý druh kompresie umožňuje 
dostatočné rýchle potrebné bitové operácie. 
 Conflict Classification – komponent implementujúci algoritmus 3.1 umožňujúci klasifikáciu 
konfliktu medzi dvojicou pravidiel. Výstupom komponentu je štruktúra popisujúca konflikt. 
Táto je pomocou Výstupného bloku zapísaná na výstup. 
 
Blok využíva rozhranie vstupného bloku Input Parser na získanie množiny ACL, ktoré je 
potrebné analyzovať. V ACL je pre každé pravidlo komponentom Prefix Forest získaný bitový vektor 
konfliktov, pomocou ktorého je následne možné klasifikovať chyby medzi konfliktnými dvojicami 
pravidiel komponentom Conflict Classification. Binárne prefixové stromy sú priebežne budované, 
ako sa postupne pre každé pravidlo získava bitový vektor konfliktov. Výstupom analýzy a zároveň 
komponentu Conflict Classification je štruktúra popisujúca druh konfliktu a vzťahy medzi 
odpovedajúcimi si dimenziami konfliktných pravidiel. Tieto informácie sú následne pomocou 
rozhrania výstupného bloku Output Writer zapísané príslušným spôsobom na výstup. 
Komponenty bloku spracovania sú podrobnejšie popísané v nasledujúcich podkapitolách. 
4.2.1 Prefix Forest 
Komponent Prefix Forest predstavuje implementáciu algoritmu 3.3 a obsahuje les binárnych 
prefixových stromov Prefix Tree pre každú dimenziu pravidiel. Spolu teda obsahuje päť prefixových 
stromov. Jednotlivé stromy sú priebežne budované pri získavaní vektoru konfliktov pre každé 
pravidlo ACL. 
Prefix Forest poskytuje funkciu, ktorá ako parameter prijíma ACL pravidlo, ktoré má byť 
pridané do prefixových stromov a zároveň má byť preň získaný vektor konfliktov. Funkcia potom 
vracia výsledný bitový vektor konfliktov. Vnútorne je prefixový tvar každej dimenzie pravidla 
postupne pridaný do príslušného prefixového stromu. Týmto sa získa čiastkový vektor konfliktov pre 
danú dimenziu pravidla. Ten je postupne kombinovaný do výsledného vektoru pomocou logického 
súčinu. 
Tento postup umožňuje pri jedinom prechode všetkými pravidlami ACL zostrojiť prefixové 
stromy a získať vektor konfliktov pre každé pravidlo. Získaný vektor konfliktov je použitý na zistenie 
konfliktných pravidiel. To umožňuje redukovať počet analyzovaných dvojíc komponentom Conflict 
Classification, keďže nie je potrebné analyzovať dvojice, medzi ktorými určite neexistuje konflikt. 
4.2.2 Prefix Tree 
Prefix Tree predstavuje binárny prefixový strom pre jednu konkrétnu dimenziu ACL pravidiel. 
Komponent poskytuje funkciu na pridanie pravidla, so zadaným prefixovým tvarom príslušnej 
dimenzie, do prefixového stromu. Táto funkcia zároveň vracia čiastkový bitový vektor konfliktov pre 
zadané pravidlo. 
Vnútorne Prefix Tree používa v uzloch reprezentujúcich platné prefixy (viď podkapitola 3.3.2) 
komponent WAH Bit Vector. Ten je použitý na reprezentáciu bitových vektorov BitVector1 
a BitVector2. 
4.2.3 WAH Bit Vector 
Komponent WAH Bit Vector je použitý na reprezentáciu bitových vektorov v implementovanom 
nástroji. Sú nim reprezentované bitové vektory použité v uzloch prefixových stromov, čiastkové 
aj výsledný bitový vektor konfliktov pre dané ACL pravidlo. 
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Bitový vektor používa WAH bitovú kompresiu [19], aby sa znížili pamäťové nároky, najmä 
počas analýzy veľkých ACL. Skratka WAH (anglicky Word-Aligned Hybrid) znamená, že vektor 
používa na slová zarovnanú hybridnú bitovú kompresiu. Existuje niekoľko rôznych spôsobov 
kompresie bitových vektorov. Jedným z najznámejších je kompresia používajúca zarovnanie na bajty 
(anglicky Byte-Aligned Bitmap Code, BBC). Nevýhodou väčšiny kompresných postupov však je, že 
bitové operácie medzi komprimovanými bitovými vektormi sú veľmi pomalé a neefektívne. WAH 
kompresná metóda umožňuje nielen rýchle logické operácie, ale taktiež poskytuje rozumný stupeň 
kompresie pre bitové vektory, ktoré obsahujú početné zhluky bitov s rovnakou hodnotou. 
Veľké množstvo bitových kompresných postupov, vrátane BBC a WAH, je založených na 
myšlienke kódovania skupín bitov istej dĺžky (anglicky run-length encoding). Skupiny po sebe 
idúcich bitov rovnakej hodnoty (anglicky fill) sú často reprezentované hodnotou bitov a dĺžkou 
skupiny bitov. Krátke skupiny bitov nie je často možné efektívne zakódovať, preto sú väčšinou 
reprezentované ich doslovnou hodnotou a teda nie sú nijako komprimované. Použitie takéhoto 
kódovania krátkych skupín robí kompresnú metódu hybridnou, keďže vo výslednom bitovom vektore 
sú niektoré skupiny bitov komprimované, zatiaľ čo iné sú uvedené doslovne v pôvodnej forme. 
WAH kompresná metóda používa hybridné kódovanie. Kódované skupiny bitov sú uložené 
v slovách (anglicky word). Používajú sa dva druhy slov: doslovné slovo (anglicky literal word) 
a slovo kódujúce skupinu rovnakých bitov (anglicky fill word). Na rozlíšenie druhu slov sa používa 
najvýznamnejší bit slova, ktorý má pri doslovnom slove hodnotu „0“ a pri slove kódovaných bitov 
má hodnotu „1“. Nech w je počet bitov v slove, potom zvyšných (w – 1) bitov doslovného slova 
obsahuje hodnoty bitov z nekomprimovaného vektoru. V prípade slova kódovaných bitov 
reprezentuje druhý najvýznamnejší bit hodnotu zakódovaných bitov a zvyšok slova obsahuje počet 
zakódovaných slov rovnakých bitov. Z dôvodu rýchlosti logických operácii je potrebné dodržiavať 
zásadu, že dĺžka zakódovanej skupiny rovnakých bitov musí byť celočíselným násobkom dĺžky 
doslovného slova, ktorá je (w – 1) bitov. Komponent WAH Bit Vector používa zarovnanie na 32-
bitové slová. 
V tabuľke 4.1 je uvedený príklad WAH bitového vektora reprezentujúceho 128 bitov 
a používajúceho 32-bitové slová. V tomto prípade každé doslovné slovo reprezentuje 31 bitov a slovo 
kódujúce skupinu rovnakých bitov reprezentuje celočíselné násobky 31 bitov. Druhý riadok 
znázorňuje rozdelenie bitového vektora na 31 bitové skupiny a tretí riadok znázorňuje jednotlivé 31-
bitové skupiny v hexadecimálnom tvare. Na poslednom riadku sú uvedené hodnoty WAH slov. Prvé 
tri slová sú štandardné WAH slová, dva doslovné slová a jedno slovo kódujúce skupinu rovnakých 
bitov. Slovo kódujúce skupinu bitov 80000002 určuje, že kóduje dva 31-bitové slová (62 bitov) 
bitov s hodnotou „0“. Posledné štvrté slovo sa nazýva aktívne slovo (anglicky active word) 
a obsahuje posledných niekoľko bitov, ktorých je menej ako 31 a teda nemôžu tvoriť štandardné 
slovo. Okrem aktívneho slova je potrebné uchovávať ešte hodnotu určujúcu počet zmysluplných bitov 
v aktívnom slove. 
 
Tabuľka 4.1 – Tabuľka znázorňujúca WAH bitový vektor. Každé WAH slovo (posledný riadok) 
reprezentuje násobok 31 bitov z pôvodného vektoru, okrem posledného slova reprezentujúceho 
zvyšné štyri bity [19]. 
128 bitov 1, 20*0, 3*1, 79*0, 25*1 
31-bitové skupiny 1, 20*0, 3*1, 7*0 62*0 
 
10*0, 21*1 4*1 
Skupiny  (hex) 40000380 00000000 00000000 001FFFFF 0000000F 




V tabuľke 4.2 je uvedený jednoduchý príklad pre ilustráciu logickej operácie AND medzi 
dvoma WAH bitovými vektormi. Pri každej logickej operácii je dôležité správne spárovať 
odpovedajúce si slová a na základe ich hodnôt vytvoriť odpovedajúci výsledok. Aktívne slová sú 
vždy spracovávané individuálne. 
Komponent WAH Bit Vector poskytuje taktiež iterátor po bitoch nastavených na hodnotu jedna. 
Iterátor vracia vždy pozíciu nasledujúceho jednotkového bitu. Je využívaný najmä pri práci 
s výsledným bitovým vektorom konfliktov na zisťovanie indexov konfliktných pravidiel. 
 
Tabuľka 4.2 – Tabuľka ilustrujúca logickú operáciu AND medzi dvoma WAH bitovými vektormi, 
C = A AND B [19]. 
Nekomprimovaný bitový vektor (v 31-bitových skupinách) 
A 40000380 00000000 00000000 001FFFFF 0000000F 
B 7FFFFFFF 7FFFFFFF 7C0001E0 3FE00000 00000003 
C 40000380 00000000 00000000 00000000 00000003 
Komprimovaný bitový vektor 





7C0001E0 3FE00000 00000003 
C 40000380 80000003     00000003 
 
4.2.4 Conflict Classification 
Conflict Classification implementuje algoritmus 3.1 slúžiaci na klasifikáciu konfliktu medzi dvoma 
ACL pravidlami. Komponent pri klasifikácii a porovnávaní používa jednotlivé dimenzie pravidiel 
zadané v podobe rozsahov hodnôt, prípadne konkrétnej hodnoty. Umožňuje klasifikovať všetky druhy 
chýb uvedených a popísaných v podkapitole 2.4. 
Výstupom klasifikácie je štruktúra obsahujúca informácie o druhu konfliktu medzi pravidlami, 
ak nejaký existuje. Ďalej obsahuje informácie o vzťahoch jednotlivých odpovedajúcich si dimenzií 
pravidiel (napr. podmnožina, rovné, rozdielne a pod.). Štruktúra obsahuje taktiež odkazy na štruktúry 
reprezentujúce konfliktné pravidlá, aby bolo možné jednoducho získať presné informácie o obsahu 
jednotlivých dimenzií konfliktných pravidiel. 
Výstup komponentu na klasifikáciu chyby je pri výskyte chyby zapísaný na výstup 
v požadovanej forme pomocou niektorého komponentu výstupného bloku. Pri zápise výstupu sa 
využíva spoločné rozhranie Output Writer. 
4.3 Výstupný blok (Output) 
Výstupný blok obsahuje komponenty slúžiace na zapísanie výsledkov analýzy ACL na výstup 
v istom formáte. Celkovo sa tu nachádza jeden komponent a jedno rozhranie (viď Obrázok 4.1): 
 Output Writer (rozhranie) – zjednocuje prácu s výstupnými komponentmi. 
 XML Output Writer – komponent umožňujúci zápis informácií o konflikte v niekoľkých 
stupňoch detailov do výstupného dátového toku vo formáte XML. 
Komponenty implementujú spoločné jednotné rozhranie Output Writer, čo umožňuje s nimi 
pracovať rovnakým spôsobom bez ohľadu na to, v akom formáte sa na výstup zapisujú výsledky 
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analýzy. Vstupom pre komponenty výstupného bloku sú štruktúry obsahujúce informácie o konflikte 
medzi dvoma ACL pravidlami. 
V nasledujúcich podkapitolách je popísaný komponent výstupného bloku a spoločné rozhranie. 
4.3.1 Output Writer (rozhranie) 
Rozhranie Output Writer zjednocuje prácu s jednotlivými výstupnými komponentmi. Vďaka tomu je 
možné jednoducho rozšíriť nástroj a implementovať ďalšie komponenty zobrazujúce výsledky 
analýzy požadovaným spôsobom. 
Rozhranie určuje tri funkcie, ktoré je potrebné implementovať: 
1. Funkciu slúžiacu na vytvorenie ACL na výstupe, pre ktorý je následne možné zapisovať 
konflikty medzi pravidlami. Funkcia prijíma parameter, ktorým je názov ACL. 
2. Ďalej funkciu slúžiacu na zápis informácií o konkrétnom konflikte medzi pravidlami ACL, 
ktorý bol predtým pridaný pomocou predchádzajúcej funkcie. Parametrom funkcie je 
štruktúra obsahujúca informácie o konflikte. 
3. Posledná funkcia slúži na ukončenie práce s výstupom a môže spôsobiť napríklad zápis 
výstupu do súboru. Funkcia nie je nutné využívať, keďže výstup sa môže zapisovať aj 
postupne, avšak pri veľkých ACL s veľkým počtom konfliktov môže byť rýchlejšie zapísať 
všetky dáta na výstup naraz. 
4.3.2 XML Output Writer 
Komponent XML Output Writer slúži na zápis výsledkov analýzy ACL na výstup vo formáte XML, 
ktorý je ďalej spracovateľný. Konflikty sú vo výslednom XML dokumente vždy uvedené v rámci 
príslušného ACL, čo je výhodné najmä ak sa v konfigurácii nachádza viacero ACL. 
Výstup je možné zapisovať v štyroch úrovniach detailov, čo umožňuje užívateľovi zvoliť si 
množstvo informácii, ktoré vyžaduje z analýzy ACL. Nízka úroveň môže napríklad postačovať na 
odhalenie konfliktných dvojíc pravidiel a druhu chyby, zatiaľ čo najvyšší stupeň detailov je možné 
využiť v nejakom ďalšom nástroji na automatizovanú opravu odhalených chýb. 
Jednotlivé úrovne detailov výstupu sú bližšie popísané v nasledujúcej časti spolu s ukážkou 
XML dokumentu obsahujúceho výsledky analýzy pre jeden ACL s jednou konfliktnou dvojicou. 
 
 Úroveň detailov 1 – najnižšia úroveň detailov zapisuje na výstup názov analyzovaných ACL, 
druh konfliktu medzi pravidlami a pozície (názvy) konfliktných pravidiel. 
<?xml version="1.0" encoding="utf-8"?> 
<AclCheck-analysis output-detail="1"> 
 <access-list id="Acl"> 
  <conflict type="corelation"> 
   <ruleX name="0"/> 
   <ruleY name="6"/> 




 Úroveň detailov 2 – predvolená úroveň detailov v implementovanom nástroji zapisuje na 
výstup názov analyzovaných ACL, druh konfliktu medzi pravidlami, pozície (názvy) 
konfliktných pravidiel, komunikačné protokoly, rozsahy zdrojových IP adries a akcie 
pravidiel. 
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<?xml version="1.0" encoding="utf-8"?> 
<AclCheck-analysis output-detail="2"> 
 <access-list id="Acl"> 
  <conflict type="corelation"> 
   <ruleX name="0" proto="tcp" srcIP="176.71.153.32-
240.71.221.33" action="deny"/> 
   <ruleY name="6" proto="tcp" srcIP="128.75.1.50-
192.91.213.178" action="permit"/> 




 Úroveň detailov 3 – tretia úroveň detailov zapisuje na výstup názov analyzovaných ACL, 
druh konfliktu medzi pravidlami, pozície (názvy) konfliktných pravidiel, komunikačné 
protokoly, rozsahy zdrojových IP adries, rozsahy zdrojových portov, rozsahy cieľových IP 
adries, rozsahy cieľových portov a akcie pravidiel. 
<?xml version="1.0" encoding="utf-8"?> 
<AclCheck-analysis output-detail="3"> 
 <access-list id="Acl"> 
  <conflict type="corelation"> 
   <ruleX name="0" proto="tcp" srcIP="176.71.153.32-
240.71.221.33" srcPort="any" dstIP="88.0.32.137-121.36.123.201" 
dstPort="any" action="deny"/> 
   <ruleY name="6" proto="tcp" srcIP="128.75.1.50-
192.91.213.178" srcPort="any" dstIP="27.0.128.6-155.36.148.207" 
dstPort="any" action="permit"/> 




 Úroveň detailov 4 – najvyššia úroveň detailov zapisuje na výstup názov analyzovaných 
ACL, druh konfliktu medzi pravidlami, pozície (názvy) konfliktných pravidiel, komunikačné 
protokoly, rozsahy zdrojových IP adries, rozsahy zdrojových portov, rozsahy cieľových IP 
adries, rozsahy cieľových portov a akcie pravidiel. Okrem toho zapisuje taktiež vzťahy medzi 
odpovedajúcimi si dimenziami konfliktných pravidiel. 
<?xml version="1.0" encoding="utf-8"?> 
<AclCheck-analysis output-detail="4"> 
 <access-list id="Acl"> 
  <conflict type="corelation"> 
   <ruleX name="0" proto="tcp" srcIP="176.71.153.32-
240.71.221.33" srcPort="any" dstIP="88.0.32.137-121.36.123.201" 
dstPort="any" action="deny"/> 
   <ruleY name="6" proto="tcp" srcIP="128.75.1.50-
192.91.213.178" srcPort="any" dstIP="27.0.128.6-155.36.148.207" 
dstPort="any" action="permit"/> 
   <relation proto="Y_equivalent_X" 
srcIP="Y_interleaving_X" srcPort="Y_equivalent_X" 
dstIP="Y_superset_of_X" dstPort="Y_equivalent_X"/> 




4.4 Vnútorná reprezentácia ACL a pravidiel 
Pre úplnosť opisu návrhu a implementácie je potrebné uviesť aj spôsob vnútornej reprezentácie ACL 
a pravidiel v implementovanom nástroji. Ako už bolo uvedené v predchádzajúcich podkapitolách, 
s touto reprezentáciou pracujú takmer všetky komponenty nástroja. Na začiatku analýzy je pomocou 
niektorého komponentu vstupného bloku prevedená konfigurácia ACL v špecifickom formáte do tejto 
jednotnej vnútornej reprezentácie a ďalej sa pracuje výlučne s ňou. 
Reprezentácia ACL s pravidlami pozostáva z dvoch tried. Prvá trieda AccessControlList 
reprezentuje ACL s istým názvom a množinou pravidiel. Druhá trieda AclRule reprezentuje samotné 
pravidlá s príslušnými parametrami. Na obrázku 4.2 sú tieto triedy a ich vzťah znázornené pomocou 
diagramu tried. V diagrame sú uvedené členské premenné jednotlivých tried a taktiež významné 
metódy. Pre jednoduchosť nie sú uvedené konštruktory, deštruktory a v prípade AclRule nie sú 
uvedené taktiež get a set metódy pre jednotlivé členské premenné. 
 
 
Obrázok 4.2 – Diagram tried znázorňujúci triedy reprezentujúce ACL a jeho pravidlá 
v implementovanom nástroji. 
 
V nasledujúcich podkapitolách sa nachádza bližší popis uvedených triedy. 
4.4.1 AccessControlList 
Trieda predstavuje jeden ACL s množinou pravidiel typu AclRule. Členskými premennými sú: 
 rulesVector – kontajner na uchovávanie pravidiel ACL. 
 aclID – reťazec, ktorý obsahuje názov, prípadne identifikátor ACL. 
Trieda poskytuje nasledujúce verejné metódy na prácu s ACL:  
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 pushBack( ) – slúži na pridanie nového pravidla na koniec ACL. 
 name( ) – slúži na zistenie názvu ACL. 
 size( ) – slúži na zistenie počtu pravidiel v ACL. 
 operator[ ] – slúži na prístup k jednotlivým pravidlám ACL. Umožňuje pracovať 
s pravidlami v ACL, ako keby sa jednalo o prvky poľa. K pravidlám sa pristupuje pomocou 
indexov, pričom prvé pravidlo má index „0“ a posledné má index „size( ) – 1“. 
4.4.2 AclRule 
Trieda predstavuje jedno konkrétne pravidlo ACL. Uchováva všetky potrebné informácie o pravidle, 
využívané pri analýze konfliktov. Členskými premennými sú: 
 srcIP_start – začiatočná IPv4 adresa rozsahu zdrojových IP adries. 
 srcIP_stop – koncová IPv4 adresa rozsahu zdrojových IP adries. 
 srcIP_prefix – rozsah zdrojových IP adries vo forme prefixu. 
 dstIP_start – začiatočná IPv4 adresa rozsahu cieľových IP adries. 
 dstIP_stop – koncová IPv4 adresa rozsahu cieľových IP adries. 
 dstIP_prefix – rozsah cieľových IP adries vo forme prefixu. 
 protocol – hodnota určujúca IP protokol. 
 protocol_prefix – protokol zadaný vo forme prefixu. 
 srcPort_start – začiatočný port rozsahu zdrojových portov. 
 srcPort_stop – koncový port rozsahu zdrojových portov. 
 srcPort_prefix – rozsah zdrojových portov vo forme prefixu. 
 srcPortNeg – príznak určujúci, či je rozsah zdrojových portov v skutočnosti negovaný. (ak je 
nastavený, ide o prípad, keď v skutočnosti pravidlu vyhovujú všetky porty okrem 
špecifikovaných zadaným rozsahom). 
 dstPort_start – začiatočný port rozsahu cieľových portov. 
 dstPort_stop – koncový port rozsahu cieľových portov. 
 dstPort_prefix – rozsah cieľových portov vo forme prefixu. 
 dstPortNeg – príznak určujúci, či je rozsah cieľových portov v skutočnosti negovaný. (ak je 
nastavený, ide o prípad, keď v skutočnosti pravidlu vyhovujú všetky porty okrem 
špecifikovaných zadaným rozsahom). 
 action – akcia pravidla. 
 rulePositionNumber – hodnota určujúca pozíciu pravidla v ACL. Pozícia pravidla v ACL 
nemusí byť nutne pozícia v kontajneri triedy AccessControlList. 
 name – reťazec obsahujúci názov pravidla. Môže to byť pozícia pravidla vo forme reťazca, 
prípadne plnohodnotný názov pravidla (napríklad využívaný v zariadeniach od spoločnosti 
Juniper). 
Trieda poskytuje všetky potrebné konštruktory a verejné metódy na nastavovanie jednotlivých 
členských premenných a získanie ich hodnoty. Tieto metódy však nie sú z hľadiska opisu dôležité. 
Zaujímavé je však popísať chránené metódy triedy, ktoré z rozsahov dopočítavajú prefixovú 
reprezentáciu a naopak, z prefixovej reprezentácie dopočítavajú rozsah. Tieto metódy sú spúšťané 
automaticky pri nastavovaní rozsahov (prefixov), ak nie je vyslovene určené, že sa tak nemá diať. 
Ako už bolo uvedené, každý rozsah je možné previesť na prefix [13]. Avšak ako uviedli Gupta 
[20] a Taylor [21], táto technika môže byť neefektívna v zmysle, že pre určité rozsahy môže vzniknúť 
príliš veľké množstvo prefixov reprezentujúcich daný rozsah. To by bolo pre použitý algoritmus 
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nežiaduce. Preto bol na počítanie prefixov použitý spôsob, pomocou ktorého je rozsah prevedený 
vždy len na jeden tzv. super-prefix. Použitý postup môže mať za následok, že niektoré dvojice 
pravidiel budú pri použití algoritmu využívajúceho prefixové stromy označené za konfliktné. To však 
nepredstavuje problém, keďže chyba medzi všetkými konfliktnými dvojicami sa klasifikuje 
s využitím rozsahov hodnôt a teda po klasifikácii budú nekonfliktné pravidlá označené za skutočne 
nekonfliktné. Zvýšenie počtu analyzovaných dvojíc nie je príliš významné a teda nemá veľký dopad 
na zvýšenie času potrebného na analýzu ACL, čo bolo overené testovaním prototypov algoritmov 
a taktiež testovaním implementovaného nástroja (viď podkapitola 5.3.1). 
Metódy na výpočet prefixov a rozsahov sú: 
 computeSrcIpPrefix( ) – slúži na výpočet prefixovej reprezentácie rozsahu zdrojových IP 
adries. 
 computeDstIpPrefix( ) – slúži na výpočet prefixovej reprezentácie rozsahu cieľových IP 
adries. 
 computeSrcPortPrefix( ) – slúži na výpočet prefixovej reprezentácie rozsahu zdrojových 
portov. 
 computeDstPortPrefix( ) – slúži na výpočet prefixovej reprezentácie rozsahu cieľových 
portov. 
 computeProtoPrefix( ) – slúži na výpočet prefixovej reprezentácie protokolu. Prefixové 
reprezentácie protokolov boli ručne navrhnuté tak, aby mali často používané protokoly (napr. 
TCP, UDP, atď.) kratšie prefixové tvary ako menej používané protokoly a aby boli všetky 
protokoly súčasťou a podmnožinou IP protokolu. Kratšie prefixové tvary pre známe 
protokoly boli použité z dôvodu urýchlenia analýzy, najmä pri práci s prefixovými stromami. 
 computeSrcIpStartStop( ) – slúži na výpočet rozsahu zdrojových IP adries z prefixovej 
reprezentácie. 
 computeDstIpStartStop( ) – slúži na výpočet rozsahu cieľových IP adries z prefixovej 
reprezentácie. 
 computeSrcPortStartStop( ) – slúži na výpočet rozsahu zdrojových portov z prefixovej 
reprezentácie. 
 computeDstPortStartStop( ) – slúži na výpočet rozsahu cieľových portov z prefixovej 
reprezentácie. 
4.5 Implementačné prostredie a použité knižnice 
Nástroj na analýzu ACL v konfiguráciách sieťových zariadení je implementovaný ako konzolová 
aplikácia. Medzi výhody konzolovej aplikácie patrí, že nástroj je možné použiť ako súčasť iných 
informačných systémov alebo nástrojov, ktoré ho môžu spúšťať s príslušnými parametrami a vstupmi, 
pričom očakávajú jeho výstup. 
Nástroj bol implementovaný pod operačným systémom typu Linux, konkrétne v distribúcii 
Ubuntu verzie 10.04. Na implementáciu bol použitý objektovo orientovaný jazyk C++, najmä 
z dôvodu rýchlosti riešenia. Komponenty opísané v predchádzajúcich podkapitolách sú tvorené 
vlastnou neprebranou implementáciou, ktorá využíva na špecifické účely niektorú funkcionalitu 
knižníc tretích strán. Pri implementácii bola použitá štandardná knižnica jazyka C++ STD, ďalej 
knižnica RapidXml verzie 1.13 [22] a niektoré súčasti C++ knižnice Boost verzie 1.48.0 [23]. 
Knižnica RapidXml bola použitá na prácu s XML súbormi. Využívajú ju komponenty 
vstupného bloku Juniper Input Parser a XML Input Parser na spracovávanie konfigurácií v XML 
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formáte. Je použitá taktiež v komponente výstupného bloku XML Output Writer na zápis výsledkov 
analýzy ACL v XML formáte. 
Z knižnice Boost boli použité tzv. smart kontajnery na uchovávanie pointrov na určité objekty. 
Jedným z nich je napríklad kontajner ptr_vector<> použitý v triede AccessControlList (viď obrázok 
4.2). Ďalej bola použitá trieda dynamic_bitset<> využívaná na reprezentáciu prefixových tvarov 
rozsahov a hodnôt. 
Podrobná dokumentácia k implementácii nástroja sa nachádza na priloženom CD (Príloha A).  
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5 Testovanie 
Testovanie implementovaného nástroja má za úlohu overiť správnosť a funkčnosť riešenia. 
Z hľadiska cieľov a použitých prostriedkov je možné testovanie nástroja rozdeliť do troch logických 
častí: 
 
1. Testovanie funkčnosti komponentov vstupného bloku, ktoré spracovávajú konfigurácie 
zariadení od spoločností Cisco, HP a Juniper. 
2. Testovanie správnosti riešenia, a to najmä či je riešenie schopné odhaliť všetky druhy chýb 
uvedených v podkapitole 2.4. 
3. Testovanie výkonnosti riešenia. Pri výkonnosti sú dôležité dva parametre. Prvým je redukcia 
počtu analyzovaných dvojíc oproti naivnému algoritmu. Druhým je čas potrebný na analýzu 
ACL. 
 
Testovanie bolo uskutočňované na „bežnom počítači“ s procesorom Intel Core 2 Duo T5800 
s frekvenciou 2.0 GHz, operačnou pamäťou 3 GB RAM a operačným systémom Ubuntu 10.04. 
V nasledujúcich podkapitolách sú uvedené a popísané výsledky jednotlivých častí testovania 
implementovaného nástroja. 
5.1 Testovanie funkčnosti parserov 
Cieľom práce je vytvoriť nástroj schopný odhaliť chyby v konfiguráciách ACL, sieťových zariadení 
od spoločností Cisco, HP a Juniper. Z tohto dôvodu je veľmi dôležité overiť funkčnosť vstupných 
komponentov. Testovanie prebiehalo pomocou testovacích scenárov. Pre každého výrobcu zariadení 
bola použitá jedna konfigurácia, ktorá obsahovala z každej časti popísanej v príslušnej podkapitole 
(podkapitoly 4.1.2, 4.1.3 a 4.1.4) aspoň jednu položku. Takto bola overená schopnosť komponentov 
spracovávať potrebné konfigurácie ACL. 
Pre potreby testovania bohužiaľ nebolo možné použiť reálne konfigurácie zariadení, keďže aj 
napriek veľkej snahe sa ich nepodarilo získať. Hlavným dôvodom je neochota organizácií a firiem 
poskytovať konfigurácie ACL a všeobecne sieťových zariadení, keďže z bezpečnostného hľadiska sa 
jedná o citlivé údaje. Testovacie konfigurácie boli umelo vytvorené. Konfigurácia zariadenia Cisco 
bola vytvorená pomocou nástroja Cisco Packet Tracer [24]. Konfigurácia zariadenia HP bola ručne 
vytvorená z konfigurácie zariadenia od spoločnosti Cisco, nakoľko sú si veľmi podobné. 
Konfigurácia ACL zariadenia Juniper bola vytvorená pomocou operačného systému JunOS verzie 
10.4 bežiacom na virtuálnom stroji. 
V nasledujúcich podkapitolách sú uvedené testovacie scenáre spolu s výsledkami testovania 
pre vstupné komponenty rozpoznávajúce konfigurácie zariadení Cisco, HP a Juniper. Všetky 
testovacie scenáre musia byť splnené. Použité testovacie konfigurácie sa nachádzajú na priloženom 
CD (Príloha A) a v prílohe C. 
5.1.1 Cisco Input Parser 
Účel: Overenie správnej funkčnosti vstupného komponentu Cisco Input Parser, ktorý spracováva 
konfigurácie vo formáte zariadení Cisco. 
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Vstupné podmienky: Vstupná konfigurácia musí byť vo formáte Cisco zariadenia, ako je to uvedené 
v podkapitole 4.1.2. Pri spustení nástroja na analýzu je použitý prepínač na výpis pravidiel načítaných 
ACL z konfigurácie. 
 
Výstupné podmienky: Hodnoty v jednotlivých dimenziách načítaných pravidiel vo výpise musia byť 
zhodné s hodnotami v zadanej konfigurácií. 
 
Kroky testu:  
1. Krok: 
 Akcia: Používateľ spustí nástroj s formátom vstupu nastaveným na zariadenia Cisco, 
parametrom slúžiacim na výpis načítaných pravidiel a vstupom nastaveným na súbor 
obsahujúci konfiguráciu zariadenia. 
 Očakávaná reakcia: Po spustení nástroja majú vo výpise ACL pravidlá vo všetkých 
dimenziách rovnakú hodnotu ako v zadanej konfigurácii. 
 Skutočná reakcia: Po spustení nástroja mali vo výpise ACL pravidlá vo všetkých 
dimenziách rovnakú hodnotu ako v zadanej konfigurácii. 
5.1.2 Juniper Input Parser 
Účel: Overenie správnej funkčnosti vstupného komponentu Juniper Input Parser, ktorý spracováva 
konfigurácie vo formáte zariadení Juniper. 
 
Vstupné podmienky: Vstupná konfigurácia musí byť v XML formáte Juniper zariadenia, ako je to 
uvedené v podkapitole 4.1.3. Pri spustení nástroja na analýzu je použitý prepínač na výpis pravidiel 
načítaných ACL z konfigurácie. 
 
Výstupné podmienky: Hodnoty v jednotlivých dimenziách načítaných pravidiel vo výpise musia byť 
zhodné s hodnotami v zadanej konfigurácií. 
 
Kroky testu:  
1. Krok: 
 Akcia: Používateľ spustí nástroj s formátom vstupu nastaveným na zariadenia 
Juniper, parametrom slúžiacim na výpis načítaných pravidiel a vstupom nastaveným 
na súbor obsahujúci konfiguráciu zariadenia. 
 Očakávaná reakcia: Po spustení nástroja majú vo výpise ACL pravidlá vo všetkých 
dimenziách rovnakú hodnotu ako v zadanej konfigurácii. 
 Skutočná reakcia: Po spustení nástroja mali vo výpise ACL pravidlá vo všetkých 
dimenziách rovnakú hodnotu ako v zadanej konfigurácii. 
5.1.3 HP Input Parser 
Účel: Overenie správnej funkčnosti vstupného komponentu HP Input Parser, ktorý spracováva 
konfigurácie vo formáte zariadení HP. 
 
Vstupné podmienky: Vstupná konfigurácia musí byť vo formáte HP zariadenia, ako je to uvedené 
v podkapitole 4.1.4. Pri spustení nástroja na analýzu je použitý prepínač na výpis pravidiel načítaných 
ACL z konfigurácie. 
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Výstupné podmienky: Hodnoty v jednotlivých dimenziách načítaných pravidiel vo výpise musia byť 
zhodné s hodnotami v zadanej konfigurácií. 
 
Kroky testu:  
1. Krok: 
 Akcia: Používateľ spustí nástroj s formátom vstupu nastaveným na zariadenia HP, 
parametrom slúžiacim na výpis načítaných pravidiel a vstupom nastaveným na súbor 
obsahujúci konfiguráciu zariadenia. 
 Očakávaná reakcia: Po spustení nástroja majú vo výpise ACL pravidlá vo všetkých 
dimenziách rovnakú hodnotu ako v zadanej konfigurácii. 
 Skutočná reakcia: Po spustení nástroja mali vo výpise ACL pravidlá vo všetkých 
dimenziách rovnakú hodnotu ako v zadanej konfigurácii. 
5.2 Testovanie správnosti 
Cieľom testovania správnosti je overiť, či je implementovaný nástroj schopný odhaliť v konfigurácii 
všetky chyby uvedené v podkapitole 2.4. Na testovanie bol použitý ACL uvedený v tabuľke 2.1. ACL 
bol zadaný v podobe rozšíreného pomenovaného ACL v konfigurácii zariadenia Cisco. Na overenie 
správnosti bola použitá aj implementácia využívajúca naivný algoritmus (viď podkapitola 3.3.1), 
pričom bol porovnaný počet a druh odhalených chýb oboma implementáciami. Použitá testovacia 
konfigurácia sa nachádza na priloženom CD (Príloha A) a v prílohe D. Testovanie prebiehalo podľa 
nasledujúceho testovacieho scenára, ktorý musí byť splnený: 
 
Účel: Overenie správnej funkčnosti implementovaného nástroja a overenie jeho schopnosti 
klasifikovať všetky druhy chýb v rámci ACL. 
 
Vstupné podmienky: Vstupná konfigurácia musí obsahovať pravidlá, medzi ktorými existujú všetky 
druhy chýb uvedené v podkapitole 2.4. 
 
Výstupné podmienky: Implementovaný nástroj musí byť schopný správne klasifikovať všetky druhy 
chýb v zadanom ACL. Počet odhalených konfliktných dvojíc pomocou implementovaného nástroja 
musí byť rovnaký ako počet odhalený naivným algoritmom. 
 
Kroky testu:  
1. Krok: 
 Akcia: Používateľ spustí implementovaný nástroj so správnym formátom vstupu 
a vstupom nastaveným na súbor obsahujúci konfiguráciu ACL so všetkými druhmi 
chýb. 
 Očakávaná reakcia: Po spustení nástroja sú výsledky analýzy zapísané do 
príslušného súboru. Výsledky analýzy obsahujú všetky druhy chýb, ktoré môžu 
nastať. 
 Skutočná reakcia: Po spustení nástroja boli výsledky analýzy zapísané do 




 Akcia: Používateľ spustí implementovaný nástroj, využívajúci naivný algoritmus, so 
správnym formátom vstupu a vstupom nastaveným na súbor obsahujúci konfiguráciu 
ACL so všetkými druhmi chýb. 
 Očakávaná reakcia: Po spustení nástroja sú výsledky analýzy zapísané do 
príslušného súboru. Výsledky analýzy obsahujú všetky druhy chýb, ktoré môžu 
nastať. 
 Skutočná reakcia: Po spustení nástroja boli výsledky analýzy zapísané do 
príslušného súboru. Výsledky analýzy obsahovali všetky druhy chýb, ktoré môžu 
nastať. 
3. Krok: 
 Akcia: Používateľ skontroluje počet a druh chýb v súboroch s výsledkami analýzy 
z oboch nástrojov. 
 Očakávaná reakcia: Počet a druh konfliktov musí byť rovnaký v oboch súboroch 
s výsledkami analýzy. 
 Skutočná reakcia: Počet a druh konfliktov bol rovnaký v oboch súboroch 
s výsledkami analýzy. 
5.3 Testovanie výkonnosti 
Cieľom testovania výkonnosti implementovaného nástroja je overiť kvalitu použitého riešenia 
a demonštrovať možnosti použitia nástroja na analýzu ACL s veľkým počtom pravidiel. Na 
testovanie boli použité ACL generované pomocou generátoru pravidiel z projektu ClassBench [14]. 
Problematika klasifikácie paketov a analýzy ACL naberá na význame. Avšak len veľmi malá 
skupina ľudí dostane príležitosť získať reálne konfigurácie zariadení. Projekt a aj generátor vznikli, 
aby umožnili širokej verejnosti získať a generovať ACL pravidlá podobné reálnym. Tvorcovia 
projektu získali a analyzovali 12 reálnych konfigurácií ACL od poskytovateľov internetového 
pripojenia (anglicky Internet Service Providers, ISPs), výrobcov sieťových zariadení a ostatných 
výskumníkov z oblasti počítačových sietí. Počty pravidiel v získaných zoznamoch boli v rozsahu od 
68 do 4557. Na základe týchto analyzovaných zoznamov vytvorili 12 vzorov, s použitím ktorých je 
možné vygenerovať umelé ACL imitujúce príslušnú reálnu konfiguráciu [25]. Z dôvodu citlivosti 
použitých konfigurácii nie je známe, kde a ako boli používané zariadenia, z ktorých konfigurácie 
pochádzali. 
 
Vytvorené vzory sú rozdelené do troch skupín podľa formátu analyzovanej konfigurácie: 
 Access Control List (acl) – štandardný formát pre bezpečnostné pravidlá využívané vo VPN, 
NAT filtroch a v smerovačoch (podnikových, okrajových, chrbticových). 
 Firewall (fw) – proprietárny formát na špecifikáciu bezpečnostných filtrov pre firewally. 
 IP Chain (ipc) – formát využívajúci rozhodovacie stromy pre pravidlá vo VPN a NAT 
filtroch prevažne softvérových systémov a riešení. 
 
V každej skupine sa nachádza rôzny počet vzorov. V skupine acl sa ich nachádza päť, 
v skupine fw sa nachádza taktiež päť vzorov a v skupine ipc sa nachádzajú dva vzory. Na testovanie 
bolo použitých všetkých 12 vzorov. Pre každý vzor boli vygenerované ACL veľkosti 25, 50, 75, 100, 
250, 500, 750, 1000, 2500, 5000, 7500, 10 000, 25 000, 50 000, 75 000 a 100 000 pravidiel, pričom 
z každej veľkosti bolo vygenerovaných päť rôznych ACL. Celkovo bolo pre každý vzor 
vygenerovaných 80 ACL, teda celkovo 960 ACL pre 12 vzorov. Všetky ACL použité na testovanie sa 
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nachádzajú na priloženom CD (Príloha A). Generátor z projektu ClassBench nezaručuje, že sa 
vygeneruje zadaný počet pravidiel v zozname. Z tohto dôvodu sa vo väčšine vygenerovaných ACL 
nachádza menej pravidiel ako bolo zadané pri generovaní a ich počet nie je okrúhle číslo. Počty 
pravidiel v najmenšom a najväčšom ACL z každej skupiny vzorov sú uvedené v tabuľkách 5.1, 5.2 
a 5.3. Z tabuliek je možné zistiť, že najväčší ACL použitý na testovanie obsahoval 94 704 pravidiel 
a bol vygenerovaný pomocou vzoru acl4. 
 
Tabuľka 5.1 – Tabuľka znázorňujúca počty pravidiel v najmenšom a najväčšom vygenerovanom 
ACL pre každý vzor skupiny Access Control List (acl). 
  
acl1 acl2 acl3 acl4 acl5 
Najmenší ACL 25 25 25 25 25 
Najväčší ACL 50 648 66 815 88 950 94 704 60 418 
 
Tabuľka 5.2 – Tabuľka znázorňujúca počty pravidiel v najmenšom a najväčšom vygenerovanom 
ACL pre každý vzor skupiny Firewall (fw). 
  
fw1 fw2 fw3 fw4 fw5 
Najmenší ACL 25 24 25 25 25 
Najväčší ACL 52 157 14 926 44 118 52 267 53 311 
 
Tabuľka 5.3 – Tabuľka znázorňujúca počty pravidiel v najmenšom a najväčšom vygenerovanom 
ACL pre každý vzor skupiny IP Chain (ipc). 
  
ipc1 ipc2 
Najmenší ACL 25 25 
Najväčší ACL 62 930 8 385 
 
Jednotlivé vzory na generovanie a s ich použitím vygenerované ACL sa odlišujú taktiež 
množstvom konfliktných dvojíc pravidiel. Táto vlastnosť je výhodná pri testovaní implementovaného 
nástroja, keďže umožňuje otestovať správanie sa a výkonnosť pri rôznych podmienkach. Priemerné 
percentuálne podiely konfliktných a nekonfliktných dvojíc pravidiel z celkového počtu dvojíc vo 
vygenerovaných ACL, pre každý vzor jednotlivých skupín, sú znázornené v tabuľkách 5.4, 5.5 a 5.6. 
 
Tabuľka 5.4 – Tabuľka znázorňujúca priemerný percentuálny podiel konfliktných a nekonfliktných 
dvojíc pravidiel z celkového počtu dvojíc vo vygenerovaných ACL pre každý vzor skupiny Access 
Control List (acl). 
  
acl1 acl2 acl3 acl4 acl5 
Nekonfliktné dvojice 99,498% 97,866% 99,819% 99,791% 99,998% 
Konfliktné dvojice 0,502% 2,134% 0,181% 0,209% 0,002% 
 
Tabuľka 5.5 – Tabuľka znázorňujúca priemerný percentuálny podiel konfliktných a nekonfliktných 
dvojíc pravidiel z celkového počtu dvojíc vo vygenerovaných ACL pre každý vzor skupiny Firewall 
(fw). 
  
fw1 fw2 fw3 fw4 fw5 
Nekonfliktné dvojice 98,460% 97,832% 98,177% 98,357% 97,213% 
Konfliktné dvojice 1,540% 2,168% 1,823% 1,643% 2,787% 
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Tabuľka 5.6 – Tabuľka znázorňujúca priemerný percentuálny podiel konfliktných a nekonfliktných 




Nekonfliktné dvojice 99,596% 98,262% 
Konfliktné dvojice 0,404% 1,738% 
 
Pri testovaní výkonnosti má zmysel vyhodnocovať najmä redukciu počtu analyzovaných dvojíc 
pravidiel a čas potrebný na analýzu ACL s daným počtom pravidiel. Konkrétne hodnoty namerané pri 
testovaný sa nachádzajú na priloženom CD (Príloha A). V nasledujúcich podkapitolách sú uvedené 
a popísané výsledky testovania implementovaného nástroja z hľadiska výkonnosti. 
5.3.1 Redukcia počtu analyzovaných dvojíc pravidiel 
Redukcia počtu analyzovaných dvojíc je dôležitou vlastnosťou, ktorú musí implementovaný 
nástroj spĺňať. Keďže cieľom práce je vytvoriť nástroj použiteľný na analýzu ACL s veľkým počtom 
pravidiel, bola použitá metóda využívajúca prefixové stromy, ktorá umožňuje redukovať počet 
analyzovaných dvojíc. Pri testovaní boli vyhodnocované počty analyzovaných dvojíc s použitím 
algoritmu využívajúceho prefixové stromy a naivného algoritmu v závislosti na počte pravidiel 
analyzovaného ACL. Pre lepšiu ilustráciu sú pri výsledkoch testovania uvedené aj skutočné počty 
konfliktných dvojíc pravidiel. Redukcia počtu analyzovaných dvojíc bola vyhodnotená pre ACL 
obsahujúce najnižší a najvyšší podiel konfliktných dvojíc z celkového počtu dvojíc pravidiel. 
 
 
Obrázok 5.1 – Graf znázorňujúci redukciu počtu analyzovaných dvojíc pravidiel s použitím 
algoritmu využívajúceho prefixové stromy (tries alg.) oproti naivnému algoritmu (naive alg.). 
 
Pravidlá vygenerované pomocou vzoru acl5 obsahovali v priemere najnižší percentuálny podiel 
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na obrázku 5.1 sú znázornené výsledky testovania, zobrazujúce závislosť počtu analyzovaných dvojíc 
pravidiel vzhľadom na počet pravidiel v ACL. Os y grafu je v logaritmickej mierke. Červená krivka 
v grafe slúži ako referenčná a predstavuje skutočný počet konfliktných dvojíc pravidiel 
v analyzovaných ACL. Zelená krivka znázorňuje počet analyzovaných dvojíc pomocou naivného 
algoritmu, ktorý analyzuje všetky dvojice pravidiel v rámci daného ACL. Modrá krivka v grafe 
znázorňuje počet analyzovaných dvojíc s použitím algoritmu využívajúceho prefixové stromy. 
V grafe je vidieť, že s použitím algoritmu využívajúceho prefixové stromy sa podarilo výrazne 
redukovať počet analyzovaných dvojíc pravidiel. Z výsledkov je taktiež vidieť, že napriek redukcii 
počtu analyzovaných dvojíc sa analyzovalo o niečo viac dvojíc, ako ich bolo skutočne konfliktných. 
To je z dôvodu použitia tzv. super-prefixov (viď podkapitola 4.4.2) na reprezentáciu jednotlivých 
dimenzií pravidiel, zadaných vo forme rozsahov. Počet navyše analyzovaných dvojíc je však 
zanedbateľný vzhľadom na dosiahnutú redukciu ich počtu. 
 
 
Obrázok 5.2 – Graf znázorňujúci redukciu počtu analyzovaných dvojíc pravidiel s použitím 
algoritmu využívajúceho prefixové stromy (tries alg.) oproti naivnému algoritmu (naive alg.). 
 
Druhou skupinou vyhodnocovaných ACL boli zoznamy vygenerované s použitím vzoru fw5. 
Tento bol zvolený z dôvodu, že pomocou neho vygenerované ACL obsahovali v priemere najväčší 
percentuálny podiel konfliktných dvojíc, konkrétne 2,787% (viď tabuľka 5.5), z celkového počtu 
dvojíc pravidiel. V grafe na obrázku 5.2 sú znázornené výsledky testovania, zobrazujúce závislosť 
počtu analyzovaných dvojíc pravidiel vzhľadom na počet pravidiel v ACL. Os y grafu je 
v logaritmickej mierke. Červená krivka v grafe slúži ako referenčná a predstavuje skutočný počet 
konfliktných dvojíc v analyzovaných ACL. Zelená krivka znázorňuje počet analyzovaných dvojíc 
pravidiel pomocou naivného algoritmu, ktorý analyzuje všetky dvojice pravidiel v rámci daného 
ACL. Modrá krivka v grafe znázorňuje počet analyzovaných dvojíc s použitím algoritmu 
využívajúceho prefixové stromy. V grafe sú modrá a červená krivka prekryté takým spôsobom, že 
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sa podarilo výrazne zredukovať počet analyzovaných dvojíc pravidiel a ich počet bol veľmi blízky 
počtu skutočne konfliktných dvojíc pravidiel. 
Z vyhodnotených výsledkov testovania oboch skupín ACL zoznamov vyplýva, že s použitím 
algoritmu využívajúceho prefixové stromy v implementovanom nástroji sa podarilo výrazne 
zredukovať celkový počet analyzovaných dvojíc pravidiel ACL. 
5.3.2 Dĺžka analýzy ACL v závislosti na jeho veľkosti 
Najdôležitejším parametrom z hľadiska výkonnosti implementovaného nástroja je čas potrebný na 
analýzu ACL danej veľkosti. Na testovanie boli použité ACL vygenerované pomocou všetkých 
dvanástich vzorov a výsledky boli vyhodnotené po jednotlivých skupinách vzorov. Namerané 
hodnoty pre ACL jednotlivých skupín vzorov sú znázornené v podobe grafov na obrázkoch 5.3, 5.4 
a 5.5. 
Pri testovaní bol ako čas analýzy použitý čas potrebný na kompletnú analýzu a klasifikáciu 
všetkých konfliktov v rámci daného ACL. Do merania teda nebol započítaný čas potrebný na 
načítanie ACL zo súboru a ani čas potrebný na zapísanie výsledkov analýzy do súboru. Takýto postup 
bol zvolený, aby nedošlo k skresleniu merania výkonnosti použitého riešenia. 
V grafoch sú znázornené výsledky testovania, zobrazujúce dĺžku analýzy v sekundách 
v závislosti na počte pravidiel v ACL. Os y je vo všetkých grafoch v logaritmickej mierke. Pri 
testovaní bol porovnávaný algoritmus využívajúci prefixové stromy (tries alg.) a naivný algoritmus 
(naive alg.). V každom grafe sú pre všetky ACL generované vzorom z príslušnej skupiny vynesené 
dve krivky pre oba algoritmy.  
Všetky krivky znázorňujúce čas potrebný na analýzu ACL pomocou naivného algoritmu sa 
v grafoch približne prekrývajú. To je z dôvodu, že časová zložitosť naivného algoritmu závisí len od 
počtu pravidiel v ACL. 
 
 
Obrázok 5.3 – Graf znázorňujúci čas potrebný na analýzu ACL danej veľkosti s použitím algoritmu 
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Oproti tomu časová zložitosť algoritmu využívajúceho prefixové stromy závisí nielen  na počte 
pravidiel v ACL, ale aj na počte konfliktných dvojíc pravidiel, pre ktoré bola vykonaná klasifikácia 
chyby. Krivky znázorňujúce čas potrebný na analýzu ACL pomocou algoritmu využívajúceho 
prefixové stromy sa taktiež vo väčšine prípadov takmer prekrývajú. Malé rozdiely v ich 
charakteristike sú spôsobené práve závislosťou časovej zložitosti aj na počte konfliktných dvojíc. 
Krivky ktoré sú pre ACL danej veľkosti bližšie k x-ovej osi predstavujú prípady, keď ACL 
obsahovalo menší percentuálny podiel konfliktných dvojíc pravidiel z celkového počtu dvojíc.  
Najzaujímavejšia situácia je znázornená v grafe na obrázku 5.3, kde je viditeľný rozdiel medzi 
silno-zelenou krivkou (acl2 – tries alg.) a slabo-zelenou krivkou (acl5 – tries alg.). V tomto prípade 
trvala analýza ACL generovaných s použitím vzoru acl2 dlhšie ako analýza ACL generovaných 
pomocou vzoru acl5. Dôvodom je, že ACL generované pomocou vzoru acl2 obsahovali oveľa väčší 
percentuálny podiel konfliktných dvojíc pravidiel ako ACL generovaných pomocou vzoru acl5. 
Konkrétne pre acl2 to bolo 2,134% a pre acl5 to bolo 0,002% (viď tabuľka 5.4). 
 
 
Obrázok 5.4 – Graf znázorňujúci čas potrebný na analýzu ACL danej veľkosti s použitím algoritmu 
využívajúceho prefixové stromy (tries alg.) a naivného algoritmu (naive alg.). 
 
Z nameraných hodnôt vyplýva, že použitá metóda a implementovaný algoritmus využívajúci 
prefixové stromu dosahuje pre veľké ACL výrazne lepšie výsledky ako naivný algoritmus. Taktiež 
čas analýzy ACL s veľkým počtom pravidiel trval rozumnú dobu oproti nástroju využívajúcemu 
naivný algoritmus. Napríklad pre najväčší použitý ACL s 94 704 pravidlami trvala analýza s použitím 
implementovaného nástroja 28,11 sekúnd, zatiaľ čo s použitím naivného algoritmu trvala analýza viac 
ako 100krát dlhšie, konkrétne 2966,42 sekúnd (49 minút a 26,42 sekúnd).  
Naproti tomu sa potvrdil predpoklad, že naivný algoritmus môže byť pre ACL s malým počtom 
pravidiel rýchlejší ako algoritmus využívajúci prefixové stromy. Dôvodom je nutnosť pre každú 
dimenziu pravidiel zostrojiť prefixový strom a pre každé pravidlo získať výsledný bitový vektor 
konfliktov. Napríklad pre najmenší použitý ACL s 24 pravidlami trvala analýza s použitím 























Počet pravidiel v ACL 
Závislosť dĺžky analýzy od počtu pravidiel v ACL 
(fw) 
fw1 - naïve alg. fw2 - naïve alg. fw3 - naïve alg. fw4 - naïve alg. 
fw5 - naïve alg. fw1 - tries alg. fw2 - tries alg. fw3 - tries alg. 
fw4 - tries alg. fw5 - tries alg. 
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199 µs. V prípade takto malých hodnôt je však spomalenie spôsobené použitím prefixových stromov 
zanedbateľné. Z testovania vyplynulo, že algoritmus využívajúci prefixové stromy dosahuje už pre 
ACL s 50 a viac pravidlami lepšie výsledky ako naivný algoritmus. 
 
 
Obrázok 5.5 – Graf znázorňujúci času potrebný na analýzu ACL danej veľkosti s použitím algoritmu 

























Počet pravidiel v ACL 
Závislosť dĺžky analýzy od počtu pravidiel v ACL 
(ipc) 
ipc1 - tries alg. ipc1 - naïve alg. ipc2 - tries alg. ipc2 - naïve alg. 
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6 Záver 
Cieľom tejto diplomovej práce bolo identifikovať problémy v konfiguráciách aktívnych sieťových 
prvkov odhaliteľné prostriedkami statickej analýzy a implementovať prototyp nástroja schopného 
tieto problémy odhaliť. Práca je zameraná na detekciu a klasifikáciu konfliktov medzi pravidlami 
prístupových zoznamov (ACL). 
Úvod obsahuje potrebný teoretický základ pre pochopenie problematiky ACL a ich zápisu 
v konfiguráciách sieťových zariadení firiem Cisco, HP a Juniper. Pre potreby presného a jednotného 
vyjadrovania uvádzam formálnu definíciu ACL pravidla. S využitím najpoužívanejšej existujúcej 
klasifikácie, ako ju uviedol Al-Shaer [2], predstavujem možné konflikty medzi pravidlami v rámci 
ACL jedného sieťového zariadenia a taktiež ich formálne matematické definície. Klasifikáciu som 
doplnil o jeden druh chyby, na ktorý je pravdepodobne dobré upozorniť sieťového administrátora, 
ktorý ma potom možnosť overiť, či je stav v súlade s bezpečnostnou politikou. Konkrétne sa jedná 
o chybu prekrývania medzi dvomi pravidlami. 
V práci som uviedol možnosti klasifikácie a detekcie chýb medzi pravidlami ACL. Existuje 
niekoľko rôznych prístupov, z ktorých som nakoniec zvolil algoritmus, pomocou ktorého je možné 
klasifikovať chybu medzi dvojicou pravidiel obsahujúcich 5 polí (bežný počet pri rozšírených ACL).  
Jeho výhodou je, že umožňuje detekovať všetky druhy možných konfliktov. Nevýhodou je možnosť 
analyzovať maximálne dvojicu pravidiel. Najjednoduchší spôsob analýzy celého ACL s jeho 
použitím je predstavený ako naivný algoritmus. Uvedený algoritmus má však pre ACL s n pravidlami 
hornú hranicu časovej zložitosti O(n2), ktorá je rovnaká ako dolná hranica časovej zložitosti Ω(n2). 
Z tohto dôvodu je naivný algoritmus nepoužiteľný pre ACL obsahujúce veľký počet pravidiel. 
Ako druhý som uviedol vylepšený algoritmus s využitím binárnych prefixových stromov, ktorý 
je postavený na existujúcom výskume Baboescu a Varghese [4]. Použitie prefixových stromov 
umožňuje pre každé pravidlo ACL získať bitový vektor konfliktov, ktorý ma nastavené bity na 
pozíciách odpovedajúcich indexom pravidiel ACL, ktoré sú s týmto pravidlom v konflikte. To 
umožnilo zredukovať počet analyzovaných dvojíc pravidiel a tým urýchliť analýzu ACL. Nevýhodou 
použitia prefixových stromov je, že v prípade, ak by boli všetky pravidlá ACL navzájom v konflikte, 
bolo by potrebné analyzovať všetky dvojice, tak ako je to v prípade naivného algoritmu a navyše 
získať bitový vektor konfliktov pomocou prefixových stromov. Z toho vyplýva horná hranica časovej 
zložitosti algoritmu O(n2 log n). Dolné ohraničenie časovej zložitosti predstavuje prípad, keď by 
medzi pravidlami neexistoval žiaden konflikt. V takomto prípade by bolo potrebné pre každé pravidlo 
získať konfliktný bitový vektor, avšak neklasifikovala by sa chyba pre žiadnu dvojicu pravidiel. 
Z toho vyplýva dolné ohraničenie časovej zložitosti Ω(n log n). V reálnych konfiguráciách je vysoko 
nepravdepodobné, že by boli všetky pravidlá navzájom v konflikte. Preto je reálna časová zložitosť 
riešenia niekde v uvedenom intervale. 
Uvedené algoritmy, vytvorené na základe existujúceho vedeckého výskumu, som výhodne 
skombinoval a implementoval ich v nástroji umožňujúcom analyzovať konflikty v rámci ACL 
v konfiguráciách sieťových zariadení firiem Cisco, HP a Juniper. Nástroj je implementovaný v jazyku 
C++ ako konzolová aplikácia. Odhalené konflikty medzi pravidlami ACL v konfigurácii zariadenia 
sú poskytnuté vo forme logu v XML formáte, pričom je možné zvoliť mieru detailov informácii na 
výstupe. Pri implementácii som okrem štandardnej knižnice jazyka C++ použil dve knižnice tretích 
strán. Prvou je knižnica RapidXml [22], použitá na prácu so súbormi v XML formáte. Druhou je 
knižnica Boost [23], z ktorej boli použité najmä niektoré tzv. smart kontajnery a taktiež dynamický 
bitový vektor na reprezentáciu prefixových foriem polí jednotlivých pravidiel ACL. Všetka hlavná 
funkcionalita a algoritmy boli implementované v rámci tejto diplomovej práce a nie sú prevzaté. 
Z dôvodu šetrenia pamäte pri analýze najmä veľkých ACL bol prefixových stromoch použitý WAH 
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bitový vektor [19], používajúci výhodný druh hybridnej kompresnej metódy. WAH bitový vektor je 
implementovaný taktiež vlastným kódom a jeho implementácia nebola prevzatá. 
Pre potreby testovania bohužiaľ nebolo možné použiť reálne konfigurácie zariadení, keďže aj 
napriek veľkej snahe sa ich nepodarilo získať. Hlavným dôvodom je neochota organizácií a firiem 
poskytovať konfigurácie ACL a všeobecne sieťových zariadení, keďže z bezpečnostného hľadiska sa 
jedná o citlivé údaje. Implementovaný nástroj bol otestovaný z niekoľkých hľadísk, aby bola overená 
jeho funkčnosť a výkonnosť. Schopnosť analyzovať ACL z konfigurácií zariadení Cisco, HP 
a Juniper bola úspešne otestovaná na umelo vytvorených konfiguráciách. Na testovanie výkonnosti 
nástroja boli použité taktiež umelo vytvorené ACL rôznych veľkostí, generované pomocou nástroja 
z projektu ClassBench [25]. Ich výhodou je, že boli generované na základe vzorov, ktoré vznikli 
analýzou reálnych konfigurácií. Z testovania vyplynulo, že použitý algoritmus využívajúci prefixové 
stromy umožnil výrazným spôsobom zredukovať počet analyzovaných dvojíc pravidiel, a tým skrátiť 
čas potrebný na analýzu najmä veľkých ACL. Všetky výsledky z testovania boli spracované v podobe 
grafov a namerané hodnoty sa nachádzajú na priloženom CD (Príloha A). 
Nevýhodou riešenia a implementovaného nástroja je, že podporuje výlučne IP adresy verzie 4. 
Podpora pre IP adresy verzie 6 by mohla byť jednou z možných rozšírení riešenia, ktoré by zväčšilo 
možnosti jeho reálneho využitia. Nástroj by bolo možné doplniť aj o grafické používateľské 
rozhranie. Architektúra riešenia umožňuje taktiež jednoducho rozšíriť nástroj o nové vstupné formáty 
konfigurácií a taktiež o nové formáty výstupov analýzy. 
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Zoznam príloh 
Príloha A – CD 
Príloha B – Inštalačná a používateľská príručka k implementovanému nástroju. 
Príloha C – Ukážky konfigurácii použitých na testovanie vstupných komponent z podkapitoly 5.1. 




Obsah priloženého CD: 
 
 /src – adresár obsahujúci zdrojové súbory implementovaného nástroja spolu s Makefile. 
o /src/rapidxml – adresár obsahujúci zdrojové súbory knižnice RapidXml. 
 
 /testing – adresár obsahujúci výsledkami testovania výkonnosti nástroja. 
o /testing/parsers – adresár obsahujúci konfigurácie použité na testovanie 
vstupných komponent. 
o /testing/correctness – adresár obsahujúci konfiguráciu použitú na 
testovanie správnosti implementovaného nástroja. 
o /testing/performance – v adresári sa nachádzajú ZIP archívy obsahujúce 
vygenerované ACL použité na testovanie výkonnosti implementovaného nástroja. 
 
 /doc – adresár obsahujúci dokumentáciu ku kódu implementovaného nástroja. 
o /doc/html – dokumentácia vo forme HTML stránok. 
o /doc/pdf – dokumentácia v PDF formáte. 
 





Inštalačná príručka k implementovanému nástroju 
 
Požiadavky na inštaláciu: 
 Kompilátor g++. 
 Nástroj GNU Make. 
 Nainštalovaná knižnica Boost. 
 
Na priloženom CD (Príloha A) sa v adresári /src nachádzajú zdrojové súbory implementovaného 
nástroja spolu so súborom Makefile pre automatizovaný preklad pomocou nástroja GNU Make. 
S použitím nástroja GNU Make je možné s použitím nasledujúcich príkazov preložiť rôzne verzie 
binárnych súborov, prípadne odstrániť preložené binárne súbory. Je možné použiť nasledujúce 
príkazy: 
 
 make – príkaz preloží spustiteľnú verziu implementovaného nástroja využívajúceho 
prefixové stromy s názvom aclCheck a taktiež preloží spustiteľnú verziu 
implementovaného nástroja využívajúceho naivný algoritmus s názvom aclCheckNaive. 
 
 make all – príkaz taktiež preloží spustiteľnú verziu implementovaného nástroja 
využívajúceho prefixové stromy s názvom aclCheck a taktiež preloží spustiteľnú verziu 
implementovaného nástroja využívajúceho naivný algoritmus s názvom aclCheckNaive. 
 
 make tool – príkaz preloží spustiteľnú verziu implementovaného nástroja využívajúceho 
prefixové stromy s názvom aclCheck. 
 
 make naive – príkaz preloží spustiteľnú verziu implementovaného nástroja využívajúceho 
naivný algoritmus s názvom aclCheckNaive. 
 
 make debug – príkaz preloží spustiteľnú verziu implementovaného nástroja využívajúceho 
prefixové stromy s názvom aclCheck spolu s knižnicou na ladenie, ktorá umožní pri 
problémoch odhaliť na ktorých riadkoch v implementovanom kóde sa vyskytol problém. 
 
 make clean – príkaz vymaže všetky dočasné súbory, preložené spustiteľné verzie nástroja 
a taktiež súbor s výsledkami analýzy, ak sa nachádzajú v adresári. 
 
Používateľská príručka k implementovanému nástroju 
 
Implementovaný nástroj má formu konzolovej aplikácie, preto je ho možné spúšťať výlučne 
v príkazovom riadku. Pri spustení je možné pomocou rôznych prepínačov špecifikovať potrebné 
parametre. Niektoré parametre sú povinné, iné nie sú a ak ich nezadáme, budú použité predvolené 
parametre. V nasledujúcej časti sa nachádza prehľad prepínačov, ktoré je možné pri spustení nástroja 
použiť. 
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 -i <input_file> – prepínač slúži na špecifikovanie názvu a umiestnenia súboru 
input_file, ktorý obsahuje konfiguráciu s ACL, ktoré sa majú analyzovať. Parameter je 
povinný a musí byť použitý! 
 
 -o <output_file> – prepínač slúži na špecifikáciu názvu a umiestnenia súboru 
output_file, do ktorého sa majú zapísať výsledky analýzy konfigurácie. Parameter nie je 
povinný. V prípade že nie je zadaný sa výsledky zapíšu do súboru results.xml v adresári, 
v ktorom sa nachádza nástroj. 
 
 -f <input_format> – prepínač slúži na špecifikáciu formátu vstupného súboru 
s konfiguráciou. Parameter nie je povinný a v prípade že nie je zadaný, predpokladá sa, že 
vstupná konfigurácia je zadaná vo formáte zariadení Cisco. Za prepínačom je možné použiť 
nasledujúce kľúčové slová na špecifikáciu formátu: 
o cisco – reprezentuje formát konfigurácií zariadení od firmy Cisco. 
o hp – reprezentuje formát konfigurácií zariadení od firmy HP. 
o juniper – reprezentuje XML formát konfigurácií ACL zariadení od firmy Juniper. 
o xml – reprezentuje XML formát konfigurácií ACL, využívaný nástrojom na 
generovanie ACL, ktorý poskytol vedúci tejto diplomovej práce. 
o bench – reprezentuje formát konfigurácií ACL, využívaný nástrojom na 
generovanie filtrov z projektu ClassBench. 
 
 Na špecifikáciu detailnosti výstupu analýzy je možné použiť štyri prepínače. Tento parameter 
nie je povinný a v prípade že nie je zadaný, je použitá úroveň detailov 2. 
o -1 – úroveň detailov 1. Na výstup sa zapisuj názov analyzovaných ACL, druh 
konfliktu medzi pravidlami a pozície (názvy) konfliktných pravidiel. 
o -2 – úroveň detailov 2. Na výstup sa zapisuje názov analyzovaných ACL, druh 
konfliktu medzi pravidlami, pozície (názvy) konfliktných pravidiel, komunikačné 
protokoly, rozsahy zdrojových IP adries a akcie pravidiel. 
o -3 – úroveň detailov 3. Na výstup sa zapisuje názov analyzovaných ACL, druh 
konfliktu medzi pravidlami, pozície (názvy) konfliktných pravidiel, komunikačné 
protokoly, rozsahy zdrojových IP adries, rozsahy zdrojových portov, rozsahy 
cieľových IP adries, rozsahy cieľových portov a akcie pravidiel. 
o -4 – úroveň detailov 4. Na výstup sa zapisuje názov analyzovaných ACL, druh 
konfliktu medzi pravidlami, pozície (názvy) konfliktných pravidiel, komunikačné 
protokoly, rozsahy zdrojových IP adries, rozsahy zdrojových portov, rozsahy 
cieľových IP adries, rozsahy cieľových portov a akcie pravidiel. Okrem toho však 
zapisujú aj vzťahy medzi odpovedajúcimi si dimenziami konfliktných pravidiel. 
 
 -h – prepínač slúži na výpis krátkej nápovedy a popisu existujúcich prepínačov nástroja. 
Parameter nie je povinný a pri jeho použití sa okrem výpisu nápovedy na výstup nevykoná 
žiadna iná akcia (ani analýza ACL, ak boli zadané iné prepínače) a nástroj sa ukončí. 
 
 -v – prepínač slúži na výpis ACL spolu s ich pravidlami, ktoré boli načítané zo vstupného 
súboru. Výpis môže slúžiť pre kontrolné, prípadne informačné účely. 
 
Napríklad príkaz na analýzu konfigurácie zariadenia HP, uloženej v súbore hp_conf, s výpisom 
načítaných ACL a s úrovňou detailov 3 na výstupe by vyzeral nasledovne: 
./aclCheck –i hp_conf –v -3 –f hp  
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Príloha C 
Použitá konfigurácia zariadenia Cisco na testovanie Cisco Input Parser 
 
Current configuration : 1267 bytes 
! 
version 12.4 
no service timestamps log datetime msec 
no service timestamps debug datetime msec 









 no ip address 
 duplex auto 




 no ip address 
 duplex auto 










access-list 20 remark poznamka 
access-list 20 permit any 
access-list 20 permit host 192.168.1.1 
access-list 20 permit 192.168.1.0 0.0.0.255 
access-list 120 remark poznamka 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 eq 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 gt 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 lt 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 neq 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 range www 8080 any 
access-list 120 deny tcp any host 199.168.1.1 
access-list 120 deny udp host 192.168.1.1 199.168.1.0 0.0.0.127 range tftp snmp 
access-list 120 permit udp any any 
access-list 120 permit tcp any any 
access-list 120 deny icmp 199.168.0.0 0.0.255.255 any 
access-list 120 permit icmp any any 
access-list 120 deny ip any any 
ip access-list standard named_std_20 
 remark poznamka 
 permit any 
 permit host 192.168.1.1 
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 permit 192.168.1.0 0.0.0.255 
ip access-list extended named_ext_120 
 remark poznamka 
 deny tcp 192.168.1.0 0.0.0.255 eq 8080 any 
 deny tcp 192.168.1.0 0.0.0.255 gt 8080 any 
 deny tcp 192.168.1.0 0.0.0.255 lt 8080 any 
 deny tcp 192.168.1.0 0.0.0.255 neq 8080 any 
 deny tcp 192.168.1.0 0.0.0.255 range www 8080 any 
 deny tcp any host 199.168.1.1 
 deny udp host 192.168.1.1 199.168.1.0 0.0.0.127 range tftp snmp 
 permit udp any any 
 permit tcp any any 
 deny icmp 199.168.0.0 0.0.255.255 any 
 permit icmp any any 
 deny ip any any 
! 
! 
line con 0 






Použitá konfigurácia zariadenia Juniper na testovanie Juniper Input Parser 
 
<rpc-reply xmlns:junos="http://xml.juniper.net/junos/10.4R1/junos"> 
   <configuration junos:changed-seconds="1334342349" junos:changed-localtime="2012-
04-13 18:39:09 UTC"> 
      <firewall> 
         <filter> 
            <name>102</name> 
            <term> 
               <name>1</name> 
               <from> 
                  <source-address> 
                     <name>192.168.2.10</name> 
                  </source-address> 
                  <destination-address> 
                     <name>10.194.22.0/25</name> 
                  </destination-address> 
                  <protocol>tcp</protocol> 
                  <destination-port>http</destination-port> 
                  <source-port-except>100-200</source-port-except> 
               </from> 
            </term> 
            <term> 
               <name>2</name> 
               <from> 
                  <source-address> 
                     <name>192.168.2.10/32</name> 
                  </source-address> 
                  <destination-address> 
                     <name>10.194.22.53/32</name> 
                  </destination-address> 
                  <protocol>tcp</protocol> 
                  <source-port>sctp</source-port> 
                  <destination-port-except>80</destination-port-except> 
               </from> 
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               <then> 
                  <accept/> 
               </then> 
            </term> 
            <term> 
               <name>3</name> 
               <from> 
                  <source-address> 
                     <name>192.168.2.10/32</name> 
                  </source-address> 
                  <destination-address> 
                     <name>10.194.22.52/30</name> 
                  </destination-address> 
                  <protocol>17</protocol> 
               </from> 
               <then> 
                  <discard> 
                  </discard> 
               </then> 
            </term> 
            <term> 
               <name>4</name> 
               <from> 
                  <source-address> 
                     <name>192.168.2.10/32</name> 
                  </source-address> 
                  <source-port>pop3-dhcp</source-port> 
                  <protocol>17</protocol> 
               </from> 
               <then> 
                  <reject> 
                  </reject> 
               </then> 
            </term> 
         </filter> 
      </firewall> 
   </configuration> 
</rpc-reply> 
 
Použitá konfigurácia zariadenia HP na testovanie HP Input Parser 
 
; J8697A Configuration Editor; Created on release #K.14.65 
; 
hostname "hp" 
module 1 type J8706A 
interface A1 
 name "hp-a1" 
 exit 
interface A2 




 name "Default" 
 untagged A2 
 no untagged A1 




 name "mgmt-vlan" 
 untagged A2 
 ip address 172.16.11.251 255.255.255.0 
 exit 
router ospf 
 area 0.0.0.2 
 redistribute connected 
 redistribute static 
 restrict 10.0.0.0 255.0.0.0 
 restrict 172.16.0.0 255.240.0.0 
 exit 
access-list 20 remark poznamka 
access-list 20 permit any 
access-list 20 permit host 192.168.1.1 
access-list 20 permit 192.168.1.0 0.0.0.255 
access-list 20 permit 192.168.1.0/25 
access-list 120 remark poznamka 
access-list 120 deny 6 192.168.1.0 0.0.0.255 eq 8080 any 
access-list 120 deny tcp 192.168.1.0/24 gt 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 lt 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 neq 8080 any 
access-list 120 deny tcp 192.168.1.0 0.0.0.255 range www 8080 any 
access-list 120 deny tcp any host 199.168.1.1 
access-list 120 deny udp host 192.168.1.1 199.168.1.0 0.0.0.127 range tftp snmp 
access-list 120 permit udp any any 
access-list 120 permit tcp any any 
access-list 120 deny icmp 199.168.0.0 0.0.255.255 any 
access-list 120 permit icmp any any 
access-list 120 deny ip any any 
ip access-list standard named_std_20 
 10 remark poznamka 
 10 permit any 
 20 permit host 192.168.1.1 
 30 permit 192.168.1.0 0.0.0.255 
 40 permit 192.168.1.0/25 
 50 permit 192.168.1.1/32 
 exit 
ip access-list extended named_ext_120 
 10 remark poznamka 
 10 deny tcp 192.168.1.0 0.0.0.255 eq 8080 any 
 20 deny tcp 192.168.1.0/24 gt 8080 any 
 30 deny 6 192.168.1.0 0.0.0.255 lt 8080 any 
 40 deny tcp 192.168.1.0 0.0.0.255 neq 8080 any 
 50 deny tcp 192.168.1.0 0.0.0.255 range www 8080 any 
 60 deny tcp any host 199.168.1.1 
 70 deny udp host 192.168.1.1 199.168.1.0 0.0.0.127 range tftp snmp 
 80 permit udp any any 
 90 permit tcp any any 
 100 deny icmp 199.168.0.0 0.0.255.255 any 
 110 permit icmp any any 
 120 deny ip any any 
 exit 




Konfigurácia zariadenia Cisco použitá na testovanie správnosti implementovaného nástroja 
 
Current configuration : 1075 bytes 
! 
version 12.4 
no service timestamps log datetime msec 
no service timestamps debug datetime msec 









 no ip address 
 duplex auto 




 no ip address 
 duplex auto 










ip access-list extended test_acl 
 deny tcp host 140.192.37.20 any eq www 
 permit tcp 140.192.37.0 0.0.0.255 any eq www 
 permit tcp any host 161.120.33.40 eq www 
 deny tcp 140.192.37.0 0.0.0.255 host 161.120.33.40 eq www 
 deny tcp host 140.192.37.30 any eq ftp 
 permit tcp 140.192.37.0 0.0.0.255 any eq ftp 
 permit tcp 140.192.37.0 0.0.0.255 host 161.120.33.40 eq ftp 
 deny tcp any any 
 permit udp 140.192.37.0 0.0.0.255 host 161.120.33.40 eq domain 
 permit udp any host 161.120.33.40 eq domain 
 deny udp any any 
! 
! 
line con 0 
line vty 0 4 
 password cisco1 
 login 
! 
! 
end 
