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ABSTRACT 
Recent advances~ computer technology have made it practical to solve many 
complex scientific and engineering problems numerically. The numerical solution of 
many three-dimensional, unsteady problems has increased the demand for advanced 
visualization tools to aid in the analysis and interpretation of the large amounts of data 
which result from such computations. The Dore, or ''Dynamic Object Rendering 
Environment," graphics library developed by Stardent Computer Corporation makes it 
possible to create fully interactive, three-dimensional, color graphics applications for the 
animation of dynamic sequences of data. 
In this work, the contribution of the Dore graphics environment to the animation 
of three-dimensional phenomena was investigated, and an application was developed to 
perform animations of hairpin vortices convecting above solid surf aces. This 
application provides the user with an interactive environment in which to view and 
analyze the three-dimensional motions of hairpin vortices as calculated numerically. 
The interactive capabilities of the application allow the user to view the data and 
animations from any position and with any degree of magnification allowing for an 
accurate resolution of local features of the hairpins and the spatial relationships between 
filaments. The ability to view the data as a dynamic sequence gives the viewer a keener 
sense for the way the hairpins evolve with time and the way they stretch as they are 
convected along the surface. 
j· ., 
,. 
1.1 Overview 
I 
1. INTRODUCTION 
Scientists and engineers have long employed visual means in their quest to 
understand the physical phenomenon of the created order; for visual observation is the 
fundamental tool of discovery, and visualization is the fundamental tool of 
understanding. Our perception of the phystcal world is primarily in reference to the 
three spatial dimensions and the time dimension; we identify objects or quantities of 
importance and seek to discern their changes with respect to space and time. In addition 
to actual visual observation, the development of the mathematical sciences has provided 
new tools and a common language for conceptualizing physical phenomenon. The 
solution of mathematical models of physical problems has contributed immeasurably to 
the understanding and prediction of many events occurring in nature and in man's own 
inventions. 
The recent development of the modern computer has opened the door for the 
investigation of many problems for which an analytical solution of the mathematical 
formulation was unobtainable in terms of known functions. The ongoing development 
of numerical procedures for the solution of these previously untreatable problems is 
revolutionizing whole fields of science. The numerical solutions of complex problems 
come in the form of vast amounts of data at discretized spatial and time locations. The 
raw data itself generally provides little interpretive information due to the difficulty in 
assimilating large volumes of numbers. The data must therefore be transformed into 
2 
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another form which is more conducive to clear interpretation. Given our preference for 
the sense of sight, it is usually desirable to translate the numerical data into an 
appropriate graphical form. In graphical form, our minds can more easily identify 
trends and relationships in the data. Two steps are inherent in this process of 
translating numerical data into graphical form: (1) choice of the most instructive 
graphical form for the given problem, and (2) the best method by which to transf arm 
the data into that f onn. 
The display of graphical information on a computer terminal requires enormous 
amounts of data since the computer must store and manipulate the information for each { 
pixel of the screen. Therefore, the graphics tools available to scientists and engineers 
have generally been limited by the memory and speed capacities of the computers in 
common usage. In the past, the choice of graphical tools was limited to static, 
two-dimensional, black and white images. If the problem was three-dimensional, one 
was limited to two-dimensional projections or slices of data and if evolving in time then 
a single slice of data at a specified time or an overlaying of time steps on a single image. 
For some applications, this level of graphical sophistication is sufficient to provide the 
<S 
tools necessary for clear interpretation of the solution, but for many complicated 
physical phenomena this is inadequate. 
The rapid increase in perfonnance and reduction in price of computers in recent 
years has made significant advances in graphics visualization technology possible. The 
improvements have come in both the areas of image quality and modeling capabilities. 
It is now possible and practical to produce interactive applications for the viewing of 
realistic, dynamic, three-dimensional, color images; here three-dimensional means that 
although the display is two-dimensional, the object retains its full three-dimensional 
definition. The ability to create fully interactive applications allows the user to change 
3 
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the viewing attributes at will; rotating the object, zooming in or out, changing animation 
speed, etc. . . . If the problem involves time evolution, this can be represented by 
means of a dynamic animation sequence providing a clear sense for the effects of time. 
Graphical images which incorporate color are not only more appealing, but they can 
convey additional information such as a temperature or pressure distribution over a 
three-dimensional surface. 
( 
Stardent Computer Corporation has facilitated these advanced· graphics 
capabilities through its introduction of Dore (pronounced "door-ray"), a graphics 
library, which runs on its own series of mini-supercomputers as well as other 
workstations. Dore specializes in the production of high-quality, realistic graphics 
images and the rendering of dynamic sequences. It enables the programmer to create a 
fully interactive, three-dimensional, color graphics environment in which to view and 
interpret dynamic sequences of data. In this work, the capabilities of Dore were 
investigated p~icularly as they related to the development of three-dimensional 
animation applications. Dore was then utilized to create an application for the animation 
of hairpin vortices to illustrate its effectiveness in the treatment of three-dimensional, 
dynrunic applications. 
The motions of hairpin vortices were chosen as an application for Dore due to 
their significance in the area of turbulent flows of fluids near solid surfaces, a 
fundamental area of investigation in fluid mechanics, and due to their 
three-dimensional, time dependent nature. Hairpin vortices are believed to be the 
driving force behind the complex dynamics involved in the boundary layers of turbulent 
fluid flows, causing the low-speed streaks and bursting phenomena observed to be 
characteristic of turbulent near-wall flows. The evolution of hairpin vortices in 
boundary layer flows has been investigated both experimentally (see for example 
4 
Acarlar and Smith, 1987) and numerically (see for example Hon and Walker, 1988). 
An application has been developed, using Dore, to facilitate the viewing and 
interpretation of the motion of hairpin vortices as calculated numerically. 
1.2 The Dore Graphics Library and Graphics Programming 
Dore is an acronym for "Dynamic Object Rendering Environment" and is a 
general purpose graphics library for the production of both near-photographic quality 
images as well as realistic dynamic image sequences. The Dore Library is device 
independent and therefore can be ported to other machines as well as easily interfaced 
with hardware devices and software applications. Its powerful graphics capabilities and 
portability make Dore well suited to become a standard in the field of three-dimensional 
computer graphics, and its generality makes Dore suitable for applications in numerous 
fields of science and engineering. 
Advanced knowledge in the area of graphics programming is not a prerequisite 
for tapping into Dore's vast capabilities; however, a basic understanding of the 
fundamentals of object-oriented graphics programming is necessary. To display a 
graphics image, the programmer defines the models to be viewed and their 
characteristics, where the models will be viewed from, and what method will be used 
for viewing them. This information is stored in a graphics database which can be 
rendered several different ways on the screen and can be modified by the program itself 
or interactively by the user through the input devices; i.e. keyboard, mouse, and 
dialbox. 
Dore provides a complete set of tools for producing advanced graphics, 
including: primitives, surface properties, cameras and lights, and rendering methods. 
,11 
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Object primitives, such as geometrical shapes and various meshes, are the starting point 
for any graphical representation of physical objects or numerical data. These primitives 
can then be moved within the scene, and they can be given surface properties, such as 
diffuse or specular light reflectance, to determine how the objects will be seen when 
illuminated. The location and orientation of the cameras and lights can be set to provide 
the desired viewing properties and lighting effects. Ultimately, the set of primitives and 
its properties, or attributes, are rendered as a set of points, a wireframe, or as a solid 
surface. Dore also provides the tools necessary for the programmer to create a fully 
interactive environment for the viewing of the objects or data. The user can be given 
the ability to view the scene from any direction and location, zoom in or out to obtain 
the desired level of detail, control the speed of animation, and even change the method 
of rendering. 
The Dore Library makes the dynamic display of objects or data sequences 
possible through its animation facilities. Animation can be done either one of two 
ways: (1) change the characteristics of the objects in the scene by modifying the 
graphics database, or (2) by defining a sequence of frames individually and displaying 
them in rapid succession. The frrst method is more eloquent and can save data storage, 
but the second is more practical for situations in which new data must be computed 
numerically in order to determine the subsequent position of the objects and possibly its 
color and other characteristics. 
All of Dare's functionality can be accessed through programs written in either the 
Fortran or C programming language. The hairpin application and all examples given 
here are written using the C programming language since it is generally preferred for 
I 
graphics programming. Development of Dore applications is more natural using C, and 
the Dore template, to be discussed later, is written in C. It is the recommendation of 
6 
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this writer that C be used for serious graphics programming, while Fortran may be used 
for small Dore applications if the programmer is unfamiliar with the C language. 
1.3 Application to the Animation of Hairpin Vortices 
The primary graphics applications of interest to scientists and engineers are those 
involving complex three-dimensional phenomena which may be evolving in time. In 
order to investigate Dore 's potential for contribution to such problems, a physical 
problem involving three-dimensional, unsteady motion was sought. The animation of 
hairpin vortices was pursued because they meet this criterion, and they were also 
chosen for their significance in the production of turbulence in fluid flows in the vicinity 
of solid boundaries. A brief discussion of the dynamics of turbulent flows fallows for 
the purpose of providing background to the problem and facilitating subsequent 
discussion of the animation results. 
All fluid flows in the vicinity of solid boundaries characterized by large Reynolds 
numbers can be divided into two regions: (1) an outer region away from the surface in 
which the fluid can be considered to be inviscid, and (2) a very thin region, called the 
boundary layer, close to solid surfaces serving to reduce the flow to rest at the surface 
through viscous effects. Turbulent boundary layers are further divided into two 
regions: (1) a very thin wall layer where the flow is highly sheared and viscous effects 
are important, and (2) a predominantly inviscid outer layer which contains very 
complex conglomerations of vortices of various scales. It is within the wall layer where 
the main portion of turbulence production has been found to occur. 
Recent experimental investigations of turbulent boundary layers have identified a 
cyclical sequence involving two primary features of the turbulent wall layer: (1) the 
7 
0 
I 
presence of low-speed streaks extending in the streamwise direction, and (2) sudden, 
local eruptions of fluid from near the wall, usually referred to as the bursting 
phenomenon. It has been observed that when a visualization medium, such as dye or 
hydrogen bubbles, is injected into the wall layer along a line extending in the spanwise 
direction, the medium concentrates into streaks aligned in the streamwise direction. The 
flow is usually quiescent during the formation and translation of these streaks; during 
most of any observation period, no strong interactions are observed to take place 
between the wall layer and the outer flow in the boundary layer. 
The bursting phenomena interrupts this quiescent period with a sudden ejection 
of fluid from within the wall layer, away from the surface, and into the outer flow. 
These eruptions generally occur near a low-speed streak and are preceded by a gradual 
lifting up of the streak away from the surface and a subsequent oscillatory behavior 
prior to the bursting event. The eruption of wall layer fluid into the outer layer marks a 
strong unsteady, viscous-inviscid interaction and is the primary mechanism through 
which turbulence is produced by the introduction of new vorticity into the outer layer. 
Immediately following the bursting process, outer layer fluid sweeps into the wall layer 
and carries the chaotic flow pattern resulting from the eruption away. The local flow 
then returns to a quiescent state with the formation of new wall layer streaks. 
Although the physical mechanisms leading to the formation of the wall layer 
streaks and their termination in a local breakdown of the wall layer are not clearly 
understood, it is believed that they are caused by the motion and effects of the vortices 
present in the outer region of the turbulent boundary layer. Several types of vortices 
have been investigated and found to induce a region of adverse pressure gradient on the 
wall layer flow when the vortex convects close to the surface. A secondary 
recirculating eddy, with rotation opposite to the primary vortex, generally fonns near 
8 
the surface forcing the wall layer fluid to flow over it. As this recirculating region 
grows, the flow just upstream of the secondary eddy concentrates into a narrow band 
flowing away from the surface; ultimately leading to a violent eruption of wall layer 
fluid into the outer flow. 
Many vortex structures are capable of producing the local adverse pressure 
gradient which leads to the bursting event, but i\ is believed that hairpin vortices are the 
primary mechanisms behind the creation and maintenance of turbulent fluid flows near 
solid surfaces (Hon and Walker, 1988). It has been shown that hairpin vortices are 
capable Qf producing the low-speed streaks observed in turbulent boundary layers, and 
they have also been found to be regenerative; capable of creating new hairpin vortices 
(Acarlar and Smith, 1987). The motion of hairpin vortices is therefore of great interest 
to those investigating the fundamental sources of turbulence in fluid flows and 
continues to be the subject of experimental and numerical studies. It is the results from 
the numerical solutions of the relevant mathematical formulation that provides the data 
for the Dore animation application developed for this work. 
I ( 
I 
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2. FUNDAMENTALS OF DORE 
PROGRAMMING 
(';_. 
Dore is a library of functions (subroutines) and must therefore be accessed 
through a computer program which may be written in either the Fortran or C 
programming languages. The Dore Library is an object-oriented programming 
environment, but it does not require an object-oriented programming language in order 
to access the Library nor does an object-oriented programming language necessarily 
provide an advantage over conventional programming languages for use with Dore. 
Object-oriented programming involves defming individual objects which are combined 
to form groups which can further be combined to form groups of groups. Each group 
can then be referenced as a whole rather than by referencing its individual elements. In 
reference to Dore, the term object must be understood in the broader context of 
object-oriented programming rather than simply as an object in a scene. 
Note: The term object will subsequently be used in reference to a programming 
object, and the term model will be used in reference to the graphical figure 
being viewed and manipulated. 
The way in which Dore scenes are developed and rendered is analogous to the 
way in which one creates and photographs a scene in a studio. In the photographic 
studio, the subjects are created and positioned in relation to each other against a 
1 0 
background. The type of camera and lens is then chosen to create the desired 
photographic image and positioned in the studio; the lights are then selected and placed 
in the studio in order to illuminate the scene and fmally the photograph is taken. The 
analogous procedure followed by the programmer for creating a graphical scene with 
Dore is as follows: 
,• 
I. 
(1) The model is created by selecting the appropriate geometric primitives to 
represent the figure. 
) 
(2) Attributes are assigned to the elements in the model to determine their 
appearance when illuminated. 
(3) The elements of the model are positioned and sized relative to one another. 
( 4) The types of lights are chosen and positioned in the scene. 
(5) Camera types are selected and placed in the scene. 
' (6) The scene is rendered in the desired way. 
If the scene is to be animated, the model is adjusted before taking each successive 
"photograph." The remainder of this chapter is a discussion of these various aspects of 
Dore programming. For more information on graphics programming with Dore see the 
"Dore Programmer's Guide" and the "Dore Reference Manual.'' 
2.1 Object-O'riented Programming --~ 
Before utilizing Dore, the programmer must have some understanding of the 
basic principles of object-oriented programming. Object-oriented programming is a 
relatively new concept which has significantly impacted the applications software 
development community and is a natural environment in which to construct graphics 
applications. Unlike structured programming, which is strictly a programming 
I}· -· ' 
·~ \ 
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' philosophy and is facilitated by any traditional programming language, object-oriented 
programming is a practice that requires a programming language designed for its use or 
extensions to existing languages. Because Dore is designed to work in traditional 
programming languages, it does not have all of the features of a fully object-oriented 
programming environment, but rather it is a hybrid of traditional programming with 
object-oriented programming principles. 
2.1.1 Objects and Methods 
Object-oriented programming is so named because its fundamental construct is 
the object. An object is a combination of information and any operations that can be 
performed on that information; these operations are called methods. For example, an 
object which contains the information describing a geometric shape may have two 
methods; one which displays the shape on the screen and one which prints the shape to 
a hardcopy output device. In order to initiate a particular method for an object, a 
message is sent to the object requesting that the method be executed on that information. 
Objects are designed to be small modularized units containing the instructions to 
perform a specific operation in any context in which that operation might occur. 
Constructed in this way, they can then be combined to perform more complex 
operations and ultimately an entire application. Although objects can contain other 
objects, or themselves be contained in another object, they are not horizontally 
dependent on the information in another object. In this way hierarchical relationships 
are farmed between objects. 
In the spirit of object-oriented programming, all Dore information is represented 
in the form of objects. Objects in the Dore Library are classified as follows: 
( 1) primitive objects 
1 2 
(2) primitive attribute objects 
(3) geometric transformation objects 
( 4) studio objects 
(5) studio attribute objects 
( 6) organizational objects. 
It is combinations of all of these objects which form the Dore database which can be 
rendered by applying the appropriate methods. These categories of objects will be 
discussed in the subsequent sections of this chapter. In addition to containing 
information, each object contains a set of methods. When a method is initiated, the 
Dore database is traversed, and the information in the database is executed using that 
method. 
When referring to an object in a program, it is accessed by its object handle. The 
object handle is actually a pointer which contains the address to the information 
contained in the object. Many Dore functions (subroutines) take object handles as 
arguments; performing operations on the objects. This is the primary advantage to the 
object-oriented programming concept; objects can be defmed and grouped together to 
form a hierarchy from which any branch can be referred to simply by the object handle 
of the object or group of objects which contains all of the desired information. 
Objects are created in Dore by object creation functions. All functions of this 
type begin with the letter 'D', as do all Dore functions, followed by an 'o' for object. 
See APPENDIX A for the other Dore naming conventions. 
2.1.2 Groups 
' 
A fundamental concept in object-oriented programming is the ability to combine 
individual objects to form new objects. In Dore, combinations of objects are called 
1 3 
groups. Technically, Dore groups are objects; therefore, anything which can be done 
with or to an object can be done with or to a group. When an operation is performed on 
a group, the operation is performed on each object within the group. Grouping objects 
allows the programmer to construct complex objects from simpler objects and use the 
new objects repeatedly whenever desired simply by referencing the object handle. 
obj_group = DoGroup(DcTrue); 
DgAddObj(DoDiffuseColor(DcRGB, red)); 
DgAddObj(DoTranslate(l.O, 5.0, -3.0)); 
DgAddObj(DoPrimSurf(DcSphere) ); 
DgClose(); 
Figure 2.1- Creating Dore Groups: Sample C Code 
Groups can be created in several ways. The most explicit method, implied in the 
preceding discussion, is to create the constituent objects and store their handles in 
variables and then add those objects to the group by referencing their object handles. 
Dore also allows for a more convenient and structured approach to creating groups by 
means of the currently open group concept. Groups can be made the currently open 
group by using the DgOpen() function or the DoGroup() function. They can then be 
closed with the DgClose() function which returns the value of the object handle. It is 
possible to have more than one open group through nesting but only one is the currently 
open group. The most common style for defining groups is illustrated in Figure 2.1 by 
a simple fragment of C code. This example shows the use of the DoGroup() and 
DgClose() functions for opening and closing the group; the variable name "obj_group" 
contains the handle for the group which can be referenced elsewhere in the code. The 
1 4 
three Do- functions between the DoGroup and DgClose functions create objects and 
return their handles which then become the arguments for the DgAddObj() function 
calls which add the objects to the currently open group. The example creates a group 
which contains a red sphere which has been translated from its standard position. 
Object diagrams are useful for illustrating the relationships between individual 
objects and groups of objects. An example of an object diagram is given in Figure 2.2 
for the group ''obj_group" def med by the code fragment in Figure 2.1. In these 
diagrams, oval shapes represent objects and rectangular shapes with arrows represent 
pointers to objects. Recalling that groups are objects, they will also be represented as 
oval shapes. 
obj_group 
Figure 2.2 - Object Diagram for Dore Group Creation 
2.2 Geometric Objects and Attributes 
The most important decisions when programming with Dore involve the selection 
of the most appropriate primitives with which to represent the data and figures 
graphically. The Dore Library offers several primitive objects for representing both 
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geometric shapes ~ well as farming graphical images from numerical data, and it also 
contains many attribute objects which can modify the way in which the primitive objects 
are displayed. 
2.2.1 Primitive Objects 
The first step in creating a graphical model is to determine the most appropriate 
representation in terms of primitive objects. The Dore Library includes simple primitive 
objects such as points, lines, polygons, and text and more advanced primitives such as 
lists, meshes, and geometric shapes including spheres, boxes, cylinders, and cones. 
When the geometric shape objects are created with the DoPrimSurf() function, they are 
placed at a standard location with a standard orientation and size; they can then be 
reoriented and scaled using the transformation objects to be discussed later. Mesh and 
list objects can be used to represent numerical data or other general shapes not easily 
represented by the geometric shape primitives. 
Several of the function arguments necessary in the creation of list and mesh 
objects are common and will be summarized here; they are: 
( 1) color model 
(2) vertex type 
(3) vertices. 
In general, list and mesh obJects are constructed by defming a series of vertices (points) 
and providing information about the vertices such as location and color. Dore then 
connects the vertices in a prescribed way depending on the primitive used. 
The color model argument tells how the color information for the vertices will be 
represented. Currently, Dore supports the RGB color model which involves the 
specification of the red, green, and blue components of the color as values between zero 
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and one; (0.0, 0.0, 0.0) being black (no color) and ( 1.0, 1.0, 1. 0) being white ( all 
colors). The RGB color model is indicated by defming the color model as DcRGB. 
The vertex type must be specified in order to indicate what information will be 
provided about the vertices. A primitive object's vertex type must be one of the 
following depending on the type of information provided: 
(1) DcLoc - x,y, and z location of the vertices only 
(2) DcLocNrm - location plus vertex normals 
(3) DcLocClr - location plus vertex colors 
(4) DcLocNnnClr - location, vertex normals, and vertex colors. 
Vertex normals are vectors at each vertex perpendicular to the surf ace at that point and 
are used by Dore to compute shading characteristic when displayed. Generally, Dore 
will compute the vertex normals for a surface when necessary and their explicit 
definition is not required; therefore, the DcLoc and DcLocClr specifications are most 
common. The colors are specified for each vertex when the list or mesh is not a 
constant color in order to, for example, represent a temperature distribution. When the 
surface color is constant, it can be specified more easily and efficiently by a geometric 
attribute rather than by defming the color of each vertex. 
All of the information required by the vertex type specification is given in a 
vertices array. This array may be specified differently for different primitive objects, 
but it must include all of the data necessary to define each component of each vertex. If 
the vertex type were defmed to be DcLocClr, then the vertices array would contain three 
floating point values for the x, y, and z location of each vertex and three more floating 
point values for the red, green, and blue components of the color at each vertex. 
The triangle list primitive is an especially useful means of representing numerical 
data or approximating any smooth surface. It may be used, for example, to represent 
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the distribution of some quantity in a two-dimensional domain. This could be done 
using a surface plot where the z component of each vertex represented the value of the 
quantity of interest at that x,y location in the domain, or the value of the quantity could 
be represented as a color at each vertex location based on some relationship between the 
value of the quantity and the color. The triangle list primitive can also be used to 
represent some quantity in a three-dimensional domain by three-dimensional surf ace 
contours. If, for example, a temperature distribution has been obtained numerically in 
some three-dimensional domain, the triangle mesh primitive could be used to show the 
location of isothermal surfaces within the domain. 
2.2.2 Primitive Attribute Stacking 
Primitive attribute objects are used to define the characteristics, such as surface 
properties and color, of the primitive objects. There are also other primitive attribute 
objects which perform geometric transformations on primitive objects; these will be 
discussed in a separate section. Like primitive objects, primitive attribute objects are 
created with Do- function calls which return an object handle. 
Dare's attribute objects are applied to primitive objects in a prescribed way 
known as attribute stacking. Attribute stacking specifies which objects in the hierarchy 
are affected by the attribute objects based on where they are placed within the Dore 
database. The important principles of attribute stacking are summarized here: 
(1) attribute objects within a group apply to everything below that point in the 
group 
(2) "child" groups inherit the attributes of their "parent" group 
(3) attributes defmed closest to a primitive object bind most tightly. 
A ''parent" group of a given group is one which is above it in the group hierarchy, and a 
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"child" group is one which is below it in the hierarchy. In other words, a child group is 
a group within its parent group. The implication of the frrst principle is that attribute 
objects cannot affect objects in a ''parent'' group of the group in which the attribute was 
defined. The third principle must be understood in light of the first; it is only the 
attributes specified above a primitive which can affect that primitive. This principle 
states that, although the same attribute can be applied to a primitive object through 
inheritance from the parent group and attribute object function calls, it is the 
specification of the attribute which occurred closest to the primitive object and above it 
which applies. It should also be noted that every Dore attribute has a default value, and 
it is therefore only necessary to define those attributes for a primitive which are different 
from the defaults. 
An example of parent and child groupings is given in Figure 2.3. Part (a) shows 
a portion of the code written in C for the example, and part (b) shows the object 
diagram for this code. The child group with the object handle "ch_group" is created 
first; this group contains a green cylinder with constant shading characteristics. The 
parent group with the object handle "par_group'' is then created; this group contains a 
red sphere rendered as a wireframe as well as ch_group (green cylinder). Because 
ch_group inherits the attributes of par_group, the cylinder will also be rendered as a 
wireframe figure. Note that the cylinder will still be green since the diffuse color 
attribute within ch_group binds most closely to the cylinder primitive. 
The principles of attribute stacking can be better understood given a knowledge 
of how Dore actually performs these operations. Dore has default values for all 
attributes which form the first level in the attribute stack. When a group is entered, a 
copy of each attribute is pushed onto the top of its attribute stack, and when attribute 
objects are created within this group, they replace their corresponding attribute at the top 
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of the stack. When the group is exited, the top of the stack is popped and the stack 
returns to the way it was before the group was entered. The attribute stack can be 
pushed and popped explicitly, but it is usually preferable to structure the groups so as to 
take advantage of the automatic pushing and popping of the attribute stack when groups 
are entered and exited. 
ch_group = DoGroup(DcTrue ); 
DgAddObj(DoDiffuseColor(DcRGB, green)); 
DgAddObj(DoSurfaceShade(DcShaderConstant) ); 
DgAddObj(DoPrimSurf (DcCy linder) ); 
DgClose(); 
par_group = DoGroup(DcTrue ); 
DgAddObj(DoDiffuseColor(DcRGB, red)); 
DgAddObj(DoRepType(Dc Wireframe) ); 
DgAddObj( ch_group ); 
DgAddO bj(DoPrimSurf(DcSphere) ); 
DgClose(); 
a) Fragment of C Code 
par_group 
Red 
ch_group 
ere 
b) Object Diagram 
Figure 2.3 - Example of parent and Child Groups 
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Default 
Diffuse Color 
I I Default 
Surface Shade 
a) Attribute Stack Before Entering par_group 
Default Default Default 
Default Default Default 
Rep Type Diffuse Color Surface Shade 
b) Attribute Stack After Entering par_group 
Wireframe Red Default 
Default Default Default 
Rep Type Diffuse Color Surf ace Shade 
c) Attribute Stack After Modifying par_group 
Wireframe Red Default 
Wirefran1e Red Default 
Default Default Default 
Rep Type Diffuse Color Surface Shade 
d) Attribute Stack After Entering ch_group 
Wireframe Green Constant 
-
Wireframe Red Default 
Default Default Default 
Rep Type Diffuse Color Surface Shade 
e) Attribute Stack After Modifying ch_group 
I 
par__group 
par__group 
ch_group 
par_group 
ch_group 
par_group 
Figure 2.4 - Attribute Stack for Parent and Child Group Example 
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The attribute stacking for the parent and child group example given in Figure 2.3 
is shown in Figure 2.4. Before entering par_group, the attribute stack contains all of 
the default values for each attribute; this is represented in Figure 2.4 (a). Upon entering 
par_group, the current values of the attributes are pushed onto the top of the stack as 
shown in (b). Within par_group, the diffuse color attribute is changed from the default 
to red, and the representation type is changed from the default to wireframe. When 
these new attribute objects are created within the group, they replace the current 
attributes at the top of the stack; this is represented in (c). Upon entering ch_group, the 
current values of the attributes are again pushed as shown in (d); it is in this way that 
the child group inherits the attributes of the parent group. Within ch_group, the diffuse 
color attribute is changed from red to green, and the surface shading attribute is changed 
from the default to constant shading; this is represented in Figure 2.4 (e). When 
ch_group is exited, the top level of the attribute stack is popped, returning the stack to 
its state prior to entering the child group which was given in (c). When par_group is 
subsequently exited, the top level of the stack is again popped, and the attribute stack 
returns to its original state ( all defaults). 
2.2.3 Representation and Subdivision Attributes 
Whenever a model is to be represented graphically, the computer must 
approximate the true representation in order to render it. For example, to approximate a 
circle, the computer displays a polygon with many sides; to approximate a sphere, the 
computer divides the analytic surface into many small triangles. It is therefore 
necessary to specify the accuracy with which these approximations are to take place; the 
greater the number of subdivisions, the more closely the rendered representation will 
approximate the true representation, but the more slowly the model will be rendered. 
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The accuracy of the approximations which Dore uses to represent the true model 
are specified using the DoSubDivSpec() function. The number of subdivisions can be 
specified in several ways, but the most useful way in general cases is the relative 
subdivision specification. This is done by setting a subdivision parameter which equals 
the ratio of the deviation to the length of the side of the approximating polygon. For 
example, a setting of 0.02 limits the deviation between the curved surf ace and the planar 
representation to two percent. It generally requires some trial and error in order to get 
the desired level of approximation for a given application; the Dore Programmer's 
Guide suggests a setting between 1.5 and 4.0 percent for most models. 
Dore also has the capability to render the model in different ways, such as 
wireframe or solid surface, called representation types. The representation type of a 
model can be specified as points, wireframe, polygonal outlines, or surfaces. These 
can be set in the program by creating the appropriate attribute objects, but the Dore 
template, which will be discussed later, allows the user to specify this attribute 
interactively. For this reason, representation types will not be discussed in detail here. 
When the model is represented as a surface, Dore allows for either constant or 
Gouraund shading. With constant shading, each triangular element of a surf ace has the 
same shading characteristics, while Gouraund shading provides a smoother surf ace 
through interpolation. Like the representation types, these can be specified in the 
program or chosen interactively by the user when using the Dore template. 
2.2.4 Color Attributes 
In addition to specifying how a model will be represented graphically, the 
model's response to light must also be detennined. Dore models have five surface 
lighting components which determine how they will react to light sources as well as 
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how light passing through them will be affected. These components are: 
(1) ambient component 
(2) diffuse component 
(3) specular component 
( 4) transparent component 
(5) reflection component. 
Ambient light is given off everywhere within the scene and is given off equally in all 
directions. The ambient lighting component of an object within a scene determines its 
base color. Dore calculates the ambient component from the diffuse component. The 
diffuse lighting component specifies the way in which a model's surface responds to 
incident light which is produced by the light sources within the scene; it is scattered 
from the surface equally in all directions. The diffuse component is affected by the 
positions Qf the light sources while the ambient lighting component is not. Because the 
I 
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ambient component is calculated based on the diffuse component, it is generally 
sufficient to specify only the diffuse lighting attribute to be the desired base color for the 
model. This is done with the DoDiffuseColor() function call. The specular lighting 
component of an object determines the response of the surface highlights to the light 
sources, and the transparent component refers to the light which passes through the 
object, if any. The last component, the reflection component, determines how an 
objects surface responds to light which has been reflected off of the other objects in the 
S'cene. 
,. 
Each lighting component has a switch that determines whether that component is 
active and an intensity value which is a weighting factor for that component. These can 
all be set with Dore function calls, but the default values for the ambient, specular, 
transparent, and reflection components are generally satisfactory for most applications. 
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It is therefore only necessary to set the diffuse color attribute for the objects within a 
scene. 
2.2.5 Color Models 
In order to display colors on the screen, Dore uses the RGB color model which 
is based on the fact that any color can be represented by a certain combination of red, 
green, and blue components. In Dore this is done by setting each of the red, green, and 
blue components for an object to a value between zero and one; where zero means none 
of that color and one means all of that color. White, which is a combination of all of the 
colors, is represented in the RGB color model as (1.0, 1.0, 1.0), and black, which is 
no color, is represented as (0.0, 0.0, 0.0). Since yellow is an equal combination of red 
and green without any blue, it could be represented by the RGB color model as (1.0, 
1.0, 0.0) or (0.7, 0.7, 0.0) depending on the desired brightness. All other colors are 
represented in a similar way. 
Although the RGB color model is a very convenient color model for use by 
computer hardware, it is not always a convenient color model for engineering 
applications where color may be used to represent some quantity such as temperature or 
pressure. In such applications, it is necessary to translate a numerical value for the 
physical quantity into a corresponding color. If the quantity to be displayed was 
temperature, for example, a cold temperature would likely be represented as a blue color 
while a hot temperature would be shown as a red color. In order to make this 
transformation from a numerical value to a color, an appropriate color model must be 
used which then must be translated to the RGB color model for use with Dore. For a 
detailed discussion of color models, see Foley and Van Dam (1982). 
The HSV (hue, saturation, val·ue) color model is good for this purpose because it 
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more closely corresponds to the way humans perceive color and the way artists create 
colors. As with all color models, the HSV color model is a specification of a subspace 
within a three-dimensional coordinate system in which each color is represented by a 
point. The subspace within which the HSV color model is defined is a six-sided cone 
and is shown in Figure 2.5 with the H, S, and V axes as shown. The hue (H) 
component of the HSV color model is an angle between O and 360 degrees (sometimes 
taken to be a value between zero and one) and represents the color; the hues are 
arranged to correspond to the color spectrum. The saturation (S) component is a 
measure of the purity of the color, or the degree to which it is diluted by white light, 
and is a value in the range of zero to one. The value (V) component of the HSV color 
model is a measure of the intensity of the color and is also in the range of zero to one. 
A relatively simple way then to represent numerical temperature data is to map the 
temperature scale for the application to the hue scale in the HSV color model. An 
example of a linear mapping is shown in Figure 2.6. Since it is desired to represent hot 
temperatures by the color red, the maximum temperature is given a hue of 0.0 degrees 
which corresponds to red in the HSV color model. The minimum temperature is then 
set to correspond to a hue value of 240.0 degrees which is blue. The temperature 
values between the maximum and minimum are then linearly mapped to hue values 
between 0.0 and 240.0 degrees. This simple mapping of the numerical data to the HSY 
color model gives a relatively good color representation of numerical quantities such as 
temperature and pressure. 
The HSV color model must then be translated to the RGB color model for use by 
Dore. This can be accomplished by a function which takes the H, S, and V values from 
the HSV color model as input and returns the corresponding R, G, and B values for the 
RGB color model. Such an algorithm, written in C, is given in Appendix B. 
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Figure 2.5 - Subspace for HSV Color Model 
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Figure 2.6 - Linear Temperature to Hue Mapping 
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2.3 Geometric Transformation Objects 
When a geometric primitive object is created in Dore, it is placed in a standard 
position and with a standard size relative to the local coordinate system of the object. 
The primitive can then be scaled, rotated, and translated into the desired position within 
the scene using geometric transfonnation attribute objects. The relative size of a 
primitive object in each of the coordinate directions can be affected by scaling attributes. 
Rotating a primitive object turns it about an axis of the local coordinate system, and 
translating a primitive object changes its position relative to the local coordinate system. 
All geometric transformations in Dore are in reference to a right-handed 
coordinate system. The x-y plane of the coordinate system is parallel to the screen with 
the positive x axis extending to the right and the positive y axis pointing up; the positive 
z axis extends out of the screen, toward the viewer. The directions of rotation in this 
coordinate system are given by the right-hand rule. 
2.3.1 Current Transformation Matrix 
All transfonnation information is contained in the transformation matrix stack. 
While the attribute objects discussed previously were said to replace the top of the 
primitive attribute stack, geometric transformation attribute objects modify the current 
transformation matrix (CTM) stack rather than replace it. As a result, multiple 
geometric transformations applied to a primitive object are cumulative; when a 
transformation attribute object is created, the current transformation matrix, a four by 
four matrix, is altered to include the effects of the transformation. When the model is 
rendered, the transformed positions of the primitive objects are determined by 
multiplication of the current transformation matrix by the position vectors of the points 
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defming the primitive object. The general form to transform a point (in the form of a 
column vector) [Px• Py, Pz, l]T to the point [Px'• Py'• Pz', l]T is: 
I 
Px 
I 
moo mo1 mo2 mo3 Px 
Py m10 m11 m12 m13 X Py -
-
I m20 m21 m22 m23 Pz Pz 1 m30 m31 m32 ffi33 
1 
The current transformation matrix is multiplied by the point vector to obtain the 
transformed point. 
Just as the attribute stack is pushed and popped at group boundaries, the current 
transformation matrix is also pushed when entering a group and popped when exiting 
it. In this way, a child group inherits the transformations which have been applied in 
the parent group before the child group was entered. When a group is entered, a copy 
of the current transformation matrix is made and pushed to the top of the CTM stack. 
The geometric transformations, which are then performed within the group, modify the 
current transformation matrix ar the top of the stack. When the group is exited, the 
current transformation matrix is popped, and the transformation matrix prior to entering 
the group becomes the current transformation matrix at the top of the stack. The ref ore, 
transformation objects created in child groups cannot affect the primitives in parent 
groups. The current transformation matrix can also be pushed and popped manually 
within a group using the DoPushMatrix() and DoPopMatrix() functions. These 
functions have the same effect on the CTM stack as entering and exiting a group and 
give the programmer the ability to localire the effects of certain transformations. 
Like attribute objects, geometric transformation objects created closest to and 
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above the primitive object bind most closely to the primiti~ object. The implication of 
this is that the last transformation to be executed will be the first one to affect the 
subsequent primitive objects; therefore, the order in which transformations are applied 
to a primitive is the reverse of the way they are ordered in the code. In terms of the 
' 
current transformation matrix, this means that when geometric transformation attributes 
are executed, they are preconcatenated, or post-multiplied, onto the current 
transformation matrix. 
For example, Figure 2.7 shows a fragment of C code and the corresponding 
object diagram for a Dore group which contains a cylinder primitive object that is 
scaled, rotated, and translated. After the cylinder primitive is created with a standard 
size and orientation, it is first scaled so that its x dimension is twice that of the original 
dimension, and the z dimension is scaled so that it is ten units larger than the original. 
Then the scaled cylinder is given a positive rotation of 90 degrees about the x axis 
before being translated five units in the negative x direction. The matrix multiplications 
which are performed for this example are: 
CTM' = CTM X TX RX s 
where CTM is the current transformation matrix when obj_group is entered, Tis the 
matrix which performs the translation, R is the matrix which performs the rotation, S is 
the matrix which performs the scaling, and CTM' is the current transformation matrix 
after the group is executed but before it is exited. Note that the transformation matrices 
are preconcatenated (post-multiplied) in the same order that the Dore functions are called 
but in the reverse order of the way they are applied to the cylinder primitive when the 
group is executed. The ordering of the transformations is up to the programmer, but it 
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is generally best to perfonn them in the order illustrated above: scale the primitive to the 
desired shape, rotate it to the desired orientation, then translate it into the desired 
position. 
obj_group = DoGroup(DcTrue); 
DgAddObj(DoTranslate(-5.0, 0.0, 0.0)); 
DgAddObj(DoRotate(DcXAxis, PI/2)); 
DgAdd0bj(DoScale(2.0, 1.0, 10.0)); 
DgAddObj(DoPrimSurf(DcCylinder)); 
DgClose(); 
a) Fragment of C Code 
obj_group 
' r ' - :--c 'l'ranslate ) -
- ~, Rotate ) -
- :--c Scale ) 
- ~, Cylinder J -
\,_ ,) 
b) Object Diagram 
Figure 2.7 - Example of Geometric Transformation Objects 
2.3.2 Scaling Attribute 
Scaling primitive objects in Dore is performed by the DoScale(sx, sy, s2 ) 
function. This function creates a scale geometric transformation attribute object which 
modifies the current transformation matrix causing a scaling in the x, y, and z directions 
relative to the origin of the local coordinate system. The x coordinate of each point is 
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multiplied by sx, they coordinate is multiplied by sy, and the z coordinate is multiplied 
by sz. When the DoScale() function is called, a matrix S is generated which is 
preconcatenated onto the current transformation matrix, where: 
2.3.3 Rotation Attribute 
Sx O O 0 
S= 0~00 
0 0 Sz 0 
0 0 0 1 
Rotating primitive objects in Dore is performed by the DoRotate(axis, angle) 
function. This function creates a rotation geometric transformation attribute object 
which modifies the current transformation matrix causing a rotation about the x, y, or z 
axis. The parameter axis must be one of the following: DcXAxis, DcY Axis, or 
DcZAxis specifying the axis about which the rotation is to be performed, and the 
parameter angle is the amount of the rotation, in radians, about the specified axis. The 
direction of positive rotation about an axis is given by the right-hand rule. When the 
DoRotate() function is called, a matrix R is generated which is preconcatenated onto the 
current transformation matrix, where: 
Rx if axis = DcXAxis 
R = Ry if ax.is = De Y Axis 
Rz if axis = DcZAxis 
where Rx, Ry, and Rz are given by: 
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Translating primitive objects in Dore is performed by the DoTranslate(tx, ty, tz) 
function. This function creates a translation geometric transformation attribute object 
which modifies the current transformation matrix causing a translation in the x, y, and z 
directions relative to the local coordinate system. The coordinates of each point are 
translated by an amount given by tx in the x direction, ty in the y direction, and tz in the 
z direction. When the DoTranslate() function is called, a matrix T is generated which is 
preconcatenated onto the current transformation matrix, where: 
1 0 0 ~ 
T=OlOty 
0 0 1 tz 
0 0 0 1 
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2.4 Studio Objects 
The geometric objects and their associated geometric attribute objects which were 
discussed in the previous sections defme the geometry of the scene, how it responds to 
light, and how it is to be represented. The studio objects, lights and cameras, and their 
~,.·f-~ ---- '\ 
studio attribute objects then detennine how the scene will be lit, from-where it will be 
viewed, and how it will be seen from that location. Dare's light objects and their 
attribute objects determine how the scene will be illuminated, while its camera objects 
and their attributes determine the position and angle from which the scene will be 
viewed. 
Studio objects and studio attribute objects follow the same attribute stacking and 
geometric transformation rules as primitive objects and their attributes. Of the studio 
attribute objects defmed above a given studio object, those defined closest to the studio 
object bind most closely. Studio objects are affected by geometric transformations just 
as primitive objects; if a camera is placed within a scene and geometric transformations 
are subsequently applied to the scene, the studio objects will be affected along with the 
primitive objects. 
Once created, camera and light studio objects are each positioned in the scene 
with a specified orientation using the DoLookAtFrom(at, from, up) function call where 
the arguments at and from are points, and the argument up is a vector. Like the 
functions DoTranslate(), DoScale(), and DoRotate(), the DoLookAtFrom() function 
creates a geometric transformation object which modifies the current transformation 
matrix. The DoLookAtFrom transformation object is most clearly thought of as a 
definition of a new camera coordinate system relative to the old coordinate system. The 
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point given by the argumentfrom specifies the new origin. The new z axis is defined 
by the line connecting at andfrom. And the projection of th.e up vector argument onto 
the new xy plane defines the new y axis. The camera is then located at the origin of the 
camera coordinate system, looking down the negative z axis. Although the 
DoLookAtFrom geometric transformation object is most commonly used to position 
cameras and lights in a scene, it can also be used to transform primitive objects within a 
scene, combining a sequence of equivalent rotations and a translation into a single 
operation. 
2.4.1 Light Objects 
Previously, the lighting properties of primitive objects were discussed, and the 
base color of the elements in a model were defined using the DoDiffuseColor primitive 
attribute object. Although the lighting properties of the primitives have been set, the 
model will not actually be seen until light sources are placed in the scene. Dore 
provides several types of light sources with which to illuminate a scene and allows for 
any number of them to be combined into a scene to create the desired lighting affect. 
All of Dore 's lights have an intensity, color, and a prescribed type, and the default 
values for these parameters can be changed using the DoLightlntens, DoLightColor, 
and DoLightType studio attribute objects. The intensity of a light is a floating point 
value between 0.0 and 1.0, and the color of a light source is specified by three floating 
point values between 0.0 and 1.0 which define the red, green, and blue components of 
the light color. 
Dore provides several light types which are listed here with a brief description for 
each: 
(1) Ambient light - light is equally dispersed throughout the scene in all 
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directions. 
(2) Light source at infmity - the light rays are parallel and come from a specific 
direction, like sunlight. 
(3) Point light - light radiates out in all directions from the point source. 
( 4) Spot light - point light pointing in a specific direction with the light intensity 
decreasing with the angle measured from the light direction. 
The point light and spot light both have an additional type which specifies an attenuated 
light source where the intensity of the light decreases with distance from the light 
source. 
Light studio objects are created using the DoLight() Dore function which requires 
no arguments. This function creates a default light studio object which is a white light 
source at infinity on the positive z axis with an intensity of 1.0. Unless a special 
lighting affect is desired, the white light source at infinity is most common. It is then 
only necessary to position the light source in the scene using the DoLookAtFrom 
geometric transformation attribute object if the light is to be located other than at positive 
z equals infinity. 
2.4.2 Camera Objects 
The position, direction, and type of the camera placed in a scene determines the 
way in which the scene will be seen by the viewer. A camera studio object is created 
within a scene using the DoCamera() Dore function which does not take any arguments. 
Unlike light sources, only one camera can be active at a time, although multiple cameras 
can be defined in a scene. 
After a camera is created and positioned within a scene, with the DoLookAtFrom 
attribute object, the type of camera must be specified using camera attribute objects. 
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The two standard camera attribute objects are DoPerspective and DoParallel. The 
DoPerspective(fov, hither, yon) function creates an attribute object which forms a 
perspective projection of the scene. A perspective view utilizes foreshortening to 
provide depth perception with objects farther from the camera appearing smaller than 
closer objects. The f ov argument specifies the field of view angle of the camera in 
degrees; a larger field of view angle will show more of the model, and it will appear 
farther away (as with a wide angle lens). The hither argument defines the front clipping 
plane (z = hither), and the yon argument defmes the back clipping planes (z = yon) for 
the camera. The projection will include only those parts of the model which are 
between the hither and yon clipping planes. Since both the hither and yon clipping 
planes must be in front of the camera, and since the camera is looking down the 
negative z axis from the origin, hither and yon must be negative. 
The DoParallel(winsize, hither, yon) function creates an attribute object which 
forms a parallel projection of the scene where parallel lines within the scene are viewed 
as parallel lines. Rather than specifying a field of view angle as for perspective 
projections, the window size for the parallel projection is defmed to be winsize units by 
winsize units square centered at the origin and parallel to the xy plane. Larger values of 
the winsiz~ argument will show more of the scene but the objects will be smaller. The 
hither and yon arguments serve the same function as in the DoPerspective() function. 
2.5 Organizational Objects: Views, Frames, and Devices 
Geometric objects and geometric attribute objects are used to define the graphical 
scene, and studio objects and studio attribute objects are used to specify how the scene 
is to be illuminated and from where it is to be viewed. Finally, organizational objects 
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are used to transform this infonnation onto an actual hardware device. Organizational 
objects will only be discussed briefly here since the Dore template, to be discussed in 
the next chapter, handles this part of the application. Nevertheless, it is helpful to have 
a basic understanding of how the info1111ation describing a scene is taken from the Dore 
database and displayed on a device. 
Once all of the objects and their attributes have been created and defined, they are 
placed in either the display group or the definition group of a view. Although studio 
objects and primitive objects can be defined in the same groups, generally they are 
defined in separate groups except in special situations. All groups containing primitive 
objects and primitive attribute objects are put in the display group, and groups 
containing studio objects and studio attribute objects are put in the defmition group. 
The display group and definition group make up a view. A view contains the full 
graphical description of a scene as viewed by the camera which has been placed in the 
scene. Certain features of the view can then be set such as the rendering style and 
background color. Multiple views can be defined which either contain different 
''pictures'' of the same scene or contain different scenes altogether. One, or more, 
views can then be placed in aframe which is assigned to a device. A device is an 
output mechanisms such as a video terminal, X-window, printer, or a disk. When a 
change is subsequently made within a scene, the view, frame, and device must be 
updated using the appropriate Dore functions. 
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3. DEVELOPMENT OF DORE 
APPLICATIONS 
Taken together Dore's tools provide the necessary ingredients for the 
development of sophisticated graphics applications complete with interactive user 
control, animation capabilities, and three-dimensional model definition with color. 
With a basit knowledge of the principles of graphics programming with Dore provided 
in the previous chapter, one is ready to integrate these concepts into a graphics 
application. In addition to providing the Dore graphics library, Stardent also provides a 
Dore application template which provides the framework for the development of such 
applications. This template has been used to create the demonstration programs 
distributed with Stardent's computers (the source code for these demos are good 
examples of Dore programming). 
3.1 The Dore Template 
The Dore template is a generic graphics application which contains two sets of 
files: (1) the demo user interface files, and (2) the aPflpcation specific files. The demo 
(.) 
user interface (dui) files form the core of the Dore template and perform the operations 
which can be made common to most graphics applications such as the construction of 
the user interface, handling of user inputs, and the creation of the organizational 
objects. The application specific files are those files which are modified for each 
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application. These ftles are where the scene geometry is defmed and modifications to 
the user interface are made for the particular application. 
The Dore template and the demonstration programs all currently reside in the 
/opt/demo directory. The demo user interface source and executable files are all 
maintained in the /opt/demo/dui directory. Each demonstration program resides with its 
source in its own subdirectory under /opt/demo. A generic set of application specific 
files are kept in the /opt/demo/template directory; this template directory should be 
copied to the programmer's directory for the development of specific applications being 
sure that the makefile references the dui directory properly. When an application is 
C, 
compiled using the unix make command from within the application specific files 
directory, the demo user interface functions will be combined with the application 
specific functions to form the executable file. 
3.1.1 The Demo User Interface 
When the Dore template is used to develop applications, the users of those 
applications will be presented with a common interface for interaction with the program 
and the displayed graphics. This interface consists of several windows displayed on 
the computer terminal and the ability for the user to input information using the 
keyboard, mouse, and dialbox. 
The display screen created by the Dore template is not only designed to display 
graphical information but also to provide an intuitive interface for interaction with the 
application. When an application is run which uses the Dore template, the screen is 
partitioned into several windows. The largest window is placed in the upper left comer 
of the screen and contains the actual graphics which the application has produced. A 
smaller window is positf oned in the lower left corner of the screen and contains any 
( 
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description and/or instructions to the user. The other windows are provided to facilitate 
the interaction of the user with the program. These include a buttons window, dialbox 
window, text input window, and a stop button for termination of the interactive 
• session. 
The buttons window is located in the top right comer of the screen and contains 
graphical representations of buttons, each of which perform specific tasks when 
activated by the mouse. The user activates an on-screen button by positioning the 
mouse pointer over the desired button in the window and pressing the left mouse 
button. Some of the functions provided to the user via these on-screen buttons are 
common to most applications and are included in the template, but it is also possible for 
the programmer to implement additional functions using the buttons. Some common 
features which the buttons provide are: change of representation type (points, , 
wireframe, surface), change of background color, automatic rotation of the scene, and'', 
I 
start animation sequence. 
Below the buttons window is a window containing graphical representations of 
each dial on the physical dialbox. The user can interact with the application using the 
actual dials on the dialbox or by manipulating the dials in the dialbox window on the 
screen with the mouse. For the user to operate a dial with the mouse, he positions the 
mouse pointer over the desired dial and presses one of the mouse buttons; the left 
mouse button rotates the dial counter-clockwise, the right mouse button rotates the dial 
clockwise, and the middle mouse button returns the dial to its initial state. The Dore 
template has set the dials to perform such operations as manual scene rotation and 
translation, zooming, and light intensity adjustment. As with the buttons, the 
programmer can change or add functions petfonned by the dialbox. 
In addition to the graphics windows, the interface includes a small X-window in 
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the bottom center of the screen. This window can be used by the programmer to 
prompt the user for necessary information such as input file names and parameters 
needed by the application, and it can be used by the user to enter text commands. The 
template facilitates many command line type inputs which affect the display, and the 
programmer can also add his own commands. To see the commands provided by the 
template, type "help'' in the text window. It is important to note that in order for the 
user to enter text in this window, the mouse cursor must be positioned within the 
boundaries of the window just as with all X-windows. 
To create this common interface, the demo user interface (dui) provides a 
standard backbone for the development of interactive graphics application programs, 
performing the tasks which are common to all applications. The files contained in the 
demo user interface with a brief description are: 
(1) Render.c - the main function which performs Dore initialization, final 
manipulation of the models, and performs default command parsing. 
(2) ParseArg.c - parses command line arguments specified when the program 
• 1s run. 
(3) MkModels.c - create the display group from information in geom_spec.c 
and set viewing parameters. 
( 4) MkStudios.c - create lights and camera and place in defmition group. 
(5) Ui.c - creates the windowed user interface. 
(6) Spaceball.c - initializes the spaceball (if one exists) and reads input from it. 
(7) Dialbox.c - initializes the dialbox and reads input from it. 
(8) Butt.c - draw the buttons for the user interface. 
(9) Knobs.c - draw the dials for the user interface. 
( 10) Paintlnstr.c. - display contents of ''data.explain'' in the instruction window. 
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(11) Stop.c - stop the program when the stop button is pushed with the mouse. 
(12) Transfr11rr.c - perfonns global transformations. 
(13) StackGrp.c - allow~ for arbitrary nesting of open groups. 
' 
(14) Minivas.c - initialiie and control LyonLamb MiniVAS video tape controller 
(if available). 
These files perform almost all of the tasks necessary to develop a complete graphics 
application except the actual defmition of the scene geometry which must be done by the 
programmer. For most applications, the functions in these files can be used without 
modification, and this is why they are placed in a common directory for access by any 
application which utilizes the Dore template. In such cases, a detailed knowledge of 
this part of the template is unnecessary. 
It is possible, however, to modify the operations which are performed by the 
demo user interface. To change a specific function, the appropriate file must be copied 
from the dui directory into the application specific directory which resides in the 
programmers directory. This allows the programmer then to make any modifications to 
that file which are desired for the specific application being developed. One common 
example where this is done is with studio objects (cameras and lights). The cameras 
and lights for a scene are defined in the MkStudios.c ftle in the demo user interface 
directory. This file specifies a default camera type and location and three default light 
types and locations. If these default specifications are not appropriate for the 
application being developed, they can be changed by copying the MkStudios.c file from 
the dui directory to the directory where the other application specific files are kept. This 
file can then be changed to suit the application. For any file to which this is done, the 
makefile for the application must be modified to tell the compiler to use the modified file 
in the application directory rather than the standard one found in the dui directory. 
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3.1.2 The Application Directory 
<>· 
The demo user interface files provide much of the functionality for graphics 
applications developed using the Dore template, it is then up to the programmer to 
create the application specific functions of the program. The programmer creates the 
scene using the primitive objects and primitive attribute objects provided in the Dore 
library for display in the Dore window. He also performs anything necessary to 
provide capabilities which the standard template does not include. All of this is done 
within an application directory. As mentioned previously, a generic application 
directory is found in the /opt/demo directory called the 'template' directory ( or 
'ftemplate' for the Fortran version). To begin the development of a graphics 
application, this directory should be copied to the programmer's directory where it can 
be modified to create the specific application. 
The template directory contains··'two source code files ( .c ), three data files 
(data.), and the makefile used to build the application with the demo user interface files. 
The source files actually contain functions (subroutines) which are called by the 
routines in the demo user interface when certain infonnation is needed. The two source 
files are named 'geom_spec.c' and 'user_parse.c '. It is within geom_spec.c where the 
scene geometry is created by calling functions in the Dore library. The programmer is 
also given the capability to parse (interpret) application specific commands coming from 
the input devices in user_parse.c. The three data files contain the information necessary 
for the explanation, ttons, and dialbox windows. The 'data.button' file contains the 
text to be shown on e h button and the operations to be carried out when the button is 
pushed. Similar in~pn tion for the dial box device and the dial box window is provided 
in the 'data.dial' file. The 'data.explain' file contains the text to be displayed in the 
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instructions window on the screen. The 'Makefile' file is not a part of the source code 
for the application but is the file which provides infonnation to the unix make command 
for building the application. The following is a discussion of each of these files in more 
detail. 
3.1.2.1 Makefile 
The unix make command is a powerful tool for the maintenance of large 
programs, easily facilitating the recompilation of applications which include many 
source files and libraries, possibly residing in various directories on the system. When 
the make command is invoked, only those source files which have been changed or 
those files which depend on files which have been changed are recompiled before 
linking all the files and libraries and creating an executable file. This saves the 
programmer from needing to remember which files must be recompiled when certain 
files have been modified. The information required for the make command is stored in 
a 'Makefile'. The makefile specifies the ftles and libraries which must be combined to 
farm the entire application, their locations, and the relationships between them. 
Generally, few if any modifications must be made to the makefile for each new 
application since the structure of the files is usually the same from application to 
application. The only time that the makefile needs to be changed is if a file has been 
copied from the demo user interface (dui) directory and modified for the specific 
application. In this case, the reference to the file within the makefile should be 
disassociated with the user interlace files and included with the local files (geom_spec.c 
and user_parse.c). This tells make to look in the local directory for the file rather than 
in the dui directory. The path designation for the demo user interface should be 
checked to be sure that it is correct for the system (currently: /opt/demo/dui). 
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When the make command is executed, all of the necessary files and libraries are 
combined into an executable file which is placed in the same application directory. The 
executable ftle name is 'RUNME' and, along with the 'data.' files, is all that is needed 
to actually run the application. To run the application with the demo user interface, 
simply type "RUNME -demo 1" and the application will begin to execute. The 
command line argument '' -demo l" tells the application to show all of the windows and 
include complete interactive capabilities; without it, only the Dore window will be 
displayed. Other command line arguments which are valid are listed within the 
Render.c file in the dui directory. 
3.1.2.2 geom spec.c 
-
When new applications are developed, most of the programming effort goes into 
rewriting the geom_spec.c file since it is where the scene geometry is defined and 
where any operations not directly related to the graphics are programmed. For graphics 
applications which use the results of numerical calculations, the data must either be 
generated within the geom_spec.c code, or it must be read into geom_spec.c from data 
files. 
The primary function (subroutine) in the geom_spec.c file, and the only function 
called by the demo user interface, is the geom _spec function. As far as the Dore 
template is concerned, the only function of gepm_spec is to provide the descriptions of 
the models which will be displayed graphically by the template. Other functions can be 
called from within geom_spec which are located in the geom_spec.c file or other files. 
These functions perform tasks which are necessary for the specific application. 
The purpose of geom_spec.c is to provide the descriptions of the models for 
display by the template. This is done through the setting of five variables which are 
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defined globally in the template but must be set in geom_spec.c. The first of these is an 
integer constant named 'NMODELS' which specifies the maximum number of models 
which will be created in geom_spec.c. Each model in the Dore template is a complete 
and independent description of a scene. Multiple models may be defmed in order to 
represent totally different things, or they can be ordered to form an animation sequence. 
The next variable set in geom_spec.c is 'nmodels' which is the number of models 
which are actually crea.ted and available for display by the template. Note that in the C 
language, upper and lower case letters are distinguished; by convention variable names 
in all upper case letters are constants, which cannot be changed, while those in lower 
case letters are variables. In most situations, the variable nmodels is set to be equal to 
NM OD ELS. The next two variables, 'firstcycle' and 'lastcycle', are of type integer and 
specify the beginning and ending model numbers of a sequence which is to be 
displayed as an animation. The final variable to be set, 'models[]', is a 
one-dimensional array, dimensioned NM OD ELS, which contains the group handles 
(pointers) for each model to be displayed. The frrst four variables are set globally and 
the nmodels[] array is dimensioned near the top of the geom_spec.c file, but the 
contents of the nmodels[] array are set anywhere within the geom_spec.c file. Note that 
the model numbers begin with zero; therefore, if nm ode ls is set to ten, then the models 
will be numbered from zero to nine. This is in keeping with the way arrays are indexed 
in C. 
The specification of these five variables provides the framework for the 
construction of a graphics application. Although the programmer using the Dore 
template must work within this framework, the full range of Dare's functionality is still 
available. 
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3.1.2.3 user _parse.c 
Not only does the Dore template facilitate the defmition of the model from within 
geom_spec.c, but it also gives the programmer the opportunity to interpret commands 
which are invoked by the user of the application during an interactive session. This 
capability is provided in the user_parse.c ftle which resides in the application directory 
with geom_spec.c and the other application specific ftles to be discussed in the next 
section. Although the demo user interlace ftles contain code (in Render.c) which parses 
the default input commands facilitated by the demo user interface, the programmer can 
over-ride the template's default operations or add additional features to the interface 
with appropriate modifications to user_parse.c. If the standard capabilities provided by 
the template are sufficient for the new application, then no modifications need to be 
made to the user_parse.c file and the default parser will be used. 
Within user_parse.c the programmer is given the opportunity to parse commands 
sent from the dialbox, mouse, or keyboard by the user during an interactive session 
with the application. Any command sent from one of these devices comes in the form 
of a single character string which contains all of the infonnation necessary to initiate the 
execution of the command. If the command was entered from the keyboard, the format 
of the string is exactly as it was typed. If the command was sent from the dialbox or 
by pressing one of the on-screen buttons with the mouse, the format of the string is as 
specified in the 'data.dial' or 'data.button' files, respectively. 
The command string is frrst passed to the function user yarse in user_parse.c for 
action. If the command is not parsed within the user_parse function, then it is passed 
to the default parser. Since user_parse is given the first chance to parse any commands 
from the user, even commands which are dealt with by the default parser can be 
modified by the programmer to operate in a different way. For example, the Dore 
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template is set up to display a perspective projection of the scene, but the programmer 
may want to display a parallel projection which can be done by changing the camera 
studio object in the demo user interface. But when a zoom command is sent from the 
user, the default parser assumes that the scene is being displayed as a perspective 
projection and performs the zoom operation accordingly. However, if a parallel 
projection of the scene is being displayed, the programmer must add the zooming 
operation for parallel projections in the user_parse function. 
The default parser and user_parse both parse incoming command strings in the 
same way. The command parsing is done with the C 'case' statement which branches 
to the appropriate instructions for carrying out the operation requested. Command 
strings generally begin with a series of characters which identify the command to be 
performed, and if the command was from the dial box, the characters will be fallowed 
by a numerical value which specifies the amount of the operation to be performed. The 
dialbox command for rotation about the x axis, for example, has the format "DRx 
. 
value''. The command begins with a ''D" to identify it as a dialbox command followed 
by an "R" to indicate that a rotation is to be performed. The axis of rotation is then 
specified by the next character; "x" in this case. Finally, the angle of the rotation to be 
performed is given by value. The formats for command strings sent from the dialbox 
or buttons are specified in the "data.-'' files to be discussed next. 
3.1.2.4 data.- files 
There are three 'data.-' files contained in the application directory along with 
geom_spec.c and user_parse.c. The contents of these files are used by the demo user 
interface to provide information to the user and specify the strings that are to be sent to 
the template when commands are invoked by the user. The 'data.explain' file contains 
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the text which is to be shown in the instructions window found in the lower left comer ~ 
of the Dore template's screen. The programmer can use this text to explain the 
application to the user and/or give instructions to the user for its use. 
The 'databutton' and 'data.dial' files provide infonnation to the demo user 
interface regarding the buttons and dials which are located on the right side of the 
template screen. The text to be shown on the on-screen buttons and the format of the 
command strings which are sent when a button is activated are specified in the 
.'data button' ftle, while the text to be shown on the dials and the format of strings sent 
from the dialbox are specified in 'data.dial'. The formats of these files are explained 
clearly in the comment lines at the beginning of each respective file. 
3.2\ Animation Applications 
Given the above overview of the Dore template, it is now of interest to discuss 
how it can be used to create animation applications. While Dore can be used to display 
one or more static scenes, its ability to create dynamic sequences is what sets it apart 
from many other graphics environments. Animation is performed on the computer by 
displaying graphics frames rapidly in succession to give a sense of motion. To provide 
a smooth transition between frames, the computer uses a double-buffered display 
system. The computer contains two screen buffers; while one buffer is being displayed 
on the screen, the computer is rendering the next frame on the background buffer. 
When the frame is completed in the background buffer, it is displayed to the screen and 
the other buff er is moved to the background to receive the next frame of the animation. 
From the programmer's point of view, there are two ways in which animation 
applications can be developed. The frrst way is to create a single scene within which 
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the geometry and/or appearance of elements in the model are changed. The second way 
is to create multiple scenes that are subsequently displayed in succession. When an 
. 
animation is performed based on data from a numerical calculation, these two methods 
each have advantages and disadvantages; these are discussed next. 
3.2.1 Concurrent Calculation and Animation 
The most eloquent way to perform an animation of numerical data is to perform 
the numerical calculation and the animation based on the data it produces concurrently. 
To perform animation in this way, the numerical calculation is done for a single time 
step and then the graphics model is displayed for that time step. The numerical 
calculation is then done for the next time step which is then displayed, and so on. The 
primary advantage of performing animation in this way is that there is no need to save 
the numerical data to the disk for the purpose of subsequent animation. Applications 
developed in this way can also provide the capability for the user to interactively change 
parameters during the animation which affect the subsequent calculation. In this way, 
the user can not only interact with the graphics display but also the numerical calculation 
on which it is based. The disadvantage of this method of animation is that the speed of 
animation is limited by the speed of the numerical calculation. Since many of today's 
numerical applications take hours, or even days, to run, this type of animation is not 
practical for most applications of interest to research scientists and engineers. 
Within the framework of the Dore template, this type of animation is done by 
defining a single model which includes what are called variable data primitives for those 
elements of the scene which will change during the animation. The standard list and 
mesh primitives included in the Dore library each have a corresponding variable data 
primitive. While standard primitives cannot be modified once they are displayed, 
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variable data primitives do allow for the data which describes the primitives to be 
changed. Because the programmer must manage the data, variable data primitives are 
more difficult to use than the standard primitives. The reader is ref erred to the ''Dore 
Programmer's Guide'' for more information regarding variable data primitives. 
3.2.2 Post-Calculation Animation 
Because performing animation concurrently with the numerical calculation is 
impractical for most applications, it is necessary to perf onn the animation after the full 
numerical calculation has been completed. Generally, the numerical application will 
write the results of the calculation to a data ftle which can then be read and modeled by 
the Dore template from within geom_spec.c. The obvious disadvantage of this method 
of animation is that all of the data required for the animation, which is often 
voluminous, must be written to the disk. However, once all of the animation frames 
have been created, the speed of the animation is limited only by the rendering speed of 
the computer. 
This type of animation is easily facilitated by the Dore template (see discussion of 
geom_spec.c ftle above). When execution of the application begins, the data is read in 
by code within geom_spec.c and a model is created for each frame of the animation to 
be displayed. The elements of the models[] array are assigned to be the group handles 
for each of the frames. Each successive model contains the Dore description of the 
scene at a single time step. After all of the models have been created, the template 
displays the frrst model and waits for interactive input from the user. It is generally less 
difficult to program applications of this type as compared to the use of variable data 
primitives. 
Because of the need to store the numerical data from which the application will 
/ I 
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generate the animation, it is prudent to store the minimal amount of data from which an 
accurate animation can be created. This not only saves disk storage but can also 
increase the speed of animation. Many times, very fme spatial discretizations are used 
for numerical calculations which provide more resolution than is necessary for an 
accurate graphics representation of the results. It is then necessary to determine the 
smallest subset of spatial data which will be adequate for an accurate and pleasing 
graphics display. 
As with spatial discretizations, numerical calculations may require smaller time 
• 
steps than are necessary for graphics animation with the use of interpolation between 
given data sets. With regard to the time discretization, two things must be determined 
for each specific application: (1) the number of time steps (frames) necessary to 
provide a smooth animation for the viewer, and (2) how many of those time steps must 
be taken from the actual numerical calculation with interpolation used for intermediate 
time steps. Data which changes rapidly with time requires that more time steps of the 
animation be generated from actual data produced by the numerical application, while 
data which changes more gradually with time can tolerate more interpolation of 
intermediate time steps. Decisions having to do with the amount of data necessary to 
perform smooth and accurate animations must be made for each specific application 
taldng into account the particular features of the numerical results. 
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4. ANIMATION OF HAIRPIN 
tr>--,, VORTICES 
In order to investigate the development of three-dimensional animation 
applications with Dore, an interactive graphics application was developed for the 
animation of hairpin vortices. The motions of hairpin vortices were selected due to their 
three-dimensional, time-dependent nature as well as their significance in the area of 
turbulent flows of fluids near solid surfaces. Hairpin vortices convecting close to solid 
boundaries are believed to play an important part in causing the complex dynamics 
observed to take place in turbulent boundary layers. It was sought to develop an 
application which would facilitate the viewing and interpretation of the motion of 
hairpin vortices as calculated numerically. The numerical data used in this investigation 
has been provided by Mr. Utham Sobrun who is presently conducting a numerical 
investigation of the motions of hairpin vortices. 
4.1 The Hairpin Application 
The hairpin application was created using the Dore template which provides a 
good development environment for the programmer and an interactive interface for the 
user. The application and its use will be described briefly in order to provide an 
example of the way in which an application is developed for the animation of numerical 
data, and to illustrate some of the contributions which such graphics applications can 
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make to the interpretation of numerical results. 
4.1.1 The Data and Its Representation 
To develop any graphics application for the viewing of numerical results, it is 
frrst necessary to determine how the available data will be represented graphically to 
give the user an appropriate viewing environment for interpreting the results. The 
graphics programmer is reminded that the primary goal of a graphics application for the 
interpretation of numerical results is not to seek to represent the data in the way most 
pleasing to the eye but rather to represent the data in such a way as to provide the user 
with the maximum interpretive power possible. 
The data from a numerical calculation farms the basis for the graphics 
application; the graphics application should be designed to provide as much useful 
information as is practical, based on the data. For the hairpin application being 
considered here, the numerical results are stored as the x, y, and z locations at 
subsequent time steps of points aligned along the hairpin filament. The geometry of 
each of the filaments being tracked at each time step is stored in a separate file; 
therefore, there is one file for each time step stored. Since hairpins generally evolve 
gradually with time, it was found that approximately seven equally spaced time steps 
provided by actual data, with linear interpolation between them, was sufficient to 
.I 
provide for a smooth animation of the data provided. The data is read in from the data 
files by a function in geom_spec.c and placed in variable arrays for later access. 
In order to display the numerical data graphically, the programmer must decide 
how the raw data will be transf armed into a graphics image. In Dore this is done by 
using the data to define geometric primitives and/or geometric primitive attributes. 
Since the data provided for the hairpin application defmes the location of points along 
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each vortex ftlament, it is natural to use a Dore point list or line list geometric primitive 
to represent the geometry of each filament. If the point list primitive is used, a point 
will be shown graphically for each fluid particle being tracked on the filaments. If the 
line list primitive is used, consecutive points along each filament will be connected by a 
straight line segment. The continuous line then represents the core of the vortex 
filament. 
Although the use of point lists may not be a very exotic representation of the 
data, it can provide more information than a line list primitive. Since each point 
represents a single fluid particle which is being tracked by the numerical algorithm, the 
relative spacing between the points provides a picture of the spatial discretization of the 
filament thus allowing the investigator to detennine whether this discretization is 
appropriate. This is important in the hairpin application because hairpins stretch and 
deform considerably from their initial geometries which is when the discretization of 
each filament must be set. A point representation also gives a better sense of the 
stretching which tak~s place as the hairpin is convected by the flow. Since the 
4'. 
definition of point lists and line lists in Dore are similar, applications were developed 
based on both. 
Because the numerical algorithm requires large amounts of computational time to 
generate the numerical data for an animation sequence, the numerical calculation is 
performed first followed by the animation. When performing animation in this way 
with the Dore template, models are created at each time step of the animation which are 
) 
then displayed in rapid succession. Determining the number of models (time steps) to 
be used for the animation of a given numerical result is a balance between animation 
speed and smoothness. An animation performed with more models (smaller time steps) 
results in a smoother sequence, but the animation speed is slower. While fewer models 
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(larger time steps) result in a faster animation, but the sequence is not as smooth. The 
time step required to perform a smooth, but rapid, animation is unrelated to the time 
step used by the nµmerical calculation and the time step between data sets given in the 
data files. Although a non-uniform time step may have been used to perform the 
calculation and/or save the data, a uniform time step should be used for the animation. 
If a non-uniform time step is used for the animation, the time scale will be distorted and 
a true sense for the time evolution will likewise be distorted. For the hairpin 
application, 200 time steps were chosen to provide a smooth animation at a reasonable 
rate. 
In order to create 200 models from seven data sets, the 200 time steps were 
divided into six equal intervals with the actual data from the numerical calculation being 
used for the initial and fmal time steps of each interval. The locations of each point on 
the filaments at intermediate time steps were found by linear interpolation between the 
actual data sets. Along with the geometric descriptions of the filaments, a Dore 
description of the domain, including the wall and domain outline, was created using the 
appropriate primitive objects. Each of the 200 models, the handles of which are stored 
in the 'models[]' array, contain the descriptions of the domain and each of the filaments 
at that time step. The Dore object diagram for one of the models for the animation 
sequence, model[i], is shown in Figure 4.1 (details of the Domain group are not 
shown). An additional model was created which contains a description of the domain 
and all of the actual data sets provided; this allows for the simultaneous comparison of 
the filaments at various time steps. 
When the Dore template renders the scene, it is noIJilally shown as a perspective 
projection where foreshortening is used to give the illusion of depth. For the hairpin 
application, however, it is more useful to display the scene using a parallel projection. 
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Since parallel lines remain parallel for a parallel projection, the spatial scale is the same 
for all distances into the screen; therefore, the ftlaments are always at the same scale. If 
a perspective projection were used, the relative size of the hairpins and their features at 
different distances into the screen would be misleading. In order to make this 
modification, the MkStudios.c file was copied from the demo user interface (dui) 
directory into the application directory, and the camera was changed from using a 
perspective projection to a parallel projection. 
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Figure 4.1 - Object Diagram for Hairpin Application 
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4.1.2 The User Interface 
When the user executes the hairpin application, the user is prompted for 
inf onnation regarding the numerical data: number of points, number of ftlaments, and 
number of data sets. Once the data is read and the models of the hairpins have been 
created at each time step for the animation, control returns to the Dore template's demo 
user interlace. The application is then ready to accept and act upon input from the user 
via the keyboard, mouse, and dialbox. 
The interface for the hairpin application utilizes several of the functions provided 
by the default template while some features have been modified and several have been 
added. The standard features provided by the Dore template through the use of 
on-screen buttons include: change of representation type (point, line, or surface), 
change of shading (Gourand or flat), highlights (on or off), backface culling (on or 
off), change of background color, automatic rotation (about x, y, or z axis), and 
animation initiation. In addition, the on-screen dialbox and physical dialbox also 
provide these standard features: rotation (about x, y, or z axis), translation (in x or y 
direction), and light intensity adjustment. 
A zooming feature is included in the default template using one of the dials on the 
dialbox, but it required modification due to the switch from a perspective projection to a 
parallel projection. While zooming a perspective projection involves changing the field 
of view angle of the camera, zooming a parallel projection is performed be changing the 
window size of the camera. In order to implement this change, the user_parse.c file 
was modified to change the window size appropriately when the zoom dial was rotated. 
In conjunction with the rotation and translation dials, the zooming features allows the 
user to view the filaments from any orientation with any degree of magnification. 
In addition to the standard features provided by the template, several features 
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were added to enhance the functionality of the interface. Making such changes to the 
interface involves modifications to the 'data.' files and the user_parse.c file. The 
contents of the 'data.' files determine the f onnat of the commands which are sent to the 
parsers when a button is pushed or dial rotated, and the contents of the user_parse.c file 
determine the operations which are perf onned when those commands are initiated by 
the user. Several buttons were added to the on-screen buttons window which give the 
user more options for viewing the models. Buttons were added that allow the user to: 
advance to the next model, return to previous model, move to first model of animation 
sequence, and display all actual data sets simultaneously. Two additional dials were 
also added to provide more control over the animation. A speed dial was added to 
allow the user to adjust the speed of the automatic animation, and a manual animation 
dial was included to give the user complete and continuous control over the speed and 
direction of animation with a single dial. These additional buttons and dials give the 
user more options for controlling the animation thus contributing to the interpretation of 
the data. 
4.2 Contributions to the Analysis of Hairpin Vortices 
The worth of a graphics application for the viewing of numerical data is found in 
its contribution to the interpretation of the results obtained from the numerical 
calculation. It is in this light that the contributions of the hairpin application are 
evaluated, and it will be evident from the subsequent discussion that there are many 
scientific and engineering investigations which can benefit from appropriate graphical 
representation and animation. 
The primary contribution of the hairpin application developed here is the ability 
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for the investigator to view the hairpins as they really are: three-dimensional filaments 
moving in time and space. Prior study of such phenomena limited the investigator to 
viewing two-dimensional, static images representing the results. This places much 
more interpretive responsibility on the user who must assimilate the information 
provided by many different static images in order to gain a physical understanding of 
the phenomenon under investigation. This additional burden on the investigator not 
only makes interpretation of the results more difficult and time consuming, but it also 
leaves more room for erroneous conclusions. With the hairpin application, the 
investigator can view the three-dimensional nature of the filaments as they evolve in 
time in a single picture without the need for mentally combining information provided 
by separate views of the same thing or at different times. 
The contributions to the analysis of hairpin vortices, and other similar 
applications, can be attributed to three features of the Dore graphics library and the Dore 
template: three-dimensional display, dynamic animation, and interactive display. 
Although the scene must ultimately be rendered to the screen as a two-dimensional 
picture, a Dore scene maintains its full three-dimensional characteristics and can be 
displayed utilizing perspective effects which give the perception of depth. Because of 
this, the user is given a three-dimensional object which can be rotated, translated, and 
zoomed by the user at will; it is not necessary for the user to decide from where to view 
the object before the object has even been displayed. 
There are two ways in which the interactive three-dimensional display of the 
hairpin vortices contributes to their analysis: (1) resolution of local features, and (2) 
relationship between filaments. Because of the complicated evolution which hairpin 
vortices undergo when convected close to a solid surface, standard two-dimensional 
projections (xy-plane, xz-plane, and yz-plane) of the filaments can reveal misleading 
I 
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features. Many times sharp comers will be apparent in certain views of the filaments, 
but upon further inspection from different positions, it may be found that in actuality no 
sharp corners exist in the filament. It is also possible that the reverse may be true. 
Certain views of the hairpins may not reveal sharp comers which actually do appear in 
the data. The resolution of such local features is important in the analysis of hairpin 
vortices because such features as sharp comers are unexpected and warn of problems 
with the numerical algorithm. 
To illustrate the resolution of local features, Figure 4.2 shows the three standard 
projections of two convecting filaments at a certain time as calculated by the numerical 
algorithm (initial geometry is also shown). In all three projections, there are apparent 
sharp comers near the heads of the hairpins. From these three projections alone it is 
difficult to determine the actual geometry of the filaments in the regions close to the 
heads of the hairpins. Figure 4.3 shows the same data but from a different location. 
This view was found interactively using the Dore hairpin application. It is seen that this 
single view of the ftlaments resolves all of the apparent sharp corners observed in the 
three standard projections. It should be noted that it is only through viewing the 
geometry from many different viewpoints that it can be determined that there are no 
sharp corners, or other unwanted features, as a single view, such as Figure 4.3, can be 
misleading when viewed by itself. 
A second way in which the three-dimensional interactive display contributes to 
the analysis of hairpin vortices is in the determination of the spatial relationships 
between filaments. When more than one filament is being convected by a flow, it is 
important to know if the filaments get too close to one another as this signals the demise 
of the numerical algorithm. Similar to the above discussion of the resolution of 
apparent sharp comers, it may appear from a certain view that different filaments, or 
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different parts of the same filament, are very close or intersect. Interactively viewing 
the hairpins from many different viewpoints and degrees of magnification can help 
determine if the filaments do in fact come too close. 
In addition to the contributions of Dore related to its ability to display scenes 
three-dimensionally, there are several benefits gained from Dore's animation 
capabilities. Static images at two different time steps provide information about the 
beginning and ending states of the evolution, but they do not provide information about 
the events which took place in getting from one state to the other. When viewing 
hairpins at different times during their evolution, it is obvious that considerable amounts 
of stretching takes place as the hairpins are convected. But it is only through observing 
an animation sequence of the process that one can gain a true appreciation for the way in 
which the stretching takes place. This is particularly true when using the hairpin 
application which utilizes point lists to describe the filaments because the viewer can 
watch individual fluid particles and the relationships with their neighbors as they 
convect downstream giving a strong sense for where and how the stretching is 
• 
occumng. 
Dore' s animation capabilities also contribute to an increased appreciation of the 
time scales during the process. Static images at different times do not give a feeling for 
the rate at which events are taking place. The hairpin problem is not the best example of 
this since its evolution is relatively smooth, but there are many unsteady phenomena 
which evolve slowly for certain periods of time and more rapidly during other periods 
of time. One such example is the violent eruptions of fluid from the near-wall region of 
turbulent flows which result from the convection of the hairpin vortices above the wall. 
Prior to the eruptions, which occur very rapidly, there is a period during which the flow 
evolves slowly. Observing such events from static images cannot give the same sense 
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for the rates at which specific events occur within the process while a dynamic 
animation sequence can. 
The interactive environment provided by the Dore template gives the user full 
control over both the three-dimensional viewing and animation of the data. Such an 
interactive environment facilitates, and encourages, detailed and comprehensive 
investigation of the data The user can animate the process at any desired speed, move 
through the time steps one-by-one forward or backward in time, and view filaments at 
any time step from any position and with any degree of magnification. Given these 
capabilities, the user can pursue any course of investigation at any time during the 
interactive session. It is not only significant that the Dore template provides this type of 
functionality but also that it is simple and intuitive to use; such an interface encourages 
the investigator to use the many features to gain the maximum amount of information 
possible about the data. 
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Figure 4.2 - Standard projections of two hairpin vortices convecting above a solid 
wall (Y =0) showing initial geometries and profiles at a later time. 
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Figure 4.3 - Dore generated view of hairpin vortices from viewpoint which 
resolves apparent sharp comers seen in two-dimensional static 
diagrams (c.f. Figure 4.2). 
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5. CONCLUSIONS 
As scientists and engineers continue to develop ways to use the power of modem 
computers to impact on the solution of increasingly complex problems, the demand for 
specialized visualization tools will become increasingly strong. The numerical results 
from complex three-dimensional and/or unsteady numerical calculations are voluminous 
and require advanced and efficient visualization techniques for their interpretation. The 
Dore graphics library developed by Stardent Computer Corporation is a tool which is 
designed to meet these challenges. Dore specializes in the production of photo-realistic 
images and animation sequences. The use of this library gives researchers the ability to 
create a fully interactive, three-dimensional, color graphics environment in which to 
view and interpret dynamic sequences of data. Dore is a comprehensive graphics 
language and provides all of the tools necessary to develop graphics applications for a:·· 
wide variety of research interests. 
The Dore template is an especially useful environment for the development of 
interactive graphics applications. The template has been written to petf orm many of the 
, -
( 
tasks which all graphics applications have in common while giving the programmer 
significant control over the graphics and the interlace. It provides a consistent user 
interface which is simple and intuitive. Because the template provides much of the 
functionality, the amount of time and effort required to develop a graphics application is 
-'-
sign if i can tl y reduced allowing the researcher to concentrate on the more important 
aspects of the application. Programming with Dore, particularly the Dore template, 
does not require an indepth knowledge of graphics programming in order to take 
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advantage of its many features. 
The hairpin application, which was developed using the Dore template, took 
advantage of Dore's three-dimensional and animation capabilities. The application 
serves not only as an ·example of many of Dore's features, but it also provides a 
valuable tool for the analysis of the motions of hairpin vortices. The hairpin application 
provides the user with an interactive, three-dimensional environment in which to view 
animations of hairpins as they evolve. The interactive capabilities of the application 
allow the user to view the data and animations from any position and with any degree of 
magnification allowing for an accurate resolution- of local features of the hairpins and 
the spatial relationships between hairpins. The ability to view the data as a dynamic 
sequence gives the viewer a stronger sense for the way the hairpins evolve with time 
and the way they stretch as they are convected along a surface. 
The development of the hairpin application helps to illustrate that often the most 
exotic renderings are not the most instructive. For example, a wireframe plot of a 
three-dimensional surface has the advantage that one can see the mesh size that was 
used helping to determine its appropriateness, and the viewer can also more easily take 
mental two-dimensional slices at desired locations. A shaded, smoothed plot of the 
same data does not provide this information and may smear out important details in the 
data. In the animation of hairpins, representing the filament as a series of points rather 
than a continuous line has the advantage of more clearly revealing the stretching 
between particles and their translation along the filament. It is also true for the hairpin 
example that the use of the more complicated perspective projection rather than the more 
simple parallel projection makes comparison of the scales of features at various depths 
misleading. When developing graphics applications, utility, not appearance, is the 
primary concern of the programmer. 
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Dore has been found to be an excellent tool for the visualization of 
three-dimensional animations, and it has wide applicability to many fields of science 
and engineering. The study of many problems being investigated numerically in . 
modem research could be greatly enhanced with visualization applications developed 
with th~ Dore graphics library. 
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APPENDIX A: Dore Naming Conventions for 
Functions, Types, and Constants 
Following are the naming conventions for Dare's functions, variable types, and 
constants. All Dore names begin with a "D'' fallowed by a lower case letter which 
classifies the name as a function, type, or constant. The remainder of the name 
identifies the function, type, or constant being referenced. For example, 
"DoTranslate()" is a Dore function which creates an object which performs a 
translation. 
Dore Fun(tion Names: 
Dd- Device function 
Df- Frame function 
Dg- Group function 
Do- Object creation function 
Dp- Primitive function 
Ds- System function 
Dv- View function 
Dore Variable Types: 
Dt- Variable type declaration 
Dore Constants: 
De- Constant value 
72 
\ } 
APPENDIX B: C Function for Conversion from 
HSV Color Model to RGB Color Model 
The following function, written in C, converts the values of hue, saturation, and 
value specified for the HSV color model to the equivalent components of red, green, 
and blue for the RGB color model. Note that the range of hue is often specified so that 
it ranges from 0.0 to 360.0 degrees, but here the value of hue ranges from 0.0 to 1.0. 
Reference: Smith, A.R., "Color Gamut Transformation Pairs'', SIGGRAPH 1978. 
/********************************************************** 
****************** h S V _ t O _ r g b ******************* 
********************************************************** 
* Module Name: hsv_to_rgb 
* Module Type: c 
* Purpose: Convert hsv color model to rgb color model. 
* Arguments: h, s, v 
* ReturnValue: r : amount 
* 
* 
g 
b 
• 
• 
• 
• 
amount 
amount 
of red (0.0 to 1.0) 
of green (0.0 to 1.0) 
of blue (0.0 to 1.0) 
********************************************************** 
hsv_to_rgb(h, s, v, r, g, b) 
double h, s, v, *r, *g, *b; 
{ 
int i; 
double f, m, n, k; 
/* ... hexcone model ... */ 
/* all variables in range 
[0, 1] */ 
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h *= 6.; 
• ((int) h) % 6; 1 -
f h • - 1; 
m= ( 1 . - s); 
n - ( 1. - s*f); 
k - ( 1. - (s*(l. - f) ) ) ; 
switch (i) 
{ 
case 0: *r=l.; 
case 1: *r=n • 
' case 2: *r=m • 
' case 3: *r=m • 
' case 4: *r=k • 
' case 5: *r=l.; 
} 
f *r; 
if (f < *g) f - *g; 
·if (f < *b) f - *b; 
f = V / f; 
*r *= f; 
*g *= f; 
*b *= f; 
*g=k • 
' *g=l.; 
*g=l.; 
*g=n • 
' *g=m • 
' *g=m • 
' 
*b=m • , 
*b=m • 
' *b=k • 
' *b=l.; 
*b=l.; 
*b=n • 
' 
} /* End of hsv_to_rgb function*/ 
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break; 
break; 
break; 
break; 
break; 
break; 
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