(i j ∈ {1, 2 , . . . , k} 
. , o i k ) .
A semipermutation is also called a permutation with repetitions. The semigroup (not group), of which the elements are semipermutations of k objects, the product of two semipermutations being the semipermutation resulting from applying each in succession, and the identity ε being the semipermutation which does not change anything, has k k elements and is denoted by R k .
Define an augmented counter machine (ACM) A as a k-counter machine with each counter
i, 1≤i≤k, initialized to a value in the set of integers. Input commands to A are of the format (σ,δ δ)
with σ ∈ R k and δ δ ∈ {−1,0,1} k . At any time, if (c 1 , c 2 , . . . , c k ) is the integer valued k-vector contained in A's k counters, and (σ,δ δ) is the currently polled input command, then in one step A does all of the following: Step 3 1 Step 3 1 : Let the current value of I, determined by step
Step 3 1 Step 3 1 , however,contains an infinite for statement. (That statement is the only addition to the original step 3 step 3.) Since the cardinality of I (t) happens to be at most 4, for all t, cf. [3] , only a few positions of the arrays, representing the counters, can be updated by the actual machine in each step. Consequently, M 1 does not constitute an real machine, since it executes the procedure STEP 1 , containing an infinite for statement, that accesses all of the infinite tape (c.q.,
, each single step. We shall amortize the execution of the infinite for statements, implementing the semipermutations, by executing them in each position only when they are due.
We observe the notational conventions from [3] , concerning superscripts on arrays. Thus, an array B, connected with a machine M i , i = 1,2 , can be viewed as a variable or as an actual value. In the first case we do not use a superscript. In the latter case a superscript t is used to indicate the value of B, subsequent to the execution by M i of the t-th step (i.e., procedure STEP i ), 
For each j≥0, the initial contents of Q [j ] is ε, that is, the empty queue. For each particular input command sequence, for each time t≥0 , we denote, for all j≥0, the queue in position j at time t
k , for all t≥1, we preserve the following invariant:
(Recall that, in [3] , invariants (A)-(D) pertain to the representation C[i , 0:∞] of the contents of the i-th simulated counter, for each i, 0≤i ≤k.)
we mean the assignment embodied in the execution of: For each such j, the piece of code
in step 3 2 step 3 2 does not change the normalized matrix C 3 [1:k , 0:∞] at all. The execution of (1) also preserves (E), viz., in particular Q [i ] = ε, for all even i. Now consider the next piece of step 3 2 step 3 2 :
Just before the execution of this for -statement, the matrix C 3 [1:k , 0:∞] consisted of three submatrices:
, and
, and Q [2i j +1] has just been set to ε by the preceding subprogram (1), it follows from the definition of C 3 that, just before execution of (2), it holds that:
Only C 2 [1:k , 2i j :2i j +3] is accessed and changed (row-by-row) according to UPDATE in (2).
Therefore, by equality (3), the effect on the normalized matrix C 3 [1:k , 0:∞], of executing the piece of code(2) on C 2 [1:k , 0:∞], is the same as the effect of executing:
By Propositions 1-4 in [3] , therefore, if C 3 [i , 0:∞] ∈ code (c i ), for some integer c i , before the execution of (2), then C 3 [i , 0:∞] ∈ code (c i ) after the execution of (2) too, for each i, 1≤i ≤k. As noted above, for all t ≥0, the least element of I (t +1) is i 1 =0, by [3] . So subsequent to the last execution of the subprogram (1); (2) 
od in the t +1 -th step of M 1 (using STEP 1 containing step 3 1 step 3 1 ). Meanwhile, we still have
od of step step 3 1 , yielding the new values of C 2 and C 3 , viz., C 2 t +1 and C 3 t +1 , we still have for all j ≥0, so in the finite control of M 2 for 0≤j ≤5 and on its tape for j ≥6, shows that M 2 has the
