Abstract. The increasing diusion and importance of Web Applications has led to strict requirements in terms of continuity of the service, because their unavailability can lead to severe economic losses. Techniques to assure the quality of these applications are thus needed in order to identify in advance possible faults. Model-driven approaches to the testing of Web Applications can provide developers with a way of checking the conformance of the actual Web Application with respect to the model built from the requirements. These approaches can be used to automatically generate from the model a set of test cases satisfying certain coverage criteria, and thus can be integrated in a classical test driven development process. In this paper we present an automated technique for Web Application testing using a model-driven approach. We present a way of modeling Web Applications by Abstract State Machines (ASMs), and a process for generating automatically from the model a concrete test suite that is executed on the Web Application under test in order to check the conformance between the application and the model. MBT can be used also in the other two scenarios presented above: (a) if the Web Application is developed by using a model-driven technique, our approach can be applied to check the correctness of the model-to-code transformations;
Introduction
The wide diusion of Internet combined with mobile technologies has produced a signicant growth in the demand of Web Applications with an increasing request for ecient techniques tailored for their validation [8] . Researchers and practitioners are still trying to nd viable approaches in order to validate Web Applications. A possible approach is to apply Model-driven or model-based testing (MBT) [16] to Web Applications. Since software testing is a costly and timeconsuming activity, specication-based (or model-based) testing permits to considerably reduce the testing costs. MBT consists in building an abstract model of a Web Application and using the model instead of the code to derive tests (including the oracles) and to dene adequacy of the testing eort with respect to the requirements. The model of the Web Application does not need to include all the details of the implementation, but it should be precise enough to guarantee that the test cases represent actual use scenarios of the Web Application.
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Having an abstract model that represents a Web Application is no longer an unrealistic hypothesis for three reasons. Firstly, several model-driven techniques for the development of Web Applications have been developed in the last decade [12] and thus by using these techniques models are easily available as a result of the development process. Secondly, techniques for extracting abstract models from existing Web Applications have been developed [2] and have been already used in several approaches to Web Application testing [1] . Thirdly, designers often manually build an abstract model from the requirements and this model is used to check whether the Web Application satises the requirements.
MBT can be integrated in an agile development process [14] , by helping the developers to automatically derive tests and execute them. The ASM methodology has been successfully applied in dierent elds [5] as: denition of programming and modeling languages, modeling e-commerce and web services, design and analysis of protocols, architectural design, and verication of compilation schemes and compiler back-ends.
The ASMETA toolset [4] Several coverage criteria have been dened for ASMs [9] . For instance, one basic criterion is the rule coverage which requires that, for every rule r i , there exists at least one state in a test sequence in which r i res and there exists at least a state in a test sequence in which r i does not re.
Starting from the denition of coverage criteria, several approaches have been dened in order to build test suites. ATGT uses a technique based on the capability of the model checker SPIN [11] to produce counterexamples [10] . A recent work [3] in this area, improves considerably the scalabilty of the approach and extends the concept of ASM to sequential nets of ASMs. are more exible than FSMs, and they can also handle shared variables that can represent session data, which are vital for testing dynamic Web Applications. Figure 1 shows the testing process we have devised. It takes as inputs the abstract model and the AUT. By giving the ASM model as input to the ATGT tool, we generate a set of tests according to several coverage criteria, for instance a basic criterion is the Rule Coverage whereas a more advanced one is the Modied Condition Decision Coverage [9] . The ATGT tool produces as output the SUBMIT(name) ::= _click(_submit("name"));
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Case Study
As a case study we have chosen a simple PHP Web Application, already presented in [13] , that is composed by six dierent pages:
index.php is the login and initial page that requires to the user the username and the password in order to access to the other pages. It contains a Reset button and a Submit button that opens up the main.php page.
error_b.php is an error page opened up if any information in index.php is missing or wrong.
main.php contains several input elements, such as a link, a le dialog that can be activated by clicking on the Browse button, a textbox, a checkbox and the button Submit that activates the random.php page.
error_a.php is an error page opened if any eld in main.php is missing.
random.php contains two link, one to index.php and the other one to main.php, a drop-down menu, radio buttons and a Submit button that activates the end.php page.
end.php contains a link to index.php or the option of closing the browser.
By following the process presented in Section 3, we have modeled each page using an ASM and then we have built a sequential net of ASMs, which is shown in Figure 2 . Using the technique presented in [3] allowed us to avoid the explosion in the number of states in the model.
Once we have dened the model, we have used it in order to generate the test cases, which have been translated in Sahi scripts. Listing 2 shows a snippet of an ATS generated by ATGT from the ASM presented in Listing 2, whereas Listing 3 shows the corresponding Sahi scripts generated by the A2C tool.
ATGT has generated 212 test cases that achieved a 100% coverage of the PHP Applications with ASMs oers a higher degree of expressiveness w.r.t. the FSMs.
They propose also a way of automating the denition of the model from the Web Application under test. However, their tool does not implement this feature and thus they are tied to a manual implementation of the model as in our approach.
Deutsch at al. [7] present an approach that models data-driven Web Applications by means of ASM + models, which represents the transitions between pages, determined by the input provided to the application. Our approach can be applied to a wider range of Web Applications, i.e. actually it works with any Web Application for which exists an ASM model. In our opinion handling the testing of events by linear or branching-time temporal logics leads to complex models that can made the integration with agile development too hard, although it can discover more subtle errors. Another advantage of our approach is that we can use all the features provided by the ASMETA tool set, including a simulator, a model checker and a model advisor.
Tonella and Ricca [15] propose a technique to automatically generate and execute test cases starting from a UML model of the Web Application. Their approach requires a manual intervention in several phases, i.e. in the UML modeling phase and in the test renement phase (their tool requires that the user lls in the input values in each URL), whereas our approach requires the intervention of the user only in the model denition phase. This is an advantage primarily because if we are in a situation in which the model already exists, the testing process can be executed without any intervention from the user.
Conclusion and Future Work
We have presented our ongoing work on using MBT for Web Application in an Agile context. Our approach provides the designers with an expressive but abstract language, an automatic generator of tests and a translator to concrete tests, and an automatic executor of the tests over the AUT.
A crucial activity in the application of our approach, is building an abstract model of the AUT. We plan to provide some help during this phase by generating automatically part of the ASM model from the AUT. We also plan to extend our approach with a model-to-model transformation tool which takes as input WebML [6] models, i.e. only Navigation and Composition models, and translates them into ASMs. Given the fact that WebML is a well-known Web application modeling language, its use could ease the denition of ASMs.
