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Abstrakt
Tato  práce  se  zabývá  návrhem  a  implementací  rozšiřitelného  programovatelného 
prostředí  určeného  pro  vytváření  různých  3D  simulací  se  zaměřením  na  testování 
algoritmů  a  vytváření  aplikací  z  oblasti  počítačového  vidění  a  robotiky.  Prostředí 
VISIMBOX bylo implementováno v programovacím jazyce c# a používá OpenGL pro 
hardwarově akcelerované vykreslování.
Klíčová slova
3d grafika, 3d simulace
Abstract
This project deals with the design and implementation of the extensible programmable 
environment intended for the creation of various 3D simulations, specifically targeted 
for testing of the algorithms and creation of applications from the field of computer 
vision and robotics.  Environment  VISIMBOX was implemented  in  c# programming 
language and uses OpenGL as back-end for hardware accelerated rendering.
Keywords
3D graphics, 3D simulation
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1 ÚVOD
Tato  diplomová  práce  se  zabývá  návrhem  a  implementací  sady  softwarových 
nástrojů pro vizualizaci 3D dat a simulaci. Jejím výsledkem je softwarová knihovna a 
pracovní prostředí s názvem VISIMBOX (vizualizační a simulační toolbox), poskytující 
základní  nástroje  pro  práci  s libovolnými  3D  daty.  Primární  zaměření  knihovny  je 
grafická vizualizace, je však navržena tak, aby ji bylo možné jednoduše rozšiřovat nebo 
upravovat  pro  nejrůznější  použití.  Její  součástí  je  také  zjednodušený  modul  pro 
fyzikální simulaci pevných těles.
Práce  navazuje  na mou  bakalářskou práci  [1],  která  se  zabývala  pouze  základní 
vizualizací.  Návrh  grafické  knihovny  SELI3D  vytvořené  v rámci  bakalářské  práci 
v jazyce c++ byl použit jako základ, byl však kompletně přepracován, rozšířen o další 
funkce a možnosti.  Je kompletně napsán v jazyce c# a funguje bez úprav v prostředí 
Microsoft.NET  v operačním  systému  Windows  nebo  Mono.NET  v operačních 
systémech Linux a MacOS. Jako samotný vykreslovací backend používá API OpenGL 
prostřednictvím knihovny OpenTK, který je však možno nahradit libovolným jiným.
Kompletní  zdrojové  kódy  knihovny,  zkompilované  moduly,  editační  prostředí, 
dokumentace knihovny a ukázkové programy jsou součástí  elektronické přílohy této 
práce.
1.1 Motivace k vytvoření práce
S rozvojem počítačové technologie  a především s nástupem a velkým rozšířením 
grafických  akcelerátorů  je  dnes  používání  3D  vizualizace  běžné  v mnoha  různých 
odvětvích, pro velké množství aplikací je její využití naprosto nezbytné. Ačkoli existuje 
celá řada různých grafických knihoven a celých prostředí (v kapitole 3 této práce jsou 
uvedeny  a  popsáni  někteří  nejpoužívanější  zástupci),  jsou  tyto  knihovny  často  buď 
psány  na  velmi  nízké  úrovni  a  jejich  používání  vyžaduje  značné  znalosti  z oblasti 
grafického programování,  nebo jsou naopak příliš  specializované  na jeden daný typ 
aplikace a jejich obecné použití je kvůli tomu komplikované nebo velmi pracné.
Cílem  mé  práce  bylo  tedy  vytvořit  knihovnu,  která  by  v sobě  spojovala 
jednoduchost  používání,  ale  přitom  by  zkušenějšího  uživatele  pokud  možno 
neomezovala  a  umožnila  mu  přizpůsobit  si  knihovnu  a  použít  ji  dle  své  libosti. 
Programová  knihovna  v rozsahu  diplomové  práce  pochopitelně  nemůže  soutěžit 
s komerčními nebo mnoho let vyvíjenými systémy, především v počtu různých funkcí a 
výsledné  kvalitě  obrazu  (který  u  nejnovějších  systémů  už  dosahuje  fotorealistické 
úrovně  i  při  práci  v reálném  čase),  ale  může  předložit  jednoduchou  a  dostupnou 
alternativu, plně postačující pro mnoho aplikací.
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Knihovna je navíc vytvořena v jazyce c# pro CLI (common language interface), ať 
už  pro  Microsoft.NET či  opensource  implementaci  Mono.NET.  Při  použití  .NET je 
možnost  použití  hotových  grafických  knihoven  omezená  (obšírněji  je  popsáno 
v kapitole 3) a VISIMBOX tak patří mezi malé množství existujících řešení pracujících 
bez použití nativních c++ knihoven.
1.2 Předpokládané použití
Při  návrhu systému byl  kladen  důraz  na  to,  aby  knihovna pokud možno  nebyla 
specializovaná na jeden daný typ dat,  specifický způsob zobrazení či použití.  Ačkoli 
knihovny obsahují různé základní moduly a předpokládají určitý způsob používání, má 
uživatel knihovny přístup i k funkcím nižší úrovně a může si tedy chování knihovny 
modifikovat podle sebe. Stejně tak většina základních typů používá objektový návrh 
s definovaným  rozhraním  a  nijak  uživatele  neomezuje  v nutnosti  používat  pouze 
předdefinované typy. 
Za  tuto  vysokou  úroveň abstrakce  se  pochopitelně  platí  mírnou  ztrátou  výkonu, 
nicméně zde se projevuje výhoda použití prostředí NET. Používání virtuálních funkcí 
v jazyce  c++  způsobuje  jasnou  ztrátu  výkonu  (místo  jednoduchého  volání  je  nutné 
nejprve  načíst  z odpovídající  proměnné  konkrétní  adresu  virtuální  funkce),  ale  u 
managed jazyka  kompilovaného za běhu může kompiler  tato  volání  optimalizovat  a 
používat  inline  funkce  tam,  kde to  u  klasického jazyka  není  možné.  (podrobněji  se 
výhodám a nevýhodám použití jazyka c# věnuje kapitola 5.1).
Knihovna tedy není svým návrhem omezena pro jedno určité použití, s ohledem na 
velkou  rozsáhlost  tematiky  je  však  profilována  převážně  na  jednodušší  vizualizace, 
nevyžadující  vysoce  kvalitní  fotorealistickou  grafikou,  ale  ve  kterých  jde  spíše  o 
přehlednost,  názornost  a  snadné  použití.  Stejně  tak  fyzikální  simulační  modul  je 
relativně  jednoduchý a  nepřesný,  pro přesné inženýrské simulace  nevhodný, je však 
plně  dostačující  pro  rychlé  prototypování  a  jednoduché  fyzikální  simulace,  jak 
demonstruje  jeden  z ukázkových  programů,  simulace  marsovského  roveru.  Pro 
náročnější a přesnější simulace se předpokládá nutnost použití  vlastního simulačního 
modulu,  nebo  propojení  VISIMBOXu  s kvalitnější  externí  knihovnou  (dostupné 
implementace a možnosti propojení jsou uvedeny v kapitole 3.4).
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2 STRUČNÝ TEORETICKÝ ÚVOD
Tato  část  slouží  jako  základní  a  velmi  stručný  úvod  do  problematiky.  Shrnuje 
základní  koncepty  a  poskytuje  nejnutnější  teoretické  znalosti  potřebné  k používání 
prostředí VISIMBOX. Podrobnější informace o  problematice je možné získat například 
v [2] nebo [3].
2.1 3D grafika
V této části je uveden stručný přehled základních grafických prvků a způsob jejich 
používání a vykreslování, soustředěný na prvky využívané prostředím VISIMBOX.
2.1.1 Grafická primitiva
Grafická data jsou obecně reprezentována buď jako diskrétní nebo spojitá data. Pro 
rozsáhlejší  a  komplikovanější  scény  bývají  typicky  vytvářeny  spojováním  různých 
základních grafických primitiv.
2.1.1.1 Diskrétní (rastrová) data
Diskrétní data jsou běžně používány především pro záznam 2D obrazu jako bitové 
mapy a jednotlivé jeho složky jsou označovány jako  pixely (picture element – prvek 
obrazu). Méně běžně se  používají 3D data (zde se základní prvky označují jako voxely 
neboli  volumetric pixel element – objemový obrazový prvek). Použití voxelů je silně 
limitováno  velkou  náročností  na  paměť,  nicméně  se  často  používají  pro  lékařské  a 
vědecké  vizualizace,  kupříkladu  výstup  z počítačové  tomografie  se  získává  a  dále 
zpracovává  v podobě  voxelových  dat.  Pro  některé  aplikace  je  možné  redukovat 
paměťovou  náročnost  takovýchto  dat  ukládáním  do  některého  z optimalizovaných 
formátů,  například oktálových stromů (octree),  vhodných především pro datové sety 
obsahující ojedinělé bloky stejných dat.
Obrázek 1 – Terén uložený a zobrazený ve voxelovém formátu, snímek z enginu 
Voxlap Kena Silvermana. 
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Kvalita dat uložených v rastrovém formátu silně závisí na použitém rozlišení. Při 
použití nízkého rozlišení se ztrácí detailní informace a dochází k obrazovým artefaktům, 
způsobeným převodem na digitální formu záznamu (například aliasing efekt). Ačkoli je 
pochopitelně  možné  data  různým  způsobem  komprimovat  (ať  už  bezztrátovou 
kompresí, nebo v případě 2D obrazu často některou z účinnějších ztrátových kompresí, 
které však do obrazu samy vnášejí chyby), stále platí, že jde o metodu záznamu velmi 
náročnou na paměť, především u vícerozměrného záznamu. 
V kontextu  3D  grafiky  se  pro  rastrová  data  používá  termín  textura,  jelikož  se 
převážně  používají  pro  definici  povrchu  3D  objektů.  Je  však  pochopitelně  možné 
používat  je  i  jako  samostatné  objekty  (především  dříve  bylo  běžné  používání 
takzvaných  2,5D  zobrazení,  kdy  část  scény  tvořil  předem  vytvořený  2D  obraz,  do 
kterého se přidávaly pohyblivé objekty. Čistě 2D obrazy se také používají pro vytváření 
částicových (particle) systémů pro simulaci ohně / kouře a podobných efektů, některé 
vykreslovací  systémy občas využívají  jako optimalizaci  takzvané  impostory (doslova 
podvodník, vydávající se za někoho jiného), kdy se pro velmi vzdálené objekty používá 
předem vykreslený 2D obraz z určitého úhlu).
 
Obrázek 2 – Simulace plamenů pomocí částicových efektů. 
Konkrétní uložená data v jednotlivých pixelech závisí na použití dat. V počítačové 
grafice je nejběžnější použití formátu RGB, kdy si každý bod v sobě nese informace o 
barevné hodnotě pro každý ze tří základních barevných kanálů. Častým přídavkem bývá 
také  alfa  kanál,  definující  průhlednost.  V dnešní  době  se  typicky  používá  formát 
označovaný jako True Color, kde je každá barevná složka uložena celočíselně v počtu 
osm bitů na kanál, tedy rozsah 0 – 255, případně HiColor (po pěti bitech na kanál plus 
případně jeden bit pro transparenci).  Používání formátů s větší přesností je omezené, 
v současné době se používá například HDR (high dynamic range – velký dynamický 
rozsah)  pro  fotografie  a  některé  vykreslovací  metody.  Ta  umožňuje  použít  větší 
dynamický  rozsah  mezi  nejsvětlejšími  a  nejtmavšími  částmi  obrazu,  jelikož  místo 
celočíselné hodnoty používá reálné číslo s plovoucí čárkou.
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Formát textur pochopitelně není omezen jen na barevná data, zvlášť v dnešní době 
programovatelných  grafických  akcelerátorů  se  textury  používají  pro  ukládání 
libovolného typu dat. Mezi běžnější nebarevné typy textur patří kupříkladu normálové 
mapy  (jednotlivé  body  obsahují  informace  o  normále  povrchu  na  daném  místě), 
používané k simulování dojmu nerovného povrchu).
2.1.1.2 Spojitá data
Spojitá grafická data používají matematický popis daného primitiva a často (byť ne 
zcela přesně) se pro ně používá označení vektorová grafika, jelikož jejich základem je 
vektorová matematika.
Použití  matematického  popisu  má  výhodu  možnosti  popisu  i  poměrně  složitého 
objektu za pomocí minimálního množství dat, ovšem za předpokladu, že jde o objekt 
s pravidelným povrchem.  Pro  grafické  zobrazování  je  běžné,  že  je  vektorový  popis 
objektu doplněn texturou či texturami, které detailněji popisují jeho povrch.
Existují  dvě  základní  dělení  vektorových  objektů  a  to  implicitní  a  explicitní. 
Implicitní  objekty  jsou  definovány  matematickým  vzorcem,  kdežto  explicitní  sadou 
bodů (označovaných jako vertexy). 
Implicitní parametrické objekty jsou většinou velmi vhodné pro rychlé matematické 
testy, především kolizní - typickým příkladem často používaného implicitního primitiva 
je koule, u které je detekce kolizí triviální a tak se velmi často používá jako základní 
nejjednodušší  popis  objektu,  například  pro  detekování  kolizí,  ořezávání  polygonů  a 
podobně. 
Nevýhodou implicitních objektů je však jejich omezená možnost pro vykreslování 
za použití  současných hardwarových akcelerátorů,  které očekávají data v podobě sad 
polygonů.  Pro  vykreslování  je  tedy  většinou  nutné  převést  implicitní  objekty  na 
explicitní, ačkoli dnes už je u nejmodernějších akcelerátorů možné přenechat tento krok 
na geometry shaderu (více viz kapitola 2.1.4 o hardwarové akceleraci). 
Explicitní  objekty,  z nichž  nejjednodušším  je  jediný  bod  v prostoru,  patří  mezi 
základní  používaná  grafická  primitiva.  Grafické  akcelerátory  prakticky  veškerou 
zobrazovanou grafiku převádí na sady bodů, čar, nebo trojúhelníků. Každý explicitní 
objekt se skládá ze sady vertexů, nesoucích informace o bodu.
Základní informací ve vertexu je jeho prostorová pozice. Dalšími často používanými 
složkami vertexu jsou jeho barva, normála (určující normálu povrchu na místě bodu) a 
texturovací  souřadnice  v případě  použití  textur.  Dnešní  akcelerátory  umožňují  ke 
každému vertexu přiřadit libovolné další informace a libovolně je uvnitř shaderového 
programu využívat.
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Objekt popisovaný sítí bodů bývá většinou označován jako mesh (neboli síť), česky 
se  používá  označení  drátěný  model  (který  objekt  zobrazovaný  pouze  jako  série  čar 
reprezentujících jednotlivé hrany připomíná). Konkrétních způsobů zápisu existuje větší 
množství,  nejčastěji  bývají  vertexy  zapisovány  po  sobě  tak,  jak  tvoří  jednotlivé 
trojúhelníky  případně  jiná  primitiva,  pro  složitější  modely  bývá  vhodné  používat 
indexovaný mesh, který seznam jednotlivých vertexů doplňuje ještě seznamem indexů 
vertexů, tvořících jednotlivé plošky.
Pokud neobsahuje objekt další informace o své vnitřní organizaci, bývá označován 
jako  polygon soup neboli polygonová polévka. Z hlediska vykreslování většinou další 
informace  potřeba  nejsou,  pokud  se  však  má  objekt  používat  kupříkladu  k detekci 
kolizí,  je neorganizovaný seznam polygonů nevhodný, jelikož se s ním musí  počítat 
jako se sadou nijak nesouvisejících polygonů a tedy je nutné počítat kolizi s každým 
zvlášť, což je výpočetně náročné. Je vhodné tedy alespoň určovat, zda jde o obecnou 
sadu  trojúhelníků,  či  o  objemový  uzavřený  mnohostěn.  To  je  výhodné  především 
v případě,  že  je  daný  objekt  konvexní,  protože  pro  výpočty  s konvexními  objekty 
existuje řada efektivních metod, pro obecnou směs polygonů nepoužitelných.
Obrázek 3 – Drátěný model čajové konvice.
2.1.1.3 Výsledný popis objektu
Výsledný  popis  jednoho  objektu  je  ve  výsledku  většinou  tvořen  matematickým 
popisem, ať už v implicitním či explicitním formátu, ke kterému je přiřazen materiál, 
definující jeho povrchové vlastnosti. 
U grafických dat se kromě základních barevných složek (více viz v kapitole 2.1.3) 
používá  přiřazení  textury  nebo  textur,  což  vyžaduje,  aby  objekt  obsahoval  také 
texturové mapování, neboli informace o tom, jakému místě v textuře odpovídá ten který 
vertex.  Nejčastější a nejuniverzálnější metodou je takzvané  uv – mapování (případně 
uvw mapování  u 3D textur),  při  kterém se každému vertexu přiřadí  také souřadnice 
uvnitř přiřazené textury. Normou je, že souřadnice u,v = 0,0 představují levý horní bod 
textury a souřadnice 1,1 pravý spodní bod textury. Při použití záporných souřadnic se 
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textura zrcadlově převrátí. S použitím texturovacích souřadnic větších než 1 je možné 
využít tiling (dlaždice), kdy je možné zobrazit použít texturu jako dlaždici a plochu s ní 
„vydláždit“.
U fyzikálních dat materiál obsahuje kupříkladu definice koeficientů tření a dalších 
vlastností materiálu, které fyzikální simulační systém potřebuje.
Obrázek 4 – Čajová konvice potažená texturou mapy země.
2.1.2 Popis scény
Ve  většině  případů  je  popis  komplexnější  scény  pomocí  jediného  obrovského 
seznamu polygonů velmi nepraktický,  jak z hlediska manipulace se scénou, tak také 
kvůli omezeným možnostem optimalizací při vykreslování nebo výpočtech.
Proto  je  většinou  výsledná  scéna  tvořená  sadou  objektů,  doplněných  o  jejich 
prostorové transformace a další potřebné informace.
2.1.2.1 Transformace objektu
Prostorová transformace objektu definuje jeho pozici, rotaci a zvětšení, v některých 
případech  i  další  deformace  (což  je  však  málokdy  žádoucí).  Typicky  se  používá 
homogenní transformace v podobě matice 4x4, kterou se transformují jednotlivé poziční 
vertexy  v podobě  (X; Y;  Z;1).  Takto  vyjádřenou  transformaci  je  možné  snadno 
kombinovat s nadřazenými transformacemi a vytvářet tak transformační sekvence.
Dost často se ale  může  používat  transformace skládaná z jednotlivých složek,  ze 
kterých se teprve počítá výsledná transformace. V důsledku používání číselných operací 
s pohyblivou  čárkou  totiž  dochází  ke  kumulativním  nepřesnostem  a  při  častých 
operacích  s transformací  může  snadno dojít  k tomu,  že  rotační  součást  transformace 
přestane  být  normalizovaná  a  začnou  se  v ní  objevovat  nežádoucí  složky.  Navíc  je 
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potřeba často možnosti  transformace limitovat,  například povolit  pouze uniformní či 
žádné zvětšení, limitovat mezní úhly a podobně.
Zvětšení a pozici je možné snadno reprezentovat úhlem, ovšem u rotace je situace 
komplikovanější, protože na rozdíl od 2D prostoru existuje mnoho variant, jak orientaci 
vyjádřit. Kromě rotační matice 3x3 je to vyjádření orientace pomocí osy rotace a úhlu, 
pomocí Eulerových či Tait – Bryanových úhlů a kvaternionů.
Vyjádření orientace pomocí Eulerových úhlů je běžné v mnoha aplikacích, protože 
umožňuje člověku snadno představit si výhlednou rotaci. Jde o sadu tří úhlů, o které se 
postupně otáčí objekt podle své lokální osy. Existuje 12 různých kombinací Eulerových 
úhlů, typicky se používá konvence Z-X-Z (kdy se objekt otočí nejprve podle osy Z, pak 
podle nové osy X a nakonec podle nové osy Z), případně X Y Z. 
U  vozidel  se  používá  varianta  Tait-Bryanových  úhlů,  kde  osa  X  vždy  směruje 
„kupředu“ ve směru pohybu vozidla, pak se mluví o roll-pitch-yaw úhlech. Roll je úhel 
otočení kolem osy vedoucí vozidlem zezadu dopředu (podle konvence osa X), pitch je 
náklon nahoru a dolů a yaw vyjadřuje odchylku od kurzu.
Nevýhodou používání těchto úhlů je komplikovaný výpočet nových úhlů při vnější 
změně, náchylnost na tak zvaný gimbal lock neboli ztrátu jednoho stupně volnosti, ke 
které může dojít ve chvíli, kdy je jedna osa otočena o devadesát stupňů.
Pro mnoho aplikací je nejvýhodnější využití kvaternionů neboli hyperkomplexních 
čísel, které používají čtyři stupně volnosti k popisu orientace ve třech osách. Kvaternion 
má jednu reálnou a tři komplexní složky, pokud se používá k vyjádření orientace v 3D 
prostoru, je v jeho složkách uložena osa rotace a sinus a cosinus úhlu rotace, jde tedy o 
obdobu vyjádření rotace v 2D prostoru za pomocí běžného komplexního čísla.
oq )sin()cos( φφ +=
kde O je jedničkový vektor vyjadřující osu rotace a φ  úhel rotace kolem ní.
Násobením  a  dělením  kvaternionů  je  možné  snadno  skládat  jednotlivé  rotace, 
poměrně jednoduše se pro ně také určují limity rotace, interpolace a podobně, což je pro 
mnoho aplikací velmi užitečné. 
Více informací o kvaternionech je možné nalézt kupříkladu v [5].
2.1.2.2 Graf scény
Výsledná  scéna  bývá  většinou  uložena  v nějakém druhu  grafu  či  stromu  scény. 
V závislosti na implementaci je možné, že systém používá více oddělených grafů pro 
grafická,  fyzikální  a  jiná  data,  nebo  používá  jeden  univerzální  strom  pro  všechny 
informace o scéně.
Graf scény tvoří jednotlivé uzly (anglicky nodes), které jsou navzájem hierarchicky 
propojeny, většinou ve formě jednoduchého stromu, ale někdy se používají i jiné typy, 
například směrovaný acyklický graf.
 Každý objekt ve scéně obsažený může být tvořený více uzly spojenými dohromady, 
což poskytuje  velké výhody při  vykreslování  nebo manipulaci.  Typicky bývá objekt 
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rozdělen  podle  svých  jednotlivých  pohyblivých  částí,  se  kterými  je  pak  možné 
manipulovat  nezávisle  na  ostatních,  ale  celková  manipulace  s nejvyšším  uzlem 
hierarchie  se  promítne  i  na  jednotlivé  potomky.  Stromovou  strukturu  je  tak  možné 
použít  i  na  ukládání  dalších  dat,  uložení  jednotlivých  variant  objektu  při  používání 
úrovní detailů,  trajektorií  pro pohyb atd.  Stromová struktura nemusí  být obecná,  ale 
může využívat některou variantu členění prostoru pro optimalizaci výpočtů (viz další 
kapitola).
Každý uzel si kromě informací specifických pro svůj typ a odkazů na další uzly 
také nese informaci o své pozici s ohledem na globální scénu, případně na nadřazený 
uzel. Souřadnice uložené v uzlu jsou pak většinou definované v jeho vlastním neboli 
lokálním prostoru (tedy bod o souřadnicích 0,0,0 znamená střed pozice uzlu, ne střed 
světové scény.  Do prostoru světa je pak třeba tyto  souřadnice transformovat  pomocí 
transformace objektu. 
Obrázek  5  –  Ukázka  hierarchického  grafu  scény  simulátoru  marsovského 
robota.
2.1.2.3 Členění prostoru
Pro optimální vykreslování a výpočty v 3D prostoru je často velmi užitečné používat 
nějaký druh členění prostoru a prostorového indexování, které umožní rychle odfiltrovat 
nepotřebné informace nebo naopak získat všechny objekty v daném prostorovém bloku. 
Ačkoli pro jednoduché triviální scény je použití takovéhoto členění zbytečné, pro 
jakoukoli  složitou scénu je  využití  nějakého členění  prostoru nezbytné,  ať  už jde o 
vykreslování  scény  (kdy  je  naprosto  zbytečné  posílat  do  vykreslovacího  systému 
objekty nenacházející se v přímém pohledu kamery), nebo především u počítání kolizí, 
kde je jinak nutno testovat kolize všech aktivních objektů se všemi a následně se všemi 
pasivními.
Existuje  velké  množství  druhů  členění  prostoru  a  jejich  různé  varianty, 




Též  mřížka  neboli  anglicky  používá  jednoduché  jedno  nebo  vícerozměrné 
pravidelné pole. Členění a určení pozice objektů je velmi rychlé, stačí podělit jednotlivé 
souřadnice velikostí mřížky, s ohledem na paměťovou náročnost je však vhodné pouze 
pro prostory s jasně omezenou velikostí. Navíc má jako většina typů členění prostoru na 
pravidelné jednotky problém s objekty, které neleží přesně v jedné buňce, což je však 
možné do značné míry napravit použitím hierarchických rastrů více velikostí.
Stromy
Prostor je možné snadno rozčlenit pomocí stromů na hierarchicky oddělené části. 
Nejčastěji se používá různých variant binárních stromů (BSP – binary space partioning), 
ve kterých se prostor vždy rozdělí jednou plochou na dva nové podprostory. Správně 
vytvořený  BSP  strom  umožňuje  velmi  efektivní  akceleraci  vykreslování  i  počítání 
kolizí,  jeho  počítání  je  však  poměrně  složité  a  pro  pohyblivé  objekty  je  většinou 
nevhodný nebo nevýhodný.
Pro některé aplikace je naopak vhodné použití pravidelných stromů členících prostor 
na  více  částí.  Jsou  to  quadtree  (kde  každý  uzel  stromu  dělí  svůj  prostor  na  čtyři 
pravidelné kvadranty), vhodný pro vyjádření scén s exteriéry a octree (uzel dělí prostor 
na osm oktantů), používaný pro obecné 3D členění prostoru. 
BVH stromy
Bounding  volume  hierarchy  neboli hierarchický  strom  hraničních  objemů,  je 
specifický  druh  stromu  pro  geometrické  objekty.  Každý  objekt  je  plně  obalen 
používaným hraničním primitivem (běžně koule nebo pravidelné hranoly, méně častěji 
jiné  objekty,  ať  už orientované  hranoly nebo obecně  konvexní  objekty),  které  tvoří 
koncový  uzel  stromu.  Objekty,  které  jsou  si  poblíž,  jsou  společně  obaleny  dalším, 
větším objektem, který je plně obsahuje, a tak až k hraničnímu objektu pro celou scénu. 
Výhodou těchto stromů je relativní snadnost, s jakou mohou být přepočítávány za chodu 
pro pohyblivé objekty (zvlášť s použitím koulí jako základního objektu).
Obrázek 6 – Členění prostoru zleva doprava na rastr, quadtree a BVH.
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Portálový systém
V portálovém systému je prostor členěný na jednotlivé buňky (z důvodu rychlých 
výpočtů většinou konvexních,  ale je možné použít  libovolný tvar buňky),  které jsou 
vzájemně  propojeny  pomocí  portálů.  Tento  systém  je  velmi  vhodný  pro  použití 
interiérových scén v budovách, kde každá místnost, případně její část, tvoří jednu buňku 
a  s ostatními  je  propojena  portály  (dveřmi,  okny,  průchody  atd.)  Kupříkladu  při 
vykreslování se vykreslí buňka, ve které se nachází kamera,  a pak se zjistí, na které 
otevřené portály kamera vidí, takže se vykreslí pouze viditelné buňky. Další výhodou je, 
že pomocí portálů je možné realizovat různé efekty (jako například zrcadla) a simulovat 
neeuklidovské prostory.





Zobrazování  grafických  dat  většinou  spočívá  v převodu  uložených  informací  do 
formy, kterou je možno ukázat uživateli,  v naprosté většině průmětem na 2D plochu. 
Ačkoli  existuje  několik  experimentálních  systémů  pro plnohodnotné  volumetrické 
zobrazování, praktické využití a rozšíření těchto systémů je stále otázkou budoucnosti. 
Zobrazování  stereoskopické,  tedy  takové,  které  vzbuzuje  stejně  jako  lidské  vidění 
dojem trojrozměrné prostoru, je ve skutečnosti stejné, jako zobrazování do 2D prostoru, 
pouze se pro každé oko vytvoří mírně jiný obraz posunutý doleva nebo doprava.
Při  převádění  3D grafiky na 2D obraz  (tedy průmětu  3D dat  na 2D plochu),  je 
možné použít několik různých technik s různou výpočetní náročností a značně rozdílnou 
výslednou vizuální kvalitou.
2.1.3.2 Fyzikální techniky
Techniky vycházející z realistického modelování fyzikálních vlastností světla nabízí 
fotorealistickou  kvalitu.  Většinou se  využívá  algoritmus  zvaný raytracing  (sledování 
paprsku), nebo některá z jeho modifikací, při které se pro každý obrazový bod spočítá 
výsledná hodnota sledováním všech možných světelných paprsků ze všech dostupných 
světelných  zdrojů.  Ačkoli  jde  o  principiálně  jednoduchou  metodu,  která  poskytuje 
vynikající  výsledky  včetně  věrohodných  stínů,  jde  o  techniku  extrémně  výpočetně 
náročnou  a  je  zde  uvedena  pouze  pro  úplnost.  Je  používána  pro  takzvané  offline 
renderování pro filmové účely a pro předpočítávání globálního nasvětlení, nicméně pro 
použití v reálném čase je s ohledem na náročnost téměř nepoužitelná, přestože přibývá 
experimentů s takzvaným hybridním renderingem, kombinujícím rasterizační techniky 
(viz  níže)  s raytracingem  pro  některé  objekty  za  využití  schopností  moderních 
programovatelných  grafických  akcelerátorů.  K běžnějšímu  rozšíření  a  používání  pro 
vykreslování  v reálném  čase  by  mohlo  dojít  v horizontu  dalších  deseti  let  s dalším 
rozvojem grafických akcelerátorů.
2.1.3.3 Rasterizace
Dnešní  grafické  akcelerátory  používají  téměř  výhradně  techniku  rasterizace,  při 
které se trojrozměrná data promítají na 2D plochu a veškeré světelné a barevné efekty 
(povrchy materiálů, odrazy, stíny) dopočítávají různými metodami, aby bylo dosaženo 
co nejlepšího výsledků. Nejlepší dnešní systémy dosahují úrovně, k jaké bylo před lety 
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nutno použít raytracing nebo obdobnou metodu založenou na fyzikálním modelování 
vlastností světla.
Při  procesu  rasterizace  se  postupně  vykreslují  jednotlivé  plochy  objektů  tvořené 
trojúhelníky na  obrazovku.  Souřadnice  každého bodu se transformují  na 2D průmět 
pomocí projekční matice  a následně se vykreslí plocha tvořená body na obrazovku. Zde 
však  vzniká  základní  problém rasterizace  a  to  je  nutnost  zajistit,  aby se  vykreslené 
prvky správně překrývaly. Do značné míry tento problém řeší použití z-bufferu (někdy 
také depth-bufferu), do kterého se pro každý vykreslený bod ukládá na danou pozici i 
jeho vzdálenost od pozorovatele. Zůstává však problém ploch, které jsou průsvitné nebo 
průhledné, které musí být vykreslovány ve správném pořadí po sobě. Tyto transparentní 
objekty se většinou vykreslují  až po vykreslení ostatní  geometrie a seřazeny odzadu 
kupředu (což je přesně opačné pořadí, než je vhodné při  vykreslování za pomocí  z-
bufferu).  Pokud  není  použito  správné  pořadí,  dochází  totiž  při  vykreslování  ke 
grafickým artefaktům (z-buffer v sobě uloží vzdálenost transparentního bodu a bod za 
ním, který by měl být pro správnou barevnou informaci vykreslen, už ignoruje).
Z hlediska  výsledné  vizuální  kvality je správná rasterizace  jen prvním krokem – 
jednotlivá  grafická  primitiva  je  nutné  správně  nasvítit  a  nastínovat,  aby  došlo  k co 
nejdokonalejšímu možnému vizuálnímu dojmu.
2.1.3.4 Světla
Realistický výpočet světelné hodnoty bodu je výpočetně velmi náročný, proto se 
používají  zjednodušené  empirické  modely, nejčastěji  Phongův  model[8],  nebo  jeho 
zjednodušená varianta Blinn-Phongův model [9], poskytující poměrně vysokou kvalitu 
výsledného obrazu, neřeší však problémy zobrazování stínů.
Celkový  jas  bodu  je  ve  Phongově  modelu  tvořen  kombinací  tří  složek  – 










Kde Ip je výsledná jasová hodnota, koeficienty  ka,  kd, ks jsou koeficienty barevného 
materiálu pro ambientní,  difúzní a spekulární složku,  N normála povrchu,  R směrový 
vektor dokonale odraženého světelného paprsku,  V směrový vektor k pozorovateli,  m 
počet světel,  Li směrový vektor světla a koeficienty ia, id a is  hodnoty barevných složek 
světla.
Ambientní osvětlení  představuje  model  osvětlení,  které  je  uniformní  všude  ve 
scéně, je vytvářené slabými světelnými odrazy od všech prvků scény. V jednoduchých 
případech se typicky se používá velmi slabé bílé světlo, případně hodnoty předpočítané 
některým z algoritmů pro globální nasvícení (viz níže).
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Difúzní  osvětlení vzniká odrazem od nerovného povrchu, takže se paprsek jakoby 
odráží do náhodných směrů a tím pádem difúzní složka světla nezávisí na úhlu, který 
svírá  vektor  pohledu  s normálou  povrchu.  Difúzní  složka  se  používá  pro  simulaci 
matného povrchu.
Spekulární  složka  vzniká  dokonalým  odrazem  světla  od  povrchu,  její  úroveň 
pro daný  bod  tedy  závisí  na  úhlu  mezi  vektorem  pohledu  a  normálou  povrchu. 
Spekulární složka se používá pro definici lesklých povrchů.
Určení  hodnoty světla  se dříve používalo  z časových úspor  pouze pro jednotlivé 
vertexy (per vertex lightning) a hodnoty světla v jednotlivých bodech se pak použily pro 
nasvícení celé plochy. Nejjednodušší a nejrychlejší je použití jedné uniformní hodnoty 
stínování (flat shading – ploché stínování), nebo výrazně lépe vypadající Gourardovo 
stínování,  při  kterém se hodnota světlosti  pro daný bod interpoluje  mezi  hodnotami 
jednotlivých vertexů. Ačkoli pro velkou část případů je použití Gourardova stínování 
dostačující, problém vzniká při použití směrových světel a velkých polygonů – správně 
by  se  uprostřed  polygonu  měla  objevit  jasná  světelná  plocha,  ale  v důsledku 
interpolovaného  nasvícení  je  celá  plocha  tmavá.  Naštěstí  dnes  díky  současným 
moderním akcelerátorům není problém použití  per pixel lightning, neboli nasvětlování 
pro každý pixel zvlášť (Phongovo stínování). 
Obrázek 7 – Porovnání plochého, Gourardova a Phongova stínování.
I zjednodušený model nasvětlování má však jeden základní výkonový problém – pro 
každý  bod  je  nutné  počítat  se  světlem  ze  všech  okolních  zdrojů  světla.  Kromě 
hardwarového  omezení  počtu  světel  (ani  nejmodernější  grafické  karty  nemají 
neomezený  počet  parametrů,  které  mohou  předávat  pro  shaderové  programy)  je  to 
problém  výpočetní  náročnosti.  Omezení  počtu  světel  se  dnes  běžně  řeší  použitím 
takzvaného deferred renderingu, při kterém se scéna souběžně vykresluje najednou do 
více  textur  (každá  textura  v sobě  obsahuje  barevné  informace  pro  limitovaný  počet 
světel)  a  z nich  se  teprve  složí  výsledný  obraz.  Velkou  nevýhodou  této  metody  je 
nemožnost  použít  hardwarový antialiasing  (který se  typicky řeší  multisamplingem a 





Pro  dosažení  lepšího  vizuálního  efektu  se  často  používá  některé  metody  pro 
předpočítání  světelných hodnot a  jejich použití  místo  velmi  zjednodušeného modelu 
ambientního osvětlení. Světelné hodnoty se buď předem uloží do vertexů modelů jako 
další  barevná  hodnota,  nebo  do  paměťové  struktury,  odkud  jsou  získávány  během 
vykreslování.  Nevýhodou předpočítaných světelných hodnot  je  pochopitelně  fakt,  že 
jsou  použitelná  pouze  pro  statická  světla,  jelikož  aktualizace  za  chodu  je  většinou 
nemožná. Pro předpočítání globálního osvětlení existuje celá řada různých algoritmů, 
například použití raytracingu, počítání radiosity, fotonového mapování a další. 
2.1.3.6 Materiály
Pro výsledné určení barvy jednotlivých bodů se kromě světelných hodnot používají 
barevné  materiály,  definující  vlastnosti  objektů  v jednotlivých  bodech.  Základní 
barevné materiály obsahují barevné hodnoty pro jednotlivé složky světla (ambientní, 
difúzní,  spekulární)  doplněné  o  spekulární  parametr,  ze  kterých  se  spočítá  výsledná 
barevná  hodnota.  V některých  případech  se  navíc  ještě  používá  barevný  emisní 
parametr, který definuje světlo, které vydává sám objekt (vztahuje se jen a pouze pro 
něj, světlo nepřechází do okolí) – tak se vytváří například svítící nápisy, malá světélka 
typu LED kontrolek a podobně.
Kromě hodnot platných pro celý objekt je možné využít textury, dnes pro každou 
jednotlivou  složku  včetně  normál  platných  pro  bod.  S ohledem  na  možnosti 
programovatelných  akcelerátorů  je  možné  použít  prakticky  libovolnou  definici 
materiálu.
Jistý problém nastává v případě, když má mít materiál natolik vysokou lesklost, že 
v sobě odráží obrazy okolí (zrcadla, vodní hladina a podobně). V tomto případě je nutné 
použít  texturu,  do které  se  před zahájením vykreslování  promítne  okolí  objektu.  To 
pochopitelně  znamená  řádové  zvýšení  náročnosti,  i  za  předpokladu  použití  textury 
s malým  rozlišením,  protože  se  scéna  nebo  její  část  musí  vykreslit  ještě  jednou 
z pohledu objektu.
2.1.3.7 Stíny
Z hlediska  výsledné  kvality  je  největším  problémem  rasterizačního  zobrazování 
vykreslování  reálných  stínů.  Jelikož  se  při  počítání  barevných  hodnot  bodu 
nekontroluje,  zda  mezi  bodem a  světelným zdrojem není  překážka,  světla  prochází 
pevnými  objekty  a  nevznikají  reálné  stíny,  které  výrazně  napomáhají  při  vytváření 
dojmu  reálného  zobrazení.  Existuje  několik  metod,  jak  tuto  problematiku  řešit,  ale 
s výjimkou předpočítaných hodnot vždy platí, že jde o metody výpočetně náročné.
Pro  statická  světla  a  statické  objekty  je  nejjednodušší  použití  světelných  map 
(lightmaps),  které  se  vytváří  v rámci  počítání  globálního  nasvětlení.  Statickým 
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objektům je pak přiřazena další textura, obsahující úrovně světla na ně dopadající, čímž 
vznikají poměrně přesné stíny.
Pro objekty a světla dynamické je situace složitější.  Jeden z možných přístupů je 
spočítání siluety každého objektu v dráze světla (v naprosté většině ze zjednodušeného 
modelu)  a  následné  promítnutí  této  siluety  jako  samostatného  objektu  na  okolí. 
Výpočetní náročnost však roste geometrickou řadou se složitostí objektů, není problém 
promítnout  stín  jednoduchého  objektu  na  terén  tvořený  velkými  trojúhelníky,  ale  u 
složitějších objektů už je náročnost obrovská.  V tomto případě je efektivnější  použít 
techniku  stínového  mapování  (shadow  mapping)  nebo  stínových  objemů  (shadow 
volume, někdy také s ohledem na praktickou implementaci nazývanou stencil shadows). 
Velmi  zjednodušeně  řečeno  fungují  metoda  stínového  mapování  na  principu 
rychlého vykreslení  (pouze hloubkové informace)  scény z pohledu kamery a uložení 
výsledného  z-bufferu  do  textury.  Tato  textura  se  pak  používá  pro  určení,  zda 
vykreslovaný bod je nebo není viditelný. Nevýhodou je vznik ostrých hran kolem stínů.
Metoda  stínového  objemu  spočívá  ve  vytvoření  stínové  geometrie  projekcí 
světelného  paprsku  zdroje  každým  z vertexů  objektů,  vrhajících  stíny.  Základní 
implementace  je  pochopitelně  pomalá,  nicméně  s použitím  vlastnosti  moderních 
akcelerátorů, umožňujících používání stencil bufferu („šablona“, umožňující označit, do 
jakých částí obrazu je a není možné vykreslovat) je dostatečně rychlá na použití i pro 
vykreslování v reálném čase. Postup při vykreslování je následující:
Scéna  se  vykreslí,  jakoby  byla  kompletně  ve  stínu  (ambientní  světlo,  případně 
zlomek difúzní složky, aby zakřivené plochy ve stínu nevypadaly úplně ploše).
Pro každý zdroj světla se vytvoří stencil buffer odkrývající ty části scény, na které 
světlo přímo dopadá, a scéna se vykreslí znovu s plným nasvětlením (stencil buffer se 
postará, aby body ve stínu nebyly zobrazeny).
Výpočetní náročnost pochopitelně stoupá s každým zdrojem světla, protože je nutné 
pro každý zdroj světla znovu vykreslit celou scénu. 
2.1.3.8 Postprocessing
Velkého  navýšení  výsledné  vizuální  kvality  je  možné  dosáhnout  pomocí 
postprocessingu, který na výsledný obraz aktivuje sadu různých obrazových filtrů, často 
s využitím informací uložených v Z-bufferu. Je tak možné simulovat například zaostření 
(části  obrazu,  na které  není kamera zaostřená,  jsou rozmazané),  světelnou ambientní 
okluzi  SSAO  (značně  zlepšující  celkový  dojem  z globálního  nasvícení),  rozmazání 
objektů  pohybem  a  další.  Pro  nerealistické  vykreslování  naopak  umožňuje 
postprocessing  vytvářet  dojem kresleného  obrazu  (s  použitím  detekcí  hran  a  jejich 




U složitějších scén je naprosto nezbytné používat různé optimalizační  metody na 
maximální možné zrychlení vykreslování. Metod je celá řada, uvedeny jsou pouze ty 
nejběžnější.
Jelikož  platí,  že  nejrychleji  vykreslovaný  polygon  je  ten,  který  se  vůbec 
nevykresluje, soustřeďuje se většina optimalizací na co nejrychlejší určení, zda daný 
objekt vůbec vykreslovat.
Nejzákladnější  metodou  je  takzvaný  polygon  culling (odstraňování  polygonů), 
implementovaný  v akcelerátorech  na  hardwarové  úrovni.  Pokud  není  tato  funkce 
vypnutá,  vykreslují  se  pouze  ty  trojúhelníky,  které  jsou  přední  stranou  obráceny 
k obrazu (zjišťuje se podle pořadí jednotlivých vertexů, podle nastavení ve směru nebo 
proti směru hodinových ručiček).
Na vyšší úrovni je object culling, kdy se do akcelerátoru posílají pouze ty objekty, 
které budou vidět na obrazovce, typicky se používá testování objektu, nebo spíše jeho 
zjednodušené  reprezentace  ve  formě  obalové  koule  nebo hranolu)  oproti  komolému 
jehlanu projektovanému z kamery. V kombinaci s použitím vhodného členění prostoru 
scény  je  možné  rychle  vykreslovat  obrovské  scény,  jelikož  se  vykreslují  pouze  ty 
objekty, na které kamera může vidět.
Dalším často  používanou  metodou  je  používání  okluzí,  kdy je  větším objektům 
přiřazen zjednodušený okluzní  objekt a  pro každý vykreslovaný se určuje,  zda není 
okluzním  objektem  zakryt.  Na  podobném  principu  fungují  okluzní  testy 
implementované v hardwarových akcelerátorech, kdy se před zahájením vykreslování 
složitého  objektu  nejprve  provede  test  (occlusion  query),  spočívající  v pokusném 
vykreslení  zjednodušeného  obrazu  objektu  a  určením,  jak  velká  jeho  část  by  byla 
vykreslena,  aniž  by  byla  zablokována  bližšími  objekty  vykreslenými  v Z-bufferu. 
Použití této techniky pochopitelně předpokládá, že bude scéna primárně vykreslována 
od  nejbližších  objektů  k nejvzdálenějším  a  vyplácí  se  pouze  v případě,  že  je 
vykreslovaný  objekt  dostatečně  složitý,  jinak  časová  prodleva  při  testu  výkon spíše 
zhorší.
Obrázek  8  –  Test  zákrytu,  červeně  označené  objekty  jsou  plně  skryty  za 
okluzním objektem a není nutné je vykreslovat.
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Běžnou metodou snižující náročnost vykreslování, je používání úrovně detailů, kdy 
má každý objekt přiřazeno několik různých, postupně zjednodušovaných objektů (jak na 
úrovni  geometrie,  tak  na  úrovni  materiálů)  a  při  vykreslování  se  v závislosti  na 
vzdálenosti kamery (pozorovatele) od objektu vybere vhodný objekt – je pochopitelně 
zbytečné vykreslovat objekt tvořený desítkami tisíc polygonů a se složitými materiály, 
pokud bude daný objekt ve finále vykreslen jen na několik málo bodů. Ačkoli existují 
metody pro snižování počtu polygonů v reálném čase, používají se jen málokdy (mimo 
jiné proto, že většina metodik vytváří grafické artefakty v texturovacích souřadnicích), 
typičtější  je  předem  vytvoření  objektu  v několika  úrovních  (většinou  se  používá 
empirické  pravidlo,  že  nižší  úroveň  objektu  by  měla  mít  polovinu  polygonů).  Na 
nejnižší úrovni může být použití jednoho jediného předem vykresleného sprajtu (tedy 
jediného  objektu  s průhlednou  texturou),  pro  takové  objekty  se  používá  označení 
impostor, jsou vhodné především pro znázorňování vegetace v hustém lese.
Obrázek 9 – Postupné zjednodušování modelu pro jednotlivé úrovně detailů.
Z hlediska  optimalizace  je  také  relativně  důležité  správné  řazení  objektů  při 
předávání  jejich  vykreslování  do  akcelerátoru.  Grafický  akcelerátor  exceluje  při 
zpracovávání velkého množství dat, ale každá změna jeho nastavení znamená značné 
zpomalení.  Zjednodušeně  se  říct,  že  jediný  objekt  s milionem  polygonů  a  jedním 
materiálem bude vždy vykreslen výrazně rychleji  než deset menších objektů s deseti 
různými  materiály.  Proto  je  důležité  při  vytváření  grafických  dat  s tímto  počítat  (a 
ideálně používat pro celý objekt jeden jediný materiál) a také při vykreslování objekty 
vhodně shlukovat a vykreslovat v dávkách ty,  které používají stejný materiál  – časté 





Původní  grafické  karty  a  zobrazovače  osobních  počítačů  většinou  podporovaly 
pouze přímé zobrazování pixelové grafiky uložené ve video RAM (s výjimkou ranných 
systémů, umožňujících vykreslovat čárovou grafiku přímou manipulací s vychylovacími 
cívkami obrazovky, podobně jako u osciloskopu). První akcelerované grafické systémy 
herních konzolí poskytovaly pouze možnost rychlého přesunu paměti pro zobrazování 
bitmap  (blittery).  Nepočítaje  profesionální  na  zakázku stavěné  systémy (renderovací 
stroje firmy Silicon Graphics) a několik komerčně neúspěšných pokusů (například 3D 
Blaster firmy Creative Labs) byl prvním komerčně úspěšným grafickým akcelerátorem 
pro  osobní  počítače  grafický  čip  Voodoo firmy  3dfx.  Ačkoli  v podstatě  umožňoval 
jedno jediné,  hardwarově akcelerované vykreslování  texturovaných polygonů, zahájil 
tak  revoluci  a  závod  ve  výrobě  lepších  grafických  čipů.  Rychlé  vykreslování 
texturovaných  polygonů,  přestože  zbytek  muselo  počítat  CPU,  znamenalo  velké 
zrychlení.  Brzy  bylo  následováno  dalším  rozvojem grafických  čipů,  které  postupně 
přidávaly  další  funkce  (hardwarová  podpora  nasvětlování  a  transformací  a  další). 
Dalším velkým zlomem byl  nástup programovatelných grafických procesorů (GPU), 
umožňujících do značné míry modifikovat chování akcelerátoru a použít ho i pro jiné 
než grafické účely.  V dnešní době má alespoň základní GPU prakticky každý osobní 
počítač i mobilní zařízení.
2.1.4.2 Fixní grafická pipeline
Do příchodu programovatelných akcelerátorů byl  jasně definovaný postup, jakým 
jsou  grafická  data  zpracována.  Akcelerátor  obdržel  od  CPU  sadu  vertexů  (ať  už 
v podobě  přímého  zápisu,  odkazu  do  systémové  paměti,  nebo  ukazatel  na  předem 
uložená data v grafické paměti),  které v závislosti na svém aktuálním nastavení začal 
zpracovávat.  Nejprve byly zpracovány vertexy – byla  provedena jejich transformace 
nastavenou transformační maticí, další transformační maticí kamery (ortografická nebo 
perspektivní projekce) převedeny ze světového prostoru do prostoru obrazovky. Pokud 
se nějaká část grafického primitiva měla objevit na obrazovce (testy na správné natočení 
polygonu, testy oříznutí a podobně), spočítaly se pro vertexy světelné transformace a 
výsledný  trojúhelník  nebo  jeho  část  se  zrasterizovala  a  začala  vykreslovat  jako 
jednotlivé pixely, přičemž problém viditelnosti byl v naprosté většině řešen pomocí Z-
bufferu. Programátor mohl v závislosti na použitém grafickém API definovat množství 
různých  parametrů  (typy  testů,  barevné  materiály,  používání  různých  funkcí…), 
nicméně nad samotným vykreslováním jinou kontrolu neměl.
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Obrázek 10 – Zjednodušené schéma fixní grafické pipeline.
2.1.4.3 Programovatelné akcelerátory
Grafické  karty  s programovatelným  GPU  umožňují  jak  používání  klasické  fixní 
pipeline (realizované sadou standardních shaderových programů), tak téměř libovolně 
programované  transformace  a  výpočty  jednotlivých  bodů.  Základ  je  do  určité  míry 
nezměněn, CPU nastaví parametry a předá GPU sadu vertexů, které je potřeba vykreslit. 
Místo standardizovaných operací je ale možné definovat krátké programy pro stínovací 
jednotky (shadery). Vertexové shadery zpracovávají informace o jednotlivých vertexech 
a následně předávají rasterizovaná  data pixel (u OpenGL označované jako fragment) 
shaderům,  které  určují  výsledné  informace  zapsané  do  vykreslovacího  bufferu.  Od 
specifikace DirectX 10 je také možné používat geometry shadery, které jsou zařazeny 
mezi vertex a pixel shadery.  Přebírají výsledky vertex shaderů a z nich vytváří  další 
grafické primitiva, které jsou teprve rasterizovány – je tak možné kupříkladu provádět 
hardwarově akcelerovanou teselaci (rozdělování velkých polygonů na menší), generovat 
složitější geometrii jen ze sady bodů a podobně.
Obrázek 11 – Zjednodušené schéma programovatelné grafické pipeline.
Z technického  hlediska  jsou  shader  jednotky  jednoduché  programovatelné 
procesory, původně s velmi omezenou instrukční sadou a pamětí pro instrukce, schopné 
rychle  provádět  standardní  sadu  matematických  vektorových  operací.  Obrovského 
výkonu se dosahuje nasazením masivní paralelizace, protože zpracování grafických dat 
je možné snadno paralelizovat (každý vertex může nezávisle na ostatních zpracovávat 
jedna  jednotka,  stejně  tak  každý  pixel).  Hrubý  výpočetní  výkon  je  pak  obrovský 
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(nejmodernější grafické čipy firmy NVIDIA mají stovky shader jednotek a matematický 
výkon přesahující 1000 giga FLOPS (operací s desetinnými čísly za sekundu).
2.1.4.4  Využívání GPU k vykreslování grafiky i obecným výpočtům
S příchodem programovatelných GPU bylo možné přesunout velkou část výpočtů, 
jinak prováděných hlavním procesorem, na grafický akcelerátor, který je často dokáže 
zpracovat mnohonásobně rychleji. Předpokládá to však, že jde o data, které je možné 
zpracovávat  paralelně  a  ve  velkých  dávkách.  Kromě  složitých  materiálů  se  běžně 
používá například akcelerace kupříkladu animací (manipulace s modelem podle kostí se 
provádí  přímo  ve  vertex  shaderech,  místo  aby  se  počítala  na  CPU  a  následně 
vykreslovala).
Nejedná  se  však  jen  o  grafická  data,  GPU  může  zpracovávat  téměř  jakékoli 
informace. Pro používání GPU na obecné výpočty se používá termín GPGPU – general  
purpose computing on GPU, obecné výpočty na GPU. Původně bylo nutné převádět 
algoritmy  do  „grafického“  formátu,  tj.  ukládat  vstupní  data  jako  textury,  převádět 
výpočty na vertexové nebo pixelové operace atd. S nástupem nástrojů jako je CUDA 
firmy NVIDIA, DirectCompute  firmy Microsoft  nebo otevřeného víceplatformového 
systému  OpenCL  je  možné  psát  akcelerované  programy  v téměř  standardním 
programátorském prostředí.
S ohledem na  téma  této  práce  je  nutné  poukázat  především na vhodnost  využití 
výpočtů  na  GPU  pro  fyzikální  simulace.  U  profesionálních  knihoven  pro  fyzikální 
simulace  je  většinou  možné  využít  grafickou  kartu  pro  akcelerace  výpočtů  (více 
informací je uvedeno v kapitole 3.4 o existujících fyzikálních knihovnách).
2.1.4.5 Budoucnost
Po několika letech velmi hořečnatého vývoje grafických akcelerátorů, poháněných 
především konkurenčním bojem mezi firmami NVIDIA a ATI (od roku 2006 součást 
koncernu  AMD),  v současné  době  vývoj  poněkud  stagnuje.  Zájem  výrobců  se 
soustřeďuje na výkonné ale především energeticky nenáročné čipy pro mobilní zařízení, 
ale  dalším  důvodem  je  také  opadnutí  zájmu  o  supermoderní  grafické  čipy  mezi 
zákazníky. Výrobci počítačových her, jejichž rostoucí náročnost byla jedním z tahounů 
vývoje a výroby nových čipů, se převážně koncentrují na výrobu her pro herní konzole 
Xbox360  firmy  Microsoft  a  Playstation3  firmy  Sony,  jejichž  akcelerátory  jsou 
z dnešního hlediska už zastaralé. Výroba her na osobní počítače je pro většinu výrobců 
až druhořadá a tak většina i nejmodernějších her snadno funguje na několik let starých 
kartách, odpovídajících výkonem herním konzolím. Dá se předpokládat, že tato situace 
bude platit i po dobu několika dalších let,  až do doby, kdy dojde o obměně modelů 
herních konzolí.
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Nicméně už v dnešní době dokáže grafický hardware zobrazovat složité scény na 
prakticky  fotorealistické  úrovni  (jednotlivé  snímky  jsou  často  neodlišitelné  od 
fotografií,  teprve v pohybu bývají vidět nedostatky a to spíše z hlediska uvěřitelnosti 
prostředí a animací postav), limitem bývá spíše nedostatek paměti RAM, než grafický 
výkon.  Nějakou  dobu  se  zdálo,  že  budoucnost  patří  hybridním  procesorům, 
kombinujícím  možnosti  univerzálních  CPU  s obrovským  výkonem  paralelizovaných 
GPU, například dlouhou dobu vyvíjený procesor firmy Intel Larabee. Realitou však je, 
že současné procesory maximálně obsahují  integrované klasické grafické jádro (dost 
často  velmi  slabého  výkonu),  čímž  se  pouze  odstraňuje  nutnost  přidávat  do 
počítačového  systému  samostatnou  grafickou  kartu,  a  výrobci  slibované  výkonné 
hybridní procesory na trh stále nepřichází.
Nástup  takových  procesorů  na  trh  by  pravděpodobně  znamenal  přechod  od 
rasterizačních metod k přímému používání fyzikálních metod, jako je raytracing, mimo 
jiné proto, že v případě extrémně složitých scén může být raytracing naopak rychlejší, 
než  použití  klasické  rasterizace.  K výraznějšímu  zlomu  pravděpodobně  dojde  až 
s příchodem další generace herních konzolí, což zřejmě nebude dříve než v roce 2015, 
spíše později.
2.2 Datové formáty
Datových formátů  pro  ukládání  grafických  dat  existuje  celá  řada,  v následujícím 
textu je uveden jen velmi stručný přehled s důrazem na vektorová trojrozměrná data.
2.2.1 Obrazové formáty
Pro archivaci obrazových formátů existuje řada různých standardních algoritmů a 
souborových  formátů,  přičemž  mezi  nejznámější  a  nejpoužívanější  rastrové  formáty 
patří  JPEG,  BMP,  PNG  a  GIF.  Z hlediska  počítačové  3D  grafiky  je  vhodné 
připomenout  dnes  už  méně  používaný formát  TGA (Targa),  který  dříve  patřil  mezi 
jediné podporující ukládání i ne zcela standardních dat s alfa kanály, a hlavně formát 
DDS (direct draw surface), formát navržený firmou Microsoft pro ukládání grafických 
textur. Umožňuje totiž na rozdíl od běžných obrazových formátů i ukládání takzvaných 
texture chains, neboli řetězců navazujících textur. Ty se používají pro kubické textury 
(textura  tvořená  šesti  podtexturami,  pro  každou  stěnu  krychle  zvlášť,  používá  se 
kupříkladu pro záznam textur prostředí pro objekty se zrcadlivým povrchem) a hlavně 
pro mipmapy (grafické akcelerátory podporují ukládání bitmap v sérii textur s postupně 
se zmenšujícím rozlišením pro anisotropické filtrování výsledné vykreslované textury). 
Soubor DDS je ukládán buď bez komprese, nebo s použitím S3 Texture compression, 
což je ztrátová komprese textur podporovaná přímo grafickými akcelerátory.
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Mezi 2D vektorovými grafickými formáty se v poslední době (kromě PDF určeného 
převážně pro tisk) prosadil standard SVG (Scalable Vector Graphics). V 3D grafice je 
jeho použití ojedinělé, je zde uveden jen jako v současné době nejrozšířenější standard.
U  video  záznamů  je  situace  mnohem  komplikovanější.  Existuje  několik 
standardních  kontejnerových  formátů  (AVI,  OGG,  MKV  a  další),  které  jsou  ale 
nezávislé  na  použitém kodeku  pro  kompresi  a  dekompresi.  Těch  existuje  obrovské 
množství a pokusy o standardizaci prozatím naráží na patentové problémy nebo malou 
rozšířenost.  Ani  navrhovaný  formát  HTML  5,  který  má  definovat  standard  pro 
používání  video  kodeku  pro  internet,  tento  problém  stále  nevyřešil  (proti  původně 
navrhovanému  opensource  kodeku  Theora  stojí  kupříkladu  firma  Apple,  kdežto 
protinávrh,  použití  H264  kodeku,  je  pochopitelně  blokován  výrobci  opensource 
software, protože je tento kodek nutno licencovat).
2.2.2 3D formáty
Mnohem komplikovanější situace panuje stále i po letech v oblasti záznamu 3D dat. 
V posledních letech se stále výrazněji používá formát COLLADA, který má potenciál 
stát se všeobecně uznávaným formátem, ale obecně se dá říct, že přes několik pokusů o 
standardizaci se opravdu silný a všeobecně používaný formát zatím neprosadil. Velká 
část aplikací běžně používá své vlastní proprietární formáty a kompatibilitu řeší pomocí 
zásuvných  modulů  schopných  (dost  často  jen  teoreticky  nebo  v omezené  formě) 
importovat nebo exportovat data v jiných formátech. Tato situace je způsobená mimo 
jiné  faktem,  že  3D  formát  může  obsahovat  obrovské  množství  různých  a  různě 
vyjádřených dat. Univerzální a standardizované formáty pak trpí problémem obrovské 
komplexnosti a jejich plná implementace je velmi složitá.
2.2.2.1 Autocad
U CAD programů se de-facto standardem stal formát  DWG (Drawing – kreslení, 
rýsování)  firmy  Autodesk,  používaný  ve  všech  programech  AutoCAD  a  u  většiny 
konkurence. Firma Autodesk však k formátu nikdy veřejně neposkytla dokumentaci a 
většina  ostatních  CAD  programů  používá  formát  DWG  prostřednictvím  knihovny 
DWGdirect,  vytvořené  neziskovou  organizací  Open  Design  Alliance  reverzivním 
inženýrstvím z formátu Autodesku, za což už si vysloužila soudní spor, který ještě stále 
není definitivně uzavřen.
Firma Autodesk pro přenášení dat mezi CAD systémy vytvořila otevřený formát 
DXF (Drawing Exchange Format – výměnný formát pro kresby)  v textové i binární 
variantě,  ale  tento  formát  má  omezenou  funkčnost  a  většina  CAD  programů  dává 
přednost používání souborů DWG.
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2.2.2.2 Wawefront object
Jedním z nejjednodušších a také nejčastěji používaných formátů pro přenos dat mezi 
programy,  je  formát  OBJ (pravděpodobně  zkratka  slova  objekt),  vyvinutý  firmou 
WaveFront  Technologies,  původně pro  modelovací  program Lightwave.  Jde  o  čistě 
textový soubor, který obsahuje pouze záznam 3D geometrie ve formě seznamu vertexů 
a výsledných polygonů. Jeho využití je omezené v podstatě pouze na záznam základní 
geometrie objektů, ale právě díky této jednoduchosti a tím pádem snadnosti vytvoření 
načítacího  programu  ho  podporuje  většina  grafických  programů.  Občas  bývá  ještě 
doprovázen souborem MTL, který definuje materiály používané jednotlivými polygony. 
2.2.2.3 Direct X
Dalším  představitelem  jednoduchých  formátů  je  formát  X,  dostupný  v textové  i 
binární  variantě,  vytvořený  firmou  Microsoft  pro  použití  v Direct3D.  Podobně  jako 
většina  dnešních  formátů  používá  jako  základ  formát  XML,  umožňuje  definovat 
šablony pro jednotlivá data a kromě zápisu geometrie a materiálů podporuje i ukládání 
animací. Na data jiného typu (jako jsou textury a programy shaderů) pouze odkazuje 
jménem použitého souboru. Používá se převážně pouze pro přenos dat.
2.2.2.4 VRML
Pro potřeby webu byl vytvořen formát VRML (Virtual Reality Markup Language – 
značkovací jazyk pro virtuální realitu),  který měl umožňovat definici  trojrozměrných 
interaktivních  webových  stránek,  v první  verzi  specifikován  v roce  1994.  Aktuální 
specifikace je normalizovaná ISO 14772-1 z roku 1997. VRML používá textový zápis 
specifikující  jednotlivá  grafická  primitiva  obsažená  ve  scéně.  Komerčně  se  příliš 
nerozšířil a dnes je teoreticky nahrazen svým nástupcem, formátem X3D.
2.2.2.5 X3D
Formát X3D [10] je ISO standard pro tvorbu 3D grafiky se zaměřením na použití na 
Internetu, vyvíjený organizací Web3D Consortium. Jde primárně o rozšíření standardu 
VRML o podporu dalších možností, jako jsou například animace humanoidů a podpora 
NURBS ploch, umožňující zápis jak ve formě používané VRML, tak v modernějším 
XML formátu. Formát stále prochází vývojem, postupně je rozšiřován o další a další 
funkce a jeho cílem je stát se standardem pro webovou 3D grafiku (podobně jako se 
obdobný formát  SVG nakonec stal  standardem pro 2D grafiku).  Jeho rozšíření  však 
brání  mimo  jiné  obrovská  komplikovanost,  způsobená  snahou  obsáhnout  vše, 
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v současné  době  je  podporován  (většinou  nekompletně)  jen  malým  množstvím 
programů, převážně opensource (například modelovací program Blender).
2.2.2.6 Collada
V současné  době  je  zřejmě  nejpoužívanějším formátem pro  záznam dat  scény a 
přímým konkurentem pro X3D systém COLLADA [11] (Collaborative Design Activity 
– spolupráce na designové aktivitě), původně vyvinutá firmou Sony pro použití na herní 
konzoli  Playstation  3,  v současné  době  pod kontrolou  skupiny  Khronos  (nezávislou 
organizací  spravující  mnoho  otevřených  formátů  včetně  grafického  API  OpenGL), 
v aktuální  verzi  specifikace  1.5.  COLLADA  (soubory  používají  příponu  dae)  je 
otevřená  specifikace,  určená  právě  k vyřešení  problémů  nekompatibility  mezi 
jednotlivými grafickými programy a slouží k ukládání vizualizačních dat. COLLADA je 
podporována velkým množstvím grafických programů a aplikací, ale některé aplikace ji 
dnes  používají  jako  nativní  formát  (například  populární  Google  Earth),  přestože  je 
původně určená jako přenosový formát. Stává se tedy de-facto standardem pro záznam 
3D  scén  a  objektů,  podporovaným  naprostou  většinou  moderních  modelovacích 
nástrojů a 3D aplikací.  Souborový formát je stejně jako u X3D založen na datovém 
formátu XML a kromě ukládání grafických vektorových dat podporuje i ukládání všech 
možných důležitých informací  o scéně,  včetně fyzikálních vlastností,  vykreslovacího 
nastavení  a  dalších.   Tato rozsáhlost  pochopitelně  podobně jako u X3D komplikuje 
implementaci,  je  relativně  běžné,  že  programy  jsou  schopné  pracovat  pouze  s částí 
možností, nabízených formátem.
2.3 Fyzikální simulace
Pro účely této práce se pojem fyzikální simulace omezuje pouze na jednoduchou 
kinematiku  a  dynamiku,  tedy  pohyb  objektů  ve  fyzikálním  prostoru,  ačkoli  je 
pochopitelně možné simulaci doplnit o další faktory. 
Fyzikální simulace musí být schopna kromě simulace fyzikálních zákonů (ve většině 
případů  vystačí  Newtonovy  pohybové  zákony)  především  detekovat  kolize  mezi 
jednotlivými objekty a realistickým způsobem je vyhodnocovat a zpracovávat.
Simulace  fyzikálních  zákonů  většinou  spočívá  v použití  numerického  integrátoru 
(pro  jednodušší  simulace  často  vystačí  použít  jednoduchou  Eulerovu  metodu). 
V každém  zpracovaném  časovém  snímku  jsou  vyhodnoceny  vlivy  konstantně 
působících sil a silových impulsů předaných kontakty z ostatními objekty,  na jejichž 
základě jsou pak spočítány hodnoty pozice, rotace, rychlostí a zrychlení.
Vhodným úvodem do problematiky vytváření fyzikální simulace je kupříkladu kniha 
Game Physics  Engine  Development [12],  která  byla  použita  jako výchozí  zdroj  pro 
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implementaci  simulace  v této  práci.  Dalšími  užitečnými  zdroji  jsou například  [13] a 
[14].
2.3.1 Fyzikální objekty
Při fyzikální simulaci pohyblivých objektů se většinou pracuje s ideálními pevnými 
(rigidními) tělesy, které se nijak nedeformují vlivem vnějších sil. Toto omezení značně 
zjednodušuje mnohé výpočty, jak ve fázi detekcí kolizí (jelikož popis objektu zůstává 
neměnný), tak při určování reakcí na okolní síly a kolize. Použití obecných pružných 
neformovatelných těles (označovaných jako soft bodies – měkká tělesa) je méně časté a 
je omezené pouze na případy, kdy je pro simulaci bezpodmínečně nutné. I tak se ale 
v případech, kdy je to možné, většinou používají zjednodušené modely s řádově menší 
výpočetní  náročností,  typicky  použitím  většího  množství  pevných  těles  spojených 
pohyblivými spojkami. Kupříkladu textilní látku je možné simulovat se škálovatelnou 
přesností jako sadu spojených pevných destiček.
2.3.2 Detekce kolizí
Jednou z nejdůležitějších  a  nejrozsáhlejších  částí  většiny  fyzikálních  simulačních 
systémů s volně pohyblivými  objekty je  detekce  kolizí.  V zásadě jde o geometrický 
problém  určení  místa  nebo  míst,  kde  se  objekty  stýkají.  V případě  použití  pouze 
jednoduchých  primitiv  jako  je  koule  jde  víceméně  o  triviální  problém,  nicméně 
s narůstající  složitostí  kolidujících  objektů  složitost  a  výpočetní  náročnost  roste 
geometrickou  řadou,  přičemž  nejsložitější  je  vždy  případ  určování  kolizí  dvou 
neorganizovaných  sad  polygonů  (takzvané  polygonové  polévky),  kde  nezbývá  než 
provádět kolizi každého trojúhelníku s každým.
S výjimkou přesných inženýrských simulací se proto pro detekce kolizí  používají 
pokud  možno  nejjednodušší  objekty,  sestavené  z jednoduchých  primitiv  (koule, 
hranoly, jednoduché konvexní polyhedrony), jen málokdy bývá použit stejný objekt pro 
vizuální  reprezentaci  a  simulaci,  jelikož  drobné  nepřesnosti  v kolizích  lidské  oko 
většinou  přehlédne.  To  platí  především  pro  pohyblivé  objekty.  U  statických 
nepohyblivých a nedeformovaných objektů (například polygony terénu v simulaci)  je 
možné  využít  některou  z optimalizačních  metod  členění  prostoru,  rozdělit  statický 
objekt  na jednodušší  primitiva  a  díky předpočítání  provádět  kolizní  testy  s mnohem 
složitějšími objekty.
Členění  prostoru  je  obecně  nejzákladnější  optimalizační  metodou  při  detekování 
kolizí  –  obecně  je  totiž  k určení  kolizí  nutno  provést  test  mezi  všemi  pohyblivými 
objekty navzájem a mezi všemi pohyblivými objekty a statickou scénou. Použití hrubé 
síly je však použitelné pouze pro malé scény s minimem objektů. Jistým problémem 
však je, že velká část algoritmů pro členění prostoru (především různé varianty BSP) je 
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sice  velmi  efektivní,  ale  její  vytváření  je  pomalé,  započítávání  každé  změny  pro 
pohyblivé objekty je náročné a proto pro použití v reálném čase většinou nepoužitelné. 
U statických objektů, pro které je možné datové struktury předpočítat a které je hlavně 
možné rozčlenit na menší objekty, to pro velkou část aplikací nevadí, ale pro objekty 
pohyblivé je potřeba použít  metodu jinou (kupříkladu BVH, zjednodušenou variantu 
quadtree nebo octree), umožňující rychlou aktualizaci pozice objektu.
Další  základní  optimalizační  metodou  je  použití  hierarchického,  postupně 
zpřesňovaného vyjádření  objektů.  Typicky se používají  dvě fáze detekce.  V první se 
provádí jednoduchý test kolize pro nejjednodušší hraniční objekty (koule, orientované 
hranoly). Tento test nemusí být přesný, měl by však být konzervativní a hlásit možnost 
kolize i v případě, že by podle přesnějšího testu kolize nebyla detekována. Detekované 
páry kolizí se pak předávají do druhé fáze detekce, která se provádí už mezi detailními 
modely objektů. 
Obrázek 12 – První fáze detekce kolizí - určení potenciálně kolidujících objektů.
V případě, že je potřeba pouze zjistit informaci, zda dva objekty kolidují, je často 
možné  použít  jednodušší  a  výpočetně  méně  náročnou  metodu,  nicméně  pro  určení 
správných  interakcí  mezi  objekty  je  nutné  získat  i  další  informace  –  typicky  jde  o 
kolizní  místa  v lokálním  prostoru  obou  objektů,  normály  kontaktu  a  také  hodnotu 
penetrace, neboli vzdálenost, na jakou do sebe objekty pronikají a o jakou je tedy třeba 
je posunout.
Obrázek  13  –  Informace  potřebné  pro  správné  vyřešení  kolize  (normála, 
penetrace, lokální kolizní body.
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Systém použití detekce také závisí na způsobu, s jakým bude s daty pracováno. Při 
fyzikální simulaci v reálném čase se většinou pracuje s diskrétním časem, kdy se při 
každém zpracovaném snímku  čas  posune  o  určitou  hodnotu.  Za  předpokladu,  že  je 
časový interval velmi malý a objekty se pohybují velmi pomalu se dá předpokládat, že 
nebude docházet k velkým penetracím, jelikož kolize bude detekována ve chvíli doteku 
dvou objektů a v tom případě by bylo možné použít i zjednodušený způsob detekce.
Ve většině případů to však není možné,  naopak je nutné počítat  s tím,  že rychle 
pohybující se objekty se mohou během doby zpracovávání jediného snímku protnout a 
systém kolizi vůbec nezachytí – v jednom snímku se rychle letící projektil nachází před 
kolizním objektem, ale v dalším snímku už se posunul natolik daleko, že se celý nachází 
za ním. Pro tyto případy je nutné používat takzvané sweep testy spočívající ve vytvoření 
nového  kolizního  objektu  pro  pohybující  se  těleso,  které  zahrnuje  veškerý  objem 
prostoru, kterým se těleso během svého pohybu mohlo přesouvat - v případě pohybující 
se koule je pak výsledkem takzvaná kapsle,  neboli  válec uzavřený na obou koncích 
polokoulemi.  Obalení  složitějších  objektů  už  tak  snadné  není,  proto  se  ve  většině 
případů používá sweep test s využitím zjednodušeného obalu tělesa a v případě detekce 
kolize se určí přesné informace s použitím geometrie objektu přesunutého na kolizní 
místo.
Algoritmů  pro  detekci  kolizí  existuje  celá  řada,  jak  pro  specializované  případy 
jednoduchých  primitiv,  tak  pro  složitější  a  obecné  objekty.  Detailně  jsou  popsány 
například v [6] a [7]. 
2.3.3 Řešení kolizí
Existuje  řada  metod,  jak  zpracovat  detekované  kolize  a  předat  do  simulace 
informace o změnách rychlosti, pozice momentu setrvačnosti a dalších parametrů pro 
jednotlivá simulovaná tělesa.  Robustní a spolehlivé řešení je však většinou poměrně 
komplikované, obzvláště pro zjednodušené metody.
Nejjednodušší  metodou  je  použití  takzvané  impulsové  fyziky,  kdy  se  veškeré 
kontakty mezi objekty, ale také vlivy externích sil, spojek mezi objekty a další faktory 
převádí  na  jednoduché  momenty  síly,  které  jsou  předávány  objektu.  Značnou 
nevýhodou  této  metody,  především  v případě,  že  jsou  jednotlivé  kontakty 
vyhodnocovány samostatně, je však fakt, že v mnoha případech není toto řešení příliš 
stabilní  a  je  nutné  použít  další  „záplaty“,  které  zvyšují  realističnost  simulace  (jde 
například o brzdění  a  uspávání  pomalu  se  pohybujících  objektů).  Nepřesnost  tohoto 
přístupu se nejčastěji projevuje v případech, kdy se dva objekty dotýkají a spočívají na 
sobě. V důsledku toho, že v každém snímku u na sobě ležících objektů dochází vlivem 
gravitace k penetraci,  dostávají oba objekty v každém snímku drobné silové impulsy, 
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aby se udržely ve správné pozici. Snadno ale pak dochází k tomu, že i s použitím tření 
objekty nezůstanou správně na místě a pomalu po sobě „kloužou“. Především v případě 
mnoha objektů navzájem se dotýkajících (například řady cihel naskládaných na sobě) je 
výsledek  nereálný.  Další  nevýhodou  tohoto  přístupu  je  relativně  komplikované 
definování omezených spojů mezi objekty.
Složitější na implementaci, ale výrazně přesnější (a nejčastěji používanou) metodou 
je  použití  jakobiánů  pro  objekty.  Každý  jakobián  je  matice,  do  které  jsou  kromě 
základních  pohybových  rovnic  vneseny i  další  hodnoty  pro  kontakty,  působící  síly, 
omezení  pohybu  a  podobně.  Vyřešením  jakobiánu  se  získají  nové  hodnoty  sil 
působících  na  objekt.  Velkou  výhodou  tohoto  přístupu  je  možnost  velmi  snadného 
definovaní nejrůznějších spojů a omezení působících na objekt.
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3 EXISTUJÍCÍ PROSTŘEDÍ A 
KNIHOVNY
V této kapitole je velmi zběžně uveden přehled dostupných grafických knihoven i 
kompletnějších  prostředí,  s důrazem  na  prostředí  poskytující  podporu  pro  3D 
zobrazování s využitím grafických akcelerátorů.
3.1 Grafické knihovny nízké úrovně
Nízkoúrovňových  API  poskytujících  přístup  k zobrazovacímu  3D  hardware 
existovalo  několik,  ale  do  dnešní  doby  v podstatě  zůstaly  pouze  dvě,  OpenGL  a 
Direct3D.
3.1.1 OpenGL
OpenGL  je  grafické  API  vyvinuté  firmou  Silicon  Graphics  Inc.  v roce  1992  a 
dodnes se používá na mnoha různých platformách pro nejrůznější aplikace.  Do roku 
2006 držela  kontrolu  nad standardy OpenGL skupina OpenGL Architecture  Review 
Board (ARB). V roce 2006 přešla kontrola do rukou Khronos Groups, průmyslovému 
konsorciu soustředěnému na vytváření a spravování otevřených standardních API pro 
různá  mediální  využití.  Aktuální  verze  OpenGL  je  3.0,  které  mělo  být  oproti 
předchozím  verzím  výrazně  modifikováno,  ale  ve  výsledku  jde  defakto  pouze  o 
standardizaci některých extenzí a především odstranění mnoha dnes již zastaralých (a ve 
většině implementaci nefunkčních či nepoužitelných funkcí).
OpenGL  poskytuje  snadný  přístup  k mnoha  grafickým  funkcím  prostřednictvím 
jazykově a platformově nezávislých funkcí. Implementace OpenGL existuje prakticky 
pro  všechny současně  používané  osobní  počítače  a  operační  systémy a  u mnoha  se 
používá  jako  oficiální  grafické  API,  zatímco  modifikovaná  verze  OpenGL  ES  se 
používá pro embedded systémy, jako jsou mobilní telefony a PDA. V současné době se 
také  začíná  (prozatím  na  převážně  experimentální  úrovni)  používat  WebGL,  což  je 
modifikace  OpenGL standardu  pro  přímé  použití  ve  webových  stránkách  (prozatím 
podporováno pouze v prohlížečích Firefox a Chrome).
Z hlediska  interní  funkčnosti  je  OpenGL  stavový  stroj  s přesně  definovanými 
postupy.  Postup  vykreslování  se  označuje  jako  grafická  pipe-line  neboli  grafické 
vedení. Uživatel nastaví jednotlivé stavy stroje a poté začne posílat do vstupů grafická 
data, ať už postupně nebo předáním ukazatele na pole obsahující informace, případně 
nejnověji  určením  bufferu  předem  vytvořeného  v paměti  karty,  která  potřebné 
informace  obsahuje.  Určitá  komplikace  zde  nastává  při  současném  používání  více 
OpenGL kontextů (vykreslovacích oken) – uživatelský program si musí  sám zajistit, 
aby při volání funkcí OpenGL byl aktivován správný kontext.
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Z hlediska  programátorského  používání  je  OpenGL  knihovna  používající 
strukturovaný  programový  zápis,  poskytovaná  jako  dynamicky  linkovaná  knihovna, 
použitelná  z jakéhokoli  jazyka  schopného  pracovat  se  standardními  dynamickými 
knihovnami.  Pro jiné jazyky existují  bindy (napojení),  poskytující  přístup k funkcím 
OpenGL, například skriptovým jazykům. Kromě funkcí si OpenGL definuje i vlastní 
typy (například GL_FLOAT), aby byla zajištěná funkčnost stejného kódu na různých 
platformách.  Dostupné  funkce  jsou vždy označovány prefixem gl,  makra  a  definice 
prefixem GL_.
Poněkud netypickou vlastností  openGL jsou extenze – jednotlivé nové funkce je 
možné přidávat do OpenGL jako dynamicky načítané funkce, často ve specifikaci pouze 
jednoho výrobce (čímž je možno optimalizovat některé funkce pro hardware jednoho 
daného  typu).  Úspěšné  a  prověřené  extenze  jsou  následně  přidány  do  další  verze 
standardu.
Jistou  nevýhodou  openGL  je  fakt,  že  poskytuje  pouze  vykreslovací  funkce, 
nedefinuje však žádný standard na propojení openGL a operačního systému, ve kterém 
běží (jde především o propojení s okny operačního systému, podporu načítání extenzí a 
několika dalších funkcí). Multiplatformní programy musí toto propojení buď řešit samy 
(prostřednictvím konkrétního API, kupříkladu WGL v systému Windows), nebo použít 
další  multiplatformní  knihovnu.  Mezi  nejpoužívanější  patří  knihovna  GLUT  (GL 
Utilities) a univerzální mediální knihovna SDL.
Pro přímé programování shaderových jednotek používá openGL standardně jazyk 
GLSL.
K OpenGL  existuje  nepřeberné  množství  zdrojů,  oficiálních  i  neoficiálních. 
Základní  referencí  je  pochopitelně  aktuální  specifikace  OpenGL  [15],  rozsáhlým  a 
všestranně použitelným zdrojem je například [16].
3.1.2 DirectX
Direct3D, součást multimediálních knihoven DirectX firmy Microsoft, je hlavním 
konkurentem OpenGL na osobních počítačích,  je však limitovaná pouze na operační 
systém Windows. Direct3D poskytuje přibližně stejné možnosti jako OpenGL, ale na 
rozdíl od OpenGL používajícího strukturovaný způsob programování jde o objektově 
orientované API, ke kterému se přistupuje prostřednictvím COM objektů. První verze 
Direct3D  si  zaslouženě  získaly  nepříliš  dobrou  pověst  pro  svou  komplikovanost  a 
nesnadné používání, ale v současné době jde o plnohodnotné a použitelné grafické API. 
Aktuální  verze DX 10 (a  nejnovější  11)  API značně  zpřehlednila  a  vylepšila,  jejím 
problémem je však nekompatibilita s předchozími verzemi a především fakt, že se firma 
Microsoft rozhodla vydat DirectX 10 pouze pro svůj operační systém Windows Vista. 
V důsledku toho se DirectX 10 a  11 staly převážně hardwarovými  standardy.  Jejich 
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používání  je  značně  omezené,  většinou  se  omezuje  na  poskytnutí  alternativního 
rendereru ke klasickému DirectX 9 s několika vylepšeními navíc.
Nejzajímavějším dodatkem DirectX 10 je definice standardu pro geometry shadery, 
zvětšující  možnosti  práce  s grafikou.  Podpora pro geometry shadery však byla  záhy 
dodána i do OpenGL, které není limitováno nutností používat operační systém Vista 
nebo Windows 7. Nejnovější verze DirectX 11 rozšiřuje možnosti API, především je 
doplňuje o platformu DirectCompute pro obecné výpočty.
Pro  DOT.NET  vydal  Microsoft  verzi  Managed  DirectX,  umožňující  přístup 
k funkcím DirectX z jazyků používajících CLI. Jeho vývoj však byl po verzi 2.0 beta 
zastaven a  v současné době je oficiálně nahrazen knihovnami  XNA (viz níže).  Jako 
náhrada MDX vznikla  opensource knihovna SlimDX (která  je však stále limitovaná 
pouze na použití na operačním systému Windows).
3.1.3 XNA
Je  poněkud  nepřesné  uvádět  XNA  jako  samostatné  grafické  API,  jelikož  jde 
v podstatě  o  sadu  knihoven  zpřístupňujících  DirectX  a  další  funkce  pro  programy 
napsané  v .NET.  XNA je  přímo  určené  pro  programování  her  pro operační  systém 
Windows,  herní  konzoli  Xbox360  a  nově  také  pro  Windows  7  Mobile.  XNA 
neumožňuje přístup k funkcím DirectX 10 a vyšším a její použití pro obecné grafické 
zobrazování je omezené díky její specializaci na tvorbu jednoduchých her. Ačkoli je 
možné většinu limitů obejít nebo se s nimi smířit (kupříkladu nutnost používat XNA 
Content  Pipeline  pro veškerá  data  do aplikace  vstupující),  je  otázkou,  zda není  pro 
aplikace  lepší  použít  dnes  už  mnohem propracovanější  knihovnu  SlimDX[18]  nebo 
používat OpenGL.
3.1.4 Další
Kromě výše uvedených existuje několik dalších grafických 3D API , které by se 
v podstatě  daly  brát  jako  nízkoúrovňové,  ačkoli  jejich  implementace  jsou  většinou 
akcelerovány  prostřednictvím  OpenGL,  případně  DirectX.  Převážně  jde  o  formáty, 
používané pro specializovaná zařízení nebo pro web. 
Patří sem (vyjma již zmiňovaného WebGL a openGL ES) kupříkladu formát O3d 
vyvíjený firmou Gogole jako zásuvný modul a javascriptová knihovna pro přístup k 3D 
hardwaru.  Ta  původně  fungovala  jako  rozhraní  mezi  javascriptem  a  grafickým 
akcelerátorem, ale v současné době je přepracována, aby fungovala jako knihovna pro 
práci s WebGL.
Pro úplnost je nutné ještě zmínit populární Flash a konkurenční platformu od firmy 
Microsoft, které také obsahují jistou omezenou podporu 3D grafiky, byť pro složitější 
použití nedostačující.
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3.2 Jazyky pro programování GPU
Historicky se  použití  shaderů jako první  objevilo  v profesionálním renderovacím 
API Renderman Interface Specification firmy Pixar, které představilo možnost použití 
Renderman  Shading  Language  pro  programovou  definici  vykreslovacího  algoritmu, 
místo  použití  standardního,  a  tak  umožnilo  vykreslování  například  parametricky 
generovaných textur. 
S rozvojem  grafických  karet  a  programovatelných  GPU  se  objevila  možnost 
definovat  vlastní  vykreslovací  algoritmus  i  pro  hardwarové  karty.  Shadery  jsou  tak 
v dnešním  kontextu  krátké  prográmky,  které  mohou  běžet  v GPU  místo  použití 
standardního  renderovacího  postupu,  napsané  v některém  z používaných  jazyků 
(zpočátku bylo nutno psát shadery přímo v GPU assembleru). Shaderové jazyky jsou 
v základě stejné, mají syntaxi podobnou jazyku C a předpokládají definici funkcí pro 
vertex a pixel shadery (případně geometrické shadery). Kromě standardních prostředků 
jazyka  C  především  obsahují  nové  datové  typy  a  sadu  příkazů  pro  vektorovou 
matematiku (násobení matic, interpolace vektorů a podobně).
S ohledem  na  různé  generace  GPU  je  u  každého  shaderového  programu  nutné 
specifikovat, jakou verzi shader modelu používá. V současné době existují čtyři hlavní 
verze shader modelu, které se mezi sebou liší především v prostředcích dostupných pro 
program (první verze shader modelu měly značně omezený počet dostupných registrů a 
instrukcí pro každý program, do verze 3 nebylo možné používat větvení a smyčky atd).
Konkrétní překlad do strojového kódu GPU obstarává driver výrobce, kterému jsou 
programy předávány v nezkompilované textové formě.
3.2.1 CG
CG[19] (C for graphics) je shaderový programovací jazyk vyvinutý firmou NVIDIA 
ve spolupráci s firmou Microsoft,  v podstatě jde o téměř stejný jazyk, jako je HLSL 
používaný pro DirectX3D. Na rozdíl od HLSL je však CG nezávislý na platformě (ani 
na hardwarové, funguje i na akcelerátorech jiných firem, než je NVIDIA) a umožňuje 
kompilovat shaderové programy jak pro OpenGL, tak pro DirectX, což je výhoda při 
programování multiplatformních aplikací.
3.2.2 HLSL
Jak  už  bylo  řečeno,  je  HLSL  (High  level  shading  language)  firmy  Microsoft 




Jazyk  a  prostředí  GLSL  poskytuje  možnost  psaní  shaderových  programů  pro 
openGL, původně implementovaného jako extenze pro OpenGL verzi 1.4, od verze 2.0 
standardní  součástí  OpenGL  (a  všech  verzí  OpenGL ES).  Od CG a  HLSL se  liší 
v podstatě pouze v definicích a způsobem zápisu. Jedním z nejrozsáhlejších zdrojů pro 
GLSL je [20].
3.2.4 CUDA, OpenCL a další
Je  poněkud  nepřesné  uvádět  systémy  jako  CUDA  (Compute  Unified  Device  
Architecture –  unifikovaná  vypočtení  architektura),  openCL  (Open  Computing  
Language –  otevřený  výpočetní  jazyk)  nebo  DirectCompute  jako  jazyky  pro 
programování  GPU  –  ve  skutečnosti  jde  o  unifikované  programovací  prostředí, 
umožňující psát v jednom jazyce program, který pak poběží na libovolné architektuře 
složené z CPU, GPU a dalších procesních jednotek. Nicméně základní užitečnost těchto 
architektur spočívá ve faktu, že se velká část výpočtů přenáší právě na GPU a tím se 
umožňuje dosahovat výkonů nesrovnatelných s použitím pouze klasického CPU. Tyto 
systémy  se  používají  pro  vědecké  a  obecně  jakékoli  výpočty,  které  je  možné 
paralelizovat a využít tak výkon poskytovaný moderními akcelerátory. Ačkoli je možné 
použít  pro  obecné  výpočty  přímo  některý  shaderový  jazyk,  vyžaduje  to  převod 
algoritmů do „grafického“ formátu, použití unifikovaných systémů je tedy snadnější a 
nevyžaduje specifické znalosti.
3.3 Grafické knihovny střední a vyšší úrovně
Grafických  knihoven  poskytujících  více  než  základní  3D  zobrazovací  funkce 
existují  desítky  komerčních  i  nekomerčních,  s různými  úrovněmi  specializace  a 
možností.  V následujícím textu  jsou uvedeny pouze některé  známější  a  používanější 
systémy. 
3.3.1 OpenSceneGraph
OpenSceneGraph  [21]  (osg)  je  grafická  knihovna  používaná  pro  nejrůznější 
vizualizační účely pro průmyslové, vědecké i herní aplikace. Je napsána v c++, využívá 
OpenGL  a  funguje  na  naprosté  většině  běžně  používaných  platforem.  V základě 
především nabízí  robustní  systém grafu scény doplněný o mnoho dalších grafických 




Jedním  z nejznámějších  opensource  grafických  systémů  je  OGRE  [22]  (Object 
Oriented  Graphics  Rendering  Engine  –  objektově  orientovaný  vykreslovací  stroj). 
Ačkoli  je v komunitě  používán převážně  pro tvorbu počítačových her,  je  dostatečně 
obecný a  použitelný  pro téměř  jakékoli  vizualizační  účely.  Není  závislý  na jediném 
grafickém API, standardně obsahuje moduly pro použití OpenGL i DirectX a umožňuje 
přidání i dalších.  Ačkoli je určen jen a pouze pro grafiku, existuje řada propojovacích 
modulů,  umožňujících  OGRE  spojit  relativně  snadno  s dalšími  nízkoúrovňovými 
knihovnami pro výpočty fyziky a podobně.
Původně byl OGRE licencován podle licence LGPL, v současné době však přešel na 
volnější a méně restriktivní licenci typu MIT.
3.3.3 Irrlicht
Irrlicht  [23]  je  podobně  jako  Ogre  opensource  vykreslovací  systém,  funkčně 
poněkud  omezenější,  ale  díky  velmi  liberální  licenci  typu  ZIP  umožňující  téměř 
libovolné použití, snadnosti používání a relativně kompaktní velikosti a výkonu se často 
používá pro jednodušší projekty a prototypování. Mezi další nezanedbatelné výhody je 
široká  nativní  podpora  pro  nejrůznější  grafické  formáty,  živá  komunita  a  mnoho 
existujících  rozšíření  pro  propojení  s dalšími  knihovnami.  Stejně  jako  OGRE  není 
závislý  na  grafickém API,  poskytuje  dokonce  vlastní  čistě  softwarový  vykreslovací 
modul.
3.3.4 Visualization library
Mezi  novější  opensource  systémy  patří  Visualization  Library  [24],  která  si  za 
několik let existence stačila získat poměrně velkou oblibu. V základě jde převážně o 
tenký a minimalistický objektový wrapper kolem OpenGL, umožňující snadnější psaní 
objektově orientovaných programů, doplněný o běžně používané funkce, importování a 
exportování dat a další. 
3.3.5 Off-line renderery
Specifickou částí vykreslovacích knihoven jsou takzvané offline renderery, které se 
nepoužívají  v reálném čase,  ale  na  základě  připravených  dat  vytváří  obraz  případně 
video záznam, většinou o maximální možné kvalitě. Velká většina profesionálních 3D 
grafických  programů  většinou  pracuje  jen  s relativně  jednoduchým  vykreslovacím 
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modelem (byť v současné době přesahuje kvalita dosažitelná v reálném čase výsledky, 
kterých se před pár lety dosahovalo jen pomocí offline renderingu) a pro finální obrazy 
pak  použije  některý  z rendererů.  Většinou  jde  o  vykreslovací  systémy  na  bázi 
raytracingu nebo podobné výpočetně náročné metodě a používají se převážně pro účely 
filmů a reklam. Existuje jich celá řada komerčních i volně přístupných, mezi kterými 
patří mezi nejznámější a nejpoužívanější POV-RAY. 
3.3.6 Komerční grafické systémy
Komerčních vykreslovacích knihoven existuje pochopitelně celá řada různých typů 
a  zaměření,  s ohledem na  tržní  uplatnění  jde  však  převážně  o  systémy  určené  pro 
grafiku  v počítačových  hrách  a  ne  vždy  je  možné  využít  je  pro  obecnější  případy. 
Dlouho platilo, že cena kvalitnějších systémů je velmi vysoká (desítky až stovky tisíc 
dolarů),  nicméně v poslední  době  došlo k výrazné  změně  a  většina  systémů je  dnes 
dostupná  (zvlášť  pro  nekomerční  nebo  akademické  použití)  zadarmo  nebo  jen  za 
symbolický poplatek. Problémem však je, že tyto limitované verze často silně omezují 
přístup  k možnostem  systému,  často  je  možné  používat  pouze  skriptovací  jazyk 
implementovaný v systému, přístup na úrovni knihovny je výjimkou. 
Mezi  v současné  době  nejznámější  a  nejpřístupnější  systémy  patří  technologie 





Open Dynamics Engine [25] patří mezi známější fyzikální simulátory pevných těles, 
často používaný v komerční i akademické sféře (například pro robotické simulátory). 
Jde o starší opensource knihovnu napsanou v jazyce c++. Jeho celková kvalita je pro 
mnohé aplikace dostačující, nicméně v některých oblastech je nedostačující (nepřesně 
počítané  tření,  nedostatečná  podpora kolizních  tvarů).  Od jeho používání  se  pomalu 
ustupuje ve prospěch jiných, modernějších systémů. 
3.4.2 Bullet
Bullet[26]  je  open source systém,  jehož popularita  rychle  roste  a  je  velmi  často 
používán pro simulace,  filmovou tvorbu a počítačové hry.  Pro aplikace nevyžadující 
exaktní simulace je v dnešní době jednou z nejlepších možností.  
3.4.3 PhysX
PhysX[27]  je fyzikální  systém původně vyvinutý  firmou Ageia,  v současné době 
vlastněný výrobcem grafických čipů NVIDIA. Jeho výhodou je možnost hardwarové 
akcelerace  prostřednictvím  karty  pro  fyzikální  výpočty  Ageia,  nebo  grafické  karty 
umožňující  používání  systému  CUDA  (programovací  prostředí  pro obecné  použití 
určené pro vícejádrové procesory). Jde o dnes velmi často používaný systém především 
v počítačových  hrách.  Jde  sice  o  komerční  systém,  ale  dlouhou  dobu  bylo  možné 
používat  knihovnu  pro  libovolný  projekt  zdarma  a  bez  jakéhokoli  omezení.  Až 
v poslední době firma NVIDIA přístup k novějším verzím PhysX omezila a vyžaduje 
registraci (byť zdarma) každého uživatele a projektu, který PhysX používá.
3.4.4 Havok
Havok je druhý nejrozšířenější komerční systém, přímý konkurent PhysX. Kromě 
počítačových her je často používaný jako simulační systém pro grafické programy. Od 
roku 2007  je  možné  používat  ho  pro  nekomerční  nebo  akademické  použití  zdarma 
(sponzorováno firmou Intel). 
3.4.5 Vortex
Vortex  je  profesionální  fyzikální  simulační  systém  firmy  CSMLabs  používaný 
v řadě profesionálních aplikací. Na rozdíl od výše uvedených systémů je zaměřený na 
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průmyslové použití, pro vizuální simulace a robotiku (přestože původně byl také určen 
převážně pro herní a mediální využití).
3.5 Kompletní modelovací a simulační prostředí
Kompletních  grafických  systémů  existuje  celá  řada,  především  v čistě  grafické 
oblasti,  používaných jako grafické modelovací a renderovací nástroje. Většina těchto 
nástrojů  umožňuje  další  rozšíření  prostřednictvím  zásuvných  modulů  nebo 
skriptovacích  programů,  které  mohou  nadále  rozšířit  jejich  možnosti  (například  pro 
většinu  používanějších  grafických  programů  existují  fyzikální  moduly  využívající 
některou  ze  simulačních  knihoven  a  umožňující  přidávat  do  modelované  scény  i 
simulace.
3.5.1 Grafické modelovací programy a CAD
Grafické modelovací programy se většinou používají primárně pro tvorbu grafiky a 
animací, nicméně s pomocí zásuvných modulů pro simulace je jejich použití výrazně 
širší. Z komerčních programů jsou nejpoužívanější programy 3D Studio Max a Maya, 
v opensource oblasti jim konkuruje kupříkladu Blender. Pro Blender existuje několik 
vylepšení týkající se robotických simulací, kupříkladu robotický simulátor MORSE (viz 
níže v kapitole o robotických simulátorech). 
Podobně i  u  specializovanějších  nástrojích  pro  CAD existuje  několik  programů, 
které  kromě  vytváření  rysů  poskytují  možnosti  pro  simulace.  Příkladem  může  být 
například program Autodesk Inventor, určený k vytváření mechanických 3D prototypů.
3.5.2 Robotické simulátory a simulační frameworky
Pro účely vytváření robotických a dalších simulací existuje řada již téměř hotových 
řešení. Příkladem může být například již zmiňovaný robotický simulátor MORSE, [28] 
využívající  grafický program Blender pro editaci  a zobrazování a fyzikální simulátor 
Bullet pro simulaci. 
Podobný  přístup  používá  Delta3D  [29],  což  je  framework  spojující  několik 
opensource programů (OpenSceneGraph pro grafiku, ODE pro fyziku).
Komerční  řešení  pro  robotické  simulace  nabízí  kupříkladu  firma  Microsoft 
(Microsoft Robotics Studio – určeno pro programování robotů za pomocí jazyků .NET, 
poskytuje  ale  možnosti  vytváření  simulací).  Opomenut  nesmí  být  ani  Matlab  firmy 
MathWorks,  ačkoli  jeho  grafické  možnosti  jsou  relativně  omezené,  je  však  možné 
rozšířit je dalšími moduly, například Simulink 3D Animation poskytuje propojení mezi 
prostředím Matlab a 3D scénou definovanou pomocí jazyka VRML.
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4 NÁVRH SIMULAČNÍHO PROSTŘEDÍ 
VISIMBOX
Při návrhu systému VISIMBOX jsem vycházel ze svých zkušeností s komerčními 
systémy a především předchůdcem systému, grafickou knihovnou SELI, kterou jsem 
vytvořil v rámci své bakalářské práce. VISIMBOX s ní sdílí část základní architektury, 
která však byla na některých místech upravena a vylepšena, a to jak z důvodu nových 
potřebných modulů, ale také s ohledem na změnu prostředí, ve kterém je knihovna a 
systém vytvořena.  SELI3D byla  psána jako objektová knihovna v jazyce  C++ a pro 
modulární  strukturu bylo  nutno vytvořit  poměrně  složitý  systém zásuvných modulů. 
VISIMBOX je napsán pro prostředí CLI (Dot.NET, Mono.NET), což některé problémy 
značně zjednodušilo.
4.1 Shrnutí požadavků na prostředí
Základním požadavkem na celý  systém byla  jednoduchost  a  přehlednost  použití. 
Návrh API je postaven tak, aby bylo možné systém používat s minimálním množstvím 
kódu a pouze se základními znalostmi všech prvků knihovny, na druhou stranu však 
v případě  potřeby  nebyl  uživatel  omezován  a  měl  možnost  chování  knihovny 
modifikovat a rozšiřovat podle potřeby.
Druhým požadavkem byla  univerzálnost  a  co  nejširší  možné  použití.  Systém do 
maxima využívá vlastnosti objektového programování a polymorfie a definuje převážně 
univerzální rozhraní pro různé prvky knihovny, ve většině případů nevyžaduje použití 
objektů  definovaných  přímo  v knihovně,  ale  umožňuje  uživateli  napsat  si  vlastní 
implementace. Jistou nevýhodou této vysoké úrovně abstrakce je relativně nízká úroveň 
obecných rychlostních optimalizací, které je však možné dodatečně implementovat.
Třetím  požadavkem  byla  co  největší  nezávislost  na  cílové  platformě  a  tedy  i 
minimální  počet  externích  závislostí  jiných,  než  jsou  standardní  knihovny  prostředí 
.NET. 
Krátké shrnutí konkrétních požadavků:
- nezávislost na konkrétním koncovém grafickém API
- schopnost přímo zobrazovat grafické objekty ve standardním způsobu zápisu 
a  poskytovat  základní  grafické  funkce,  včetně  3D  matematiky  a 
geometrických funkcí
- matematická  knihovna  pro  lineární  algebru  s důrazem  na  vektorovou 
matematiku a další konstrukty užitečné pro práci s 3D geometrií
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- geometrická  knihovna  obsahující  jak  obecná  rozhraní  pro  různé  typy 
objektů,  tak  konkrétní  implementace  pro nejpoužívanější  typy objektů,  se 
sadou metod umožňující detekce kolizí a další operace na objektech
- základní  definice  materiálů  pro  Phongův  nasvětlovací  model,  umožňující 
pozdější rozšíření pro moderní materiály využívající grafické shadery
- podpora barevných textur,  schopnost  načítat  standardní  typy bitmapových 
souborů
- schopnost definovat hierarchickou scénu, manipulovat s ní a vykreslovat ji
- podpora  definice  neomezeného  počtu  zdrojů  světla  základních  typů 
uložených ve scéně
- podpora definice kamer ve scéně, kterými je možné manipulovat a přepínat 
mezi nimi obraz
- základní zobrazování z předdefinovaných úhlů (případně i pro ortografickou 
projekci)
- podpora  fyzikální  kinematické  a  dynamické  simulace  používající  pevná 
tělesa  a  umožňující  vytváření  generátoru  sil,  spojení  mezi  tělesy  a  další 
pomocné fyzikální objekty
- vlastní souborový formát
- načítání a ukládání dat scény ze souboru na disku
- podpora používání  samostatných zásuvných modulů,  umožňujících snadné 
rozšíření  funkčnosti  (import/export  souborových  formátů,  jiné  koncové 
renderery, rozšiřování typů uzlů scény o další typy)
- základní editor a prohlížeč, využívající knihovnu
4.2 Základní architektura systému a rozčlenění na 
jednotlivé moduly
Obrázek 14 - Základní rozdělení systému na jednotlivé moduly.
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Architektura  systému  je  navržena  modulárně  a  je  rozčleněna  na  několik 
samostatných  modulů,  kompilovaných  do  samostatných  assemblies  (knihoven  DLL 
prostředí  NET).  Základní  systém  je  obsažen  v knihovně  VISIMBOX,  obsahující 
definice a prototypy pro většinu objektů systému.  Nízkoúrovňové matematické části 
jsou  separovány  v samostatné  nezávislé  knihovně  VISIMATH  (aby  je  bylo  možné 
případně  nahradit  rychlejší  nativní  knihovnou,  nebo  v úplně  jiném  projektu,  který 
nepotřebuje závislost na konkrétní grafické implementaci.
VISIMBOX je samostatně  použitelná knihovna,  kterou může uživatel  připojit  do 
libovolných  projektů.  Její  funkčnost  je  nadále  rozšířována  zásuvnými  moduly,  a  to 
především  modulem  rendereru  (aktuálně  postaveného  na  grafickém  API  OpenGL), 
které se načítají dynamicky po aktivaci systému.
VISIMBUILDER  je  spustitelná  koncová  aplikace,  která  poskytuje  grafické 
uživatelské  prostředí  pro  používání  knihovny  VISIMBOXu,  slouží  pro  vytváření  a 
prohlížení scén a nových objektů.
4.3 Základní jádro
Obrázek 15 – Základní rozčlenění funkčnosti knihovny Visimbox.
Základní  jádro  VisimBoxu  tvoří  sada  objektů  a  tříd  poskytujících  přístup 
k jednotlivým  funkcím  a  pod  objektům  starajícím  se  o  jednotlivé  části  systému. 
Z uživatelského hlediska je nejdůležitější třída VisimEngine. 
4.3.1 Hlavní objekt VisimEngine
VisimEngine  je  základní  objekt  systému,  který  se  stará  o  dynamické  nahrávání 
jednotlivých  zásuvných  modulů,  poskytuje  uživateli  přístup  k jednotlivým  částem 
systému a základním funkcím (inicializace systému, přístup k rendereru, hlavní scéně 
atd.).  Je  implementován  jako třída  typu  Singleton,  což  znamená,  že  najednou může 
v běžícím programu existovat pouze jediná instance.
52
4.3.2 Konzole
Použití obecné systémové konzole v grafickém prostředí není příliš užitečné, jelikož 
je  konzolové okno samostatné  (a  grafické  programy NET jej  ani  neotvírají).  Z toho 
důvodu  poskytuje  VISIMBOX  jednoduchou  statickou  třídu,  umožňující  jednoduchý 
výpis textu do konzole (a další základní konzolové funkce). Hlavním rozdílem oproti 
běžné  systémové  konzoli  je  možnost  registrovat  si  v konzoli  uživatelské  callbacky, 
které jsou volány při použití konzole. Je tedy možné vytvořit si vlastní konzolové okno, 
ať  už  za  použití  běžného  GUI  systému  Winforms,  nebo  přímo  v grafickém  okně 
rendereru, kam budou všechna volání směřována.
4.3.3 Souborový systém
VISIMBOX používá vlastní, velmi jednoduchý souborový systém, který poskytuje 
přístup  k souborům  pro  čtení  i  zápis.  V současné  době  je  jeho  funkčnost  značně 
omezena, nicméně do budoucnosti se počítá, že bude podporovat práci s archivovanými 
soubory ve formátu ZIP a další funkce. 
4.3.4 Správa zdrojů
Ačkoli prostředí .NET používá garbage collector pro správu paměti, s ohledem na 
nutnost práci s nativními zdroji (grafické objekty rendereru) není možné nechat práci 
jen na něm. VISIMBOX proto umožňuje vytvářet objekty typu  IResource a k nim 
odpovídající  správce  (pomocí  abstraktní  generické  třídy  AbstractResMan). 
Zdrojový manažér  se stará  o  hlídání  vytvořených objektů,  poskytuje  k nim uživateli 
přístup podle jména a podle svého konkrétního typu i  další  funkce.  Základní  funkcí 
zdrojového systému je postarat se o čisté uvolnění objektů (jak z paměti, tak i uvolnit 
alokované zdroje) a předávat informace konzumentům zdrojů o jejich případné změně, 
násilném uvolnění z paměti či nahrazení jiným objektem. Ačkoli jsou správci používáni 
převážně  pro  grafické  zdroje  rendererem,  je  možné  existující  systém  použít  pro 
libovolné  typy  zdrojů,  je  jen  vyžadováno,  aby  spravované  objekty  implementovaly 
rozhraní  IResource.  Případně  je  možné  použít  pomocnou  generickou  třídu 
Resource<T>, která automaticky obalí libovolný typ dat.
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4.4 Matematická knihovna
Základní  a  také  ve  výsledku  nejrozsáhlejší  částí  systému  VISIMBOX  je 
matematická knihovna VISIMATH. Je rozčleněna na tři části, které obsahují základní 
matematické a vektorové funkce, geometrické objekty a sadu objektů pro obecné řešení 
kolizí a členění prostoru.
Obrázek 16 – Rozčlenění matematické knihovny Visimath.
4.4.1 Základní funkce
Základní  matematické  objekty  a  funkce  se  nachází  ve  jmenném  prostoru 
VISIMATH.
4.4.1.1 Pomocné třídy a objekty
Statická  třída  MathTools obsahuje  rozsáhlou  sadu  základních  i  rozšířených 
matematických funkcí. Kromě běžných matematických operátorů pro číselné operace 
s pohyblivou  čárkou  je  zde  umístěna  rozsáhlá  sada  pomocných  často  používaných 
geometrických funkcí pro výpočet protnutí přímek a čar se základními geometrickými 
objekty,  výpočty normál trojúhelníků a další pomocné funkce – kompletní seznam je 
uveden v příloze v referenční příručce API.
Mezi  další  pomocné  třídy  patří  XMLHelper (pomocná  třída  pro  serializaci  a 
deserializaci matematických objektů do XML, RandomGenerator (obecné rozhraní 
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pro  generátory  náhodných  čísel)  a  další,  za  zmínku  stojí  především  jednoduchá 
pomocná  struktura  ColorByte4,  která  je  používána  vertexovým  systémem  pro 
ukládání barvy vertexu jako 4 bajtů, obsahující hodnoty barevných kanálů R, G, B a 
alfa.
4.4.1.2 Vektory
VISIMATH  obsahuje  3  struktury  pro  práci  s vektory,  Vector2,  Vector3 a 
Vector4 pro  dvou,  tří  a  čtyřrozměrné  vektory.  V každé  struktuře  jsou definovány 
základní  matematické  operátory  a  nejrůznější  pomocné  metody  a  funkce,  jako  je 
výpočet délky vektoru, normalizace a podobně. Jednotlivé složky vektoru jsou uloženy 
jako čísla s plovoucí čárkou s jednoduchou přesností (single precision), dostupné jako 
X,  Y,  Z a  W, případně  pomocí  indexace.  Rozhraní  všech  čtyř  vektorů  je  víceméně 
identické.  Vector2 se  používá  pro  práci  s 2D  grafikou,  Vector3 pro  3D  data. 
Vector4 je víceméně pomocný.
4.4.1.3 Kvaterniony
Struktura  Quaternion se  používá  pro  záznam orientace  v 3D prostoru,  kromě 
základních  operátorů  a  konverzních  funkcí  mezi  kvaterniony  a  dalšími  způsoby 
vyjádření orientace (rotační matice) obsahuje také sadu metod pro výpočet nejbližšího 
kvaternionu pro rotace s omezeným počtem stupňů volnosti[30].
4.4.1.4 Matice
VISIMATH definuje 3 druhy používaných matic jako struktury, jsou to Matrix2, 
Matrix3 a  Matrix4. Matice 2x2 se používá pro definici 2D rotací pro 2D grafiku, 
matice  3x3  pro  obecnou  rotaci  nebo  deformaci  v 3D  prostoru  a  také  pro  ukládání 
tenzorů  momentů  setrvačnosti.  Matice  4x4  se  používá  pro  vyjádření  homogenní 
transformace v 3D prostoru.
Všechny  matice  mají  definovány  základní  matematické  operátory  a  funkce 
(maticová  a  vektorová  aritmetika)  a  definují  rozsáhlou  sadu  statických  metod  pro 
vytváření nových matic, převážně nejrůznějších typů transformací.
4.4.1.5 Transformace
Obvykle se pro definici trojrozměrné transformace používá jedna jediná matice 4x4. 
VISIMATH místo přímého používání matic definuje třídu ITransformation, která 
obaluje  homogenní  transformaci  do  objektového  formátu.  Základní  její  metodou  je 
získání platné homogenní transformační matice, obsahuje však sadu metod pro přístup 
k jednotlivým  transformačním  složkám  (pozice,  rotace…)  a  jejich  modifikaci. 
Konkrétní  implementace  plně  závisí  na  uživateli,  je  tedy  například  možné  používat 
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transformace  s omezenými  možnostmi  a  hodnotami,  transformace  ukládané  různým 
způsobem a podobně.
VISIMATH  konkrétně  implementuje  jen  několik  základních  typů  transformací, 
které  však  pokrývají  většinu  zamýšlených  typů  použití.  Jsou  to  základní  třída 
BaseTransformation, jež pouze obaluje matici homogenní transformace a která se 
používá  jako  základ  pro  specializované  typy  transformací.  Mezi  ty  patří:  pouze 
pohybová transformace MoveTransformation, transformace ukládající rotaci jako 
úhly  roll-pitch-yaw RPYTransformation,  transformace  ukládající  rotaci  jako 
kvaternion  QTransformation a  nakonec  obecná  transformace  podporující  kromě 
kvaternionové rotace i neuniformní zvětšení Transformation.
Kromě  těchto  tříd  ještě  existuje  pomocná  statická  třída 
TransformationFactory,  která  slouží  převážně  k načítání  transformace  ze 
souborů XML.
4.4.1.6 Vertexy
Základní  matematické  objekty  uzavírá  sada  struktur  a  objektů  pro  definování 
obecných  3D vertexů.  Jelikož  jeden  obecný vertex  může  (avšak  nemusí)  obsahovat 
kromě pozice i mnohé další informace, není použit jako základ jeden jediný statický 
typ.  Místo toho je definováno rozhraní  IVertex,  které  je používáno jako základní 
datový  typ.  Ten  pouze  definuje  základní  přístupové  metody  pro  jednotlivé 
nejpoužívanější složky.
Konkrétní definice typu vertexu využívá možnost jazyka c# definovat metadata a 
atributy pro jednotlivá datová pole struktury. Způsob skladby vertexu, jeho datová pole 
a  jejich  parametry  se  definují  pomocí  sady  atributů  VertexElement.  Pomocná 
statická třída  VertexFactory  pak poskytuje sadu metod pro zjišťování vlastností 
vertexů, jejich kopírování, načítání a ukládání, vytváření polí atp. Na požádání dokáže 
poskytnout  pro  každý  typ  vertexu  jeho  deskriptor  (VertexDescriptor),  který 
obsahuje potřebné informace vyžadované vykreslovacím systémem.
Ilustrační příklad definice uživatelského vertexu:
[VertexElement(VertexElementUsage.Position)]
public Vector3 position;
Pokud bude nějaká uživatelská struktura (musí to být struktura, není možné použít 
třídu) obsahovat alespoň tuto definici,  která označuje danou položku typu  Vector3 
jako vertexový element typu pozice, bude akceptována systémem jako typ vertex (navíc 
by  měla  definovat  i  interface  IVertex,  ale  pro  většinu  metod  to  není  povinné). 
Podporované typy vertexových elementů jsou pozice, normála, texturovací souřadnice a 
56
barva.  Při  použití  standardizovaných  typů  (vektory,  ColorByte4 pro  barvu)  není 
nutné specifikovat datový formát položky a systém je sám správně nastaví.
Díky  tomuto  univerzálnímu  systému  je  možné  používat  libovolný  typ  vertexů 
s víceméně  libovolným složením a přitom je  stále  možné výsledné datové  struktury 
předávat do nativního kódu pro zpracování v grafickém rendereru.
Předdefinovány  jsou  nejběžněji  používané  typy  vertexů  –  čistě  poziční 
PositionVertex,  texturovaný  SimpleTexturedVertex (obsahuje  pozici  a 
texturovací  souřadnice),  vertex  s normálou  NormalVertex a  další  až  po 
„univerzální“  Vertex,  obsahující všechny standardně používané prvky,  tedy pozici, 
barvu, normálu a texturovací souřadnice.
Pro snadnější práci s vertexovými poli jsou nadefinovány dvě třídy, VertexArray 
a VertexList, obě implementující obecné rozhraní IVertexArray. Tato pole jsou 
používány  pro  uchovávání  vertexových  dat  v explicitně  vyjádřených  geometrických 
objektech  a  jako  datové  bloky  používané  rendererem.  Kromě  obecné  implementace 
kolekce objektů kompatibilní s třídami NET obsahují přístupové metody k jednotlivým 
prvkům  pole  a  především  podporu  pro  získání  nativního  ukazatele  do  paměti  pro 
předávání vertexových dat mimo prostředí .NET.
4.4.2 Geometrické objekty
Univerzální definice geometrických objektů je jedním ze základních kamenů celého 
systému VISIMATH, neomezuje se pouze na několik základních typů geometrických 
primitiv, ale definuje univerzální abstraktní rozhraní použitelné pro jakýkoli typ objektů 
a rozsáhlou sadu různých typů objektů. Každý geometrický objekt je definován ve svém 
vlastním  prostoru  jako  základní  typ  objektu.  Pro  kolizní  testy  obecně  umístěných 
objektů je nutné dodat homogenní transformaci typu  ITransformation, případně 
objekty  transformovat  do  stejného  prostoru.  Všechny  geometrické  objekty  jsou 
definovány ve jmenném prostoru VisiMath.Geometry.
4.4.2.1 Základní rozhraní geometrických objektů
Základním  rozhraním  geometrických  objektů  je  IGeometry,  které  musí 
implementovat  všechny geometrické objekty.  Kromě základních informačních metod 
(na typ objektu, způsob zápisu a podobně) definuje sady metod pro:
- konverzi  na  nejjednodušší  standardní  typy  primitiv,  použitelné 
vykreslovacím systémem, tedy sady bodů, čar nebo trojúhelníků
- výpočty vzdáleností od ostatních typů objektů
- základní kolizní testy.
- testy intersekcí se základními typy objektů
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4.4.2.2 Specifická rozhraní geometrických objektů
Kromě  základního  rozhraní  ještě  některé  objekty  implementují  i  rozhraní  pro 
specifické  typy  objektů.  Jsou  to  IVolumetric (pro  obecné  objekty  s objemem, 
použitelné  například  pro  definici  fyzikálních  těles),  GeometryContainer pro 
objekty složené z více instancí objektů jednoho nebo různých typů,  IConvexObject 
pro  konvexní  trojrozměrné  objekty,  schopné  poskytovat  data  obecnému  koliznímu 
výpočetnímu systému (viz níže), a  ISpatialIndex pro objekty schopné fungovat 
jako prostorový index v systémech členění prostoru.
4.4.2.3 Implicitní geometrické objekty
Implicitní  geometrické objekty jsou objekty definované matematickým předpisem 
místo sadou vertexů.  Z objektů implementovaných v knihovně VISIMATH sem patří 
paprsek (Ray) neboli polopřímka používaná pro mnoho typů základních kolizních testů, 
koule (Sphere) a válec Cylinder.
4.4.2.4 Explicitní geometrické objekty
Explicitní geometrické objekty jsou definované sadou vertexů vyjadřujících jejich 
jednotlivé vrcholy. Implementovány jsou všechny základní typy objektů a jejich sady, 
tedy  bod  (Point3D a  Point3DList),  čáry  (LineSegment3D,  PolyLine a 
LineList),  trojúhelníky  (Triangle3D,  TriangleList),  čtyřúhelníky  (Quad, 
QuadList)  a  indexované  typy  primitiv  (IndexedLines,  IndexedMesh, 
IndexedQuads),  které  neukládají  vertexy  po  sobě  vždy  v sadách  pro  jednotlivé 
primitiva, ale jako seznam všech vertexů obsažených v objektu, doplněných seznamem 
indexů, které tvoří jednotlivé prvky.
Navíc je definováno ještě několik objektů speciálního nebo pomocného charakteru. 
Jsou jimi AABox, definující hranol s osami paralelně s osami souřadnicového systému 
(používáno  jako  jeden  ze  základních  kolizních  objektů),  OOBox,  definující  obecně 
rotovaný  pravidelný  hranol  a  ConvexHull,  který  obsahuje  geometrický  objekt 
konvexního tvaru.
Jako ilustrace schopností systému jsou přidány ještě objekty pyramida (Pyramid) a 
prstenec (Ring), ukazující možnosti konverzního systému a používané jako grafické 
objekty v editačním prostředí VisimBuilder.
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Obrázek  17  –  Ukázka  základních  grafických  primitiv,  zleva  doprava 
importovaný polygonový model, obecný konvexní polyhedron, hranol, pyramida, 
koule, prstenec.
4.4.2.5 Geometrická továrna
Důležitou  součástí  geometrické  části  matematické  knihovny  je  statická  třída 
GeoFactory.  Ta  kromě  pomocných  metod  pro  rychlé  vytváření  různých  objektů 
(kupříkladu  CreateSphere, které vytvoří jak obecnou matematickou kouli, tak její 
konverzi  do  polygonového  modelu  o  specifikované  přesnosti)  obsahuje  především 
podporu  pro  načítání  geometrických  objektů  se  souborů  XML,  případně  jejich 
importování / exportování z jiných souborových formátů.
Pro správné načtení uživatelských typů geometrických objektů je nutné v této třídě 
jejich typy registrovat, aby při načítání souborů byla schopna uživatelský typ správně 
identifikovat a načíst. Registraci objektů je možné provádět buď jako registraci přímo 
typů  objektů,  nebo  určením  assembly  (.DLL  souboru),  ze  kterého  budou  načteny 
všechny kompatibilní typy geometrických objektů za pomocí kódové reflexe.
4.4.3 Výpočty kolizí a členění prostoru
4.4.3.1 Pomocné třídy pro kolizní systém
Pro  jednodušší  práci  s výpočty  kolizí  a  intersekcí  objektů  slouží  statická  třída 
CollisionSolver a  její  pomocné  třídy  ve  jmenném  prostoru 
VisiMath.Collision,   která  doplňuje  sadu  metod  definovanou  přímo 
v geometrických  objektech.  Její  základní  funkcí  je  identifikovat  typ  kolidovaných 
objektů,  vybrat  vhodný  algoritmus  a  případně  transformovat  objekty  do  stejného 
prostoru,  nebo  provádět  sekvenční  testy  jednotlivých  primitiv  v případě  testování 
geometrických  kontejnerů.  Kromě  obecných,  většinou  v geometrických  objektech 
přímo  definovaných  metod,  používá  především  systém  obecného  řešení  kolizí 
konvexních objektů.
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4.4.3.2 Obecný kolizní solver pro konvexní objekty
Třída GJK-EPASolver zapouzdřuje algoritmus GJK (Gilbert-Johnson-Keethi [31]) 
pro výpočty kolizí obecných konvexních objektů doplněný pomocným algoritmem EPA 
(Expanding  Polytope  Algorithm  [32])  pro  výpočty  přesnějších  kolizních  informací. 
Ačkoli je tato třída volně dostupná uživateli, nepředpokládá se, že by ji přímo používal.
Tento algoritmus využívá vlastnosti Minkowského diference pro zjišťování, zda se 
dva konvexní objekty dotýkají (pokud Minkowského diference dvou objektů zahrnuje i 
počátek souřadnicového systému, objekty kolidují).  Výhodou tohoto algoritmu je, že 
dokáže snadno pracovat s jakýmikoli  grafickými objekty,  od kterých požaduje pouze 
jediné – schopnost poskytnout takzvaný „podpůrný“ vertex, neboli vertex objektu, jež je 
nejblíže danému směru od počátku – tato metoda je ve VisiMath implementována všemi 
geometrickými objekty, jež používají rozhraní IConvexObject. Použitelnost tohoto 
algoritmu není omezena jen na explicitně vyjádřené objekty, podpůrné vertexy mohou 
snadno poskytovat i matematicky vyjádřené objekty, například koule.
4.4.3.3 Členění prostoru
Ve jmenném prostoru  Visimath.Collision se dále  nachází sada rozhraní a 
objektů  sloužících  k definování  různých  typů  členění  prostoru,  používaného  jako 
optimalizaci  při  kolizních  a  dalších  testech.  Systém  členění  je  psán  univerzálně  za 
využití generických tříd, takže konkrétní obsah jednotlivých buněk není předem přesně 
definován  (očekává  se  pouze,  že  to  bude  struktura  či  třída  implementující  rozhraní 
ISpatialyIndexable). 
Základním rozhraním je zde  ISpatialCell,  definující  jednu samostatnou část 
prostoru,  případně  jeho  rozšíření  IHierarchicalSpatialCell,  které  obsahuje 
hierarchicky  rozčleněný  prostor.  Systém  členění  je  silně  abstraktní,  aby  umožňoval 
implementaci  nejrůznějších  typů  členění  prostoru,  a  definuje  převážně  metody  pro 
získání  konkrétní  prostorové  buňky  na  základě  prostorového  indexu 
(ISpatialIndex,  podporovány  jsou  body,  koule,  pravidelné  hranolové  bloky  a 
obecné konvexní objekty, jejichž používání se ale z rychlostních důvodů nedoporučuje).
Konkrétní implementace prostorového členění záleží na uživateli nebo na některém 
ze základních implementovaných typů, kterými jsou obecné 2D nebo 3D pole (Grid, 
Grid3D), sektorový systém SpatialSector, nebo stromové struktury QuadTree 
a  Octree.  Při  správné  definici  konkrétní  implementace  je  možné  jednotlivé  typy 
kombinovat, tedy použít pro část scény portálový systém a jednotlivé sektory detailněji 
rozčlenit pomocí pole nebo quad/octree.
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4.5 Grafická část
Obrázek 18 – Základní členění objektů rendereru.
Vykreslovací  (renderovací)  modul  VISIMBOX  není  přímo  konkrétně 
implementován, místo toho jsou definována pouze rozhraní a abstraktní třídy. Konkrétní 
implementace  je  pak  provedena  v samostatném  modulu  (GLRenderer),  čímž  je 
umožněno použít případně jiný typ rendereru, ať už využívající jiné základní grafické 
API (DirectX, XNA, případně čistě softwarový renderer),  nebo obsahující specifické 
optimalizace či vylepšení). 
Základní dvojicí objektů je samotný renderer a renderovací kontext, zjednodušeně 
řečeno cílové okno, do kterého je vykreslování prováděno (systém podporuje používání 
více  samostatných  oken  najednou).  Pro  přehlednost  je  základní  objekt  rendereru 
rozčleněn do manažérů různých typů objektů.
Při běžném používání systému VISIMBOX se od uživatele neočekává, že by nějak 
aktivněji používal renderer nebo jeho metody, s výjimkou vytváření nových grafických 
objektů (materiálů, textur). Pro obecné používání bohatě stačí přidat do scény správné 
grafické  objekty  a  o  zbytek  se  nestarat.  Nicméně  pro  specifické  případy  je  možné 
chování  rendereru  modifikovat  a  používat  jeho  metody  přímo  (příkladem  je 
vykreslování 2D grafiky, které VISIMBOX podporuje jen na úrovni přímo rendereru).
4.5.1 Renderer
Hlavní  renderovací  objekt  implementuje  rozhraní  IRenderer a  je  v zásadě 
relativně jednoduchý. Jeho funkčnost je omezena na poskytování přístupu k jednotlivým 
grafickým správcům pro jednotlivé  typy  objektů (textury,  materiály,  geometrie…) a 
vytváření a správu renderovacích kontextů.
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4.5.2 Renderovací kontext
Renderovací kontext je okno, případě textura uložená v paměti, do kterého je možné 
provádět  vykreslování.  Architektura  systému  VISIMBOX  umožňuje  používání  více 
renderovacích oken najednou, vyžaduje však, aby bylo jedno označeno jako hlavní – 
ostatní okna na něm závisí a sdílí s ním zdroje rendereru.
Renderovací kontext (rozhraní IRenderContext) je vytvářen hlavním objektem 
rendereru a poskytuje  rozsáhlou sadu metod pro vykreslování.  Vykreslovací  metody 
jsou  rozděleny  na  dva  základní  typy,  nízkoúrovňové  přímé  volání  a  standardní 
renderovací fronta.
4.5.2.1 Nízkoúrovňové volání
Metody nízkoúrovňového volání  umožňují  uživateli  přímo  vykreslovat  geometrii 
nebo  speciální  grafické  objekty  na  obrazovku  (do  textury)  s použitím  aktuálně 
nastavených  materiálů,  textur  a  renderovacího  nastavení.  Je  možné  vykreslovat 
geometrii jak obecně z obecných IGeometry objektů (což je však velmi pomalé), tak 
pomocí  geometrie  uložené  v rendereru  (objekty  Mesh,  případně  VertexBuffer a 
IndexBuffer).  Používání  těchto  metod  je  do  určité  míry  na  „vlastní  nebezpečí“, 
jejich používání uživatelem je předpokládáno pouze ve dvou případech:
- Vykreslování 2D grafiky (jako průhledového displeje) a vypisování textů
- Vykreslování  uživatelsky  definované  geometrie  na  požádání  renderovací 
fronty (viz níže).
Používání 2D grafických funkcí vyžaduje, aby byl renderovací kontext přepnut na 
používání 2D. Všechna 2D volání by tedy měla být prováděna mezi voláním metod 
Start2DRender() a Stop2DRender(). 
Pokud je pro aplikaci  potřeba provádět  2D vykreslování  (ať už jako průhledový 
displej, uživatelské rozhraní, stavové texty atd.),  je doporučeno přihlásit  se k vhodné 
události renderovacího kontextu ( vhodné je FrameEnd, který se aktivuje po té, co už 
obecné vykreslování skončilo a renderovací kontext se chystá zobrazená data ukázat na 
obrazovce) a provádět je tam.
4.5.2.2 Renderovací fronta
Pro  obecné  vykreslování  scény  se  používá  renderovací  fronta.  Pokud  uživatel 
nemodifikuje chování systému, vykreslí se po začátku snímku nastavená scéna aktivní 
kamerou  právě  prostřednictvím  renderovací  fronty.  Jednotlivé  objekty  se  vykreslují 
pomocí metody  RenderNodes, která hierarchicky zpracuje danou část scény,  nebo 
pomocí metody AddRenderItem, používané i uvnitř vykreslování scény.
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Používání  fronty  spočívá  v zadávání  položek,  které  se  mají  vykreslit.  Jednotlivé 
položky definované třídou  RenderBufferItem obsahují informace o používaných 
materiálech,  transformacích,  nastavení  atd.  a  především odkazují  na  vykreslovatelný 
objekt  IRenderable.  Objekt  fronty  sám  zpracovává  jednotlivé  položky, 
optimalizovaně  je  třídí  a  postupně  volá  metodu  RenderGeometry jednotlivých 
objektů.
Tento způsob je použit  z důvodu nutnosti  třídit  minimálně  objekty s transparencí 
podle vzdálenosti od kamery. Správné shlukování objektů podle používaných materiálů 
a nastavení může také značně zvýšit rychlost vykreslování.
4.5.3 Manažéry
Poměrně značná část funkčnosti vykreslovacího systému je obsažena v jednotlivých 
správcích  rendereru  (a  renderovacího  kontextu).  Manažéry  objektů  dědí  z obecného 
abstraktního  správce  a  jejich  konkrétní  implementace  závisí  na  rendereru.  Renderer 
obsahuje tyto správce:
- TextureManager – správce textur
- MaterialManager – správce renderovacích materiálů
- VertexManager – správce vertexových bufferů geometrie
- IndexManager – správce indexových bufferů geometrie
- MeshManager – správce geometrie (využívá vertexové a indexové buffery) 
- FontManager – správce grafických fontů pro vykreslování písma
- LightsManager – správce světel
Manažéry kromě obecné správy zdrojů obsahují metody pro vytváření a nahrávání 
nových objektů z disku.
4.5.4 Kamery
Pro  určení  výhledu  na  obrazovce  je  potřeba  přiřadit  renderovacímu  kontextu 
kameru. Kamery jsou definovány pomocí rozhraní ICamera, které samo dědí rozhraní 
obecných transformací  ITransformation z knihovny VISIMATH a doplňuje ho o 
sadu funkcí potřebných pro správnou funkčnost kamery.
Kamera musí být schopná definovat projekční a modelovou transformaci. Projekční 
transformace  může  být  buď  ortografická  nebo  perspektivní  (resp.  jakákoli,  ale 
předpokládá  se  použití  těchto  standardních  typů  zobrazení).  Modelová  transformace 
vychází z pozice a orientace kamery ve scéně. Objekt kamery by měl dále (není to však 
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striktně vyžadováno) poskytovat metody pro takzvaný picking, neboli výběr objektů na 
obrazovce,  a  to  konkrétně  vytvoření  paprsku  vycházejícího  z oka  pozorovatele  a 
procházejícího bodem na obrazovce (většinou místo, kde uživatel kliknul). Konkrétní 
výběr  objektu  už  pak  záleží  na  uživatelské  implementaci  této  funkce  (většinou  se 
provede kolizní test paprsku a objektů scény).
K dispozici  jsou  dvě  konkrétní  implementace  kamery,  Camera a  FPSCamera. 
Třída  Camera implementuje  obecnou kameru  se šesti  stupni volnosti  pro libovolný 
pohyb, zatímco FPSCamera je určena pro simulaci kamery „z vlastních očí“ lidského 
pozorovatele, neumožňuje tedy náklony doleva a doprava (podle osy X) a omezuje úhel 
výhledu nahoru a dolů (podle osy Y). Tato kamera je použita jako výchozí, protože je 
její chování při interaktivním ovládání kamery intuitivnější a jasnější.
4.5.5 Textury
Textury používané materiály jsou definovány jako abstraktní třída Texture, dědící 
z obecného zdroje Resource. Standardně jsou podporovány typy textur definovaných 
v enumeraci TextureFormat – RGB, RGBA, GRAY (256 odstínů šedi), LA4 (4 bity 
jasu,  4  bity  alfy,  určeno pro fonty)  a  FLOAT (reálná  čísla,  pro zBuffer  a  speciální 
textury).
Sám  objekt  textury  umí  (mimo  pomocných  funkcí,  jako  je  například  vytvoření 
standardní  bitmapy  System.Drawing.Bitmap)  pouze  aktivovat  se  pro 
vykreslování  v určeném  renderovacím  kontextu  na  určeném  kanálu.  Konkrétní 
implementace  textury  se  očekává  od  rendereru  nebo  uživatele.  K  vytváření  nebo 
nahrávání nových systémových textur z disku se používá správce textur rendereru.
Tato metoda je použita  proto,  aby mohl  uživatel  sám definovat  různé textury se 
speciálním  chováním.  Kupříkladu  animovanou  texturu  je  možné  vytvořit  tak,  že  si 
uživatel  nechá  vytvořit  textury  jednotlivých  snímků  správcem  textur  aktivního 
rendereru a následně si implementuje třídu animovaná textura,  která bude při volání 
aktivace  přepínat  mezi  požadovanými  snímky.  Tímto  způsobem  je  zachována  jak 
nezávislost  na  renderovacím  systému,  tak  možnost  definovat  si  libovolně  chování 
textur.
4.5.6 Materiály
Renderovací  materiály  jsou  implementovány  obdobným  způsobem  jako  textury, 
tedy na abstraktní bázi modifikovatelné uživatelem, přičemž konkrétní implementaci na 
hardwarové úrovni poskytuje renderovací systém.
Ačkoli  jsou v současné době  možnosti  materiálů  omezené  na standardní  barevné 
materiály  definované  po  vzoru  OpenGL (phongův  nasvětlovací  model),  je  rozhraní 
64
materiálů  připraveno  pro  používání  i  materiálů  složitějších  na  bázi  shaderových 
programů.
Základní  definované  a  implementované  typy  podle  enumerace 
RenderMaterialType jsou Simple (pouze jediná barva, pro pomocné čáry a další 
objekty),  SimpleTextured (jediná  textura  bez  dalších  barevných  vlastností, 
používáno například pro vykreslování textů),  Colored (plná barevná definice všech 
složek)  a  Textured  (barevný  materiál  plus  textura).  Použití  typů  Enhanced 
(standardní  shaderový  materiál)  a  User (uživatelsky  nastavený  materiál)  není 
podporováno a je pouze připraveno pro případná další rozšíření systému.
Podobně jako u textur  se používání  materiálů  omezuje na aktivaci  materiálu  pro 
vykreslování v daném okně rendereru. Vytváření nových materiálů podle uživatelských 
hodnot  obstarává  správce  materiálu  rendereru  (nicméně  základní  hodnoty  je  možné 
měnit i za chodu po vytvoření objektu).
4.5.7 Grafická primitiva
Ačkoli renderovací systém obsahuje podporu pro přímé vykreslování geometrie ze 
systémové  paměti,  je  doporučováno  tyto  metody  nepoužívat  (slouží  pouze  jako 
pomocné, převážně pro účely ladění). Pro akcelerované vykreslování geometrie je nutné 
použít data uložená v rendereru (a na grafické kartě).
Pro  vykreslování  geometrie  slouží  objekt  Mesh,  který  v sobě  drží  ukazatele  na 
hardwarové buffery s vertexy a případně indexy grafických objektů. Grafické objekty se 
vytváří  pomocí  správce  geometrie  MeshManager rendereru  z obecných 
geometrických  objektů.  Případně  je  také  možné  používat  přímo  objekty  typu 
VertexBuffer a IndexBuffer. 
Příkladem situace, kdy je vhodné používat (ať už pro vykreslování, nebo vytváření 
nových objektů typu  Mesh)  přímo hardwarové buffery je složitý  indexovaný model 
obsahující  velké  množství  samostatných  částí,  případně  částí  s různými  materiály. 
Ačkoli každý objekt typu Mesh pak obsahuje vlastní indexový buffer, vertexy jsou pro 
všechny tyto objekty sdíleny.
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4.5.8 Světla
Světla  ve  scéně  jsou  definovány  pomocí  rozhraní  ILight.  Podporovány  jsou 
standardní  typy světel  (ambientní,  bodové,  směrové,  kuželové)  a  standardní  světelné 
parametry.  O vytváření  a  správu světel  na  úrovni  rendereru  se  stará  správce  světel 
rendererovacího okna.
Poznámka,  objekt  ILight je  nízkoúrovňový  a  nepředpokládá  se  jeho  ruční 
používání. Obecně se nasvětlování scény řeší pomocí objektu LightNode vkládaného 
normálně do scény, až který teprve obsahuje objekt typu ILight.
Obrázek 19 – Ukázka efektu jednotlivých typů světel.
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4.6 Scéna
Simulovaná či vykreslovaná scéna se skládá ze stromové struktury objektů různého 
typu, což je pro tento účel obecně nejvhodnější způsob ukládání dat. Prakticky všechny 
hlavní objekty VISIMBOXu jsou implementovány právě jako uzly scény.
4.6.1 Základní uzel scény
Základním uzlem scény je třída Node. Poskytuje přístup k uzlům v ní obsaženým, 
jak pomocí obecné iterace, tak přímým použitím jména jednotlivých uzlů (jména jsou 
pro danou úroveň hierarchie vždy unikátní, pokud se uživatel pokusí přidat nový uzel se 
stejným  jménem,  bude  přejmenován).  Pro  lepší  orientaci  je  možné  v hierarchii 
vyhledávat jak za pomocí části jména uzlu, tak jeho kompletní identifikací ve formě 
ROOT/HIERARCHIE/OBJEKT/KONECNYUZEL. 
Každý uzel může (ale nemusí)  mít  přiřazenou prostorovou transformaci,  která se 
hierarchicky vztahuje i na všechny jeho poduzly. Výsledná homogenní transformace do 
světového prostoru je tedy skládaná ze všech nadřazených transformací, pro daný uzel 
je možné získat pomocí metody GetWorldTransformation.
Kromě  metod  pro  práci  s uzlovou  hierarchií  základní  třída  především  poskytuje 
metody pro ukládání a načítání stromu ve formátu XML.
4.6.2 Vykreslovatelné uzly
Pro  uzly,  které  jsou  vykreslovatelné  na  obrazovku,  slouží  abstraktní  třída 
RenderableNode. Implementuje rozhraní  IRenderable vyžadované rendererem 
pro vykreslování objektů do grafické fronty. Data pro vykreslování si uzel uchovává ve 
svém  vlastním  renderovacím  bufferu,  který  předává  při  žádosti  o  vykreslení  do 
rendereru.  Konkrétní  vykreslování  geometrie  a  nastavování  specifických  údajů 
v bufferu musí třídy dědící z RenderableNode implementovat samy.
Příkladem konkrétní  vykreslovací  třídy je  pak  NodeMesh,  která  se  používá  pro 
vykreslování  většiny  grafických  objektů  v systému.  Při  vytvoření  jsou  jí  předány 
odkazy na už vytvořenou grafickou geometrii a materiál, které pak důsledně používá.
Na nejvyšší úrovni základních vykreslovatelných uzlů pak stojí  GeometryNode, 
dědící  z NodeMesh,  která  obaluje obecné geometrické objekty typu  IGeometry a 
automaticky z nich dle potřeby vytváří objekty rendereru.
4.6.3 Speciální typy uzlů
Dále jsou definovány některé specifické typy uzlů, většinou obalující nízkoúrovňové 
objekty  rendereru  (například  LightNode pro  světla,  CameraNode pro  kamery). 
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Důležitým typem uzlu je  UnknownNode.  Tento uzel je vytvářen při  načítání scény 
z disku ze souboru XML v případě, že scéna obsahuje neznámý objekt (uživatelský typ, 
který nebyl registrován do seznamu typů). Uzel v sobě udržuje načtená data z XML, 
která  nebudou při  zpětném ukládání  ztracena.  Tím je umožněno otevírat  uživatelské 
scény obsahující  objekty  specifické  aplikace  i  v obecném editoru  VISIMBUILDER, 
například za účelem grafických úprav, aniž by hrozila ztráta dat.
4.6.4 Správce scény
Třída  SceneRoot definuje  základní  kořenový  uzel  celé  scény.  Drží  v sobě 
kupříkladu metadata scény (autor, verze, jméno, popis atd), správce fyzikální scény a 
světel a další specifické objekty.
4.6.5 Uživatelské typy a načítání z disku
VISIMBOX definuje pouze základní a nejběžnější typy uzlů scény, pro uživatelské 
aplikace bude potřeba často vytvářet nové vlastní odvozené typy. Problém však nastává 
při  načítání  souborů  z disku.  Aby  systém  správně  dokázal  identifikovat  typ  uzlu 
uloženého v souboru, je nutné uživatelské typy registrovat do speciální  statické třídy 
NodeFactory.  Registrace  funguje  obdobně  jako  u  jiných  registrátorů  typů 
(transformace,  vertexy),  je možné registrovat  buď konkrétní  typy,  nebo rovnou celé 
knihovny. NodeFactory navíc ještě obstarává import scény nebo její části z formátů 
jiného typu prostřednictvím importovacích zásuvných modulů.
4.7 Datový formát VSB
4.7.1 Motivace pro vlastní formát
Jak  již  bylo  zmíněno  v teoretické  části,  souborové  formáty  pro  3D  data  jsou 
prozatím ne zcela vyřešená  oblast a zatím neexistuje silný jednotný a standardizovaný 
formát, byť COLLADA a potenciálně X3D jsou na dobré cestě. Pro zamýšlené použití 
systému VISIMBOX by byl formát COLLADA vhodný, nicméně s ohledem na velkou 
rozsáhlost formátu by byla jeho plná implementace velmi náročná a zdlouhavá. Cesta 
jen částečné implementace některých částí by zase mohla přinést značné komplikace, 
proto byl pro VISIMBOX vytvořen formát nový a kompatibilita s ostatními programy je 
řešena formou zásuvných modulů pro import a export.
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4.7.2 Základní popis formátu
Formát VSB je založen na formátu XML (Extensible Markup Language) a je do 
značné  míry  podobný  ostatním  3D  formátům  stojícím  na  XML.  Díky  použití 
standardizovaného XML je dokument poměrně čitelný, případně editovatelný i v čistě 
textové  formě,  hierarchický  způsob  zápisu  potřebný  pro  stromy  scény  je  snadný  a 
platforma NET poskytuje rozsáhlé prostředky pro snadnou práci s XML.
Soubor je tvořen hlavičkou, nepovinnou knihovnou materiálů (které jsou většinou 
sdíleny pro mnoho různých objektů) a záznamem jednotlivých uzlů scény. Je možné do 
něj ukládat i uživatelská data (prostřednictvím uživatelsky definovaných uzlů scény), 
které  jsou  při  načtení  do  standardního  editoru  VISIMBUILDER  zachována  jako 
neznámý XML uzel a při opětovném uložení korektně zapsána do souboru.
4.7.3 Hlavička
Hlavičku  souboru  tvoří  standardní  XML  identifikační  nepárové  značka  <?xml 
version="1.0"  encoding="utf-8"?> následovaná  párovou  značkou 
<VisimBoxScene>, ve které jsou uložená veškerá data scény, počínaje knihovnou 
materiálů a následovanou hierarchickým záznamem všech uzlů.
4.7.4 Knihovna materiálů
Knihovna  grafických  materiálů  je  vložena  mezi  párové  značky 
<MaterialLibrary version="1.0"> (číslo verze označuje verzi knihovny pro 
budoucí rozšiřování. Materiály jsou postupně zaznamenány sekvenčně podle svého typu 
mezi  párové  značky  <Material>.  V atributech  značky je  uloženo  unikátní  jméno 
materiálu a základní typ materiálu. Následně jsou uložena data podle typu materiálu.
Pro  jednoduché  materiály  je  to  buď  obyčejná  barva  nebo  textura,  pro  složitější 
materiály záznam všech barevných a texturovacích složek. Příklad materiálu může být 
například tento materiál barevného typu:
    <Material name="testmat" type="Colored">
      <Ambient R="0" G="255" B="0" />
      <Diffuse R="0" G="255" B="0" A="255" />
      <Specular R="0" G="0" B="0" />
      <Emmisive R="0" G="0" B="0" />
    </Material>
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4.7.5 Záznam jednotlivých uzlů
Obecně  je  prvním  zaznamenaným  uzlem  kořenový  uzel  scény,  není  to  však 
podmínkou (například pro exportované části scény). Každý uzel je umístěn mezi párové 
značky  svého  konkrétního  typu,  který  je  většinou  shodný  se  jménem  jeho  třídy. 
Standardní data uložená pro každý uzel jsou obecná nastavení (kolizní a renderovací 
skupina,  viditelnost,  typ  hierarchie)  a  případně  jeho  transformace.  Následně  jsou 
uloženy další informace specifické pro jednotlivé typy uzlů a nakonec následuje párový 
blok <Nodes>,  do kterého jsou uloženy děti uzlu.
Kupříkladu následující kousek XML kódu obsahuje definici pro geometrický uzel 







 <RenderMaterial id="testmat" />
 <Settings Quality="0.5" geotype="AABox" 
   VertexType="VisiMath.NormalVertex" />
 <Geometry type="AABox">
   <Minimum X="-0.5" Y="-0.5" Z="-0.5" />




Modul pro fyzikální  simulace je tvořen sadou objektů,  které umožňují  doplňovat 
scénu  pohyblivými  objekty.  Jde  o  objekty  umožňující  definovat  jednotlivá  tělesa, 
generátory sil, spoje a senzory jednotlivých objektů, doplněné sadou objektů řídících 
simulaci. Jako základní zdroj pro vytváření fyzikálního modulu byly použity algoritmy 
a postupy z [12].
4.8.1 Fyzikální objekty
Všechny fyzikální objekty, aktivní i pasivní, dědí ze základního fyzikálního objektu 
PhysNode,  který  sám  dědí  z vykreslovatelného  uzlu  scény  RenderableNode. 
Vykreslovací  metody  jsou  určeny  pro  pomocné  zobrazování  fyzikálních  těles,  pro 
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složitější objekty je doporučeno k fyzikálnímu uzlu navázat uzel s grafickou geometrií 
objektu.
Aby fyzikální systém mohl objekty správně používat , je nutná jejich registrace ve 
fyzikální  scéně  za  pomocí  odpovídající  funkce  (RegisterBody, 
RegisterCollision, RegisterForce…). Pokud má fyzikální objekt nastavenu 
vlastnost  AutoRegister,  bude  registrován  automaticky  po  přidání  fyzikálního 
objektu do scény, což však není vždy žádoucí (kupříkladu pro speciální uživatelské typy 
generátorů sil).
4.8.1.1 Pevná tělesa
Pevná tělesa jsou definovány třídou RigidBody. Obsahují sadu metod pro změnu 
fyzikálních parametrů (rychlost, zrychlení, rotace, úrovně zpomalení, udělení impulsu 
síly atd.). Fyzikální vlastnosti materiálu tělesa (tření, pružnost) určují hodnoty vlastnosti 
PhysMaterial a jeho geometrii PhysicalBody typu IVolumetric. Geometrie 
by měla být definována jako některých z konvexních objektů,  v horším případě jako 
soubor konvexních objektů.  Objekt  navíc  musí  mít  správně definovanou hmotnost  a 
tenzor momentu setrvačnosti. 
Aby byl objekt aktivní ve fyzikální scéně, je ho nutné registrovat pomocí metody 
RegisterBody.
4.8.1.2 Statické kolizní objekty
Statické kolizní objekty třídy StaticCollision slouží pro definování pasivních 
objektů, které se samy nepohybují ani na ně není možno nijak působit, ale se kterými 
mohou  kolidovat  dynamická  pevná  tělesa.  Stejně  jako  pevným  tělesům  je  možno 
přiřadit jim fyzikální materiál a také musí být registrovány ve fyzikální scéně. Ačkoli 
objekt fyzikální scény obsahuje metody pro aktualizaci a odebírání statických kolizních 
objektů, není vhodné používat je za běhu simulace, jelikož každá aktualizace vyžaduje 
přepočítání části nebo dokonce celé kolizní scény (v závislosti na použité implementaci) 
– tyto metody jsou určeny pouze pro editační funkce.
4.8.1.3 Generátory kontaktů
Kromě obecných kolizí mezi fyzikálními objekty je možné tyto kontakty generovat i 
uživatelsky  definovaným  způsobem  prostřednictvím  objektů  definujících  rozhraní 
IContactGenerator.  Každý  registrovaný  generátor  kontaktů  bude  zavolán 
v každém snímku  a požádán o předání  případných kontaktů  – tímto  způsobem jsou 
implementovány kupříkladu silové spoje mezi objekty.
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4.8.1.4 Generátory sil
Generátory  sil  (rozhraní  IForceGenerator)  slouží  k definování  objektů 
působících silou na okolní objekty (silová pole různého typu). Používají se například 
k definování  gravitace  nestandardního  typu  (GravityForceGenerator),  brzdění 
důsledkem třením vzduchu (DragForceGenerator), pro pružiny (Spring) a další.
4.8.1.5 Spoje
Pro definování  spojů  mezi  objekty  slouží  sada  objektů  dědících  z tříd  Joint a 
Actuator. Obecný spoj je pasivní s definovanými stupni volnosti a pouze se pasivně 
snaží udržovat objekty ve správné vzájemné poloze (poznámka, v současně používané 
implementaci postavené na používání impulsové fyziky může dojít k tomu, že při příliš 
velkých impulsech síly, špatně nastavených vlastnostech objektů, jako je třeba nulová 
váha nebo špatný tenzor momentu setrvačnosti, nebude spoj schopný během jediného 
snímku  napravit  příliš  velké  změny  a  dojde  k  „přetržení“  těchto  spojů).  Aktuátor 
funguje jako motor, působící na jeden nebo oba spojené objekty.
4.8.1.6 Senzory
Objekty dědící z třídy  Sensor jsou pomocné objekty usnadňující čtení některých 
fyzikálních hodnot objektu a simulují tak reálné senzory. Dostupné typy zahrnují čtení 
globální  polohy  (simulace  GPS),  náklonu,  rychloměru,  akcelerometru  a  dalších 
základních typů měřících senzorů.
4.8.2 Simulační systém
4.8.2.1 Fyzikální scéna
Základním  jádrem  simulačního  systému  je  třída  PhysicalScene,  typicky 
ukládaná ve správci scény (kořenovém uzlu scény). Fyzikální scéna v sobě drží odkazy 
na registrované aktivní i pasivní objekty ve scéně. Po zpracování běžného časového tiku 
scény (pro nefyzikální objekty,  ale kupříkladu i pro fyzikální objekty s uživatelským 
kódem)  se  provede  základní  fyzikální  tik  fyziky,  při  kterém se  integrací  určí  nové 
hodnoty pozice,  rychlosti  a  zrychlení  podle  hodnot  z předchozího  snímku.  Následně 
fyzikální  scéna  vyhodnotí,  zda  došlo  k nějakým  kontaktům  objektů  (jak  z obecné 
detekce  kolizí,  tak  případně  uživatelskými  registrovanými  generátory).   Detekované 
kolize a kontakty jsou pak zpracovány resolverem kolizí, který je implementovaný jako 
samostatný objekt.
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Obrázek 20 – Postup aktualizace fyzikální scény.
4.8.2.2 Generátor kolizí
Obecný  generátor  kolizí  CollisionChecker využívá  nastavený  typ  členění 
prostoru k provedení detekce potenciálních kolizí za pomocí zjednodušených hraničních 
objektů. Test se provádí pro všechny aktivní (neuspaná) pevná tělesa ve scéně oproti 
registrovaným kolizním i aktivním objektům.
Pro  potenciální  kolizní  páry  je  pak  následně  určena  případná  kolize  za  použití 
kolizních  metod  knihovny  VISIMATH  (což  pro  většinu  obecných  případů  bude 
znamenat využití GJK detekčního algoritmu pro obecné konvexní objekty).
4.8.2.3 Resolver kolizí
Třída  ContactResolver implementuje  jednoduchý  systém  řešení  fyzikálních 
kolizí na bázi impulsové fyziky. Pro každý kolizní pár je spočten impulz síly, který je 
objektům díky jejich kontaktu předán a v případě, že během časového intervalu došlo 
nejen ke kontaktu, ale i penetraci objektů do sebe, je upravena jejich pozice a rychlost.
Kontakty  jsou  řešeny  samostatně  v cyklu,  který  postupně  prochází  všechny 
nevyřešené kontakty a postupně je upravuje. Nevýhodou tohoto přístupu snadného na 
implementaci je fakt, že při komplikovaných kontaktech více objektů najednou může 
docházet  k nepřesnému  řešení,  které  je  napraveno  až  v dalších  časových  snímcích. 
V případě  další  práce  na  systému  se  předpokládá  nahrazení,  případně  vytvoření 
alternativní implementace celého resolveru, používajícího některou z efektivnějších ale 
na implementaci mnohem náročnějších technik.
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4.9 Editační prostředí
Editační  prostředí  pro  Visimbox,  VISIMBUILDER,  je  rozšiřitelný  nástroj 
umožňující práci se scénami, jejich ruční vytváření a úpravu, import / export do jiných 
formátů  a  další  funkce.  Je  možné  doplnit  ho  dalšími  uživatelskými  moduly  se 
specifickými  funkcemi a mimo jiné také představuje názornou ukázku,  jak používat 
VISIMBOX ve spolupráci s běžným prostředím .NET.
Obrázek 21 – Editační prostředí Visimbuilder.
4.9.1 Stručný přehled funkcí editačního prostředí
Visimbuilder  v podstatě  obsahuje  pouze  GUI  pro  jednotlivé  objekty  a  funkce 
obsažené  v systému  VISIMBOX.  Umožňuje  vytváření  a  základní  editování  všech 
geometrických objektů (a to jak čistě vizuální, fyzikální, nebo statické kolizní objekty), 
světel,  kamer  a  dalších  pomocných  objektů  (například  definice  aktivních  oblastí). 
Obsahuje  jednoduchý  editor  grafických  materiálů,  dokáže  importovat  nové  grafické 
objekty nebo celé  scény a  ukládat  je  zpětně  na disk.  Obrazy z obrazovky je  možné 
snímat  buď  jako  jednotlivé  snímky,  nebo  jako  video  sekvence  snímků  do 
specifikovaného adresáře (ty je poté možné převést do některého ze standardních video 
formátů pomocí libovolného nástroje, například FFMPEG). 
Ve  výchozím  nastavení  je  systém  v editačním  režimu,  kdy  je  fyzikální  scéna 
zastavená  a  nedochází  k její  aktualizaci.  V tomto  režimu  je  možné  libovolně 
manipulovat s objekty a přidávat nové vizuální i fyzické a měnit jejich vlastnosti. Při 
pohybu fyzikálních a statických objektů jsou počítány jejich kolize a pevným tělesům 
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není  umožněno  vcházet  do  kolizí  nebo  jiných  objektů.  V nabídce  Edit  je  možné 
testování  kolizí  při  editaci  vypnout  (například při  potřebě přesunout objekt  za  zeď), 
nicméně je důležité  ubezpečit  se, že před zapnutím simulace nejsou objekty kolizní, 
„zaseknuté“  do  statické  kolize,  protože  pak  může  snadno  dojít  k nepředvídaným 
následkům (kupříkladu objekt zastrčený hluboko do terénu definovaného pouze svou 
horní plochou může propadnout dolů, místo aby se odrazil nahoru).
Většina editačních funkcí je dostupná jak z hlavní nabídky, tak především z panelu 
nástrojů na pravé straně okna. Většina nástrojů definuje svůj  vlastní  panel se svými 
specifickými funkcemi, některé používají vlastní okna (například pro vytváření nových 
objektů).
Obrázek 22 – Editor materiálů.
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5 IMPLEMENTACE
V této kapitole jsou uvedeny poznámky týkající se konkrétní implementace knihovny a jejích 
součástí.
5.1 Použití jazyka c#
VISIMBOX  je  kompletně  napsán  v jazyce  c#  jako  sada  samostatných  modulů 
(assemblies),  takže  je  možné  využívat  ho  v jakémkoli  jazyce  podporujícím  CLI. 
Nevýhodou tohoto přístupu je  relativně  komplikované  používání  externích  knihoven 
napsaných v jazyce c++ (pokud nepoužívají COM model), což je poměrně velká slabina 
CLI.  Používání  dynamických  knihoven  v jazyce  C  je  relativně  bezproblémové  a 
spolehlivé, je nutno jen pamatovat na nutnost fixování paměťových bloků před jejich 
předáním do nativního kódu, ale pro c++ je nutné vytvářet návaznost pomocí CLI verze 
c++. Tím však vzniká takzvaná mixed assembly, neboli smíšený modul obsahující jak 
nativní  kód,  tak  klasický  CLI,  čímž  je  znemožněna  multiplatformnost  kódu 
(MONO.NET smíšené moduly nepodporuje).
Potenciální nevýhodou použití CLI je nižší rychlost než u nativního kódu, nicméně 
při používání správných programátorských přístupů (předávání parametrů referencemi, 
ne hodnotami, nevytváření nových objektů zahlcujících garbage collector) je kód v c# 
rychlostně téměř srovnatelný s použitím jazyka c++ a s ohledem na složitou abstraktní 
strukturu knihovny v některých případech i potenciálně rychlejší (virtuální funkce).
Pro  vytvoření  knihovny  bylo  použito  prostředí  Microsoft  Visual  Studio  2010 
s návazností na NET knihovny verze 4.0.
5.2 GLRenderer
Konkrétní  renderovací  zásuvný  modul  pro  VISIMBOX  využívá  API  OpenGL 
(aktuálně požadována verze 1.6). Jeho implementace je velmi přímočará, jde v podstatě 
jen o konkrétní  implementaci  abstraktních  tříd  rendereru (tedy renderer,  renderovací 
kontext, správci zdrojů a základní objekty textur, geometrických bufferů a materiálů). 
V případě  další  práce  na  systému  se  předpokládá,  že  bude  GLRenderer  doplněn 
podporou  pro  používání  shaderových  materiálů,  s možností  používat  i  uživatelsky 
definované shadery (jako výhodným se jeví použití NVIDIA Cg, které by zachovalo 
alespoň částečnou platformovou nezávislost, protože by uživatelské shadery mohly být 
použity i pro případný DIRECTX renderer). 
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5.3 Kompatibilita a cílové platformy
VISIMBOX je sice psán primárně pro použití v operačním systému Windows, díky 
používání  Common  Language  Interface  a  prostředí  .NET  je  (alespoň  teoreticky) 
relativně  snadné  používat  ho  i  v jiných  operačních  systémech  prostřednictvím 
opensource implementace MONO.NET, za předpokladu, že pro jiné systémy existují 
dostupné  verze  používaných  nativních  externích  knihoven.  Aktuální  verze  samotné 
knihovny  bezproblémově  pod  MONO.NET  funguje,  nicméně  vizuální  editor 
VISIMBUILDER kvůli nevhodně vybrané závislosti na NET 4.0 při zahájení projektu 
není pod MONO.NET spustitelný. Této problém by však měl být snadno napravitelný 
rekompilací editoru a odstranění závislostí na funkce, které MONO neposkytuje.
5.4 Možnost využití nativních knihoven
Ačkoli  je  kód  psaný  v jazyce  c#  velmi  rychlý,  s použitím  správných 
programátorských  praktik  téměř  stejně  rychlý,  jako  v jazyce  c++,  od  počátku  je 
především matematická knihovna navrhována tak, aby ji bylo možno nahradit nativní 
knihovnou psanou v jazyce C (jde především o statickou třídu MathTools obsahující 
většinu  základních  matematických  a  geometrických  algoritmů).  Ačkoli  se  během 
implementace  potřeba  rychlostní  optimalizace  nijak  zvlášť  neprojevila,  zůstává 
vytvoření nativní matematické knihovny jedním z možných dalších rozšiřování systému 
– čistá implementace v jazyce C by byla v průměru jen nepatrně rychlejší, nicméně bylo 
by  možné  použít  SIMD  vektorové  instrukce  (ať  už  prostřednictvím  C  kompileru 
podporujícího  jejich  automatické  používání,  nebo  přímým  použitím  assembleru  ve 
vhodných  částech), které mohou v některých oblastech značně zrychlit běh kódu. Práce 
s vektory a především maticemi může ve výsledku běžet až několikanásobně rychleji. 
5.5 Externí závislosti
Z důvodu co největší kompatibility s MONO a možnosti použití binárních souborů 
na libovolné platformě má VISIMBOX jen minimální návaznost na jiné než standardní 
NET knihovny.
OpenGL  renderovací  modul  využívá  OpenTK[33]  (Open  Toolkit),  což  je  čistě 
managed  knihovna  poskytující  přístup  k nativním  knihovnám  OpenGL  a  dalším. 
Nepoužívá žádný nativní kód a sama o sobě podporuje většinu existujících platforem a 
to včetně rekompilace pro prostředí iOS a Android.
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5.6 Možná rozšíření do budoucna
Možnosti rozšiřování systému VISIMBOX jsou téměř nekonečné a závisí v podstatě 
jen na dalším směřování vývoje a konkrétním používání. Kromě důkladné optimalizace 
už  existujícího  kódu,  především  z hlediska  rychlosti,  ale  u  fyziky  i  s ohledem  na 
zvýšenou  stabilitu  a  realističnost  simulace  patří  mezi  prvek  s největší  univerzální 
použitelností  především  interní  podpora  skriptovacího  jazyka,  umožňujícího 
programování logiky scén přímo v editoru a s ukládáním kódu do souborového formátu, 
čímž  by  vzniklo  univerzálnější  programové  prostředí,  bez  nutnosti  vytvářet  externí 
zásuvné moduly. Prostředí .NET obsahuje podporu dynamických jazyků a další verze 
Microsoft  NET má  umožnit  používání  kompilátoru  c#  jako  služby  volatelné  přímo 
z kódu.  Alternativně  by bylo  možné zapojit  do systému nějaký existující  používaný 
jazyk, například Lua nebo Python. 
Vhodným rozšířením by také bylo napojení na některé běžně používané knihovny, 
aby nemusel uživatel psát vlastní propojení na NET (což je u knihoven v jazyce C++ 
poměrně  komplikovaná  záležitost,  například  pro  připojení  některé  běžné  fyzikální 
knihovny  jako  alternativy  k implementované  verzi,  knihovnu  pro  počítačové  vidění 
OpenCV a podobně.
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6 POUŽÍVÁNÍ SYSTÉMU A 
DEMONSTRAČNÍ PŘÍKLADY
Tato  kapitola  pouze  velmi  jednoduše  popisuje  způsob  používání  knihovny. 
Základním zdrojem při práci s knihovnou je referenční příručka celého API knihovny 
v anglickém jazyce,  která  je součástí  elektronické přílohy práce.  Nápověda k API je 
také obsažená přímo ve zdrojovém kódu knihovny ve formátu XML, díky kterému je 
dostupná i online v programovacím prostředí Visual Studio.
6.1 Používání knihovny
Použití VisimBoxu jako knihovny je jednoduché, stačí do projektu přidat referenci 
na modul Visimbox a Visimath. Matematická knihovna je použitelná samostatně pro 
aplikace, které potřebují pouze přístup k matematickým a geometrickým funkcím.
Hlavní  knihovnu  je  před  použitím  nutno  inicializovat  pomocí  metody  Init 
v hlavním objektu  VisimEngine.  Hlavním inicializačním parametrem je nastavení 
renderovacího  okna  (jeho  velikost  a  další  parametry).  Volitelně  je  možné  nechat 
vytvořit renderovací okno automaticky rendererem, nebo mu přiřadit už vytvořené okno 
pro  používání  (pro  zapojování  knihovny  do  grafického  uživatelského  rozhraní,  viz 
níže).
Po inicializaci už je možné běžně používat všechny funkce knihovny. Doporučeným 
způsobem  používání  je  po  inicializaci  vytvořit  (programově,  nebo  načíst  z uložené 
scény)  simulovanou scénu, nastavit  případné programové callbacky (například konec 





Tento kousek programu inicializuje knihovnu se standardním nastavením, vytvoří 
okno  rendereru,  nahraje  scénu  Scena.VSB z disku  a  spustí  simulaci.  Program bude 
ukončen ve chvíli, kdy uživatel zavře okno rendereru.
Pro reálnější příklad by pochopitelně bylo potřeba před nahráním scény registrovat 
případné uživatelské typy objektů a před spuštěním nastavit programové callbacky pro 
používané události (uživatelský vstup atd.). 
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6.2 Zapojení knihovny do Windows.Forms
VISIMBOX  je  možné  snadno  zapojit  do  programů  s grafickým  uživatelským 
rozhraním  Windows.Forms,  případně  i  Windows  Presentation  Foundation.  Pro 
usnadnění  a umožnění  používání  grafického designeru Visual Studia je ke knihovně 
přidán malý modul VisimBoxControl,  který obsahuje pouze definici UserControl pro 
vkládání okna grafického rendereru do aplikací. Stačí vytvořit referenci na tento modul 
a pak v toolboxu VisualStudia vložit okno na správné místo. Při použití tohoto přístupu 
místo automatického vytvoření  renderovacího  okna se však uživatel  musí  postarat  o 
správný  obslužný  kód  –  jednoduchá  ukázka,  jak  toho  snadno  dosáhnout,  je  vidět 
v demonstračním  programu  robotického  ramene.  Komplexnější  využití  je 
implementováno  v  editoru  VisimBuilder,  který  tento  přístup  používá  (v  hlavním 
editačním okně i v editoru materiálů).
6.3 Uživatelské typy uzlů
Je jen na uživateli, jakým způsobem bude knihovnu využívat, nicméně pro přidávání 
specifického uživatelského kódu a dat do scény je nejefektivnější vytvořit si vlastní typ 
uzlu scény, který bude dědit z některého z vhodných typů (ať už obecný  Node, nebo 
z grafické GeometryNode). Při vytváření nového typu je ale třeba pamatovat na to, že 
systém nebude schopný tyto uzly sám o sobě načítat (načte je jako neznámý uzel se 
zachováním parametrů).
Uživatelský uzel proto musí správně modifikovat metody ReadInternalData a 
WriteInternalData,  aby  správně  ukládaly  a  načítaly  uživatelské  hodnoty  ze 
souborů XML a  následně je nutno uzel (nebo případně všechny uzly v celém souboru 
dll  nebo  exe)  zaregistrovat  v objektu  továrny  uzlů  pomocí  metody 
RegisterNodeType nebo RegisterNodes.
6.4 Demonstrační příklady
Hlavním demonstračním příkladem je vizuální  editor VisimBuilder,  který vytváří 
grafické uživatelské rozhraní k většině funkcí knihovny. Nicméně jde o celkem rozsáhlý 
kus kódu a proto bylo vytvořeno několik jednoduchých ukázek používání knihovny.
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6.4.1 Robotické rameno
Jednoduchý  program  RobotArm  demonstruje  základní  schopnosti  systému  na 
primitivní simulaci robotického ramena, kterým je možné programově manipulovat.
Obrázek 23 – Jednoduchá simulace robotického ramena.
6.4.2 Roj
Tato demonstrační aplikace vznikla při základním testování schopností fyzikálního 
modulu a ukazuje možnosti programového modifikování fyzikálních objektů. Simuluje 
pohyblivý roj objektů, které se snaží narážet do mnohem většího fyzikálního tělesa.
Obrázek 24 – Simulace roje fyzikálních objektů.
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6.4.3 Marsovský rover
Tato aplikace představuje jednoduchý simulátor marsovského roveru, pohybujícího 
se po povrchu Marsu (vytvořeného pomocí fraktálového generování krajiny). Robota je 
možné  ovládat  ručně,  nebo  se  pohybuje  po  povrchu  autonomně  a  s   pomocí 
jednoduchého  proximitního  čidla  se  snaží  vyhýbat  neprůjezdným  překážkám 
(balvanům).
Obrázek 25 – Robotický rover na fraktálově generovaném povrchu Marsu.
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7 ZÁVĚR
V rámci práce byla navržena a prakticky implementována vizualizační a simulační 
knihovna  VISIMBOX.  Poskytuje  základní  infrastrukturu  pro  zobrazování 
trojrozměrných  scén  a  zjednodušený  fyzikální  simulátor,  použitelný  kupříkladu  pro 
simulace jednoduchých robotů. Ačkoli je knihovna v mnoha ohledech minimalistická a 
rozhodně nemůže přímo soupeřit s existujícími komerčními zobrazovacími systémy, je i 
tak značně rozsáhlá (velikost kódové báze včetně komentářů se blíží třem megabajtům 
zdrojových textů) a poskytuje solidní základy,  které je možné snadno dále rozšiřovat 
pomocí  zásuvných  modulů.  V současném  stavu  poskytuje  rozsáhlou  sadu 
matematických  a  geometrických  funkcí,  pro  většinu  technických  aplikací  plně 
dostačující  vizualizační  modul  a  editační  program knihovny VisimBuilder  umožňuje 
snadné a rychlé prohlížení 3D scén a jejich vytváření ze základních grafických primitiv 
nebo z modelů importovaných z jiných programů.
S ohledem  na  značnou  rozsáhlost  a  časovou  náročnost  nebyly  implementovány 
některé původně plánované prvky, kupříkladu zapojení skriptovacího jazyka přímo do 
systému,  jinak ale vše nasvědčuje tomu,  že navržená architektura systému a použité 
postupy byly vybrány dobře a umožňují snadné další rozšiřování o potřebné funkce, pro 
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