Abstract-Web service composition is mandatory when complex functional requirements cannot be satisfied by a single Web service. Because of the exponential growth of available Web services, their automatic discovery and composition are highly desirable tasks. This paper presents a new approach for automatic Web service composition based on the formalism of Fluent Calculus using semantic service descriptions. In our approach, the Web service composition process is viewed as an AI planning problem in the Fluent Calculus formalism. To semantically describe Web services, we have used a Web service domain ontology which is then translated into a Fluent Calculus knowledge base, necessary for the composition planning phase. For verifying the composed services, the Label Transition System Analyzer (LTSA) formalism is used. The paper also presents an experimental prototype for the Fluent Calculus based Web service composition and demonstrates its effectiveness with the help of an application scenario from the social event planning domain.
I. INTRODUCTION
In the last years, more and more resources have been made available over the Internet as Web services. By using XML based standards, such as WSDL, SOAP and UDDI, the Web services have become the main resources for managing the universal connectivity and interoperability of heterogeneous applications and services in the large scale distributed computing domain. The Web services promise to turn the Web from a collection of interacting documents into a vast library of programmatically invocable resources. This is the reason why the notion of service is of considerable interest for both industry and academic research.
The current standard technologies for Web services provide descriptions only at the syntactic level of their functionality, without any formal description of their semantics. The lack of any machine interpretable semantics requires human intervention for service discovery and composition. This drawback prevents the use of Web services in complex business contexts, where an automatic approach of these businesses is necessary. Semantic Web services enhance the existing standards by annotating the services with semantic descriptions provided by ontologies. The semantic descriptions are necessary in order to allow for automatic Web service composition. The need to automate the process of Web service composition can be best motivated by a simple social event planning scenario that will be used throughout the paper to illustrate our approach for automatic Web service composition by using the Fluent Calculus formalism.
" The necessity of service composition is evident from the above presented scenario. In a manual composition scenario, the user has to search for proper services (by using textual descriptions provided by service providers), then he/she tries (in a repeated try-error long process) to interconnect the services in an appropriate order until the sequence of Web services corresponding to the desired business process goal is achieved. Such a composition scenario is not feasible because of the huge number of services on the Web, their dynamic evolution (new services, modified services) and service ambiguous specification. In an automatic composition, the users' role is limited to specifying the composed service functional requirements and nonfunctional requirements. The system defines the data and control flow by assembling individual services based on their provided inputs and expected outputs.
There are two dimensions of automatic Web service compositions [6] : one that automatically generates the abstract composition model based on user specifications and one that locates the correct services when an abstract composition model is given. In this paper we focus on describing a method for the automatic generation of an abstract composition model based on the formalism of Fluent Calculus. We show how the planning capabilities of the Fluent Calculus can be used to automatically generate an abstract composition model. As a starting point, we take a Web service domain ontology for describing the capabilities of the Web services. Based on the semantics provided by the Web service domain ontology, we encode our Web service descriptions in the Fluent Calculus formalism and provide planning strategies for Web service composition. The Fluent Calculus was chosen to automatically generate an abstract composition model, since it allows for a formal definition of complex actions, preconditions and effects, under the frame assumption. FLUX [9, 10, 11] is used as the logic programming method that implements the mathematical formalism of the Fluent Calculus. To validate our composition approach, we have implemented a framework that automatically composes Web services. For testing the composed services we have used the Label Transition System Analyzer (LTSA) formalism [3, 4] and an enhanced LTSA execution engine.
The paper is organized as follows. Section 2 presents the formalism of Fluent Calculus and the FLUX logic programming method. Section 3 presents the algorithms for translating an OWL service specification (described by a Web service domain ontology) into an equivalent Fluent Calculus service specification. Section 4 describes our Fluent Calculus based composition strategies, while section 5 presents the implementation details of our framework and experimental results. Section 6 reviews several systems for automatic Web service composition. Section 7 concludes the paper and outlines future work.
II. FLUENT CALCULUS AND FLUX
The Fluent Calculus [11, 14, 15] Knows(f, s) , Kwhether(f, s) and KnowVal(x, f, s) . The macro Holds (f, z) denotes that the fluent f holds in state z. Holds (f, z) is defined as Holds (f, z) ≡ ( z') z = f ○ z' which say that z can be decomposed into f and some state z'. The macros Knows(f, s) , Kwhether(f, s) and KnowVal(x, f, s) The Fluent Calculus provides the mathematical formalism for the FLUX constraint logic programming method [10, 12, 13] . A FLUX program consists of three components: P kernel , P domain , and P strategy . P kernel is a set of constraint handling rules along with clauses which model the foundational axioms of the Fluent Calculus. P domain includes action precondition axioms, state update axioms, domain constraints and the initial knowledge state, while P strategy specifies a particular planning strategy according to which an agent acts. FLUX provides logical constructs for assembling primitive actions into complex actions such as concurrence, conditional, sequential, and non-deterministic actions. FLUX has a good computational behaviour due to the fact that it uses progression as the inference method.
III. TRANSLATION FROM WEB SERVICE DOMAIN ONTOLOGY INTO FLUENT CALCULUS
In order to be automatically composed, the Web services must be described in a way a composition engine can understand. In addition, the composition engine must also be able to understand the semantics of the user request. These semantics can be expressed using a Web service domain ontology. This section introduces our Web service domain ontology that semantically describes Web services and presents a translation algorithm from the ontology into the Fluent Calculus formalism. As specification language for our ontology, we have chosen to use description logics such as the OWL-DL sublanguage of OWL.
A. Web service domain ontology
Our Web service domain ontology defines the data and functional semantics of the Web services and provides a complete semantic description of the services. The data semantics defines the concepts that are used to specify the inputs and outputs of the Web service operations within the domain. The functional semantics defines the concepts that are used to specify the operations performed by the Web services within the domain, as well as their pre-conditions and effects. Using the concepts and properties captured in the ontology, a Web service can be specified by its functionality and a set of inputs, outputs, preconditions and effects as follows: WS = <WS_ functionality, inputs_set, outputs_set, preconditions_set, effects_set> where each tuple component represents its semantic description in terms of ontological concepts. In the above Web service description, the inputs_set represents the information required to invoke the service, the outputs_set represents the information returned by the service, the preconditions_set represents the additional constrains that must be true in order to execute the service operation, while the effects_set describes how the service execution changes the state of the world.
Our ontology is defined on two levels: top level ontology and domain level ontology. The top level ontology covers the generic concepts that semantically describe the domain Web services such as service, message, and restriction. The domain level ontology consists of concepts and properties specifying domain related knowledge such as types of service parameters (e.g., BallroomName) and functionalities (e.g., SearchBallroom).
1) Top level ontology
The central concept of the top level ontology (Figure 1 ) is the ServiceOperation class. This class will be further extended in the domain level ontology as to include information to describe domain specific service operations. The ServiceOperation class properties defined in the top level ontology include hasInput, hasOutput, hasPrecondition, and hasEffect. The range of the hasInput property is the Request class while the range of the hasOutput property is the Response class. The Request and Response classes are subclasses of the Message class and represent the input and output parameters of a service operation. The range of the hasPrecondition and hasEffect properties is the Restriction class which provides the necessary concepts and definitions for describing the Web service preconditions and effects. The preconditions are logical conditions that must be true in order to execute the service operation, while the effects describe how the service execution changes the state of the world. We describe the preconditions and the effects by Semantic Web Rule Language (SWRL) rules.
2) Domain level ontology
Domain level ontologies are derived from the concepts defined in the top level ontology. Domain level ontologies contain domain specific concepts and relations as well as domain specific rules. A domain level ontology is used for the semantic annotation of the services, for specifying the user's goal, and also in the process of service composition. A simplified graphical representation of the concepts and relations for the BallroomReservation Web service from a social event planning Web service domain ontology is presented in Figure 2 . The associated SWRL rules are presented in Table 1 .
The BallroomReservation class represents a specific business service operation from the event planning domain. Each service precondition and service effect is described by a SWRL rule specifying the relationship between the inputs and outputs of the service operation and the preconditions and effects of the service operation. The rules are labelled to enable the association of a rule with a service precondition or a service effect. In Table 1 , rules 1, 2, and 3 describe the preconditions and effects for the BallroomReservation service operation. The rules as expressed in the Human Readable Syntax of the Semantic Web Rule Language (SWRL). In this syntax a rule has the form: antecedent → consequent. The antecedent part can be expressed as a conjunction of atoms a 1 ∧ a 2 ∧ … ∧ a n while the consequent is expressed as a predicate. The interpretation of Rule 1 for the BallroomReservation service operation is given below (rule variables are prefixed with a question mark): "If the input of the service operation is available (hasInput(?webService, ?request)) and the output of the service operation is provided as a result of service execution (hasOutput(?webService, ?response)), and the service request contains (i) an event date (hasDate(?request, ?eventdate)) and (ii) a ballroom name (hasName(?request, ?ballroomName)), and the service response is a ballroom price (hasMoney(?response, ?price)), which is greater than 0 (swrlb:greaterThan(?price, 0)) then we conclude that the BallroomReservation service operation has successfully booked the ballroom for the given event date (isBooked(?ballroomName, ?eventdate))".
B. From Web service domain ontology to fluent calculus
The main mapping rules for translating the domain ontology model that semantically describes Web services into an equivalent Fluent Calculus (FC) service specification are presented in Table II . A service operation precondition is encoded in the Fluent Calculus as:
Poss(a, z) → π i where π i is a pure state formula in z (a first-order formula with just one free state variable z). If there are more preconditions, the formula is generalized using conjunction: 
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IV. FLUENT CALCULUS BASED COMPOSITION
We consider the W sition problem as an AI le, let's consider the BallroomRese service. For this service, the following precondition (expressed by the consequent of the corresponding SWRL rule) must be satisfied: "the user has a valid CreditCardAuthorization". Poss (BallroomReservation, Holds(isValid (CreditCardAuthorization) , z) As a result, the necessary conditions for an actio epresenting all the preconditions), are translated in the Fluent Calculus into action precondition axioms:
The algorithm for translating the OWL inputs and econditions of a Web service operation into action precondition axioms is described below. f o2 = isP isBooked(BallroomName, EventDate) ess the fundamental frame problem [9,1 e effects of an action are encoded into state update axioms in the Fluent Calculus. The state update axioms describe the effects of an action as a difference between the states before and after the execution of the action. A state update axiom for an action a is of the form:
where υ + and xpressed as a fluent collection) of action a under condition Δ(x, State(z)). The positive effects are the effects that hold after executing action a in state z while the negative effects are the effects that become false after executing action a in state z. The additional conditions under which the formula in the consequent of a state update axiom defines the relation between a state and its successor is expressed as Δ(x, State(z)). The additional conditions are automatically derived from the input parameters of the service operation which are expressed by the antecedent of the SWRL rules for the service effects.
An example of t means of Fluent Calculus state update axiom for the BallroomReservation service operation is given below. We have considered that only positive effects are relevant for automatic Web service composition.
The algorithm for translating the fects of a Web service operation into state update axioms is described below.
Inputs: a description of an OWL Web serv O = {o 1 , o 2, ...o n } -output parameters of the WS operation in terms of ontological concepts E = {e 1 , e 2 ,...e n } -effects of WS operatio consequent part of the corresponding SWRL rules I = {i 1 , i 2 ,…,i n } -input parameters of the WS operation expressed by the antecedent part of the corresponding SWRL rules A -a FC action associated to WS operation Output: sua -the state update axiom begin forall define ma
tology is a knowledge base which contains state update axioms and action precondition axioms.
STRATEGIES
eb service compo planning problem using the formalism of Fluent Calculus. An AI planning problem is generally described as a tuple <S, S 0 , G, A, T, P> where: S represents the set of all the possible states of the world; S 0 ⊂ S is the initial word state; G ⊂ S represents the goal state of the planner; A represents the set of all possible actions; the translation relation T ⊂ S x A x S defines the preconditions and effects for each action. The plan P consists of a sequence of actions that takes the planner from the state S 0 to the state G. In the Fluent Calculus, S is represented by fluents (that correspond to the inputs and outputs of the Web services), A is represented by all the possible actions available to be selected and T consists of action precondition axioms and state update axioms. The plan P is a situation, expressed as a sequence of actions, which can be executed in order to achieve the desired goal (Table 3 ). The plan actions can be organized according to the control structures defined by the fluent calculus that include: concurrent, conditional, nondeterministic and sequential actions. In our case, a plan consists of a sequence of stages, each stage consisting of a set of actions that are executed in parallel. planning process aims at generating a specific actio pl an, corresponding to the composite Web service consisting of a set of correlated actions. For the plannin process we have used both forward-chaining and backward chaining algorithms. The backward-chaining algorithm is well known and therefore, in the following, we focus on a multi-stage, forward-chaining algorithm for solving the composition problem. The composition algorithm starts by considering the user functional specification of the composite service input parameters encoded as list of fluents that represent the initial state Z , return P; g -0 . The algorithm tries to reach a goal state Z which contains all the user specified outputs. In each algorithm stage, all the actions (services) representing a subset of the user input parameters are selected. In the first stage, the query input parameters are considered as available inputs. In any intermediate stage, the outputs generated by the previous stage together with the initial user input parameters are considered as current inputs. For all the actions of the current stage, their preconditions are evaluated. An action becomes part of the plan only if its preconditions are satisfied. Once the action is included into the plan, its effects should be applied to the current state, determining a state transition. The algorithm ends when all the user query output parameters are produced. At this point, the redundant services which do not contribute to the query output parameters are eliminated. More exactly, we eliminate the services which provide outputs that are not requested by the user and the services whose outputs are not required as inputs by other services involved in the composition plan.
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EXPERIMENTAL RESULTS
idate our approach to automatic Web services based on the Fluent Calculus formalism, we have developed an experimental prototype that integrates the translation algorithm and the Fluent Calculus planning techniques presented above. For the current implementation, our framework focuses on the connectivity requirements and the evaluation of the correctness of the composition process. The connectivity requirements mean the reasoning about th entation is presented in Figure  4 .
he Ontology driven graphical user interface guides the us r query and th ngine uses the FLUX knowledge base to e input and output parameters of the Web services (the succession of services in a composition requires the compatibility between the outputs of a service with the inputs of its successor service). Verification of the service composition in terms of its correctness is necessary to guarantee the correct execution of services involved in the composition process.
A. Framework implem
The architecture of the framework T er in the composition process. It enables the user (i) to specify composition requirements in terms of functional parameters and ontology concepts, (ii) to initiate the logical composition for generating the abstract plan of the composition process, and (iii) to verify, validate and simulate the execution of the composed Web services by means of an enhanced LTSA Execution Engine.
The OWLToFLUX Translator reads the use e OWL domain ontology and generates the equivalent specifications in the Fluent Calculus / FLUX formalism. The translation result is a FLUX knowledge base that contains a set of Fluent Calculus actions, a set of action precondition axioms, a set of auxiliary axioms including domain constraints, and set of state update axioms to specify the effects of an action.
The Composition E create an abstract composition plan which achieves the composition goal. At the current stage of our work we have implemented only sequence and concurrency as composition control constructs. Our composition engine has been written in FLUX [10, 12, 13] and implements the multistage forward and backward composition strategies.
For testing and executing the composed services, an LTSA ecution Engine is used. LTSA [3] is a verification tool for concurrent systems which mechanically checks that the specification of a concurrent system satisfies the properties required by its behaviour. In LTSA, a system is modelled as a set of interacting Finite State Machines (FSM). Using the LTSA integrated in our framework, the user can view the composition plan as a FSM with the elementary Web service operations (actions in Fluent Calculus) as state transitions where all the intermediate states that can be reached during the execution of the composed Web service.
To use the LTSA tool for simulating the e mposition plan, we have developed an LTSA Generator which transforms the abstract composition plan into a FSM. The LTSA Generator provides the state transitions according to the composition plan. The LTSA Generator extracts the stages from the composition plan and generates a FSM for each stage by making a parallel composition from all the stage actions (services operation). The final state of the FSM corresponding to stage n will be the start state of the FSM corresponding to stage n+1. The resulting FSM obtained as the concatenation of the FSMs corresponding to all stages is passed to the LTSA Execution Engine, which displays a visual representation of the resulting FSM, allowing the user to view and analyze the order and dependencies among the Web services of the composition.
B. Experimental results
This section presents a cial event planning domain, as generated by our framework. We show in a step-by-step process how the composition and execution of complex services actually work. Assume that we want to organize a wedding party as the result of a composed process. To organize a wedding party we want to reserve a ballroom, to hire a catering firm for the menu and a decorating firm for the wedding decor, a cameraman, and a DJ. The Web service capabilities are described by using a Web service oriented domain ontology, which is translated into the fluent calculus formalism, more exactly into FLUX. The domain ontology has been manually created to semantically describe the Web services for the social event planning domain. The goal is indicated in terms of its functional parameters -the requested inputs and outputs for the composed Web service -which represent ontological concepts. The composition process goal is to determine a composed service (WeddingParty) given the set of process inputs (specified by a Credit Card Number, the Number of Persons, the Person Name who makes the reservation, the Event Date and the Price Range), the set of process outputs (specified by Ballroom Price, Food Price, Cameraman Price, Ballroom Confirmation, and Food Confirmation) and a set of atomic services. The composition goal is also translated into the fluent calculus. More exactly, the inputs create the initial state for the composer, and the outputs represent the goal state that must be achieved by the composer. A description of some of the services used in the composition process as well as the initial state and the goals expressed in FLUX are shown in Table 4 .
To generate an abstract Web service com n choose one of the two composition strategies based on forward-chaining and respectively, backward-chaining algorithms. The composition result is tested and validated with a LTSA engine. The composition tool user interface containing social event planning specific data, the composition flow and the composition verification for the WeddingParty composition is presented in Figure 4 . rable amount of research automatic Web service composition. In this section we review some of the existing works that are most relevant to our approach.
SHOP2 [7, 8 ed planner for composing Web services. The SHOP2 planner is applied for the automatic composition of Web services, which are supplied with OWL-S descriptions [8] . The authors provide a translation algorithm from OWL-S service descriptions into a SHOP2 domain. The correctness of the algorithm is proved by showing the correspondence between the semantics of SHOP2 and the situation calculus semantics of the OWL-S process model. SHOP2, like the HTN planning, is based on the notion of composite task that can be refined by decomposing the tasks, until arriving at atomic tasks (that correspond to available Web services) In [1] and [2] , the use of the Event Calculus has been pr based on the notion of generic procedures and customizing ulus as a formalism for programming Web se proach is similar with McIlraith's in terms of oposed as a solution for the Web service composition problem. It is shown that when a goal situation is given, the event calculus can find suitable plans (Web service compositions) by using an abductive planning technique. A formal framework that shows the Event Calculus description of generic composition procedures is presented. The main contribution of this work is a translation algorithm from OWL-S semantic descriptions of Web services into the event calculus. The event calculus framework is presented as an alternative approach for building agent technology, user constraints.
Situation Calc rvices has been used by McIlraith and Son [4] . They argue that an enriched version of the GOLOG programming language provides a natural formalism for programming the Web services. These contributions are accomplished by developing the ConGolog interpreter which communicates with the Web services via an Open Agent Architecture (OAA).
Our ap co rograms, implementing the Situation Calculus, ap y of the knowledge inference in VI. CONCLUSIONS AND FUTURE WORK Pres in the co described a new approach for Web se rk to co mputational model, since both approaches have the roots in the theory of Situation Calculus. Like the Situation Calculus, the Fluent Calculus offers a solution to the fundamental frame problem but the two solutions are complementary. In the Situation Calculus, the successor state axioms describe how a particular fluent may be changed by an action, whereas the state update axioms in the Fluent Calculus describe (for a particular action) which fluents are changed by an action. Another difference between this approach and our approach is related to the programming languages that implements the two formalisms.
GOLOG p ply the principle of regression [15] to evaluate if a property holds in a certain situation. The property is recursively expressed for the previous situations until the initial situation is achieved when the fully regressed formula can be checked against the initial world model. As a result, the computational complexity of evaluating property validity is dependent upon the length of the history. This is efficient for short action sequences, but the computational effort increases with the number of performed actions. In GOLOG, the description of the current state is given by the initial state and the actions performed to reach the current state. As opposed, in FLUX, a state is represented explicitly. While GOLOG uses a regression-based reasoning, FLUX applies the principle of progression to evaluate the conditions in agent programs. An initial world model is updated after an action being executed, and the model is progressed through the action sequence performed by the agent. The updated model is used directly when evaluating a property in the current situation. The computational complexity of assessing the validity of a property does not depend upon the length of the history. This means that the computational effort remains the same, independently of the number of performed actions.
In conclusion, the complexit GOLOG [4] increases exponentially with the number of actions, which is in contrast with FLUX that infers knowledge in a linear time. Moreover, the progression provides an efficient solution to the frame problem, since the unaffected state knowledge remains the same in the successor state. ent businesses strive for a continuous decrease st of the provided solutions, for the ability to absorb and integrate new business partners and new customers. The automatic composition of Web services is an important step towards this direction.
In this paper we have rvice composition based on domain ontology and Fluent Calculus formalism. The main contributions of our work consist of an OWL to Fluent Calculus translation algorithm and a Fluent Calculus based planning strategy. The composition strategy has the roots in the AI planning domain and takes the advantage of the Fluent Calculus formalism that uses progression as the reasoning mode. To test our approach, we have implemented an experimental prototype. The experimental prototype covers the following stages of the composition process: it captures the user request, generates a solution for the semantic Web service composition by using the Fluent Calculus and finally, it tests and validates the solution by means of the LTSA execution engine. The composition flow is automatically derived, without the need for any manual intervention. As main compositional control structures, our prototype uses sequential and concurrent operations. Our experimental prototype has been tested on two scenarios: a trip planning scenario and the social events planning scenario for planning events such as weddings or birthday parties.
As future work, we intend to extend our framewo pe with other semantic Web service descriptions such as OWL-S [19] and WSMO [6] . Another aspect that will be taken into account is to extend the Composition engine module with other Fluent Calculus based planning strategies and to enhance the composition algorithms by introducing error handling and compensation facilities.
