We develop an effective interface tracking method to simulate the incompressible Stokes flow with moving interfaces. The Stokes equations are first rewritten into a system of elliptic equations with singular sources which can be efficiently solved by a simple weak formulation proposed in [11] . The key idea is to first split the solution into a singular part and a regular part additively. The singular part captures the interface conditions, while the regular part approximates the equations in the whole domain, which can be solved by the standard finite element formulation. We carefully design numerical methods to interpolate the velocity to the moving interface. Numerical tests are carried out to demonstrate the accuracy and other properties of our method.
Introduction
In this paper we develop an interface tracking method for solving the incompressible Stokes flow problem with moving interfaces. The method is developed based on a uniform triangular mesh and does not require mesh adaptivity. In general, it can also be extended to a nonuniform triangle mesh. One main ingredient of the method is an elliptic interface solver which gives the instantaneous velocity and pressure in the flow. There are many possible choices. For example, we can apply the immersed boundary method (IBM) proposed in [38, 39] , the immersed interface method (IIM) in [26] , the ghost fluid method (GFM) in [5] and an extension in [34, 35] , and a weak formulation solver developed in [10] and later extended to [13, 9, 12, 11, 54, 58, 57, 56, 55] .
The IBM is a diffuse interface non-body-fitted solver focusing on the information near the boundary. It considers only the singular source on the interface but extends their influence to the near boundary cells by using a smooth discrete delta function. Due to the discrete delta function, it is in general of first order accuracy on the interface. Some high-order IBMs have been designed in [20, 4] and some high-order discrete delta functions have been developed in [49, 50, 51] . The IBM was first applied to the moving interface problems in [53] . Later, with the high-order schemes designed, [46, 21, 18, 17, 3] have applied IBM to several moving interface problems, including the Stokes flow and the Navier-Stokes flow problems. These works have also provided a solution to handle the topological changes during the interface moving in two-dimensional case in [18] . Recently, the IBM has been extended to three-dimensional cases in [14, 19, 43] . A summary of IBM and its applications can be found in [39] .
Similar to IBM, the IIM is also a non-body-fitted solver while it focuses on the sharp interface. In IIM, the finite difference scheme is used to discretize the interface problem by modifying the information at irregular grid nodes, which enforces the discrete elliptic operator satisfying the conditions on both sides of the interface. This idea is proposed by fitting the interface jump conditions at interface grid nodes with local Taylor expansions of the elliptic operator near the interface. The IIM is of second-order accuracy for both irregular and regular area and preserves the jump conditions between inside interface area and outside interface area. [30, 31, 1, 33] have also proposed some more efficient and robust versions of IIM. The IIM can also be extended to moving interface problem. The first application is to solve the Stokes Flow problem in [28, 27, 29] . Later, the IIM has been successfully applied to the interface related problems including [6, 32, 48] .
Some modified IBM and IIM have been proposed to solve the interface elliptic problems, such as the decomposed immersed interface method [37] and ghost-cell immersed boundary method [52] . There are also series of papers which combine two methods, IBM and IIM, to solve the moving interface problems in [16, 15] . Furthermore, more methods using Cartesian grids take use of the phase field method [2] and the capacitance matrix method in [40] .
The elliptic interface solver in this paper is based on a weak formulation to solve the elliptic interface problems developed in [10, 11] . It is of second order accuracy and takes advantage of non-body fitted numerical method for elliptic interface problem with discontinuous jump conditions and singular source terms. The main idea is to decompose the solution into two parts, a singular part and a regular part. The regular part fits the elliptic equation without any jump conditions. While the singular part is explicitly constructed by the general finite element base function to recover the discontinuous properties inside and outside the interface. We simply treat the singular part as correction term mentioned in other elliptic interface solver. Since the singular part can be calculated directly, the formulation can be viewed as a type of unfitted finite element method with general matrix coefficient. With this elliptic interface solver, we follow the idea of [27] and solve the Stokes flow problem separately by decomposing it into three elliptic equations. During the procedure, we modify the velocities equations with variational form which improves the calculations and does not require the derivatives of pressure.
Most methods we discussed above require one to solve a linear system Ax = b. The efficiency of the overall numerical approach for the moving interface problem, therefore, depends heavily on two main issues. One is whether the method requires the reconstruction of A as the interface evolves. The second one is whether an efficient solver exists for the linear problem which explores the structure of the matrix. General FEM methods, including the FEM implementation of the IIM, unfortunately require the construction of the matrix A at each time step since the basis function depends explicitly on the location where the moving interface crosses the mesh.
Comparing the elliptic solver we are using based on [11] with the one from the FDM based IIM, we find that both methods modify only the right hand side vector b at different time steps as the interface evolves if there is no jump in the diffusion coefficients. For different interface structure, the IIM uses the Taylor expansion to approximate the local geometry and fit the jump conditions by incorporating it explicitly to the b, while the current method uses the same base functions in all mesh. It imposes the jump conditions by extracting the singular parts of the solution in those interface elements which can then be absorbed into the right hand side coefficient vector b right away. However, because we are using the weak formulation, we are able to apply integration-by-parts in the proposed formulation to replace ∇p when solving for the moving velocity in the domain. This provides a simple yet accurate way to update the velocity, which is not straight-forward in the FDM based approach.
The rest of the paper is organized as follows. In Section 2, we give the background of the Stokes flow with elastic boundary. In Section 3, we summarize the elliptic solver proposed in [11] . We then modify the Stokes flow and rewrite the system to fit the elliptic solver. The details are given in Section 4. The numerical implementation details and some numerical experiments are presented in Sections 5 and 6, respectively, followed by a comparison with other methods and also a conclusion.
The Mathematical Model
2.1. The Stokes Flow. We solve the two dimensional model of Stokes flow given by
where u is the velocity, p is the fluid pressure, ν is the fluid viscosity, and F is the boundary force such as an elastic force or surface tension. With the incompressibility condition, we can easily decouple the Stokes equation (1) (2) into three Poisson equations:
where F = (F 1 , F 2 ); F 1 and F 2 are the components of the force in x and y directions. Here, we assume that the fluid viscosity ν is constant. For convenience, we take ν = 1 in this work.
The moving boundary is parameterized by Lagrangian variables X(s, t) which represent the points at t. The variable s is the arc-length parameter. Then we can write down the force distribution using the two dimensional Dirac function:
We consider a moving interface problem which simulates the evolution of elastic membrane, where the force density f can be given by
The restoring force of the stretched boundary is set as force for an elastic boundary. If s 0 is the arc-length measure along the unstretched boundary, then there is a continuous mapping between s and s 0 given by s 0 = ψ(s).
From the generalized Hooke's law, the tension T (s, t) is therefore given by
where T 0 is the tension coefficient which describes the properties of the elastic band. Here we assume it is uniform along the band. The larger the chosen T 0 is, the stiffer the elastic band and the larger force will be generated. The tangent of the interface is given by τ (s, t), where
Therefore the force density f can be obtained by
where n is the normal direction and κ is the curvature, which is defined by ∂τ /∂s = κn. If the tension T linearly depends on ∂X(s,t) ∂s0
(i.e. the tension depends on the arc-length linearly), we can simply obtain the following forcedensity model
where γ is the surface tension coefficient.
Jump
Conditions Across the Interface. Because of the singular forces on the interface, the solution to the Stokes flow will be non-smooth or discontinuous. Applying the unit normal vector n and unit tangent vector τ on the force density f (s, t) = (f 1 , f 2 ), we can obtain the force density f (s, t) = (f 1 ,f 2 ) on normal and tangential components.
where θ is the angle between the x-axis and the outward normal direction. Botĥ f 1 andf 2 can be related with the jump conditions for pressure and velocity as follows:
These jump conditions were derived in [28] . Here, we just use the same notation for clarity. The notation [·] is the jump denoting the difference of value outside and inside the interface Γ. Similar jump conditions were also used in [32] for solving Navier-Stokes equations with the moving interface problem.
A Weak Formulation of the Elliptic Solver
In order to solve the serial Poisson equations, we need to construct the Poisson solver which works with explicit or implicit interface representation. In this work, we follow the elliptic interface solver based on a weak formulation developed in [11] . We briefly discuss the method here for completeness and refer interested readers to the reference thereafter.
The Weak Formulation.
Consider an open boundary domain Ω ⊂ R d . Let Γ be the interface of co-dimension one, which divides the domain Ω into two parts, the inside domain Ω − and the outside domain Ω + . In other words, Ω can be separated into three parts Ω = Ω − ∪ Ω + ∪ Γ. Here, we assume that the boundary ∂Ω and the boundary of the subdomains ∂Ω ± are Lipschitz continuous. Then, we can also obtain Γ is Lipschitz continuous. A unit outward normal can be defined a.e. on Γ.
With these settings, we seek for the solution to the following elliptic equation with piecewise smooth variable coefficient
where x = (x 1 , · · · , x d ) denotes the spatial variables and ∇ is the spatial gradient operator. The coefficient β(x) is assumed to be a matrix that is uniformly elliptic and continuously differentiable on each subdomain. However, it may be discontinuous across the interface Γ. The source term f (x) is assumed to be in L 2 (Ω). The jump conditions in the solution and the flux across the interface Γ can be given by
where a(x) and b(x) are given along the interface Γ and "±" represents the limitations from the subdomains Ω ± . Specifically, we use the Dirichlet boundary condition on the outer domain boundary
where g is a given function on the out boundary ∂Ω.
The key idea of this weak formulation solver is to decompose the solution u(x) into two parts:
where u r (x) is the regular part of solution, which is achieved without the jump conditions with first derivatives across the interface Γ, and u s (x) is the singular part which captures those jump conditions of u(x) across the interface. The definition of u s (x) satisfies
Remark 3.1. Generally, the regular part of decomposition u r (x) needs not to satisfy some homogeneous jump conditions. Instead, we implement it with [u r ] = 0 and [∇u r · n] = 0, and then couple u s and u r by equation (9) . If we can linearly construct
, we can write down a weak formulation to find u r (x) ∈ H 1 (Ω), which satisfies the original elliptic problem
for all test function φ(x) ∈ H 1 0 (Ω). Then we can obtain the solution of original elliptic problem simply by u = u r + u s .
Remark 3.2. If we have β(x) being continuous across the interface, which means
[∇u r · β · n] Γ (x) = 0 , the singular part u s is independent with regular part u r and the above weak formulation can be reduced to a simper form, by finding the u r (x) ∈ H 1 (Ω), which satisfies the original elliptic problem as follows 
We enforce the jump in u at the two end points D and E, and the flux jump at the middle point M . This leads to a set of equations on c 1 , c 2 and c 3 given
Denote the coefficient matrix to be P . We have the following theorems.
Theorem 3.1 ([11])
. If (i) β is a symmetric positive definite matrix and has no jump across the interface, or (ii) β > 0 is a scalar and the triangle is non-obtuse, then the coefficient matrix P is non-singular.
Theorem 3.2 ([11]
). The constructed piecewise linear function u r +u s with proper extension (defined above) approximates the piecewise smooth function w to the second order, i.e., ∀x ∈ ABC, |ψ
where h denotes the size of the non-obtuse and shape regular triangle ABC. Here we only introduce the most general case as discussed in [13, 9, 11] . There are indeed some special cases, in which interface cut the triangle in different ways. For example, [54] has discussed all the possible situations which have not been listed here.
Coupling the Elliptic Solver to the Stokes Flow
Here, we first rewrite the Poisson equations in the Stokes flow into weak formulations that fit the elliptic solver developed in [11] .
Variational Forms for the Pressure Poisson Equation.
The Poisson equation for the pressure is ∆p = ∇ · F . We will solve the Poisson equation in constant media (β(x) = 1). By using the formula introduced in the last section, we can obtain the variational form of Pressure Poisson equation as follows:
where p r and p s represent the regular part and singular part of pressure. The functionf 2 is the force density in tangent direction, which is given when interface is fixed.
A Variational Form for the Velocity Poisson Equations.

A General Approach to the Velocity Poisson Equations.
Once the pressure is calculated from (11), we can obtain the velocities of x and y components through the two elliptic equations. In order to solve the Velocity Poisson equations, we need to obtain p x and p y for all grid points using the previous pressure information p ij on the grids. However, it is not an easy job due to the discontinuity of pressure. The work in [29] has proposed a local interpolation method to get p x and p y on the grids. The basic idea is as follows: at a regular grid point, the derivative of the pressure is computed using simple central differences. At an irregular mesh point, on the other hand, we apply a finite difference formula based on only data points from the same side of the interface. In case when both neighbors are from the opposite side, we apply an interpolation formula as follows:
The sign in the equation depends on the side of the interface where (x i , y j ) is located. The point (X *
By applying Taylor expression to (12) , it is easy to prove that the interpolation designed above is of first order accuracy in irregular meshes. However, for Finite Element methods, when we derive the variational form for weak solution, we need to calculate the integrals of p x and p y inside the meshes. For regular meshes, it is easy to extend. When integrating the irregular meshes, not only the values on grid points are needed, but also the values on intersections between interface and grid lines are necessary. One way to get these values is to use the piece-wise linear or high order nonlinear interpolation with jump conditions as constraints, yet the accuracy may be lost and the calculation time in each time steps will increase. The method we want to propose in the following is a simple modification which fixes the problem by using a mesh integration coupled with jump conditions without an explicit dependence on p x and p y . However, since F 1 is defined only on the interface (i.e. in Ω + and Ω − ), we can calculate the Poisson equations separately without adding the extra force F 1 ,
In each domain, Ω + and Ω − , we apply integration by parts which leads to
where n = [cos θ, sin θ] and
Adding these terms together, Eq.(13) can be rewritten to the following equation with jump conditions,
By the jump conditions
we finally obtain the following new weak formulation for Velocity Poisson equation without p x Ω ∇u r · ∇φdx = −
Similarly, for the y component, we have
where f 1 and f 2 is the force density in x and y component and p = p r + p s can be obtained by Eq. (11) . In this work, we use regular triangles and therefore ∂φ ∂x and ∂φ ∂y can be easily obtained.
Numerical Algorithm
The numerical methods to simulate the interface Stokes interface problem can be summarized as follows. All detailed descriptions of each step will be given in the corresponding subsections. 1) (Section 5.1) Collect the control points or the foot points. Then calculate the intersection points between interface and triangle elements. Generate a periodic cubic spline by the control points {X 
Interface Representation.
At any time step t n , the interface is represented by a given finite set of control points or foot points. Many methods can be used to represent the interface, such as the spline, the grid-based particle method (GBPM) [24, 25, 23] , the Cell-based particle method (CBPM) [8] . In this work, however, we consider only a set of points which is represented by periodic cubic spline. The Lagrangian points {X We use a periodic cubic spline X(s, t) = (X(s, t), Y (s, t)) which interpolates all control points to express the moving interface at t n = n∆t, where s is the arclength parameter of interface. Because of the cubic spline representation, we can easily calculate the force acting along the interface. First, we can compute ∂X/∂s at every control points. Since the relationship between control points and the corresponding points on the unstretched interface is given, we can easily obtain the surface tension T (s, t n ). By multiplying the tension with the tangent vector, we have the tangent force w(s, t n ) = T (s, t n )τ (s, t n ). As mentioned in [28] , we do not differentiate w(s, t n ) to get the force density along the interface directly, but use its value at control points to generate a new periodic cubic spline and get the first derivative. Figure 2) ; 2) getting the midpoints of each triangle (e.g. for p 1 p 4 p 5 , we have m 1 , m 2 , and m 3 ); 3) calculating the integration with basis function separately by
Discretization of the
For the static case, the function f is given in the calculation domain and we can get f (p) directly. For general moving interface problem, however, we only have values of f on grid points. So, in this case we should interpolate the value of f separately with the jump condition carefully incorporated if f is discontinuous.
In particular, we approximate f (p) using a piecewise linear function along the side (intersected by the interface) of an interface triangle and incorporating the interface conditions at the intersection. We may use a high order approximation of f (p) at interface triangles, which will involve more neighboring vertices, and incorporate jump conditions at the intersection.
Other integrations in an interface triangle are 
Our method can be easily extended to a general triangular mesh. In Example 6.2, we apply our method to a triangular mesh with adaptivity near the interface. The discretized Poisson equation is solved by FFT [47, 53] on rectangular grids and by the algebraic multi-grid method [45, 41, 42 ] on a triangular mesh.
5.3.
Interpolating the Velocity at the Control Points. Since we have the velocities in the x-and the y-components on the grids, we interpolate them from grid points to interface points. In other words, we need to find U k and V k at all control points (X k , Y k ). However, since the velocity is not smooth across the interface, we need to carefully use the interface jump conditions to fix the interpolation procedure.
Because of the proposed weak formulation, a simple way to interpolate the velocities on boundary is to reuse the coefficients from regular-singular splitting of the solution. In particular, taking a typical point x k on the interface as an example, we describe the way to interpolate the grid values U to obtain the value U k at x = x k . The first step is to determine the corresponding triangle containing the location x k . If we use the GBPM/CBPM, such triangle is known automatically since the control point is the representative of a certain cell. Otherwise, a searching method has to be implemented. Let φ A (x), φ B (x), and φ C (x) be the linear basis functions defined on the triangle. The function at the control point x k can then be computed by
with the regular part u h r constructed using the linear combination of three vertexes as in the general finite element method, i.e.
while the singular part u h s is constructed as a linear function separately using Eq. (10) .
Other interpolation methods might also be possible. For example, [22] has proposed a slightly more tedious bilinear interpolation method incorporating the jump condition near the interface. The approach is more natural for rectangular mesh. Nevertheless, we have also implemented that approach and found that the solutions obtained are of similar accuracy. 5.4. Updating the Interface. To evolve the interface, the simplest method is the forward Euler scheme where the control points are updated explicitly by
where U n k and V n k represent the local velocity in the x-and the y-components interpolated by the grid values as discussed in the previous section. However, because of the stability condition, the method requires a very small time-step. To relax such CFL condition, we recommend the following implicit Trapezoidal approach by solving
where U n (X n ) defines the velocity of the interface at X n and time t n . The next position X n+1 is determined by solving the following system of nonlinear equations
which can be solved using the Broyden-Fletcher-Goldfrab-Shanno (BFGS) method as described in [7, 44] . The BFGS method is a quasi-Newton method used to solve the nonlinear system (14) iteratively to calculate the location of the moving interface. Within the iteration, it needs to solve the linear system three times for the singular force f to impose the prescribed velocity at the fixed interface at t n to ensure the interface condition for the velocity is satisfied. This is necessary because the velocity field and pressure field are updated at every iterations of the BFGS method. We find that in most of the following numerical examples, we require only 2 to 3 iterations in each time-step since X n provides a good initial guess for X n+1 .
6. Numerical Experiments 6.1. Relaxation of an Elastic Elliptic Membrane. This example was first introduced in [53] for testing the performance of the IBM and was also used in testing the behavior of the IIM. The initial interface is an ellipse with the semimajor and the semi-minor axes given by a = 0.75 and b = 0.5, respectively. The ellipse is located at the center of the computational domain initially. The unstretched state of the membrane is a circle with radius r 0 = 0.5. Due to the restoring force on interface, the ellipse will converge to an equilibrium state given by a circle with radius r = √ ab which is larger than the unstretched circle because of the incompressibility of the inner interface fluid. The setup of this example is shown in Figure 3 . Figure 4 shows the solutions at the initial time t = 0 before we advect the interface. To check the accuracy of the elliptic solver for the Stokes flow, we compare the solutions with the fine mesh solution. Table 1 shows the error in the computed pressure and the velocity at the initial time. We compute the solution using the fine mesh (N = 320) and regard it as the exact solution. The ratios in the errors are approximately 4, implying that the solutions are approximately second order accurate.
During the interface evolution, we compute the longest (r max ) and the shortest (r min ) distances from the control points to the origin of the computational domain at each time step and regard the solution as the equilibrium solution when |r max − r min | < 10 −5 . Figure 5 shows the plot of r max and r min as a function of time. In the steady state when r max r min , the interface relaxes Table 1 . (Example 6.1) Errors in the pressure (p) and velocity (u and v) at the initial time t = 0 on the grid mesh.
to a circle with the pressure given by a piecewise constant function, as shown in Figure 6 . In this equilibrium state, the flow is steady and so both u and v are zero. Table 2 shows the velocities at the steady state computed using different sets of mesh. Finally, we show in Figure 7 the convergence rate of r max at t = 0.5. The rate is roughly 2. (u, v) . The initial interface is a circle with radius r = √ ab on the control points. The exact solution for this case is u = v = 0. Here we use the algebraic multigrid to solve the linear system instead of FFT due to the nonuniform grid. Figure 9 shows the solutions at the initial time t = 0 before we advect the interface. Compared with the solution in Figure 4 , we found that the two results have very similar pattern in both the pressure and the x-component velocity. a seven-folded shape with the unstretched interface given by a circle of radius r 0 = 0.3. The evolution of the membrane is shown in Figure 10 . Figure 11 shows the velocity field and the pressure contours at the intermediate time t = 0.2. Figure 12 , we show the velocity field of multi-interface relaxation at initial time and pressure distributions from t = 0 to t = 10. When t = 10, the pressure distribution nearly reaches the equilibrium state. The pressure in Figure 12 (d) is nearly uniformly distributed. From Figure 12 (a), we can see the velocity field for Multi-interfaces relaxation problem is well captured. From Figure 12 (b)-(c), we can see the sharp pressure profiles along the moving interfaces.
6.5. Relaxation of an Elastic Membrane with Discontinuous Diffusion Coefficients. In this example, we modify the previous example by considering the relaxation of an elastic membrane with with discontinuous diffusion coefficients across the interface. We follow a similar setting as in Example 6.1 so that the initial state of this simulation is an ellipse with the semi-major and semi-minor axes given by a = 0.75 and b = 0.5, respectively. The tension coefficient T 0 is set to be 1 in this case, while ∇p = ν(∇ · (β(x)∇u)) + F(x, t) , ∇ · u = 0 .
with β(x) is a discontinuous function across the membrane and is given by
for some constant ρ. Figure 13 shows the evolutions of the largest and the shortest distances from the origin along the elliptic membrane under different value of ρ. For ρ equals one, the setup reduces back to the original one in Example 6.1. We notice that as one increases the value of the diffusion coefficient of the interior fluid, it takes a longer time for the membrane to return to its equilibrium state. The blue line is the longest distance, while the red one is the shortest distance from the origin.
Conclusion
We develop an efficient Stoke flow solver based on a weak formulation. Compared with the finite difference method using the IIM in computing the flow velocity on the interface, the proposed method does not require interpolating the derivatives of the pressure p x and p x at irregular grids with jump conditions. Because of the weak formulation, our method is easier to implement and is more accurate in evaluating the correction terms near the interface.
While the periodic cubic spline is used to represent the interface in the current work, some other interface representation methods such as the level set method [36] , the GBPM [24, 25, 23] or the CBPM [8] can also be applied which might provide a more robust handling of topological changes or a better numerical accuracy. Although we consider only two dimensional flows for the moment, the weak formulation elliptic interface solver can be well-extended to three dimensional cases with a possible challenge in incorporating a good representation of a moving interface.
