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VDURWUURD 
Een van de doelstellingen, die de samenstellers van ALGOL 60 voor 
ogen heeft gezweefd, is geweest, dat AlGOL 60 de enorrne mogelijkheden 
van de moderne automatische rekenmachines binnen het bereik zou brengen 
~ill. een grote groep potentiele gebruikers, met inbegrip van die gebruikers 
voor wie een automatische rekenmachine in de •~erste plaats een stuk 
gereedschap is, dat ze zouden kunnen gebruiken om de resultaten te ver-
krijgen, die hen interesseren. Bij de compositie van ALGOL 60 is er naar 
gestreefd, 11dat dit stuk gereedschap lekker in de band ligt11 • 
Het is verder de bedoeling, dat de taal ALGOL 60 voor de beschrijving 
van een berekening gebruikt kan warden, onafh~nkelijk ervan, welke speci-
fieke machine voor de werkelijke ui tvoering ervan gekozen wordt. Om te 
kunnen garanderen, dat twee verschillende rekenmachines op eenzelfde 
ALGOL 60 prograrmna voldoende gelijk zouden reageren, was het nodig eerst 
de taalregels van ALGOL 60 precies vast te le6.:sen. Aldus is geschied en 
deze taalre6els zijn in een ongebruikelijke, maar voor dit doel noodzake-
lijke ondubbelzi.nnigheid vastgelegd in het officiele ALGOL 60 rapport 
"Report on the Al13oritbmic Language ALGOL 60., by J.W. Backus e.a. 11 • 
Als leerboek is dit rapport nooit bedoeld en dit heeft vanzelfsprekend 
tot gevolg, dat voor hem, die voor zijn eerste kennismaking met AWOL 60 
op het officiele rapport is aangewezen, de weg tamelijk moeilijk is. 
Onnodig moeilijk zelfs. 
Om de kennismaking te vergemakkelijker1 is deze syllabus geschreven. 
Ten opzichte van het officiele rapport heeft dit dupliceringen met zich 
meegebracht, zij het in andere bewoordingen; wij stellen er prijs op te 
verklaren, dat waar onverhoopt de strekking van deze syllabus afwijkt van 
de bedoelingen van het officiele rapport, het laatste doorslaggevend is. 
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INLEIDING 
ALGOL (een samentrekk.ing van ALGOrithmic Language) is de na.am van 
een ta.al, die ontworpen is met het doel, rekenprocessen te beschrijven. 
Deze ta.al is zo precies gedefinieerd, dat een in ALGOL opgestelde be-
schrijving van een rekenproces voor een rekenmachine voldoende is, om 
dit proces ook werkelijk uit te voeren. 
Op de Rekenafdeling van het Mathematisch Centrum is voor de X1 een 
methode ontwikkeld om in ALGOL opgeschreven rekenprocessen - kortweg 
ALGOL-progra.mmas genoemd - uit te voeren. De verwerking van een ALGOL-
programma geschiedt in de volgende fasen. 
De tekst van het ALGOL-programma, opgesteld met inachtneming van de 
regels, die wij hieronder zullen expliceren, wrdt uitgetypt op een z.g. 
Flexowriter. Dit is een electrische schrijfinachine, die alles wat men er 
op typt tevens vast kan leggen in een zevengats papieren ponsband. De 
band, die door een Flexowriter geproduceerd wrdt, is een medium, dat 
grote analogie vertoont met de iets smallere vijfgats telexband, die in 
de automatische telegrafie gebruikt wrdt. Dmdat de band van de Flexo-
writer breder is, kurmen we er wat meer symbolen op vastleggen dan in de 
telex band. Zo kent de Flexowri ter eL'lte letter in duplo, nl. eenmaal ala 
hoofdJ.etter en eenI!Ral als kleine letter, zulks in tegenstelling tot de 
telex, die ma.ar een enkelvoudig alfabet kent. In het volgende zullen we 
zien, dat we dit grotere aantal symbolen heel goed zullen k.unnen gebru.1ken. 
(Bovendien kan de Flexowriter gebruikt worden om de tekst, die eenmaal in 
een band geponst is, autmatisch nog een keer uit te typen: behalve een 
ponsstation heeft de Flexowriter nl. ook een leesstation. Een hierin 
gelegde band kan nog eens uitgetypt warden en desgewenst en passant 
bovendien weer geponst worden. De Flexowriter is dus ook bruikba.ar als 
band.reproducer.) 
De band, die op de Flexowriter geproduceerd is en waarin de tekst van 
het ALGOL-progra.mma nu is vastgelegd, kan door de X1 zonder meer verwerkt 
wrden. Deze verwerking geachiedt in tweeen. De Xl beschikt over een z.g. 
"vertaalprogra.mma" ( de MO-vertaler), waardoor de zevengats band met ALGOL-
tekat gelezen kan wrden. Terwijl deze tekst gelezen wrdt, wrdt meteen 
deze ALGOL-beschrijving vertaald in een rekenvoorschrift, dat meer is a.an-
gepaat aan de eisen, die de Xl met het oog op vlotte uitvoering van het 
rekenprocea mag stellen. Het resultaat van deze vertaalarbeid, dat het z.g. 
"objectprogra.mma" genoemd wardt, wrdt onder de hand weer uitgeponst. De 
vertaler produceert uit een ALGOL-progra.mma dus een aequivalent object-
progra.mma., Als dit gebeurd is, heeft de zevengats band met ALGOL-tekst 
zijn werk geda.an. Verder werken we met de band, die door de vertaler ge-
produceerd is. 
Ala de berekening werkelijk uitgevoerd ga.at warden, nemen we de band 
met het objectprogra.mma en leggen deze onder de bandJ.ezer. Door een speciaal 
inleesprogra.mma wordt deze band gelezen, de erop staande informa.tie wordt in 
het ge}i,eugen van de Xl opgenomen en de machine is gereed om de gevra.agde be-
rekening uit te voeren. 
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Het voordeel van dit arrangement is, dat de Xl per probleem het werk 
van de vertaling - en dit werk is aa.nzienlijk - maar eenmaal hoeft uit te 
voeren. Andere arrangementen badden meer machinetijd gevergd en hogere eisen 
gesteld aan de capaciteit Vd.Il het geheugen. 
Wij zullen ons voorlopig met de verwerking van de ALGOL-band niet 
be-zig houden. Wij zullen eerst uiteenzetten, wat de taal ALGOL· inhoudt en 
hoe men ALGOL kan gebruiken om een proces te beschrijven. 
ASSIGNMENT STATEMENT 
La.ten wij met een heel eenvoudig voorbeeld beginnen. In een bepaald 
stadium moet een grootheid., zeg f., gevormd worden ala de som van twee andere 
grootheden., zeg a en b. In een "norma.aJ." rekenvoorschrift zou men da.n b.v. 
geschreven hebben: 
"Bereken f =-a+ b ." 
In ALGOL., dat zich waar mogelijk bij ga.ngbare notaties aansluit., 
schrijft men 
f:=- a+ b 
Het hier gebruikte symbool " : =- " { ui t te spreken 11wordt 11 ) heeft de 
f'unctie van een z.g. gericht glijkteken. Het betekent., dat het linkerlid 
gedefinieerd wordt in termen van het rechter., precieser, dat aan de links 
sta.ande variabele een waarde toegekend wordt., die verkregen wordt door de 
rechterkant uit te werken. Een formul.e ala boven heet dan ook een "assignment 
statement". {De term "statement" wordt met betrek.ld.ng tot ALGOL gereserveerd 
voor bepaalde types van betrekkelijk afgeronde., een geheeltje vormende han-
delingen. We zullen de verscbillende types gaa.ndeweg tegenkomen. De assign-
ment statement heet zo, omdat bierin aan een variabele een nieuwe waarde 
wordt toegekend.) 
Wilde boven gegeven assignment statement zin hebben, dan is het ver-
eist., dat op het moment., dat bij aan de beurt is, om uitgevoerd te worden., 
de variabelen a en b inmiddels (in vorige assignment statements) een wel-
gedefinieerde waarde hebben gekregen. Voor de variabele aan de linkerka.nt 
hoeft dit niet het geval te zijn. Is de variabele fin de berekening nog 
niet gebruikt., dan was zijn waarde voor de uitvoering van deze assignment 
statement ongedefinieerd; erna is zijn waarde gelijk aan de som van de 
waarden., die a en bop dat moment hebben. De variabele f blijft deze waarde 
behouden., in principe totdat door een later assignment statement er een 
nieuwe waarde aan toegekend wordt. Het effect van de assignment statement 
is dus., dat een eventuele waarde., die de linker variabele van tevoren had., 
verloren gaat: hij wordt door een nieuwe waarde vervangen. 
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(De reden, dat het gebruikelijke gelijkteken 11 = 11 door het wordt,-
teken 11 :::a" is vervangen, is om de nadruk te leggen op de asymmetrie. In 
het boven gegeven voorbeeld is dat nu niet zo noodzakelijk, want het is 
duidelijk, dat de rechterkant degene is die uitgerekend moet warden., 
die dus definieert en dat dus de link.erk.ant gedefinieerd wordt. Maar in 
het geval van copier:l.ng 
f::a a 
is het wel gewenst, dat men op de asymmetrie de nadruk legt. De tweede 
red.en is, dat het au fond ook wel iets correcter is, om tot uitdrukking 
te laten komen., dat het hier gaat om een bandeling., die uitgevoerd moet 
worden en niet., zoals bij het gelijkteken., om een relatie, waaraan al of 
niet voldaa.n kan zijn. Willen wij in een zeker stadium van de berekening 
een of ander tussenresultaat., zeg e, van teken wisselen, dan doen we dit 
met de assignment statement 
e:::a - e 
badden we hier in plaats van het wordtteken het gelijkteken gebruikt, 
dan bad er een vergelijking gestaan metals enige wortel e = o, d.w.z. 
net de waa.rde, waarvoor tekenwisseling een zinloze operatie is.) 
Een speciale vorm van assignment statement is de z.g. herbaalde assignment, 
waarbij de waarde van een expressie a.an een aantal variabelen wordt 
toegekend, b. v. 
" x:= y:= z:= 1 " 
Dit betekent, dat zowel x., als y ala z de waarde 1 krijgen. 
--0-
N.AME!N EN GEITALLEN 
In de bovenstaande voorbeelden hebben wij vaxiabelen aangeduid 
met letters, nl. a, b1 e en f. Dit zijn de eenvoudigste voorbeelden 
van namen {in het engelse rapport "identifiers" genoemd). Wij zullen 
later zien, dat namen een vitale rol spelen, dat we ze niet alleen 
gebruiken om vaxiabelen mee aan te du1den1 maa.r soms ook groepen van 
vaxiabelen, punten in het programma of zelfs hele processen. Het is 
daarom vereist, dat we eerst vertellen1 wat voor structuur de namen 
hebben1 die we in AJ.J30L mogen gebruiken. 
Voor de opbouw van een naam hebben we de keuze ui t 62 symbolen, 
te weten de 26 kleine letters a t/m z1 de 26 hoofdlet~rs A t/m z en 
tenslotte de 10 cijfers O t/m 9. Een naam bestaat uit een willekeurig 
aantal (minstens 1) van deze symbolen1 :maar het eerste symbool mag 












De eis, dat een naam niet met een cijfer begint, ma.a.kt het 
• onmogelijk1 een naam uit louter cijfers ·op te bouwen. Gelukkig. 
Want anders was het anmogelijk om u1 t te nwcen, of met de assignment 
statement 
Rs:• phi - 15 
bedoeld wordt1 dat phi met het getal vijftien, da.n wel met de variabele met 
de naam 11 1511 verminderd met worden1 om de nieuwe waarde van Rs te 
krijgen. Nu namen, opgebouwd uit enkel cijfers, niet zijn toegestaan, 
is het duidelijk., dat hier het getal vijftien bedoeld is. 
-7-
Een a.ndere wezenlijke afspraak is, dat spaties (en sterker: 
o-verga.ng op een nieuwe regel) geen inforrnatie dragen. De genoemde 
naam "Hoge druk" mag dus ook a.ls 11Hogedruk.11 of desnoods "Hog edr uk" 
gescbreven word<!,, in AffiOL blijft het een opeenvolging van dezelfde 
karakters, en d3.,..r-1u.ee dezelfde naam. 
Wij willen er tevens op WJ..Jzen, dat in weerwil van menigeens 
ha.'1.dschrift en een groot aantal scr,rijfmachines, de hoofdletter o 
en het cijfer O vm s,~hilknde symbolen zijn. Wie hiertussen onvol-
d<Jende onderscheid k1u1 ni.1kcn, doet er goed a.an, in de namen, die hij 
naar eigen goedJ.tulken kiezen mag, het gebruik van de hoofdletter O 
te vermijden. Hetzelfde geldt voor de hoofdletter I, de kleine letter 
l en het cijfer 1. 
In uitdrukkingen mag (we hebben dit in het laatste voorbeeld al 
gezien) op de plaats van (de naam van) een variabele ook een getal 
voorkomen. De getallen worden normaal in het tientallig stelsel ge-
noteerd, maar de preciese vorm is ook hier gereglementeerd. 
Een ongetekend getal bestaat uit een numeriek gedeelte, eventueel 
gevolgd door een li,nc:l1t va..11. tien. Het numeriek gedeelte is of een geheel 
getal, best.aari.ie ui't e:,n an.ntal (minstens 1) deciroale cijfers, of een 
niet,-geheel guta], besta"lHie ui t een aantal deciniale cijfers (minstens 1) 
W-d.8.!"V8.rl. een voor,i.fge'.:· ,-.ill wordt door de decimale punt11 • 11 • (Hier wordt 
dus de engelse COi1'1t~utie gevolgd van 11decirr..al point11 en niet de 
"dec.imaJ e k,.,Mr, i. 11 zoals o.a. in Nederland gebrw.kelijk is.) Desgewenst 
k::m l'i,t;:H k.:t r,,m,ariek gedcelte laten volgen door een gehele macht van 
tien; d .z.e l;esta.at ui t een e;ehele exponent, vooraf13egaan door het 
speeiale s_y1 li,K>l11 1i,1' (lees ":maal tien tot de macht"). Een extra 
ree•~l is, cat in het geval van een expliciete decirrale exponent een 











3. 1415 2653 7 
36 61 53 
r-4 
-105 
NB. In weerwil van de gangbare uitspraak "ma.al tien tot de ma.cht" 
late men zich niet verleiden het symbool "m" als operatorteken op te 
vatten. Het is slechts een notatiewijze voor de plaats van de komma in 
een getal en vermeende uitdrukking als 
zijn dus niet toegesta.an. 
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UITDRUKKINGEN 
Met variabelen en getallen kunnen we allerlei expressies aa.n de 
rechterkant van onze assignment statements opbouwen. We hebben bier 
in eerste instantie de beschikk.ing over de normale vier algebraische 
operaties: optellen, aftrekk.en, vermenigvuldigen, delen. Zij word.en 
aangeduid met de symbolen 11+11 , 11- 11 , 11x11 ( of een andere weergave van 
het maalteken, duidelijk onderscheidbaar van de letter x; b.v. het 
sterretje voldoet hieraan, het lijkt verstandig zich in manuscript 
dit symbooJ. aan te wennen) en 11 / 11 .. 
Het gebruik van deze operatietekens is a.an enkeJ.e regels gebonden; 
de belangrijkste is wel, dat men het maal.teken nooit nag weglaten. De 
reden hiervoor is duidelijk. Als men de assignment statement 
x:::: a X b 
zou mogen weergeven met x:::: ab 
dan zou in de taal ALGOL een dubbelzinnigheid geintroduceerd zijn. 
Immers, is de nieuwe waarde van x dan gedefinieerd als het product 
van a en b, of als de waarde van de variabele met de naam 11ab 11 , die 
ook in de berekening voor nag komen? 
De verplichting, de operatietekens altijd te vermelden, heeft 
tot gevoJ.g, dat de symbolen, -waaruit de na.am of het getal zijn opge-
bouwd, altijd zijn ingekapseld tussen twee symbolen die niet tot de 
naam of het getal kunnen behoren. Dit maakt het voor de vertaler 
mogelijk om eenduidig vast te stellen, -waar de naam begint en -waar deze 
eindigt. Dit is dan ook de reden, waarom in plaats van het naalteken 
niet de punt is toegestaan. We kunnen dan nJ.. geen onderscheid meer 
maken tussen het getal 15.5 (==31/2) en het product 1~5 (=75). 
Wanneer wij dus beweren, dat in ALGOL arithmetische expressies volgens 
de normale algebraische notatie opgeschreven worden, dan bedoelen we 
daarmee 11met uitsluiting van de norm.ale dubbelzinnigheden, die men 
zich tegenover een menselijke lezer wel, maar tegenover een nachine 
niet kan veroorloven." Imm.era, geen pbysicus zal in de relatie 
"PV:::RT11 niet de wet van Boyle-Gay Lussa::: herkennen; van een machine 
nag je niet ver-wachten, dat bij ui t deze symbolen destilleert, dat 
het bier gaat om een gelijkheid van producten. 
NB. Uit het bovenstaande volgt, dat het maalteken dus ook 
verplicht is, als de eerste factor een getal is. Het nde oneven 
natuurlijke getal wordt in ALGOL gegeven door "2 X n - 111 en niet 
door het zoveel gewonere 112n-1 11 • 
Een afspraak, -waarvan de achtergrond veel minder fund.amenteel 
is, betreft de prioriteit. Vermenigvuldiging en deling hebben 
prioriteit boven optelling en aftrekk.ing; verder worden de opera.ties 
'van links naar recr. ts uitgevoerd. 
Voorbeelden: 
epa:::a C + BIR X BAR 
Sg::111 X / 1 - X 





epa:= C + (BIR X BAR) 
Sg:"" (x / 1) - x 
prod:= (a/ b) X C 
De vermenigvuldiging heeft dus geen prioriteit boven de deling. 
Prioriteitsregels ala boven zijn alleen maa.r afspraken, om het 
nodige aantal haakjes wat te verminderen, maar soma komen we er 
natuurlijk niet onder uit. (Haakjes, die dankzij de prioriteits-
regels overbodig zijn, mogen weggelaten -worden, maa.r hoeven dat 
niet.) Normaal is de assignment statement 
y:=(1 + x)/(1 - x) 
maar ala je daar nou lust in hebt, mag je dus ook schrijven 
y:=(((1)+ x))/((1 - ((x)))) 
Ook wa.nneer haakjesparen elkaar omvatten, blijven we ge-wone 
ronde baakjes gebruiken en gaan niet over op accolades, vierkante 
h9.ken, grotere ha.ken etc. 
Algebraische haakjes -worden gewoonlijk genoemd in verband 
met de prioriteit: men leert het uitwerkvoorschrift "binnenste 
haak.jes eerst ui twerken". Bij het product 1n · 
x:=(a + b)x(c + d) 
moet men eerst de sommen a+ b en c + d gevormd hebben, voordat 
er vermenigvuldigd kan word.en. 
Met het oog op latere toepassingen lijkt het niet ondienstig 
om het effect van haakjes nog op een beetje andere manier te be-
lichten. Het voorschrift "binnenste haakjes eerst uitwerken" 
leidt natuurlijk wel tot h2t correcte antword, mar het geeft 
eigenlijk slechts het (aritbmetisch) gevolg van de betekenis van 
haak.jes en niet de betekenis zelf. De wezenlijke functie van alge-
braische baa.kjes is datgene, wat er door omvat -wordt, hoe inge-
wikkeld ook, in te kapselen, van de buitenwereld af te schermen, 
zodat het van buitenaf beschouwd kan -worden als een doodgewone 
variabele, waar niets bijzonders mee aan de hand is. Wanneer we 
zeggen, dat in de boven gegeven assignment statement de grootheid 
x uitgerekend moet warden als het product van twee sommen, dan 
is dat correct, maar dan hebben we al verder gekeken, dan onze 
neus lang is: in eerste instantie is x gegeven als product en hoe 
we aan de factoren komen, is (bij gratie van de baa.kjes) van later 
zorg. Er had bij wijze van sprek.en oak 
• x:::11 vl X v2 
kunnen staan., 
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We komen dit facet meteen tegen bij de volgende arithmetisqhe 
operatie, de machtsverheffing. Tot nog toe was het gebruikelijk, 
om een exponent wat hoger dan het grondtal te schrijven. Maar net 
zo goed ala spatie en nieuwe regel in ALGOL geen informatie over-
dragen, evenmin is het aa.ntrekkelijk om er betekenis a.ante moeten 
hechten 11wamieer de aymbolen wat hobbelig op de regel sta.an11 • Om 
alle misversta.nd te voorkomen is een nieuwe operator ingevoerd, 
nl. 11;f,.11 (lees: "tot de macht"), dus 11a ;f,. b" betekent "a tot de 
macht b". 
Machtsverheffing heeft grotere prioriteit dan vermenigvuldi-
ging en deling. Voorts lette men erop, dat zowel ala grondta.l ala 
ala exponent gewone variabelen en ongetekende getallen mogen op-
treden, maar dat men baakjes gebruiken moet, zodra het inge-
wikkelder wordt. Dus 
c:= a 4 2 + b ;f,. 2 
2 2 
in plaats van c:= a + b • 
De klassieke conventie van wat hoger schrijven, maakt duidelijk, 
waar de exponent eindigt; dit einde is hier bepaald door de eis, dat 
de exponent tussen ha.a.k.jes moet sta.an, zodra het meer is dan een 
variabele of een ongetekend get.al. Zo wordt 
2r 
a + 1 
in ALGOL 
a ;f,-(2 X r) + 1 
-2 
Evenzo wordt x in ALGOL x ;f,.(- 2) • 
Hadden we in de laatste twee voorbeelden de ha.a.k.jes om de exponent weg-
gelaten, dan zouden we in het tweede geval een incorrecte ALGOL-formu.le 
gekregen hebben, en in het eerste geval zou de ui tdrukking ui tgelegd 
zijn als 
(a ;f,. 2)X r + 1 
2 
betekent (a )x r + 1 
De moraal hiervan is natuurlijk, dat men eP versta.ndig a.an doet, 
om overal, waar men niet apert zeker ervan is, hoe de prioriteits-
regels een bepaalde expressie uitleggen, deze twijfel door haakjes op 
te heffen. Men vermindert hiermee de kans op fouten, men verhoogt de 
leesbaarheid van zijn ALGOL-programma voor hen, die niet zo in de 
finesses doorkneed zijn en tenslotte: het kan nooit kwaad. 
OPEENVULGING VAN STATEMENTS 
Tot nog toe hebben we ons beperkt tot voorbeeldjes, bestaande 
uit een assignment statement. Men hee:ft echter al heel gauw meer dan 
een assignment statement nodig om een deelberekeningetje te formuleren. 
Stel, dat we het complexe getal z = x + yi vermenigvuldigen 'Willen 
met o.6 + o.8i en dit product weer z 'Willen noemen. Nu kent ALGOL niet 
de mogelijkheid, om in expressies complexe getallen met een identifier 
aan te duiden, m.a.w. we zullen deze complexe vermenigvuldiging in 
termen van reeel en imaginair deel moeten formuleren. Een kleine 
complicatie is, dat als we eerst het nieuwe reele deel uitrekenen, we 
het oude reele deel nog nodig hebben, om het nieuwe imaginaire deel te 
vormen; eerst het nieuwe imaginaire deel bepalen confronteert ons 
mutatis mutandis met dezelfde moeilijkheid. De oplossing wordt gegeven 
door de introdu~tie van een hulpgrootheid. De vermenigvuldiging kunnen 
we in ALGOL progra.mmeren met b.v. de volgend.e <irie statements. 
u:= o.6 xx - o.8 x y; 
y:= o.8 x x + o.6 x y; 
x::o1 u • 
De hierin bescbreven aritbmetiek spreekt voor zich zelf. Nieuw 
is het optreden van de puntkomma 11 ;" tussen de statements. De punt-
komma heet in ALGOL de "statement separator": alle op elkaar volgende 
statements moeten door het symbool ";" van elkaar gescheiden word.en. 
Het is duidelijk, dat in het algemeen een dergelijk scheidings-
symbool noodzakelijk is. Immers, de ene statement k.an met een naam 
eindigen, de volgende statement k.an met een naam beginnen. Als deze 
statements zonder scheidingssymbool botweg op elkaar mochten volgen, 
zou de vertaler in het algemeen niet kunnen uitm.ken, -waar de laatste 
naam van het voorste statement eindigde en de eerste naam van de volgende 
statement begon. Onze boven gedane bewering "dat elke naam altijd is in-
gekapseld tussen twee symbolen, die niet tot de naam kunnen behoren", 
impliceert een dergelijke conventie. Met de introductie van de puntkomma 
is (op een niveau een hoger) voor de statemerrts hetzelfde bereikt: elke 




Zoals in een statement de namen door operatoren gescheiden 
worden., zo worden in een stuk AI.GOL-tekst de opeenvolgende state-
ments door de separator 11 ; 11 gescheiden. (Zo je wilt door de operator 
";
11 met de betekenis "en ga over tot de nu volgende statement".) 
Maar de a:nalogie ga.a.t verder: we hebben gezien., dat in een expressie 
een aa.ntal namen., door operatoren gescheiden., door aJ.gebraische 
ha.akjes omvat kunnen worden., die deze deelexpressie tot een geheel 
verkla.ren. Op precies dezelfde ma.nier bestaa.n er "op statementniveaun 
twee haakjes., nl. het symbool "begin" ala statementopeningsha.a.k en het 
symbool "end" ala statementsluitingsha.a.k. 
Voordat we de functie van de statementhaken begin en end 
nader uiteenzetten., moeten wij de rol van de onderstreping expliceren. 
Wij hebben inmiddels kennisgemaa.kt met ruim 70 z. g. basissymbolen van 
ALGOL., nl. de 26 kleine letters, de 26 hobfdletters., de 10 cijfers., 
de operatoren ::a+ -X / en 4, de ha.a.kjes (en) en de sepa.ratoren 
; 10 ... ALGOL heeft behoefte a.an een aa.nzienlijk groter a.a.ntal basis-
symbolen en_om typografische moeilijkheden., die daardoor zouden kunnen 
ontstaa.n., eens en vooral op te lossen., is er een mechanisme gescbapen., 
om nieuwe symbolen te creeren. Dit mechanisme besta.a.t uit de onder-
streping. Ala wij scbrijven begin, dan geven wij daa.rmee een speci-
fiek AI.GOL-symbool a.an., dat niets te ma.ken heeft met de vijf letters 
b., e., g, i en n. De conventie van de onderstreping promoveert deze con-
figuratie tot een nieuw basissymbool. Op deze ma.nier zijn er ruim 20 
nieuwe basissymbolen geintroduceerd. (Men lette erop., dat de conventie 
van onderstreping voor het wezen van de ta.al niet essentieel is: het is 
een afspra.ak., die gema.a.kt is om een uniforme representatie van ALGOL-
teksten op papier te verkrijgen., maa.r elke andere conventie van dezelfde 
strekking ka.n., mits het er duidelijk bij gezegd wordt., voor dit doel 
dienen. Zo is het in gedrukte teksten inmiddels niet ongebruikelijk., om 
in plaa.ts van te onderstrepen de gebruikelljke lettercombinaties in een 
dikker lettertype te zetten .. ) 
Het eerste gebruik van de statementhaken begin en end is om a.ante 
geven., wa.a.r ons AI.GOL-programma begint en wa.ar de tekst weer"'eindigt. De 
conventie is., dat wij ons AI.GOL-programma beginnen met het symbool begin 
en afsluiten met het symbool end. De statementhaken worden uitsluitend 
keurig 11genest" gebruikt., d.w:Z:- elke openingsbaak wordt later gevolgd 
door een bijbehorende sluitingsha.ak en bij welke openingsha.ak een 
sluitingsha.ak hoort., volgt uit het feit., dat baakjesparen elkaa.r mogen 
omvatten. Ala de vertaler de tekst van begin tot eind leest, kan hij bij 
ellte sluitingsbaak vaststellen, bij welke openingshaak deze hoort: 
vindt de vertaler de sluitingshaak end., die toegevoegd is a.an de aller-
eerste begip.3 dan is daarmee tevensoekend, dat het gehele ALGOL-programma 
gelezen is. 
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(Voor een goed verstaander is het noodzakelijk, dat hij vast kan 
stellen, -wanneer de spreker uitgesproken is. Men denk.e b.v. a.an het 
radioverkeer tussen schepen, waa.r het einde van een mededeling gemar-
keerd wordt door een zangerig "Over", d. w. z. door een nieuw symbool. ) 
Ona voorbeel.d van de complexe vermenigvul.diging gaan wij nu wat 
completeren. Behalve dat we de al omvattende statementbaken toe-
voegen, geven wij1 voordat de complexe vermenigvul.Qiging uitgevoerd 
gaat warden, reeel en ima.ginair deel een of and.ere waarde; zonder 
die maatregel zijn de expressies immers niet gedefinieerd. We komen 
b.v. tot: 
end --
x::sr 5 / 13; y:• 12 / 13; 
u::sr o.6 x x - o.8 x y; 




Dat dit progra.mma. zinlooa is, omdat het geen resultaten aa.n 
de buitenwereld aflevert, deert ans voorlopig niet; belangrijker 
is, dat de tekst nag niet aa.n alle eisen voldoet. De boven bedoelde 
berekening luidt als volledig ALGOI.r-progra.mma nl. als volgt. 
begin 
end 
real x, y, u; 
"'""""°x':=- 5/13; y:= 12/13; 
u:= o.6 xx - o.8 x y; 
y::s o.8 x x + o.6 x y; 
x:=- u 
De regel, die we voor de eerste assignment statement ingelast 
hebben, is geen statement, ma.a.r een z.g. declaratie. (Wij hebben 
eerder het symbool 11 ; 11 de statement separator genoem4; nu is het 
ogenblik, om de functie van dit symbool iets ruimer te omschriJven, 
-want de puntkomma scheidt statements en declaraties.) De functie 
van de boven gegeven declaratie is niets anders, dan aa.n te kondi-
gen., dat de namen x, yen u in de volgende tekst gebezigd zullen 
worden, om normale, reele variabelen mee aa.n te duiden. Vooriopig 
lijkt het -wat overdreven om dat zo expliciet van tevoren in een 
declaratie aa.n te moeten kondigen, omdat dergelijke variabelen 
tot nog toe de enige zaken zijn, die we met namen hebben aa.ngeduid. 
Er bestaan in ALGOL echter oak andere grootheden., van andere types, 
die we een naam moeten geven. Zadra deze ook in een progra.mma. ga.an 
voorkomen., is het wel heel erg prettig om te wet.en naa.r -wat voor 
soort grootheid een naam zal refereren. 
De plicht in een declaratie van tevoren aa.n te kondigen in 
-wat voor soort betekenis de namen gebruikt zullen gaa.:n word.en_. is 
niet zo verwonderlijk, ala men bedenkt., dat ALGOL een ta.al is, 
-waarvan uitsluitend de structuur gegeven is, maa.r in het gebruik 
-waarvan men zijn eigen woordenschat grotendeels kiezen mag. Wij 
komen dit probleem in het dagelijkse leven nu niet zoveel tegen, 
omdat in het Nederland.a de meeste voorkomende woorden een vrij 
vaste betekenia hebben. Maar b.v. het feit, dat in het noorden 
van het land de naam "Pietje" ala meisjesnaam niet ongebruikelijk 
is, heeft3 zoals men zich denken kan, wel de nodige verwarring ge-
sticht. Het is misschien verhelderend, zich te realiseren, dat in 
ALGOL zich ha.a.st bij elke naam eeµ dergelijke situatie voordoet. 
- / 
De real-declaratie best.a.at uit het symbool "real" gevolgd door 
een of meer""iiainen; in het geval van meer namen wordendeze gescheiden 
door de komma 11 , 11 • Achter de laa.tste naam komt ter afsluiting van 
de lijst een puntkomma, die de declaratie als geheel scheidt van de 
volgende declaratie of statement. De komma, die we bier voor het eerst 
hebben zien optreden, fungeert in ALGOL algemeen als separator van de 
,individuele element.en van een lijst, in dit geval van een 11Jst namen. 
Analoog aan de real-decla.ratie kent ALGOL de integer-decla.ratie. 
Deze bestaat uit het aymbool "integer", gevolgd door een of meer 
namen. Ook hier warden in het geval van meer namen deze onderling 
door een'komma. gescheiden. Afgezien van het eerste symbool.., dat in het 
ene geval real, in het andere geval integer is, is de structuur van de 
beide declaraties gelljk. 
De integer-decJ.aratie behelst., dat de nu volgende namen betrekking 
hebben op va.riabelen., die slechts gehele waarden kunnen aa.nnemen. Voor 
de MC-vertaler geldt de restrictie., dat integer-gedeclareerde variabelen 
in absolute wa.arde kleiner moeten zijn dan 67108864 :a 2Jt,26. Tegenover 
deze beperking staat de zekerheid., dat de wa.arden van deze variabelen 
tijdens de uitvoering van het ALGOL-progra.mma exact gerepresenteerd 
zullen worden., Deze exacte representatie wordt voor de real-gedecla-
reerde variabelen met zoveel woorden niet gega.ra.ndeerd.'1Jrj" moeten er 
in het gebruik van ALGOL dus vanui t gaan., dat alle real--gedecla.reerde 
va.riabelen slechts in een eindige precisie worden voorgesteld en dat 
we dientengevolge van geen enkele arithmetische operatie op deze varia-
belen verlangen mogen., dat deze exact wordt uitgevoerd. Hoewel het in 
het officiele ALGOL-rapport met opzet nergens expllciet gezegd wordt., 
mogen we ons bij real-gedecla.reerde variabelen getallen voorstellen., 
die in de berekening met een vaste relatieve precisie worden voorgesteld. 
Hoe groot deze relatieve precisie is, is karakteristiek voor het "systeem" 
(machine, vertaler., etc.), dat het ALGOL-progra.mma zal realiseren. 
Een goed ALGOL-programma. ma.a.kt zo min mogelijk veronderstellingen over 
deze specifieke eigenschappen van een verwerkend 11 systeem11 • 
Dat de preciese vorm van de getalvoorstelling en de a.rithmetiek 
onzeker is, geeft in de meeste gevallen niet de minste moeilijkheden. 
Waar ze wel optreden zijn ze essentieel van numeriek wiskundige aard 
- en dat deze zaken moeilijk blijven., kan men ALGOL niet aa.nrekenen -
of de moeiliJkheden kunnen opgelost worden door de introductie van de 
intege~edecla.reerde variabelen. Hier koopt men exacte representatie 
tegen de prijs van een beperkter wa.ardebereik; voor het specifieke 
toepassingsgebied van integers (tellingen en indices) is deze beperking 
zelden hinderlijk. 
Ten aanzien van de arithmetische operaties specificeert ALGOL., 
dat het resultaat van de deling "a/b" altijd van type~ is., ook 
ala a en b allebei.van type integer waren en de deling toevallig op-
ging. Het resultaat van de optelling "a+ b"., van de aftrekking "a -b" 
en van de vermenigvuldiging "a X b" is slechts dan van type integer., 
ala zowel a ala ook b van dit type is. Voor de MC-vertaler komt daar de 
conditie bij., dat het resultaat in absolute waarde kleiner moet zijn 
dan de bovengrens 67108864 (zie boven); is aan deze extra voorwa.arde 
niet voldaan., dan wordt automatisch de overgang naar real-represen-
tatie ingelast. -
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Beschouwen wij nu de assignment statement: 
11x:.,. E" , 
waarin E een of and.ere ex:pressie is. Als de ari thmetiek bij de ui t--
werking van de ex:pressie E een resultaat van type integer aflevert, 
terwijl x een integer-gedeclareerde variabele is, dan is de functie 
van deze assignment statement tamelijk ondubbelzinnig. 
Als de ari thmetiek bij de ui twerking van de ex:pressie f een 
resultaa.t van type real aflevert, terwijl x een real-gedeclareerde 
variabele is, dan viilt""er over deze assignment a.liets meer t~ ver-
tellen. Immers, het toegestane bereik van de absolute waarde van een 
real-gedeclareerde variabele is wel heel groot, maa.r niemand heeft 
ooit gezegd, da.t dit bereik loo:pt van nul tot oneindig. Voor de MC-
vertaler geJ.dt het volgende: ala de modulus onder een zekere grens 
ligt - ongeveer 1G4(-6oo) - , dan d.oet het teken niet meer ter zake, 
want het getal wordt dan geacht gelijk te zijn a.annul, ala de modulus 
boven een zekere grens ligt - ongeveer 1Cv}-(+600) - dan geldt het getal 
ala :plus of min oneindig. Bij de uitwerking van de ex:pressie E kunnen 
de resultaten nul en oneindig in een grote hoeveellleid van re:presen-
taties gevormd worden: bij de werkelijke waardetoekenning a.an de varia-
bele x behouden wij ons het recht voor, om voor de waarden nul en :plus 
of min oneindig een 11:passende11 re:presentatie te kiezen. Evenzo is het 
niet uitgealoten da.t het resultaat E :primair in een groter aantal 
cijfers gevormd is, dan voor de re:presentatie van de variabele x ter 
beschikking staan: in da.t geval im:pliceert bij de MC-vertaler de 
-waardetoekenning een afronding. 
Ala de arithmetiek bij de uitwerking van de ex:pressie E een 
resultaat van type integer aflevert, maa.r xis een real-gedeclareerde 
variabele, dan eist ALGOL 60, dat in deze waardetoekenning de over-
gang naa.r real-re:presentatie automatiach wordt ingelast. Voor de 
MC-vertalerkunnen wij hieraan toevoegen, dat, hoewel real-gedecla-
reerde variabelen :princi:pieel slechts in eindige :precisievoorge-
ateld kunnen worden, in dit geval - zoals in elk bonafide systeem -
de real-gedeclareerde variabele x de gehele waarde van E exact zal 
re:presenteren. 
Is omgekeerd het resultaat van de uitwerking van E in eerste 
instantie van type real, terwijl de variabele x van type integer is, 
dan impliceert deze waardetoekenning een afronding op de dichtstbij 
gelegen gehele waardej ligt deze waarde buiten het voor integers toe-
gestane waardebereik, dan sto:pt het :programma. Men lette ero:p, da.t op 
grand van de eindige precisie van resultaten van type real, bij 
intege~edeclareerde variabele x het effect van de assignment state-
ment 
"x:= 7/2" 
ongedefinieerd is: x kan net zo goed a 3 ala a 4 warden. 
In een herhaa.lde assignment moeten alle variabelen links van 
een wordtteken van hetzelfde type zijn. 
Om het werken met integers iets te vergemakkelijken is een 
speciale integer~ling ingevoerd, aangedu.1d door het symbool 
11
:
11 (De officiele representatie van dit deelteken bestaat u.1t de 
superpositie van 11 : 11 en 11- 11 • Om tecbnische redenen zullen wij het 
weergeven met een onderstreping van de dubbele punt.) Het quotient 
11m: n" is uitsluitend gedefinieerd ala zowel m ala n van type 
inte&er zijn. Voor n a O is het quotient "m.:.. n" ongedefinieerd, 
in alle andere gevallen is het resultaat van type integer en de 
numerieke -waarde is gelijk aa.n het gehele getal met de maxima.le 
absolute waarde, dat ala quotient bij deiing van m door n een rest 
nul of (ala de deling niet opgaat) een rest met hetzelfde teken ala 
m achterlaat. (Voor de absolute -waarden geldt: 
lm/nl-1 < lm.:..nl :S lm/nl ; 
in deze definitie representeert "m/n" bij wijze van uitzondering 
de exacte waarde van het quotient en niet, zoals elders in dit 
rapport, deze -waarde in slechts een eindige precisie.) 
We gaan nu ons ouie voorbeeldje u1 tbreiden. Het zal de oplettende 
lezer niet zijn ontgaan, dat we het complexe getal z = x + yi, dat 
oorsprouk.elijk een modulus 1 heeft, ve:rmenigvuldigd hebben met een 
factor o.6 + 0.81, die eveneens een modulus= 1 heeft. De nieuwe z 
heeft dus weer een modulus =- 1 en moet di t houden, als we z herhaald 
met deze factor vermenigvuldigen. D.w.z. mathematisch blijft de modu-
lus exact • 1, numeriek blijft de modulus ongeveer = 1; de afwijking 
wrdt veroorzaakt.door de afrondingen tijdens de berekening en moge-
lijk, omdat we reeel en imaginair deel van o.6 + o.81 niet exact 
representeren. (Men realisere zich, dat de breuken o.6 en 0.8 b.v. 
in het tweetallig stelsel repeteren.) Ala we de vermenigvuldiging 
met o.6 + o.81 nu herbaald u.1tvoeren, kunnen we een idee van de 
"kwaliteit" van de aritbmetiek krijgen door te kijken, hoe snel 
de modulus van z van 1 afzeilt. 
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BESTEMMING STATEMENT 
Een manier om de vermenigvuldiging van z herhaa.ld uit te 
laten voeren is om het drietal assignment statements, dat de 
complexe vermenigvuldiging beachrijft, evenveel malen achter 
elkaar op te schrijven. Als we de vermenigvuldiging een groat 
aantal malen 'Willen laten uitvoeren, zou op deze manier het 
ma.ken van een .ALGOL-progra.mma meer gaan lijken op het ma.ken van 
atrafregela, dan op arbeid, die de pretentie van intelligent 
heeft. Wat we in de ta.al 'Willen uitdrukken is zoieta ala "en nu 
net ala boven11 • We kunnen dit uitdrukken met behulp van een 
apeciaal soort statement, de z.g. 11go to statement". (Hierbij 
wardt gebruik gemaakt van een nieuw aymbool go to., dat weer met 
behulp van onderlijning aangegeven wordt. Op het M.C. is inmiddels 
de gewoonte ontstaan, de spatie in het midden weg te la.ten en het 
symbool als "goto" weer te geven; men vestigt er zodoende nog eens 
extra de nadruk op, dat het bier een enkel symbool betreft en we zullen 
ons in het volgende bij deze gewaonte aanaluiten.) Worden normaliter 
de statements uitgevoerd in de volgorde, waarin ze in de tekat 
ataan, de goto-statement stelt ona in ataat, deze volgorde te door-
breken: het kan een (voorlopig) willekeurig ander statement als 
opvolger aanwijzen. 
De statement, die door de uitvoering van een goto-statement 
aan de beurt komt, moet daartoe een z.g. label dragen. Als label 
mag ellce naa.m gekozen warden, mits natuurlijk in dit bestek deze 
naam niet al een andere betekenia heeft. Men la.belt een statement 
door er een label voor te zetten en label en statement te scheiden 
door een dubbele punt 11 : 11 • De goto-statement, die bewerkstelligt, 
dat bij deze statement de berekening voortgezet zal warden, kan 
dan beataan uit het aymbool "goto", gevolgd door de label in kweatie. 
NB. Labels hoeven niet van tevoren gedeclareerd te warden: hun o:r;r-
treden in de tekst op plaatsen waar een statement kan beginnen en 
gevolgd door het symbool ":" is voldoende indicatie, dat in deze 
tekst deze naam als label gebruikt wordt. 
Het programma, dat z herhaald met o.6 + o.8i vermenigvuldigt, 




real x, y, u; 
--;z:~ 5/13; y:= 12/13; 
u:=- o.bx x - o.8 x y; 
y:= o.8 xx+ o.6 x y; 
x:= u; goto AA 
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DE CONDITIDNELE STATEMENT 
Als label hebben wij volkomen willek.eurig de naam "AA" 
gekozen. Wij merken op., dat het programma nu een statement meer 
omvat en dater dus een puntkomma meer in de tekst voorkomt. Nu 
gaat het bovenstaa.nde programma tot in lengte van dagen door met 
vermenigvuldigen en het is niet onwaarschijnlijk., dat men eigen-
lijk liever had., dat het een bepaa.ld a.a.ntal keren., b.v. 1000 keer., 
vermenigvuldigde., opdat men dan eens kijken kon., hoeveel de modulus 
van z inmiddels van 1 is af'gewek.en. Dat betekent., dat de goto-
statement., die de herhaling bewerkstelligt., de eerste 999 keer wel 
uitgevoerd moet worden., maar dat het dan maar eens af'gelopen moet 
zijn., d.w.z. dat dan de goto-statement overgeslagen moet worden. 
M.a.w. deze statement moetniet onder alle omstandigheden uitgevoerd 
worden., er zijn omstaniigheden denkbaar., dat deze overgeslagen moet 
worden: ALGOL biedt de mugelijkheid., van een statement een z.g. 
"conditionele statement" te maken. De voorwaarde., waaraan voldaa.n moet 
zijn., wil de statement uitgevoerd worden., wordt onmiddellijk voor de 
statement gezet., ingeleid door het symbool 11 if11 en af'gesloten door 
het symbool "then"; is aa.n de hiertussen gef'ormuleerde voorwaarde niet 
voldaa.n., dan wordt de statement., die op het symbool "then" volgt., 
overgeslagen. -
Het programma., dat de vermenigvuldiging 1000 keer uitvoert., 




real x., y., u; inte erk; 
----;z:• 5/13; y:= 12 13; k:= 0; 
u:= O.b x x - o.8 x y; 
y::s o.8 xx+ o.6 x y; 
x:=- u; 
k:• k + 1; !f. k < 1000 then goto AA 
In het boven gegeven voorbeeld is de z.g. 11 if clause" 
(d.w.z. het stuk van if tot en met then) gevolgd door een goto-
statement., maar het mag ook best eenassignment statement zijn. 
Wordt in de loop van een berekening gevraagd om b.v. de groot-
heid genaamd 11Tol11 door zijn absolute waarde te vervangen., dan 
kan men schrijven de conditionele statement 
"if' Tol < 0 then Tol:= - Tol11 
De if clause fungeert als voorvorgsel van de assignment 
statement en'geeft dus geen aanleiding tot extra puntkomma. 
Heel vaak zal de conditioneel uit te voeren handeling 
niet., zoals boven., in een enkel statement te formuleren zijn., b.v. 
niet als de variabelen Tel en Tal van teken gewisseld moeten 
'W0rclen, als 'l'ol neLru.tief is. En het is in een dergelijke 
ai tu~LLie, u.at de statemenLllaken begin en end tot hun recht komen: 
,. 
de statements die teza.men de conditionele handeling beschrijven 
leidt men in met de openingshaak begin en sluit men af met de 
sluitingshaak end, met deze afscherming bereikend, dat dit com-
positum van bui'tenaf beschouwdt wordt als een enkele statement, 
in casu de statement die, als geheel, de if clause als voorvoeg-
sel heeft gekregen. Het zojuist genoemde conditionele wisselen 
van teken van Tel en Tal formuleert men in ALGOL 
11 !!, Tol < 0 ~ begin Tel:.,. - Tel; Tal: == - Tal ~" 
Het stult van begin tot en met end heeft de plaats van een 
enkele statement ingenomen; menTette erop, dat de enige punt-
komma, die hierdoor in de tekst is gekomen, degene is, die de 
twee deelstatements van het compositum onderling scheidt. 
Er is nog een geva.l, waarin het gebruik van de if clause 
aanleiding geeft tot een extra paar statementhaken: de statement, 
volgend op de if clause mag niet zelf al conditioneel zijn. (De 
reden hiervoorka.n later duidelijk word.en.) Moeten we dus, ala 
Tol negatief is, Tel door zijn absolute waarde vervangen, clan 
kan dit in de volgende statement: 
"if Tol < 0 then begin if Tel< 0 then Tel:== - Tel end" - - - - -
De voorwaarde in de if clause is hier geformuleerd als een 
relatie tussen twee grootheden, waaraan al clan niet voldaan kan 
zijn. ALGOL kent hier zes relaties, nl. 




">" grater dan 
"+" ongelijk. 
Tot nag toe hebben deze relatietekens uitsluitend tussen 
simpele variabelen en getallen gestaan, maar ze mogen ook tussen 
willekeurige aritbmetische uitdrukkingen staan., dus b.v. 
"if a + b == c + d then" 
"if Flip X Flop ::S Flap i 2 then11 etc. 
De preciese betekenis van deze voorwaarden is duidelijk, ala 
links en rechts van het relatieteken grootheden van het type integer 
staan. Zijn ze echter van het type real., dan is niet zonder meer 
duidelijk., -wanneer we twee grootheden gelijk noemen: we zijn ons er 
immers steeds van bewust., dat deze variabelen slechts in een eindige 
nauwkeurigheid gerepresenteerd worden. 
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Voor de MC-vertaler geldt, data.an de relatie 11a == b" slechts dan 
voldaa.n is, w.nneer zij identiek gelijk zijn. In andere woorden: de eindige 
precisie van real variabelen komt niet zozeer tot u.iting in hun represen-
tatie, als weITn de arithrnetische operaties, waarin zij gevormd worden. Men 
lette er op, dat de voorwaarde 11a - b == 0 11 vervuld zou kunnen zijn voor 
niet identiek gelijke waarden van a en b, dwz. waa.rden waarvoor aan 
11a :a b 11 niet voldaa.n is. 
Tot nu toe hebben we if clause gebruikt om een statement al of 
niet uit te voeren; ALGOL kentdaarnaa.st een ander gebru.ik van de if 
clause, waarbij het vervuld zijn van de voorwaarde u.itmaakt of de ene, 
da.n wel de a.ndere statement uitgevoerd moet worden. In dat geval wordt 
de if clause gevolgd door de statement, die slechts uitgevoerd wordt, als 
aa.nde voorwaarde voldaa.n is, ma.ar deze statement wordt nu gevolgd door 
het symbool "else", gevolgd door de statement, die slechts uitgevoerd 
wordt, als aan ---ae voorwaarde niet voldaan is. Voorwaarden met B 1, B2, 
etc. en statements met S1, S2, etc. aanduidend, heeft: 
".f! Bl ~ S1; S2" 
tot gevolg, dat S1 slechts uitgevoerd wordt, als a.an de voorwaarde 
Bl voldaan is, maa.r dat S2 als normale statement altijd a.an bod komt, 
terwijl 
11.f! B1 ~ S1 ~ 82; S3" 
tot gevolg heeft dat S1 slechts uitgevoerd wordt, als a.an de voorwaarde 
Bl wel voldaan is, S2 slechts als aa.n de voorwaarde Bl niet voldaan is~ 
ma.ar dat S3 als normale statement altijd a.an bod komt. Men kan het 
effect van else dus ook zien als overslaa.n van S2 in het geval, dat 
S1 wel werd uitgevoerd; hieruit volgt, dat ala S1 een goto-statement 
is het symbool else zonder bezwaar door een puntkomma ~vangen kan 
worden. (De strefillg van het ALGOL-programma wordt hierdoor niet bein-
vloed en de MC-vertaler construeert in het geval van puntkomma een iets 
korter progra.rmoa.) 
In tegenstelling tot S1 mag S2 wel een conditionele statement zijn, 
en wel van beiderlei type. De statements 
"if Bl then S1 ~ !!_ B2 ~ S3; S5" 
en 
"g_ Bl ~ S1 ~ !!_ B2 ~ S3 else s4; S5" 
zijn eendu.idig uitlegbaar. Als a.an Bl voldaa.n is, wordt in beide 
gevallen St, en daarna s5 uitgevoerd. Als aan Bl niet voldaan is, maar 
a.an B2 wel, da.n warden in beide voorbeelden S3 en s5 uitgevoerd. Is aan 
geen van beide voorwaarden voldaan, dan geeft het eerste voorbeeld 
alleen s5, het laatste s4 gevolgd door s5. 
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Het is nu ook duidelijk, waarom de statement 81, d.w.z. de 
statement volgend op then niet conditioneel mag zijn. Ware dit niet 
verboden, da.n zou de volgende constructie toegestaan zijn: 
"!! Bl ~ g B2 ~ s6 ~ s7; s8" 
wat op twee manieren uitgelegd zou kunnen word.en, nl. 
"if Bl ~ begin g B2 ~ s6 ~ s7 end; s811 
en als 
"!! B t ~ begin !!, B2 ~ s6 ~ ~ s7; s8" • 
Ter verduidelijking geven w.l.J nu het stukje programma., waa.rin 
de variabele genaamdMAX gelijk gemaakt wordt a.an de gt-ootste van 
drie, variabelen met namen a, b enc. 
"if a < b then 
begin£! b < c ~ MAX:= c ~ MAX:• b ~ 
else 
if a < c tiieii' MAX:= c else MAX:= a" - -
Het programma. heeft hier macroscopisch de vorm gekregen van een 
enkele conditionele statement van het tweede type; w.l.j vestigen er 
en pa.ssant de a.andacht op, dat hoewel hier vier as21gnment state-




Wij geven nu een a.ndere vorm van het ALGUL-progra.rnma, waarin 
het complexe getal x + yi duizend keer met o.6 + o.8i vermenigvul-
digd wordt; hierbij introduceren wij vier nieuwe ALGOL-symbolen, 




real x, y, u; integer k; 
"x:":a 5/13; y:= 12/13; 
f2!. k:"" 1 step 1 until 1000 do 
begin u:::rc 0.6 X X - 0.8 X y; 
y::a o.8 xx+ o.6 x y; 
end 
Het stuk "for k::a 1 step 1 until 1000 do" is een z.g. "for 
clause". Een for clause behelst, dat aan een variabele (in dit....,...,.. 
geval aan de Meger k) in volgorde een serie waarden wordt toege-
kend ( in di t geval de beginwaarde 1 en dan met 1 opklimmend tot ~10-
met 1000) en dat voor elk van deze waarden van k de statement, d:f., 
volgt op het symbool 11do11 een keer uitgevoerd wordt. Een for 
clause gevolgd door eenstatement word.en samen een for-statement 
genoemd; de introductie van de ~statement is nieteen wezenliJk,e 
verrijking van ALGOL, -want alles w.t met een for-statement uitge-
drukt kan warden, zou ook zonder gebruikmaking daarvan met behulp van 
de andere statements uitgedrukt kunnen worden. De opgave een statft"'!' 
ment een aantal malen te herhalen is echter een zoveel voorkomendt, 
opgaaf, dat we de for-statement mogen beachouwen als een buitengewopn 
nuttige afkorting;er ee:nmaal aan gewend de ~statement te lez~, 
zal men bovendien merken, d.a.t het gebruik ervan aanleiding pleegt t~ 
geven tot heel overzichtelijke progra.mmas. 
De herhaling strekt zich uit over de statement, die volgt op 
het symbool "do"; wordt die ha.ndeling primair door een aantal state-
ments omschreven - in ans voorbeeld dua door drie assignment state-
ments - dan om.vat men deze door de statementhaken begin n end, op 
precies dezelfde manier als we bij de conditionele statement gedaan 
hebben. De a.nalogie met de if clause gaat verder, -want de statement, 
volgend op de for clause ~ook niet een conditionele statement zijn. 
( Dok deze verbodsbepaling is opgenomen om de programmeur te dwingen in 
zo een geval de statementhaken te gebruiken en daarmee een mogelijke 
dubbelzinnigheid op te heffen.) 
Het boven gegeven voorbeeld maakt van de mogelijkheden van de 
for-statement slechts voor een gedeelte gebruik: de for-statement 
heeft hier de f'unctie van een telling ( "herhaal de volgende statement 
1000 maal") en nergens is er gebruik gemaakt van het feit dat tijdens 
de eerste uitvoering van de te herhalen statement k == 1 is, tijdens de 
volgende uitvoering k :a 2 is, etc. Dit gebruik wordt wel geillustreerd 
in het volgende programma, d.a.t e (= de basis der natuurlijke logarithm.en) 
beru;i,dert door de opeenvolgende omgekeerde faculteiten, b.v. tot en met die 
van ~O te soIDI!leren. 
begin ~ eprox, term; integer n; 
eprox:• term:• 1; 
end 
for n: • 1 step 1 until 20 do 
b°'ei1n term:== term 7 n; -
eprox:== eprox + term; 
end 
Het waardebereik van de lopende variabele (hier de integer k 
resp. n, maar het mag ook een real-gedeclareerde variabele zijn) is 
hier gegeven door een z.g. "~til-element", waa.rvan de struc-
tuur gegeven is door 
"beginwaa.rde step increment until eindgrens11 
Voor de laatste grootheid bezig ik expres niet de term "eind-
waarde", want de laa.tste waa.rde hoef't nooit aangenomen te wrden: 
het ~til-element wordt beachouwd ala af'gewerkt, zodra de eind-
grens gepasseerd is. Zo is het element 
"O step 3 until 24" 
equivalent a.an het element 
"O step 3 until 25.73" 
want in beide gevallen is 24 de laatste waarde, omdat de volgende {27) 
de eindgrens overscbreden heeft. 
De eindgrens hebben we ook niet "bovengrens" genoemd, want het 
increment kan negatief zijn, b.v. 
11 10 step -2 until 411 
doet de lopende variabele de waa.rden 10, 8, 6, 4 in deze volgorde 
doorlopen. 
De grootheden, die we hier met 11beginwaarde11 , "increment" en 
11eindgrens11 hebben aangeduid, -waxen in onze voorbeelden getallen. Er 
zijn op deze plaatsen echter willekeurige uitdrukkingen toegeataan; 
in deze uitdrukkingen mogen variabelen voorkomen, waarvan de waa.rde in 
de herhaalde statement gewijzigd kan worden. Ter verhoging van de com-
plicatie mogen increment en eindgrens een f'unctie van de lopende 
variabele zijn .. Dit is niet de plaats om in detail uit de doeken te doen, 
-wat onder die omstandigheden de implicaties van het ste;E:-until-element 
zijn: het staat in het officiele ALGOL-rapport precies vaatgelegd, meer 
ten bate van hen, die een vertaler moeten construeren dan voor de gebrui-
kers van ALGOL, die in alle normale gevallen dergelijke gekunstelde construe-
' ties niet nodig hebben. Ieta willen we toch van de gang van za.ken schilderen, 
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We beschouwen de .f2._r-statement, symbolisch weergegeven door 
"f.2!: LV:== A step B until C 2-.2, S1" 
waar LV de lopende variabele en S1 de te herhalen statement voorstelt. 
Beginwaa.rde, increment en eindgrens zijn voorgesteld door A, resp. B, 
resp. c, wat in het algemeen uitdrukkingen :mogen zijn. Het specifieke 
~til mechanisme komt in werking, iedere keer, dat de statement 
S1 mogelijkerwijs weer een keer aan bod komt. Nu spelen hierbij in 
principe twee waarden van LV een rol, de oude en de nieuwe. Bij het 
begin van een step - until - element wordt alleen de nieuwe waarde 
van LV expliciet gedefinieerd, nl. gelijkgemaa.k.t aan de beginwaarde A; 
de volgende keren wordt de nieuwe waarde van LV berekend ala door de 
assignment statement 
"LV: =- LV + B" • 
Als het increment Been expressie is, waarvan de waarde a:f'hangt van 
LV, da.n is dit noodzakelijkerwijze de oude waarde van LV: de nieuwe 
is immers nog niet gevormd. Ala de eindgrens C a:f'hangt van LV, da.n 
hangt deze af van de nieuwe waarde van LV. Voordat de statement S1 
met de nieuwe waarde van LV uitgevoerd gaa.t word.en, wordt onderzocht, 
of het step - until - element wegens passeren van de eindgrens soma 
uitgeput is. Het element wordt geacht volledig afgewerkt te zijn 
zodra de ongelijkheid 
0 <BX (LV - C) 
blijkt te geld.en. Voor het aa.nleggen van deze test hebben we de waarde 
(voornamelijk het teken) van het increment B nodig. Aan deze test wordt 
LV =- A ook onderworpen, dwz. als we aan het step - until - element be-
ginnen ( en voor de vorroing van de nieuwe LV het increment B nog niet 
nodig hebben). In geval van integer ken n wordt de statement S1 door 
11.f.2!: k: =- 0 step 1 until n .22, S ; 8211 
voor nonnegatieve n dus n+ 1 maal u1 tgevoerd, voor negatieve n dus niet 
m .. a.w. de 11lege cyclus" is ook toegestaan. 
Wij la.ten aan de lezer over om na te gaan, hoevaak en met welke 
successieve we.a.rd.en van k de statement S1 uitgevoerd wordt in: 
begin integer k, m, n; 
end 
. ........ , 
n:• expressie; 
m: :a 11; 
f2!:. k:• O ste;p m until n !!2_ begin S1; m:== m - 1 end 
wanneer buiten de aangegeven pla.atsen geen assignments a.an n, men k 
voorkomen; men onderzoeke dit voor de volgende waarden van "expressie": 
-10, o, 5, 30, 53, 54, 55 en 56. ,, 
,. 
Tussen wordtteken en 5!2_ stond in onze voorbeelden een ste;p--
until-element. Het mogen er echter meer zijn; ze worden dan door een 
komma. gescheiden en van links naar rechts a.fgewerkt. Zo is b. v. 
"f2!: LIM: 111 0 step 2 until 100 ~ 81; 8211 
equivalent a.an 
"f2!: UM:• 0 step 2 until 30., 32 step 2 until 100 5!2_ 81 ; 82" • 
Een zinvoller gebruik zou zijn - bov. voor het maken van een tabel 
met verschillende intervallen - iets in de trant van: 
"!2!, a.rg:• 0 step .01 until .5., .52 step .02 until 1 do" • 
In :Plaa.ts van de ~til-elementen mogen we ook eenvoudi-
gere dingen zetten., nl. een enkele waarde of een z.g. while-element. 
De enkele -waarde is in het algemeen een expressie; deze w.a.rde 
wordt a.an de lopende variabele toegekend., de statement volgend op 
do wordt een keer uitgevoerd en daarna wordt gekeken of er nog vol-
gende waarden voor de lopende variabele in de for clause gedefini-
eerd zijn. -
In plaats van 
"f2!: k:,.. -5 step 3 until +7 5!2_ S1; S2" 
mag - in de veronderstelling., dat de statement 81 de w.a.rde van de 
lopende varlabele k niet wijzigt - dus ook gescbreven worden als: 
of., wat ingewikkelder., 
"£2!: k:m -5, k+3., +1 step +3 until 7 5!2_ 81; 82" 
Het while-element bestaat uit een a.ritbmetische expressie., 
gevolgd door het nieuwe symbool "whilefl., -waarachter een voorwaa.rde .. 
Het while-element behelst., dat de expressie wordt uitgewerkt., de 
waa.rde hiervan a.an de lopende variabele wordt toegekend., de state-
ment volgend op do wordt uitgevoerd., waarna opnieuw de expressie 
wordt uitgewerkten de waarde daarvan a.an de lopende variabele wordt 
toegekend., etc., 0mdat dit l)roces op deze manier ad infinitum zou 
doorgaa.n., is echter de voorwaa.rde., ingeleid door while era.an toege-
voegd. Vlak voordat de statement., volgend op do a.an de beurt komt., 
wordt gecontroleerd., of a.an de voorwaa.rde in kwestie voldaan is., 
zo ja., dan is de gang van za.ken., als boven beschreven, zo nee., dan 
eindigt dit proces en wordt het while-element beschouwd als a.fgehandeld. 
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Met behulp van het while-element kunnen we ons l.aatste voorbeeld ook 
formuleren als volgt: 
"£.2:: k:.., -5, k + 3 while k ~ 7 ~ S1; 8211 
In het algemeen volgt op het wordtteken in de for clause dus 
een lijst van "elementen", onderling gescheiden door komrna en 
afgesloten door het symbool do; we hebben de drie types gezien - het 
~til-element, de enkelewaarde en het while-element - en deze 
drie types mogen elkaar op elke manier af'wisselen. Als het l.aatste 
element van de lijst afgewerkt is, geldt de hele for-statement als 
voltooid. -
De statement, volgend op do kan gelabeld zijn of, als deze 
statement "samengesteld11 is - d.w:Z. bestaat uit een aa.ntal state-
ments, onderling gescheiden door puntkonnna en als geheel omvat door 
de statementbaken begin en end - , dan kan een van de "binnenstate-
ments" gelabeld zijn. De statement, volgend op het symbool do (d.w.z. 
het stuk, waarop de herbaling zich betrekt) heet het "bereikvan de 
!2._r-statement: het is verboden via een goto-statement buiten het 
bereik van een for-statement het bereik van die for-statement binnen 
tegaa.n. -
Anderzijds kan in het bereik van een f2:::--statement een §Oto-
statement staa.n, die leidt naar een gelabeld statement erbuiten. 
De for-statement is dan ( voortijdig) voltooid en de waarde van de 
lopende variabele is gelijk a.an de waarde, vlak voor de voltooiing 
van de goto-statement. Dit moet expliciet vermeld warden, omdat in 
het geval, da.t de for-statement afgeha.ndeld is, omdat het l.aatste 
element van de lijat"volledig is afgewerkt., de waarde van de lopende 
variabele ongedefinieerd is. 
(De afspraak is gemaakt in de veronderstelling., dat men, als 
het l.aatste element een step-until-element of een while-element is, 
de constructeurs van AI.GOL-vertalers de vrijheid zou laten, of de 
waarde van de lopende variabele de l.aatst geaccepteerde, dan wel de 
eerst verworpene zou zijn. Aa.ngezien men bij het onderzoek van de 
voorwaarde de nieuwe waarde van de lopende variabele nodig kan hebben, 
is er in feite geen keus, hoe vertalers de for-statement realiseren; 
de afspraak, da.t de -waarde van de lopende variabele ongedefinieerd is 
na de afwerking van het laatste lijstelement is dan ook zinloos. Bij 
de MC-vertaler is de waarde van de lopende variabele na de afwerking 
van een element in de for clause wel degelijk gedefinieerd; voor een 
enkele waarde is het deze waarde, voor de twee a.ndere soorten element 
is het de eerst verworpen waarde (dit alles natuurlijk in de veronder-
stelling, dat in het bereik van de for-statement de lopende variabele 
niet door een assignment statement ee~ nieuwe waarde toegekend krijgt).) 
De lezer realisere zich, dat het lijstelement in 
11
~ x:• a step b until x 2:2, ••••• " 
nooit is afgeha.ndeld,; tenzij deze for-statement beeindigd wrdt door 




Negen namen hebben in ALGOL 60 een Speciale betekenis. Het zijn 
de namen van de volgende sta.ndaardfuncties. Het argument, da.t tussen 
haakjes achter de li.aa.m van de functie geplaatst -wordt, mag een wille-
keurige arithxnetische uitdrukking zijn; wij duiden hieronder deze 










111 de absolute -waa.rde (de modulus) van de waa.rde 
van de uitdrukking E. 
n het "teken" van de waa.rde van E (d.w.z. = +1, 
als de -waarde van E :positief is,• 0 als de 
waa.rde van E nul is en = -1, als de waa.rde van 
E negatief is). 
.,. de vierka.nts-wortel uit de waa.rde van E 
m de sinus van de waa.rde van E 
.,. de cosinus van de waa.rde van E 
.,. de hoofd-waa.rde van de arcta.ngens van de waa.rde 
van E 
.,. de natuurlijke loga.rithxne van de waa.rde van E 
111 de exponentiele functie van de waarde van E 
• het grootste gehele getal, dat niet groter is 
dan de waa.rde van E. 
Het argument van deze negen functies mag zowel van type integer als 
van type real zijn; het antwoord is bij de functie abs van hetzelf'de 
type als iiet""meegegeven argument, bij de functies sign en entier va.n 
type integer en voor de overige zes altijd van type real. (Aldus 
geldt het voor de MC-vertaler. In de officiele ALGOL-rshet antwoord 
van de functie abs altijd real, ook als het meegegeven argument van 
type integer is.) 
Waa.r een argument (bij sin en cos) of het antwoord (bij a.rcta.n) 
als hoekmaa.t geduid pleegt te worden, is dit natuurlijk een hoekmaat 
in radialen; als basis van de loga.rithxne en de exponentiele functie is 
- even vanzelf'sprekend - e gekozen. 
Op nog een klein punt wijkt de MC-vertaler van het officiele 
ALGOL-rapport af: de functies sqrt en 1n opereren bij de MC-vertaler 
op de absolute waa.rde van het meegegeven argument. (Wij hebben dit 
zo gekozen om eventuele moeilijkheden te onderva.ngen, die anders 
zouden kunnen optreden bij een wiskundig heel klein :positief argument., 
dat door afrondingen abusievelijk net onder de nul gezakt is.) 
□pm. Kennelijk geldt abs(E) • E X sign(E). 
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ALGOL 6o is, zoals gezegd, in eerste instantie een taal, die 
ontworpen is om numerieke processen in te beschrijven. Wil men deze 
taal gebruik.en voor de documentatie van rekentecbnieken, dan vormt 
ALGOL 60 een afgerond geheel, dat zich voor dit doel goed leent. 
Zo goed zelfs, dat wij er meer mee willen: wij willen een reken-
proces in ALGOL 6o kunnen beschrijven en een rekenmaehine aan de 
hand van deze beschrijving dit proces uit kunnen laten voeren. 
Ma.ar zodra wij geinteresseerd zijn in de feitelijke uitvoering, 
dan zal dat ha.a.st altijd voortvloeien uit het feit, dat wij geinter-
esseerd zijn in de antwoorden. Wij 'Willen in de beschrijving van het 
u1 t te voeren rekenproces aan kunnen geven, -wat de resu.ltaten zijn, 
die de rekenma.chine bij de feitelijke uitvoering van het proces aan 
de buitenwereld zal moeten afleveren. Het officiele ALGOL 6o rapport 
zwijgt hierover in alle talen en met opzet. 
Men kan de facto nl. niet volstaan met een aanduiding, welke 
resu.ltaten aan de buitenwereld afgeleverd moeten word.en. Hoe dit 
kan geschieden, bangt immers in hoge mte af van de communicatie-
apparatuur, waarover de ma.chine beschikt. Zo is de Xl in staat, 
tijdens zijn werkzaamheden een electrische schrijfmachine te be-
dienen en we zullen deze schrijfmachine door de Xl laten gebruiken om 
de gewenste resultaten af te leveren. Maar een ieder weet, dat de 
lengte van een schrij:f'nE.chine-wagen eindig is, m.a.w. we zullen 
niet alleen aan moeten geven, welke getallen getypt moeten worden, 
maar we zullen ook aan moeten geven, -wanneer we op een nieuwe regel 
moeten beginnen. Was de machine uitgerust met een drukmechanisme, dat 
als in een tel.machine alle getallen onder e:Lkaar op een strook af- . 
drukt, dan -was dit probleem er niet geweest. Omdat men nu niet alleen 
aan moet geven, -water aan resultaten afgeleverd moet worden, maar 
ook hoe en omdat de specificaties van het laa.tste van machine tot 
machine sterk zullen verschillen, heeft men dit opzettelijk buiten 
de taal gehouden. Men heeft dit gedaan in de veronderstelling, dat 
elke organisatie, w.armee AIGOL-programmas door een mchine uitge-
voerd zouden kunnen word.en, die uitbreidingen van de taal zou om-
vatten, die door de specifieke behoeften ter plaa.tse gedicteerd zijn. 
Dergelijke uitbreidingen zijn ook voor de MC-vertaler ingevoerd. 
Zij vallen bui ten de officiele taal, en zijn mede daardoor iets minder 
definitief. Wanneer de organisatie van de MC-vertaler in de naaste 
toekomst nog gewijzigd zal worden of uitgebreid, dan mogen wij die 
veranderlngen in deze hoek verwachten. 
De gekozen oplossing vertoont grote analogie met de wijze 
-waarop de standaard functies geincorporeerd zijn. Werden daar spe-
ciale namen geintroduceerd om een functie aan te geven (met als resul-
taat een term in een expressie), hier word.en speciale namen geintro-
duceerd, om een (iets minder) standaard ha.ndeling aan te geven. In de 
tekst, waarin deze standaard ha.ndeling is opgenomen, fungeert de 




New llne Carriage Return 
Typ de -waarde van de expressie E 
Zolang de statement NLCR niet wordt uitgevoerd, typen opeen-
volgende print statements de getallen achter elkaar op dezelfde 
regel. Na de statement NLCR wordt het eerstvolgende te typen getal 
getypt aa.n het begin van de volgende regel. Wij zullen het gebruik 
van deze statements aan enkele voorbeelden illustreren. 
Eerst pakken we ons voorbeeldje van de compJ.exe vermenigvuldi-
ging weer OJ?• We ma.ken een programma., dat ad infinitum doorgaa.t met 
vermenigvuldigen, maar dat na elite duizendate vermenig-ro.ldiging u1 t-





real x, y, u; inte erk; 
~ ... 5/13; y:• 12 13; 
!2!, k:= 1 step 1 until 1000 ~ 
begin u:= 0.6 Xx - 0.8 X y; 
y:= o.8 x x + o.6 x y; 
x:m u 
end; 
NLCR; print ( x X x + y x y - 1); goto BB 
Het volgende voorbeeld produceert een tabel van sinh(x) en 
cosh(x) voor x,.. 1(.01)2. Elite regel van de tabel bevat drie ge-
tallen, het argument, de bijbehorende sinh en cosh. Men lette erop, 
dat de eindgrens in de for-statement, nu de lopende variabele van 
type real is, iets te ruim is genomen. Op deze wijze garanderen we, 




""""tor x:"" 1 step 0.01 until 2.001 do 
be°""'gin NI.CR; print (x); 
print (0.5 X (exp(x) - exp(-x))); 
print (0.5 x (exp(x) + exp(-x))) 
end 
Helema.al netjes is bovenstaand programma. niet, omdat we niet 
kunnen garanderen, dat het increment in de for-statement exact wordt 
gerepresenteerd. Aan het einde van onze tabel zal dan het argument 
met een honderd maal zo grote fout behept zijn. In de volgende versie 
is dit bez-waar onderva.ngen. Tevens is, in de veronderstelling, dat 
de berekening van de exponentiele functie een reJ.atief bewerkelijke 
operatie is, de hoeveelheid rekenwerk wat verminderd. (Volledig-
heidshalve vermelden wij, dat voor de X1 de snelheidsverhoudingen 
zodanig liggen, dat deze vermindering van de hoeveelheid rekenwerk 
niet leidt tot versnelling van het programma.: de X1 rekent zo snel, 
dat. al in de boven gegeven versie de totale tijd bepa.ald wordt door 




integer k; ~x; 
~ k:• 100 step 1 until 200 ~ 
begin NI.CR; print (k/100); x:Q 0.5 X exp(k / 100); 
print(x - .25/x); 
print(x + .25/x) 
end 
CQl,U,IENTAAR 
ALGOL 60 kent twee methoden,·om ter verhoging van de lees-
baarheid het programma op saillante punten van commentaar te voor-
zien. Dit commentaar is uitsluitend bestemd voor de menselijke 
lezer, het moet door de verta.ler overgeslagen worden. Opdat de 
verta.ler eenduidig vast kan stellen, welk gedeelte van de tek.st 
overgeslagen kan warden en -waar het eigenlijke programma weer 
doorgaat, is dit commentaar a.an enige regels gebonden. 
De eerste vorm van commenta.ar wordt ingeleid door het spe-
ciaal daartoe ingevoerde symbool "comment". Vanaf' dit symbool 
-word.en alle volgende symbolen tot en rr:et de eerstvolgende punt-
komma als rdet ter zake doend commentaar geskipt. Met and.ere 
worden, voor dit soort commentaar, dat de puntkomma niet nag 
bevatten, :f'ungeert het symbool "comment" als openingsbaak en de 
puntkomma als sluitingsbaak. Deze vorm van commentaar is of'f'icieel 
in ALGOL 60 alleen toegestann na een puntkomma of' na het symbool 
"begin"; de MC-verta.ler staat het overal toe. 
De tweede vorm van commentaar is toegestaan na het symbool 
"end". Hierna -word.en, indien aanwezig, als commentaar alle sym-
bolen geskipt tot a.an {en niet tot en met) de eerstvolgende punt-
ko:mma, end of' else. Voor de MC-verta.ler gelden hierbij echter twee 
restricllis. Teii'"eerste mag deze reeks symbolen, die overgeslagen 
moet wrden, niet de symbolen "begin", "comment" en de z.g. 
string quotes ""F'' en "}" bevatten, ten tweede is deze vorm van 
commentaar niet toegestaan na de end van het alomvattend hakenpaar, 
d.w.z. aan het einde van het proe;raimna. Deze vorm van commentaar 
wrdt vooral gebruikt om aan te geven, bij welke begin de end in 
kwestie behoort, dit is vooral van belang als men deze toevoeging 
door de layout niet meer duidelijk kan maken. 
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ARRAYS 
Het u1 tdrukkingsvermogen van ALGOL 6o is aamnerkelijk ui t-
gebreid door de introductie van het concept "array". Het eenvou-
digste voorbeeld van een array is een vector, d.w.z. een rij 
geindiceerde va.riabelen. Om het array als geheel a.an te duiden, 
kiest men een of and.ere naa.m, om een be:paald element a.an te w.f.jzen, 
specificeert men achter de naam van het array de betrokken index-
waarde tussen vierka.nte ha.ken. Een index mag altijd een aaneen-
sluitende rij gehele getallen doorlopen, in de keuze van minimum 
en maximum waarde (onder- resp. bovengrens) is de :programmeur vrij. 
Voordat w.f.j de gekozen array-na.men ala zodanig mgen ge-
bruiken, moeten wij di t gebruik van tevoren aa.ngekondigd hebben 
in een z.g. "~-declaratie". Deze bevat c1an tevens het gegeven, 
van welk type {~ of integer) de indi viduele elementen zijn, 
alsmede onder- en bovengrenzen voor de indices. Ondel'- en boven-
grens warden in de a.rrey--declaratie gespecificeerd door ze, ondel'-
ling gescheiden door een dubbele punt, tussen vierkante haken 
te plaa.tsen achter de namen, waarop deze grenzen betrekking 
hebben. Een voorbeeld moge dit toelichten. 
Stel., we w.f.llen vier vectoren - of., zoals we ze liever noemen: 
eendimensionale arrays - introduceren. Drie daarvan., te weten de 
arrays met de namen Mozart., Bach en Brahms., zijn opgebouwd uit ele-
menten van type integer en het vierde arrey, Beethoven genaa.md, 
heeft elementen van type reale (Alle elementen van eenzelfde arrey 
zijn altijd van hetzelfde type.) De arrays Mozart en Bach tellen 
elk vijf elementen, genummerd van 1 t/m 5, de arrays Brahms en 
Beethoven tellen elk negen elementen, genumnerd van -4 t/m +4. 
Wij kunnen dit declareren met behulp van twee declaraties., nl. een 
voor elk type. Zij luiden: 
"integer a.rrey- Mozart., Bach [ 1 : 5], Brahms [-4: +4]; 
~ arra;y Beethoven [-4: 4] 11 
Uit dit voorbeeld zijn de belangrijkste regels te destilleren., 
volgens welke de a.rrey--declaratie's opgesteld dienen te worden. 
Aile arrays van hetzelfde type kunnen (maar hoeven niet) in een-
zelfde declaratie beha.ndeld warden; is het type integer, dan begint 
de decla.ratie met de symbolen "integer array", zijn ze van type 
(eal, dan begint de declaratie met de symbolen "real arr~"• 
In het geval van II~ a.rrey-" mag men het symbool "real weg-
laten, m.a.w. laa.t men in een ~claratie het type onvermeld, 
dan is het type real bedoeld.) Hierachter volgt een naam ( of meer 
namen, onderling"""geicheiden door een komma.)., -waarachter de index-
grenzen tussen vierka.nte ha.ken. Deze indexgrenzen hebben betrekking 
op de hier vlak voor staand.e lijst namen. Is hiermee het laa.tste 
array van het onderhavige type geintroduceerd., dan wordt de decla-
ratie met een puntkomma. afgesloten, anders komt er een komma ter 
a.anduiding van een of meer arrays van hetzelfde type, maar met 
mogelijk and.ere indexgrenzen. 
Wij hebben hiermee 28 arrayelementen geintroduceerd, b.v. 
Mo7..art [1 ], Mozart [2], Mozart [3], Mozart [4], Mozart [5], 
Bach [3], Brahms [-2] en Beethoven [4]. Een index mag niet buiten 
de aangegeven grenzen liggen: het element Beethoven [9] b.v. is 
ongedef'inieerd. 
Behalve dergelijke vectoren mag men ook arrays met meer dan 
een index introduceren. In de array-declaratie geef't men dit aan 
door achter de bovengrens van de eerste index niet meteen de v:ter-
kante sluitingsbaak te zetten., maa.r een komma en dan het grenzen-
paar voor de volgende index, etc.; de v:terkante sluitingshaak volgt 
clan op de bovengrens voor de laatste index. Om een element van een 
een- of' meerdimensionaal array aan te wijzen, moet men, war bij het 
vectorelement slechts een indexwaarde gespecif'iceerd behoefde te 
-word.en., nu alle indexwaarden in volgorde geven, onderling weer door 
komma's gescheiden. 
De volgende array-declaratie introc1:uceert drie arrays met 
el.ementen van type real.., twee tweedimensional.e en een driedimen-
sionale. - · 
"array Rembrandt., Vermeer [-10: +to., 3:7], 
le Corbusier [O: 10., 0:7, 0:4] " 
De eerste twee arrays omvatten elk 21 x 5 • 105, het laatste 
omvat 11xa<5 • 440 elementen. Zo kan men praten over de elemen-
ten Rembrandt [8.,4] en le Corbusier [3,3,3]; het el.ement Rembrandt 
[4,8] is weer ongedefinieerd., omdat een van de indexwaa.rden (nl. de 
J.aatste) buiten de bijbehorende grenzen valt. Het element le Corbusier 
[5.,2] is ongedef'inieerd., omdat ~et aantal indices niet in overeen-
stemming is met de declaratie .. 
De index van de geindiceerde variabele is in wezen een gehele 
waarde,. Tussen de vi~rka.nte bak.en mag een willekeurige expressie ' 
staan - b.,v. Mozart [1 x 1 - l] - en de waarde van een dergelijke 
expressie mag zelf's van type real zijn -b.v. Bach [sin(x) + 
cos(pi X exp(y + yy) - 7)] - 7Tn een dergelijk geval -wordt de 
expressie afgerond op de dichtstbij gelegen gehele waarde; het 
element Beethoven [7/2] is weer onbepaa.ld. 
In ALGOL 60 moeten de declaraties van een programma vooraan 
staan., voor de eerste statement; hun onderlinge volgorde is in 
principe vrij. 
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Wij zu.llen nu, complee met in- en uitvoer van gegevens, 
een matrix A, bestaande uit 20 kolommen, elk van zes elementen, 
vermenigvuldigen met een kolomvector B van dus 20 elementen en 
de a.ntwoordvector ( van dus 6 elementen) u1 ttypen. Wij nemen a.an, 
dat de elementen van A kolomsgewijs op een band geponst staan en 
dat na de laatste kolom van A op diezelf'de band de elementen van 
vector B sta.an. Om de informs.tie, die op een band geponst staat, 
in een werkend ALGOL-progranmia op te kunnen nemen, is het "voca-
buJaire" van de MC-vertaler uitgebreid met de speciale f'unctie 
"read". De -waarde biervan is gelijk aan die van "het volgende 
getal op de band"; uit de aard der zaak moet, voordat een ALGOL-
progrrumna om getallen van een band vraagt, deze band met zijn 
begin in de bandlezer van de Xl gelegd zijn. 
begin 
end 
integer i, j; ~ s; array A[l:6, 1:20], B[l:20]; 
NI.CR; 
f.9!. j := 1 step 1 until 20 do 
f.9!. 1:= 1 step 1 until 0.!!2 A[i,j] := read; 
f.9!. 1:= 1 step 1 until 20 .!!2 B[i] := read; 
f.9!. 1 : ~ 1 step 1 until 6 .!!2 
begin s:• O; 
for j:• 1 step 1 until 20 dos:= A[i,j] x B[j] + s; 
print(s) -
end 
llet programma bestaat priIJE.ir uit vier statements, nl. NLCR, 
gevolgd door drie for-statements. Bij de eerste hiervan zien we, 
dat de statement, file volgt op een for clause, zelf' weer een for-
statement mag zijn; bij de laatste Eiervan, w.arin de eigenlijke 
berekening is bescbreven, hebben we van de statement-haken begin 
en~ gebruik moeten maken. 
De vorm van dit progrrumna werd gedicteerd door de wijze, 
w.arop de getallen op de band stonden. Had op deze band eerst de 
vector B gestaan en dan de matrix A, maar nu rijgewijs , dan hadden 
we met een veel eenvoudiger programma kunnen volstaan, nl. 
begin 
end 
integer 1, j; ~ s; array B[1 :20]; 
NI.CR; 
for j : = 1 ste;r2 1 until 20 do B [ j] : = read; 
for 1:= 1 step 1 until 6 a.o"" 
begin s:• O; 
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Speciale functies en standaard bandelingen 
arrays. 
Het is verboden eenzelfde :naam in een bepaald bestek. met een 
dubbele betek.enis te gebruiken., ook al zou hierdoor geen 
dubbelzinnigheid optreden., omdat in de tek.st duidelijk is., van 
welke aard het benoemde object is. Zo mogen we niet tegelijker-
tijd 'Willen kunnen praten over: 
de scalar "sin" (in expressie of links van":=") 
de label II sin11 ( in goto-statement of links van " : 11 ) 
de functie 11 sin11 (gevolgd door"(") 
het array 11sin11 (gevolgd door 11 ( 11 ) • 
Dit verbod is kort en cr,y:ptisch uitgedrukt in het principe 
"identifier identifies", dat een van de hoek.stenen van ALGOL 60 
is. Di t verbod strekt zich ook u1 t over de namen van de nog onbe-
sproken objecten (de Boolean, de switch en de procedure). 
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DE PROCEDURE 
ans voorbeeld van de vermenigvuldiging "matrix ma.al vector" 
hebben we gegeven als illustratie van het gebruik van arreys; het 
toonde daarnaast de for-statement in al zijn glorie. Zo liet het 
duidelijk zien, dat iiet' foJ:'1-inecbanisme niet enkel een telling is., 
die zorgt., dat een statement een aa.ntal malen herha.ald wordt., ma.ar 
dat in deze statement met vrucht gebruik geIJE.a.kt k.a.n word.en van 
de waarde van de "lopende variabele". Verd.er is dit voorbeeld., een 
progra.mma., waa.rdoor o .a. 120 vermenigvuldigingen u1 tgevoerd zu.llen 
worden, een treffend bewijs van de compa.ctheid van beschrijvingen 
in ALGOL. De for-statement is niet de enige methode, w.ardoor we 
de progra.mma.tekst kunnen verkorten: een zeker zo bela.ngrijke mo-
gelijkheid is het bijzonder flexibele afkortingsmechanisme., dat 
ons ter beschikk.1ng staat in de vorm van de z.g. "procedure". 
In een progra.mma komt een variabele voor., genaamd "cosphi"., 
die op een groot aa.ntal verschillende plaa.tsen in het progra.mma. 
een wijziging moet ondergaan., die beschreven k.a.n word.en door de 
assignment statement 
"cosphi: "" 2 X cosphi X cosphi - 1 " • 
In plaa.ts van nu deze statement op alle plaa.tsen., war cosphi 
aldus gewijzigd moet word.en., voluit neer te schrijven., kunnen 
wij deze handel1ng een naa.m geven; dit eenmaal gebeurd zijnde 
hoeven wij daar waar deze handeling plaa.ts moet vinden., slechts 
deze naa.m te vermelden. 
Wij kiezen voor deze handeling een naa.m, die in dit bestek 
geen and.ere betekenis heeft; dit zij de naam "DUB". Deze keuze 
leggen wij vast in een z.g. "procedure decla.ratie11 • In zijn 
eenvoudigste vorm bestaa t deze U1 t het hierbij te introduceren 
nieuwe symbool ";vroced.ure"., onmiddellijk gevolgd door de 
gekozen naam; deze wordt dan afgesloten door een puntkomma. en 
hierna volgt de statement, die deze naam gekregen heeft. (Hiermee 
is de decla.ratie ten einde. Aa.ngezien de declaraties in de regel 
gevolgd word.en door and.ere decla.raties of door een statement., 
volgt er na de benoemde statement dus een puntkomma..) 
In ons voorbeeld zou de procedure decla.ratie geluid hebben: 
";procedure DUB; cosphi: 1111 2 X cosphi X cosphi - 1" • 
Hierna. mogen we overal in de tekst., waar deze statement uitgevoerd moet 
word.en., in plaa.ts daarvan "DUB" schrijven .. Dit is dan een zelf-
standige statement - dit soort heet "een procedure statement" - ., 
die normaal als alle andere statements met behulp van puntkonma's 
van voorganger en volgeling gescheiden moet worden. 
-40-
In gebruik onderscheidt de procedure DUB zich niet van de reeds 
eerder genoemde standaard handeling NI.CR; het enige verschil is, 
dat de naam NI.CR behoort tot het primitieve vocabulaire van de 
MC-vertaler en daardoor zonder voorafgaande declaratie gebruikt 
mag worden. En nu is het ook duidelijk, hoe de statement NLCR, 
die we eerder min of meer als extra'tje invoerden, syntactisch 
volledig in ALGOL 60 past: het is in het gebruik een procedure 
statement, net als ieder a.nder .. Voor een klein aa.ntal procedures 
(vraaronder NLCR) is de functie eens en voor al afgesproken; 
daar:naast heeft de progra.mmeur de vrijheid om met behulp van een 
procedure declaratie :naar behoefte nieuwe procedures te definieren. 
Nu beschouwen we het geva.l, dat op vele plaatsen in het pro-
gramma twee variabelen genaamd 11a 11 en 11b 11 , verwisseld moeten 
worden. Dit vergt, zoals gemakkelijk is na te gaa.n, drie state-
ments en er is dus reden genoeg, om deze handeling a.ls procedure 
te behandelen .. Dat de procedure declaratie de na.am hecht aa.n "de 
erin voorkomende statement"., deert ons niet, wnt we kennen in-
middels de geijkte methode om een aa.ntal statements naar buiten ala 
een enkel te laten fungeren: de statementbaken begin en~• De 
procedure declaratie voor de verwisseling van a en b luidt., als we 
hiervoor de naam 11wsl" kiezen: 
"iirocedure wsl; 
begip. ~s; 
s:~ a; a:Q b; b:• s 
end" 
(Hierin zal end, het laatste symbool van de declaratie,. wel weer 
door een puntkomma gevolgd warden.) 
Het zal de oplettende lezer niet ontgaa.n zijn, dat 'Wij in 
deze procedure declaratie tussen de baken pegin en~ nog iets 
meer gezet hebben, dan de drie statements, nl., eerst nog een decla-
ratie voor de hulpgrootheid, die we voor het ver'Wisselproces nodig 
hebben. We bereiken hiermee, dat iedere keer, dat later de procedure 
statement "wsl" uitgevoerd wordt, voor de tijdsduur van deze acti-
vering van de procedure wsl even de grootheid s geintroducerd wordt, 
om de verwisseling uit te kunnen voeren. Deze variabele s, die een 
z.g .. "locale" variabele van de procedure wsl genoemd wordt, omdat hij 
binnenin de procedure gedecl.a.reerd is, heeft geen betekenis daarbuiten. 
Om te kunnen expliceren, -wat met "binnenin" en "daarbuiten bedoeld is, 
kunnen wij niet volstaa.n met enkel te kijken naar de procedure 
declaratie, maa.r moeten 'Wij de declaratie van de procedure wsl 




Een programma -waarin de procedure wsl gedeclareerd en gebruikt 
wordt, zou er ruwweg als volgt uit kunnen zien. 
end 
real a, b, ••• ; 
Meger ••• ; 
integer arrey s, ••• [ ••• : ••• ] ••• ; 
~array ... ; 
procedure wsl; 
begin ~ s; 
s:= a; a:= b; b:• s 
end 
::7; wsl; ••• ; wsl; ••• ; s[ ••• ] : =• •• ; wsl; ••• 
Het programma begint met vijf declaraties; de eerste decl.a,-
reert minstens de variabelen a en b, -waarvan we immers hadden aa.n-
genomen, dat ze in het programma. voorkwamen. De tweede declareert 
eventuele integers; met opzet hebben we hier de naam "s" aa.n gegeven, 
hier als naam van een integer array. De vijfde declaratie is de 
declaratie van de procedure, genaamd "wsl11 • De statement, die de functie 
van de procedure vastlegt (hier het stuk van en met de tweede begin tot 
en met de bijbehorende end) heet "het procedure licbaam". Begint het 
procedure licbaam met a.ec"8laraties, dan zijn deze declaraties "locaal" ten 
opzichte van dit procedure licbaam. Het concept "locaal" heeft twee aspecten, 
een lexicographisch en een cynamis_ch. 
Het lexigcografisch aspect oetreft over welk gedeelte van de tekst 
een declaratie van toepassing is. Dit is in pricipe van de .laatst 
voorafgaande begin totaa.n de bijbehorende end. Een dergelijk stuk heet 
een "blok" - vraarover later meer - ; het heie programma is dus "een 
blok11 en de declaraties a.an het begin van het programma. strekken zich 
in principe dan ook over het hele progra.mma uit. Wij zien dit bij de 
real gedeclareerde variabelen a en b; overal in het programma. refe-
'r'er'en de namen a en b naar deze variabelen. Het procedurelicbaam 
op zichzelf is weer een blok(een "binnenblok"van het pro-
gramma.blok). Declaraties a.an het begin van dit blok ("real s") 
hebben alleen betekenis in dit blok; heeft een hier gedeclareerde 
naam in het omvattende blok al een betekenis, dan raakt deze beteke-
nis (hier dus de naam "s" ter aa.nduiding van een array) tijdelijk in 
het vergeetboek, om aan het einde van het binnenblok weer in ere her-
steld te worden. (Het gebruik van het woord 11tijdelijk11 in de vorige 
zin is erop gebaseerd, dat men het ALGOL progra.mma van begin tot eind 
leest: om het lexicografisch aspect te onderstrepen zou 11ruimtelijk11 
misschien correcter geweest zijn.) Men kan dus zeggen, dat de betekenis, 
de reikwijdte van een declat'atie zich u.itstrek.t over het gehele eigen 
blok., met inbegrip van zijn binnenblokken ( en binnen--binnenblokken., 
etc.)., tenzij de naam in zo'n binnenblok een nieuwe functie krijgt. 
Omgekeerd: hoe vindt men de betekenis (d.w.z. de bijbehorende decla-
ratie)van een ergens gebru.ikte na.am? Men kijkt naa.r het kleinste blok, 
dat de plaats van gebruik omvat en wordt de naam hier gedeclareerd., dan 
zijn we klaar; zo nee, dan kijken we naar het kleinste dit blok omvat-
tende blok., of' a.an het begin hiervande naam in een declaratie VOOI"-
komt etc. In ons voorbeeld is de consequentie van het dubbele gebru.ik 
van de na.am II sll., dat we in het procedure lichaam van wsl n.iet over 
het arrays kunnenpraten. Hadden we dit gewild, dan badden we voor 
de hulpgrootheid in wsl een andere naam moeten kiezen .. 
Ter aa.nduiding ervan., dat achter de procedure declaratie de naam 
s weer in zijn oorspronkelijke betek.enis terugkomt, hebben we in de 
regel., die de statements van het progra.ttmE. voorstelt, de naam a door 
[ ••• ] la.ten volgen .. 
Het ccyna.m:1sch aspect van het locaal zijn van de declaratie 
"real s" betref't de procedure statements 11 .... ; wsl; ••• 11 , zoals ze 
iii"oiis voorbeeld drienaal voorkomen. Als di t programma. u.i tgevoerd 
gaat worden, moet voor elk van deze procedure statements de u.itvoe-
ring van het bijbehorende procedure licbaam geinsereerd 
worden; dit impliceert., dat dan een nieuwe variabele s geintrodu-
ceerd wordt, die dan nog geen waarde heef't, in de loop van de u.it-
voering mogelijk een waarde krijgt (in ons geval de warde van a) naar 
deze variabele houdt op te bestaan, d .. w .. z. zijn waarde gaat onhel"-
roepelijk verloren., zodra de procedure statement voltooid., althans 
beeindigd is .. Tijdelijk gezien is een locale variabele dus een varia,-
bele met een beperkte levensduur: opeenvolgende 11inca.rnaties11 van een 
dergelijke variabele staan geheel los van elkaar. 
Het of'ficiele ALGOL 60 rapport zwijgt a.ngstvallig over de 
mogelijkheid, een ALGOL-programma met behulp van een automatische 
rekenmachine uit te voeren; aardse zak.en.als geheugens komen a f'o:i:-
tiori niet ter sprake. Met een enkel woord willen wij daarom aan-
duiden., hoe de MC-vertaler op het locaal zijn van variabelen rea-
geert. Bij elke procedure statement, d.w.z. iedere keer, dat een 
procedure opnieuw geactiveerd wordt., wordt voor de locale groot-
heden van deze procedure de nodige geheugenruimte gereserveerd; zodra 
deze activering van deze procedure beeindigd is, wordt deze reSel"-
vering ongedaa.n gemaa.k.t en hetzelf'de stulc geheugen wordt in de regel 
onniiddellijk voor and.ere doeleinden gebruikt. 
Onze procedure "DUB" was louter een afkorting; bij de proce-
dure "wsl" werd het procedure--mecbanisme verrijkt met de tijdelijke 
introductie van hulpgrootheden. Het volgende element., de naan~ubsti-




We hebben een programma.., waarin een groot aantal variabelen 
voorkomt en waarin geregeld verwisselingen uitgevoerd moeten word.en., 
maar nu niet altijd tussen hetzel:f'de tweetal waarden (a en b in ons 
vorige voorbeeld) maar hier tussen dit paar., ginder tussen een and.er 
paar. AIOOL 6o kent nu de mogelijkheid om in een procedure alleen een 
mechanisme (hier dus het verwisselen) te definieren., maar in de decla.-
ratie van de procedure in het midden te la.ten., op welke variabelen dit 
proces zal werken. In plaats daarvan wordt dit dan bij elke procedure 
statement aangegeven. Dit mechanisme is gegeven in de z.g. 11procedure 
met formele parameters11 • Een voorbeeld moge dit illustreren. 
begin 
end 
real a., b., c., d., e., ••• J 
Iii'teger i., ••• J 
array s[2: 12]., ... J 
procedure w2(e.,f)J ~ e., f; 
begin~ s; 
s:= e; e:= f; f:• s 
end• _.,
••• ; w2{a,b); ••• ; w2(d.,c); i:= 5; ••• ; w2(s[i]., e); ••• 
De procedure., genaamd 11w211 ., heeft twee z.g. "formele para-
meters"., in zijn declaratie., "e" resp., 11f 11 gedoopt. Deze namen 
zijn in de lexicographische zin locaal ten opzichte van het proce-
dure lichaam. Zij hebben als naam van een formele parameter geen 
betekenis buiten het procedure lichaam; bij gratie van het feit., 
dat ze in het begin van de procedure declaratie tussen ronde haken 
ale lijst op de procedure naam volgen, fungeren zij in het proce-
dure lichaam als naam van de eerste resp. tweede ( algemeen: nde) 
formele parameter. Heeft de naam, die voor een formele parameter 
gekozen is., buiten de declara.tie al een betekenis., dan blijft deze 
"buitenbetekenis" over het geb:l.ed van de decl.aratie sluimeren en 
pas achter de procedure declaratie wordt de buitenbetekenis weer 
in ere hersteld. 
Achter het ronde sluithaakje achter de laatste formele para-
meter moet een puntkomna volgen. Voordat nu het procedure lichaa.m 
begint., is er ruimte voor de z.g. 11specificaties11 • Hoewel 
van vorm mogelijk niet van declaraties te onderscheiden ( als in 
het bovensta.ande voorbeeld)., is de specificatie als zodanig her-
kenbaar door de plaats., waar hij voorkomt. De specificatie "real e., 
f" behelst., dat de zojuist geintroduceerde formele parameterse en 
fin het bijbehorende procedure lichaam slechts gebruikt zullen 
worden zoals men namen van real-gedeclareerde variabelen gebruiken 
mag. 
De eynamische implicatie van het begrip der formele variabelen 
is geheel anders clan die van de locale variabelen (zoals "real s 11 ). 
'De procedure statement bestaat nu niet enkel uit de naam vande 
procedure., maar daarachter tussen ronde haken in volgorde de namen 
(of expressies., zie later) die bij de inserering de (namen van de) 
formele parameters dienen te vervangen. Popula.ir gezegd f'ungeert 
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de f'ormele parameter als open plaats in het procedure lichaa.m, die 
bij de procedure statement ingevuld wordt. 
In ons voorbeeld bewerkstelligt de procedure statement 
"'W2(a.,b)", dat de variabelen genaa.md a en b van waarde verwisselen, 
11'W2{s[i], e)" heef't dit ef'fect op de variabelen s[1] en e. In het 
laatste geval zal de verwissel:f'unctie dus mede af'hangen van de 
momenta.ne waarde van 1. In deze procedure statements f'ungeren 
a, b, c, d, s[i] en e ala z.g. "werkelijke parameters". De werke-
lijke parameter geef't a.an -wat bij de 1nterpretatie van de procedure 
statement in plaats van de overeenkomstige f'ormele parameter gelezen 
moet word.en. 
In de procedure decla.ratie van 'W2 word.en e en f' gespecif'i-
ceerd, s wordt gedecla.reerd. Juist bij variabelen is het verschil 
tussen decla.ratie en specif'icatie he.el gemarkeerd: de decla.ratie 
bewerkstelligt, dat bij de procedure statement tijdelijk een nieuwe 
variabele geintroduceerd wordt, de specif'icatie betref't een f'ormele 
para.meter, die in de procedure statement gekoppeld wordt aan de 
overeenkomstige werkelijke parameter, d.w .. z. iets, -wat al bestaat. 
Bij de verva.nging van de f'ormele parameters door de werkelijke 
kan een kleine moeilijkheid ontstaan. De procedure statement 11'W2(d,c) 11 
geef't aanleiding tot de drie assignment statements 
en dit bewerkstelligt in correcte ALGOL-statements de bedoelde 
verwisseling. Op dezelf'de manier zou 11'W2(s[i],e)" aanleiding 
geven tot 
"s:1111 s[il; s[i] :== e; e;• s 11 
maa.r dit zijn geen legitieme ALGOL-statements, want het is ver-
boden in hetzelfde be&tek eenzelf'de naam in verschillende beteke-
nissen te gebrul.ken, zoals bier met de naam ns" 1s gebeurd. Deze 
moeilijkheid is maa.r schijn: Hij vloeit voort uit het dubbele 
gebruik van eenzelfde naam, :maa.r :namen mag men vrij k1ezen. Als 
we een ALGOL programma hebben kunnen we zonder meer een equivalent 
programma opschrijven, dat slechts van het oorspronkelijke daarin 
verschilt, dat alle benoemde objecten consequent andere namen hebben 
gekregen. In het bijzonder kunnen we het programme. zc opschrijven, dat 
geen enkele naam 001 t in dubbele betekenis geb:ruik wordt ( we ha.dden 
de locale variabele., genaamd "s11 b.v. kunnen herd.open tot "s uit "1211 ). 
De hier gesignaleerde moeilijkheid treedt da.n niet meer op. Elke ver-
taler voor ALGOL 60 heeft da.n ook de plicht in dergelijke gevallen 
te reageren., alsof door herdoping dergelijke 11botsingen van namen" 
(of zelfs dubbelzinnigheden)., zoals die zouden kunnen ontstaan bij 
de interpretatie van de procedure statements., uit de weg zijn geruimd. 
Er is nog een and.ere moeilijkheid. We beschouwen de - onwaar-
schijnlijk korte - procedure., die gedecla.reerd is door: 
"procedure Q(u.,v); ~ u., v; u:== v X v" • 
Als a, b enc de namen zijn van real-gedecla.reerde variabelen, da.n 
zijn mogelijke procedure statemeiits:" 
"Qla., b)" 
11Q b., 10) 11 
"Q c,a+1)" 
met de betek.enis "a:• bX b" 
met de betek.enis "b: == 10 X 1011 
met de betek.enis "c: a:( a+ 1 )x( a+ 1)" en niet met de 
betek.enis "c:• a + 1 X a + 111 ., -waa.r doorgaans 2 X a + 1 
uitkomt. 
In het officiele ALGOL 60 rapport is daarom vermeld., dat bij 
de vervanging van formele door werkelijke parameter de laatste door 
een rond bakenpa.ar: () omvat dient te word.en., overal., -waa.r dit syn-
tactisch is toegestaan. (Dus b.v. niet links van het -wordtteken., 
maar daar kan het nooit noodzakelijk zijn: bij de bovengenoemde 
procedure is een statement in de trant van "Q(a+b., 15)" niet toe-· 
laatbaar.) 
Nu we de formele parameter bebandeld hebben., kunnen we aan de 
eerder genoemde standaard himdeling 11print(E) 11 de plaats toek.ennen., 
die hem toek.omt: dit is een procedure met een parameter., die we 
zonder voorafgaande decla.ratie mogen gebruiken. 
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DE FUNCTIE PROCEDURE 
Naast de procedure, die als zelfstandige statement gebruikt 
moet word.en, kent ALGOL 60 een ietwat and.ere vorm van procedure, 
nl. eetj procedure, die in een expressie voor mag komen. Wij zullen 
dit soort procedures ter onderscheiding 11functie-procedure 11noemen, 
en hun gebruik in een expressie een 11 functie-aanroep11 • 
Voorbeelden van functie-procedures, die zonder voorafgaande 
declaratie gebruikt mogen worden, hebben wij al gezien: een voor-
beeld van een parameterloze functie-procedure is 11read11 , van een 
functie-procedure met een parameter "sin11 , 11cos11 etc. Statements, 
waarin deze gebruikt word.en, als 
"bibo:= read; Fidel:= 7 - cos(2 X bibo)" 
illustreren, dat de functie-e.anroep, die in een expressie voor-
komt op'een pla.ats, waar ook een getal syntactisch toela.atbaar is, 
een (numerieke) waarde representeert. Zolang een expressie alleen 
getalleri. en variabelen bevat, impliceert de uitwerking van een 
expressie, dat in volgorde van links naar rechts de waarden opge-:-
haald word.en en dat de erin voorkomende arithmetische operaties 
uitgevoerd worden, zodra de beide operanden opgehaald, dan wel 
gevormd zijn. Komt er in een expressie een f'unctie-aanroep voor, 
dan vragen we "op een ingewikkelde IIEJ1ier11 naar een vraarde. Het 
uitwerken van de expressie blijft even rusten, schuift naar het 
tweede plan; nu wordt de functie-procedure uitgevoerd en als deze 
voltooid is, is {als nevenactiviteit) een waarde afgeleverd. Met 
deze waarde wordt het uitwerken van de expressie voortgezet. 
(Het effect van de functie-ea.nroep konden we niet zo eenvoudig 
beschrijven als dat van de procedure statement: ook bij een 
functie-procedure bestaat het licba.am uit een statement, maar je 
kunt in ALGOL 60 niet zo maar een statement insereren midden in 
een expressie.) 
De declaratie van de functie-procedure onderscheidt zich in 
tweeerlei opzicht van de non-:f'unctie-procedure. Ten eerste wordt 
helemaal vooraan het symbool ~ of inte~er toegevoegd, ter aan-
duiding van het ty:pe van het afgeleverde resultaat. Ten tweede moet 
in het procedure licba.am duidelijk zijn, op welk moment het resul-
taat gevormd is, dat als "als waarde van de f'unctie-procedure" aan 
de buitenwereld afgeleverd moet word.en. Hiervoor is als conventie 
getroffen, dat de naam van de functie-procedure in zijn eigen 
licba.am als was het een gewone variabele links van het wordtteken 
voorkomt. Enige voorbeelden ter illustratie, eerst een pa.ram.eter-
loze functie-procedure. 
Stel., dat in een progra.mma va.ak 1n expressies de term 
11 sqrt(?C X X + y X y) II 
voorkomt, zovaak., dat het de moeite loont., biervoor een 84'korting 
in te voeren. Kiezen wij voor deze :f'unctie van x en y omdat het de 
voerstraal. is de naam "r"., dan zijn de relevante declaraties: 
begin real x., y., ••• ; 
real procedure r; r:• sqrt(x Xx+ y X y); 
••••••• ., ••••••••• oil 
end 
Omdat de procedure para.meterloos is., ontbreekt de specifi-
catie; omdat het procedure licbaa.m uit een enkele assignment 
statement bestaat, hebben we de sta.tementhaken begin en~ 
daar niet van node. Komt nu 1n het programma.., dat we bierboven 
door een rij puntjes hebben aangegeven., de ogenscbijnlijk on-
schuldige assignment statement 
"a:• r + 8.134" 
voor., dan impliceert dit de berekening van de wortel uit de som 
van de kwa.dra.ten van de waarden., die de variabelen x en y op dat 
moment hebben. 
Het volgende voorbeeld., dat w1J ontlenen aan P. Naur., geven 
wij meer als test voor de lezer of hij de implicaties van de 
:f'unctie-procedure doorgrond heeft., clan als voorbeeld, dat :frequente 
navolging zou verdienen. De :f'unctie-procedure 
"real procedure Snealcy(z); real z; 
~ Sneaky:= z + (z - ~; 
W:• z + 1 
end 
zal, w.nneer hij gebruikt wordt., b.v. 1n de statement 
"P:= Sneaky(v - 1) + 2" 
bij wijze van spreken "stiekem" de -waarde van de variabele W 
w1Jzigen. Maa.r dit heeft tot gevolg., dat het effect van de 
statement 
"Pip:== Sneaky(k) X W" 
verscbil.t van dat van 
"Pip:• W x Sneaky(k)" 
Onnodig te zeggen., dat ~n bij het gebruik van dergelijke con-
structies de grootst zwgelijke voorzichtigheid 1n acht met nemen. 
□pro. De figuur van een functie-procedure, die bij aanroep 
een -waarde aanneemt, maar daarnaast nog andere wijzigingen teweeg--
brengt, hebben we eigenlijk ook aJ. lang eerder ontmoet. De sta.ndaard 
handeling "read" heeft immers aJ.s neveneffect, dat de volgende keer 
het volgende getal van de band gelezen zaJ. worden. 
Als volgend voorbeeld geven we de functie van twee integers, 
die gedefinieerd is als de kleinste non-nega.tieve rest bij deling 
van de eerste door de tweede; tevens heeft deze functie-procedure 
een nooduitga.ng voor het geval, dat de deler.., 0 is. 
"integer procedure MOD(p,q.,L); inte~er p., q; label L; 
begin · integer s; 
end" 
,!! q .., 0 ~ goto L; 
s:• p - p : q X q; 
ifs< 0 then MOD:= s + abs(q) else MOD:= s 
Een expressie, waarin deze functie-procedure gebru.ikt vrordt, is 
boVe in 
"!f. MOD(n x(2 X n + 1), TRIAL, ALARM) 1111 0 ~ II ... 
Hierbij moeten n en TRIAL gedeclareerd zijn als variabelen of proce-
dures van type integer en ergens moet een pllllt voorkomen, dat de 
label "ALARM" draagt; zodra deze voorwaarde uitgewerkt wordt op 
een ogenblik, dat de variabele TRIAL gelijk is aan nul, dan wordt 
de if clause voor goed verl.aten en vrordt de berekening voortgezet 
in het punt, dat door de label ALA.RM wordt aangewezen. Als een 
formele parameter, zoals bier de laatste, door de specificatie als 
label gekwalificeerd is, dan betekent dit, dat de overeenkomstige 
werkelijke parameter zodanig noet zijn., dat hij als bestemm:I.ngs-
uitdrukking na goto toelaatbaar is; and.ere mogelijkheden zijn een 
sw1 tch-element en een condi tionele bestemmingsuitdrukking ( voor 
beide., zie later). 
Wij kunnen de naam van een (functie-)procedure en van een 
array ook aJ.s parameter aan een {functie-)procedure meegeven. B.v. 
";12rocedure TABEL(arg, ant3 n, fun); integer n.; a.z:r& arg, ant; 
~ procedure :fun; 
integer i; 
£2!: i:= 1 step 1 until n ~ ant[i] := fun(arg[i]) 
bef5!n 
end" 
Met deze procedure ka.n men een rij :f'unctiewaarden uitrekenen 
bij een rij argumenten; als x en y lineaire arrays ziJn, waarvoor 
de onderste indexgrens hoogstens 1 en de bovenste minstens 10 is, 
dan is een mogelijke procedure statement 
"TABEL(x, y., 10, sin) 11 
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Hierbij is dus aangenomen., dat de elementen x[ 1] t/m x[ 10] een waarde 
hadden; de overeenkomstige elementen van y word.en gelijk genaa.kt aan 
de sinus hiervan. 
Wij zien a.an dit voorbeeld., dat ~ specificaties slechts on-
volledige inforIIB.tie over de toel.aatbare yerkelijke pu-ameters geven. 
Zo is er niet in vastgelegd., dat de eerste twee werkelijke para-
meters namen van lineaire arrays moeten zijn., rm.arvan de grenzen aan 
enige voorwaa.rden moeten voldoen; evenm:f.n is er in aangegeven., dat 
de laatste parameter de naam is van een f\mctie-procedure met een 
numeriek argument. De specificaties zijn ~ ook meer bestemd voor 
de vertaler., dan voor de gebruiker. 
DE VAWE UJST 
De tot nog toe beschreven proced1ires zijn correct - dat 
hopen we tenminste - , ma.ax ze zijn niet helemaa.l realistisch. 
Teru.ggrijpend op ons voorlaatste voorbeeld bekijken we eens ie 
:f'uncti~ep in 
"k:"" MJD(n x(2 X n + 1), -:Il X(m + 7) - 3, m is fout)" 
De form.ele parameters pen q zijn in deze :f'unctie--e.a.nroep bepa.a.ld 
door tamelljk ingewikk.elde uitdrukkingen; als wij de tekst van de 
procedure MOD bekijken, clan zien we, dat we de -waarde van p nor-
ma.J.erwijze twee keer en die van q drie of vier keer nodig hebben 
Ma.ar dat impliceert, dat we bij de uitvoering van de bovenge-
noemde statement de eerste parameter twee en de tweede drie of 
vier keer uitwerken .. Het is kennelljk niet de bedoellng de machine 
een aantal keren achter elkaar hetzelfde somm.etje uit te la.ten 
rekenen en in di.t opzicht is de :f'unctie-procedure MOD dus onrea-
llstisch. 
Met de invoering van twee extra locale variabelen is dit 
te ondervangen: 
"integer J2rocedure MOD(p,q,L); inte~ p,q; label L; 
be~ integers, ploc, qloc; 
ploc:• p; qloc:~ q; 
g qloc • O ~ goto L; 
. s:• ploc - ploc : qloc X qloc; 
gs< 0 ~ M'JD:"" s + abs(qloc) else MOD:• s 
end11 e 
Deze 11hercodering11 komt zovaak voor, dat hiervoor een 
afkorting is ingevoerd: voor de specificaties komt het nieuwe 
symbool "value", da.n een lijst formele parameter.namen. Wij 
kunnen de nieuwe versie van MOD ook schrijven door in de oude 
een z.g. value lljst tuasen te voegen: 
11integeE_ procedur~ MOD(P.114.,L); value p.,q; integer Pa4i label L; 
begin integers; 
if q • 0 then goto L; 
s7..., p - p:qX q; 
if s < 0 then MOD:• s + abs(q) else MOD:,.. s 
end" .. 
Het effect van de value lijst kan ook ala volgt beschreven 
worden., Voor alle form.ele para.meters, die 1n de value l:l.jst voor-
komen., -wordt bij binnenkomst in het prucedure Ucha.am de overeen-
komstige werkeliJke parameter ee:uma.al uitgewerkt en de zo verkregen 
waarde -wordt toegekend aan de formele parameter, die dan in het 
procedure lichaam verder beschouwd -wordt als een normaJ.e locale 
variabele. Wij vestigen er nogmaals de nadruk op, dater door de 
introductie van het concept "value11 niets wezenlijks aan de taal 
HierbiJ is dus aa.ngenomen., dat de elementen x[ 1] t/m x[ 10] een waa.rde 
had.den; de overeenkomstige elementen van y word.en gelijk gemaakt ~ 
de sinus hiervan. 
Wij zien a.an dit voorbeeld, dat ~ specificaties slechts on-
volledige informtie over de toelaatbare yerkeliJke parameters geven. 
Zo is er niet in vastgelegd., dat de eerste twee werkelijke p:u-a.-
meters namen van lineaire arrays moeten zijn, -waa.rvan de grenzen aan 
enige voorwaarden moeten voldoen; evemnin is er in aa.ngegeven, dat 
de laa.tste parameter de :naam is van een :f'unctie-procedure met een 
numeriek argument. De specificaties zijn ~ ook meer bestemd voor 
de verta.ler., dan voor de gebruiker. 
DE VAWE UJST 
. De tot nog toe beschreven proced1.ires zijn correct - dat 
hopen we tenminste - , maa.r ze zijn niet helemaal realistisch. 
Teruggrijpend op ons voorlaa.tste voorbeeld bekijken we eens de 
f'wlctie-e.a.nroep in 
"k:• MJD(n x(2 x n + 1), -:n x(m + 7) - 3, mis fout) 11 
De formele parameters pen q zijn in deze :f'unctie--eanroep bepa.a.ld 
door tamelijk ingewikkelde uitdrukkingen; ala w.Lj de tekst van de 
proced1J.re MOD bekijken, da.n zien we, dat we de -waa.rde van p nor-
malerw.Ljze twee keer en die van q drie of vier keer nodig hebben 
Maa.r dat impliceert., dat we bij de uitvoering van de bovenge-
noemde statement de eerste parameter twee en de tweede drie of 
vier keer uitwerken. Het is kennelijk niet de bedoeling de machine 
een aantal keren achter el.kaa.r hetzelfde sommetje uit te la.ten 
rekenen en in di t opzicht is de :f'unctie-procedure MOD dus onrea-
listisch .. 
Met de invoering van twee extra locale variabelen is dit 
te ondervangen: 
"integer :procedure MOD(p,q.,L); integer p.,q; 
begin integers, ploc, qloc; 
end11 • 
ploc:111 p; qloc:• q; 
if qloc 111 0 ~ goto L; 
. s:• ploc - ploc : qloc X qloc; 
g s < O ~ MOD:.,. s + abs(qloc) 
label L; 
else MOD:"" s -
Deze 11hercodering11 komt zovaak voor., dat hiervoor een 
af'korting is ingevoerd: voor de specificaties komt het nieuwe 
symbool "value", da.n een lijst formele parameternamen. Wij 
kunnen de nieuwe versie van MOD ook schrijven door in de oude 
een z.g. value lijst tussen te voegen: 
11intetse!:. procedur!:_ MDD(p.,q,L); value p_.g; inte~er p.,q; label L; 
pegin integers; 
end" 
_g_q ... o~~L; 
s:• p - p : q X q; 
if s < 0 then MOD:""11 s + abs(q) ~ MOD:- s 
Het effect van de value lijst kan ook ala volgt beschreven 
worden. Voor alle formele parameters, die in de value lijst voor-
komen, -wordt bij binnenkomst in het prucedure lichaa.m de overeen-
k.omstige werkelijke parameter eemnaal uit.gewerkt en de zo verkregen 
waarde -wordt toegekend a.an de formele parameter, die da.n in het 
procedure lichaam verder beschouwd -wordt ala een normale locale 
variabele. Wij vestigen er nogma.als de nadruk op., dater door de 
introductie van het. concept 11va.J.ue11 niet.s wezenlijks aa.n de taal 
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is toegevoegd: we kunnen het effect ook zonder dat in ALGOL 60 
beschriJven. Dat we bij die beschrijving een nieuwe nomenclatuur 
(ploc en qloc) moeten introd1ceren, is bij de laatste definitie 
wat weggesmoesd. 
Behalve scalaire f,:>l1mele para.meters mogen in de va.lite lijst. 
ook de na.men van tormele parameters voork•:>men, 1.ie blijkens de 
v.Jlgende specif'icat1e een arr.33--..l88ID. representeren.. Als een 
formele parameter ala arr:a:y gespecificeerd is, dan mag de over--
eenkomstige werkelijke para.meter uitsluitend een naam van een 
array zijn met het Juiste a.antaJ. indices., Sta.at deze formele para.-
meter in de value liJst, dan wordt er een locaal array geintro-
duceerd met hetzelf'de aantal indices en dezelfde indexgrenzen ala 
het arrey, dat door de werkeliJke parameter wordt aangewezen; 
vervolgens wordt het "buiten-array" element voor element in dit 
locale arrey overgenomen. Het effect van een formele arra;y-naa.m 
1n de value lijst ka.n dus heel omvangrijk ziJn. 
WiJ la.ten a.an •:le lezer de verif1catie van de volgende bewering 
over. Indien een ala scalar gespecificeerde formele para.meter in het 
procedure lichaam links van het wordteken van een assignment state-
ment eta.at, is een getal of een expressie (dus "15", "+a11 , "b/c" of 
ook :lets ala "(d)") ala overeenkomstige werkelljke parameter niet 
toegestaan, ma.a.r weer wel ala de formele parameter in de value 
lijst V<Jorkomt. 
DE G3BOIDEN VAHIABELE 
Een bepaald 3pitBirJndig gebruik van formele para.meter.a 
d:'..e niet in de vaJ.ue lijst zijn opgenomen,, dat bij ona -ret.en 
voor het eers·t ontdekt i,s door J. Je,"'lsen., mag niet onvermeld 
bliJven .. Ten eerste is het een goede test, of men de implica-
ties VB:l bet begrip "formeJ..~ parameter" overziet, ten tweede 
maaltt :men kennis met een methode van .AIOOL-progre.mmering, die 
1nm1ddelf:l buitengewoon nuttig is gebl.eken. 
Hierbij spelen twee formele para.meters een rol, zeg 1 en 
t .. De procedure kent in een assignment statement waarden toe aan 
de for:nel~ paraneter i., de hi<::J:'c'l.'J,n beantwoordende werkelijke 
parameter is dus geen getal of expressie, maa.r een enkele varia-
bele. De a.ndere formele parameter komt alleen 1n expressies voor, 
de overeenkomstige werkelijke parameter mag dus een expressie 
zijn, mag in het bijzonder een expressie zijn, w.a.rvmi de 
waarde afhangt van de waa.rde van de variabele, die overeenkomt 
met de :f'ormele parameter i. Maa.r dit betekent., dat de procedure 
over de formele para.meter t beschikt als een functie van de on-
afha.nkelijke variabele i. Enige voorbeelden mogen dit illustreren. 
Ten eerste de functie-procedure, die een bepa.a.ld aantal 
termen van een reeks sommeert; deze functie-procedure vervult 
in wezen de rol van het so:mmatieteken. 
~ ~rocedure SIGMA(1,h,k3 t); value k; integer 1,h,,k; real t; 
begin ~ s; 
end 
s:"" o; 
~ i:"" h step 1 until k do s:• t + s; 
SIGMA:.,. s 
We had.den h in de value lljst op kunnen nemen, maar dat 
heeft uit efficiency overweg1ngen geen zin, omdat de beginwa.a.rde 
van de lopende variabele in de for-statement maa.r een keer opge-
ha.a.ld wordt; anders ligt dat voor"°de eindgrens k3 want bij 1edere 
d.oorgang door de cyclus moet onderzocht worden, of de eindgrens 
nog n1et overschreden is. De functie-procedure SIGMA 11sommeert de 
term t voor 1 me,~ 1 oplopend van h ·l;ot en met k11 a 
Zo is de expressie 
SIGMA(n,1 1 10,H[n]) 
geli.ik aa.n de som van de a.rrey--elementen H[ 1 ], H[2], ••• t/m H[ 10]. 
Immers de naamsubstitutie resulteert 1n het programma: 
begin ~ Sj 
s:• O; 
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for n:• 1 step 1 until 10 ~ s:• H[n] + s; 
filGMA: s 
end 
en dit progrmmna.--onderdeel geeft kennel1Jk SIGMA de gewenste waarde. 
BiJ passende declaratie is 
SIGMA(k,1,20,A[k,k]) 
het spoor van de matrix A van 20 bij 20 en is 
SIGMA(t,1,20,A[r,t] X B[t]) 
het sea.lair product van de derde rij (of kolom) van A met de vector B. 
De som van alle elementen van de matrix A is da.n 
SIGMA(k,1,20,SIGMA(r,1 120,A[r,k])) • 
Wie biJ dit laatste voorbeeld het resultaa.t van inserering en naam-
substitutie opschrijft, zal merken, dat door de speciale vorm van 
de laatste werkelijke parameter de "vertaling" van het procedure 
licha.am de procedure zelf weer aa.nroept. De MC-vertaler accepteert 
dergelijke "geneste" activeringen van eenzelfde procedure zonder 
meer. 
WiJ had.den het procedure lichaam ook anders kunnen formuleren, 
z.g. recursief, d.w.z. dat in de declaratie de procedure zelf al 
gebruikt wordt. Dok dit accepteert de MC-vertaler zonder bez-waar. 
real procedure SIGMA (i,h,k,t); value h; integer i,h,k; real t; 
begirl _!! k < h then SIGMA:• 0 .-
else 
begin i:• h; 
SIGMA:• t + SIGMA(i1 h+1 1 k,t) 
end 
end -
In de laatste assignment statement wordt de som geschreven 
ala de eerste term plus de aom van de resterende termen; men lette 
erop, dat we bier de volgorde van de twee addenda niet om mogen 
keren. De term "t" staa.t bier voor de eerste term en is dit ook, 
zolang i de begin-waarde heeft, ma.ar de activering van SIGMA wijzigt 
in de regel. de -waarde van 1. Hier hebben wij dus weer een voorbeeld 
van het biJ "Snealcy-" gesignaleerde verscbijnsel. Eerlijkheid gebiedt 
ons er de aanda.cht op te vestigen dat bij de functie-procedure SIGMA 
in zijn laa.tste vorm de uitvoering een hoeveelheid geheugen in beslag 
neemt, die evenredig toeneemt met het aantal termen, dat gesommeerd 
moet warden. 
HET BIJJK 
Terloops hebben wij bij de procedure declaratie het concept 
"blok" genoemd; dit is het laatste bela.ngrijke begrip., dat nog 
behandeld moet word.en. Het betreft de ma.croscopische structuur van 
een AI.GOL-programma. 
Wij zijn de statementhaken begin en ~ eigenlijk in twee 
functies tegengekomen. Ten eerste als hakenpaar om een aantal 
statements., om te zorgen., dat deze groep statements van buiten 
beschouwd konden word.en ala een enkele statement. Ter onderschei-
ding van de enkelvoudige statement noemt men een dergelijk rijtje 
statements., dat met behulp van de statementhaken 11tot een geheel" 
verklaard wordt., wel een z.g. samengestelde statement. Wij hebben 
de samengestelde statement ontmoet eerst bij de if clause, daa.rna 
bij de for clause en tenslotte bij de procedure declaratie ter 
defini tie van het procedure licha.a.m. In het laatste geval hebben 
we echter gezien., dat tussen het symbool begin en de eerste daarop 
volgende statement nog declara.i;ies voor mochten komen, en dat deze 
declaraties slechts betrekking ha.dden op het stuk tekst tot aan de 
biJbehorende end. Een nevenfunctie van de statementhaken kan dus 
zijn het aangeven., over welk stuk tekst bepaalde declaraties van 
toepassing zijn; deze neven:f'unctie vinden we in wezen ook bij het 
alomvattende hakenpaar, dat aangeeft., waar het programma. begint 
en w.a.r het weer eindigt. 
Elke samengestelde statement, waarin tussen de openings-
begin en de eerste da.a.rop volgende statement een of meer decla-
raties voorkomen, heet een blok; omgekeerd moeten decl.araties 
altijd aan het begin van een blok staan. Dit impliceert dat een 
declaratie altijd volgt op het symbool begin of op een andere 




Locaal ten opzichte van een blok zijn 
alle namen, die aan het begin ervan gedeclareerd zijn., 
alle eventuele labels, die statements in het blok labelen, 
alle formele parameters van de procedure (alleen van toe-
passing, ala het blok een procedure licha.a.m is). 
De lexicogra.phische consequenties van de localiteit van een 
naam zijn: 
a) dat het object, dat bij deze naam hoort, buiten dit blok 
ophoudt te bestaan, 
b) dat naar een ander object, dat bui ten di t blok dezelfde naam 
draagt., binnenin dit blok directe referentie niet meer moge-
lijk is. 
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Doordat ook labels per def:lnitie locaa.l zijn ten opzichte van 
het blok., -waa.rvan de door hen gelabelde statement deel u1 tmaa.kt, en 
die labels van bui ten het blok dus ontoeg8llkelijk zijn., is bet on-
mogelijk om van bui ten een blok via een goto-statement een blok 
binnen te komen: de enige ma.nier om een blok binnen te komen., is via 
zijn openingshaak begin en dan passeert men dus alle bij het blok. 
behorende declaraties. 
(In overeenstemming hiermee beschouwt de MC-vertaler elk 
procedure lichaam., ongeacht aanwezigheid van locale declaraties, en 
bovendien elke for-statement., waar je immers ook niet via een goto-
statement van bu1ten birmen:ln mag springen., ala een blok.) -
Nu wij het concept blok genoemd hebben los ~ zijn meest 
voorkomende vorm., het procedure lichaam, kurmen wij' het effect 
van de procedure statement iets scherper beschrijven; we zullen 
dit doen aan de hand van de destijds genoemde verwisselingsproce-
dure "wsl", gedeclareerd door: 
"procedure wsl; 
begin ~ a; 
s:• a; a:• b,; b:• s 
end" -
KOint nu 1n de tekst van het programma de procedure statement 
"wsl" VOOr3 b.v. 
"S1,; wsl; 82 11 
dan moeten we in plaats van de procedure statement niet alleen de 
arie statements van het licha.am insereren., maar het hele licha.am 






i:";"'"a,; a:• b; -b :• s 
Het effect van de procedure statement is hiermee onder ge-
bruikmaking van een 11binnenblok11 in legi tieme ALGOL 6o beschreven. 
Er is een geval., waarin men bet concept van het blok heel 
beslist nodig heeft., nl. zodra. men opereren moet op a.rrey-s, waarover 
de indexgrenzen niet van tevoren vaststaan. In onze voorbeelden van 
!:E'Y-declaraties zijn de grenzen altijd gehele getallen (eventueel 
voorzien van teken) geweest; 1n het buitenste blok - het 11hoofd-
programma." - is <lit voor de MC-vertaler de enige toelaa.tbare vorm 
voor indexgrens. Bij . birmenblokken mogen de indexgrenzen echter 
willekeurige uitdrukkingen zijn, die af mogen hangen van variabelen, 
mi ts die variabelen o_p moment van birmenkomst in het bl~k een wel-
gedefinieerde waa.rde nebben. De indexgrenzen warden da.n ee:nmaal 
uitgewerkt en de aldus gevonden indexgrenzen blijven van k.racht voor 
deze activering van het blok, ook al verandert een van de bepalende 
variabelen in de loop van dit blok van waarde. 
Veronderstel, dat we een programma moeten maken dat ope-
reert op twee vectoren A en B, waa.rvan de waa.rden van de elementen 
achter el.kaar op een band geponst staan, en wel eerst de elementen 
van A en dan de elementen van B. Omdat de lengte van de vectoren kan 
varieren, wordt ellce vector op de band voorafgegaa.n door zijn eigen 
lengte. De structuur van dit programoa ka.n dan ala volgt zijn. 
begin 
end -
integer lengte A, lengte B, k; 
"en alle and.ere declaraties, maar niet die voor de een-
dimensionale a.rreys A en B 11 
lengte A:• read; 
begin array A[l:lengte A]; 
end 
for k:1111 1 step 1 until lengte A do 
- A[k]:• read;-
lengte B: .. read; 
begin ~ B[1:lengte B]; 
end -
fork:• 1 styp 1 until lengte B do 
- Bk]: .. read; -




In de a.rray-declaraties van het buitenste blok kunnen de 
indexgrenzen niet van variabelen a.thangen; zij zijn du.a con-
stant en de MC-vertaler accepteert hier alleen gehele getallen, 
eventueel. voorzien van teken. In de arry-declaraties van binnen-
bl.okken zijn w.Lllekeurige expressies toegestaan: levert de uitr-
werking van.een dergelijke expressie een resul.taat van type real 
a:t, dan wordt dit weer op normale manier a:tgerond tot het -
dichtstbij gelegen gehele get.al. Dok bij deze arrays geldt (na 
eventuele afrondingen), dat voor elke index de bovengrens niet 
kleiner mag zijn dan de bijbehorende ondergrens. 
Declaratiea van acalairen en arrays a.an het begin van een 
binnenblok (a.an het begin van het buitenste blok is het zinloos) 
kunnen voorafgegaan worden door het extra aymbool "own". Dit 
heeft tot effect, dat bij verlating van het blok de warden van 
deze variabelen niet, zoala bij gewone locale variabelen, ver-
loren gaa.n3 maa.r behouden blijven en and.er hun eigen namen weer 
ter beschikking st.a.an bij de eerstvolgende activering van dit 
blok. Dit concept is in de MC-vertal.er slechta gedeeltelijk 
geincorporeerd. Ten eerate zijn bij de own-gedeclareerde arra;ys 
ala index-grenzen slechts gehele getaller1toegestaan ( dus net ala 
bij de arra;ys, die in het buitenste blok gedeclareerd worden). 
Ten tweede wordt er voor elke own-gedeclareerde variabele (scalar 
of arra;y element) slechts een waarde tegelijkertijd onthouden; 
dit is niet in overeenstemming met de officiele regels van 
ALGOL 6o, zodra een procedure, waarin own-gedeclareerde variabelen 
voorkomen3 recuraief gebruikt "WOrdt. -
DE CONDITIONELE EXPRESSIE 
Na.a.st de conditionele statement kent ALGOL 6o de z.g. 
conditionele expressie. Hier bepaalt het al of niet vervuld 
zijn van een voorwaarde niet de keuze tussen twee statements., 
ma.a.r tussen twee expressies; het geheel speelt weer de rol 
van een expressie. 
Het bela.ngd.jkste verschil met de conditionele statement 
is wel., dat bij de conditionele expressie else verplicht is. 
(Dit vloeit voort uit het feit., da.t ALGOL geen "lege expressie" 
kent., ma.a.r wel een "lege statement": doe niets en f!1J. door.) 
Bij de conditionele expressie geldt een verbod., analoog 
a.an de conditionele statement. De expressie tussen then en 
else mag niet zelf een conditionele expressie zijn.7i1eraan 
kan men altijd voldoen door de insertie van haken., maar dan 
natuurlijk de expressiehaken "(" en ")". 
Ter illustratie zullen wij weer de variabelen MAX ge-
lijk ma.ken a.an de grootste van de drie variabelen a., b enc. 
We zullen dit doen met het minimum a.antal ha.akjes .. 
"MAX:• if a < b then {if b < c then c else b) 
- else if a < c the'n'" c e'i'se"' a" • --
Wij adviseren echter een ieder3 die conditionele expressies 
gebruikt., niet te ka.rig te zijn met haakjes. Zo mag men in pleats 
van 
"y: • abs(x) 11 
ook schrijven 
"y:111 if x < O then - x else x" 
- - - I ma.a.r voor 
."y:• abs{x) + 1" 
moet men op dezelfde roam.er schrijven •••• 
"y:• (!!, X < 0 ~ - X ~ x) + 111 » 
want had men de ha.akjes weggelaten., dan had men effectief 
"y:• if' x < O then (- x) else (x + 1)" - - -
opgeschreven. Dok bier doet men er dus verstandiger a.an het niet 
op de prioriteitsregels a.ante la.ten komen. 
DE IDGISCHE VARIABELE 
Beschouwen wij een stuk programma, -waarin twee variabelen, 
zeg a en b, niet van waarde vera.nderen. Als nu 1n di t stuk bereke--
ning een bepaa.lde functie van deze twee variabelen, zeg a/b, 
geregeld voorkomt, dan kunnen we dit programna. eenvoudiger op-
schrijven. We declareren a.an het begin van het blok 1n kwestie een 
nieuwe hulpgrootheid, zeg qab, door 
"~ qab 11 
en lassen, zodra de variabelen a en b de gewenste -waarde hebben, 
de assignment statement 
11qab:• a/ b 11 
in. Van dit punt af' kunnen we (zolang a en b niet van waa.rde 
vera.nderen) overal, -waar het quotient "a/ b 11 ala (deel-)uitdruk-
king voorkomt, dit quotient vervangen door de simpele variabele 
qab. (Deze verkorting ha.alt natuurlijk des te meer uit, naarma.te 
de uitdrukking, waa.rvoor we hier een quotient gekozen hebben, inge--
wikk.elder is.) Deze verkorting is een van de wezenlijke functies 
van de assignment statement. (Een andere is, dat men op de tweede 
ma.nier a of b van -waarde ka.n la.ten vera.nderen, zonder de beschik-
king over het quotient van de 11oorspronkelijke11 waarden te ver-
liezen.) 
Veronderstel nu, dat in een dergelijk stult programma waarin 
a en b niet van waarde vera.nderen., niet een aritbmetische uitdrukk.ing, 
maa.r wat we een voorwaarde genoemd hebben, herhaaldelijk voorkomt, b.v. 
"a 4 3 < b 4 5" • 
led.ere keer, dat deze voorwaarde een rol speelt (b.v. tussen de 
symbolen if en then van een conditionele statement of expressie) 
impliceerldit twee' machtsverheffingen. Het is natuurlijk veel 
a.a.nlokkelijker om, zodra de -waarden van a en b bekend zijn, eens 
en vooral vast te stellen, of a.an deze voorwaarde volda.an is. Om 
een dergelijk gegeven vast te kunnen leggen, is in ALGOL 60 naa.st 
de beide types arithmetische variabelen een derde type variabele 
ingevoerd, de z.g. "logische variabele11 • Om nu de a.naloge verkor-
ting in te voeren., declareren we a.an het begin van het blok een 
nieuwe logische variabele., zeg vab, met behulp van de declaratie 
Boolean vab 11 
en lassen., zodra a en b de betrokk.en -waarden hebben aa.ngenomen., de 
assignment statement 
11vab : 111111 a 4 3 < b 4' 5" 
in. Van dit punt af kunnen we (natuurlijk zolang a en b niet van 
,, waa.rde vera.nderen) de voorwaarde vervangen door de simpele logische 
variabele vab.; we schrijven dan ••• 
"!! vab ~ ••• " 
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Hiermee hebben wij bereikt, dat de twee machtsverbeffingen niet 
vaker dan nodig word.en uitgevoerd. 
Bij de decla.ratie van de logische variabele hebben wij kennis 
gemaa.kt met een nieuw symbool, nl. het symbool 11Boole0J111 ; de MC-
vertaler accepteert voor dit symbool nog een tweede representatie, 
nl. 11boole0J1", een versie, die op de Flexowriter iets aantrekke-
lijker is om te ponsen. (Dit symbool begint met een hoofdletter, 
omdat de logische variabelen genoemd zijn :naar George Boole, 
auteur van het in 1853 verscbenen werk, getiteld "An Investi-
gation of the Laws of Thought, on which are Founded the Mathemati-
cal Theories of Logic 8Jld Probabilities.") Wij zullen het verder 
met een kleine letter scbrijven. 
Als links van het wordtteken de naam van een boole8Jl-
gedecla.reerde variabele staat, moet rechts ervan een z.g. "logische 
uitdrukking" staan. Wij hebben zojuist in een assignment state-
ment en vroeger in de if clause voorbeelden van logische uit-
drukkingen gezien. Voorhet vormen van ingewikkeldere logiscbe 
uitdrukkingen kent ALGOL 6o een rijke schakering van mogelijk-
heden, -waa.rvoor wij de lezer verwijzen naar het officiele rapport, 
sectie 3.4 BOOLEAN EXPRESSIONS. 
Nag een enkel woord over de w.arde van een logische varia-
bele of uitdrukking. Een logische variabele heeft nl. evengoed 
een wa.a:rdebereik ala de aritbmetische variabele. De arithmetiache 
variabele heeft een waardebereik met oneindig veel elementen, die 
we met de decimale cijfers etc. kunnen aanwijzen, bet waardebereik 
van de logische variabele telt slechts twee elementen, omdat a.an 
een relatie voldaa.n is, of niet; ter indicatie van die waarden 
heeft men de beschikking over de symbolen 11~ 11 en "false". 
Enkele voorbeelden 'Willen we de lezer toch niet onthouden. 
De logische operator 11/\"(uit te apreken "en") verbindt twee logiache 
uitdrukkingen; het resultaat heeft alechts de waarde true., ala 
beide oper8Jlden deze w.arde hebben,. Aan de voorwaarde 
110 < X /\ X ;S 1 11 
is dus slechta volda.a.n als x ligt; in het gebied O < x S 1. 
De voorwaa.rde., dat x buiten dit gebied ligt., kan men aa.ngeven met 
behulp van de logische operator 11V'1 ( u1 t te spreken "of") • Deze 
kan eveneens twee logische uit.drukkingen verbinden., het results.at 
heeft de waarde true al.a minstens een van beide operanden deze 
w.arde heeft@ De voorwaa.rde., dat x buiten het gebied O < x < 1 
ligt, wordt dus gegeven in de logische uit4rt,lkking -
"x :S O V 1 < x" • 
We bad.den dit ook aan mogen geven met behulp van de negatie 117" 
(uit te spreken "non")., die werkt op een logische uitdrukking. 
De voorwaa.rde., dat x buiten het gebied O < x,::: 1 ligt., wrdt dan 
11 7( 0 < X A X .::: 1} II • 
DE SWITCH DECLARATIE 
Terloops hebben wij al een keer de switch genoemd; dit is de 
laatste soort object, dat nog in ALGOL 60 voorkomt. Een switch is niet 
anders dan een eendimensionaa.l array, waarvan de elementen geen getallen 
maar ''bestemmingen" zijn ( in het eenvoudigste geval labels) • Index-
grenzen hoeft men hierbij niet a.ante geven, w.nt de a.fspraak is, dat 
men de elementen numm.ert, te beginnen bij 1 en de bovengrens is impli-
ciet gegeven, doordat de switch:--declaratie eindigt met een opsomming 
van de elementen. 
De switch:--declaratie bestaat uit het symbool "switch"., gevolgd 
door de voor de switch gekozen naam., dan (helaas) het wordtteken., en 
daarachter de lijst van bestemmingen., onderling gescheiden door een 
komma. 
Ala in het blok1 waarin de hieronder staande declaratie voor-
komt, de namen AA, BB, CC en DD de betekenis van labels hebben1 
dan kan de declaratie van de switch genaamd SWITCH b.v. luiden: 
"switch SWITCH:"" AA, BB, ,!! i .., k ~ CC ~ DD, SWITCH[abs(i-k) ]" 
Staat nu ergens in dit blok 
ti~ SWITCH[E]" I 
dan zal het effect van deze goto-statement a.fha.ngen van de waarde 
van de expressie E. (We nemen ~ het volgende a.an, dat de waarde van 
de expressie Evan ty:pe integer is; zou hij van ty:pe ~ zijn, dan 
zou zijn voorkomen ala index toch a.fronding op de dichtstbijgelegen 
gehele waarde geimpliceerd hebben.) Het effect van deze gotr5tate-
ment is alleen maar gedefinieerd, als de waarde van E • 11 , 3 of 
4 is .. Indien E ... 1 is, dan is het effect gelijk a.an dat van 
II eaoto AA" ., 
indien E 1111 2 is., dan is het effect gelijk a.an dat van 
II~ BBII I 
indien E 1111 3 is, dan is het effect gelijk a.an dat van 
II~ ,!! i ... k ~ cc ~ DD11 , 
wa:t ( zie sectie 3. 5. DESIGNATIONAL EXPRESSIONS I van het officiele 
rapport) op zijn beurt equivalent is a.an 
",!! i 111111 k ~ goto CC ~ goto DD11 • 
Is tenslotte E ... 4, dan is het effect gelijk a.an 
"~ SWITCH[abs(i - k)]" 
wat gebeurt er, ala dan blijkt, dat abs(i - k) • 4 is? 
Voor verdere details verwijzen we naa.r sectie 5.3 SWITCH 
DECLARATIONS., uit het officiele rapport. Wij voegen bier slechts 
aan toe., dat de onder 5.3.5. aldaa.r genoemde restrictie voor de 
MO-vertaler niet geldt. 
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DE MO-VERT.ALER VDOR DE Xl 
volledigheidshalve geven wij nu een lijst van speciale 





Als indexgrenzen in array-declaraties 1n het bui tenste blok 
of vooraf'gegaan door het symbool "own" zijn slechts gehele 
getallen., eventueel voorzien van teken., toegestaan. 
Procedures., waarin door het symbool "own" gemarkeerde declar-
raties voorkomen., :f'unctioneren bij recursief gebruik niet op 
de officiele wijze. 
De MO--vertaler ma.a.kt bij de declaratie van de :f'unctie-procedure 
geen onderscheid tussen 11!:.,_eal" en 11 integer" als eerste symbool: 
bij elke aanroep wordt het type van het antwoord bepaald door 
de ditmaal 1n het procedure lichaam uitgevoerde arithmetiek. 
Declaraties a.an het begin van een blok en specificaties in de 





5) Van namen tellen alleen de eerste negen symbolen mee. 
6) Labels., die beginnen met een cijfer., zijn niet toegestaa.n. 
7) Voor getallen., die 1n de tekst van een ALGOL-programma voo:r-
komen., gelden de volgende regels: 
Het getal nul wordt altijd als van type integer opgevat., 
dus ook., wanneer er een punt 1n voorkomt of men het numerieke 
gedeelte • O nog door een exponent laat volgen .. 
Een getal., dat wegens het ontbreken van punt en exponent 
volgens de regels van type integer is., wordt echter als van 
type real behandeld., zodra de absolute waarde groter is da.n 
67108'8'o'37 
De decimale exponent mag 1n absolute waarde niet groter zijn 
aan 6oo .. 
8) Een array 1n de value lijst mag hoogstens vijf indices hebben. 
9) In de Frocedure-declaratie eist de MO--vertaler voor elke formele 
parameter een specificatie. 
10) Behoudens expliciet verbod voor bepaalde procedures, mag op de 
plaats van een formele parameter., gespecificeerd van type real, 
in de procedure statement een werkelijke parameter van type 
integer (of omgekeerd) warden meegegeven. 
11) De waarde van de speciale :f'unctie abs is van hetzelfde type 
ala het meegegeven argument. 
12) ·1unctie-procedures mogen in ALGOL 6o behalve in expr'3a,1ii:M :Jr)½; 
ala zel:tatandige statements a.a.ngeroepen worden. Er bestaat dan 
geen interesse in de waarde van de :t'unctie-procedure1 die da.n 
verder buiten beschou'Wing blij:f't. Voor de eerder genoemde spe-
ciale :t'uncties is dit biJ de MC-vertaler niet toegestaan. (Men 
mag dus niet drie ga.tallen op de band overslaarl door: 
"read,; read,; read" • ) 
13) De "primaries" van een uitdrukk.ing word.en in volgorde van links 
naar rechts uitgewerkt. (Zie boven., bij het voorbeeld van 
"Sneaky",; wij vermelden dit met zoveel woorden., omdat het offi-
ciele rapport het wel suggereert1 ma.ar niet expliciet definieert.) 
14) Het is niet toegesta.an1 dat een blok lexicographisch door meer 
da.n 30 blokken omvat wordt. (Hierbij geld.en for-statements en 
procedure lichamen ala een nieuw blok. ) -
15) Parameters in de value 11Jst word.en bij binnenk.omst in het 
procedure lichaa.m uitgewerkt in volgorde van specificatie. 
(Dit is van belang., ala de uitwerking van de ene werkelijke 
parameter de waarde van een and.ere ka.n beinvloeden.) 
16) In pla.a.ts van het symbool "Boolean" accepteert de MC-
vertaler ook het symbool "boolean",; evenzo "goto" in pla.ats van 
"£ ~". 
17) Symbolen., die met behulp van onderstreping word.en weergegeven1 
moeten1 indien ze onmiddelijk op elkaar volgen., in de door de 
Flexowriter uitgetypte tekst door een of meer spaties (of door 
Tab.)., dan wel de overga.ng op een nieuwe regel van elkaar zijn 
gescheiden. 
18) In de symbolenrij., die na end geskipt wordt., ziJn de symbolen 
"begin", "comment11 en de string quotes "'F'' en "=t" niet toegestaan. 
19) Niet alleen de 'W8B.rde van de lopende va.riabele van een for clause 
ma.ar ook de va.riabele zelf (nl. ale deze een geindiceerd'.e" va.riabele 
is) ka.n in de statement, volgend op de for clause gewijzigd word.en. 
In de expressies., die voorkomen in de lijstelementen {tussen for 
en do) vermiJde men echter de a.anroepen van :t'unctieprocedures;-
die op slinkse wiJ ze de 'W8B.rde van de lopende va.riabele., of deze 
va.riabele zelf wijzigen. 
20) Na de la.a.tste end van het programma accepteert de MC-vertaler 
geen te skippen symbolen meer .. 
21) De beperkingen1 genoemd in sectie 5.3.5 en de la.a.tste zin van 
sectie 4.6.5 van het officiele rapport, zijn op de MC-vertaler 
niet van toepassing. 
22) Restrictie 4.7.6 van het officiele rapport is niet van toe--
passing op de MC-vertaler. Non-localen van het procedure lichaa.m 
behouden bij inserering ten gevolge van een procedure-statement 
de betekenis die zij hebben biJ de procedure-declaratie. 
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SPECIALE INFUT--Ol.JTPUT PROCEDURES 
Voor de MC-vertaler staa.n op het moment van scbriJven 
de volgende procedures zonder declaratie ter beschikking van 
de progrwmneur: 
"read" is een :f'unctie-procedure., waarvan de -waa.rde geliJk is aa.n 
die van het eerstvolgende getal op de band; het type ha.ngt 
af van het aa.nbod. Deze procedure mag alleen uitgevoerd 
worden., mits er een getalband in de bandlezer van de Xl 
ligt. Ala dit (w.t norma.liter het geval is) een 7-gats band 
in de MC-Flexowritercode is., gelden hiervoor de volgende pons-
conventies: 
a) De getallen zijn getallen in de norma.le ALGOI.rilotatie., al 
dan niet voorafgagaan door een teken. In scherp contrast 
met de regels van ALGOL is de lay-out echter a.an beper-
kingen gebonden ( zie b en c) • 
b) Scheiding tussen twee opeenvolgende getallen dan wel af-
sluiting van het voora.fgaa.nde getal., wordt bewerkstelligd 
door: 
1 ) het teken van het volgende getal ( "+" of 11- 11 )., of 
2) tabulatie of ten minste twee spaties na een ciJfer., of 
3) overgang op een nieuwe regel., of 
4) de komma "., 11 , of 
5) commentaa.r {d.w.z. een reeks ALGOI.r-symbolen tussen apo-
strophes)., of 
6) de zg .. brokscheider 11 ? 11 {zie onder). 
c) Een enkele spatie tussen symbolen bewerkstelligt dus geen 
getalscheiding; hetzelfde geldt voor meer spaties of een 
tabulatie aansluitend op een teken., omdat dan in elk geval 
nog een ciJfer moet komen. 
d) .Aa.n de absolute waarde van de exponent is geen beperking 
opgelegd; bovendien heeft men de mogelijkheid het getal 
"inf" 
te ponsen., al dan niet voorzien van een teken. De absolute 
waarde van de overeenkomstige function designator "read" is 
dan gelijk aa.n de ma.ximale absolute -waa.rde van een real-
gedeclareerde variabele. -
e) De band moet beginnen met een stuk "Tape feed" - opdat de 
band in de bancllezer gelegd ka.n worden - en hiJ moet eindi-
gen met een stuk "Tape feed11 - opdat de band correct door 
,, 
de ba.ndlezer gevoerd wordt., zola.ng er nog significante pon-
singen gelezen worden-. Midden op de band is eveneens overal 
extra "Tape feed" toegestaa.n (zie echter f); extra stukken 
"Tape feed" worden door de procedure "read" geskipt. 
f) Na "Tape feed11 wordt de eerste case-e.fha.nkeliJke ponsing 
een hernieuwde case-definitie geeist. Is hieraan niet vol-
claa.n., dan wordt de getalband door de 'procedure "read" ge-
weigerd {de Xt stopt). 




Aan het einde van een getalband moet de zg. brokscheider 
11 ?" staan. Dit is een vereiste ponsing; wiJ hebben hiervoor 
met opzet een non-ALGOI.r-symbool gekozen., omdat de a.an- of 
a.f'wezigheid van de brokscheider door het verwerkende ALGOL-
programma niet gedetecteerd kan worden. De brokscheider 11 ? 11 
bewerkstelligt., dat het proces van bandlezen., dat door de 
eerste activering van de procedure 11read11 in gang is gezet 
en "autonoom11 doorgaat., tot nader order wordt beeindigd. 
Deze "nadere order11 is de aanvraa.g (via "read") van een 
get.al., na.dat alle get.alien., die voor de brokscheider op de 
band staan.,·door het ALGOL - progrrumna. verwerkt z1Jn. Ala 
slechts een stukJe van een getalband ingelezen moet word.en., 
moet men deze stukJes dus door een broksche:l.der afsluiten .. 
Omissie van het vraa.gteken a.an het einde van de band zou 
tot gevolg hebben., dat het autonoom werkend bandleesproces 
niet zou aflopen en dat dientengevolge de band uit de band-
lezer zou lopen., iets wat vermeden dient te worden., als men 
priJs stelt op de correcte voltooiing van het programma. 
Voorts mag op de band tussen twee getallen co:mmentaar voor-
komen., bestaande uit een reeks ALGOL-symbolen., voorafgegaa.n 
en afgesloten door een apostrophe. Dit co:mmentaar wordt 
door de procedure "read" overgeslagen. 
Het is gewenst om op een handcodeband achter de J.aa.tste 
brokscheider een stopcode te ponsen. Deze wordt door de Xl 
dan niet meer gelezen., maar de stopcode bewerkstelligt., dat 
b1J uittypen van de band (bv. voor controle-doeleinden) de 
Flexowriter a.an het einde gestopt wordt. 
Behalve banden., die ala boven in Flexowritercode ziJn ge-
ponst., accepteert de procedure 11read11 eveneens v1Jfga.ts-
banden., geponst op de norms.le X1--ha.ndcodeponser. Het pon-
sen van deze v1Jfga.tsbanden geschiedt volgens dezelfde con-
venties., met dien verstande., dat commentaar niet is toege-
staan en 
"Tape feed" wordt verva.ngen door 11roffel S11 
Spatie wordt verva.ngen door "U" 
Tab wordt verva.ngen door 11T11 
Wagen terug wordt verva.ngen door 11W11 
"»" wordt verva.ngen door "E" 
"int" wordt vervangen door "Y" 
de komma. wordt verva.ngen door "K" en 
de brokscheider wordt verva.ngen door 11B11 • 
(De ley-out symbolen hebben om der 'Wille van de volledig-
heid op v1Jfga.tsband een represent.a.tie gekregen; waar-
sch1Jnlijk zal men in dit geval getalscheiding altiJd door 
het teken van het volgende getal bewerkstelligen.) 
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"stop" ie een procedure., die de Xl doet etoppen., b.v. om de opera-
teur gelegenheid te geven., een band in te leggen. Met de 
toets "BVA" ka.n de berekening voortgezet word.en. 
"print(E)" is een procedure., die de w.a.rde van de expressie E op de 
scbrijfmachine uittypt. Is de expressie van type inteffer., 
dan wordt een geheel van hoogstens acht decima.len uitge-
typt., waarbij non-significa.nte nullen door epaties ver-
vangen word.en. 
In geval van type real wordt in drijvende ko:mma notatie 
bet breukgedeelte Iiicie rekenprecisie uitgetypt., gevolgd 
door decimale exponent; in geval de modul.ue van de expo-
nent groter dan 600 zou zijn., wordt de integer 11011 of 
11inf. 11 uitgetypt. In alle gevallen wordt het getal vooraf-
gegaa.n door een teken en staat de wagen van de scbrijf-
machine na afl.oop aan het begin van de volgende kolom. 
Er kunnen IIBXimaal 7 kolommen op een regel getypt word.en. 
"T.AB0 is een procedure die bewerkstelligt., dater een kolom 
overgeslagen wordt. 
"NI.CR" is een procedure., die de schrijfmachine naa.r het begin 
van de volgende regel stuurt. 
"SPACE(E)" is een procedure., die slechts een argument van type 
integer accepteert; de wa.arde van E geeft aan., hoeveel 
spaties er gegeven warden. 
