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BOOK REVIEWS* 
Logic with Prolog. By Peter Gibbins. Clarendon Press, Oxford, United Kingdom, 
1988, Price L15.00 (paperback), ISBN O-19-859659-6. 
The Prolog programming language will soon have been in existence for a full 
twenty years. Much the same can be said also of Pascal, and so we would be 
surprised indeed to see Pascal described these days as “the new procedural program- 
ming language”. Nonetheless, many authors continue to hail Prolog as “the new 
AI programming language” as though it had only just arrived. The main reason for 
this, I suggest, is that Prolog did not really attract much attention until the Fifth 
Generation project got underway. During the early 1980s we then witnessed a flood 
of hastily written Prolog books championing the great declarative ideal and demon- 
strating with panache how a handful of clauses could wrap up some problem which 
in Pascal would require several dozen yards of procedural instructions. 
Among these enthusiastic but often intellectually sparse publications it was 
unusual to come across books offering more thoughtful and more broadly based 
assessments of the significance both of Prolog and of its underlying basis, logic 
programming. Dr. Gibbins’ new book can, I believe, be placed in this latter category, 
but not without some reservations. Instead of following the standard introduction 
of Prolog through a host of conveniently amenable and essentially identical “toy” 
AI examples, he takes a more philosophical route beginning with the larger aims 
of software engineering, thence proceeding to argue for the fundamentality of logic 
in serving them. He weaves together a number of essays about software engineering, 
which are a pleasure to read for their articulacy and obvious depth of commitment, 
and presents patient introductions to both classical logic and its computational 
adaptation through Prolog. 
There is nevertheless much evidence that insufficient care was taken during 
preparation of the manuscript. It contains numerous misspellings, omissions of 
words and garbled phrases-I counted at least 130 on a first reading. Clearly someone 
has not fulfilled their proof-reading obligations. Insofar as the text was written using 
a well-known wordprocessor which includes a spelling-checker, many of these 
irritating mistakes ought to have been eliminated almost at source. 
* Review copies of books which might be of interest to the readers of Science ofComputer Programming 
should be sent to Prof. C.B. Jones (address: see inside front cover). Proceedings of conferences will not 
normally be reviewed. 
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The first chapter-on the theme of “why logic matters”-is a fine essay which 
explains, inter alia, the desirability of logic-based approaches to software engineer- 
ing. It ends with the promise that Prolog’s failings in this respect will be examined, 
later on, up to the current state of the art; but this promise is, regrettably, not kept, 
so that the deep and interesting problems attending this matter fail to get a significant 
airing. 
The elementary features of Prolog are presented next by “walking through” the 
listings of online terminal sessions. Despite the sense of concrete reality so induced, 
an unfortunate aspect of this approach is that typical Prolog execution traces are 
very incomplete as representations of the underlying search and inference mechan- 
isms, besides enigmatically replacing innocent variables like x and y with such 
helpful alternative names as -9 and -65632, as the examples used here demonstrate 
only too amply. The author makes no use at all of diagrams such as search trees, 
but relies instead upon long and tangled step-by-step narratives (“I next typed a 
semicolon.. . ” ), which a novice might well find intimidating. 
The third chapter gives a straightforward account of the set-theoretic basis of 
Prolog’s data structures, while the fourth examines their use in the formalization 
of parsing problems. I was surprised that no explicit mention was made of definite- 
clause grammars, and altogether found this chapter lacking in motivation. 
A long account is then provided of propositional logic, occupying five chapters. 
Here Prolog is used mostly to define programs for manipulating propositional 
expressions and applying decision procedures. However, many of the Prolog 
examples are highly nondeclarative (on which little or no comment is made), and 
are composed in an unsophisticated “hacking” style which does justice neither to 
the principles of good programming methodology nor to Prolog’s expressive 
capabilities. Several deduction systems are presented and compared from the 
logician’s viewpoint. The treatment of resolution is overly classical in approach and 
is insufficiently supported by an intuitive procedural interpretation. The chapter on 
natural deduction is devoid of any discussion as to whether it is viable as a 
general-purpose computational formalism, and only reinforces my long-held convic- 
tion that it is not. I was also disconcerted by a number of technical mistakes, 
including an erroneous program for CNF-conversion and the remarkable claim that 
the resolution method always terminates, to which there are trivial counterexamples. 
True to form, most of this material is next lifted to predicate logic and reworked 
in a further four chapters. This is all standard material and is competently presented, 
although not without some surprises. For instance, we are told in the chapter on 
resolution and unification that Prolog omits the occur check for efficiency’s sake, 
but no hint is given that this omission results in unsoundness-despite the earlier 
promise to discuss Prolog’s various failings and compromises. 
Chapters 14 and 15 introduce a certain idiosyncrasy into the book, the first one 
dealing with the expression in Prolog of a Pascal interpreter, and the second one 
being a discussion of how to verify Pascal programs using Hoare-style logic, in 
which all considerations of Prolog and logic programming temporarily disappear. 
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This is a great pity, since logic programming offers a distinct-and, in my opinion, 
much superior-perspective on the subject of constructing correct programs. 
The final chapter purports to be a critical assessment of Prolog, but lacks a proper 
account of the procedural interpretation, with the result that important issues such 
as nontermination are inadequately analyzed. The section entitled “Experimenting 
with Prolog” has no discernible aims, and is inept in the methods it suggests for 
modifying execution control-one cannot help but conclude that this is owed to 
insufficient familiarity with standard Prolog techniques for meta-interpretation. The 
discussion about looping is confused and fails properly to separate the contributions 
of the relevant issues-namely, the computation rule, the search rule and the inherent 
logical content of the program. 
The author concludes that Prolog should really be viewed as a high-level pro- 
cedural language with a logic programming look about it. This downplays the fact 
that Prolog does contain a pure declarative kernel, and that in this kernel it is 
possible to express fair execution schemes in which procedural and declarative 
semantics properly coincide. Even with the standard execution scheme, much 
defensible and effective declarative programming can still be achieved. 
The chapters provide exercises, and solutions to some of these are usefully given 
at the end of the book. The chapters also all end with short summaries, but these 
are so scanty and recapitulative that I think they would have been better omitted. 
The index is grossly defective and appears to have been machine-generated; its 
weaknesses are not compensated by the scrappy and arbitrary glossary that precedes 
it. 
In summary this book argues well for certain fine ideals of software engineering 
and logical approaches to programming, but where the author strays from the staple 
material of the logician the technical depth and accuracy of the text visibly weakens, 
and at the least exposes insufficiently mature experience in the crafting and criticizing 
of Prolog programs. 
Christopher HOGGER, 
Department of Computing, 
Imperial College of Science and Technology 
London, United Kingdom 
Foundations of Programming. By J. Arsac. Academic Press, London, United King- 
dom, 1985, Price X19.50/$32.50, ISBN o-120644606. 
This is a book about recursive programming. Well, actually, it is about recurrence, 
a concept that Arsac considers to form “the common base of iteration and recursion” 
(p. xvii). 
If you are more familiar with loops and variables than with functions and 
equations, the following correspondence may be the easiest way for you to obtain 
