The fast growing of mobile Internet users with the ability of using a wide diversity of access technologies such as Wi-Fi, WiMAX and UMTS/LTE, and the increasing proliferation of mobile devices with heterogeneous network interfaces, require versatile mobility mechanisms providing seamless roaming across those access technologies. Mobility agents such as Mobile IP and Fast MIPv6 are common, however, these solutions still have limitations when dealing with multiple link-layer technologies. In this context, the emerging standard IEEE 802.21 provides a framework which enables mobile agents and network operators to improve the handover process in heterogeneous networks. In this context, this paper presents and discusses the design and implementation of a mobilityaware solution for an Android device, using the IEEE 802.21 framework. A modified Android user terminal is proposed to improve the handover process, assuming a make-before-break approach. Resorting to an experimental testbed, the obtained results show that the proposed solution is an effective contribution to successfully accomplish seamless mobility of Androidbased devices operating in 3G and Wi-Fi networks.
over heterogeneous networks. This framework, called Media Independent Handover (MIH), is a middleware in the 2.5 layer and defines a set of mechanisms to facilitate the interaction between the link-layer technologies and the upper layers (e.g. IP) that support VHO. Thus, it provides an abstract layer to interact with lower layers, i.e. hiding the characteristics of each particular technology, e.g. WiMAX, Wi-Fi or 3G. The Media Independent Handover Function (MIHF) has services that provide static and dynamic information about the state and characteristics of the link, helping mobility management protocols such as Mobile IP (MIP) and Fast MIPv6 (FMIPv6) in the handover decision, as well as services to execute those decisions. This framework helps to decrease packet loss and delay during the handover process, which is important for real-time services, such as Voice over IP (VoIP), due to their strict quality requirements.
Several research works have been recently focused on fostering the use of IEEE 802.21 in real networking environments. As an example, in [4] the authors present an implementation framework of the IEEE 802.21 MIH standard. The benefits of the devised approach, as regards to packet loss reduction, discovery time improvements and energy consumption advantages, are discussed taking as inputs the tests performed in integrated IEEE 802.11/802.16e network scenarios. In [5] , a Linuxbased implementation of the IEEE 802.21 framework is presented, also focusing on providing effective support to commonly used network access technologies, such as IEEE 802.11, IEEE 802. 16 and IEEE 802. 3 . Another complementary work in the area is described in [6] , where a generic MIH services framework is proposed. This framework is illustrated resorting to a proactive pre-authentication scenario, demonstrating the capabilities of the devised implementation in sustaining network selection and handover preparation processes. The ODTONE (Open Dot Twenty ONE) project [7] also aims to contribute to the promotion and the widespread use of the IEEE 802.21 technology. Within such goal, the ODTONE is an ongoing open source implementation of the MIH framework from the IEEE 802.21 MIH Services standard.
Taking into account the current related work in the field and the proliferation of mobile devices running open source operating systems such as Android, it is relevant to study the integration of IP mobility solutions into these platforms. This motivates the present study which is focused on the provisioning of heterogeneous mobility on Android devices, using the IEEE 802.21 framework. For this purpose, a modified Android user terminal is proposed in order to enable mobility over heterogeneous access technologies. In addition, the proposed terminal architecture relies on an enhanced make-before-break handover process, contributing as a first step toward seamless mobility. This paper is organized as follows: the IEEE 802.21 framework and its architecture, including the main functional components and their benefits to the mobility process, are briefly described in Section 2; the Android system is also briefly presented in Section 3; the proposed solution for Android supporting heterogeneous mobility between Wi-Fi and 3G networks is presented and discussed in Section 4, and the corresponding experimental test results are included in Section 5; the main conclusions are presented in Section 6.
IEEE 802.21
Media-Independent Handover (MIH) is the framework defined by the IEEE 802.21 working group to support the handover in heterogeneous networks, including both 802 and non 802 networks [8] . This framework aims to facilitate the network discovery and selection process by gathering information locally from the mobile network interfaces and remotely from other MIH entities in the network infrastructure. In addition, it provides a unified interface to get the information and control the network interfaces. MIH Users (upper layers) use this unified interface to control the handover, being normally executed based on user or network defined policies.
This framework has three different components: MIH Function (MIHF), Service Access Points (SAP) and MIH Users (see Fig. 1 ). The MIHF is a logical entity that comprises three services: the Media Independent Command Service (MICS), the Media Independent Event Service (MIES), and the Media Independent Information Service (MIIS). SAP is an interface that defines a set of primitives to communicate between the MIHF and the other layers. MIH Users are the entities that use MIH services and manage the mobility process, being normally a layer 3 mobility protocol (L3MP). These MIH Users can be located in the mobile node or in the network.
The MIHF has three SAPs to communicate with other entities: MIH-SAP provides a unified interface to communicate between the MIHF and the higher levels (network, transport and application layers); MIH-LINK-SAP provides an interface between the MIHF and the specific link layer; and the MIH-NET-SAP provides an interface to exchange information between the local MIHF and a remote MIHF. This communication between different MIHF entities is accomplished using the MIH protocol. The advantage of using a unified interface is that the MIH User can manage the handover process regardless of the technology. Therefore, this media-independent framework is a more scalable and efficient method of addressing inter-technology handovers [9] . Moreover, using a common platform to address handovers, each access technology only requires a single extension to ensure interoperability with all other access technologies. Figure 1 illustrates the architecture of the MIH framework including its major components. For a more detailed description and study of the framework please report to [8] [9] [10] .
The Android system
Android is an open-source platform for mobile devices based on Linux operating system (Android Open Source Project), developed by Google and the Open Handset Alliance (OHA) [11] . Attending that Android is a key component for the present work, its architecture is briefly described next.
Architecture
As presented in Fig. 2 , the Android architecture is composed of five layers: applications, application framework, native libraries, Android runtime and the Linux kernel [11] . The Linux kernel is the abstraction layer between the hardware and the Android platform. Above this layer, the Hardware Abstraction Layer manages and provides an abstract interface between the hardware drivers and the Android platform, such as 3G interfaces, Wi-Fi or power management.
The Android runtime is the core of the Android platform, managing both the lifecycle of running processes (e.g. applications and services) and the corresponding resources (e.g. memory and processing capacity). It consists of two components: the core libraries which are Java APIs to manage data structures or networking access; and the Dalvik Virtual Machine.
The application framework consists of several services that allow managing the system resources, such as window or notification handling. Some services are internal to the system while others provide an API to the applications (e.g. GPS or Wi-Fi). Finally, the applications that are visible to the user run over the Dalvik virtual machine and use the application framework to access the services and resources of the system. Each application runs over a single instance of the virtual machine, so the processes are independent of each other.
Connectivity: Wi-Fi and 3G
The Wi-Fi functionality in the Android system is supported by three components: the driver, the wpa-supplicant and the WifiManager. The driver is a module that runs in the kernel. The wpa-supplicant is the core component that manages Wi-Fi, provides an API to the Android platform and implements the authentication mechanisms [12] . The WifiManager is a service that runs in the application framework and provides an API to manage the Wi-Fi interface (through the wpasupplicant).
The 3G functionality is also composed of three components: the TelephonyManager, the Radio Interface Layer Daemon (RILD) and the driver. The driver is a proprietary implementation of the manufacturer and implements an API specified by the Android platform. The RILD is a native service that provides an API between the Android platform and the driver. The TelephonyManager is a service that runs in the application framework and provides an API. However, this API lacks of important functionality to control the 3G communications [13] , e.g. operations such as turning off the 3G interface or the HSPA connection are not available. These type of operations are only available through internal services, which the TelephonyManager uses but without providing all of its operations.
Case study: heterogeneous mobility on Android
This section details the proposed experimental solution for providing heterogeneous mobility of an Android device on an IPv6 network. Before explaining the Android components of the proposed solution, a short introduction of the test scenario is provided. The user device is a Google Nexus One with a custom Android platform operating on a heterogeneous network offering 3G and Wi-Fi access to IPv6 clients. The entities present in the network are the IEEE 802.21 agent that will control mobility (Mobility Manager), the MIPv6 Home Agent and the streaming server that will provide video over IPv6 to the clients. The handover will occur between a 3G network (TMN-the major mobile telephone operator in Portugal) and a Wi-Fi network using an Android terminal (Mobile Node), with an IEEE 802.21 agent and MIPv6 support. A more detailed description of the testbed will be provided in Section 5, Fig. 9 .
The implementation on the Android system is divided into four components: MIHF, Android Interface Manager (AIM) (3G and Wi-Fi), MIPv6 and Android Mobility Manager (AMM). The MIHF is running as a service in Android, allowing the communication among the AIM, the AMM and the remote entities. The present IEEE 802.21 implementation is based on a proprietary solution from the Hurricane project [14] . The following sections detail the main components which were modified in Android.
Preliminary modifications on the Android platform
In the normal operation of the Android platform, when the terminal connects to a Wi-Fi network, the platform automatically closes the 3G data connection (UMTS or HSPA). When the Wi-Fi network is unavailable (or the user disconnects from the Wi-Fi network), the platform reactivates the 3G data connection. This approach prevents the battery from draining quickly, also freeing resources used in the 3G network.
Although the approach mentioned above is convenient to the user, it may be a disadvantage when a make-before-break handover mechanism (controlled by an external entity) is required. In the envisioned scenario, there are network entities that control the handover process and, therefore, these entities need to control the terminal network interfaces. Moreover, the swap of network interfaces within the Android system is too fast, leading to packet loss. In addition, the system lacks of Mobile IP support to maintain ongoing connections.
In the experiments, the Android source code was modified to avoid disabling the 3G data connection when the Wi-Fi interface connects to a network. Thus, these network interfaces may be enabled simultaneously. The mobility manager controls when to disable or enable a given connection. As the normal Linux kernel included in the Android terminals does not have all the necessary options enabled, it needs to be recompiled with IPv6, tunnelling and mobility support.
Mobility-aware components on Android
As described above, the implementation is divided in four components: MIHF, AMM, AIM Wi-Fi and 3G. There is also one more component running on Android, which is the MIPv6 mechanism (see Fig. 3 ).
Android Interface Manager (AIM)
The AIM integrates the Android network interfaces with the MIHF implementing the Link-SAP interface, as presented in Fig. 4 . Through the AIM, the MIHF receives events from the network interfaces, such as Link Up or Link Down, and sends commands to the network interfaces, such as Power Up or Power Down. The AIM is divided into two components: the AIM for the 3G interface and the AIM for the Wi-Fi interface. Each of these components runs as an independent service, being distinct entities for the MIHF (two Link-SAP). Because the AIM is implemented in Java and the Link-SAP in C/C++, the Java Native Interface (JNI) is used to integrate the two programming languages.
The AIM is divided in three parts: the Link-SAP Wrapper adapts the commands and events from the 802.21 implementation to the AIM through JNI, the AIM Event Receiver handles the events received from the Android API and the AIM Controller handles the commands received from 802.21. The Wi-Fi AIM component uses the API provided by the Android service WifiManager. Table 1 shows the IEEE 802.21 Link-SAP primitives which have been implemented and integrated into the Android API.
The 3G AIM component uses the API provided by the Android service TelephonyManager. However, as explained in Section 3, the TelephonyManager lacks of functions allowing the control of the 3G interface. After analysing its source code, it was concluded that this service uses a remote interface to invoke methods on an internal service, through an interface defined in Android Interface Definition Language (AIDL), called ITelephony. This internal service, called PhoneInter-faceManager, allows a total control of the 3G network interface, such as turn on/off or enable/disable the data connection (UMTS/HSPA).
The TelephonyManager has a method called getITelephony that allows getting a reference to the PhoneInterfaceManager. As this method is defined as private, the package Reflect was used to change the access permission modifier to public. With this reference and using the ITelephony interface, the 3G AIM is able to access all operations provided by the PhoneInterfaceManager. As before, Table 2 shows the IEEE 802.21 Link-SAP primitives which have been implemented and integrated into the Android API.
Android Mobility Manager (AMM)
All the mobility processes must be managed by an entity which receives information from the terminals or other network entities and controls the handover process on the terminals. The Mobility Manager (MM) can be placed in the terminal or in the network, or in both, but only one can make the handover decision. In the present testbed, the MM is placed in the network and controls the handover process of the terminal, being called Network Mobility Manager (NMM). This NMM receives information from the terminal, such as signal strength, deciding on the handover strategy to follow.
A MM is also running in the Android terminal (Android Mobility Manager), however, it does not initiate the handover. The aim of the AMM is to receive commands from the NMM and execute the han-dover locally. These commands trigger the handover on MIPv6 and inform the NMM about the current network interface in use by the MIPv6. The AMM uses specific primitives to communicate with the NMM. The primitive MIH-Net-HO-Commit request is sent by the NMM to the AMM to trigger MIPv6 handover. After triggering the handover, the AMM replies with a MIH-Net-HO-Commit confirm indicating the result of the operation. The same primitive is used to obtain the current network interface in use. The primitive MIH-Net-HO-CandidateQuery is also implemented so that the NMM is able to obtain the Wi-Fi network preferences of the Android user.
The AMM is divided in three parts (see Fig. 5 ): the MIH-SAP Wrapper adapts the commands and events from the 802.21 implementation to the AMM through JNI, the AMM Controller controls the messages received and sent through 802.21 and communicates with the MIPv6 mechanism, and the AMM Remote API is used by other external component to access information of the mobility process, such as network in use. The AMM Graphical Interface is an user interface which provides information about the mobility process and allows the control of the components (AMM, AIM, etc.) running in the Android system.
The NMM is also responsible for reserving resources in the WiMAX and 3G networks. When a client in the 3G network moves to the Wi-Fi network, the NMM reserves resources for this new terminal and then moves the terminal to the Wi-Fi network, freeing the 3G reserved resources at the end of the handover. Similarly, 
Summary of signalling primitives
In order to better understand the handover process, Figs. 6, 7 and 8 show the sequence of 802.21 signalling messages exchange between the AMM/AIM and the NMM. First, the mobile device connects to the NMM to setup functionality issues, such as events, thresholds and preferences. After the setup process, when an MIH_Link_Parameters_Report occurs (after a threshold is exceeded), the NMM initiates the handover process. At first, a scan of networks around the mobile device is performed, then the network preferences of the user are obtained and then the connection to a network takes place with the message MIH_Link_Action(PowerUp). When the mobile device connects to the network, the NMM starts the handover in the AMM, which also triggers the handover in 
Mobile IPv6
The implementation of MIPv6 is the open-source UMIP version 0.4 [15] . The normal operation of MIPv6 [16] does not allow a seamless handover because it only switches to another network when the current network interface disconnects (e.g. stop receiving Router Advertisements). The UMIP version was then modified to allow a make-before-break handover, with the two interfaces connected, reducing the packet loss during the handover. Thus, the current implementation is able to receive commands from other entities in order to obtain the current network interface in use and, if required, trigger the handover to a specific interface. 
Experimental tests
This section describes the experimental testbed used to assess the operation and performance of the proposed mobility-aware Android terminal over distinct access technologies. As regards performance evaluation, the study focuses on measuring the handover delay and eventual loss resulting from that process, in presence of audio and video sessions. Figure 9 illustrates the network topology of the experimental testbed, which involves three different access technologies: 3G, Wi-Fi (802.11g) and WiMAX. The
Testbed
WiMAX is used to provide the last mile connectivity to/from the Wi-Fi infrastructure. For 3G access, a dedicated antenna was used to connect to the public TMN infrastructure, and the user terminal was always using HSPA.
On the network side, the Home Agent (HA) is running the MM, the MIHF and the MIPv6. As the testbed is based on IPv6 and the 3G commercial network in use does not support IPv6, a tunnel is created between the Access Router (3G PoS) and the Android terminal to transport the IPv6 datagrams over the IPv4 network. The Streaming Server used is the RTSP server called Darwin Streaming Server [17] . The video traffic is carried over RTP/UDP. The three components of the network (HA, Access Router and Streaming Server) are running Linux Ubuntu. The HA and the Access Router are configured to send Router Advertisements to the access networks, Wi-Fi and 3G respectively.
On the client side it is the Android terminal, a Google Nexus One with the modified Android platform, version 2.1-update1, and with a Linux kernel 2.6.32.9 with IPv6, mobility and tunnelling support enabled. The Android terminal is running the AMM, MIPv6 (MN), MIHF and the AIM. The video streaming is received by a simple RTSP client application, with buttons to control the playback and quality of the video. The AMM uses the notification service of the Android system to inform the user about both the handover status and the selected target network.
The normal scenario assumes the Android terminal initially in the 3G network (TMN), where the IPv6-in-IPv4 tunnel has to be configured manually between the terminal and the Access Router. The local MIHF registers on the network MIHF, and then the NMM subscribes to events of the terminal and configure the signal thresholds. After the RTSP client is connected to the streaming server, video traffic is sent from the server to the current location of the terminal (initially 3G). When the signal threshold is exceeded, the NMM initiates the handover preparation (e.g. scan networks, obtain user preferences, etc.), reserves beforehand the resources in the WiMAX network and connects the terminal to the Wi-Fi network. Then, a MIH-Net-HO-Commit is sent to the AMM on the terminal, which triggers the handover on MIPv6 (handover execution). After the handover is executed, the NMM disconnects the data connectivity on the 3G network (disables UMTS or HSPA) and releases the resources reserved in the 3G network, finishing the handover (handover completion). The handover from Wi-Fi to 3G follows an identical process.
Test results
In this section, we provide the evaluation results regarding Android terminal mobility, when the user device moves between 3G and Wi-Fi network (see Fig. 9 ). Initial experiments with the proposed solution showed that when a handover occurs there is a minimal degradation in quality (loss), without affecting significantly the Quality of Experience (QoE) of the user. To obtain quantitative metrics, such as one-way-delay, packet loss, bitrate or jitter, the Distributed Internet Traffic Generator (D-ITG) [18] tool was used to perform test measurements. To capture and understand the behaviour of the handover process, we measure both the Handover Execution Delay and the Handover Delay. While the former metric reflects the amount of time between sending the Binding Update and receiving the first data packet in the new network interface, the latter reflects the amount of time between the last packet received in the previous network interface and the first packet received in the new network interface. In practice, the Handover Execution Delay represents the time that MIPv6 takes to update its new location and receive data in the new network interface.
To obtain representative values and analyse the performance of the solution, the test included a set of 20 handovers interspersed, 10 from 3G to Wi-Fi and 10 from Wi-Fi to 3G. Every run lasted 6 seconds, 
Synthetic traf f ic load
As presented in Fig. 10 , the Handover Execution Delay difference between the two technologies is caused by the discrepancy between the packet delay when crossing each one of these technologies. In the present experimental scenario, this value is lower from 3G to Wi-Fi because the Binding Update and the first packet received are exchanged in the new interface (Wi-Fi), which has a lower packet delay. This is due to the characteristics of the current 3G public network which is usually under high traffic loads and incurs in routes with a larger number of hops. Similarly, the Handover Delay difference is also caused by the discrepancy between the packet delay of the two technologies (see Fig. 11 ), i.e. the latency of the first packet to arrive to the 3G interface is higher (from Wi-Fi to 3G). Figure 12 shows that the packet loss resulting from 3G to Wi-Fi handovers is higher than in the handovers in the opposite direction. Although this might contradict the results presented above, it should be noted that D-ITG also counts out-of-sequence packets as lost. As the 3G network leads to higher packet delay, when the handover from 3G to Wi-Fi is completed and new packets are arriving at the new interface, some of the old packets continue to arrive at the old interface. In these experiments, out-of-sequence packets were between 85 and 100% of the total packet loss from 3G to Wi-Fi; there was no out-of-sequence packets from Wi-Fi to 3G.
The obtained results for the metrics under evaluation (handover delays and packet loss) will be later compared with the corresponding ones for a standard MIPv6-enabled Android device, i.e. without IEEE 802.21 and the make-before-break approach. Figure 13 shows the packet loss during the handover when receiving an RTSP video over RTP/UDP packets. Packet loss was evaluated from RTCP Receiver Reports [19] , used in the RTSP protocol to inform the source about the quality of service at the receiver (terminal). The values obtained for the Handover Delay and Handover Execution Delay corroborate the corresponding findings for synthetic traffic, being within the same range of values.
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Assessing the proposed solution
To evaluate the performance of the proposed Android mobility solution, the obtained results are now compared with the corresponding ones from having a standard MIPv6 Android solution, i.e. without IEEE 802.21 and make-before-break capabilities. As shown in Table 3 , the use of the standard MIPv6 approach has a 3.37 0 0.296 0 more noticeable negative impact on the quality metrics being evaluated. Under this simpler mobility approach, during the handover process, the Android terminal remains unreachable for longer periods of time, leading to higher packet loss than in the present proposal. Note that the values in Table 3 report to scenarios when the handover occurs from Wi-Fi to 3G. In quantitative terms, the results for the standard MIPv6 solution show that the Handover Delay and Packet Loss are nearly one and two orders of magnitude higher, respectively, than the corresponding metrics in the proposed Android mobility approach.
Conclusions
In this paper, we have discussed and presented a solution to achieve heterogeneous mobility of Androidbased systems, taking advantage of the recent IEEE 802.21 developments. An experimental testbed has been devised and implemented to assess the handover process across multiple link-layer access technologies.
The results have clearly showed that under the proposed solution the handover delay and packet loss are significantly lower than the ones resulting from the normal operation of an unmodified MIPv6 implementation (where the handover only occurs when the current connection is lost). Despite the noticeable improvements achieved, when the handover is triggered on MIPv6, some of the packets addressed to the previous active interface may still be dropped. To further improve the current mobility solution, a Fast MIPv6 approach can be used to assure handovers without packet loss. The proposed solution is an effective contribution to successfully accomplish seamless mobility of Android-based devices, operating over 3G and Wi-Fi networks.
