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Abstract 
This work presents several novel components for the MATLAB Simulink® toolbox 
THERMOSYS™. The first component is a universal heat exchanger, which can behave either as an 
evaporator or a condenser as the refrigerant properties dictate. The second component is a liquid-to-solid 
heat exchanger, which can be used for a range of applications from an in-floor heating system to a small 
cold plate. Finally, the third component is a liquid-to-two phase heat exchanger, which can be used with 
the liquid-to-solid heat exchanger or separately, as the user desires. Qualitative analyses of the liquid-to-
solid and liquid-to-two phase heat exchangers are presented, as well as discussion of the benefits of 
transient analysis versus static analysis. 
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Chapter 1: Introduction 
1.1 Motivation 
As energy demand increases, it becomes ever more desirable to efficiently control systems which 
consume large quantities of energy. One area of high energy usage is building heating and cooling. In 
2009, the U.S. Energy Information Administration released a report [1] which showed that approximately 
48% of residential energy usage goes to heating and cooling. An increasing number of these systems are 
using novel methods – such as geothermal heating[1] or heat pumps[1]. Thus it would be advantageous to 
have the ability to better design controllers for these systems.  
1.2 Background 
A great deal of work has already been done on modeling heat exchangers for the purpose of controller 
design. The methodology used in this work was introduced by Rasmussen [2], in which he presented 
ODEs to be used in control design applications. Rasmussen also implemented these models into 
MATLAB’s Simulink®. This original system contained more specific components than are now used – 
there was a distinct model for a gas cooler, as well as separate models for evaporators or condensers with 
or without receivers. This was built upon by Shah [3], whose work introduced new nonlinear and 
linearized models for a condenser. Eldredge [4] improved the accuracy of several components in what 
was, by the time he wrote his thesis, known as THERMOSYS™. Fault detection – such as diagnosing 
frost build up on evaporators – was introduced by Keir [5]. Start-up and shutdown dynamics were 
considered by Li [6]. Fasl [7] then made further improvements to the models in his work. 
1.3 THERMOSYS™ overview 
THERMOSYS™ is a commercially available MATLAB/Simulink® toolbox which contains transient 
models of standard thermal system components. These include evaporators, condensers, compressors, and 
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several others. Each model is a separate Simulink® block, which can be placed in a typical Simulink® 
file. THERMOSYS™ provides transient modeling for heat exchanger systems, and it can be utilized in 
many different applications. Often THERMOSYS™ is used to test control methods before building a 
physical system, which allows the designer to tune the system without the difficulties and expense of an 
experiment. Therefore it is critical that THERMOSYS™ provides accurate transient simulation results, so 
that designers can optimize their systems to minimize overshoot, etc. 
THERMOSYS™ uses S-functions in the Simulink® space. S-functions allow the user to bridge the 
gap between the code and the Simulink® environment. An S-function block can be placed in the 
Simulink® model, where the block can accept and output signals. The input signals are sent to the S-
function code, which is often written in MATLAB. S-functions can retain continuous states and the time 
derivatives of the states, allowing for ODEs to be used in the code.  
MATLAB uses iterative solvers to calculate the continuous states, using a time step size and error 
margins set by the user. Certain solvers – including the ones used for the models presented herein – iterate 
the calculations for a single time step. Each of these iterations is called a minor time step, and their 
purpose is to produce more accurate results. With each iteration the answer should, in theory, become 
slightly closer to the true value. Once the results are within the user-set tolerances, the time is advanced 
by one time step. These steps are referred to as a major time step. For continuous solvers, the size of this 
step can be allowed to vary. The appropriate size of the step is determined by the solver, based on the 
rates of change of the continuous states. If the states are remaining constant, then the solver may take 
large time steps without missing important transient behavior. However, if there are still complex changes 
occurring, it is necessary to use a small step size to better capture the system behavior. 
The very nature of iterative ODE solvers is that initial conditions are required. The user must specify 
these in the block interface before beginning simulation. Specially designed interfaces, called masks, can 
be used to simplify the procedure for the user by clearly stating what parameters to enter and where to 
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enter them. The parameters entered into the block mask can be used during block initialization, and are 
often used to initialize the continuous states therein. It also streamlines the Simulink® model by allowing 
the user to store and edit the constant parameters of the model in one convenient location, rather than 
requiring each parameter to be an input to the block. It also prevents the user from changing certain 
important parameters – for example, the user cannot change the length of the refrigerant pipe during the 
simulation. This simplifies the use of S-function blocks and allows the S-function designer to clearly state 
which model parameters can be varied during simulation and which cannot. 
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Chapter 2: Universal heat exchanger 
2.1 Motivation 
Reversible heat pumps are used in residential buildings to provide heating and cooling with a single 
unit. These systems (also known as RHPs) are generally used in regions with approximately equal heating 
and cooling loads [8]. According to the U.S. Energy Information Administration [1], in 2009 about 11% 
of U.S. homes used a RHP.  
A RHP works by redirecting the flow of refrigerant from the compressor outlet to the appropriate heat 
exchanger. In cooling mode, for example, the compressor outlet’s refrigerant would be routed through the 
outdoor heat exchanger first. In heating mode, however, the valves would be set so that the compressor 
outlet connects with the indoor heat exchanger. This presents several challenges for simulation. Of these, 
there are two main problems: simulating the mass flow reversal, and modeling a reversible heat 
exchanger. The most recent version of THERMOSYS™ (as of the writing of this thesis) does not allow 
for mass flow reversal in a system – the mass flow rate cannot simply be set to a negative value and 
accurately represent the new flow in the system. Though several solutions were pursued for this issue, this 
work does not present any viable strategies.  
Currently, the THERMOSYS™ toolbox contains a model for an evaporator and a model for a 
condenser. This allows the user to model a heat exchanger system or systems, but the system can only run 
in one operational mode – that is, the overall heat flow can only be in one direction. The system’s heat 
exchangers cannot switch between functioning as an evaporator and a condenser. Thus reversible heat 
pump systems require two separate simulations to fully emulate – one simulation for cooling mode and 
another for heating mode. 
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There are two primary approaches to modeling the heat exchangers; the Moving Boundary approach 
and the Finite Volume approach. A RHP model was created using each of the approaches, and the results 
are discussed below. 
2.2 Moving Boundary approach 
The Moving Boundary approach is currently used in THERMOSYS™ to model heat exchangers. 
This method treats the heat exchanger as a long, thin-walled pipe with negligible pressure drop along its 
length. There are one to three zones within the pipe, each relating to a different refrigerant phase: 
superheated, subcooled, and two-phase. As the simulation progresses and conditions within the heat 
exchanger change, the lengths of the zones vary. Under the right conditions, certain zones can even be 
‘switched off’ – in the physical system this would represent that zone no longer being present. 
 
Figure 1 - Schematic of the moving boundary condenser, taken from Fasl's work [7] 
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Figure 2 - Schematic of the moving boundary evaporator, taken from Fasl's work [7] 
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The condenser can run in one of five modes: 
1. 3-zone: Superheated, two-phase, subcooled 
2. 2-zone: Superheated, two-phase 
3. 1-zone: Two-phase 
4. 1-zone: Superheated 
5. Shutdown 
At every major simulation time step, the running mode is reevaluated to determine which mode best 
represents the conditions. For example, if the model is running in the third mode (Two-phase only), but 
the inlet refrigerant specific enthalpy is above the vapor specific enthalpy, the model is switched to the 
second mode (Superheated, two-phase). 
The evaporator can run in one of four modes: 
1. 2-zone: Two-phase, superheated 
2. 1-zone: Two-phase 
3. 1-zone: Superheated 
4. Shutdown 
Either model can only function as its designated heat exchanger type; the evaporator cannot model 
condensation and vice versa. Thus it is difficult to model an RHP, which requires the heat exchangers to 
handle both evaporation and condensation. In the following sections, several attempted methods will be 
outlined, and the benefits and detriments of each will be discussed.  
For all but the last of the methods discussed below, each physical heat exchanger is represented by 
two separate models – an evaporator and a condenser – as can be seen in Figure 3 and Figure 4. Both heat 
exchanger models run continuously, contributing to simulation slow down. However, at any given time, 
only one of the two heat exchangers outputs their results to the rest of the simulation. In Figure 3, the 
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system is running in mode 1. The evaporator in generic heat exchanger A is active, which means that its 
outputs are being passed to the compressor. Similarly, the condenser in generic heat exchanger B is 
passing its outputs to the EEV. 
 
 
Figure 3 - System running in mode 1 
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Figure 4 - System running in mode 2 
The main difficulty with this setup is the question of what to do with the inactive heat exchanger 
model. First, the so-called double-block switching methods will be discussed. Each of the heat exchanger 
models were run without receiving input from any of the other models, so it can be argued that each 
model was more representative of the physical system than models which had hard-coded state 
overwrites. The main difference between the double-block switching methods lay in which inputs were 
given to the models, as will be discussed in depth in the following sections. 
Secondly, methods involving greater changes to the code of the models will be discussed. These 
methods are differentiated from those previously discussed by the greater extent of change to the model 
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code. The continuous states – such as refrigerant pressure and enthalpy – of the model that is ‘switching 
on’ are overwritten with the states of the model which is ‘switching off’. For example, during the 
transition between Figure 3 and Figure 4, in heat exchanger A the condenser’s continuous states would be 
overwritten by the continuous states of the evaporator. This method endeavored to better represent the 
system insofar as the two heat exchanger models ought to have the same refrigerant states, as they were 
both supposed to represent the physical heat exchanger. However, a hard overwrite of the states caused 
simulation difficulties which are explained below. 
The final method introduced here was implemented in a Finite Volume approach for the final RHP 
model. The model changes operating mode (evaporator or condenser) depending on the direction of mass 
flow. Such a model would be used solely in systems such as the RHP described above, when the heat 
exchanger only changes mode along with a change in mass flow direction. The requirement for a change 
in mass flow direction will be explained in Section 2.3.2. 
2.2.1 Double-block switching overview 
Several strategies were considered for handling the inactive heat exchangers: 
1. Activate the heat exchanger only when needed (i.e. in mode 1, the condenser in generic heat 
exchanger A would not be running) 
2. Pass the inactive heat exchanger the inputs for its equivalent active heat exchanger (i.e. in 
mode 1, condenser A would receive the same inputs as condenser B) 
3. Pass the inactive heat exchanger the inputs for the active heat exchanger in its block (i.e. in 
mode 1 condenser A would receive the same inputs as evaporator A) 
4. Combine strategies 2 and 3. Inactive heat exchanger tracks its active counterpart while the 
system is running. When system is shut down in anticipation of switching, the inactive heat 
exchanger tracks the active heat exchanger in its block 
Each strategy will be discussed in greater detail in the following sections. 
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2.2.2 Double-block switching: strategy 1 
A Simulink® model can have multiple ‘layers’ – that is, there can be subsystems within systems. This 
subsystem can be allowed to run normally or be triggered as desired. If a subsystem is triggered, it will 
execute its contents as though the subsystem were a regular system which has just been started.  
For strategy 1 we placed each heat exchanger in a separate subsystem and triggered the subsystem 
when its heat exchanger should be active. The determination of which heat exchanger should be active 
was left to the user and was therefore an input to the system.  
One of the issues with this strategy is that the heat exchanger will experience its typical start-up 
dynamics when its subsystem is activated. This would give an unrealistic data set, as the physical 
system’s heat exchanger would not be experiencing start-up dynamics. Preview would be required to 
mitigate this problem, as the subsystem would have to be activated enough in advance of when it is 
needed to allow the start-up transients to settle. This increases the complexity of the model and the 
difficulty for the end user, so strategy 1 was abandoned. 
2.2.3 Double-block switching: strategy 2 
The second strategy assumed that the condensing and evaporating conditions would be similar 
between modes. That is, the operating conditions in the condenser of mode 1 would be close to the 
operating conditions of the condenser in mode 2. Therefore it would be reasonable to have the inactive 
condenser tracking the active condenser’s states. 
2.2.4 Double-block switching: strategy 3 
Strategy 3 comprised of passing the inputs for the active heat exchanger in a block (e.g. the 
condenser) to the inactive heat exchanger (the evaporator). This method requires that each heat exchanger 
be able to handle inlet conditions outside of its typical operating range. As the zone order (e.g. 
superheated, two-phase, subcooled) is prescribed for the heat exchangers, this method was untenable. For 
example, suppose the condenser’s operating conditions are such that it is operating in 3-zone mode 
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(superheated, two-phase, subcooled). As discussed in Section 2.2, none of the evaporator’s modes consist 
of those three zones in that order. Therefore the simulation would fail, as the evaporator’s calculations 
were not designed in such a way that it could handle the operating conditions. 
2.2.5 Double-block switching: strategy 4 
This approach combines strategies 2 and 3: the inactive heat exchanger tracks its active counterpart 
while the system is running. When system is shut down in anticipation of switching, the inactive heat 
exchanger tracks the active heat exchanger in its block by receiving the same inputs as the active heat 
exchanger. This method allowed the inactive heat exchanger to run before it was needed, thereby 
eliminating the issue of startup transients. It also gave the model inlet conditions it was designed to 
handle, as opposed to the method discussed in Section 2.2.4. However, once switching occurred, there 
were still transients in the simulation that would not occur in a physical system. As the inactive heat 
exchanger transitioned into being active, its inlet conditions would change to the ‘appropriate’ conditions. 
In a physical system, the heat exchanger experiences no such change from ‘inappropriate’ to ‘appropriate’ 
conditions; the only distinct change in the physical system is that the refrigerant either begins evaporating 
instead of condensing, or vice versa. Therefore this method would still require some foreknowledge of the 
switching time. The inactive heat exchanger would have to be switched over to the proper inlet conditions 
enough in advance of when the heat exchanger would be needed that any transient behavior due to the 
switch would be complete before the newly active model began outputting its results. 
2.3 Hard coding 
2.3.1 State replacement 
Another method for implementing heat exchanger mode switching was to overwrite the continuous 
states of the heat exchanger. For example, suppose the heat exchanger is running in condenser mode and 
then switches to evaporation mode. All the continuous states from the condenser – e.g. refrigerant 
pressure, zone lengths, etc. – are fed into the evaporator. When the signal for switching is triggered, the 
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evaporator’s continuous states are overwritten with the condenser’s states. This is meant to represent how 
the physical system is behaving: the ‘evaporator’ is the same physical system as the ‘condenser’, merely 
with refrigerant that is behaving differently. Therefore, at the time of switching, there should be 
absolutely no differences between the evaporator and condenser. 
The continuous states of the active heat exchanger were outputs of that block, and were fed into the 
inactive heat exchanger. When the switching signal was triggered, the inactive heat exchanger’s 
continuous states were overwritten with the active heat exchanger’s states. This presented some 
difficulties, one of which was that the evaporator and the condenser had been designed with a different 
number of continuous states. It was therefore necessary to redefine the continuous states of each model 
into a standard form, with each model holding some of the states (those it had not originally possessed) at 
zero.  
Another issue was that the derivatives used to calculate the continuous states must be corrected. The 
continuous states would obviously be changing in different ways before the switch, so if the derivatives 
are not adjusted accordingly, the heat exchanger will not behave as it is supposed to. The derivatives are 
held at zero for the duration of the overwriting time, to ensure that once the continuous states are 
calculated again, the model is reacting only to the current continuous states rather than the overwritten 
values. 
These overwriting issues introduce an element of nonphysical behavior to the model. The continuous 
states – such as refrigerant pressure or two-phase zone length – are artificially held constant for a period 
of time. These states are also abruptly changed, leading to discontinuities in the states. If this were the 
only method available for a generic heat exchanger, workarounds could be found, but there are other 
possibilities. If the model were allowed to determine real-time how the refrigerant is behaving and react 
accordingly, it would much better represent the physical system. This method will be presented in Section 
2.3.2. 
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2.3.2 Internal mode switching 
The final considered strategy required enforcing flow reversal in the switching criteria. As shown in 
Section 2.2, the modes of one heat exchanger were generally mirrored in the modes of the other. 
 
Figure 5 - Equivalent heat exchanger modes with enforced flow reversal 
While the previous strategies required little alteration of the code – at most a few lines – this strategy 
requires a few substantial changes. The first addition would be the switching criteria for flow reversal. 
When the mass flow changes sign (e.g. from positive to negative), the code must recognize and keep track 
of this reversal. In the case of the two-zone mode, the states would have to be switched; what were the 
inlet states for the condenser would become the outlet states of the evaporator. Additionally, for all 
modes, the calculation methodology would have to be changed. The manner in which the two-phase heat 
transfer coefficient is determined depends on whether evaporation or condensation is occurring. Zone-
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switching algorithms are also different between the evaporator and condenser. Finally, the evaporator 
code would have to be altered to allow for a subcooled inlet, so that it could accommodate the 
condenser’s mode 1.  
In essence, there are very few similarities in the code structure between the two heat exchangers. 
While the principles are the same, little code for the evaporator could be used directly for the condenser. 
Therefore this method would result in both the evaporator and the condenser operating as a generic heat 
exchanger. The code would essentially need to contain the majority of the evaporator’s and the 
condenser’s code, with a checking criteria determining which to use. A more convenient and streamlined 
model would be desirable. 
2.4 Finite Volume approach 
2.4.1 Overview 
There is another method – finite volume - of modeling heat exchangers, which is presented in more 
detail in [9]. Finite volume modeling discretizes the refrigerant path into control volumes. Within each 
volume the refrigerant properties and wall temperature are calculated. 
The fixed volume models of the evaporator and the condenser provide some flexibility for changing 
the heat exchanger’s role. As the system reverses, the model must transition from ‘evaporator mode’ to 
‘condenser mode’ seamlessly, while conserving energy and mass. The methods outlined for the moving 
boundary model required special care to ensure energy and mass conservation, especially with regards to 
shutdown and start-up dynamics. As noted above, the moving boundary approach uses different structures 
to calculate the required values. However, the finite volume evaporator and finite volume condenser are 
extremely similar in structure; in fact, the only significant difference is the calculation of the heat transfer 
coefficients. Therefore it is much easier to combine the finite volume evaporator and the finite volume 
condenser into a single model.  This allows a single model to handle both the running conditions of an 
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evaporator and a condenser, while maintaining the same conservation of mass and energy that occurs in 
the individual models. 
The finite volume model uses the same assumptions used in the moving boundary model: 
1. The refrigerant path is a straight, circular pipe with uniform properties throughout 
2. The refrigerant flow is solely longitudinal 
3. Axial heat conduction in the refrigerant is negligible 
4. The heat exchanger is isobaric 
The refrigerant path (pipe) is treated as a series of equally-sized control volumes. The number of 
volumes is arbitrary in the following derivation, though in simulation the number is set by the user. Each 
control volume is assumed to have a constant refrigerant enthalpy and, since the heat exchanger is 
assumed to be isobaric, a constant refrigerant pressure. The pipe wall temperature and the external air 
temperature are also assumed to be constant within a control volume. At either longitudinal end of the 
volume, there is a refrigerant mass flow rate and enthalpy entering or exiting the volume. 
 
Figure 6 - Schematic of a finite volume heat exchanger, taken from Pangborn's work [9] 
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Three conservation equations are applied to each control volume: 
        
  
 
   
  
   (1) 
               
  
 
       
  
                (2) 
               
  
                              (3) 
The full applicable derivation for these equations may be found in the originating paper, [9]. As the 
model was run in the Simulink® framework, the model required ODEs containing the time derivatives of 
the states. Using the previously mentioned assumptions, as well as Leibniz’s rule to remove the derivative 
with respect to length, it is possible to transform equations (1)-(3) into more easily solved ODEs. 
2.4.2 Novel behavior/code 
As stated previously, the goal of a generic heat exchanger is to allow the block to function with any 
inlet conditions. For the Finite Volume approach, there are very few differences between the calculations 
performed in the evaporator and in the condenser. The most relevant of these differences is the way in 
which the heat transfer coefficients are calculated for the control volumes in which the refrigerant is two-
phase. Both the condenser and the evaporator use correlations, which naturally are different depending on 
the behavior of the refrigerant (evaporating or condensing).  
For each control volume, it is necessary to determine if the volume contains two-phase refrigerant, 
and if so, if the refrigerant is evaporating or condensing. We assume that if the refrigerant is losing heat to 
the pipe wall, the refrigerant is condensing. We also assume that if the refrigerant is gaining heat from the 
pipe wall, the refrigerant is evaporating. Here heat transfer is defined as: 
                              (4) 
For the case of condensation, the heat flow would be positive – that is: 
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                                (5) 
Both the surface area    and the heat transfer coefficient   are positive values, so we can divide both 
sides by    . 
                         (6) 
We add       to both sides to reach the criteria: 
                     (7) 
Thus for condensation the criteria is that the refrigerant temperature be greater than the wall 
temperature. 
 
Likewise, for evaporation we assumed that heat would flow into the refrigerant. Thus the sign of the 
heat flow would be negative: 
                                (8) 
Again dividing both sides by the positive coefficients and adding       to both sides, we get: 
                     (9) 
Therefore the refrigerant temperature must be below the pipe wall temperature for the control 
volume’s refrigerant to be considered evaporating. 
 
At every minor simulation time step, the vapor quality of refrigerant in each control volume is 
calculated. For the volumes which contain two-phase refrigerant, the refrigerant and pipe wall 
temperatures were compared to determine whether the refrigerant was evaporating or condensing. As 
mentioned previously, the set of data used for interpolation during the heat transfer coefficient calculation 
19 
 
is different depending on the type of heat exchange – evaporation or condensation. Thus, for each control 
volume it is independently determined which data set to use for the heat transfer coefficient calculation. 
2.4.3 Results 
The reversible heat pump presented in this chapter was compared to both experimental data collected 
by Pangborn and to the finite-volume model presented in his work [9]. The results did not quantitatively 
match the experimental data, but the qualitative behavior was very similar.  
 
Figure 7 – Evaporator refrigerant pressure 
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Figure 8 - Evaporator outlet refrigerant temperature 
 
 
Figure 9 – Condenser outlet refrigerant temperature 
As can be seen in Figure 7, when the reversible heat pump was run in evaporator mode it tracked the 
experimental evaporator pressure with a constant offset. The RHP also performed qualitatively well in 
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tracking the evaporator’s outlet refrigerant temperature (Figure 8). However, for the condenser mode 
(Figure 9), while the results had an error of approximately 3% in comparison to the experimental data, the 
overall behavior of the simulation did not follow the behavior of the physical system. It should be noted, 
however, that there can be minor fluctuations not only in the system but in the measurement of the 
temperature that cannot be captured with the simulation. Multiple correlations with several datum sets 
would have to be run before any conclusions could be drawn. 
2.5 Simulink® implementation 
The code is implemented in Simulink® by means of a Level-2 MATLAB S-function block in the 
Simulink® workspace. 
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Figure 10 - Simulink® block representing the combined heat exchanger 
As can be seen in Figure 10, the block requires five inputs: inlet air mass flow rate, inlet air 
temperature, inlet refrigerant mass flow rate, outlet refrigerant mass flow rate, and inlet refrigerant 
enthalpy. The block provides seven outputs: outlet refrigerant pressure, enthalpy, and temperature; 
average outlet air temperature; average pipe wall temperature; mass of refrigerant within the component; 
and air cooling capacity. 
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Figure 11 - User interface for the combined heat exchanger block 
The user interface, as seen in Figure 11, allows the user to enter a multitude of parameters about the 
heat exchanger’s physical properties as well as the initial conditions of the working fluids. This interface 
is almost entirely the same as the interface used in the Finite Volume method presented in [9]. Other 
parameters not shown here are the mass and specific heat of the pipe wall; the type of refrigerant used; the 
initial refrigerant mass flow rate, pressure, inlet enthalpy, and outlet temperature; the initial inlet air 
temperature; and parameters related to the simulation itself (discretization, method of heat transfer 
coefficient determination, etc.). 
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Figure 12 - User interface for tuning parameters used in the combined heat exchanger 
One difference of note between the combined heat exchanger’s interface and that of the FV models is 
the Parameter Adjustment Factors tab. The heat transfer coefficients for each region – superheated, 
subcooled, and two-phase – are multiplied by the appropriate performance adjustment factor (PAF). 
Typically the PAF ranges from 0.1-2. It is a tuning factor used to incorporate thermal effects not 
considered in the model. Things like fouling or fin design can have a large impact on the heat transfer, 
thus causing a disparity between an unmodified model and experimental results. 
The combined heat exchanger allows the user to separately tune the heat transfer coefficients of the 
two-phase zone for the evaporator and the condenser. Since tube geometry, flow patterns, and many other 
factors can affect how condensing gas behaves versus evaporating liquid, it is important to allow for 
different heat transfer coefficient modifications. The air-side PAFs are also separate for the two heat 
exchanger types, as the air-side heat transfer for the two-phase zone may vary depending on whether the 
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refrigerant is evaporating or condensing. As there is only one PAF for the air-side – rather than a PAF for 
air-side of each region – the choice of overall air-side PAF is left to the user. 
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Chapter 3: Liquid-to-solid heat exchanger 
3.1 Motivation 
Radiant floor heating is an increasingly common method of heating residential and commercial 
buildings [1]. The method relies on a hot working fluid – generally water [10] in liquid phase – flowing 
through pipes installed in the floor. As the liquid travels along the length of the pipe, heat flows from the 
liquid to the pipe wall. From the pipe wall heat is transferred to the floor slab itself. As the slab is 
connected both to the room and the ground, the slab loses some heat to the ground, but also directs energy 
to the room air. Thus the floor of the room is heated, with natural convection carrying the heat higher into 
the room. This results in a vertical temperature gradient which is not easily achievable with forced-air 
systems. Studies have shown that humans experience greatest thermal comfort when their feet are warmer 
than their head [11], so radiant floor heating proves to be an excellent choice for heating a building. The 
method has also been shown to be more cost effective in some areas than other popular methods [10]. 
3.2 Model overview 
3.2.1 Model schematic 
The piping layout used for this model consists of a ‘feeder’ bar, multiple individual pipes, and a 
‘collector’ bar. As shown in Figure 13, each pipe receives refrigerant from the ‘feeder’ bar, and rejects the 
refrigerant to the ‘collector’ bar. The pipes are equally spaced, with enough distance between any two 
pipes to prevent thermal interaction within the foundation. That is, a pipe will not thermally influence its 
neighbors. 
Each pipe is divided into several equally-sized control volumes. With the assumption that the mass 
flow rate through each pipe is equal, it becomes evident that only one pipe must be considered. Constant 
and equal mass flow rate in each pipe would suggest that, given well-mixed room air, the properties of the 
refrigerant at a given distance from the feeder bar would be the same across all pipes. Therefore heat will 
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not flow between pipes. This allows for the calculations to be done once, with the total heat transfer from 
the refrigerant to the air being merely the result for one pipe multiplied by the number of pipes.  
 
Figure 13 - Overhead schematic of in-floor heating piping 
This pipe layout was chosen to allow for a major simplifying assumption: that there is no heat transfer 
between pipes. As discussed in the previous paragraph, at any given point along the length of the pipes 
the liquid temperature will be equal for all pipes. For serpentine or double-serpentine flow paths, 
however, this assumption would be invalid. Parallel or nearby sections of the flow path would no longer 
be at the same temperature, as is assumed with the system in Figure 13. Therefore the model would 
require a two-dimensional analysis of heat transfer, as opposed to the one-dimensional analysis used here. 
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Within each control volume, it is assumed there are six heat flows. Two are simply those due to liquid 
flowing into and out of the control volume. The difference between those two heat fluxes equals the third 
heat flux – heat flowing between the liquid and the pipe wall. The wall also has heat flow between it and 
the slab. Finally, the slab experiences two more heat fluxes; a heat transfer between the slab and the air 
close to the slab’s surface, and between the slab and the infinite heat sink. A schematic of this layout can 
be seen below, in Figure 14. 
 
Figure 14 - View of control volume along the axis of the pipe 
As discussed previously, note that there is no heat transfer between the slab or air and the adjacent 
control volumes.  
3.2.2 Model assumptions 
Based on the system design, several assumptions were made to simplify the modeling: 
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1. The refrigerant remains liquid throughout – it does not undergo phase change  
2. The liquid is incompressible – therefore pressure is constant  
3. There is no bulk air flow in the room 
4. The air pressure in the room remains constant at atmospheric pressure (101.3 kPa) 
5. Solid material properties (e.g. specific heat) are constant 
6. There is no conductive heat transfer between control volumes 
7. Each control volume may be treated as having lumped parameters 
8. The air behaves as an ideal gas 
Assumption 1 is based upon the assumption of standard working fluids for the system. As discussed 
in Section 3.1 and [10], a typical fluid is water. At usual operating conditions the water remains liquid. 
This also leads into assumption 2, as the water may be treated as incompressible throughout the system. 
Assumption 3 implies that the air density within the control volumes remains constant. If there is no 
flow between control volumes, conservation of mass necessitates constant mass within the CV. As the CV 
has an arbitrary but constant volume, the only way the air density could change is if the mass changed. 
Thus we assume constant air density. 
Assumptions 4 and 5 are standard assumptions made to simplify calculations. Given the relatively 
small operating range for the system, the two assumptions are generally considered reasonable. 
3.2.3 Equations 
Five conservation equations were used in the analysis of the system: refrigerant mass, refrigerant 
energy, tube wall energy, slab energy, and room air energy. These equations are based on work done by 
Fasl [7], and were used to model other THERMOSYS™ components. 
Conservation of refrigerant mass: 
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   (10) 
This equation essentially states that the change in density of the refrigerant in the control volume 
must counteract the change in mass due to differing mass flow rates at either end of the control volume. 
Conservation of refrigerant energy: 
               
  
 
       
  
      (11) 
Equation (11) has units of energy per unit length. It describes the internal energy changes of the 
refrigerant – from changes in pressure or enthalpy – and relates these changes to heat transfer to the pipe 
wall.      is defined as the heat flux into the refrigerant. 
Conservation of pipe wall energy: 
                 
  
       (12) 
As the pipe wall is solid, we use its specific heat to calculate its internal energy, rather than using 
enthalpy as was used previously. The pipe wall has two distinct sinks with which to exchange heat: the 
refrigerant flowing in the pipe, and the slab which surrounds the pipe.       is defined as the heat flux 
into the pipe wall. 
Conservation of slab energy: 
                   
  
       (13) 
The slab exchanges heat with three sinks/sources: the pipe within it, the ground the slab sits on, and 
the room air. Note that the convective heat transfer coefficient for the heat flux between the slab and the 
air cannot be calculated as the convective heat transfer coefficients were for refrigerant. The mode of heat 
transfer between the slab and the air is natural convection off a horizontal slab.       is defined as the 
heat flux into the slab. 
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Conservation of air energy: 
                     
  
      
(14) 
Here,      is defined as the heat flux into the air. 
As shown in [7], to make the PDEs (10) through (14) solvable it is necessary to integrate them along 
the length of the control volume. This will remove the dependency upon z, turning the five equations into 
ODEs. This allows the system to be more readily modeled in Simulink®. Integrating the PDEs will result 
in derivatives within the integrand, necessitating the use of the Leibniz Integral Rule: 
 
       
  
   
  
  
 
 
  
           
  
  
  
3.2.4 Dynamic variables 
The dynamic variables used for the cooling slab are the refrigerant’s specific enthalpy (  ), the pipe 
wall temperature (    ), the slab temperature (    ), and the air temperature (    ), each being dependent 
on the control volume. The refrigerant temperature will be interpolated using the refrigerant specific 
enthalpy, which will be determined each calculation iteration, and the fact that the refrigerant will always 
remain liquid. 
3.3 Derivation for a single control volume 
3.3.1 Conservation of refrigerant energy 
Again, the first step is to apply assumption 2, which states that the second term in equation (11) is 
equal to zero. Due to assumption 2, we also see that the pressure term is zero. Note that the derivative 
may be split into two terms. 
 
  
       
  
      (15) 
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First it is necessary to define      . It is a function of the pipe wall temperature and the refrigerant 
temperature. 
                       (16) 
     represents the heat transfer along the perimeter (in this case, the circumference of the pipe) at an 
arbitrary point along the length of the pipe. Recalling assumption 2, we see that the refrigerant density 
will remain constant, so that term can be taken out of the time derivative. 
 
      
   
  
      (17) 
Rearranging terms: 
    
  
 
    
    
 (18) 
 
3.3.2 Conservation of pipe wall energy 
Using assumption 4, we treat the density and specific heat of the pipe wall as constant, thereby 
allowing us to remove them from the derivative 
 
           
       
  
       (19) 
 
As before, the heat flux       is the transfer along the perimeter of contact. In this case, as the wall is 
exchanging heat with both the refrigerant and the slab, the perimeters will be different for each part of the 
heat flux calculation. 
                                      (20) 
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As the thermal conductivity,   , already has units of 
  
  
, it is not necessary to multiply the second 
term by the perimeter of heat exchange. Note that       will be positive if both the refrigerant and the 
slab are losing heat to the pipe wall. 
All that remains is to divide both sides by the constant values so the equation becomes explicit: 
      
  
  
       
         
     
           
         
       
  
         
      (21) 
 
3.3.3 Conservation of slab energy 
Assuming constant solid properties, equation (13) becomes useable by merely rearranging terms: 
      
  
  
  
           
       
             
           
       
      
           
     
 
    
           
 
(22) 
3.3.4 Conservation of air energy 
Note first that the left-hand term of equation (14) can be split into two parts 
 
    
           
  
      
     
  
                   
(23) 
Recalling assumption 3, we see that the second left-hand term is zero, as the air pressure is constant. 
 
    
           
  
                   
(24) 
Assumption 4 implies constant density, as discussed previously. Therefore the air density can be 
taken outside the time derivative. 
 
        
     
  
                   
(25) 
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We can treat the air enthalpy as a function of air temperature, allowing us to put the equation in terms 
of our dynamic variable,     . 
 
        
     
     
 
 
 
     
  
                   
(26) 
Rearranging terms results in the final equation: 
 
     
  
 
 
 
       
       
     
     
 
  
 
 
     
 
 
        
       
     
     
 
  
 
 
     
(27) 
 
3.4 Full calculations 
The majority of calculations take place on a by-control-volume basis. For each control volume, the 
refrigerant temperature is determined using reference tables created from REFPROP data. These tables 
contain various refrigerant properties, as well as correlations for enthalpy and temperature with respect to 
the two other thermodynamic properties (pressure and either temperature or enthalpy, respectively). With 
a specified pressure and enthalpy, two-dimensional interpolation may be performed on the table to 
determine the appropriate value for that thermodynamic point. Thus for a given refrigerant pressure and 
specific enthalpy, the refrigerant temperature may be interpolated. The refrigerant pressure is assumed 
constant, but the enthalpy is a continuous state of the model and is initialized to the user-input initial 
enthalpy for all control volumes. Using the refrigerant enthalpy and pressure, several thermal properties – 
specific heat, viscosity, thermal conductivity, and density – can be determined using the aforementioned 
reference tables. These properties are used to determine the refrigerant heat transfer coefficient for that 
control volume, using a correlation proposed by Gnielinski [12]. There are separate correlations 
depending on the value of the Reynolds number, with each correlation being dependent on the Reynolds 
number, Prandtl number, and the friction factor of the refrigerant. 
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The heat transfer coefficient for the air associated with that control volume must also be calculated. 
Again, the thermal properties of air - coefficient of thermal expansion, thermal conductivity, specific heat, 
density, and dynamic viscosity – are interpolated from reference tables created from REFPROP data. 
These properties are used to determine the thermal diffusivity and kinetic viscosity of air. 
From there the Rayleigh number is determined, using its definition: 
 
    
  
      
            
  
(28) 
Here the definition of the characteristic length, L, is chosen based on the Nusselt number correlation 
discussed below. The correlation assumes a rectangular slab, with L being the length of the shorter side of 
the slab [13]. 
There are two relevant correlations given in Mills’s Heat Transfer [13] for determining the Nusselt 
number from the Rayleigh number. Every minor time step, the model checks the Rayleigh number and 
chooses the correct correlation. 
 The first correlation is for a Rayleigh number between     (    in Incropera [14]) and      : 
 
                
 
                  
  
(29) 
For a Rayleigh number between       and       , the correlation is: 
 
                
 
                    
   
(30) 
Recall that the Nusselt number is defined as a ratio of convective and conductive heat transfer: 
 
        
  
 
  
(31) 
The only unknown in equation (31) is the convective heat transfer coefficient, α. Solving for the 
unknown results in the following equation: 
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(32) 
This heat transfer coefficient α may then be used in Equations (22) and (27) for     . The only 
unknown quantity is then  
     
     
 
 
. Recall that one of the assumptions made for this modeling is that the air 
behaves like an ideal gas. For an ideal gas, the specific heat capacity at constant pressure is defined as: 
 
    
  
  
 
 
  
(33) 
The specific heat capacity at constant pressure is one of the thermodynamic properties included in the 
reference tables, so it is simple to determine the value of  
     
     
 
 
. Therefore all parameters in Equations 
(18), (21), (22), and (27) are either known or are the desired calculation results. 
3.5 Simulink® implementation 
The above equations were implemented in a MATLAB s-function, which was associated with a 
Simulink® block, seen below. 
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Figure 15 – Simulink® block for the liquid-to-solid heat exchanger 
There are two time-dependent inputs: liquid inlet enthalpy and liquid mass flow rate. The outputs are 
outlet liquid enthalpy, the air temperature close to the heat exchanger, and the total heat flux into the air. 
System parameters – such as slab dimensions and initial conditions – may be entered into the block’s 
mask, shown below. 
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Figure 16 - Liquid-to-solid heat exchanger mask - system dimensions 
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Figure 17 - Liquid-to-solid heat exchanger mask - thermal properties of system 
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Figure 18 - Liquid-to-solid heat exchanger mask - initial conditions 
As shown in Figure 16, the user must specify the dimensions of the slab and the pipe, as well as the 
number of pipes in the slab. The user may also choose how many control volumes will be used in the 
simulation. Figure 17 demonstrates the need for information on the thermal properties of the solid 
materials in the system – such as the specific heat of the slab and the thermal conductivity of the ground. 
Finally, Figure 18 presents the interface for entering the initial conditions of the system, as well as 
selecting a liquid to use for the simulation. 
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3.6 Results 
3.6.1 Effect of liquid mass flow rate 
An increase in the liquid mass flow rate should increase the heat transfer rate, as demonstrated by the 
familiar equation: 
              (34) 
With a constant temperature difference between the liquid and the pipe wall, the heat transfer rate will 
increase with increasing mass flow rate. Therefore we expect that increasing the liquid mass flow rate 
should decrease the time required for the system to reach steady state. 
 
Figure 19 - Outlet liquid specific enthalpy behavior with various mass flow rates 
As shown in Figure 19, a higher mass flow rate (red) causes the system to reach the steady state value 
of 200 
  
  
 faster than the baseline (green). Conversely, a lower mass flow rate (blue) causes the system to 
require more time to reach the same steady state value of 200 
  
  
. 
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Figure 20 - Time required to reach 98% of steady state value with various mass flow rates 
The baseline (green) mass flow rate results in a rise time of 68 seconds, while the larger mass flow 
rate (red) results in a rise time of 61 seconds. The smaller mass flow rate (blue) results in a rise time of 
107 seconds. This behavior coincides with the predictions at the start of this section. 
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Figure 21 - Detail of outlet liquid specific enthalpy behavior with various mass flow rates 
A point of interest is the slight overshoot seen in the two lower mass flow rates (blue and green). The 
most likely reason is that it is a numerical problem, due to the larger rate of change of enthalpy for the 
lower mass flow rates. The heat transfer coefficient is larger for smaller mass flow rates (in this case the 
steady state value for 0.0005 
  
 
  was approximately 7.7 
  
   
 , while for 0.0015 
  
 
  it was about 
4.7 
  
   
 ), so the rate of change would be higher. Thus the enthalpy is changing so quickly that it has a 
‘momentum’ numerically which must be damped out. 
3.6.2 Effect of inlet liquid enthalpy 
In the physical system, the inlet liquid enthalpy affects the outlet liquid enthalpy – a higher inlet 
liquid enthalpy should lead to a higher outlet liquid enthalpy. To test this in the simulation, three different 
models were run – all had the same parameters except for the inlet liquid enthalpy. Theoretically, when 
the model reaches steady state, the pipe wall, slab, and air should be the same temperature as the liquid. 
Therefore at steady state the outlet liquid enthalpy should equal the inlet liquid enthalpy, as there should 
be no more heat flux between the liquid and the pipe wall. 
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Figure 22 - Outlet liquid specific enthalpy for different inlet liquid specific enthalpies 
As can be seen in Figure 22, for each inlet liquid enthalpy – 100, 200, or 300 
  
  
  – the steady state 
outlet liquid enthalpy was equal to the inlet.   
3.6.3 Effect of initial air temperature 
This model is designed to work whether the air is being heated or cooled (and therefore whether the 
liquid is losing or gaining heat), so no matter the initial air temperature, the steady state value should be 
that of the liquid temperature. Three different scenarios were tested: one in which the air started out hotter 
than the liquid, one in which the air started out colder than the liquid, and one in which the air and the 
liquid were initially the same temperature. Theoretically, the hotter air should cool down to the liquid 
temperature, the colder air should warm up to the liquid temperature, and the equal-temperature air should 
not change its temperature. 
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Figure 23 - Air temperature for various initial air temperatures 
As expected, the warmer air (red) cooled down to the liquid temperature of 26°C, while the colder air 
heated up to 26°C. Finally, when the air temperature was initialized at 26°C, there was no change 
throughout the simulation. 
3.6.4 Scalability 
Though this model was created for large slabs (surface areas on the order of 10m
2
), the governing 
principles hold equally true for smaller heat exchangers. One way to demonstrate this is by examining the 
model’s behavior during a change in inlet liquid enthalpy for two different cases: one with dimensions 
representative of a large slab, and one with dimensions more representative of a small cold plate. 
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Table 1 - Simulation parameters 
Parameter Large slab Hot plate 
Width 10m 138.4mm 
Depth/thickness 0.5m 19.1mm 
Length of one pass 10m 114.3mm 
Inner pipe diameter 0.0254m 2mm 
Thickness of the pipe 1mm 0.1mm 
Number of pipes 30 4 
Specific heat of slab 0.880 
  
   
 0.9 
  
   
 
Density of slab 2403 
  
  
 1100 
  
  
 
Specific heat of the pipe 1.05 
  
   
 0.386
  
   
 
Density of the pipe wall 1340 
  
  
 1400 
  
  
 
Thermal conductivity  
of the slab 
1.65 
 
  
 167 
 
  
 
Thermal conductivity  
of the infinite thermal sink 
1.1 
 
  
 1.1 
 
  
 
Infinite heat sink temperature 17°C 
Initial room temperature 26°C 
Initial liquid enthalpy 180 
  
  
 
 
For both cases, after the model reached steady state, the inlet liquid enthalpy was stepped down from 
180 
  
  
 to 100 
  
  
. Qualitatively, the large slab should take much longer to reach steady state after this 
change than the cold plate. Additionally, given the relatively small contact area between the cold plate 
and the infinite heat sink, the cold plate should theoretically gain less heat from the infinite heat sink than 
the large slab would. Therefore the cold plate should absorb more heat from the air, causing the air to cool 
down to a greater extent in the case of the cold plate than the large slab. 
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Figure 24 - Comparison of large slab and hot plate behavior with varying inlet liquid enthalpy 
 
 
Figure 25 - Large slab behavior with varying inlet liquid enthalpy 
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Figure 26 - Hot plate behavior with varying inlet liquid enthalpy (detail of overall figure, time-shifted by 29800 seconds 
As shown in Figure 24, the large slab takes significantly longer to reach steady state than the cold 
plate. Figure 25 shows that it takes approximately 9 hours for the large slab to reach steady state, while 
Figure 26 shows that the cold plate takes about 200 seconds to reach steady state. That means that the 
large slab takes approximately 162 times longer to reach steady state than the cold plate. As discussed 
above, this is intuitively the behavior to expect. 
It is also interesting to note that the air in the cold plate case reaches about 1°C, while the air in the 
large slab case only reaches 13°C.  The cold plate’s air also experienced a larger temperature decrease, 
changing from about 21°C to 1°C, while the large slab’s air changed from 18°C to 13°C. Recall that the 
air temperature calculations only consider the air near the surface of the heat exchanger. The cold plate 
affects significantly less air than the large slab, so the effects of decreased inlet liquid enthalpy should be 
greater for a smaller mass of air. 
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Chapter 4: Liquid-to-two phase heat exchanger 
4.1 Motivation 
The usefulness of a liquid-to-solid heat exchanger has already been demonstrated, but without some 
way to connect the heat exchanger to more typical heat transfer systems, the model is only moderately 
useful. Thus a liquid-to-two phase heat exchanger would broaden the uses of a liquid-to-solid heat 
exchanger, in that the designer could design controllers for the whole system. These kinds of systems are 
often used in electronics cooling applications. The scale of the cooling loads can vary from small, 
personal computer applications ([15]) to server cooling ([16]) to large-scale defensive needs ([17],[18], 
[19]) 
Specifying that one of the fluids in the heat exchanger is a liquid also lightens the simulation load, as 
there are fewer possible states to consider. Therefore the benefits of a liquid-to-two phase heat exchanger 
model are two-fold: first, to allow greater utilization of the liquid-to-solid heat exchanger model; and 
second, to reduce simulation time requirements by removing unnecessary states and calculations. 
4.2 Derivation 
4.2.1 Assumptions 
There are several assumptions used to simplify the modeling of the liquid-to-two phase heat 
exchanger: 
1. The secondary fluid remains liquid throughout 
2. The liquid is incompressible 
3. Solid material properties (e.g. thermal conductivity) are constant 
4. There is no conductive heat transfer between control volumes 
5. The refrigerant path may be treated as a single, cylindrical pipe 
6. Each control volume may be treated as having lumped parameters 
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7. Refrigerant density is a function of refrigerant pressure and temperature 
4.2.2 Thermodynamic variables 
This model is based on the Finite Volume model discussed in Section 2.4, and as such the same 
discretization method is used. As discussed in [9], the two-phase fluid will have three thermodynamic 
variables:     ,       , and            . The liquid refrigerant, however, will require only one 
thermodynamic variable,       . Note the use of l as the index rather than i. Since the heat exchanger is 
assumed to be counter-flow, it is necessary to use a distinct index for each fluid. At i=1, the first 
refrigerant is just entering the heat exchanger, while the second refrigerant is just exiting the system. For a 
model with N control volumes, l=N when i=1. Therefore we see the relation between i and l: 
         (35) 
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Figure 27 - Diagram of liquid to two-phase heat exchanger 
4.2.3 Heat fluxes 
For several of the conservation equations, it is necessary to calculate the heat flux into or out of the 
material of interest, be it the wall or one of the fluids. These heat fluxes should have units of Watts per 
meter, to match the units of the conservation equations. As was discussed in Section 3.4, the calculated 
heat transfer coefficient has units of 
  
   
, so it will be necessary to multiply the temperature difference by 
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the perimeter over which the heat transfer occurs. Thus for each heat flux – one each from the two fluids 
and one into the wall – the equations are defined as follows: 
                                (36) 
                                (37) 
                        (38) 
 
4.2.4 Conservation of refrigerant mass 
For each refrigerant control volume there will be a conservation of mass equation. Recall from 
Section 3.2.3 the general equation for conservation of mass: 
        
  
 
   
  
   (10)(repeated) 
 
Since the density is a function of refrigerant pressure and temperature, the time derivative may be 
rewritten: 
                
  
        
 
  
                       (39) 
Applying the chain rule for the refrigerant density puts the equation in a form which contains the 
desired thermodynamic variables P and h. 
 
       
 
  
                      
         
       
     
 
      
     
  
  
       
       
 
    
       
  
  
(40) 
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If Eq. (40) is substituted into Eq. (10), the result contains only thermodynamic variables and 
quantities which can be readily calculated. 
 
        
       
     
 
      
     
  
  
       
       
 
    
       
  
  
        
  
   (41) 
To remove the dependency on control volume length, it is necessary to integrate Eq. (41) with respect 
to the length. Let    be the length from the inlet of the pipe to the first edge of the control volume i, and 
     be the length from the inlet of the pipe to the far edge (i.e. the end) of the control volume i. Then the 
integral becomes: 
 
          
       
     
 
      
     
  
  
       
       
 
    
       
  
  
        
  
   
    
  
   (42) 
 
          
       
     
 
      
     
  
  
       
       
 
    
       
  
    
    
  
   
        
  
   
    
  
   (43) 
Recall that it is assumed that the refrigerant properties are constant throughout a control volume. 
Therefore the first integral comprises entirely of values independent of z. 
 
         
       
     
 
      
     
  
  
       
       
 
    
       
  
     
    
  
   
        
  
   
    
  
   (44) 
Though the mass flow rate within a control volume remains constant, at the ends of the control 
volume the inlet/outlet mass flow rates are calculated. Therefore the second integral is not zero, but rather 
a function of the inlet and outlet mass flow rates for the control volume i. 
 
         
       
     
 
      
     
  
  
       
       
 
    
       
  
           
                             
(45) 
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With simple rearranging, Eq. (45) becomes easier to put in matrix form. Note that the pipe cross 
section area times the control volume length,                , is the refrigerant volume for that control 
volume, 
    
 
, where      is the total volume of a refrigerant within the heat exchanger. 
 
      
       
     
 
      
 
     
  
       
       
       
 
    
 
       
  
                         (46) 
4.2.5 Conservation of refrigerant energy 
Recall the equation presented previously: 
               
  
 
       
  
        (11)(repeated) 
For the two-phase refrigerant, the first step is to remove the dependency upon the control volume 
length. This requires integrating both sides of the equation with respect to control volume length. 
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(48) 
 
Since it is assumed the refrigerant properties are lumped within the control volume, the only variables 
dependent on z are the mass flow rate,        , and the refrigerant specific enthalpy,       . These values 
are determined not only within the control volume but also at its inlet and its outlet. 
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The time derivative can be split into two parts, and the whole equation can be divided by the pipe’s 
cross sectional area,       : 
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Applying the chain rule to the first time derivative results in a time derivative of density, which is not 
a desired thermodynamic variable, and a time derivative of specific enthalpy, which is a desired 
thermodynamic variable. 
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As shown in Section 4.2.4, the time derivative of refrigerant density can be transformed into a form 
containing known values and desired thermodynamic variables. 
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Now the equation contains only knowns and desired thermodynamic variables. Its final, clearest form 
is as follows. 
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This equation can be simplified for the second, liquid-only refrigerant by applying the assumption of 
incompressibility. 
 
 
    
 
       
       
  
                                                      (57) 
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By simply dividing both sides by the time derivative’s coefficient, the equation will become explicit 
in terms of the time derivative.  Recall that the term 
 
 
 is defined as 
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4.2.6 Conservation of pipe wall energy 
Recall that the equation for the pipe wall energy is as follows: 
                 
  
                (12)(repeated) 
Since it is assumed that the solid material properties remain constant, those terms may be taken out of 
the time derivative, leaving the derivative only in terms of desired thermodynamic variables. 
 
         
     
  
                (59) 
With some simple rearranging, the final form of the equation becomes evident. 
      
  
 
              
         
 (60) 
4.2.7 Intermediate enthalpy calculations 
Recall that in equations (56) and (58), the specific enthalpy flowing between two control volumes is 
used. It would seem prudent to take the average of the enthalpies in both control volumes However, as 
discussed in [9], this can lead to high-frequency numerical oscillations in the results. Therefore, as was 
done in [9], the intermediate enthalpies will be assumed to equal the lumped enthalpy of the previous 
control volume. That is, the intermediate enthalpy            is assumed to equal the lumped enthalpy 
        .  
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4.2.8 Matrix implementation 
Though the change in pipe wall temperature can be determined directly using Eq. (60), the changes in 
refrigerant pressure and enthalpy are coupled. Therefore the equations must be solved simultaneously. 
The general matrix form will contain, for each control volume, equations (46) and (56). The equations can 
be split into their component parts – terms multiplied by 
     
  
, 
       
  
, and             respectively. The 
final matrix can be represented thusly: 
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At every minor time step, the matrix   is formed, as is the vector   . The desired values are those 
contained in the vector   , as these will be used to determine the continuous states’ values for the next 
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iteration. Therefore equation (61) must be solved for     MATLAB contains the function mldivide – which 
can also be represented with the backslash, \ - which accepts as inputs   and    and solves equation (61) to 
provide the result,     
4.3 Simulink® implementation 
The code was implemented in a Simulink® s-function block, similar to the previous components. 
 
Figure 28 – Simulink® block for the liquid to two-phase heat exchanger 
 As before, the user may enter the model parameters into the block’s mask, under several tabs, as 
shown before. 
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Figure 29 - Block mask for the refrigerant side geometry tab 
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Figure 30 - Block mask for the liquid side geometry tab 
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Figure 31 - Block mask for the wall properties tab 
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Figure 32 - Block mask for the parameter adjustment factors tab 
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Figure 33 - Block mask for the refrigerant/liquid properties tab 
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Figure 34 - Block mask for the initial conditions tab 
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Figure 35 - Block mask for the simulation tab 
The user may edit the geometry of both fluid streams, as well as properties of the heat exchanger 
material and of the fluids themselves. 
  
68 
 
Chapter 5: An example system 
5.1 Problem statement 
An advantage of transient models – such as the ones presented in this thesis – is that the models can 
be used to more effectively design heat exchangers. For example, suppose a cooling system experiences 
predictable load increases (such as an electronics cooling system when the electrical demands increase). 
This system is shown below, in Figure 36. 
 
Figure 36 - Schematic of example system 
Due to the design of the system, the inlet refrigerant temperature is fixed at a known value, as are the 
mass flow rates of both the refrigerant and the secondary fluid. The cooling requirements are such that the 
temperature of the secondary fluid at the outlet of the liquid to two-phase heat exchanger must be below a 
given value. The goal of this design problem is to determine the smallest possible heat exchanger size to 
adequately handle the predicted load disturbances. 
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Table 2 - System requirements 
Parameter Value 
Inlet liquid enthalpy  (nominal)     
  
  
 
Inlet liquid enthalpy (disturbance)    
  
  
 
Length of disturbance       
Maximum allowable liquid outlet temperature     
 
There are two main approaches that can be taken for this problem: steady state analysis or transient 
analysis. Steady state analysis would assume the worst-case situation – that is, the heat exchanger would 
be designed based on the assumption of a constant inlet liquid enthalpy with the magnitude of the 
disturbance. In this case, that would mean using an inlet liquid enthalpy of    
  
  
 as the constant inlet 
condition. The alternative method is transient analysis, in which the length of the disturbance is 
considered in the calculations. Due to the inherent need to iteratively solve ODEs, transient analysis is 
more difficult to perform than steady state analysis. However, as will be shown here, transient analysis 
can be beneficial in cases with transient disturbances. 
For this demonstration, two liquid-to-two phase heat exchanger models were run simultaneously. 
Both models were given the same specifications – which can be seen in Appendix A.1– but different inlet 
liquid enthalpies. The model which would represent steady state analysis was passed only the maximum 
inlet liquid enthalpy value of    
  
  
, while the transient model was passed a time-dependent inlet liquid 
enthalpy. The time-dependent enthalpy is plotted below, in Figure 37. 
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Figure 37 - Inlet liquid enthalpy with disturbances 
5.2 Theory 
The steady state analysis assumes that there is no thermal storage within the pipe wall, as the pipe 
wall remains at a constant temperature. Therefore all heat lost from the liquid is transferred to the 
refrigerant, as shown in Figure 38.  
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Figure 38 - Schematic of steady state analysis of the liquid to two-phase heat exchanger 
As both the inlet and outlet liquid enthalpies are defined, it is straightforward to calculate   : 
                                                     (71) 
 Now consider the transient case of this system. In the transient case, the pipe wall is allowed to heat 
up, thereby absorbing some of the heat leaving the liquid. Therefore the heat flux from the liquid is not 
equal to the heat flux into the refrigerant. 
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Figure 39 - Schematic of pipe wall with heat storage allowed within the pipe wall 
As shown in Figure 39, the heat from the liquid will be split into two separate heat fluxes: 
                 (72) 
The heat fluxes into or out of the fluids can be determined in the same way as above, but the heat 
used to increase the pipe wall’s temperature must be calculated in a different way: 
                      (73) 
Therefore Equation (72) becomes: 
                                                 (74) 
Since we are trying to determine the minimum required surface area, let us set the outlet liquid 
enthalpy to the maximum allowable. This will fix the heat flux from the liquid as a constant, denoted as 
     . Now we may solve Equations (71) and (74) for the surface area: 
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(76) 
As demonstrated in Equations (75) and (76), for equal conditions, a transient analysis will calculate a 
smaller required surface area than the equivalent steady state analysis. 
5.3 Simulation 
The results of the simulation showed that, for the previously specified heat exchanger dimensions, a 
steady state analysis predicted a maximum outlet liquid temperature that was approximately 5°C higher 
than the transient analysis predicted. 
 
Figure 40 - Transient versus steady state analysis, using the same model parameters 
The next step of the analysis was to determine what size of heat exchanger would result in the steady 
state analysis predicting an in-range outlet liquid temperature. The refrigerant-side surface area was 
increased until the predicted outlet liquid temperature fell below the maximum allowable temperature of 
   . In order to achieve this goal, it was necessary to increase the refrigerant-side surface area by seven 
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times and reduce the liquid-side pipe diameter by 8%. Therefore, while the transient analysis showed that 
a surface area of approximately 0.3m
2
 was required to meet the design specifications, the steady state 
analysis predicted that a surface area of approximately 1.5m
2
 would be necessary. This discrepancy could 
cost the designer a significant amount of money, due to the additional cost of an unnecessarily oversized 
heat exchanger. 
 
Figure 41 - Transient versus steady state analysis, with parameters necessary to meet temperature requirement 
It is interesting to note the behavior of the outlet liquid temperature in both the transient and the 
steady state analyses. In both cases it may be said that there is a step forcing function. The transient 
analysis has an obvious step function – the disturbance in inlet liquid temperature. However, the steady 
state analysis also experiences a kind of ‘step forcing function’, during the initial transients due to the way 
in which the model is solved. The initial conditions for the steady state analysis are not perfectly correct, 
so there are some initial temperature differences, etc., which cause some transient behavior in the 
beginning of the simulation. This behavior can be seen in the first two minutes of the steady state’s outlet 
liquid temperature curve in Figure 41. 
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For a step forcing function, it would be natural to expect that the resultant behavior would 
demonstrate a relatively constant rise from the initial to the final value, as the steady state analysis shows 
from the second minute to the third in Figure 41. However, both the transient and the steady state analyses 
have two distinct temperature increases. This would seem to suggest that the forcing function consists of 
two steps, but in fact this behavior reinforces the postulation in Section 5.2 that there will be transient 
energy storage which will affect the outlet liquid temperature. To better understand this, it is necessary to 
examine the lengthwise temperature profiles of both the liquid and the refrigerant at various times during 
the course of the simulation. These points are chosen below, in Figure 42. 
 
Figure 42 - Points selected during simulation for lengthwise temperature profiles 
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Figure 43 - Lengthwise temperature profiles of the liquid and the refrigerant at different times 
For each time denoted in Figure 42, a lengthwise temperature profile of the liquid and the refrigerant 
was plotted in Figure 43. The top plot in Figure 43 correlates to the first time point chosen – in this case, 
at t = 500 seconds. The second plot from the top in Figure 43 correlates to t = 520 seconds, and so on. If 
there were no energy storage in the pipe wall – i.e. steady state conditions – then the refrigerant 
temperature would, with a constant offset, track the liquid temperature. This may be shown by rewriting 
Equation (71) in terms of temperatures only: 
                                                      (77) 
           
          
 
           
           
 
(78) 
Thus the ratio of temperature difference between the liquid and the wall to the temperature difference 
between the wall and the refrigerant will remain constant. However, for the transient analysis, the 
refrigerant temperature’s tracking of the liquid temperature will not be so simple. Equation (74) may also 
be written to contain the liquid temperature: 
77 
 
                                                                    (79) 
As can be seen from Equation (79), while the pipe wall temperature is changing (i.e. while there is 
energy storage occurring), the relationship between the liquid and the refrigerant temperatures is not as 
straightforward as it was in the steady state case. The energy storage introduces a sort of capacitance into 
the system, causing a delay in reaction time for both the liquid and the refrigerant. The ‘capacitor’ must 
first be filled, which represents the plateau between the two temperature increases in the transient 
behavior. The two representative times for this section of the simulation are t = 540 seconds (third plot 
from the top in Figure 43, green color) and t = 580 seconds (fourth plot from the top in Figure 43, yellow 
color). As can be seen in these two plots, the difference between the liquid and the refrigerant 
temperatures varies. This variation is due to the filling of the ‘capacitor’. It may be referred to as a 
variation, rather than a constant temperature offset (as can be seen in the bottom three plots in Figure 43, 
in the last three control volumes) because the temperature offset changes during the course of the 
simulation.  
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Chapter 6: Conclusion 
6.1 Novel models 
Three new models were presented in this work: a universal heat exchanger, a liquid-to-solid heat 
exchanger, and a liquid-to-two phase heat exchanger. 
The universal heat exchanger combines the Finite Volume evaporator and condenser models into a 
single block. It allows the user to model systems in which the heat exchanger will, throughout the course 
of operation, behave as both an evaporator and as a condenser. Previously, the user would have had to 
create two separate simulation systems – one for the case in which the heat exchanger operated as an 
evaporator, and one for when the heat exchanger operated as a condenser. Several methods using that 
technique were discussed, but the final model eliminates the need for the increased complexity of two 
models for a single physical heat exchanger. The model determines the appropriate mode for each control 
volume based on the refrigerant properties, rather than external signals or user settings. 
A liquid-to-solid heat exchanger model can have many applications, ranging from in-floor heating to 
a cold plate used in electronics cooling applications. The model can function as either a heater or a cooler, 
depending on the conditions. This frees the user from having to specify if the heat exchanger is heating or 
cooling. The model was qualitatively verified, by showing that it matched expected behavior with respect 
to rise time and steady state conditions. The effects of varying the dimensions of the system – such as 
widening the slab or making it thinner – were also discussed. 
For the liquid-to-solid heat exchanger to be easily useable in a Simulink® system, a liquid-to-two 
phase heat exchanger model was also required. This allows the user to model, for example, electronics 
cooling systems fully. With the liquid-to-two phase heat exchanger model, the user may determine 
optimal sizing for the heat load requirements of the liquid-to-solid heat exchanger. As the liquid-to-two 
phase heat exchanger is based on the same code as the universal heat exchanger, the liquid-to-two phase 
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heat exchanger will operate with any refrigerant conditions. Therefore the other half of the example 
electronics cooling system, in which the heat is rejected to a heat sink via another liquid-to-two phase / 
liquid-to-solid heat exchanger pair, can be modelled as well. 
These three models expand the modelling capabilities of THERMOSYS™, broadening the range of 
applications for the commercially available MATLAB Simulink® toolset. These models can be used 
separately or together, under a wide range of conditions. 
6.2 Future work 
There are several possible additions to these models which would increase their usefulness even 
further. A major change would allow the heat exchangers to handle the reversal of flow. Currently the 
heat exchanger models assume that each fluid flows in a specified direction, even if the mass flow rate 
value is negative. However, there are systems – such as RHPs – in which the refrigerant flow through the 
heat exchanger is reversed, depending on the system’s mode of operation. It would be beneficial to the 
user if a reversal of the fluid direction – possibly represented simply by the mass flow rate becoming 
negative – was appropriately handled within the heat exchanger models. This would involve changing the 
definitions of ‘inlet’ and ‘outlet’ for the model. If the flow had previously been left-to-right, for example, 
once the flow is moving right-to-left the energy balance equations must correctly calculate the inflow and 
outflow of energy. For a given control volume, it must now behave as though it is receiving fluid from the 
right and rejecting it to the left. This means that while the control volume had previously been receiving, 
for example, hotter refrigerant and rejecting colder refrigerant, the control volume is now receiving colder 
refrigerant. This would create transient behavior that is not currently captured in the model. Adding this 
capability would ease the workload on the user, as they would no longer have to model the two operating 
modes separately. 
The liquid-to-solid heat exchanger’s functionality could also be enhanced by modeling different 
piping layouts. Physical systems tend to be serpentine or double-serpentine, not the parallel pipes 
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assumed for this model. A serpentine layout would involve more complex calculations, as heat flow 
within the slab would be two-dimensional, rather than one-dimensional as it is in this model. Heat would 
then be able to flow not only into the slab vertically, but also horizontally, and potentially be thermally 
affected by the neighboring pipes. 
The liquid-to-solid heat exchanger would additionally benefit from a more complex modelling of the 
air temperature. Currently it is assumed that there is no mixing of air, but obviously in a physical system 
that is not the case. It would be of particular interest to designers of in-floor heating systems. Though this 
model is geared towards control design, and therefore need not be as accurate as models specifically for 
in-floor heating design, there would still be advantages to a rudimentary modelling of the air temperature 
spatial distribution. For example, if the air temperature is much higher at one end of the slab as compared 
to the other, the designer may choose to select a different mass flow rate for the liquid. 
A final suggestion for improving the liquid-to-solid heat exchanger is the addition of heat loss to the 
air-side calculations. The model presented in this thesis assumes that the air is perfectly insulated, insofar 
as the air only exchanges heat with the slab. Physical systems can exchange heat with much more than 
just the slab. In-floor heating systems would lose heat if the room’s windows are left open in winter, for 
example. A cold-plate system would reject heat to the environmental air, rather than reaching the liquid 
temperature at steady state. This would allow for more reasonable transient modeling of these systems, as 
the heat transfer would not as easily reach steady state.  
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Appendix A.1- Example liquid-to-two phase system parameters 
Table 3 - System parameters 
Parameter Value 
Mass flow rate of liquid     
  
 
  
Mass flow rate of refrigerant       
  
 
  
Inlet refrigerant enthalpy     
  
  
  
 
Table 4 - Heat exchanger dimensions 
Dimension Value 
Diameter of refrigerant pipe 8.126e-3 [m] 
Length of one refrigerant pass 11.45794 [m] 
Surface area of refrigerant pass 0.291662649 [m
2
] 
Cross-sectional area of refrigerant pass 5.1861e-5 [m
2
] 
Mass of the pipe wall 0.1 [kg] 
Specific heat capacity of the pipe wall 0.48772265  
  
   
  
Diameter of liquid pipe 6e-3 [m] 
Length of one liquid pass 11.45794 [m] 
Surface area of liquid pass 0.2160 [m
2
] 
Cross-sectional area of liquid pass 2.8274e-5 [m
2
] 
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Table 5 - Initializations 
Dimension Value 
Refrigerant pressure 510 [kPa] 
Refrigerant inlet enthalpy 344  
  
  
  
Refrigerant outlet temperature 22     
Liquid inlet enthalpy 200  
  
  
  
Liquid outlet temperature 23     
Control volumes 10 
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Appendix B.1- MATLAB code for the reversible heat exchanger 
This code is a modified version of a code created by Mr. Pangborn for his Finite Volume models [9]. 
function Combined_HX(block) 
setup(block); 
end 
  
function setup(block) 
  
% Register parameters 
block.NumDialogPrms  = 21; 
  
% Register number of ports 
block.NumInputPorts  = 5; 
block.NumOutputPorts = 7; 
  
% Retrieve number of volumes 
K = block.DialogPrm(17).Data; 
  
% Register number of continuous states (one for pressure and one for each 
% volume of enthalpy and wall temperature) 
block.NumContStates  = K*3+1; 
  
% Setup port properties to be inherited or dynamic 
block.SetPreCompInpPortInfoToDynamic; 
block.SetPreCompOutPortInfoToDynamic; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Hard-code input port properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Air Mass Flow Rate 
block.InputPort(1).Dimensions          = 1; 
block.InputPort(1).Complexity          = 'Real'; 
block.InputPort(1).SamplingMode        = 'Sample'; 
block.InputPort(1).DirectFeedthrough   = true; 
  
% Air Inlet Temperature 
block.InputPort(2).Dimensions          = 1; 
block.InputPort(2).Complexity          = 'Real'; 
block.InputPort(2).SamplingMode        = 'Sample'; 
block.InputPort(2).DirectFeedthrough   = true; 
  
% Refrigerant Inlet Mass Flow Rate 
block.InputPort(3).Dimensions          = 1; 
block.InputPort(3).Complexity          = 'Real'; 
block.InputPort(3).SamplingMode        = 'Sample'; 
block.InputPort(3).DirectFeedthrough   = false; 
  
% Refrigerant Outlet Mass Flow Rate 
block.InputPort(4).Dimensions          = 1; 
block.InputPort(4).Complexity          = 'Real'; 
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block.InputPort(4).SamplingMode        = 'Sample'; 
block.InputPort(4).DirectFeedthrough   = false; 
  
% Refrigerant Enthalpy In 
block.InputPort(5).Dimensions          = 1; 
block.InputPort(5).Complexity          = 'Real'; 
block.InputPort(5).SamplingMode        = 'Sample'; 
block.InputPort(5).DirectFeedthrough   = true; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Hard-code output port properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Refrigerant Pressure 
block.OutputPort(1).Dimensions       = 1; 
block.OutputPort(1).SamplingMode     = 'Sample'; 
block.OutputPort(1).Complexity       = 'Real'; 
  
% Refrigerant Outlet Enthalpy 
block.OutputPort(2).Dimensions       = 1; 
block.OutputPort(2).SamplingMode     = 'Sample'; 
block.OutputPort(2).Complexity       = 'Real'; 
  
% Refrigerant Oulet Temperature 
block.OutputPort(3).Dimensions       = 1; 
block.OutputPort(3).SamplingMode     = 'Sample'; 
block.OutputPort(3).Complexity       = 'Real'; 
  
% Avg. Air Outlet Temperature 
block.OutputPort(4).Dimensions       = 1; 
block.OutputPort(4).SamplingMode     = 'Sample'; 
block.OutputPort(4).Complexity       = 'Real'; 
  
% Avg. Wall temperature 
block.OutputPort(5).Dimensions       = 1; 
block.OutputPort(5).SamplingMode     = 'Sample'; 
block.OutputPort(5).Complexity       = 'Real'; 
  
% Refrigerant Mass 
block.OutputPort(6).Dimensions       = 1; 
block.OutputPort(6).SamplingMode     = 'Sample'; 
block.OutputPort(6).Complexity       = 'Real'; 
  
% Refrigeration Unit Capacity (Watts) 
block.OutputPort(7).Dimensions       = 1; 
block.OutputPort(7).SamplingMode     = 'Sample'; 
block.OutputPort(7).Complexity       = 'Real'; 
  
block.SampleTimes = [0 0]; 
block.SimStateCompliance = 'DefaultSimState'; 
  
block.RegBlockMethod('PostPropagationSetup', @DoPostPropSetup); 
block.RegBlockMethod('Start',                @Start); 
block.RegBlockMethod('Outputs',              @Outputs); 
block.RegBlockMethod('Update',               @Update); 
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block.RegBlockMethod('Derivatives',          @Derivatives); 
  
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% PostPropagationSetup: 
%   Functionality    : Setup work areas and state variables. Can 
%                      also register run-time methods here 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function DoPostPropSetup(block) 
  
block.NumDworks = 3; 
  
% Vol_ref 
block.Dwork(1).Name            = 'Vol_ref'; 
block.Dwork(1).Dimensions      = 1; 
block.Dwork(1).DatatypeID      = 0; 
block.Dwork(1).Complexity      = 'Real'; 
block.Dwork(1).UsedAsDiscState = false; 
  
block.Dwork(2).Name            = 'mode_num'; 
block.Dwork(2).Dimensions      = 2; 
block.Dwork(2).DatatypeID      = 0; 
block.Dwork(2).Complexity      = 'Real'; 
block.Dwork(2).UsedAsDiscState = false; 
  
block.Dwork(3).Name            = 'on_off'; 
block.Dwork(3).Dimensions      = 2; 
block.Dwork(3).DatatypeID      = 0; 
block.Dwork(3).Complexity      = 'Real'; 
block.Dwork(3).UsedAsDiscState = false; 
  
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Start: 
%   Functionality    : Called once at start of model execution. Initialize 
%                      all continuous and discrete states here. 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function Start(block) 
  
% Block Parameter Callbacks 
L          = block.DialogPrm(2).Data;  % ref length of one pass 
Ac_ref     = block.DialogPrm(7).Data;  % ref x-sec area of one pass 
Fluid      = block.DialogPrm(11).Data; % choice of refrigerant fluid 
MFR        = block.DialogPrm(12).Data; % initial ref mass flow rate 
PREF       = block.DialogPrm(13).Data; % initial ref pressure 
HREFI      = block.DialogPrm(14).Data; % inital ref inletenthalpy 
TREFO      = block.DialogPrm(15).Data; % inital ref outlet temperature 
AIT        = block.DialogPrm(16).Data; % inital air inlet temperature 
K          = block.DialogPrm(17).Data; % number of volumes 
HTC_method = block.DialogPrm(19).Data; % HTC calculation method 
HX_mode = block.DialogPrm(21).Data; 
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% Load Ref Properties 
try 
    FluidProperties = load(Fluid, 'FluidProp'); 
catch e 
    error(['Unable to load refrigerant file in Evaporator: ', e.message()]); 
end 
  
set(block.BlockHandle, 'UserData', FluidProperties.FluidProp); 
FluidProp = get(block.blockhandle, 'UserData'); 
  
% Load Air Properties 
HUM = block.DialogPrm(18).Data; 
global MoistAirProp 
MoistAirProp = Create_Moist_Air_Prop(HUM); 
  
% Find Ref Side Volume of One Pass 
Vol_ref = L*Ac_ref; 
  
% Initial Ref Enthalpy 
TREFI = qminterp2(FluidProp.H, FluidProp.P, FluidProp.T_ph, HREFI, PREF); 
HREFO = qminterp2(FluidProp.T, FluidProp.P, FluidProp.H_pt, TREFO, PREF); 
  
  
if HX_mode ==-1 % Condenser 
    pH = [1.0822   -1.0296   -1.0536    1.0092]; 
    x = 1/K:1/K:1; 
    H_max = max([HREFI,HREFO]); 
    H_min = min([HREFI,HREFO]); 
    if H_min<0 
        H_ref_k = polyval(pH,x')*(H_max+H_min)-H_min; 
    else 
        H_ref_k = polyval(pH,x')*(H_max-H_min)+H_min; 
    end 
     
    pT = [1.1641   -4.9808    2.7023    0.9259]; 
    x = 1/K:1/K:1; 
    T_max = max([TREFI/2,AIT]); 
    T_min = min([TREFI/2,AIT]); 
    if T_min<0 
        T_wall_k = polyval(pT,x')*(T_max+T_min)-T_min; 
    else 
        T_wall_k = polyval(pT,x')*(T_max-T_min)+T_min; 
    end 
elseif HX_mode ==1 % Evaporator 
    pH = [-1.2496    1.1243    1.1099   -0.0009]; 
    x = 1/K:1/K:1; 
    H_max = max([HREFI,HREFO]); 
    H_min = min([HREFI,HREFO]); 
    if H_min<0 
        H_ref_k = polyval(pH,x')*(H_max+H_min)-H_min; 
    else 
        H_ref_k = polyval(pH,x')*(H_max-H_min)+H_min; 
    end 
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    pT = [-0.4878    2.8108   -1.2337    0.1014]; 
    x = 1/K:1/K:1; 
    T_max = max([TREFO/2,AIT]); 
    T_min = min([TREFO/2,AIT]); 
    if T_min<0 
        T_wall_k = polyval(pT,x')*(T_max+T_min)-T_min; 
    else 
        T_wall_k = polyval(pT,x')*(T_max-T_min)+T_min; 
    end 
end 
  
  
  
% Initialize DWorks 
block.Dwork(1).Data = Vol_ref; 
block.Dwork(2).Data(1) = HX_mode; 
block.Dwork(2).Data(2) = -5; 
block.Dwork(3).Data(1) = 0; 
block.Dwork(3).Data(2) = HREFI; 
  
% Initialize Continuous States 
block.ContStates.Data(1)           = PREF;     % Will be named P_ref below 
block.ContStates.Data(2    :1+K)   = H_ref_k;  % K states 
block.ContStates.Data(2+K  :2*K+1) = T_wall_k; % K states 
block.ContStates.Data(2+K*2:3*K+1) = MFR;      % K states 
  
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Outputs: 
%   Functionality    : Called to generate block outputs in 
%                      simulation step 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function Outputs(block) 
% Load Air Properties 
global MoistAirProp 
  
% Load Ref Properties 
FluidProp = get(block.blockhandle, 'UserData'); 
  
% Block Parameter Callbacks 
Dh_ref  = block.DialogPrm(1).Data;     % ref hydraulic diameter 
N       = block.DialogPrm(3).Data;     % number of parallel ref passes 
Ac_air  = block.DialogPrm(4).Data;     % air x-sec area of one pass 
As_air  = block.DialogPrm(5).Data;     % air surf area of one pass 
PAFs    = block.DialogPrm(10).Data;    % All PAFs 
K       = block.DialogPrm(17).Data;    % number of volumes 
  
% Dwork Callback 
Vol_ref = block.Dwork(1).Data; % refrigerant volume 
  
% Input Callbacks 
Massflow_air_in = block.InputPort(1).Data/N; 
T_air_in        = block.InputPort(2).Data; 
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% State Callbacks 
P_ref    = block.ContStates.Data(1); 
H_ref_k  = block.ContStates.Data(2:1+K); 
T_wall_k = block.ContStates.Data(2+K:2*K+1); 
  
  
  
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Necessary Properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Ref Parameters 
Rho_k = zeros(K,1); 
for n=1:K % Get density of every volume 
    Rho_k(n) = qminterp2(FluidProp.H, FluidProp.P, FluidProp.Rho_ph, 
H_ref_k(n), P_ref); 
end 
  
% Air Side Parameters 
Beta_air           = qminterp1(MoistAirProp.T, MoistAirProp.Beta_t, 
T_air_in); 
Cp_air             = qminterp1(MoistAirProp.T, MoistAirProp.C_t,    
T_air_in); 
Rho_air            = qminterp1(MoistAirProp.T, MoistAirProp.Rho_t,  
T_air_in); 
Mu_air             = qminterp1(MoistAirProp.T, MoistAirProp.Mu_t,   
T_air_in); 
K_air              = qminterp1(MoistAirProp.T, MoistAirProp.K_t,    
T_air_in); 
Thermal_Diff_air   = K_air/(Rho_air*Cp_air); 
Nu_air             = Mu_air/Rho_air; 
Pr_air             = Nu_air/Thermal_Diff_air; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Outlet Properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Extrapolate enthalpies at center of last two volumes to get enthalpy out 
H_ref_out = H_ref_k(K)+(H_ref_k(K)-H_ref_k(K-1))/2; 
  
if block.Dwork(3).Data(1) == 1 
    H_ref_in            = block.InputPort(5).Data; 
else 
    H_ref_in            = block.Dwork(3).Data(2); 
end 
  
T_ref_out = qminterp2(FluidProp.H, FluidProp.P, FluidProp.T_ph, H_ref_out, 
P_ref); 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Air Side Heat Transfer 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
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Ra_D_k=zeros(K,1); 
Nu_D_k=zeros(K,1); 
Alpha_air_k=zeros(K,1); 
Q_air_k=zeros(K,1); 
T_ref_k=zeros(K,1); 
Alpha_air=zeros(K,1); 
NTU=zeros(K,1); 
Tout_air_k=zeros(K,1); 
if Massflow_air_in<=0.001 % No air flow 
    for n=1:K 
        Ra_D_k(n) = 9.81*Beta_air*(abs(T_wall_k(n) - 
T_air_in))*Dh_ref^3/(Nu_air*Thermal_Diff_air); 
        Nu_D_k(n) = max(1,(.6 + 
.387*(Ra_D_k(n)).^(1/6)/((1+(.559/Pr_air)^(9/16))^(8/27))).^2); 
         
        Alpha_air_k(n) = Nu_D_k(n)*K_air/Dh_ref; 
        Q_air_k(n) = Alpha_air_k(n) * As_air * (1/K) .* (T_air_in - 
T_wall_k(n)); 
    end 
    Air_Cool_Cap = sum(Q_air_k); %in Watts (named Q_ref in Evap S-Function) 
    T_air_out = sum(T_wall_k)*(1/K); 
else % Air flowing 
    for n=1:K 
        T_ref_k(n)  = qminterp2(FluidProp.H, FluidProp.P, FluidProp.T_ph,   
H_ref_k(n), P_ref); 
        if (T_ref_k(n,1)<T_wall_k(n)) % If refrigerant is gaining heat from 
wall --> evaporating 
            PAF_AIR=PAFs(4); 
            Alpha_air(n) = H_COLBURN_FACTOR(24, Massflow_air_in, Ac_air, 
Mu_air, Cp_air, Pr_air)*PAF_AIR; 
        elseif (T_ref_k(n,1)>T_wall_k(n)) % If refrigerant is losing heat to 
wall --> condensing 
            PAF_AIR=PAFs(6); 
            Alpha_air(n) = H_COLBURN_FACTOR(23, Massflow_air_in, Ac_air, 
Mu_air, Cp_air, Pr_air)*PAF_AIR; 
        end 
        NTU(n) = Alpha_air(n) * As_air / (Massflow_air_in * Cp_air); 
        Tout_air_k(n) = T_wall_k(n) + (T_air_in - T_wall_k(n))*exp(-NTU(n)); 
        Q_air_k(n) = Massflow_air_in * Cp_air * (T_air_in - 
Tout_air_k(n))*(1/K); 
    end 
     
    Air_Cool_Cap = sum(Q_air_k); %in Watts (named Q_ref in Condenser S-
Function) 
    T_air_out = Air_Cool_Cap/(Massflow_air_in*Cp_air)+T_air_in; 
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Set Outputs 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
block.OutputPort(1).Data = block.ContStates.Data(1); 
block.OutputPort(2).Data = H_ref_out; 
block.OutputPort(3).Data = T_ref_out; 
block.OutputPort(4).Data = T_air_out; 
block.OutputPort(5).Data = mean(T_wall_k); 
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block.OutputPort(6).Data = Vol_ref*sum(Rho_k)*(1/K)*N; 
block.OutputPort(7).Data = Air_Cool_Cap; 
end 
  
function Update(block) 
%%% Shutdown/startup logic 
Massflow_ref_in=block.InputPort(3).Data; 
if (block.Dwork(3).Data(1) == 1 && abs(Massflow_ref_in) < 0.0001) 
    disp(['Shutting Down System at time = ', num2str(block.CurrentTime), ' 
seconds.']); 
    block.Dwork(3).Data(1) = 0; 
    block.Dwork(3).Data(2) = H_ref_in; 
elseif (block.Dwork(3).Data(1) == 0 && abs(Massflow_ref_in) > 0.0001) 
    disp(['Starting Up System at time = ', num2str(block.CurrentTime), ' 
seconds.']); 
    block.Dwork(3).Data(1) = 1; 
end 
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Derivatives: 
%   Functionality    : Called to update derivatives of 
%                      continuous states during simulation step 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function Derivatives(block) 
% Load Air Properties 
global MoistAirProp 
  
% Load Ref Properties 
FluidProp = get(block.blockhandle, 'UserData'); 
  
% Block Parameter Callbacks 
Dh_ref  = block.DialogPrm(1).Data;     % ref hydraulic diameter 
N       = block.DialogPrm(3).Data;     % number of parallel ref passes 
Ac_air  = block.DialogPrm(4).Data;     % air x-sec area of one pass 
As_air  = block.DialogPrm(5).Data;     % air surf area of one pass 
As_ref  = block.DialogPrm(6).Data;     % ref surf area of one pass 
M_wall  = block.DialogPrm(8).Data;     % wall mass of one pass 
Cp_wall = block.DialogPrm(9).Data;     % wall specific heat 
PAFs    = block.DialogPrm(10).Data;    % All PAFs 
K       = block.DialogPrm(17).Data;    % number of volumes 
M_filt  = block.DialogPrm(18).Data;    % massflow rate filter coefficient 
HTC_method = block.DialogPrm(19).Data; % HTC calculation method 
  
% Dwork Callbacks 
Vol_ref              = block.Dwork(1).Data; 
  
    PAF_SC  = PAFs(1); % HTC PAFs 
    PAF_SH  = PAFs(2); % HTC PAFs 
    PAF_TPe  = PAFs(3); % HTC PAFs 
    PAF_AIRe = PAFs(4); % HTC PAFs 
    PAF_TPc  = PAFs(5); % HTC PAFs 
    PAF_AIRc = PAFs(6); % HTC PAFs 
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% Input Callbacks 
Massflow_air_in     = block.InputPort(1).Data/N; 
T_air_in            = block.InputPort(2).Data; 
Massflow_ref_in     = block.InputPort(3).Data/N; 
Massflow_ref_out    = block.InputPort(4).Data/N; 
if block.Dwork(3).Data(1) == 1 
    H_ref_in            = block.InputPort(5).Data; 
else 
    H_ref_in            = block.Dwork(3).Data(2); 
end 
  
% State Callbacks 
P_ref          = block.ContStates.Data(1); 
H_ref_k        = block.ContStates.Data(2    :1+K); 
T_wall_k       = block.ContStates.Data(2+K  :2*K+1); 
Massflow_ref_k = block.ContStates.Data(2+K*2:3*K+1); 
  
Massflow_ref_k((Massflow_ref_k<0)) = 0; 
  
% Extrapolate enthalpies at center of last two volumes to get enthalpy out 
H_ref_out = H_ref_k(K)+(H_ref_k(K)-H_ref_k(K-1))/2; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Ref Side Heat Transfer 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Initialize Variables 
T_ref_k   = zeros(K,1); 
Rho_k     = zeros(K,1); 
DVec      = zeros(K,2); 
Cp_ref_k  = zeros(K,1); 
K_ref_k   = zeros(K,1); 
Mu_ref_k  = zeros(K,1); 
  
  
% Caluclate properties for each volume 
for n=1:K 
    T_ref_k(n)  = qminterp2(FluidProp.H, FluidProp.P, FluidProp.T_ph,   
H_ref_k(n), P_ref); 
    [Rho_k(n),DVec(n,:)]... 
        = dinterp2 (FluidProp.H, FluidProp.P, FluidProp.Rho_ph, H_ref_k(n), 
P_ref ,3); 
     
    % The following are only used for superheated/subcooled alpha 
calculations 
    Cp_ref_k(n) = qminterp2(FluidProp.T, FluidProp.P, FluidProp.C_pt,   
T_ref_k(n), P_ref); 
    K_ref_k(n)  = qminterp2(FluidProp.T, FluidProp.P, FluidProp.K_pt,   
T_ref_k(n), P_ref); 
    Mu_ref_k(n) = qminterp2(FluidProp.T, FluidProp.P, FluidProp.Mu_pt,  
T_ref_k(n), P_ref); 
end 
dRho_dP_k = DVec(:,1); 
dRho_dH_k = DVec(:,2); 
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%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Air Side Heat Transfer 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Old Q calculations 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
Beta_air           = qminterp1(MoistAirProp.T, MoistAirProp.Beta_t, 
T_air_in); 
Cp_air             = qminterp1(MoistAirProp.T, MoistAirProp.C_t,    
T_air_in); 
Rho_air            = qminterp1(MoistAirProp.T, MoistAirProp.Rho_t,  
T_air_in); 
Mu_air             = qminterp1(MoistAirProp.T, MoistAirProp.Mu_t,   
T_air_in); 
K_air              = qminterp1(MoistAirProp.T, MoistAirProp.K_t,    
T_air_in); 
Thermal_Diff_air   = K_air/(Rho_air*Cp_air); 
Nu_air             = Mu_air/Rho_air; 
Pr_air             = Nu_air/Thermal_Diff_air; 
  
Ra_D_k = zeros(K,1); 
Nu_D_k = zeros(K,1); 
Alpha_air_k = zeros(K,1); 
Q_air_k = zeros(K,1); 
Alpha_air = zeros(K,1); 
Tout_air_k = zeros(K,1); 
  
if Massflow_air_in <=0.001 
    for n=1:K 
        Ra_D_k(n) = 9.81*Beta_air*(abs(T_wall_k(n) - 
T_air_in))*Dh_ref^3/(Nu_air*Thermal_Diff_air); 
        Nu_D_k(n) = max(1,(.6 + 
.387*(Ra_D_k(n)).^(1/6)/((1+(.559/Pr_air)^(9/16))^(8/27))).^2); 
        Alpha_air_k(n) = Nu_D_k(n)*K_air/Dh_ref; 
        Q_air_k(n) = Alpha_air_k(n) * As_air * (1/K) .* (T_air_in - 
T_wall_k(n)); 
    end 
else 
    for n=1:K 
        if (T_ref_k(n,1)<T_wall_k(n)) % If refrigerant is gaining heat from 
wall --> evaporating 
            Alpha_air(n) = H_COLBURN_FACTOR(24, Massflow_air_in, Ac_air, 
Mu_air, Cp_air, Pr_air)*PAF_AIRe; 
        elseif (T_ref_k(n,1)>T_wall_k(n)) % If refrigerant is losing heat to 
wall --> condensing 
            Alpha_air(n) = H_COLBURN_FACTOR(23, Massflow_air_in, Ac_air, 
Mu_air, Cp_air, Pr_air)*PAF_AIRc; 
        end 
        NTU = Alpha_air(n) * As_air / (Massflow_air_in * Cp_air); 
        Tout_air_k(n) = T_wall_k(n) + (T_air_in - T_wall_k(n))*exp(-NTU); 
        Q_air_k(n) = Massflow_air_in * Cp_air * (T_air_in - 
Tout_air_k(n))*(1/K); 
    end 
end 
  
%% METHOD 1: Lookup Table 
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if HTC_method == 1 
    dbstop in 'Combined_HX.m' at 623 
     
    %% METHOD 2: Correlation Functions 
elseif HTC_method == 2 
    dbstop in 'Combined_HX.m' at 640 
   
    %% METHOD 3: ATTMO Filter on Correlation Functions 
elseif HTC_method == 3 
    Ac_ref  = block.DialogPrm(7).Data;     % ref x-sec area of one pass 
     
    Alpha_ref_k_SH = zeros(K,1); 
    Alpha_ref_k_SC = zeros(K,1); 
    Alpha_ref_k_TP = zeros(K,1); 
     
    [Hg,~]    = dinterp1(FluidProp.Psat, FluidProp.Hg,   P_ref); 
    [Hf,~]    = dinterp1(FluidProp.Psat, FluidProp.Hf,   P_ref); 
    G_k       = abs(Massflow_ref_k)/Ac_ref; 
    Rc_k      = G_k*Dh_ref./Mu_ref_k; 
    ff_k      = (.79*log(Rc_k)-1.64).^(-2); 
    Q_flux_k  = abs(Massflow_ref_k).*(Hg - H_ref_k)/((1/K)*As_ref); 
    X_k       = (H_ref_k-Hf)/(Hg-Hf); 
    Xmin = 0.2; 
    Xmax = 0.8; 
     
    % Identify volumes with different ranges of quality 
    A_SH      = (X_k>=Xmax);            % Volumes with high quality TP or SH 
    A_SC      = (X_k<=Xmin);            % Volumes with low quality TP or SC 
    A_TP_All  =    (0<X_k & X_k<1);     % All TP volumes 
    A_TP_Low  =    (0<X_k & X_k<Xmin);  % Low  quality TP 
    A_TP_High = (Xmax<X_k & X_k<1);     % High quality TP 
     
    % Calculate SH Alphas 
    ind=find(A_SH==1); 
    for n=1:length(ind) 
        Alpha_ref_k_SH(ind(n),1) = 
real(H_1PH_GNIELINSKI(Dh_ref,G_k(ind(n),1),ff_k(ind(n),1),Cp_ref_k(ind(n),1),
Mu_ref_k(ind(n),1),K_ref_k(ind(n),1)))*PAF_SH; 
         
    end 
     
    % Calculate SC Alphas 
    ind=find(A_SC==1); 
    for n=1:length(ind) 
        Alpha_ref_k_SC(ind(n),1) = 
real(H_1PH_GNIELINSKI(Dh_ref,G_k(ind(n),1),ff_k(ind(n),1),Cp_ref_k(ind(n),1),
Mu_ref_k(ind(n),1),K_ref_k(ind(n),1)))*PAF_SC; 
    end 
     
    % Calculate TP Alphas 
    ind=find(A_TP_All==1); 
     
    for n=1:length(ind) 
        if (T_ref_k(ind(n),1)<T_wall_k(ind(n))) % If refrigerant is gaining 
heat from wall --> evaporating 
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            Alpha_ref_k_TP(ind(n),1) = real(H_EVAP_WATTLET(Dh_ref, 
G_k(ind(n),1), P_ref, X_k(ind(n),1), Q_flux_k(ind(n),1), FluidProp))*PAF_TPe; 
        elseif (T_ref_k(ind(n),1)>T_wall_k(ind(n))) % If refrigerant is 
losing heat to wall --> condensing 
            Alpha_ref_k_TP(ind(n),1) = real(H_COND_DOBSON(Dh_ref, 
G_k(ind(n),1), P_ref, X_k(ind(n),1), FluidProp))*PAF_TPc; 
        end 
    end 
    % Smooth TP Alphas at high and low qualities 
    Alpha_ref_k_TP(A_TP_High,1) = ( (X_k(A_TP_High,1)-
Xmax).*Alpha_ref_k_SH(A_TP_High,1) + (1-X_k(A_TP_High,1))   
.*Alpha_ref_k_TP(A_TP_High,1) )./(1-Xmax); 
    Alpha_ref_k_TP(A_TP_Low ,1) = (  X_k(A_TP_Low ,1)      
.*Alpha_ref_k_TP(A_TP_Low ,1) + (Xmin-X_k(A_TP_Low 
,1)).*Alpha_ref_k_SC(A_TP_Low ,1) )./Xmin; 
     
    % Remove indices of SH and SC Alpha vectors where the refrigerant is TP 
    Alpha_ref_k_SH(X_k<1) = 0; 
    Alpha_ref_k_SC(X_k>0) = 0; 
     
    % Put all the correct Alphas together 
        Alpha_ref_k = Alpha_ref_k_SH + Alpha_ref_k_SC + Alpha_ref_k_TP; 
end 
Alpha_ref_k((Alpha_ref_k<0)) = 0; 
  
Q_ref_k = Alpha_ref_k*As_ref*(1/K) .* (T_wall_k - T_ref_k); 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Coupled Refrigerant Mass / Energy Equations 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% State Vector for A = [dP_ref, dH_ref_k, Massflow_ref_k] 
% Note that Massflow_ref_k does not need to be integrated 
  
% Vector for Derivatives = [dP_ref, dH_ref_k, dT_wall_k] 
  
% "times dP_ref" column 
A(1  :K  ,1) = (dRho_dP_k.*H_ref_k-1)*Vol_ref/K; 
A(1+K:K*2,1) =  dRho_dP_k            *Vol_ref/K; 
  
% "times dH_ref_k" columns 
A(1  :K  ,2:1+K) = diag((dRho_dH_k.*H_ref_k + Rho_k)*Vol_ref/K); 
A(1+K:K*2,2:1+K) = diag( dRho_dH_k                  *Vol_ref/K); 
  
% "times Massflow_ref_k columns" 
Sub_Mat_1 = diag(H_ref_k)   + diag(-H_ref_k(1:K-1,1) ,-1); 
Sub_Mat_2 = diag(ones(K,1)) + diag(-ones(K-1,1)      ,-1); 
A(1  :K  ,2+K:2*K) = Sub_Mat_1(:,1:K-1); 
A(1+K:K*2,2+K:2*K) = Sub_Mat_2(:,1:K-1); 
  
y(1,1)     = Q_ref_k(1)    + Massflow_ref_in *H_ref_in; 
y(1,2:K-1) = Q_ref_k(2:K-1); 
y(1,K)     = Q_ref_k(K)    - Massflow_ref_out*H_ref_out; 
y(1,K+1)   =                 Massflow_ref_in; 
% Note: y(1,K+2:K-1) = 0 
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y(1,2*K)   =               - Massflow_ref_out; 
% Solve The Equations 
xdot = A\y'; 
  
% Set Derivatives 
block.Derivatives.Data(1)         = xdot(1,1);     % dP_ref 
block.Derivatives.Data(2:1+K)     = xdot(2:K+1);   % dH_ref_k 
  
% Solve wall energy conservation equation seperately 
block.Derivatives.Data(2+K:2*K+1) = (Q_air_k-Q_ref_k)/(Cp_wall * M_wall/(K)); 
% dT_wall_k 
  
% Average massflows between volumes to get massflows at center of volumes 
Massflow_ref_k_new = 
([Massflow_ref_in;xdot(K+2:2*K)]+[xdot(K+2:2*K);Massflow_ref_out])/2; 
  
% First order filter on massflow rates 
block.Derivatives.Data(2+K*2:3*K+1) = M_filt*(Massflow_ref_k_new-
Massflow_ref_k); 
  
% Just here in case you need to print them... 
%Alpha_ref_k_SH 
%Alpha_ref_k_SC 
%Alpha_ref_k_TP 
%Alpha_ref_k 
%X_k 
%H_ref_k 
%xdot 
%Massflow_ref_k_new 
%Dh_ref 
%G_k 
%P_ref 
%Q_flux_k 
%T_wall_k 
end 
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Appendix B.2 - MATLAB code for the liquid-to-solid heat 
exchanger 
This code is a modified version of a code created by Mr. Pangborn for his Finite Volume models [9]. 
function cold_plate_fcn(block) 
setup(block); 
end 
  
function setup(block) 
  
% Register parameters 
block.NumDialogPrms  = 21; 
  
% Register number of ports 
block.NumInputPorts  = 2; 
block.NumOutputPorts = 3; 
  
% Retrieve number of volumes 
N = block.DialogPrm(1).Data; 
  
% Register number of continuous states one for each volume of H_liq, T_w, 
T_s, T_a) 
block.NumContStates  = N*4; 
  
% Setup port properties to be inherited or dynamic 
block.SetPreCompInpPortInfoToDynamic; 
block.SetPreCompOutPortInfoToDynamic; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Hard-code input port properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Inlet liquid enthalpy [kJ/kg] 
block.InputPort(1).Dimensions          = 1; 
block.InputPort(1).Complexity          = 'Real'; 
block.InputPort(1).SamplingMode        = 'Sample'; 
block.InputPort(1).DirectFeedthrough   = true; 
  
% Liquid mass flow rate [kg/s] 
block.InputPort(2).Dimensions          = 1; 
block.InputPort(2).Complexity          = 'Real'; 
block.InputPort(2).SamplingMode        = 'Sample'; 
block.InputPort(2).DirectFeedthrough   = true; 
  
% Liquid outlet enthalpy [kJ/kg] 
block.OutputPort(1).Dimensions       = 1; 
block.OutputPort(1).SamplingMode     = 'Sample'; 
block.OutputPort(1).Complexity       = 'Real'; 
  
% Temperature of room air [C] 
block.OutputPort(2).Dimensions       = 1; 
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block.OutputPort(2).SamplingMode     = 'Sample'; 
block.OutputPort(2).Complexity       = 'Real'; 
  
% Heat flux into air [W?] 
block.OutputPort(3).Dimensions       = 1; 
block.OutputPort(3).SamplingMode     = 'Sample'; 
block.OutputPort(3).Complexity       = 'Real'; 
  
  
block.SampleTimes = [0 0]; 
block.SimStateCompliance = 'DefaultSimState'; 
  
% block.RegBlockMethod('PostPropagationSetup', @DoPostPropSetup); 
block.RegBlockMethod('Start',                @Start); 
block.RegBlockMethod('Outputs',              @Outputs); 
block.RegBlockMethod('Derivatives',          @Derivatives); 
  
end 
  
function Start(block) 
% Load Air Properties 
global AirProp 
load('AirProp'); 
  
% Load fluid properties 
LIQ= block.DialogPrm(21).Data; 
try 
    f=load(LIQ,'FluidProp'); 
catch e 
    error(['Unable to load liquid file in Cold plate: ', e.message()]); 
end 
  
N = block.DialogPrm(1).Data; 
  
% Initialize continuous states 
Ta_init=block.DialogPrm(19).Data; 
hl_init=block.DialogPrm(20).Data; 
  
block.ContStates.Data(1:N) = ones(1,N)*hl_init; % Refrigerant enthalpy in CV 
i 
block.ContStates.Data(N+1:2*N) = ones(1,N)*Ta_init; % Temperature of the pipe 
wall in CV i [C] 
block.ContStates.Data(2*N+1:3*N) = ones(1,N)*Ta_init; % Temperature of the 
slab in CV i [C] 
block.ContStates.Data(3*N+1:4*N) = ones(1,N)*Ta_init; % Temperature of the 
air in CV i [C] 
end 
  
function Outputs(block) 
global AirProp 
FluidProp = get(block.blockhandle, 'UserData'); 
  
N       = block.DialogPrm(1).Data; 
W       = block.DialogPrm(3).Data; 
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per_a   = block.DialogPrm(10).Data; 
dz      = block.DialogPrm(4).Data; 
N_p     = block.DialogPrm(2).Data; % Number of pipes 
  
  
H_liq   = block.ContStates.Data(1:N); 
T_s     = block.ContStates.Data(2*N+1:3*N); % Temperature of the slab in CV i 
[K] 
T_a     = block.ContStates.Data(3*N+1:4*N); % Temperature of the air above CV 
i [K] 
  
T_l     = zeros(1,N); 
alpha_a = zeros(1,N); 
Q_sa    = zeros(1,N); 
  
if (W<dz) % According to A.F. Mills's Heat Transfer textbook, must use the 
shorter side of a rectangular plate 
    L=W; 
else % For the W=dz case, it doesn't matter which one is used as the 
characteristic length 
    L=dz; 
end 
  
for i=1:N 
    T_l(i)=qminterp1(FluidProp.H,FluidProp.T,H_liq(i)); % [C] 
     
    %%% Air properties 
    Beta_air            = qminterp1(AirProp.T,AirProp.Beta_t,T_a(i)); 
    K_air               = qminterp1(AirProp.T,AirProp.K_t,T_a(i)); % [kW/m-K] 
    Cp_air              = qminterp1(AirProp.T,AirProp.C_t,T_a(i)); % [kJ/kg-
K] 
    Rho_air             = qminterp1(AirProp.T,AirProp.Rho_t,T_a(i)); 
    Mu_air              = qminterp1(AirProp.T,AirProp.Mu_t,T_a(i)); % [kPa s] 
     
    Thermal_Diff_air    = K_air/(Rho_air*Cp_air); % Thermal diffusivity 
    Nu_air              = (Mu_air/Rho_air)/1000; 
    Ra_L = 9.81*Beta_air*(abs(T_s(i) - 
T_a(i)))*L^3/(Nu_air*Thermal_Diff_air); 
    if Ra_L>=(2*10^7) 
        Nu_L = max([1 0.14*Ra_L^(1/3)]); 
    else % This is only for 10^5<Ra_L<2*10^7, but I couldn't find any 
correlations for smaller values of Ra_L. Incropera says it's 10^4 
        Nu_L = max([1 0.54*Ra_L^(1/4)]); 
    end 
    alpha_a(i)      = Nu_L*K_air/L; % Heat transfer coefficient for air [?] 
     
    Q_sa(i)=per_a*dz*alpha_a(i)*(T_s(i)-T_a(i)); 
end 
  
Q_air_tot=sum(Q_sa)*N_p; 
  
block.OutputPort(1).Data = block.ContStates.Data(N); % Liquid enthalpy 
block.OutputPort(2).Data = block.ContStates.Data(4*N); % Temperature of room 
air 
block.OutputPort(3).Data = Q_air_tot; % [Watts] 
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end 
  
  
function Derivatives(block) 
global AirProp 
FluidProp = get(block.blockhandle, 'UserData'); 
N         = block.DialogPrm(1).Data; % Number of control volumes [-] 
dz        = block.DialogPrm(4).Data; % Length of CV 
D         = block.DialogPrm(5).Data; % Diameter of the pipe [m] 
A_a       = block.DialogPrm(6).Data; 
A_p       = block.DialogPrm(7).Data; % Cross-sectional area of the pipe [m^2] 
A_s       = block.DialogPrm(8).Data; % Cross-sectional area (looking along 
length of pipe) of slab [m^2] 
A_w       = block.DialogPrm(9).Data; % Cross-sectional area of the pipe wall 
[m^2] 
per_a     = block.DialogPrm(10).Data; % Perimeter of heat transfer to air [m] 
per_li    = block.DialogPrm(11).Data; % Perimeter of the inner pipe wall [m] 
rho_w     = block.DialogPrm(12).Data; % [kg/m^3] 
rho_s     = block.DialogPrm(13).Data; % [kg/m^3] 
cp_s      = block.DialogPrm(14).Data; % Specific heat of the slab 
cp_w      = block.DialogPrm(15).Data; % Specific heat of the wall 
k_s       = block.DialogPrm(16).Data; % Thermal conductivity of the slab 
k_g       = block.DialogPrm(17).Data; % Thermal conductivity of the ground 
T_g       = block.DialogPrm(18).Data; % Deep ground temperature [C] 
  
% Every time step 
dTadt=zeros(1,N); 
dTsdt=zeros(1,N); 
dhdt=zeros(1,N); 
dTwdt=zeros(1,N); 
  
% mdot=zeros(1,N); 
Q_rw=zeros(1,N); 
Q_ws=zeros(1,N); 
Q_sa=zeros(1,N); 
alpha_r=zeros(1,N); 
rho_r=zeros(1,N); 
alpha_a=zeros(1,N); 
h_a = zeros(1,N); 
T_l = zeros(1,N); 
  
h_in=block.InputPort(1).Data; 
  
  
% State Callbacks 
% y=[dP/dt(Nx1), dh/dt(Nx1), dTw/dt(Nx1), dTs/dt(Nx1), dTa/dt(Nx1)] 
% Continuous States: H_liq(1:N), T_w(N+1:2*N), T_s(2*N+1:3*N), T_a(3*N+1:4*N) 
  
H_liq = block.ContStates.Data(1:N); 
T_w   = block.ContStates.Data(N+1:2*N); % Temperature of the pipe wall in CV 
i [K] 
T_s   = block.ContStates.Data(2*N+1:3*N); % Temperature of the slab in CV i 
[K] 
T_a   = block.ContStates.Data(3*N+1:4*N); % Temperature of the air above CV i 
[K] 
102 
 
mdot  = block.InputPort(2).Data; 
  
  
for i=1:N 
    T_l(i)=qminterp1(FluidProp.H,FluidProp.T,H_liq(i)); % [C] 
     
    % Refrigerant properties 
    cp_r         = qminterp1(FluidProp.T,FluidProp.cp_T, T_l(i)); % [kJ/kg-K] 
    mu_r         = qminterp1(FluidProp.T,FluidProp.mu_T, T_l(i)); % [kPa-s] 
    k_r          = qminterp1(FluidProp.T,FluidProp.k_T,  T_l(i)); % [kW/m-K] 
    rho_r(i)     = qminterp1(FluidProp.T,FluidProp.rho_T,T_l(i)); % Density 
of refrigerant [kg/m^3] 
     
    G_ro         = abs(mdot)/A_p; 
    Rc_r         = G_ro*D/mu_r; 
    ff_r         = (.79*log(Rc_r)-1.64)^(-2); 
    alpha_r(i)      = real(H_1PH_GNIELINSKI(D,G_ro,ff_r,cp_r,mu_r,k_r)); % 
Heat transfer coefficient for the refrigerant [?] 
     
    %%% Air properties 
    Beta_air            = qminterp1(AirProp.T,AirProp.Beta_t,T_a(i)); 
    K_air               = qminterp1(AirProp.T,AirProp.K_t,T_a(i)); % [kW/m-K] 
    Cp_air              = qminterp1(AirProp.T,AirProp.C_t,T_a(i)); % [kJ/kg-
K] 
    Rho_air             = qminterp1(AirProp.T,AirProp.Rho_t,T_a(i)); 
    Mu_air              = qminterp1(AirProp.T,AirProp.Mu_t,T_a(i)); % [kPa s] 
     
    Thermal_Diff_air    = K_air/(Rho_air*Cp_air); 
    Nu_air              = (Mu_air/Rho_air); 
    Pr_air              = Nu_air/Thermal_Diff_air; 
    Ra_D = 9.81*Beta_air*(abs(T_s(i) - 
T_a(i)))*D^3/(Nu_air*Thermal_Diff_air); 
    Nu_D = max([1 ((.6 + 
.387*(Ra_D)^(1/6)/((1+(.559/Pr_air)^(9/16))^(8/27)))^2)]); 
    alpha_a(i)      = Nu_D*K_air/dz; % Heat transfer coefficient for air 
    h_a(i) = Cp_air*T_a(i); 
    dha_dTa=Cp_air; %%% h_a (for dry air) = cp*T 
     
     
     
    % Heat fluxes [W/m] 
    Q_rw(i)=per_li*alpha_r(i)*(T_l(i)-T_w(i))*dz; 
    Q_ws(i)=k_s*(T_w(i)-T_s(i))*dz; 
    Q_sa(i)=per_a*alpha_a(i)*(T_s(i)-T_a(i))*dz; 
    h_out=H_liq(N); 
    if i==1 
        dhdt(i)=real((per_li*alpha_r(i))/(A_p*rho_r(i))*(T_w(i)-
T_l(i))+(mdot/(A_p*dz*rho_r(i)))*(h_in-H_liq(i+1))); 
    elseif i==N 
        dhdt(i)=real((per_li*alpha_r(i))/(A_p*rho_r(i))*(T_w(i)-
T_l(i))+(mdot/(A_p*dz*rho_r(i)))*(H_liq(i-1)-h_out)); 
    else 
        dhdt(i)=real((per_li*alpha_r(i))/(A_p*rho_r(i))*(T_w(i)-
T_l(i))+(mdot/(A_p*dz*rho_r(i)))*(H_liq(i-1)-H_liq(i+1))); 
    end 
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    dTwdt(i)=real((1/(rho_w*A_w*cp_w))*((per_li*alpha_r(i))*T_l(i)+(-
per_li*alpha_r(i)-k_s)*T_w(i)+k_s*T_s(i))); 
    c_1=((rho_s*A_s*cp_s)); 
    c_2=(-k_s-per_a*alpha_a(i)-k_g); 
    
dTsdt(i)=real(c_1*(k_s*T_w(i)+c_2*T_s(i)+(per_a*alpha_a(i))*T_a(i)+k_g*T_g)); 
    drhoa_dTa=0; 
    d_1=real((1/(A_a*h_a(i)*drhoa_dTa+A_a*Rho_air*dha_dTa))); 
    d_2=real(per_a*alpha_a(i)); 
    d_3=real((-per_a*alpha_a(i))); 
    dTadt(i)=real(d_1*(d_2*T_s(i)+d_3*T_a(i))); 
     
end 
  
block.Derivatives.Data(1:N) = dhdt; 
block.Derivatives.Data(N+1:2*N) = dTwdt; 
block.Derivatives.Data(2*N+1:3*N) = dTsdt; 
block.Derivatives.Data(3*N+1:4*N) = dTadt; 
end 
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Appendix B.3 - MATLAB code for the liquid-to-two phase heat 
exchanger 
This code is a modified version of a code created by Mr. Pangborn for his Finite Volume models [9]. 
function liquid_to_twophase_HX_fcn(block) 
setup(block); 
end 
  
function setup(block) 
  
% Register parameters 
% K, N1, N2, Dh1, Dh2, L1, L2, As_ref, As_liq, Ac_ref, Ac_liq, M_wall, 
% Cp_wall, PAF_SC, PAF_SH, PAF_TP, PAF_LIQ, REFR1, REFR2, HUM, 
% MFR1, MFR2, Pref, Pliq, HREFI1, HREFI2, TREFO1, TREFO2, M_filt, 
% HTC_method, IODS, HX_mode 
block.NumDialogPrms  = 30; 
  
% Register number of ports 
block.NumInputPorts  = 5; 
block.NumOutputPorts = 7; 
  
% Retrieve number of volumes 
K = block.DialogPrm(1).Data; 
  
% Register number of continuous states (one for pressure, one for each 
% volume of wall temperature, and two for each volume of enthalpy) 
block.NumContStates  = K*4+1; 
  
% Setup port properties to be inherited or dynamic 
block.SetPreCompInpPortInfoToDynamic; 
block.SetPreCompOutPortInfoToDynamic; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Hard-code input port properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Refrigerant 1 Inlet Mass Flow Rate 
block.InputPort(1).Dimensions          = 1; 
block.InputPort(1).Complexity          = 'Real'; 
block.InputPort(1).SamplingMode        = 'Sample'; 
block.InputPort(1).DirectFeedthrough   = true; 
  
% Refrigerant 1 Outlet Mass Flow Rate 
block.InputPort(2).Dimensions          = 1; 
block.InputPort(2).Complexity          = 'Real'; 
block.InputPort(2).SamplingMode        = 'Sample'; 
block.InputPort(2).DirectFeedthrough   = true; 
  
% Refrigerant 1 Enthalpy In 
block.InputPort(3).Dimensions          = 1; 
block.InputPort(3).Complexity          = 'Real'; 
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block.InputPort(3).SamplingMode        = 'Sample'; 
block.InputPort(3).DirectFeedthrough   = false; 
  
% Refrigerant 2 Inlet Mass Flow Rate 
block.InputPort(4).Dimensions          = 1; 
block.InputPort(4).Complexity          = 'Real'; 
block.InputPort(4).SamplingMode        = 'Sample'; 
block.InputPort(4).DirectFeedthrough   = false; 
  
% Refrigerant 2 Enthalpy In 
block.InputPort(5).Dimensions          = 1; 
block.InputPort(5).Complexity          = 'Real'; 
block.InputPort(5).SamplingMode        = 'Sample'; 
block.InputPort(5).DirectFeedthrough   = true; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Hard-code output port properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Refrigerant 1 Pressure 
block.OutputPort(1).Dimensions       = 1; 
block.OutputPort(1).SamplingMode     = 'Sample'; 
block.OutputPort(1).Complexity       = 'Real'; 
  
% Refrigerant 1 Outlet Enthalpy 
block.OutputPort(2).Dimensions       = 1; 
block.OutputPort(2).SamplingMode     = 'Sample'; 
block.OutputPort(2).Complexity       = 'Real'; 
  
% Refrigerant 1 Oulet Temperature 
block.OutputPort(3).Dimensions       = 1; 
block.OutputPort(3).SamplingMode     = 'Sample'; 
block.OutputPort(3).Complexity       = 'Real'; 
  
% Refrigerant 2 Outlet Enthalpy 
block.OutputPort(4).Dimensions       = 1; 
block.OutputPort(4).SamplingMode     = 'Sample'; 
block.OutputPort(4).Complexity       = 'Real'; 
  
% Refrigerant 2 Oulet Temperature 
block.OutputPort(5).Dimensions       = 1; 
block.OutputPort(5).SamplingMode     = 'Sample'; 
block.OutputPort(5).Complexity       = 'Real'; 
  
% Refrigerant 1 Mass 
block.OutputPort(6).Dimensions       = 1; 
block.OutputPort(6).SamplingMode     = 'Sample'; 
block.OutputPort(6).Complexity       = 'Real'; 
  
% Refrigerant 2 Mass 
block.OutputPort(7).Dimensions       = 1; 
block.OutputPort(7).SamplingMode     = 'Sample'; 
block.OutputPort(7).Complexity       = 'Real'; 
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block.SampleTimes = [0 0]; 
block.SimStateCompliance = 'DefaultSimState'; 
  
block.RegBlockMethod('Start',                @Start); 
block.RegBlockMethod('Outputs',              @Outputs); 
block.RegBlockMethod('Derivatives',          @Derivatives); 
  
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Start: 
%   Functionality    : Called once at start of model execution. Initialize 
%                      all continuous and discrete states here. 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function Start(block) 
% K(1), N1(2), N2(3), Dh1(4), Dh2(5), L1(6), L2(7), As_ref(8), As_liq(9), 
Ac_ref(10), Ac_liq(11), M_wall(12), 
% Cp_wall(13), PAF_SC(14), PAF_SH(15), PAF_TP(16), PAF_LIQ(17), REFR1(18), 
REFR2(19), HUM(20), 
% MFR1(21), MFR2(22), Pref(23), HREFI1(24), HREFI2(25), TREFO1(26), 
TREFO2(27), M_filt(28), 
% HTC_method(29), IODS(30) 
  
%%% Block Parameter Callbacks 
%%% Refrigerant 1 
Dh_ref     = block.DialogPrm(4).Data;  % Hydraulic diameter 
As_ref     = block.DialogPrm(8).Data;  % ref surface area of one pass 
Ac_ref     = block.DialogPrm(10).Data; % ref x-sec area of one pass 
Fluid1      = block.DialogPrm(18).Data; % choice of refrigerant fluid 
MFR1        = block.DialogPrm(21).Data; % initial ref mass flow rate 
Pref       = block.DialogPrm(23).Data; % initial ref pressure 
HREFI1      = block.DialogPrm(24).Data; % inital ref inletenthalpy 
TREFO1      = block.DialogPrm(26).Data; % inital ref outlet temperature 
  
%%% Refrigerant 2 
Fluid2      = block.DialogPrm(19).Data; % choice of refrigerant fluid 
HREFI2      = block.DialogPrm(25).Data; % inital ref inletenthalpy 
TREFO2      = block.DialogPrm(27).Data; % inital ref outlet temperature 
  
%%% Heat exchanger parameters 
K          = block.DialogPrm(1).Data;  % Number of volumes 
PAF_SC     = block.DialogPrm(14).Data; % Performance adjustment factor for 
the subcooled region 
PAF_SH     = block.DialogPrm(15).Data; % Performance adjustment factor for 
the superheated region 
PAF_TP     = block.DialogPrm(16).Data; % Performance adjustment factor for 
the two-phase region 
  
%%% Load refrigerant properties 
try 
    FluidProperties1 = load(Fluid1, 'FluidProp'); 
catch e 
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    error(['Unable to load refrigerant file in Liquid-to-two phase HX: ', 
e.message()]); 
end 
  
%%% Load liquid properties 
try 
    FluidProperties2 = load(Fluid2, 'FluidProp'); 
catch e 
    error(['Unable to load refrigerant 2 file in Liquid-to-two phase HX: ', 
e.message()]); 
end 
FluidProp2=FluidProperties2.FluidProp; 
  
%%% Load HTC Lookup Table if Necessary 
%%% Refrigerant evaporation heat transfer coefficient table 
filename = 
genvarname(strcat('HTC_Lookup_L2TP_ref_Evap_',num2str(K),'_SC_',num2str(PAF_S
C),'_TP_',num2str(PAF_TP),'_SH_',num2str(PAF_SH),... 
    '_D_', num2str(Dh_ref*1e6), '_Ac_', num2str(Ac_ref), '_As_', 
num2str(As_ref))); 
filename_with_extension = strcat(filename,'.mat'); 
  
try 
    HTC_Lookup = load(filename_with_extension); 
catch 
    
Create_HTC_Lookup_Table_Evap(1,Ac_ref,As_ref,Dh_ref,PAF_SH,PAF_TP,PAF_SC,Flui
d1,K,filename) 
    HTC_Lookup = load(filename_with_extension); 
end 
  
if      Dh_ref ~= HTC_Lookup.HTC_Table.Dh_ref || ... 
        Ac_ref ~= HTC_Lookup.HTC_Table.Ac_ref || ... 
        As_ref ~= HTC_Lookup.HTC_Table.As_ref || ... 
        PAF_SC ~= HTC_Lookup.HTC_Table.PAF_SC || ... 
        PAF_TP ~= HTC_Lookup.HTC_Table.PAF_TP || ... 
        PAF_SH ~= HTC_Lookup.HTC_Table.PAF_SH 
    
Create_HTC_Lookup_Table_Evap(2,Ac_ref,As_ref,Dh_ref,PAF_SH,PAF_TP,PAF_SC,Flui
d1,K,filename) 
    HTC_Lookup = load(filename_with_extension); 
end 
  
FluidProperties1.FluidProp.HTC_Lookup_Evap = HTC_Lookup.HTC_Table.Lookup; 
  
%%% Refrigerant condensation heat transfer coefficient table 
filename = genvarname(strcat('HTC_Lookup_L2TP_ref_Cond_', 
num2str(K),'_SC_',num2str(PAF_SC),'_TP_',num2str(PAF_TP),'_SH_',num2str(PAF_S
H),... 
    '_D_', num2str(Dh_ref), '_Ac_', num2str(Ac_ref), '_As_', 
num2str(As_ref))); 
filename_with_extension = strcat(filename,'.mat'); 
  
try 
    HTC_Lookup = load(filename_with_extension); 
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catch 
    
Create_HTC_Lookup_Table_Cond(1,Ac_ref,Dh_ref,PAF_SH,PAF_TP,PAF_SC,Fluid1,file
name) 
    HTC_Lookup = load(filename_with_extension); 
end 
  
if Dh_ref ~= HTC_Lookup.HTC_Table.Dh_ref || ... 
        Ac_ref ~= HTC_Lookup.HTC_Table.Ac_ref || ... 
        PAF_SC ~= HTC_Lookup.HTC_Table.PAF_SC || ... 
        PAF_TP ~= HTC_Lookup.HTC_Table.PAF_TP || ... 
        PAF_SH ~= HTC_Lookup.HTC_Table.PAF_SH 
    
Create_HTC_Lookup_Table_Cond(2,Ac_ref,Dh_ref,PAF_SH,PAF_TP,PAF_SC,Fluid1,file
name) 
    HTC_Lookup = load(filename_with_extension); 
end 
  
FluidProperties1.FluidProp.HTC_Lookup_Cond = HTC_Lookup.HTC_Table.Lookup; 
  
%%% Save refrigerant data in UserData 
set(block.BlockHandle, 'UserData', FluidProperties1.FluidProp); 
FluidProp1 = get(block.blockhandle, 'UserData'); 
  
%%% Initialize fluid enthalpies 
HREFO1 = qminterp2(FluidProp1.T, FluidProp1.P, FluidProp1.H_pt, TREFO1, 
Pref); 
HREFO2 = qminterp1(FluidProp2.T, FluidProp2.H, TREFO2); 
  
  
%%% Preallocate variable space 
H_ref_i = zeros(K,1); 
H_liq_l = zeros(K,1); 
H_liq_i = zeros(K,1); 
  
%%% Initialize inlet/outlet conditions 
H_ref_i(1)=HREFI1; 
H_ref_i(K)=HREFO1; 
H_liq_l(1)=HREFI2; 
H_liq_l(K)=HREFO2; 
  
%%% Initialize the rest of the refrigerant enthalpy linearly 
c=(K*HREFI1-HREFO1)/(K-1); 
m=HREFI1-c; 
  
for k=2:K-1 
    H_ref_i(k)=m*k+c; 
end 
  
%%% Initialize the rest of the liquid enthalpy linearly 
c=(K*HREFI2-HREFO2)/(K-1); 
m=HREFI2-c; 
  
for k=2:K-1 
    H_liq_l(k)=m*k+c; 
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%%% Wall temperature initialization 
T_wall_i=zeros(K,1); 
T_ref_i=zeros(K,1); 
T_liq_l=zeros(K,1); 
for n=1:K 
    T_ref_i(n)  = qminterp2(FluidProp1.H, FluidProp1.P, FluidProp1.T_ph,   
H_ref_i(n), Pref); 
    T_liq_l(n)  = qminterp1(FluidProp2.H, FluidProp2.T, H_liq_l(n)); 
end 
  
%%% Initialize wall temperature as average of two fluid temperatures 
for i=1:K 
    l=K-i+1; 
    T_wall_i(i)=(T_ref_i(i)+T_liq_l(l))/2; % Average of two fluid 
temperatures 
end 
  
  
%%% Switch indicies so that the liquid's properties are aligned with the 
%%% i-axis not the l-axis 
for i=1:K 
    l=K-i+1; 
    H_liq_i(i)=H_liq_l(l); 
end 
  
%%% Initialize Continuous States 
block.ContStates.Data(1)           = Pref;     % Refrigerant pressure [kPa] 
block.ContStates.Data(2    :K+1)   = H_ref_i;  % Refrigerant enthalpy [kJ/kg] 
block.ContStates.Data(2+K  :2*K+1) = T_wall_i; % Wall temperature [C] 
block.ContStates.Data(2+K*2:3*K+1) = H_liq_i;      % Liquid enthalpy [kJ/kg] 
block.ContStates.Data(2+K*3:4*K+1) = MFR1*ones(K,1); % Initialize mass flow 
rates [kg/s] 
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Outputs: 
%   Functionality    : Called to generate block outputs in 
%                      simulation step 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function Outputs(block) 
%%% Load fluid properties 
FluidProp = get(block.blockhandle, 'UserData'); 
FluidProp1 = FluidProp; 
  
Fluid2      = block.DialogPrm(19).Data; % choice of secondary fluid 
FluidProperties2 = load(Fluid2, 'FluidProp'); 
FluidProp2  = FluidProperties2.FluidProp; 
  
%%% K(1), N1(2), N2(3), Dh1(4), Dh2(5), L1(6), L2(7), As_ref(8), As_liq(9), 
Ac_ref(10), Ac_liq(11), M_wall(12), 
%%% Cp_wall(13), PAF_SC(14), PAF_SH(15), PAF_TP(16), PAF_LIQ(17), REFR1(18), 
REFR2(19), HUM(20), 
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%%% MFR1(21), MFR2(22), Pref(23), HREFI1(24), HREFI2(25), TREFO1(26), 
TREFO2(27), M_filt(28), 
%%% HTC_method(29), IODS(30) 
%%% Block Parameter Callbacks 
K         = block.DialogPrm(1).Data;    % number of volumes 
N1        = block.DialogPrm(2).Data; 
N2        = block.DialogPrm(3).Data; 
Dh2       = block.DialogPrm(5).Data; 
L1        = block.DialogPrm(6).Data; 
L2        = block.DialogPrm(7).Data; 
% As_liq    = block.DialogPrm(9).Data; 
Ac_ref   = block.DialogPrm(10).Data; 
Ac_liq    = block.DialogPrm(11).Data; 
PAF_LIQ   = block.DialogPrm(17).Data; 
  
MFR2      = block.InputPort(4).Data/N2; 
  
%%% Calculate total volume of each refrigerant within the heat exchanger 
Vol_ref = L1*Ac_ref; 
Vol_liq = L2*Ac_liq; 
  
%%% State callbacks 
P_ref = block.ContStates.Data(1); % Refrigerant pressure [kPa] 
H_ref_i = block.ContStates.Data(2:1+K); % Refrigerant enthalpy [kJ/kg] 
H_liq_i = block.ContStates.Data(2+K*2:3*K+1); % Liquid enthalpy [kJ/kg] 
  
%%% Refrigerant & liquid parameters 
Rho1_i = zeros(K,1); 
Rho2_i = zeros(K,1); 
T_ref_i = zeros(K,1); 
T_liq_i = zeros(K,1); 
Cp_liq_i = zeros(K,1); 
K_liq_i = zeros(K,1); 
Mu_liq_i = zeros(K,1); 
  
for n=1:K 
    T_ref_i(n) = qminterp2(FluidProp1.H, FluidProp1.P, FluidProp1.T_ph, 
H_ref_i(n), P_ref); 
    Rho1_i(n) = qminterp2(FluidProp1.H, FluidProp1.P, FluidProp1.Rho_ph, 
H_ref_i(n), P_ref); 
     
    T_liq_i(n)    = qminterp1(FluidProp2.H, FluidProp2.T, H_liq_i(n)); 
    Rho2_i(n) = qminterp1(FluidProp2.T, FluidProp2.rho_T, T_liq_i(n)); 
    % The following are used for the alpha calculations 
    Cp_liq_i(n) = qminterp1(FluidProp2.T, FluidProp2.cp_T,  T_liq_i(n)); 
    K_liq_i(n)  = qminterp1(FluidProp2.T, FluidProp2.k_T,   T_liq_i(n)); 
    Mu_liq_i(n) = qminterp1(FluidProp2.T, FluidProp2.mu_T,  T_liq_i(n)); 
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate Outlet Properties 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
%%% Extrapolate enthalpies at center of last two volumes to get enthalpy out 
H_ref_out = H_ref_i(K)+(H_ref_i(K)-H_ref_i(K-1))/2; 
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H_liq_out = H_liq_i(1)+(H_liq_i(1)-H_liq_i(2))/2; 
  
T_ref_out = qminterp2(FluidProp1.H, FluidProp1.P, FluidProp1.T_ph, H_ref_out, 
P_ref); 
T_liq_out = qminterp1(FluidProp2.H, FluidProp2.T, H_liq_out); 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Calculate liquid heat transfer 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
G2         = abs(MFR2)/Ac_liq; 
Rc2_i      = G2*Dh2./Mu_liq_i; 
ff2_i      = (.79*log(Rc2_i)-1.64).^(-2); 
Alpha_liq_i = zeros(K,1); 
for n=1:K 
    %%% Refrigerant 2 
    Alpha_liq_i(n,1) = 
real(H_1PH_GNIELINSKI(Dh2,G2,ff2_i(n,1),Cp_liq_i(n,1),Mu_liq_i(n,1),K_liq_i(n
,1)/1000))*PAF_LIQ; 
end 
%%% Uncomment if user desires to receive Q_liq as an output, and add an 
output to the block definition 
% Q_liq_i = Alpha_liq_i*As_liq*(1/K) .* (T_wall_i - T_liq_i); % Heat gained 
by refrigerant 2 from the wall 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%  Set Outputs 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
block.OutputPort(1).Data = block.ContStates.Data(1); 
block.OutputPort(2).Data = H_ref_out; 
block.OutputPort(3).Data = T_ref_out; 
block.OutputPort(4).Data = H_liq_out; 
block.OutputPort(5).Data = T_liq_out; 
block.OutputPort(6).Data = Vol_ref*sum(Rho1_i)*(1/K)*N1; 
block.OutputPort(7).Data = Vol_liq*sum(Rho2_i)*(1/K)*N2; 
end 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Derivatives: 
%   Functionality    : Called to update derivatives of 
%                      continuous states during simulation step 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
function Derivatives(block) 
%%% Load refrigerant properties 
FluidProp = get(block.blockhandle, 'UserData'); 
FluidProp1 = FluidProp(1); 
  
%%% Load liquid properties 
Fluid2      = block.DialogPrm(19).Data; % choice of secondary fluid 
FluidProperties2 = load(Fluid2, 'FluidProp'); 
FluidProp2=FluidProperties2.FluidProp; 
  
% K(1), N1(2), N2(3), Dh1(4), Dh2(5), L1(6), L2(7), As_ref(8), As_liq(9), 
Ac_ref(10), Ac_liq(11), M_wall(12), 
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% Cp_wall(13), PAF_SC(14), PAF_SH(15), PAF_TP(16), PAF_LIQ(17), REFR1(18), 
REFR2(19), HUM(20), 
% MFR1(21), MFR2(22), Pref(23), HREFI1(24), HREFI2(25), TREFO1(26), 
TREFO2(27), M_filt(28), 
% HTC_method(29), IODS(30) 
  
%%% Block Parameter Callbacks 
K       = block.DialogPrm(1).Data;    % number of volumes 
N1=block.DialogPrm(2).Data; 
N2=block.DialogPrm(3).Data; 
Dh2 = block.DialogPrm(5).Data; 
L1=block.DialogPrm(6).Data; 
L2=block.DialogPrm(7).Data; 
As_ref=block.DialogPrm(8).Data; 
As_liq=block.DialogPrm(9).Data; 
Ac_ref=block.DialogPrm(10).Data; 
Ac_liq=block.DialogPrm(11).Data; 
M_wall=block.DialogPrm(12).Data; 
Cp_wall=block.DialogPrm(13).Data; 
% PAF_SC  = block.DialogPrm(14).Data; % HTC PAF 
PAF_LIQ = block.DialogPrm(17).Data; 
M_filt=block.DialogPrm(28).Data; 
  
%%% Calculate total volume of each refrigerant within the heat exchanger 
Vol_ref = L1*Ac_ref; 
Vol_liq = L2*Ac_liq; 
  
%%% Input Callbacks 
MFR1_in = block.InputPort(1).Data/N1; 
MFR1_out = block.InputPort(2).Data/N1; 
H_ref_in = block.InputPort(3).Data; 
MFR2 = block.InputPort(4).Data/N2; 
H_liq_in = block.InputPort(5).Data; 
  
%%% State Callbacks 
P_ref    = block.ContStates.Data(1); 
H_ref_i  = block.ContStates.Data(2:1+K); 
  
T_wall_i = block.ContStates.Data(2+K:2*K+1); 
H_liq_i = block.ContStates.Data(2+K*2:3*K+1); 
  
%%% Set wall temperatures as seen by refrigerant 2 
T_wall_l   = zeros(K,1); 
for i=1:K 
    l=K-i+1; 
    T_wall_l(l,1)=T_wall_i(i); % Since it is a counterflow HX, the inlet of 
Ref.2 is at the outlet of Ref.1. Therefore the wall temperatures used in 
calculations for Ref. 2 should be switched from those used in Ref. 1) 
end 
  
%%% Retrieve mass flow rates between control volumes for refrigerant 1, and 
set negative mass flow rates to zero 
MFR1_i=block.ContStates.Data(2+K*3:4*K+1); 
ind=find(MFR1_i<0); 
MFR1_i((MFR1_i<0)) = 0; 
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if ~isempty(ind) 
    disp(['At sim. time ' num2str(block.CurrentTime) ', mfr_1<0 in CV: ' 
num2str(ind') '. Negatives zeroed out.']) 
end 
  
%%% Extrapolate enthalpies at center of last two volumes to get enthalpy out 
H_ref_out = H_ref_i(K)+(H_ref_i(K)-H_ref_i(K-1))/2; 
H_liq_out = H_liq_i(1)+(H_liq_i(1)-H_liq_i(2))/2; 
  
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%  Calculate Heat Transfer 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% Initialize Variables 
T_ref_i   = zeros(K,1); 
Rho1_i     = zeros(K,1); 
DVec1      = zeros(K,2);  
T_liq_i   = zeros(K,1); 
Rho2_i     = zeros(K,1); 
Cp_liq_i  = zeros(K,1); 
K_liq_i   = zeros(K,1); 
Mu_liq_i  = zeros(K,1); 
  
%%% Warns the user if the refrigerant pressure is outside the interpolation 
range 
if (P_ref<min(FluidProp1.P)) || (P_ref>max(FluidProp1.P)) 
    disp(['Pressure is out of range at time ' num2str(block.CurrentTime) 
'.']) 
end 
  
%%% Caluclate properties for each volume 
for n=1:K 
    %% Refrigerant 1 
    T_ref_i(n)  = qminterp2(FluidProp1.H, FluidProp1.P, FluidProp1.T_ph,   
H_ref_i(n), P_ref); 
    [Rho1_i(n),DVec1(n,:)]... 
        = dinterp2 (FluidProp1.H, FluidProp1.P, FluidProp1.Rho_ph, 
H_ref_i(n), P_ref ,3); 
     
    %% Refrigerant 2 
    T_liq_i(n)  = qminterp1(FluidProp2.H, FluidProp2.T, H_liq_i(n)); 
     
    Rho2_i(n)    = qminterp1 (FluidProp2.T, FluidProp2.rho_T, T_liq_i(n)); 
    Cp_liq_i(n) = qminterp1(FluidProp2.T, FluidProp2.cp_T,  T_liq_i(n)); 
    K_liq_i(n)  = qminterp1(FluidProp2.T, FluidProp2.k_T,   T_liq_i(n)); 
    Mu_liq_i(n) = qminterp1(FluidProp2.T, FluidProp2.mu_T,  T_liq_i(n)); 
     
    %% Debugging 
     
    if ((H_ref_i(n)<min(FluidProp1.H)) || (H_ref_i(n)>max(FluidProp1.H))) && 
~(isnan(H_ref_i(n))) && ~(isinf(H_ref_i(n))) 
        disp(['H1 in zone ' num2str(n) ' is out of range at time ' 
num2str(block.CurrentTime) '.']) 
        if (H_ref_i(n)<min(FluidProp1.H)) 
            H_ref_i(n)=min(FluidProp1.H); 
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        elseif (H_ref_i(n)>max(FluidProp1.H)) 
            H_ref_i(n)=max(FluidProp1.H); 
        end 
    end 
    if (T_ref_i(n)<min(FluidProp1.T)) || (T_ref_i(n)>max(FluidProp1.T)) && 
~(isnan(T_ref_i(n))) && ~(isinf(T_ref_i(n))) 
        disp(['T1 in zone ' num2str(n) ' is out of range at time ' 
num2str(block.CurrentTime) '.']) 
    end 
    if (H_liq_i(n)<min(FluidProp2.H)) || (H_liq_i(n)>max(FluidProp2.H)) && 
~(isnan(H_liq_i(n))) && ~(isinf(H_liq_i(n))) 
        disp(['H2 in zone ' num2str(n) ' is out of range at time ' 
num2str(block.CurrentTime) '.']) 
    end 
    if (T_liq_i(n)<min(FluidProp2.T)) || (T_liq_i(n)>max(FluidProp2.T)) && 
~(isnan(T_liq_i(n))) && ~(isinf(T_liq_i(n))) 
        disp(['T2 in zone ' num2str(n) ' is out of range at time ' 
num2str(block.CurrentTime) '.']) 
    end 
end 
  
G2         = abs(MFR2)/Ac_liq; 
Rc2_i      = G2*Dh2./Mu_liq_i; 
ff2_i      = (.79*log(Rc2_i)-1.64).^(-2); 
dRho1_dP_i = DVec1(:,1); 
dRho1_dH_i = DVec1(:,2); 
  
Alpha_ref_i = zeros(K,1); 
Alpha_liq_i = zeros(K,1); 
for n=1:K 
    %%% Refrigerant 1 
     
    if (T_wall_i(n)<T_ref_i(n)) % Refrigerant hotter -> losing heat -> 
condensing 
        Alpha_ref_i(n) = 
FluidProp1.HTC_Lookup_Cond(H_ref_i(n),P_ref,MFR1_i(n)); 
    end 
    if (T_wall_i(n)>T_ref_i(n)) % Refrigerant colder -> gaining heat -> 
evaporating 
        Alpha_ref_i(n) = 
FluidProp1.HTC_Lookup_Evap(H_ref_i(n),P_ref,MFR1_i(n)); 
    end 
    %%% Refrigerant 2 
    Alpha_liq_i(n,1) = 
real(H_1PH_GNIELINSKI(Dh2,G2,ff2_i(n,1),Cp_liq_i(n,1),Mu_liq_i(n,1),K_liq_i(n
,1)/1000))*PAF_LIQ; 
end 
  
Q_ref_i = Alpha_ref_i*As_ref*(1/K) .* (T_wall_i - T_ref_i); % Heat gained by 
refrigerant 1 from the wall 
Q_liq_i = Alpha_liq_i*As_liq*(1/K) .* (T_wall_i - T_liq_i); % Heat gained by 
refrigerant 2 from the wall 
Q_wall_i = zeros(K,1); 
for i=1:K 
    Q_wall_i(i)= -Q_ref_i(i)-Q_liq_i(i);% Total heat gained by the wall 
end 
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%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
%%  Calculate Coupled Refrigerant Mass / Energy Equations for Refrigerant 1 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
% State Vector for A = [dP_ref, dH_ref_k, Massflow_ref_k] 
% Note that Massflow_ref_k does not need to be integrated 
  
% Vector for Derivatives = [dP_ref, dH_ref_k, dT_wall_k] 
  
% "times dP_ref" column 
P_A=dRho1_dP_i*Vol_ref/K; 
P_B=(dRho1_dP_i.*H_ref_i-1)*Vol_ref/K; 
P=[P_A;P_B]; 
  
% "times dH_ref_i" columns 
H_A=diag(dRho1_dH_i*Vol_ref/K); 
H_B=diag((dRho1_dH_i.*H_ref_i + Rho1_i)*Vol_ref/K); 
H=[H_A;H_B]; 
  
% "times Massflow_ref_i columns" 
M_A = diag(ones(K,1)) + diag(-ones(K-1,1)      ,-1); 
M_B = diag(H_ref_i)   + diag(-H_ref_i(1:K-1,1) ,-1); 
M=[M_A(:,1:K-1);M_B(:,1:K-1)]; 
  
A=[P, H, M]; 
  
y(1,1)=MFR1_in; 
y(1,2:K-1)=0; 
y(1,K)=-MFR1_out; 
y(1,K+1)=Q_ref_i(1)+MFR1_in *H_ref_in; 
y(1,K+2:2*K-1)=Q_ref_i(2:K-1); 
y(1,2*K)=Q_ref_i(K)- MFR1_out*H_ref_out; 
  
  
% Solve The Equations 
xdot = A\y'; 
  
dP_ref = xdot(1,1); 
dH_ref_i = xdot(2:K+1); 
  
% Set Derivatives 
block.Derivatives.Data(1)         = dP_ref; 
block.Derivatives.Data(2:1+K)     = dH_ref_i; 
  
% Solve wall energy conservation equation seperately 
dTwdt=(Q_wall_i)./(Cp_wall * (M_wall/K)); % dT_wall_i 
block.Derivatives.Data(2+K:2*K+1) = dTwdt; 
  
% Solve secondary refrigerant energy conservation equation seperately 
dh2dt_i(1)=(Q_liq_i(1)/((Vol_liq/K)*Rho2_i(1)))+MFR2*(H_liq_i(2)-H_liq_out); 
for i=2:K-1 
    dh2dt_i(i)=(Q_liq_i(i)/((Vol_liq/K)*Rho2_i(i)))+MFR2*(H_liq_i(i+1)-
H_liq_i(i-1)); 
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end 
dh2dt_i(K)=(Q_liq_i(K)/((Vol_liq/K)*Rho2_i(K)))+MFR2*(H_liq_in-H_liq_i(K-1)); 
  
block.Derivatives.Data(2+2*K:3*K+1)=dh2dt_i; 
  
% Set massflow to equal an approximated massflow at the center of each volume 
MFR1_i_calc                        = xdot(2+K:2*K); 
MFR1_i_new = ([MFR1_in;MFR1_i_calc]+[MFR1_i_calc;MFR1_out])/2; 
  
block.Derivatives.Data(2+3*K:4*K+1)=M_filt*(MFR1_i_new-MFR1_i); 
  
end 
 
