Introduction
Most people don't become engineers because they like to solve differential equations or do calculus problems. People become engineers because they enjoy making things. They want to dream something, and then turn that dream into a reality. Most engineering students are mature enough to realize that diligence in the classroom is the price that one must pay for the privilege of pursuing one's dreams, but real engineering is concerned with designing new things, keeping things running, and renovating old things. Engineering students really ought to have some exposure to these activities.
Unfortunately, real engineering takes time, and the less experience person has, the more time it takes. The biggest engineering projects would be a lifetime project for a single person. On the other hand, design automation technology has become so powerful, that today, a single engineer can complete a project that would have required an army of engineers only a decade ago. As educators, this is precisely what we have been waiting for: the ability to assign complex arithmetic circuits (for example) as homework, and have the * This work was supported in part by the National Science Foundation under grant CDA 95-22265. student actually design and test the circuit in a period of one or two days
To be fair, using design tools in engineering courses is "an idea whose time has come." Exposure to automated design tools is a standard component of engineering education. However this paper goes beyond enhancing the existing computer engineering curriculum with a few simulation exercises. What is being proposed here is an undergraduate curriculum that has design as its central theme, and uses a uniform set of design automation tools to facilitate student design projects. Students will not only prove theorems, but verify their correctness through simulation. Students will not only learn the principles of computer arithmetic they will also be asked to design and test complex arithmetic circuits. Some might complain that the circuits won't be real, and because of this, the design experience will not be real. This is not correct. Today's engineers spend the vast majority of their time simulating their designs. In today's world the physical circuits are constructed by technicians or by automatic synthesis. It is the simulation experience that most closely matches the real world experience. It is the hardware laboratory that is artificial. This is a surprising and unexpected benefit from a program that was originally motivated mainly by economics.
The Starting Point
The first step in revamping the program was to select a set of software tools that could be used in the various courses.
There were three alternatives. It was possible select a set of commercial tools, such as those provided by Cadence or Mentor corporations, or to select a set of textbooks with built-in software packages, or design new tools locally.
Under normal circumstances, creating a new set of tools would be unacceptably complicated. However, there already existed a large body of software that had been created for research purposes, and it was a relatively straightforward process to adapt these tools for use in the classroom. There were other reasons to create a new set of tools. Commercial tools tend to have relatively steep learning curves, and often must be installed on expensive highperformance hardware. Strict licensing requirements often restrict the usage of these tools to a few specified workstations. In any case, students could not be supplied with a copy of the tools to run on their own computers. If one set of commercial tools didn't provide the requirements for all classes, it would be necessary to purchase more than one commercial package. eliminate many of tt.
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Although it is necessary to go through the proofs of these laws, students don't always have the intellectual maturity to appreciate why a proof works, or to understand what the proof implies about the real world. Simulation can be used to motivate the basic laws of Boolean logic by allowing the student to "prove" the laws through simulation. The examples given in Figure 1 illustrate typical student exercises for this portion of the course. In these exercises, Boolean equations are expressed using "&' for AND, "I" for OR, and "-" for NOT. The remainder of the circuit descriptions should be self-explanatory. The notation is that used by the WinFHDL system. The circuit "c0111111" illustrates the commutative law for AND, while the "dist" circuit illustrates how AND distributes over OR. "Dml" and "Dm2" illustrate deMorgan's laws. The student is asked to design these circuits and simulate them with all input combinations. The two outputs should be identical. Experiments of this nature are used for the first 2-3 weeks of the course, gradually being replaced by experiments of a more traditional nature. The initial experiments introduce the student to the coding of basic gates as well as the direct coding of Boolean equations. Although WinFHDL permits the direct coding of functional blocks such as multiplexers and registers, students are required to learn how to construct these blocks using basic gates. Once the student has become familiar with the internal structure of a high-level block, direct coding of these components is permitted. In this course all lectures are backed up with laboratory exercises. Figure 2 shows the table of contents for the Logic Design Laboratory Manual. In most cases, these experiments would be assigned as homework rather than as a formal laboratory exercise. The required software is available on university computers and is available as a self-installing executable that the students can use on their own computers.
98CH36214 Computer Architecture
Computer architecture is taught as a two-course sequence. The first course is a "how-to" principles course that teaches students the inner workings of a computer, while the second is a more traditional survey of existing computer architectures. The second course is intended to be primarily lecture, with little or no laboratory work. The first course is intended to be design-intensive with several reasonably large projects assigned during the semester.
These projects are intended to be a continuation of the projects presented in the Logic Design course, but are more extensive and more difficult. Figure 3 gives the flow chart of the projects that are used during this course. Because some of these projects are extremely time-consuming, only a subset of these projects can be assigned during the semester. The last three projects: "Microprogrammed Computer," "Hardwired Computer," and "Modifying a Computer, " have not yet been assigned to students, although there are plans to do so within the next year. The projects starting with "General Arithmetic Circuit" are significantly more difficult for the student than the "Ripple-Carry Addition," "Carry Lookahead Addition," and "Array Multiplication."
Starting with the "General Arithmetic Circuit" students are expected to create microprogrammed arithmetic circuits. Although such circuits are no more difficult than their combinational counterparts, there is something about sequential logic that represents a major shift in focus for the student. It has been necessary to provide extensive guidance with these experiments, and it will probably be necessary to provide some prewritten segments for the later experiments. Originally it was intended for the student to complete the "General Arithmetic Circuit" experiment, and then use the results for other experiments, but this turned out not to be practical.
Figure 3. Projects for Computer Architecture.
Although Logic Design i s a prerequisite for this course, it is a good idea to spend some time at the beginning of the course on a quick review of this material. To simplify this process, the first experiment "Ripple Carry Addition" is broken into several segments. The first objective is to create a half-adder. The student constructs this circuit, tests it and is required to turn in the results. Then the half-adder is used to create a full adder, with similar requirements. These two experiments can be assigned the first week of the course. The full-adder is then used to create a 4-bit adder, which is then used to construct a 16-bit adder.
The later experiments are broken down into similar steps, but it is not necessary for the student to hand in the intermediate results. At a minimum, the student should complete two combinational circuits on the scale of a 16-bit carry look ahead adder, and two sequential circuits on the scale of shift-add multiplication.
Digital Systems Design Digital Systems Design is designed to teach the student how to build sequential control circuits for various different types of devices. For example, one of the first projects students must perform is to design a controller for a traffic light, with in-pavement sensors. Three different types of control are taught, hardwired or state-machine control, microprogrammed control, and microprocessor-based control. 
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Conclusion
Despite the extensive work involved, introducing these changes into the curriculum was a pleasant and rewarding experience. In particular the first extensive experiment with the Computer Architecture course stands out. This experiment was the construction of a 16-bit two-level carry lookahead adder. This was the first experience that most of these students had at designing circuits of this magnitude and complexity. Most students were surprised that the circuits didn't work correctly the first time. Paper exercises tend to reinforce the view that hardware design is always easy and error-free. The laboratory exercises wasted no time in dispelling that notion. The biggest surprise that many students got was that their designs didn't pass when they turned them in. The common complaint was "Well, I ran lots and lots of tests and they all worked. How can you say this is broken." Such comments open the door for a lecture on the science of testing.
The curriculum changes described here elevate hardware design to the level of software design. No longer is hardware design limited by the expense of laboratory materials or the time required to complete the experiments. It is possible to assign large-scale design projects at the undergraduate level, and produce computer engineers who are skilled in their art and well prepared for graduate school or rewarding careers in industry.
