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Abstract
Firstbeat Technologies needed a new heart rate generator to replace the old with better 
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recorded measurement data stored into a computer file was the primary need to aid the 
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GPIO pins on the Pi and a software written in Python programming language. As a result a 
working software was developed with the aspect of being easily further developed. The 
Control unit was neved finished.
The final software consisted of a daemon process that could be controlled via a command 
line interface or using a web user interface. The daemon, once provided with the data as 
parameters, utilizes the classes used for source file handling, ECG signal creation and SPI 
handling.
A test version of the circuit board was manufactured to test the digital-to-analogical 
converter responsible for outputting the actual ECG signal. The choice of the component 
proved to be problematic and the data transfer between the control unit and the DAC never 
got working.
Since the final result never finished, the first step in further developing the product is 
choosing a better candidate for the DAC and finishing the control unit. Only then can the 
end product be used as an aid for developing.
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Sanasto
algoritmi Algoritmi-nimitystä käytetään puhuttaessa sarjasta 
tietyssä järjestyksessä suoritettavia vaiheita, joilla 
päästään tiettyyn lopputulokseen
bitti Tietotekniikassa pienin mahdollinen yksikkö. Bitin tila 
on joko 0  (pois päältä) tai 1  (päällä). Bittiä 
voidaan ajatella yksinkertaisena kytkimenä. Kahdeksan 
bittiä muodostavat tavun
depolarisaation Kun jännite-ero pienenee, vaihetta kutsutaan 
depolarisoitumiseksi (de-=epä-/pieneneminen, 
polarity=napaisuus/jännite-ero)
digitaali-analogiamuunnin Sähkökomponentti, joka muuttaa tietotekniikassa 
käytetyt bittijonot (digitaalinen) jännitteeksi (analoginen)
elektrodi Iholle kiinnitettävä johdin, joka ohjaa iholta havaittavan 
jännitteen kohdelaitteelle
interpolointi XY-koordinaatistossa kahden pisteen välille muodostuu 
suora. Intepoloimalla saadaan y-arvo mielivaltaiselle 
arvolle x kyseisellä viivalla päätepisteiden avulla
kellotaajuus Taajuus kuvaa, miten monta kertaa jokin asia tapahtuu 
tietyssä ajassa. Tietotekniikassa kellotaajuus voi kuvata 
esimerkiksi bitin muuttumista arvosta 0→1 tai toiseen 
suuntaan.
komponentti Elektroniikassa komponentti on nimitys yksinkertaisille 
ja monimutkaisille osille, joita käytetään muodostamaan 
toimiva kokonaisuus
komentirivi Komentirivi on pelkkää tekstiä käyttävä käyttöliittymä, 
jossa voidaan suorittaa käskyjä
kosini Matemaattinen trigonometrinen funktio, jonka arvo on 
tarkasteltavan kulman viereisen kateetin pituuden suhde 
hypotenuusaan. Kosini voidaan esittää myös 
aaltokuviona, jonka jatkuva vaihteluväli on ±1,0
käyttöjännite Sähkökomponentit tarvitsevat sähköä toimiakseen. 
Käyttöjännite on nimitys lähteelle, josta komponentit 
saavat tarvitsemansa sähkön.
käyttöliittymä Ohjelmisto, jonka avulla käyttäjä voi suorittaa 
ohjelmiston toimintoja
3muisti Muisti tarkoittaa tietotekniikassa osaa, johon tallennetaan
tietoa. Tietoa säilytetään yleensä tilapäisesti muistissa. 
Yksi muistityyppi on RAM-muisti
näytteenottotaajuus Ks. kellotaajuus taajuuden selitykselle.
Näytteenottotaajuus kuvaa, montako kertaa sekunnissa 
tarkasteltavasta signaalista luetaan arvo
olioparadigma Olioparadigma on yksi malli, jolla ohjelmakoodin 
toiminnallisuuksia järjestellään. Olio-ohjelmoinnissa olio
vastaa tietyntyyppisen asian tekemisestä ja voi sisältää 
kenttiä ja funktioita, joita tekeminen vaatii
piirikortti Alusta, johon komponentit järjestellään ja niiden välillä 
muodostetaan tarvittavat yhteydet
rajapinta Ohjelmoinnissa rajapinta eli interface kuvaa sopimusta: 
rajapinnan toteuttava puoli lupaa täyttävänsä tietyt ehdot 
ja rajapintaa käyttävä puoli tietää, mitä ehtoja se voi 
olettaa olevan saatavilla
repolarisaatio Depolarisaation käänteinen toiminto, jossa jännite-ero 
kasvaa
resoluutio Resoluutio kuvaa, miten tarkasti tieto voidaan esittää. 
Tietotekniikassa resoluutio ilmoitetaan kahden 
potensseina (ks. bitti)
signaali Tietotekniikassa signaali kuvaa tarkasteltavan asian 
muutosta suhteessa esimerkiksi aikaan. Esimerkiksi 
jännitettä voidaan tarkastella ajan suhteen signaalina
sini Kuten kosini, mutta arvo on kulman vastaisen kateetin ja 
hypotenuusan suhde
skripti Skripti (engl. script) on pätkä ohjelmakoodia, joka 
suoritetaan. Skriptin suoritukseen tarvitaan joka 
suorituskerralla tulkki
SPI Serial Peripheral Interface Bus, eli SPI-väylä. Tiedon 
siirtoon tarkoitettu malli, joka koostuu neljästä johtimesta
laitteiden välillä
suoritin Suoritin eli CPU (prosessori) vastaa tietokoneessa 
ohjelmakäskyjen suorituksesta
sydänsähkökäyrä EKG, elektrokardiografia.
Sydämen toiminnasta johtuvien jännite-erojen avulla 
piirretty kuvaaja
sykevälivaihtelu Sykevälivaihtelu kuvaa eroja jokaisen peräkkäisen 
sykähdyksen kahden tunnistetun R-piikin välisessä ajassa
syntaksi Syntaksi tarkoittaa muotoa, jolla ohjelmointikieltä kuuluu
kirjoittaa
4tiedostoformaatti Tiedosto voi sisältää tekstiä, kuvia, ääntä tai niiden 
yhdistelmää. Tiedostoformaatti on vakioitu muoto, jossa 
tiedostojen tiedot sisäisesti tallennetaan. Formaatti ei aina
ole ihmisen luettavassa muodossa
WWW World Wide Web, eli internet
51 Tehtävän kuvaus ja toimeksiantaja
Opinnäytetyön tarkoituksena oli tuottaa ohjelmisto ja laite, jolla saadaan tuotettua en-
nalta nauhoitetusta RRI- eli sykevälivaihteludatasta reaaliaikaista ja aidonkaltaista sy-
dänsähkökäyrää. Opinnäytetyön tilaaja oli Firstbeat Technologies, jossa suoritin työs-
säoppimisjaksoani.
Laitteisto koostuu sykegeneraattorista ja sitä ohjaavasta ohjausyksiköstä. Ohjausyksi-
kössä on käynnissä kaksi ohjelmistoa: komentoriviohjelmisto (tehty Pythonilla) sekä 
WWW-käyttöliittymä. Komentoriviohjelmisto (CLI) jo itsessään on kokonainen työ-
kalu ja tarkoitettu edistyneempään käyttöön ja WWW-käyttöliittymä (client) on tarkoi-
tettu helpottamaan käyttöä ja sillä voidaan suoraa ohjata CLI:tä, mutta komentorivioh-
jelmistoa voi myös nimensä mukaisesti käyttää suoraa käyttöjärjestelmän komentori-
viltä.
Ohjausyksikkö ohjaa SPI-protokollalla piirikorttia, jolla on DA-muunnin ja jännitteen 
skaalaukseen tarkoitetut komponentit, jotka syöttävät aidonnäköistä sydänsähkökäyrää
sykevöille. Kuviossa 1 on karkea kuvaus tuotoksen osasista.
Opinnäyteraportissa keskitytään pääasiassa itse sydänsähkökäyrää tuottavan ohjelmis-
ton toimintaan, vaikka opinnäytetyönä tuotettava kokonaisuus koostuu useista muista-
kin osista. Myös muut osat käydään pintapuolisesti työssä läpi, jotta lukija saa parem-
man kokonaiskuvan.
Firstbeat Technologies Oy perustettiin 2002 Jyväskylässä KIHU:n ja JY:n oheispro-
jektina. Se tuottaa sykemittaukseen pohjautuvaa kuntoinformaation monitorointitek-
niikaa ja tarjoaa sitä tällä hetkellä Sports- ja Hyvinvointianalyysi-tuoteperheinä am-
Kuvio 1. Korkean tason blokkikaavio tuotettavasta laitteistosta.
6mattilaisurheiluun ja terveyspalveluihin sekä lisensoi analyysikirjastojaan useille yri-
tyksille. Palveluita on tällä hetkellä käytössä yli 40 maassa urheilujoukkueilla ja ter-
veydenalan yrityksissä. Perustajista Joni Kettunen, Aki Pulkkinen ja Heikki Rusko 
ovat tehneet alan tutkimusta ja mittauksia jo ennen yrityksen perustamista.
Tuotos on tarkoitettu analyysi-, ohjelmisto- ja laitekehittäjien avuksi uusien ja olemas-
sa olevien algoritmien sekä laskenta- ja analyysikirjastojen, asiakasohjelmien ja lait-
teiden (sykevyöt, vastaanottimet) testaamiseen. Yhtenä tärkeänä käyttötapauksena esi-
merkiksi tilanne, jossa varmistetaan asiakasohjelman toimintaa: sykevöitä on kytketty-
nä testipenkkiin, johon generaattori on liitettynä. Asiakasohjelman nauhoitustila kyt-
ketään päälle, jolloin sykevöistä luettavat sykevälit syötetään analyysikirjastolle, joka 
laskee algoritmeilla eri laisia arvoja, kuten harjoituskuorman kertymää. Koska tiedos-
sa on tarkalleen pannoille syötettävä RRI-data sekä analyytikoiden varmistamat tulok-
set, joita asiakasohjelman kuuluisi näyttää, voidaan näin varmistua koko ketjun oi-
keasta toiminnasta. Testi voidaan toistaa identtisellä datalla tarvittaessa.
2 Sydän ja sydänsähkökäyrä
2.1 Sydämen rakenne ja toiminta
Sydän on erikoistuneista sydänlihassoluista muodostunut elin, joka huolehtii veren-
kierrosta. Veri kuljettaa mukanaan mm. happea, sokereita ja muita aineita, joita luu-
rankolihakset tarvitsevat toimiakseen ja liikuttaakseen ihmisen kehoa. Lihassolut saa-
vat aikaan liikettä jännittymällä ja rentoutumalla. Jännityksessä lihassolujen rakenteet 
liukuvat toistensa lomaan ja saavat aikaan lihaksen pituuden muutoksen. Pituuden ly-
hynemistä kutsutaan jännittymiseksi. Lihassolutyyppejä on useita ja niillä on kaikilla 
omat ominaisuutensa. Sydänlihassoluilla on yksi erikoisominaisuus: sydänlihassolu ei 
väsy eikä voi krampata kuten luulihassolu. (Guyton & Hall 2005; Tortora & Derricson
2009).
Sydän on aikuisella miehellä noin nyrkin kokoinen, 300g painava ontto lihasrakenne, 
joka sijaitsee rintakehässä rintalastan alla hieman vinossa niin, että kaksi kolmannesta 
sen massasta sijaitsee keskilinjan vasemmalla puolella (Tortora ym. 2009). Sydän 
7koostuu ihmisellä neljästä lokerosta: oikea eteinen ja kammio sekä vasen eteinen ja 
kammio.
Sydän on rakentunut niin, että sen kalvot ja muut rakenteet johtavat jännitteenmuutok-
set erityisen hyvin. Sydän supistuu osissa: supistus käynnistyy, kun sydämen yläosassa
sijaitseva, sydämen toimintaa ohjaava sinussolmuke aiheuttaa impulssin. Impulssi kul-
kee sydämen sisällä alaspäin johtoratasolukkoa pitkin eteisten välistä saaden aikaan 
niiden supistumisen. Kun pulssi on levinnyt eteisten ja kammioiden rajan kalvoihin, 
aktivoituu eteis-kammiosolmuke, josta impulssi leviää kammioiden yli väliseinämää 
pitkin kohti sydämen alakärkeä Hisin kimpun yli ja Purkinjen säikeitä myöten. Alakär-
jestä jännitys jatkaa matkaansa sydämen ulkopuolen kalvoja pitkin takaisin ylöspäin. 
Samaan aikaan sinussolmuke ja kammiot valmistautuvat jo uuteen supistumiseen. 
(Guyton ym. 2005; Tortora ym. 2009).
Supistumisen saa aikaan kolmeen vaiheeseen jaettava tapahtumaketju, jossa lepotilas-
sa olevan lihassolukalvon läpi virtaa positiivisesti varautuneita ioneita (vaihe 1). Vai-
hetta kutsutaan ärsytysvaiheeksi tai depolarisoitumiseksi, koska sen aikana kalvon va-
raus muuttuu lepopotentiaalista, −90mV , kohti neutraalia 0mV . Kun tietty kyn-
nysarvo saavutetaan, alkaa lihaksen jännittyminen ja tasannevaihe (vaihe 2), jonka ai-
kana jännitys säilyy, kunnes lihaksesta alkaa virrata voimakkaasti ulospäin positiivisia
ioneita ja kalvon potentiaali laskee takaisin lepopotentiaaliin. Tasannevaihe on vain 
sydänlihassoluilla. Viimeistä vaihetta (vaihe 3) kutsutaan palautumiseksi, eli repolari-
soitumiseksi. Kaikkiin kolmeen vaiheeseen kuluu n. 0,3 sekuntia, jonka jälkeen alkaa 
uusi kierros. Sydänlihassoluilla on myös supistumisten välissä aika (0,20–0,25 sekun-
tia), jota ennen ne eivät voi supistua uudelleen, mikä ehkäisee sydämen kramppaami-
sen. (Tortora ym. 2009).
Sydämen eri supistusvaiheet aiheuttavat ulospäin mittalaitteella havaittavia jännite-
eroja, joita kuvataan sydän(-sähkö)käyrällä eli EKG:llä (ECG, electrocardiogram).
82.2 Sydänkäyrän mittaaminen: 
elektrodikytkennät ja sykemittarit
Sydämen syke on yksi elintoiminnoista, joita tarkkailemalla saadaan tietoa ihmisen 
terveyden tilasta. Sykettä mitataan iskuina minuutissa ( bpm  tai m−1 , beats per 
minute). Normaali leposyke vaihtelee terveellä aikuisella 50:n ja 80:n välillä ja maksi-
misyke voi olla lähellä 230. Sykkeen muutoksiin vaikuttavat mm. ikä, fyysinen aktii-
visuus, stressi ja (sydän-)sairaudet. Huippu-urheilijan leposyke voi laskea jopa lähelle 
40:ää. (Hainsworth 2004; McGrath & Scanaill 2014; Tortora ym. 2009.)
Sydämen sähköisen toiminnan muutoksia voidaan nauhoittaa erilaisilla kytkennöillä, 
joissa sähköjohtimet kytketään ihmisen kehoon ja ohjataan laitteeseen, jossa signaalit 
suodatetaan ja vahvistetaan ja kytkentöjen jännitteistä lasketaan jännite-eroja ja niistä 
piirretään kuvaajia. Kytkennöillä ei siis tarkastella absoluuttisia jännitetasoja, vaan 
niiden arvoja suhteessa toisiinsa. Yksinkertaisin kytkentä on 3 johtimen kytkentä, jos-
sa molempiin ranteisiin ja sekä vasempaan nilkkaan kiinnitetään johtimet. Nämä muo-
dostavat kytkennät I-III, ja niiden avulla voidaan havainnoida ns. Eindhovenin kol-
miota, joka on sydämen ympärille piirretty kuvitteellinen kolmio jonka kulmat osoitta-
vat kohti olkapäitä ja vatsaa. Kytkennät johtavat jännitteet eri osissa sydäntä tietyllä 
ajan hetkellä. Lisäksi raajakytkennöistä muodostuvat ns. laajennetut kytkennät aVR, 
aVLja aVF. Kolmen edellä kuvatun perusjohtimen lisäksi voidaan vasemmalle rinta-
kehään sydämen päälle ja alapuolelle kiinnittää 6 johdinta V1–V6, ja yhdessä nämä 
antavat 12 eri kuvaajaa eri puolilta sydäntä. (Guyton ym. 2005; Laine 2014a.)
Kannettava sykemittari (ks. Kuvio 2) käyttää samaa ajatusta jännite-erojen tarkastelus-
ta sydämen eri puolilta. Keltaiset ympyrät kuvaavat kahta elektrodia, joista EKG-käy-
rä muodostetaan luettujen lukemien erotuksena. Rintakehälle, miekkalisäkkeen ja sy-
dämen alakärjen tasolle puettava perinteinen sykemittari mittaa sydämen vasemman ja
oikean puolen jännite-eroja. Se ei ole yhtä tarkka kuin yllä kuvatut kolmen tai 12 lii-
tännän mittaukset, mutta langattomuus ja pieni koko helpottavat sydämen toiminnan 
tarkastelua liikkeessä. (McGrath ym. 2014)
9Ensimmäisen langattoman sykemittarin kehitti 1980-luvulla Seppo Säynäjäkangas 
hiihtäjien käyttöön. Innovaation ympärille syntyi myös Polar-yritys (Polarin historiaa 
n.d.). Nykyisin mittareita on eri mallisia ja useilta valmistajilta, kuten esimerkiksi pe-
rinteisestä vaakamallista eroava Firstbeatin Bodyguard 2 -mittari, jossa elektrodit kiin-
nitetään sydämen ylä- ja alakärjen suuntaisesti oikean solisluun alle ja vasempaan kyl-
keen (FIRSRBEAT BODYGUARD 2 -ohje 2015).
Sydänsähkökäyrä koostuu havaittavista väleistä (interval), aalloista (wave) ja komp-
lekseista (complex), jotka ovat erotettavissa kaikista sydänfilmeistä. Kuvio 3 esittelee 
kaksi peräkkäistä sydämen sykähdystä. Havaittavat vaiheet ovat:
1. P-aalto syntyy, kun eteisten solukko depolarisoituu. Depolarisoitumisesta seu-
raa eteisten supistuminen.
2. QRS-kompleksi (koostuu Q-, R- ja S-poikkeamista) syntyy juuri ennen kam-
mioiden supistumista depolarisaation aikana. Useasti Q-poikkeamaa ei havaita.
PQ-väli on ajanjakso, jolloin impulssi kulkee eteis-kammiokimppua pitkin 
kohti kammioita.
3. T-aalto syntyy, kun kammioiden solukossa tapahtuu repolarisaatio. Joskus ha-
vaittavissa on myös pienempi U-aalto.
Kuvio 2. Sykevyö (vas.) ja Bodyguard 2 -mittalaite (oik.) esitettynä suhteessa 
sydämeen.
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4. Ennen seuraavan P-aallon alkamista sydänkäyrä näyttää suoralta viivalta. Tätä 
kutsutaan TP-väliksi. Muita mitattavissa olevia välejä ovat mm. ST-, QT- ja 
RR-välit. (Guyton ym. 2005; Laine 2014b; Tortora ym. 2009.)
Eri aaltojen muutoksista tai puuttumisista voidaan tunnistaa useita sairauksia ja epä-
normaaleja tiloja ihmisen elimistöstä. Normaalissa sykkeessä tapahtuu jokaisen sykäh-
dyksen välillä muutoksia sekä aaltojen kestoissa että muodossa (kuten kuviossa 3: en-
simmäisestä sykäyksestä löytyy Q-aalto ja jälkimmäisestä se puuttuu) mutta perus-
muoto jokaisessa syklissä on edellä kuvattu. Itse aaltojen muutosten seuraamisen li-
säksi yksi tarkasteltava asia on sykevälivaihtelu (HRV), joka on sykelukemaa tarkem-
pi tapa tarkastella sydämen toimintaa: yksikköinä käytetään millisekunteja. (Malik 
2004; Shaffer & Ginsberg 2017).
Vaihtelun mittaamisen kannalta oleellinen markkeeri on kahden peräkkäisen QRS-
kompleksin R-poikkeamien välinen aika eli RR-väli (RR interval). Sitä käytetään ylei-
sesti (Christov 2004) mittaamaan kahden sydämen supistumisen väliä (IBI, inter-beat 
interval), koska QRS-kompleksi säilyy jokseenkin muuttumattomana ja R-poikkeama 
Kuvio 3. Kuvaaja, jossa on esitettynä aallot, välit ja niiden kestot (Laine 2014b; 
Tortora ym. 2009; Guyton ym. 2005).
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havaitaan signaalista selvästi, jolloin virheellisen tuloksen mahdollisuus pienenee. 
RR-välin keston vaihtelun suuruuden ja vaihtelutaajuuden (jaetaan neljään taajuus-
alueeseen (frequency band): ULF ≤0,003 Hz; VLF 0,0033–0,04 H; LF 0,04–0,15 Hz;      
HF 0,15–0,40 Hz) perusteella voidaan tehdä analyysiä ihmisen senhetkisestä olotilasta 
(Malik 2004; Shaffer ym. 2017).
3 Sykkeen tuottaminen ohjelmallisesti
3.1 Tuotettavan työn osat ja suurpiirteinen 
toiminta
3.1.1 Ohjausyksikkö
Raspberry Pi
The Raspberry Pi Foundation, isobritannialainen hyväntekeväisyysjärjestö, julkaisi 
2013 ensimmäisen sukupolven Raspberry Pi -korttitietokoneen (Single Board Compu-
ter), joka on reilun pankkikortin kokoinen pieni tietokone, jonka kaikki toiminnalli-
suus on yhdellä piirikortilla. Uusin, 2016 alkuvuodesta julkaistu 3. sukupolvi Pi-lait-
teista käyttää Broadcomin ARM-yhteensopivaa järjestelmäpiiriä (SoC, System-on-a-
Chip), jossa ARMv8-suorittimen (CPU) kellotaajuus voidaan säätää 700 MHz:stä 1,2 
GHz:iin. RAM-muistia laitteessa on 1 GB. Pi suorittaa Linux-käyttöjärjestelmää suo-
raa SD-muistikortilta; vain liitettävä muistikortti sisältää käyttöjärjestelmän tiedostot, 
ei piirikortti itse.
Pi Foundationin suosittelema käyttöjärjestelmä on Debianiin pohjautuva Raspbian 
Stretch (julkaistu 16.11.2017, Linux-kernelin versio 4.9). Kuten useimmissa Linux-ja-
keluversioissa Pi:ssä on ilman erillisiä asennuksia tuki useille ohjelmointikielille kuten
C:lle ja C++:lle, Pythonille ja Javalle. Pi:n GPIO-pinnien hallinnointia varten on myös
useille kielille helppokäyttöisiä kirjastoja vapailla lisensseillä.
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Pi:stä löytyy lukuisia liitäntöjä ja integroituja kortteja: USB 2.0, 2.4 GHz WiFi 
802.11n (150 Mb/s), Bluetooth 4.1 (24 Mb/s) sekä 10/100 Ethernet-portti ja HDMI-lii-
täntä. Näiden lisäksi uusimmasta Pi 3:sta löytyy 40 pinnin GPIO-liitäntä (ks. Kuvio 
4). Numeroidut käyttöjännitteet (viininpunainen 3,3 ja punainen 5 V), maa (musta), 
yleiset pinnit (vihreä) ja SPI-pinnit (violetti) ovat käytössä työn toteutuksessa.
General Purpose Input/Output
Mikropiireissä viestinvälitystä ja muuta toimintaa voidaan kätevästi hoitaa GPIO (ge-
neran purpose input/output) -pinnien avulla. Kuten nimitys kertoo, GPIO-pinnien idea 
on, että niiden roolia ja käyttöä ohjaillaan tarpeen mukaan. Oletuksena kaikille pin-
neille ei ole määritelty roolia tai ne eivät ole käytössä, mutta mikropiirin valmistaja on
ennakolta voinut määritellä, mitkä pinneistä kykenevät tiettyihin toimintoihin: mah-
dollisia toimintoja ovat jännite- ja maadoituspinnit (5 ja 3,3 V; GND), data- (signaalin 
suunta voi olla lähtevä/output tai saapuva/input), kello- ja erilaiset sarjayhteyspinnit 
kuten I2C ja I2C EEPRON, UART ja SPI sekä lisäksi geneeriset pinnit.
Pinnien käsittelyyn löytyy Pi:lle kirjastoja mm. C:llä ja Pythonilla. Yleiseen pinnien 
käsittelyyn riittää shellitiedosto (esim. Bash), mutta yksinkertaistettuun käsittelyyn 
löytyy Pythonille RPi.GPIO-moduuli. SPI:tä varten tarvitaan esimerkiksi spidev-
Python-moduuli (SPI n.d.).
GPIO-pinnien vasteet ovat käytettävästä kielestä, käsittelytavasta ja kirjastosta riippu-
vaisia. Pihlajamaa (2012) toteaa 2015 päivitetyssä benchmark-testiraportissaan, että 
odotetusti C:llä kirjastosta riippuen GPIO-pinnin tilan (päällä/pois) päivitystaajuus oli 
4:n ja 22:n MHz:n välillä ja Pythonin RPi.GPIO -kirjastolla saatiin 70 kHz:n taajuus. 
2015 julkaistu seurantavertailu totesi, että Raspberry Pi 2 -mallissa uusilla kirjastover-
sioilla nopeudet olivat keskimäärin 2,5-kertaistuneet (Pihjalamaa 2015). McCauley 
(n.d.) toteaa C-kirjaston dokumentaatiossa, että 31 MHz on SPI-väylän korkein luotet-
1
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Kuvio 4. Raspberry Pi 3B:n GPIO-pinnit.
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tava toimintataajuus. RPi.GPIO-moduulin paketinhallintasivulla on maininta, ettei ko. 
moduulia ole tarkoitettu reaaliaikaiseen tai aikasidonnaiseen käyttöön (RPi.GPIO 0.6-
.3 n.d.).
Linux-käyttöjärjestelmä ja daemon
Unixin kaltaisissa käyttöjärjestelmissä, joista yksi on Raspberry Pi:n käyttämä Rasp-
bian -Linux-jakelu, on kolmentyyppisiä prosesseja eli ajettuja ohjelmia: interaktiivi-
nen (interactive), eräkäsittely (batch) ja taustaprosessi (daemon). Daemonin suoritus 
tehdään taustalla ilman loppukäyttäjän syötettä; yleensä daemonin käynnistää jokin 
toinen ohjelma, ja usein niitä varten on jonkinlainen terminaalikäyttöliittymä, josta 
niiden tilaa voi tarkastella ja hallinnoida (Daemon Definition 2005).
Kaikilla prosesseilla on Unixin kaltaisissa käyttöjärjestelmässä ns. PID-tunnistenume-
ro (process identification number), jonka avulla saadaan luettua erityistiedostoista tie-
toja prosessista (PID Definition 2005) sekä prosessin suoritustiedot (UNIX Processes 
n.d.). Prosessilla on aina tila: ajossa, unessa, lopetettu tai zombi (Babar 2012).
Prosessilla on PID-numeron lisäksi myös PPID eli viittaus sitä kutsuneeseen proses-
siin eli vanhempaan. Usein daemon luodaan haaroittamalla (fork) prosessi kahdesti, 
jolloin se jää ns. orvoksi kun vanhempi tapetaan ja viitteet kutsuneeseen prosessiin 
katkeavat. Näin taataan, että daemon-prosessi ei voi päätyä zombi-tilaan, eikä se ole 
yhteydessä yhteenkään konsoli-istuntoon eikä loppukäyttäjän syötteisiin (Hutchings 
2014). Unix-ympäristöissä daemonien nimet päättyvät yleensä d-kirjaimeen.
3.1.2 Python 3 ja moduulit
Python on yleiskäyttöinen skriptikieli, jonka 1991 kehitti hollantilainen Guido van 
Rossum ja jonka kehityksestä nykyään vastaa Python Software Foundation. Python 
pyrkii syntaksissaan helppolukuisuuteen ja minimoimaan vaadittavien rivien määrää. 
Se tukee sekä olioparadigmaa, proseduraalista että funktionaalista ohjelmointitapaa. 
Pythonissa suuremmat kokonaisuudet rakennetaan omiin paketteihinsa, joita kutsutaan
moduuleiksi.
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Pythonin uusin suositeltu versio, 3.6.0, julkaistiin joulukuussa 2016 (Python 3.6.0 
n.d.). Python on edelleen alkuvuodesta 2017 eri mittareiden ja listojen mukaan yksi 
suosituimmista ohjelmointikielistä (TIOBE Index for January 2017; PYPL PopularitY 
of Programming Language).
Python-lähdekoodi kirjoitetaan .py-tiedostoihin, jotka Python-tulkki lukee. Tulkki 
kääntää selkokielisen lähdekoodin alustariippumattomaksi tavukoodiksi (byte code), 
joka ei ole yhtä matalalla tasolla kuin esimerkiksi käännetyn C-ohjelman konekielinen
suorittimen ajama komentosarja, vaan on Pythonin oma tapa säilöä käännetty lähde-
koodi. Tavukoodi pidetään muistissa tai tallennetaan .pyc-tiedostoiksi ja sen suorituk-
sen aloitus on nopeampaa kuin lähdekoodin. Tavukoodi siirtyy ajettavaksi Python-vir-
tuaalikoneelle (Python Virtual Machine), joka suorittaa tavukoodin ohjeet rivi riviltä. 
Suoritustapansa ansiosta Python on keskimäärin nopeampaa suorittaa kuin muut tul-
kattavat, mutta hitaampaa kuin käännettävät ohjelmointikielet. (Lutz & Asher. 2003). 
Lähdekoodin muotoa ja käytettyjä malleja (design models) ohjataan ns. Python En-
hancement Proposal (PEP) -artikkelien avulla. Näistä esimerkkeinä mm. lähdekoodin 
ulkoasulliset piirteet (PEP 8), Python-ohjelmoinnin ajatusmaailma (PEP 20) sekä ku-
vausten (docstring) kirjoitus (PEP 257) ohjaavat yhtenäiseen Python-koodiin.
Kun tietotekniikassa esitetään ja käsitellään dataa, annetaan tiedolle tyyppi: primääri-
tietotyypeistä kokonaisluku (integer), liukuluku (floating point number), merkki (cha-
racter), totuusarvo (boolean) tai ns. komposiittityypeistä esimerkiksi merkkijono 
(String) tai taulukko (array). Lisäksi oliopohjaisissa kielissä voidaan käyttää luokkia, 
jotka ovat kääreitä eri tietokentille (fields) ja toiminnallisuuksille (methods). Viisi en-
sin mainittua on vakioitu IEEE:n toimesta ja käyttävät tietyn määrän bittejä tyyppiä 
kohti (riippuen ympäristöstä). Tämä on hyödyllistä esimerkiksi dataliikenteessä, kun 
lähettävä ja vastaanottava pää tietävät, mitä käsiteltävälle datalle kuuluu ja voi tehdä.
Pythonissa kaikki, myös edellä mainitut primäärityypit, ovat olioita: Python käyttää 
dynaamista ja duck-tyypitystä, joka tarkoittaa sitä, että muuttujien tietotyypit määräy-
tyvät ajon aikana. Lähdekoodissa käytetyt muuttujat (terminä name, nimi) ovat Pytho-
nissa vain viittauksia muistin osoitteeseen, jossa itse data sijaitsee; muuttujilla ei ole 
tyyppejä, vain niiden viittaamilla arvoilla on. Duck-tyypitys tarkoittaa, että olioiden 
tyyppiä ei tarkkaan selvitetä, vain niiden sisältämät kentät ja metodit tarkistetaan tar-
vittaessa ja niiden olemassaolon perusteella päätellään, onko olio sopiva tarkoituk-
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seen: esimerkiksi kokonaislukuoliolta (int) löytyy vaadittavat metodit lukuarvon yhtä-
läisyyden selvittämiseen (__eq__) ja yhteen- sekä vähennyslaskuun (__add__ ja 
__neg__) muiden lukuolioiden kanssa. Metodeita kutsutaan tiettyjä merkkejä luettaes-
sa (==, +, -, järjestys sama kuin edellä metodien nimissä) lähdekoodista.
3.1.3 EKG:n tuottaminen matemaattisesti
EKG:n tuottamiseen löytyy olemassa olevia toteutuksia, kuten esimerkiksi Javalla to-
teutettu ECGSYN, joka käyttää ns. käänteisiä Fourier'in sarjoja (McSharry, Clifford, 
Tarassenko & Smith 2003) signaalin laskentaan. Tämänkaltainen laskenta voi olla ras-
kasta ja koska käytössä on matalatehoinen korttitietokone, tuotoksessa päädyttiin käyt-
tämään muistin ja suorittimen kannalta edullisempia trigonometrisia funktioita ja in-
terpolointia, joille löytyy tuki suoraa Python-kielen math-moduulista.
Kuten kuviosta 3 voidaan nähdä, eri intervalleilla on tietyt fysiologiset kestot, joiden 
avulla saadaan generoitua yksittäinen sykäys:
• P-aallon kesto vaihtelee 50 ja 100 millisekunnin, PR-välin kesto on 120 ja 200 
millisekunnin välillä,
• QRT-poikkeaman kesto on 60 ja 120 millisekunnin välillä, mutta yleensä voi-
daan pitää kiinteänä 120 ms ja
• ST-segmentin ja sitä kautta QT-keston kokonaiskesto vaihtelee suhteessa RR-
väliin.
Vähimmäiskestojen avulla saadaan laskettua, että periaatteessa fysiologisesti lyhyin 
mahdollinen normaalin sykkeen RR-väli olisi 230 millisekuntia eli 260 bpm. Laskenta
käyttää absoluuttisena maksimisykkeenä 250 ja minimisykkeenä 30 bpm.
R-poikkeaman, joka on EKG-käyrän suurin poikkeama perustasosta, maksimiarvo voi
olla jopa 3−4 mV  kun elektrodiparista toinen on suoraa kammion päällä ja toinen 
kauempana sydämestä. Elektrodien ollessa kiinni raajoissa R- ja S-poikkeamien erotus
on 1 ja 1,5 mV:n välillä (Guyton & Hall 2005). Laskennassa aaltojen korkeuksien las-
kentaan ei käytetä volttimääriä, vaan poikkeamien ääriarvot lasketaan resoluution 
avulla.
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Näiden tietojen avulla voidaan muodostaa jokaiselle aallolle suurpiirteinen kesto ja 
kosini-aaltoa mukaillen muoto. QRT-poikkeaman piikit muodostetaan yksinkertaisesti 
interpoloimalla poikkeaman kolmen ääriarvon päätepisteiden välille. Lisäksi EKG-
käyrään on mahdollista sisällyttää perustason ajautumista (baseline drift/wander) hi-
taalla sini-käyrällä ja häiriötä (noise) satunnaisluvuilla simuloimaan aitoa nauhoitusti-
lannetta, jossa esimerkiksi elektrodi-iho-kontakti aiheuttaa häiriöitä (Honkanen 2002).
3.1.4 SPI-sarjaväylä
Signaalin kulku
Tietoliikenteessä signaali koostuu biteistä (bit), joita voidaan ryhmitellä edelleen ta-
vuiksi (byte) eli kahdeksaan bittiin. Signaali koostuu elektronien kuljettamasta varauk-
sen vaihtelusta, jolla bitti esitetään: bitti on päällä (1), jos varaus saavuttaa tietyn kyn-
nysarvon ja muutoin pois (0). Signaalin bitit liikkuvat yleensä tietyn kellopulssin mu-
kaan, jolloin lähettävä ja vastaanottava laite tietävät, millä hetkellä varauksen tila lue-
taan johtimesta bitiksi.
Serial Peripheral Interface Bus
SPI-sarjaväylä on pääasiassa sulautetuissa laitteissa käytettävä, Motorolan kehittämä 
teollisuusstandardiksi muodostunut liikennemalli (SPI Block Guide V03.06 2000). 
Mallissa väylä koostuu masterista ja yhdestä tai useammasta slavesta, joiden välillä 
liikenne tapahtuu. Master (herra) ohjaa slavejen (orjien) toimintaa.
Yleensä masterina toimii jokin laskuteholtaan ja muulta toiminnaltaan tehokkaampi 
tai moninaisempi tietokone- tai mikrokontrolleriyksikkö (MCU) ja slavet ovat esimer-
kiksi yksinkertaisia väyläohjaimella varustettuna antureita kuten A/D-muuntimia (ana-
logia-digitaalimuunnin) tai muita ääreislaitteita, jotka palauttavat pyynnöstä senhetki-
sen tilansa (anturit), tai esimerkiksi D/A-muuntimia (digitaali-analogiamuunnin) jotka 
muuttavat signaalin liikkeeksi tai jännitteeksi.
Väylässä saavutetaan jopa 100 Mbps siirtonopeudet. SPI:tä käytetään usein samalla 
piirikortilla sijaitsevien tai lyhyellä liittimellä liitettyjen laitteiden välillä, koska johti-
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men pituuden kasvaessa myös sen reaktanssi, joka vastustaa jännitteenvaihtelua, kas-
vaa (McGrath & Scanaill 2014).
SPI löytyy Linux-kernelistä sisäänrakennettuna ominaisuutena (Overview of Linux 
kernel SPI support) ja Raspberry Pi voi toimia Linux-käyttöjärjestelmänsä takia ai-
noastaan masterina.
Tietoliikenne voi olla sarja- tai rinnakkaismuotoista. Sarjamuotoisessa liikenteessä bi-
tit liikkuvat yhtä väylää pitkin peräkkäin kun taas rinnakkaismuodossa väyliä on rin-
nakkain useita ja tietty määrä bittejä lähetetään samaan aikaan, yksi jokaista väylää 
pitkin. 
SPI koostuu neljästä kytkennästä eli väylästä: SCLK  eli masterin tarjoama serial 
clock, joka tuottaa tietyllä taajuudella kellopulssia. Jotta datan siirrossa ei tapahtuisi 
bittien siirtymää tai törmäyksiä, kaikki liikenne tapahtuu yhteisen kellon mukaan. Kel-
losignaalissa arvo vaihtelee 1 ja 0 välillä tietyllä taajuudella ja muutosta kutsutaan reu-
naksi (edge). Kuvio 10 esittelee kellopulssin.
Kellon arvoksi säädetään haluttu taajuus (yleensä muutama MHz) suorittimen kello-
taajuudesta jakamalla halutulla jakajalla cdiv. Slaven tulee tukea kyseistä kellotaa-
juutta. Datan siirtonopeuden yhteydessä taajuus voidaan esittää myös muodossa bittiä 
sekunnissa (b/s) joka on ns. baudrate.
Käytäntönä on, että kellotaajuuden lisäksi master määrittelee myös kellon lähtöarvon 
(polarity, CPOL) ja vaiheen (phase, CPHA).  Itse data voidaan siirtää joko merkitsevin 
(eli vasemmaisin; MSB, most significant bit) tai vähiten merkitsevä (oikeanreunim-
mainen; LSB, least significant bit) bitti ensimmäisenä. Kaikkien laitteiden tulee olla 
SPI 
Master
SCLK
MOSI
MISO
SS
SPI 
Slave
SCLK
MOSI
MISO
SS
Kuvio 5. SPI-protokollan mukaiset kytkennät masterin ja yhden slaven välillä. 
Nuolet kuvaavat liikkuvan datan suuntaa.
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kellomäärityksistä ja bittijärjestyksestä selvillä. Edellä mainitut arvot ovat laitevalmis-
tajasta riippuvaisia ja tulee aina erikseen tarkistaa.
Master ja slavet keskustelevat full-duplex-periaatteella eli tieto kulkee väylässä samal-
la molempiin suuntiin: kellon lisäksi SPI:ssä on kaksi rinnakkaista dataväylää:
MOSI  (Master Output, Slave Input) ja MISO  (Master Input, Slave Output) -lii-
tännät, joissa itse data liikkuu. Edellä mainittujen CPOL - ja CPHA -määritysten 
mukaan bittien liikenne tapahtuu kahdella peräkkäisellä reunalla: joko kellopulssin 
laskevalla (1→0) tai nousevalla (0→1) reunalla. Kolme mainittua väylää voidaan ja-
kaa masterin ja monen slaven kesken.
Neljäs kytkentä on SS  eli Slave Select. Se on käytössä vain jos masteriin on kyt-
kettynä useampi kuin yksi slave ja määrittelee kulloisenkin kohdelaitteen. Muut lait-
teet jättävät silloin lähetyksen käsittelemättä.
Kun yhteyttä muodostetaan, käytetään kellon valintaan ns. moodeja (SPI Mode), joi-
hin on vakioitu numeroilla 0:sta (binäärinä 00 ) 3:een ( 11 ) erilaiset yhdistelmät
edellä mainittuja asetuksia:
• CPOL=0 : kello lähtee nollasta, jolloin ensimmäinen reuna on nouseva tai
• CPOL=1 : kello lähtee ykkösestä, ensimmäinen reuna on laskeva sekä
• CPHA=0 : näytteen ottoon käytetään ensimmäistä reunaa tai
• CPHA=1 : näytteen ottoon käytetään jälkimmäistä reunaa.
Käytettävän laitteen datalehdeltä tulee tarkistaa oikea moodi. CPOL  on kaksibitti-
sessä arvossa vasemmanpuolimmainen ja CPHA  oikeanpuolimmainen bitti.
1 0 0 1 1 0 1 0
tavubitti
Kuvio 6. Luku 154 bitteinä. Yksi tavu on kahdeksan bittiä, joiden avulla voi ilmaista 
luvut 0...255.
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Liikenteessä data lähetetään ja luetaan laitteissa erinäisiin siirtorekistereihin (Kuvio 
7), joiden pituus on yleensä 8 bitin kerrannainen. Kerralla lähetettävien bittien määrä 
(word) eli ns. sanapituus voi olla esimerkiksi 8, 12 tai 16 bittiä. Monissa monikanavai-
sissa digitaali-analogiamuuntimissa sanapituus on 16 bittiä, jolloin lähetyksessä voi-
daan määritellä kohdekanava ja muunnettava arvo (4+12 bittiä).
Rekistereihin luetaan FILO-periaatteella (first in, last out) väylästä receive (RX) -re-
kisteriin kunnes koko viesti on saatu vastaanotettua. Samalla laite vastaa kirjoittamalla
transmit (TX) -rekisteristään väylään bitti kerrallaan. Kun kaikki data on vaihdettu, 
master lopettaa kellosingnaalin tuottamisen jolloin tiedon siirto loppuu ja saadut vies-
tit tulkitaan ohjelmakoodissa rekistereistä. SPI:n protokollassa ei ole kuittausta laittei-
den välillä lähetyksestä ja vastaanotosta, joten tiedon perillemenosta ei ole varmuutta 
laitteiden välillä.
3.1.5 Piirikortti ja sen komponentit
Digitaali-analogiamuunnin
Jatkuvan, vaihtelevan ja äärettömän tarkan arvon muuttaminen tulkittaviksi määrälli-
siksi arvoiksi kutsutaan diskretoinniksi. Analogia-digitaalimuuntimen (A/D-muunnin, 
SPI Master
siirtorekisteri
kello
SPI Slave
siirtorekisteri
MOSI MOSI
MISO MISO
SCLK SCLK
SS SS
Kuvio 7. Tarkempi kuvaus SPI-mallista.
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ADC) diskreetion avulla muutetaan jatkuva sähköinen käyrä signaaliksi, jota tietokone
ymmärtää. Digitaali-analogiamuunnin (D/A-muunnin, digital to analog converter, 
DAC) taas on komponentti, joka muuntaa digitaalisen signaalin (bitit) analogiseksi 
jännitteenvaihteluksi eli tekee diskretoinnin käänteistä toimintaa.
Koska yksikään komponentti ei ole optimaalinen vaan tuotannossa ja käytettävissä 
osissa on omat rajoitteensa (nopeus, häiriönsieto, laatu), joudutaan tyytymään muun-
noksissa tiettyyn tarkkuustason likimääräistykseen eli approksimaatioon (approxima-
tion). Muunnoksessa saavutetaan sitä tarkempi approksimaatio, mitä suuremmat 
muuntimen näytteenottotaajuus ja (amplitudi-)resoluutio ovat.
Resoluution M bittimäärä kertoo erotettavien eri tasojen määrän. Koska bitin arvol-
la on kaksi mahdollisuutta, 0 tai 1, M -bittisellä muuntimella on N=2M tasoa eli 
arvot 0…2M−1 ( −1 koska tietojonkäsittelyssä ensimmäinen paikka on nollas).
Sisäisesti jokaista resoluution bittiä muuntimessa edustaa kytkin, joka on joko kiinni 
(1) tai auki (0). Kytkin ohjaa kiinni ollessaan huippujännitteen sisäisillä vastuksilla 
suoritettavaan jännitteenjakoon ja kaikkien jännitteenjakajien osajännitteiden summa-
na muodostuu ulostulon jännite U out . Kuvio 8 esittää DA-muuntinen kanavia. Ku-
vion OUT x  on sama kuin U out .
A/D-muuntimella muunnosnopeus f s=
1
T
(sample rate, muunnosta sekunnissa, S/s 
eli samples per second) kertoo, montako näytettä otetaan ja muunnetaan sekunnin ai-
kana. D/A-muuntimella muunnosnopeuden määrittelevät nousunopeus ja asettumisai-
DAC OUT X
SCLK
DATA in
LDAC
FS
Kuvio 8. Digitaali-analogiamuunnin ja 
tärkeimmät kanavat vasemmalta ylhäältä alas: 
kello, datasyöte, tahdistus ja siirto sekä oikealla 
ulostulo.
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ka t s (settling time) eli aika, jona numeerisesta rekisterin arvosta muodostetaan 
ulostuloon seuraava jännitearvo tietyn sietorajan rajoissa (ks. Kuvio 9). Muunnosno-
peus, maksimaalinen nousunopeus ja asettumisaika ilmoitetaan komponentin dataleh-
dellä.
Tulosta voivat vääristää mm. laskostuminen (aliasing), kohina (noise), poikkeamat lu-
kemissa tai lukuväleissä (jitter ja aperture error sekä kvantisointivirheet, esim. reaali-
lukujen muuntaminen tietyn lukuvälin kokonaisluvuiksi kuten perässä nähdään) tai hi-
das jännitteen nousunopeus (slew rate). Suurin mahdollinen resoluutiosta johtuva 
kvantisointivirhe on ±1
2
Q(LSB) ylä- tai alakanttiin (Duke 2013; Understanding 
Data Converters 1995). D/A-muuntimen merkittävimmät virheet ovat suhteellinen 
tarkkuus (integraalinen epälineaarisuus) INL (integral nonlinearity error) ja differen-
tiaalinen epälineaarisuus DNL (differential nonlinearity error), joista INL ilmoittaa, 
paljonko muuntimen antojännite poikkeaa korkeintaan ideaalisen siirtofunktion suo-
rasta kuvaajasta, ja DNL on kahden peräkkäisen todellisen pisteen maksimaalinen 
poikkeama. Molemmat luvut annetaan yleensä askelkorkeuden osina.
Askelkorkeus voltteina jokaista tasoa kohden saadaan kaavasta 1.
Q=
EFSR
N
(1)
LDAC
OUT x
t s
± 0,5 Q(LSB)
Kuvio 9: LDAC-kanavan laskiessa ulostulon 
asettaminen käynnistyy. Asettumisaika kuvaa aikaa 
laskevan reunan ja lopullisen ulostulon arvon välillä.
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, jossa N=2M  on tasojen määrä ja
EFSR=U MAX−U min  on käytettävissä oleva jänniteväli.
Q :sta näkee myös nimitystä LSB .
Muunnettaessa lukuarvo jännitteeksi U  (DA-muunnin) käytetään kaavaa 2.
U=Q⋅N ADC=
EFSR⋅N ADC
N
(2)
ja kun volttimäärä muunnetaan lukuarvoksi N ADC  (AD-muunnin), saadaan lukuar-
vo jännitteelle kaavalla 3.
N ADC={N ,kunU >V CC0,kunU≤0⌊UQ ⌋=⌊ U⋅NEFSR ⌋muutoin (3)
jossa luku katkaistaan (pyöristetään alas) kokonaisluvuksi.
Muuntimia voidaan ohjata esimerkiksi SPI-sarjaportilla. Kellopulssi- ( SCLK ), tah-
distus- ( FS , frame sync), siirto- ( LDAC , latch DAC) sekä datasyöte- ( Din ) 
ja ulostuloportit ( OUT x ) ovat tärkeimmät portit (ks. Kuvio 8) muuntimissa. Kun 
master on määritellyt muuntimen asetukset, kellopulssi tahdistaa datansiirron: tietyn 
taajuuden mukaan kellopulssi laskee ja nousee.
Maksimaalinen kellopulssin taajuus saadaan kellopulssin keston avulla yhtälöstä 4.
f SCLK , MAX=
1
tw
Hz (4)
, jossa tW=tw ,high+tw ,low eli pulssin leveys (kesto)
ja teoreettinen maksimaalinen päivitystaajuus ulostulolle kaavalla 5.
f update=
1
tupdate
=
1
W⋅tw
Hz (5)
, jossa W kuvaa sanapituutta (8 bittiä, 16 bittiä jne.).
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Kuvio 10 esittää päivitysajan ja kellopulssin aikajanalla. Laskeva tahdistuskanavan 
reuna käynnistää bittien luvun kellopulssin mukaan. Reunat on piirretty pystysuorien 
sijaan (liioitellun loiviksi) nousuiksi ja laskuiksi kuvaamaan komponentin virheistä ja 
fysiikasta johtuvaa viivettä.
Passiivikomponentit
Yleisimmät komponentit elektroniikassa ovat passiivikomponentteja: vastukset, kon-
densaattorit ja kelat, joilla esimerkiksi rajoitetaan piirin jännitettä tai virtaa tai varas-
toidaan sähköenergiaa.
Vastuksien avulla voidaan tulojännitteestä muodostaa haluttu lähtöjännite niin sanotun
jännitteenjakajan avulla: kahden vastuksen väliin sijoitettuun pisteeseen jää vastusten 
kokojen suhteessa jännitettä ja loppujännite ohjautuu maahan. Loppujännite saadaan 
kaavalla 6.
U out=U i n⋅
R2
R1+R2
(6)
Vastuksesta toinen käytettävä nimitys on kuorma. Kaikki kytkennät, johdot ja kompo-
nentit muodostavat yhdessä myös kuormaa, vaikkeivät varsinaisesti olisikaan vastus-
komponentteja. Tämä tulee ottaa huomioon esimerkiksi, kun kytkennässä käytetään 
kondensaattoria: vastus ja kondensaattori yhdessä muodostavat suotimen.
t w, low t w, high
SCLK
FS
D IN
1 2 3 4 16
t update
Kuvio 10. Kellopulssi, tahdistus ja datasyöte samassa aikajanassa.
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Kondensaattori on komponentti, jossa vaipan sisällä on kaksi metallilevyä ja niiden 
välissä johtamatonta ainetta (eriste). Kondensaattorin toinen levy varautuu, kun siihen 
johdetaan sähkövaraus ja komponentti varastoi sähköenergian. Kondensaattoreita käy-
tetään esimerkiksi tasaamaan jännitteenvaihtelua ja suodatuksessa. Niin kutsutun reak-
tanssin takia kondensaattori johtaa sitä paremmin, mitä korkeampi on jännitteen taa-
juus. Tasavirtaa kondensaattori ei päästä läpi ollenkaan; kytkemällä kondensaattori 
signaalin ja kuorman väliin se suodattaa jännitteestä tasavirtakomponentin pois ja jän-
nitetaso siirtyy 0-tasoon. (Smith 1987.)
Operaatiovahvistimet
Operational amplifier (op-amp) on analoginen mikropiirikomponentti, jonka avulla 
voidaan piirissä suorittaa esimerkiksi signaalin vahvistusta tai vaimennusta sekä usean
signaalin yhteen-, vähennys-, integraatio- ja differentiaalilaskuja. Tyypillisessä operaa-
tiovahvistimessa on invertoiva ( U i n−  tai U− ) ja ei-invertoiva ( U i n+  tai
U+ ) sisäänmeno ja ulostulo ( U out ). Op-ampissa on myös navat käyttöjännitteel-
le ( U s+  ja U s− ) ja mahdollisesti viitejännite ( Ref  tai U ref ) ja/tai tasonsiir-
tojännite (Offset). Op-ampit voivat käyttää ja vertailla sekä tasa- että vaihtojännitettä. 
Sisäisesti operaatiovahvistin koostuu vastuksista, transistoreista ja kondensaattoreista, 
joiden seurauksena sillä on impedanssi ( Z ).
Operaatiovahvistimen ulostulo määräytyy sisääntulojen erotuksen ja vahvistuksen 
suuruuden mukaan kaavalla U out=A⋅(U−−U+) . Vahvistuksen määrää kuvaa vah-
vistusaste A (gain, käytetään myös G ).
Todellisuudessa näihin arvoihin ei aivan päästä olosuhteista riippuen ja toteutuksiin 
valitaan arvoiltaan sopivat komponentit. Operaatiovahvistimia koskee kaksi sääntöä: 
Operaatiovahvistimen sisääntuloissa ei ideaalitilassa kulje virta sisään eikä ulos. Tästä 
syystä sisääntulo ei rasita tai luo häiriöitä siihen kytkettyihin komponentteihin. Lisäksi
operaatiovahvistin pyrkii mukautumaan (saavuttamaan tasapainoaseman) niin, että si-
sääntulojen välinen jännite olisi nolla volttia negatiivisen takaisinkytkennän takia. 
Tätä toimintaa käytetään hyödyksi vahvistuksessa.
Yksinkertaisin vahvistinpiiri on jännitteen seuraaja eli aktiivinen puskuri. Koska seu-
raajassa ulostulo on kytketty takaisin invertoivaan sisääntuloon, jännitteiden sama 
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suuruus saavutetaan ulostuloa muuttamalla. Koska ulos- ja sisääntulo on kytketty pel-
källä johtimella, vahvistusta ei ole ( A=1 ) ja ulostuleva jännite on aina sama kuin 
sisääntuleva U out=U+ . Seuraaja voidaan laittaa herkän mittalaitteen ja muun, mah-
dollista häiriötä tai kuormaa aiheuttavan piirin väliin, jolloin kuormasta huolimatta 
virta ja teho riittävät tarjoamaan halutun jännitetason ulostulolle. (Smith 1987.)
Suodattimet
Signaalissa voi esiintyä ulkopuolisten häiriötekijöiden, komponenttien laadun tai esi-
merkiksi aivan suunnitellusti ylimääräisiä signaalin osia eri taajuuksilla. Kyseessä voi 
olla oikea häiriö tai vain signaalin osa, jota ei enää myöhemmin tarvita tai se halutaan 
muuten poistaa, ennen kuin signaalia aletaan vahvistaa. Herkät komponentit myöhem-
min samassa tai toisessa piirissä saattavat joutua epätoivottuun tilaan tai tulkita tulok-
sia väärin, jos vahvistetut virhetaajuudet signaalissa pääsevät läpi. Kohdetaajuusalue 
on yleensä tiedossa, jolloin voidaan rajata pois ei-toivotut taajuudet, jolloin kohina vä-
henee ja tarkkuus paranee.
Taajuuksien poistamiseen käytetään suodattimia (tai suotimia), jotka koostuvat vastuk-
sista, keloista ja kondensaattoreista (passiivinen suodatin) sekä operaatiovahvistimista 
(aktiivisuodatin). Suodatusta voidaan tehdä myös digitaalisella suodattimella ohjel-
mallisesti.
Käyttämällä ylipäästösuodatinta piiriin syötetty signaali vaimenee sitä voimakkaam-
min, mitä enemmän se alittaa halutun rajataajuuden f 0 . Yksinkertaisimmillaan suo-
dattimessa on vastuksen ( R ) ja kondensaattorin ( C ) sisältävä kytkentä, jonka 
suodatus perustuu siihen, että matalilla taajuuksilla kondensaattorin läpi kulkee vähän 
virtaa, vastuksen yli on vähäinen jännitehäviö ja ulostulojännite ei juuri laske eli sig-
naali ei juuri vaimene. Suurilla taajuuksilla kondensaattorin läpi kulkee lopulta lähes 
kaikki virta. (Smith 1987.) Vaimennuksessa yksikkönä on desibeli dB, joka on logarit-
minen yksikkö. RC-piirin vaimennusta kuvaa kaava 7.
f r(−3 dB)=
1
2π R C (7)
, jossa R  on vastuksen koko ja
C  on kondensaattorin koko.
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Kaavan mukaan taajuuden ollessa f r  signaali on vaimentunut −3dB  ja sitä suu-
remmilla taajuuksilla vaimennus on −20dB  jokaista dekadia (logaritmistä kym-
menkertaa) kohti (suodattimen jyrkkyys). Kaistanleveys  BW  (bandwidth) on taa-
juusväli kahden taajuuden välillä, jolla vaimennus on 0. ..−3dB .
4 Suunnittelu ja kehitys
4.1 Komponenttien valinta
Texas Instruments TLV5608
DA-muunnin on oleellinen komponentti, koska Pi ei osaa tuottaa aidosti vaihtelevaa 
jännitettä GPIO-pinneistään, vaan se tukee ainoastaan hitaille komponenteille tarkoi-
tettua pulssinleveysmodulaatiota (PWM), jossa kohdelaitteen hitaan sopeutumisno-
peuden takia päällä/pois-ajanjaksojen suhde saa hitaalle kohdelaitteelle havaitsemaan 
tietyn jännitetason. Sykepantojen komponentit ovat aivan liian nopeita tällaiselle ta-
valle säätää jännitettä.
DA-muuntimeksi valikoitui Texas Instrumentsin TLV5608IDW, joka on 8-kanavainen
(kahdeksan eri ulostuloa), 10-bittinen ja matalatehoinen, nopean vasteajan muunnin. 
Käyttöjännite komponentille on 2,7 ja 5,5 voltin välillä. Datalehti kertoo, että kompo-
nentti käyttöö SPI-yhteensopivaa siirtoväylää sen ohjaukseen (8-Channel, 12-/10-/8-
Bit, 2.7-V TO 5.5-V Low Power Digital-to-Analog Converter with Power Down 
2000). Komponentti sopii Raspberryn 3,3 sekä 5 voltin käyttöjännitepinneihin ja yh-
teydenpitomenetelmä on sopiva. 8-kanavaisuus on hyvä lisä, koska silloin ohjausyk-
sikkö voisi tuottaa samaan aikaan kahdeksaa eri sykettä.
Muunnin käyttää ulostulon jännitettä laskiessa kaavaa
OUTx=Uref⋅
value
0x100016
[V ] (8)
, jossa Uref on viitejännite (voltteja) ja
value on lukuarvo välillä 0x00016...0xFFC16 .
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0x -alkuiset luvut tarkoittavat ohjelmoinnissa 16-kantaisia lukuja (heksadesimaale-
ja): 0x100016=209610  ( 2
12 ), 0x00016=010  ja 0xFFC16=409610 .
Muunnin käyttää 16 bitin sanoja (ks. Taulukko 1), jotka koostuvat 4 bitin osoitetiedos-
ta (alla A3...A0) (kanava A-H) ja 12 bitin arvosta (D11...D0).
Taulukko 1. Muuntimen käyttämän 16-bittisen sanan muoto
1. tavu 2. tavu
osoite data
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
A3 A2 A1 A0 D11 D10 D9 D8 D7 D6 D5 D4 D3 D2 D1 D0
Jokaiselle kanavalle A ... H  on oma nelibittinen arvonsa (
0000=A ...1111=H ), jonka perusteella loput bitit ohjataan oikean kanavan re-
kisteriin. TLV5608 jättää arvo-osasta kaksi viimeistä bittiä (D1 ja D0) lukematta, jol-
loin ns. bittisiirron seurauksena edellä mainittu arvoväli ei olekaan kymmenkantaisina 
lukuina 0. ..4092  vaan 0. ..1023  ( 0. ..210−1 ). Muoto lähetettävälle datalle saa-
daan kaavalla 9.
tx = (address << 12) + (data << 2) (9)
, jossa tx on lopullinen arvo (ks. kaavan 8 value )
Taulukko 2 esittelee komponentin tietoja datalehteä mukaillen.
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Taulukko 2. DA-muuntimen tietoja (8-Channel, 12-/10-/8-Bit, 2.7-V TO 5.5-V Low 
Power Digital-to-Analog Converter with Power Down 2000).
vähintään odotettu korkeintaan
Käyttöjännite 
[V]
kun 5 V 4,5 5 5,5
kun 3 V 2,7 3 3,3
Kytketty kuorma [kΩ] 2
Kellotaajuus [MHz] 30
Resoluutio [bittiä] 10
INL ±0,5 LSB ±2LSB
DNL ±0,1 LSB ±1LSB
Asettumisaika 
[µs] ääriarvosta
toiseen
nopea tila 1 3
hidas tila 3 7
Nousunopeus 
[V/µs]
nopea tila 4 10
hidas tila 1 3
Muunnin tukee kahta nopeusasetusta, µC (mikrokontrolleri) ja DSP (digitaalinen sig-
naalinkäsittely), josta riippuu mm. asettumisaika ja nousunopeus. Kun valintapinni on 
kytkettynä, nopeampi mikrokontrolleritila on kytkettynä. Muutoin DSP-tila on päällä.
SPI-yhteensopiva väylä käyttää FS -, SCLK -, Din - ja LDAC -portteja oh-
jaamiseen, jotka vastaavat toiminnaltaan suurinpiirtein SPI-väylän SC -, SCLK -
ja MOSI -portteja. Väylä vastaa kuviossa 10 esiteltyä: kun FS  laskee, dataa lue-
taan siirtorekisteriin kunnes 16 bittiä on siirretty. Tämän jälkeen osoitetiedon perus-
teella arvobitit siirretään kohdekanavan rekisteriin odottamaan, että asynkronisesti 
(epätahdistetusti riippumatta kellopulssista) LDAC -liitin on pois päältä, jolloin ku-
vion 9 mukaisesti ulostulojännite muodostetaan kohdeporttiin. DA-muuntimen siirron 
tahdistus vastaa SPI-moodia 01 .
Ajallisesti komponentti on erittäin tarkka: tiettyjen pulssien reunojen välillä kompo-
nentilla on ehtoja, joiden tulee tapahtua 5−10ns  tarkkuudella. Esimerkiksi jos
FS  nousee liian aikaisin ylös, siirto keskeytetään ja jo siirretty data hylätään, jol-
loin myöskään ulostuloihin ei koskaan synny jännitettä.
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4.2 Ohjelmistokehitys
Python päätyi käytettäväksi kieleksi, koska se on yleiskäyttöinen, helppo oppia ja sille
löytyy laaja tukiyhteisö sekä sen toteutuksesta suora tuki mahdollisille C:llä kirjoite-
tuille metodeille suoritin- tai muistikiriittisissä operaatioissa. Lähdekoodien hallinnas-
sa käytettiin git-versionhallintaa ja kehitysympäristönä monipuolista PyCharm-ohjel-
mistoa Linux-tietokoneella.
Ohjelmiston toimintaa testattiin unittest-moduulin avulla kirjoitetuilla yksikkötesteillä.
Testit löytyvät repositiosta lähdekoodien lisäksi erillisestä tests-kansiosta, josta niitä 
voidaan ajaa komennolla
(env) $ python3 -m unittest [testin nimi] .
5 Toteutus, käyttö ja jatkokehitys
5.1 Vaatimukset ja lähtökohdat
Ainut vaatimus työlle oli, että jo olemassa olevia eri tiedostoformaateissa olevia RRI-
aikasarjoja (Firstbeat Export .fbe, Suunto Data File .sdf tai tietyn rakenteen omaava 
CSV-tiedosto .csv) voisi käyttää tuotoksen avulla uudestaan. Kielten tai muiden tek-
niikoiden osalta tilaajalla ei ollut vaatimuksia.
Asiakkaalta löytyi tiloistaan n. 10 vuotta vanha sykegeneraattori, jonka korvaajaksi 
tuotosta haluttiin. Vanha generaattori tuotti vain sykleissä kiinteän muotoista aaltoa 
eikä sitä ollut mahdollista käyttää monimutkaisen sykkeen generointiin. Vanhan lait-
teen perusrakennetta käytettiin uuden tuotoksen suunnittelussa.
Koska tuotosta käytetään ohjelmistojen ja laitteiden testaamiseen ja laadun valvon-
taan, tärkeää oli, että samalla aikasarjalla saataisiin RR-kestoiltaan joka kerta saman-
lainen signaali.
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5.2 Ohjelmiston toteutus
Ympäristönä toimii Linux-laite, joten ohjelmakoodissa ja eri tiedostonhallinta- ja ko-
mentokäsittelyissä ei ole otettu huomioon (joskin Python osaksi tukee alustariippu-
mattomia toimintoja) kuin Linux-käyttäjärjestelmän erityispiirteet. Koodia ei ole siis 
mahdollista siirtää esimerkiksi Windows®-ympäristöön. Siirrettävyyttä rajoittaa tie-
tysti myös itse piirikortin rakenne, joka tarvitsee GPIO-pinnit tiedonsiirtoon eikä käy-
tä esimerkiksi USB-väylää.
Koodia kirjoittaessa on otettu huomioon koodin helppo laajennus ja jatkokehitys. Toi-
minnallisuudet on abstraktoitu mahdollisimman korkealle tasolle käyttämällä rajapinta
(interface) -tyyppisiä luokkarakenteita sillä tavalla kun duck-tyypitystä käyttävä Pyt-
hon voi niitä tukea. Koodiin on myös laitettu kommentteja ja funktiot on dokumentoi-
tu docstring-kommenteilla. Työkielenä on englanti.
Ohjelmiston kehitys alkoi sydänsähkökäyrän karkean mallin algoritmin luomisella 
sekä ”sydämen” ohjelmoinnilla. Käyrän havainnointiin kirjoitettiin pieni kuvaajaohjel-
ma käyttäen matplotlib-moduulia (ks. Kuvio 11).
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Kuvio 11. Kuvaajan tarkasteluun kirjoitetun pienoisohjelman 
terminaalituloste (yllä) sekä matplotlib-moduulin luoma ikkuna, jonka 
kuvaajassa näkyy generoitu luonnollisen kaltainen EKG (sininen) sekä 
viimeisin jälkikäteen signaalista tunnistettu R-piikki.
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Koska tiedossa on kahden peräkkäisen R-piikin erotus ja oletetut ajalliset kestot muil-
le aalloille, EKG-käyrän luomisen vaiheet ovat seuraavat:
1. Kirjoita tuloslistaan 500 millisekuntia perustasoksi määriteltyä lukuarvoa. Tu-
loslistassa jokainen indeksi vastaa yhtä millisekuntia; 1000 indeksiä vastaa 
yhtä sekuntia.
2. Hae listasta seuraava RR-kesto millisekunteina.
3. Kirjoita perustason lukuarvoa tuloslistaan yhtä monta kappaletta kuin RR-kes-
to. Perustaso, niistä kohti kuin sitä ei myöhemmin ylikirjoiteta, vastaa EKG-
käyrän tasaisia vaiheita. Jos asetuksiin on määritelty, perustasossa on mukana 
juokseva perustason poikkeama (baseline wander), joka nostaa ja laskee perus-
tasoa tavalla, joka mukailee fysiologisia muutoksia.
4. Laske QRT-poikkeaman kesto sekä piikkien arvot suhteessa lukuväliin ja pe-
rustasoon. Tuloslistan indeksiä siirretään taaksepäin QRT-poikkeaman keston 
verran ja poikkeaman lukuarvot ylikirjoitetaan listaan.
5. Laske P-aallon kesto ja huippuarvo. Tuloslistassa hypätään QRT-poikkeaman 
edelle, indeksiä vähennetään aallon pituuden verran ja ylikirjoitetaan lukuar-
vot.
6. Laske T- (ja U-) aallon kesto ja arvot. Tuloslistassa siirrytään QRT-poikkea-
masta seuraavaan indeksiin ja ylikirjoitetaan seuraavat arvot.
7. Jos RR-välejä on lisää, toistetaan vaiheet 2 – 6.
8. Jos asetuksiin on määritelty, koko tuloslista käydään läpi ja jokaiseen arvoon 
lisätään satunnainen häiriö (noise), joka mukailee aitoa nauhoitustilannetta.
Kuviossa 11 sininen käyrä esittää generoitua signaalia, josta näkyy mm. R-piikki, T- ja
U-aallot sekä edellä mainitut perustason poikkeama ja häiriö.
Kun sydänkäyrän karkea malli oli valmiina, seuraava vaihe oli kirjoittaa tuki vaadittu-
jen tiedostoformaattien käytölle: muun muassa. Firstbeat Export, Suunto Data File ja 
CSV-tiedostot olivat käytössä tilaajalla, joten ensiversiossa niille tarvittiin logiikka. 
Edellä mainitut formaatit ovat kaikki täysin erilaisia, joten ohjelman tarvitsee ensinnä-
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kin tunnistaa, minkälaista tiedostoa sille tarjotaan. Logiikka käyttää tunnistamiseen 
yhdistelmää niin sanotuista magic byte -tavuista, tiedoston päätteestä ja varsinaisesta 
sisällöstä. Tyyppitavut löytyvät jokaisen tiedoston alusta ja Pythonin python-magic-
moduuli tarjoaa tuen tavujen tunnistamiseen. Logiikka päättelee, löytyykö tarjotulle 
tiedostolle tuki ja keskeyttää ajon, jos tukea ei löydy. Tiedostoja lukeva logiikka on to-
teutettu niin, että siihen on myöhemmin helppo lisätä tuki muillekin tiedostoformaa-
teille ilman, että muuta ohjelmalogiikkaa tarvitsee muuttaa.
Luokan perustoiminta on seuraava: oliota luotaessa sille annetaan polku haluttuun tie-
dostoon ja tarkistetaan, että kyseinen polku on olemassa. Tiedoston tyyppi tarkistetaan
ja sen perustiedot (polku, tiedostomuoto ja -koko) otetaan talteen. Jos tiedostoa ei löy-
dy, sitä ei saada luettua (tiedostolla ei ole lukuoikeuksia tai se on korruptoitunut) tai 
on jotain ei-tuettua muotoa, toiminta keskeytetään. Muutoin sen sisältö luetaan muis-
tiin, parsitaan ja palautetaan tuloslista, jossa on kaikki tiedoston sisältämät RR-välit 
aikasarjaoliona, joista sydän-luokka osaa generoida EKG-käyrää. Tässä versiossa tie-
dostojen tietoja ei tallenneta erikseen väliaikaiseen säilytykseen esim. Pythonin seria-
lisointimoduulin, pickle'n, tai tietokannan avulla, mutta ominaisuus on mietinnässä tu-
leviin versioihin.
Saatuaan listan RR-välejä sydän-luokka muodostaa aina tarpeen vaatiessa uuden pät-
kän EKG-arvoja. Toteutus käyttää ns. manageri-mallia Pythonin multiprocessing-mo-
duulin avulla, jossa aina tarpeen vaatiessa manager-luokka aloittaa aliprosessin ja sen 
valmistuessa lisää lasketut arvot jonoon käytettäväksi. Malli ei estä alkuperäisen sy-
dän-luokan koodin suoritusta, vaan se jatkaa normaalia suoritustaan, koska ns. worker 
ajetaan omana prosessinaan (sillä on sama suoritusympäristö kuin alkuperäisellä pro-
sessilla oli, mutta niiden prosessien toiminta on täysin itsenäistä ja PID on eri). EKG-
käyrän generointi oli pakko hajauttaa osiin, koska Pi:n kokonaismuisti on rajallinen, ja
testidatan perusteella neljän tunnin RRI-datasta tuloksena oli 500 Mt:n sydän-olio 
muistissa. Käyttöjärjestelmä ja muu tuotoksen koodin suoritus itsessään tarvitsee 
muistia ja kaikki muukin laskenta ja toiminta tarvitsee sitä, joten kompromissina 
muistin ja prosessorikäytön suhteen laskentaa tehdään useammin, joka kasvattaa suo-
ritinkäyttöä, mutta kerralla muistissa on paljon vähemmän dataa.
EKG-käyrää tuottavalle metodille voidaan antaa arvona, montako kokonaista sykäh-
dystä kerralla lasketaan muistiin. 1000 sykähdyksen generointi testin mukaan kestää 
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keskimäärin 0,415 s=415 ms , joten aivan reaaliaikaisessa käytössä tarpeen mukaan 
laskenta ei ole optimaalista. Tuotoksen käyttötapauksessa tämä on kuitenkin hyväksyt-
tävää, koska arvoja tarvitaan 1ms intervalleilla, jolloin aina uusi arvo lähetetään 
SPI-väylällä DA-muuntimelle. Lisäksi uusien arvojen laskenta laukaistaan, kun edelli-
sen tuloslistan puoliväli on ohitettu, jolloin, jos kerralla laskettavien sykähdysten mää-
rä on yli 500, laskenta kerkiää hyvin loppua ennen kuin arvoja jo tarvittaisiin. Bench-
mark-tulokset löytyvät kappaleesta 5.4.
SPI-väylän käyttöön kirjoitettiin yksikertainen kääreluokka spidev-moduulia käyttäen,
joka puolestaan on Python-toteutus Linux-käyttöjärjestelmän spidev-kirjaston ympä-
rille. Kääreluokka sisältää metodit yhteyden alustamiselle DAC:in käyttämillä asetuk-
silla sekä väylään kirjoitukselle ja sulkemiselle: kääre hoitaa siirtopuskureiden käsitte-
lyn automaattisesti.
Väylän käsittely tapahtuu käyttäen spi.xfer-metodia, joka ottaa parametrina arvon, 
joka välitetään väylää pitkin kohdelaitteelle (Baumann n.d.; Raspberry PI SPI interfa-
ce n.d.). Koska käytetty DA-muunnin tarvitsee vielä erillisen pulssin, jolla kaikkien 
arvot asetetaan sen hetkisten rekisterin arvojen perusteella ulostuloille, kääre käyttää 
erikseen yhtä GPIO-pinniä alhaalla.
Luokka suorittaa yhteyttä avatessaan testit sille, tukeeko järjestelmä SPI-väylää, onko 
SPI-moduuli aktivoitu käyttöjärjestelmässä ja onko käyttäjällä oikeudet käyttää väy-
lää. Testit voi myös ajaa erillisellä työkalulla komentorivillä diagnosointitarkoitukses-
sa (ks. Kuvio 12).
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Kaiken toiminnallisuuden yhdistämiseksi on yksi yhteinen luokka, joka hallinnoi läh-
detiedoston käsittelyn, aikasarjojen muodostuksen, niiden perusteella EKG-käyrän 
muodostamisen, SPI-yhteydenpidon sekä toiminnan lokittamisen. Skripti on nimeltään
pulsed. Se on daemon, jonka komentorivikäyttöliittymän (CLI) kautta prosessin saa 
käynnistettyä, lopetettua ja sen tilaa saa tarkasteltua.
CLI:tä (ks. Kuvio 13) saa käytettyä suoraa terminaalissa, kuten kuvassa tai esimerkik-
si toisesta Python-skriptistä aliprosessina. Käyttöliittymä näyttää täydet tiedot tilastaan
sekä käynnissä että pysähtyneenä. Näkymä näyttää prosessin tilan, sen ajonaikaisia 
tietoja sekä viimeiset rivit sen lokista. Parametrit voidaan myös antaa erillisen tiedos-
ton sisällä, jolloin pulsed'n käyttö esimerkiksi automaattisten robottitestitapausten 
kanssa helpottuu.
Kuvio 12. Testityökalu näyttää, mitkä SPI-tiedonsiirtoon liittyvät osat eivät toimi. Testi
on ajettu Linux-käyttöjärjestelmässä tavallisella tietokoneella, joilloin osa testeistä ei 
mene läpi. Jokainen testi tulostaa epäonnistumisen syyn.
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Tuotoksessa on myös verkkokäyttöliittymä, jonka kautta voidaan hallinnoida RRI-tie-
dostoja ja pulsed-prosessia. Kuvio 14:n käyttöliittymä näyttää pulsed-prosessin tilan 
("running") sekä muita tietoja järjestelmästä. Verkkokäyttäliittymä kirjoitettiin käyt-
täen flask-moduulia, jonka palvelinkoodissa kutsutaan pulsed-sktiptiä aliprosessina. 
flask on kevyt, avoimen lisenssin (BSD-lisenssi) kehityskirjasto (framework) HTTP-
liikenteen käsittelyyn, joka laajentaa Pythonin WSGI-rajapintaa (Ronacher 2017). En-
simmäisen version käyttöliittymä on hyvin keskeneräinen.
Kuvio 13. pulsed-prosessin esittämät tiedot.
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Kuvio 14. Verkkokäyttöliittymä.
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Ohjelmisto koostuu useasta osasta ja siksi sen asennukseen kirjoitettiin ensinnäkin 
koodit versionhallinnasta kohdekoneelle hakeva download_latest -skripti 
joka noutaa ja purkaa viimeisimmän version palvelimelta. Lisäksi varsinainen asen-
nusskripti muun muassa lisää käyttäjälle tarvittavat oikeudet, luo tarpeellisia tiedostoja
sekä asetuksia. Skripti ajetaan komennolla
(env) $ sudo python3 -m install . Vaiheittainen asennus on kuvattu 
koodin mukana tulevassa README.md-tiedostossa, jonka sisältöä esittelee Liite 1.
5.3 Ohjausyksikön valmistelu ja piirikortin 
toteutus
Piirikortin lähtökohtana oli, että se saa käyttöjännitteen ja viestii Raspberry Pi:n 
GPIO-pinnien avulla. GPIO-pinnien käsittelyä varten Pi:lle asennettiin RPi.GPIO- ja 
SPI-väylää varten spidev-moduulit.
Piirikortin toiminnan simulointi tehtiin tutulla LTspice-ohjelmalla, jonka simulaatio 
vastaa realistisesti todellisen maailman toteutusta. Kuviossa 15 näkyy EKG-käyrä 
(vastaa Pi:ltä SPI:n yli syötettävää signaalia), joka kulkee komponenttien läpi syke-
nannoille. Kytkentäkuvassa RL  kuvaa kuormaa, joka on mitattu nykyisen pulssige-
neraattorin sykevöiden kytkentään tarkoitetun penkin rimojen välillä: noin 50-sentti-
sen yksittäisen riman päiden välillä kuorma on 160Ω  ja molempien rimojen välillä
kuorma on noin 150Ω .
39
Pi:n käyttöjännite on 5 volttia, mutta lopullinen sykepannoille syötettävä EKG-käyrä 
vaihtelee −1,5 ja 1,5 mV :n välillä, joten kytkentään laitettiin jännitteen jakaja. 
Arvot vastuksille saatiin käyttämällä kaavaa 6. Valittiin R1=20 kΩ  ja kaavalla
R2=R1⋅
U out
U in−Uout
=20kΩ⋅ 3⋅10
−3 V
5V −3⋅10−3V
≈15Ω , jossa U out=3 mV , koska 
vaihtelu tässä vaiheessa kytkentää on nollan yläpuolella.
Kuvio 15. LTspice-ohjelman näkymästä kaapatut ruudut, joissa (ylhäällä) 
kytkentäpiirros ja (alhaalla) käyrät syötettävästä ja lopullisesta signaalista.
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Koska aito EKG-signaali vaihtelee nollan molemmin puolin (eli on vaihtojännitettä) ja
komponenteissa on käytössä tasavirta, kytkentään tarvitaan kondensaattori, joka pääs-
tää lävitseen vain vaihtovirran suodattaen pois DC-komponentin, jolloin vaihteluväli 
siirtyy 0. ..3 mV → −1,5...+1,5mV . Sykevyöt ja penkki aiheuttavat kytkentään 
kuormaa (kuvassa RL ) ja kondensaattori ja kuorma yhdessä muodostavat suodatti-
men. Kondensaattori on mitoitettu kaavasta 7 johtamalla arvoon
C= 1
f c 2πR
= 1
1000 Hz⋅2π⋅160Ω
≈1μF , jolloin se sallii myös oletusarvoa
1000 Hz  matalammat taajuudet.
5.4 Benchmarking ja testaus
Testissä tiedostosta luettiin tiedoston lukija -luokalla tiedostot, jotka sisälsivät kukin 
yllä mainitut määrät RRI-välejä. Välit syötettiin sydän-luokalle, joka muodosti niistä 
EKG-käyrät. Testit ajettiin käyttäen Pythonin memory_profiler-moduulia ja taulukon
3 luvut ovat keskiarvoja useista ajokerroista. Yksikkö luvuilla on megatavu. 20000 
RR-väliä vastasi testidatassa n. neljää tuntia. Keskiarvoksi saatiin 0,02781 Mt  per 
arvo (1000 arvoa sekunnissa) EKG-käyrässä.
Taulukko 3. Testissä selvitettiin, kuinka RRI-aikasarjojen pituus vaikutti muistin 
käyttöön
RRI määrä tiedoston lukijan 
muistinkäyttö [Mt]
sydän-luokan 
muistinkäyttö [Mt]
20 0,167975 0,60156
200 0,052735 5,38477
2000 0,05078 50,22266
20000 0,63281 582,13672
EKG-käyrän generoinnin keston arviointiin kirjoitettiin pieni yksikkötesti, joka käyt-
tää yksinkertaista väliaikoja tallentavaa ajastinluokkaa. Sykähdysten RR-välien määrä
n=100 . Laskenta ajettiin silmukassa ja yksikkönä arvoille on sekunti. Taulukko 4 
esittelee tuloksia.
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Taulukko 4. Ajalliset kestot eri EKG-käyrän luontivaiheissa.
koko suoritus [s] sydämen luonti RRI-aikojen luonti EKG-käyrän 
luonti
0,506 0,076 0,003 0,427
0,420 0,014 0,003 0,403
0,423 0,014 0,003 0,406
0,422 0,014 0,003 0,405
0,430 0,014 0,003 0,414
0,424 0,015 0,003 0,406
0,477 0,014 0,003 0,460
0,428 0,014 0,003 0,412
0,421 0,014 0,003 0,405
0,427 0,014 0,003 0,411
0,438 0,020 0,003 0,415
Ajastettavan EKG-käyrän luonti vastasi normaalia suoritus ohjelmalle, eli se sisälsi 
seuraavien n  RR-välien luvulle, uuden worker-prosessin luonnille, itse EKG-käyrän
laskulle, tulosten serialisoinnille levylle sekä seuraavan (edellä tallennetun) tulostie-
doston deserialisointi levyltä muistiin prosessille valmiiksi käytettäväksi.
6 Lopullinen tuotos: onnistumiset ja 
kehitysideat
Opinnäytetyön tuloksena saatiin toimiva ohjelmisto sekä ensimmäinen versio Rasp-
berry Pi -korttitietokoneeseen liitettävästä signaalin luovasta piirikortista. Python 
osoittautui hyväksi kielivalinnaksi kokonaistyön kannalta, koska sillä saatiin onnistu-
neesti kirjoitettua yhtenäinen koodipohja kaikille tuotoksen osasille. Myös Pi oli hyvä 
valinta ohjausyksikön pohjaksi, koska se sisältää Linux-käyttöjärjestelmänsä ja GPIO-
pinniensä kautta kaiken tarvittavan rauta- ja ohjelmistopohjan.
Linux käyttöjärjestelmänä mahdollisti helpon prosessien tilan ja tietojen tarkastelun 
sekä SPI:n käytön. Ohjelmistojen toteutusta nopeutti kun sai keskittyä suoraa alusta-
riippuvaisen koodin toteuttamiseen eikä tarvinnut miettiä alustariippumattomuutta. 
Python oli tässä myös suuri etu.
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Ainoassa tilaajan asettamassa tavoitteessa pysyttiin ja tuki vaadituille tiedostoformaa-
teille oli helposti toteutettavissa. Myös myöhemmin tarpeen mukaan lisätuki on help-
po toteuttaa joko opinnäytetyön tekijän tai toisen henkilön toimesta sillä koodi on hy-
vin dokumentoitu ja siinä saavutettiin selkeä rakenne. Selkeyteen auttoi suuresti en-
nestään Python-ohjelmoinnista tietämättömälle ohjelmoijalle PyCharm-IDE:n avusta-
vat toiminnot ja Python-yhteisön selkeät ja ylläpidetyt PEP-standardit.
Haasteita prosessin aikana aiheutti muun muassa Raspberry Pi:n rajalliset resurssit, 
kuten matala muistin määrä ja suhteellisen matala ARM-prosessorin kellotaajuus. Ra-
joituksista päästiin kiitettävästi ohi siirtämällä Python-koodin suoritusta worker-pro-
sesseihin ja pitämällä vain osaa signaalin muodostamiseen tarvittavista luvuista muis-
tissa kerralla. Koodiin jäi vielä tältä osin paljon optimoitavaa ja tulevaisuudessa yksi 
jatkokehityspaikoista on tutkia, voidaanko uusia työn teon aikana julkaistuja Pythonin 
moniajoa ja niin sanottua reaktiivista ohjelmoititapaa hyödyntää edelleen pienentä-
mään resurssien käyttöä ajon aikana. Ohjelmiston kehitystä haittasi myös, ettei ohjel-
mistoa voinut sellaisenaan ajaa ja testata millä tahansa tietokoneella sen alustariippu-
vuuksien takia.
Toinen haaste oli saada SPI-viestintä toimimaan. Vaikka DA-muuntimen datalehdellä 
oli kuvaajat ja kuvaus väylän käytöstä, ei Pi:stä löytynyt suoraa vastaavuutta kaikille 
porteille. Nämä ongelmat kierrettiin erillisillä GPIO-porttien käsittelyillä, joskaan täy-
sin optimitilanteeseen näin ei päästy, eikä valittua DA-muunninta saatu toimimaan yh-
teen Pi:n kanssa.
Pi:n teoreettinen GPIO-porttien päivitystaajuus on suurimmillaan arviolta 31kHz , 
jolloin päivitysaika olisi 1
31
kHz≈32μ s . Komponentti hylkää datan siirron, jos esi-
merkiksi FS -portti nousee ylös liian nopeasti. FS  saa nousta ylös vasta
10 ns viimeisen siirretyn bitin jälkeen. Lisäksi RPi.GPIO-moduulin kehittäjän va-
roituksen kyseisen moduulin ja ylipäänsä Pythonin soveltumattomuudesta aikakriitti-
siin toimintoihin perusteella voidaan vetää johtopäätös, ettei valittu yhdistelmä Pi–
Python–SPI–GPIO-yhdistelmä ole tarpeeksi tarkka TLV5608-muuntimen käyttöön. 
Ensisijainen jatkokehityskohde on tuottaa ohjausyksikkö käyttäen joko Pi:n PWM-toi-
minnallisuutta yhdessä RC-piirin kanssa (alkeellinen DA-muunnin) tai valita toinen 
DA-muunnin, kuten Microchip Technologies'in valmistama MCP4922-DA-muunnin, 
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joka todistetusti toimii Pi:n ja Pythonin kanssa, vastaavia toteutuksia löytyy jo valmii-
na.
Opinnäytetyön raportin pääpaino oli ohjelmiston toteutuksen raportoinnissa, mutta ko-
konaiskuvan kannalta siinä esiteltiin myös piirikortin valmistusta. Piirikortista saatiin 
toteutettua vasta testiversio DA-muuntimen käyttöä varten ja suunnitellusta ”hattumal-
lista” jäätiin kauas. Niin sanottu hattu on suoraa Pi:n GPIO-pinneihin naaras-vastakap-
paleella kiinnitettävä piirikortti. Tämä malli mukaan lukien piirikortin komponenttien 
parempi asettelu on tarkoitus toteuttaa myöhemmin.
Tulevissa ohjelmiston versioissa olisi mielenkiintoista toteuttaa EKG-käyrän aaltojen 
erityispiireiden kuten lisälyöntien, aaltojen puuttuminen ja muotojen muuttuminen 
(morfologia) erilaisten patologisten syiden takia sekä aidonnäköisen EKG-käyrän luo-
minen ilman erillistä RRI-lähdetiedostoa.
Jatkokehityskohteina ovat myös WWW-käyttöliittymän viimeistely. Verkkokäyttöliit-
tymä tehtiin lähinnä käyttäjille, joille komentorivi on vieras työkalu. Myöhemmin on 
tarkoitus, että kyseinen ohjelmisto antaa ladata ja hallinnoida myöhemmin käytettäviä 
RRI-aikasarjoja sisältäviä tiedostoja ja suorittaa ajastetusti niiden sisällön luvun.
Jatkossa kattavampien yksikkötestien kirjoittaminen ja git-versionhallinnan tehok-
kaampi käyttäminen kuten esimerkiksi niin sanottujen koukkujen avulla yksikkötes-
tien ajaminen jokaisen versionhallintaan lisätyn version yhteydessä parantaisi jatkossa
koodin siirrettävyyttä ja vähentäisi jo olemassa olevan toiminnallisuuden rikkoutumis-
ta. Lisäksi tulisi kehittää helpompi tapa siirtää uudet ohjelmistoversiot kohdelaitteelle.
Työn aihe oli mielenkiintoinen ja toteuttaminen mielekästä. Koska opinnäytetyönä 
tehty tuotos on aitoon tarpeeseen, toi se lisäintoa laadukkaan lopputuloksen saavutta-
miseen. Työn aiheessa yhdistyivät tekijän kaksi suurta mielenkiinnon kohdetta: tieto-
tekniikka (ja erityisesti ohjelmointi) sekä fysiologia. Opinnäytetyötä tehdessä tietämys
Linux-käyttäjärjestelmästä ja Pythonista sekä fysiologiasta on lisääntynyt ja osaami-
nen ja tietämys yleisesti ohjelmistojen kehittämisestä ja ohjelmoinnista on lisääntynyt.
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