Abstract
Introduction
E-commerce is no longer an infant now. It has reached toddler-hood (Johnson 2005) . According to the statistics of Forrester Research, worldwide total E-commerce was $6,790 billion in 2004. Research and analysis firm Jupiter Research (Business Wire Jan. 17, 2007) has forecasted that US online retail sales will grow by 16 percent in 2007 to reach $116 billion. Over the next five years US online retail will grow at a CAGR of 11 percent reaching $171 billion in 2011. No doubt, these figures imply that E-commerce has become mainstream and matured.
However, researchers and business practitioners noticed that many challenges and problems inhibit the development of E-commerce and hurt businesses' revenue. First, the customer's confidence is low, which leads to low conversion rate. Conversion rate refers to how many visitors turn into actual buyers. A recent Neilsen/NetRatings survey found that the average sales conversion rate among the top 100 retailers is 4.9 percent (Yen 2005) . For many start-up businesses, this rate is less than 1 percent. Second, security is an important issue in Ecommerce. The survey report from Javelin Strategy & Research Survey (2007) indicated that the US total fraud amount is $55.7 billion and the average fraud amount per victim is $6,278 in 2006. In fact, the growth of computer attacks and incidences is exponential. Third, the operation cost of running E-commerce is high. In today's E-commerce, information sharing and capturing are becoming the bottleneck of information flow. Business needs to automate business processes in stores and across the enterprise (Maranville and Brown 2006) and share information with their customers, suppliers and distributors. For example, according to BIGresearch (2005) , 75% of surveyed consumers said they regularly or occasionally go online to research before making an in-store purchase, retailers should respond with multichannel marketing and integration. Those who are not integrating their in-store marketing with online initiatives risk losing incremental sales opportunities.
To gain competitive competence, businesses have to meet the challenges and solve Ecommerce problems. In order to increase customer satisfaction and productivity at a lower cost, many measures can be taken. Besides using promotion activities (such as free shipping, gifts, and discounts) many businesses are turning to differentiation and innovation to attract and keep customers by providing purchase decision support (Ma and Souren 2003) , providing a secure, customer-centric, more interactive shopping experience as well after-sale services such as a return policy. They are attempting to integrate their systems by increasing spending on supply-chain improvements and better store systems and planning applications. In 2006, hardware investments will likely focus on core POS, payment systems, mobile devices, and kiosks to replace aging infrastructure and enable lower operating and maintenance costs, improved store associate performance, and greater consumer satisfaction (Sullivan 2005) .
One successful business case in business process restructuring, system integration, and information sharing is FedEx Kinko. They used to have disparate technologies, standalone systems, and unique customer data canters. This business process led to duplicated data entry, long credit authorization, difficult labour sharing and pricing controls. After they integrated the business process, they are using integrated applications with single shared database. Consequently, they improved labour efficiency, reduced costs, increased flexibility in pricing and accuracy in customer information capturing, optimized workforce sharing, and improved service quality. In general, on the front-end, they improved customer service and increase quality by implementing customer order entry, customer identification, and automated pricing. In the back office, they lowered credit rates, increased labour efficiencies, and removed data entry redundancies. Enterprise-wide, they use a centralized repository to share information and business intelligence to help the decision process. This paper is focused on discussing some of the major emerging technologies and how they can provide opportunities for businesses and help them solve E-commerce problems. Specifically, the nascent technologies that will be introduced include application services, Web Services, grid computing and their combinations. Knowledge of these new technology trends and factors will definitely help businesses in making strategic decisions and thus increase their business sustainability and competitiveness.
Application services
Currently, information technologies/information systems are considered more as services than products. Especially in client/server architecture, the term "service" is used to indicate the ability to make a remote call. With web and Internet technology, software can be hosted remotely on an application server and can be called a service by a client using a web browser. With this concept of information service, business integration needs, and distributed computing technology, the way software applications are designed, architected, delivered and consumed is changing. Information service has a hierarchical structure that consists of several layers. It can either be software applications or components of applications. Among the service-oriented computing technologies, application services were introduced a few years ago.
An application service provider (ASP) is a supplier of application services. Application service provision represents an e-business model of supplying and consuming applications over computer networks. Applications provided by an ASP may be as simple as single software or as complex as an enterprise resource planning (ERP) system. An ASP assumes responsibility for buying, hosting, and maintaining a software application on its own facilities, publishes its user interfaces over computer networks, and provides its clients with shared access to the published user interfaces. The client organizations, on the other hand, subscribe and receive the application services through the Internet or a dedicated network connection as an alternative to hosting the same application in-house.
The ASP model essentially allows organizations to hand over the responsibility of systems deployment or its execution to an outside vendor while still satisfying self-information needs. It reduces the complexity associated with the traditional make-or-buy model while allowing effective control of the deployment costs and risks. On the one hand, an ASP can amortize expenditures over its entire client base, enabling it to improve quality of services, security, and risk reduction measures that individual clients may find cost-prohibitive. On the other hand, client organizations do not incur the costs associated with traditional software implementation, including software license fees, hardware investment, and staffing and training of system administration personnel. They avoid nightly data backup, monthly software updates, loss of data because of local hard drive or server failures, and the need to contract with a technical support group. By eliminating the need to manage hardware, software, information, and personnel, they can focus on their core businesses and free up resources for mission critical applications. By eliminating the need to evaluate, purchase, deploy, and test hardware and software, applications can be up and running in a matter of weeks, instead of months or even years. One successful example of an ASP is Salesforce.com. They provide tools on customer relationship management.
However, customers have generally been dissatisfied with ASP offerings, and many have seen their ASPs go out of business (Susarla, Barua & Whinston 2003; Wendy, Currie, Philip & Graham 2007 ). This is not just because the ASPs were not economically viable, but also because the service model concepts were still fairly new to the software world, and the ASP model itself had some substantive practical issues that hindered its widespread acceptance. First, the ASP model did not meet the need for information integration, especially for data exchange between business partners. It is not uncommon to find business partners running different applications. The increased complexity of integration with other applications was perceived as a weakness of the ASP model. Second, many companies had concerns about trust and security in the ASP model. They were reluctant to put their vital data on a remote server run by unknown providers over the open Internet. Third, many businesses lost the flexibility to control the application because of the centralized and standardized management in ASP model.
As the outsourcing trend in capital and labour continues, software application outsourcing across the Internet will become a major wave too. Although the ASP model had a difficult start, the fundamental concepts of virtualization and 'on-demand rent' give it a compelling advantage. For enterprise software firms, those who do not see software as a service (SaaS) may not survive in an increasingly competitive market (Miranda 2005) .
Web Services
Web Services are the current most promising technology and have been getting a lot of attention since 2003. Different from ASP, where the whole systems or applications are provided as a service, Web Services provide components for use. These components do not have user interfaces. Instead, they have system or application programming interface (API). A service has a network-addressable interface. Because Web Services are small and independent components of applications, representing business functions or business services and accessible by another program remotely, Web Services stress interoperability and may be dynamically discovered and used. To illustrate how a Web Service works, a typical Web Service model is shown in Figure 1 .
In this model, there are four different standards involved. When a Web Service is created, it is registered through UDDI (Universal Description, Discovery and Integration), so that it can be easily discovered by users. The UDDI governs service publication and discovery. Each registered Web Service has a description, written in the WSDL (Web Service Definition Language), regarding the location of the service and what kind of operations (or methods) it has and how it can be used (like the Yellow Pages). All messages are written in XML (Extensible Markup Language)-based text, which follows SOAP (Simple Object Access Protocol) coding and formatting specifications, instead of cryptic binary strings. This mechanism enables Web Services to communicate with other applications that may be developed in different programming languages and reside on different platforms. Thus, Web Services are autonomous, platform-independent computational elements that can be described, published, discovered, orchestrated and programmed using standard protocols for the purpose of building networks of collaborating applications distributed within and across organizational boundaries.
When a web application calls the Web Service, it does not communicate to the Web Service directly. Instead, the communication is accomplished through a proxy class on the local web server as shown in Figure 2 .
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Bind/invoke 1) The Web page on Web Server A instantiates an instance of the proxy class.
2) The proxy class marshals the parameter list and makes an HTTP request to the Web Service residing on Web Server B 3) The Web Service unmarshals the incoming parameters, runs the method, and marshals the output parameters. These are sent back in an HTTP response. 4) The proxy class unmarshals the return parameters and passes back the result to the Web page.
With marginal costs, each organization can expose some or all functionalities of its internal legacy (open or proprietary) systems to Web Services. These services can be as simple as scheduling appointments, validating credit cards, browsing product catalogues, or submitting invoices. They can also be as complex as the functions carried out by an entire supply chain, a customer relations management system, or ERP (enterprise resource planning) applications. These services hide their internal complexities, such as data types and business logics, from their users, but expose their APIs using the WSDL and their locations using UDDI protocols. Since every service complies with a single set of Web Services standards, there is no need for custom bridges to accommodate different computing platforms. Instead, organizations can exchange data by directly invoking data exchange services. For example, WebserviceX.NET provides Web Services in seven areas: business and commerce, communications, standards and lookup data, graphics and multimedia, and utilities. The top Web Services are: stock quote, currency converter, global weather, translation etc. According to their web site, over 2 million Web Services transactions were completed every day.
Web services technology is emerging as a promising infrastructure to support loosely coupled, Internet-based applications that are distributed, heterogeneous and dynamic. It has been envisioned as an important trend in application development and integration. Due to the fact that Web services use the XML-based SOAP protocol and do not depend on any operating system they are ideal for the integration of even completely inhomogeneous systems. Thus, Web services technology provides a standards-based, process-centric framework for achieving the sharing of distributed heterogeneous applications. It allows prebuilt applications/application components wrapped as web services to interact with each other through standardized interfaces and form larger application systems. Figure 2 The Role of Proxy Class may be complex, how to utilize the Web Service effectively can be another issue. How to implement additional features are required to make this paradigm truly useful in the real world? Last, a major drawback of existing Web Service approaches is the missing security conventions.
To address these issues, many researchers are working on topics related to Web Services. Some of the topics include Web Services specifications and enhancements, Web Services discovery and integration, Web Services security, Web Services standards and formalizations, Web Services Modelling, Web Services-oriented Software Engineering, Web Servicesoriented software testing, Web Services-based applications and solutions, Web Services realizations, and semantic Web Services.
Grid computing
Grid computing is the next logical step in distributed networking. Just as an electric power grid delivers energy on demand, grid computing dynamically manages network, computing and storage resources to automatically support business processes across the IT infrastructure. Although it has been popular tool in academia for many years, it has recently become more popular in industries (Carlino, Gore, Venturini & Warner 2006) . With grid computing, an organization can transform its distributed and difficult-to-manage systems into a large virtual computer that can be set loose on problems and processes too complex for a single computer to handle efficiently. Grid computing is a new IT architecture, but is rapidly growing in popularity. Forrester Research (Gillett 2004) reports that 37% of enterprises are piloting, rolling out or have implemented some form of grid computing. IDC calls grid computing the fifth generation of computing, after client-server and multi-tier. It is considered one of the key emerging technologies that will likely form the foundation of a new wave in IT.
Grid technology is evolving rapidly. Standards, frameworks, implementations, and applications are changing on a constant basis. Because it is an emerging technology, grid computing can mean different things to different people. To define the specifications for grid computing, the Global Grid Forum (GGF) was formed. From the service perspective, grid computing allows you to unite pools of servers, storage systems, and networks into a single large system so you can deliver the power of multiple-systems resources to a single user point for a specific purpose. To a user, datafile, or an application, the system appears to be a single enormous virtual computing system. The systems linked in a grid might be in the same room, or distributed around the world. They might be running different operating systems on many hardware platforms. They might even be owned by different organizations. Regardless of the depth of a grid's resources, all the grid user experiences are the processing resources of a very large virtual computer.
The main resources grid computing is designed to give access to include, but are not limited to:
• Computing/processing power.
• Data storage/networked file systems.
• Communications and bandwidth.
• Application software.
These information resources are shared based upon their availability, capability, and cost as well as the user's quality of service (QoS) requirements.
The advantages of grid computing include: 1) reduced total cost of ownership (TCO); 2) aggregated and improved efficiency of computing, data, and storage resources; 3) the creation of virtual organizations for applications and data sharing. Despite the significant benefits from grid computing, such as cost savings and increased performance, many technical and non-technical barriers hinder the adoption of grid computing. First, the current software licensing model does not fit into grid computing. At present, software developers and vendors charge customers according to the computer processor that runs the application -in other words, one application, one computer, one price. They have not been able, or willing, to relax this per-CPU software licensing model to allow grid to flourish (Wailgum 2005) . Other barriers to the creation of a solid grid market include a lack of standards and the high cost of reconfiguring standard client/server applications to work on grid. Besides, there are non-technical obstacles too. GRIDtoday (2005) reported that internal politics create significant barriers to widespread Grid adoption. The top non-technical obstacles (ranked "high" or "very high") to Grid computing include:
• Perceived loss of control or access to resources (44%);
• Perceived risks associated with enterprise-wide deployment (40%);
• Perceived loss or reduction of budget dollars (33%).
Like other technology, it will take time for businesses to understand and adopt Grid computing. In order to gain internal support, people need to be educated within all levels of an organization -from the IT manager to the CEO -about the business benefits of Grid computing.
Service-oriented architecture
Automating, integrating, and maintaining business processes in a dynamic and cost-effective manner has proven to be a difficult endeavour for even the most technically sophisticated organizations. Service Oriented Architecture (SOA) is a new application development and integration methodology that addresses these issues effectively. Technically, SOA is based on XML and Web Services technologies and has been incorporated into Business Process Management and Enterprise Application Integration (BPM/EAI) platforms.
It is important to understand that Web-Services is not the same as SOA. Web-Services is a collection of technologies, including XML, SOAP, WSDL, and UDDI, which lets you build programming solutions for specific messaging and application integration problems. On the other hand, SOA is a software architecture in software engineering. The software architecture of a system consists of the large-grained structures of the software. It describes the components of the system and how those components interact at a high level. The interactions between components are called connectors. The configuration of components and connectors provide both a structural and a behavioural view of the system. It does not require WebServices. Within a business environment, an SOA might be something like "an application architecture within which all functions are defined as independent services with well-defined invokable interfaces which can be called in defined sequences to form business processes" (IBM Web Services Architecture team). Within the SOA architecture, an application is no longer an opaque, procedural implementation mechanism. Instead, it is an orchestrated sequence of messaging, routing, processing, and transformation events capable of processing the exposed declarative properties of rich (XML) documents.
SOA provides several salient advantages. First, organizations can extend the SOA beyond the boundaries of the enterprise to link to suppliers and customers, and offer collaboration with outside systems via the same architecture. They can leverage SOA to establish a single connection to each vendor or customer organization rather than building point-to-point connections. If one organization were to change how a certain function is processed internally, as long as the published programming interface does not change, the rest of the system is not affected. Thus, the cost of entry and exit will be greatly reduced. Second, SOA simplifies operation and maintenance process. Traditionally, every new application or process change leads to hundreds of custom bridges, whereas SOA requires just one integration point for each. New systems and platforms can be plugged into a software bus to be immediately integrated with all the other systems on the same bus. SOA can also be used to integrate middleware islands and thus leverage existing EAI investments (Themistocleous & Chen 2004) .
Experts from IBM summarize the benefits of deploying a SOA (Channabasavaiah et al. 2003) as follows:
• Leverage existing assets -A business service can be constructed as an aggregation of existing components, using a suitable SOA framework, and made available to the enterprise. Using this new service only requires knowing its interface and name. The service's internals are hidden from the outside world, as well as the complexities of the data flow through the components that make up the service. This component anonymity lets organizations leverage current investments, building services from a conglomeration of components built on different machines, running different operating systems, and developed in different programming languages. Legacy systems can be encapsulated and accessed via Web Service interfaces.
• Infrastructure, a commodity -Infrastructure development and deployment will become more consistent across all the different enterprise applications. Existing components, newly-developed components, and components purchased from vendors can be consolidated within a well-defined SOA framework. Such an aggregation of components will be deployed as services on the existing infrastructure, resulting in the underlying infrastructure beginning to be considered more as a commodity element.
• Faster time-to-market -Organizational Web Services libraries will become the core asset for organizations adapting the SOA framework. Building and deploying services with these Web Services libraries will reduce the time-to-market dramatically, as new initiatives reuse existing services and components, thus reducing design, development, testing, and deployment time.
• Reduced cost -As business demands evolve and new requirements are introduced, the cost of enhancing and creating new services by adapting the SOA framework and the services library, for both existing and new applications, is greatly reduced. The learning curve for the development team is reduced as well.
• Risk mitigation -Reusing existing components reduces the risk of introducing new failures into the process of enhancing or creating new business services.
• Continuous Business Process improvement -An SOA allows a clear representation of process flows identified by the order of the components used in a particular business service. This provides an ideal environment for monitoring business operations. Process modelling is reflected in the business service. Process manipulation is achieved by reorganizing the pieces in a pattern (components that constitute a business service).
• Process-centric architecture -The existing architecture models and practices tend to be program-centric. Applications are developed for the programmer's convenience. Often, process knowledge is spread between components. The application is much like a black box, with no granularity available outside it. Reuse requires copying code, incorporating shared libraries, or inheriting objects. In a process-centric architecture, the application is developed for the process. The process is decomposed into a series of steps, each representing a business service. In effect, each service or component functions as a sub-application. These sub-applications are chained together to create a process flow capable of satisfying the business need. This granularity lets processes leverage and reuse each sub-application throughout the organization.
According to Channabasavaiah et al. (2003) , to realize the benefits of SOA, five management issues must be resolved: 1) security management that handles validation or authorization of the request, encryption, and decryption; 2) deployment management that allow services to be moved around the network for performance, availability, or other reasons; 3) logging management for auditing, metering, and tracking; 4) dynamic rerouting for fail over or load balancing; and 5) maintenance management.
The market for SOAs will dominate the distributed computing arena by 2010. The total SOA Implementation Framework market opportunity will go from $4.4 billion in 2005 to $43 billion by 2010 (ZapThink 2004 . Also the big winners from the shift to service orientation will be large vendors who are able to leverage the innovation of the smaller players to build fully functional SOA Implementation Frameworks.
In addition to the 'typical' SOA mentioned above, there are also alternatives such as peer-topeer (P2P) infrastructure. P2P systems are highly dynamic, allowing for ad hoc addition and removal of data sources. Instead of a fixed, global schema, P2P architectures couple the peers directly and map their local schemas via domain relations and coordination formulas (Bernstein et al. 2002) or peer mappings (Halevy & Tatarinov 2004 ). An application directly sends a query to a single peer using its local schema, which may access other peers to answer the query. P2P opens a whole new range of business opportunities. The best-known instance of this today is Napster.
Grid service
Standardization is the key to the realization of the vision of Grid computing. By standardization, the diverse components that make up a modern computing environment can be discovered, accessed, allocated, monitored, accounted for, billed for, etc. and, in general, managed as a single virtual system -even when provided by different vendors and/or operated by different organizations. To this end, based on advantages of Web Services technologies, the Grid community designed the Open Grid Services Architecture (OGSA), which offers an extensible set of services that virtual organizations can aggregate in various ways (Comito et al. 2005) . With grid services, services can be deployed on the grid. The organization can move service to a new server in the event of system failure.
The fundamental goal of the OGSA is to provide a well-defined set of basic interfaces for the development of interoperable Grid systems and applications. In OGSA, every resource (e.g. computer, storage, and program) is represented by a service, i.e. a network-enabled entity that provides some capability through the exchange of messages. Web Services address only persistent service discovery and invocation, while OGSA supports transient service instances created and destroyed dynamically. Hence a Grid service is a potentially transient Web Service based on Grid protocols expressed by WSDL. Grid services maintain an internal state to distinguish one instance of a service from another that provides the same interface.
Enabling collaborative computing, grid services can serve as an effective market mechanism for distributing Web Services (Liu & Ma 2003) . A service grid may act as an intermediary between service providers and service consumers and break a typical many-to-many business (between providers and consumers) into simple one-to-many relationships. It buys Web Services from the providers and then sells the services to consumers. Then consuming Web Services becomes as easy as watching TV programs from a cable network or obtaining electricity from a power grid; requesting and delivering Web Services becomes as easy as plugging an appliance into the grid. At the same time, those infinitesimal service providers do not have to incur prohibitive expenses to advertise and run their businesses. They can focus on their core business -developing and upgrading Web Services, and then plug the services into the grid to sell.
Conclusion
In this paper we discussed ASP, Web Services, grid computing, OSA, and grid service. All these new technologies share the same vision: managing complexity, enabling common languages through open industry standards and improving your business through virtualization and automation of IT-based services. They are not exclusive to each other. Rather, they are complementary. First, ASP usually offers large, complete applications with little customization. They are used by common users. Web Services are small components designed to solve special business problems. Although they have published programming interfaces that have better interoperability, to integrate the service into applications requires advanced programming skills.
Which technology the business should adopt or purchase depends on many factors. Besides the technical factors discussed in the paper, there are also many non-technical factors. Generally, the most significant of such factors are: business leaders' support, budget, privacy and security. In E-commerce, security is important to build trust and compliance with law. However, the credit card companies have not come together to agree on a standard approach to security, and that could mean slower adoption of anti-fraud tools.
