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Povzetek 
Cilj  diplomske  naloge  je  bil  predstaviti  izzive  razvoja  mobilne  aplikacije  in 
pregledati področje prenosa digitalnih posnetkov. 
V teoretičnem delu so bili preučeni sodobni trendi konzumacije multimedijskih 
vsebin. Opisano je bilo delovanje podkastov, zvočnih in video datotek, ki se 
samodejno prenesejo s  spleta. Predstavljene so bile značilnosti kompresije avdio in 
video digitalnih vsebin. 
V praktičnem delu naloge je bila razvita aplikacija za iOS, ki omogoča iskanje, 
naročanje  in  predvajanje  podkastov.  Ob  tem  so  bile  opisane  ključne  značilnosti 
programskega jezika Swift, predstavljena je bila izbrana arhitektura mobilne aplikacije 
in njen model, zasnovan je bil uporabniški vmesnik. V nadaljevanju je bilo zastavljeno 
vprašanje  uporabnosti  in  uporabniške  izkušnje,  predstavljeno  je  bilo  uporabniško 
usmerjeno oblikovanje (UCD), v zadnjem delu naloge pa je bilo zasnovano testiranje 
mobilne aplikacije.  
 
 
Ključne  besede:  podkasti,  prenos  digitalnih  vsebin  s  spleta,  razvoj  mobilne 
aplikacije, uporabniška izkušnja 
 
 
   
Abstract 
The aim of this bachelor’s thesis was to present the challenges of mobile app 
development and examine the field of downloading digital content. 
In  the  theoretical  part,  contemporary  trends  of  consumption  of  multimedia 
content  were  studied.  The  functioning  of  podcasts  and  automatically  downloaded 
audio and video files was described. We also presented the characteristics of 
compressing audio and video digital content. 
In the practical part of the thesis, an iOS app which enables searching for, subscribing 
to and playing podcasts was developed. The key characteristics of the programming 
language Swift were also described, the chosen mobile app architecture and its model 
were  presented  and  the  user  interface  was  designed.  Later  on,  questions  regarding 
usability and user experience were posed, user centred design (UCD) was presented 
and in the final part of the thesis, the testing of the mobile app was outlined. 
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1 Uvod 
Ko so pri Applu prvič predstavili iPhone, so povedali, kaj lahko z njim počnemo, 
ne  pa  tudi,  kako  deluje.  Kljub  temu  je  razvijalska  skupnost  kmalu  začela  odkrivati 
knjižnice, s katerimi so bile napisane prednameščene aplikacije, in so se hitro pojavili 
zametki prvih programov za iPhone. Mejnik razvoja mobilnih aplikacij je predstavljal 
prihod uradnega SDK-ja (angl. software development kit). Februarja letos je od tega 
minilo desetletje in statistike potrjujejo, da je bila odločitev zgodovinska. Aplikacije 
zunanjih  razvijalcev  so  bile  ponujene  v  namenski  trgovini  AppStore,  ki  je  bila 
objavljena 10. julija 2008. Po podatkih Statiste je bilo sprva v ponudbi 500 aplikacij, 
od januarja 2017 pa jih je že več kot 2 milijona [1]. Njihova raziskava navaja tudi, da 
je bilo v desetletju opravljenih več kot 180 milijard prenosov [2].  
 
Slika 1.1: Število aplikacij v AppStoru od julija 2008 do januarja 2017.  
Vir: Statista [1]. 
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Slika 1.2: Število prenosov aplikacij iz AppStora od julija 2008 do junija 2017 (v milijardah).  
Vir: Statista [2]. 
Statistična podatka razkrivata, kako nenadno in bliskovito  je zacvetel trg 
mobilnih aplikacij v zadnjem desetletju. Aplikacije so nadgradile uporabnost pametnih 
telefonov, kar je sovplivalo na sunkovit razmah njihove prodaje. Po podatkih 
raziskovalnega  podjetja  Gartner  je  bilo  leta  2013  prodanih  968 milijonov  pametnih 
telefonov,  kar  je  42,3 %  več  kot  leto  pred  tem [3].  Povpraševanje  narekuje  silovit 
tempo v razvoju novih generacij pametnih telefonov, ki tako postajajo zmogljivejši, 
kar nas zavrti v nov krog, saj nadgrajena strojna oprema omogoča razvoj aplikacij z 
novimi funkcionalnostmi.  
Zastavita se vsaj dve vprašanji. Zakaj so mobilne aplikacije tako izrazito in hitro 
uspele  ter  kakšen  vpliv  ima  posledična  vseprisotnost  pametnih  telefonov  na  naša 
življenja?  
Aplikacije  posredno  in  neposredno  dopolnjujejo  pametne  telefone,  vendar  pa 
lahko  rečemo  tudi,  da  brez  zmogljivih  in  uporabnikom  prijaznih  naprav  ne  bi  bilo 
ustreznih  okoliščin  za  njihov  razvoj.  Apple  in  Google,  razvijalca  platform  iOS  in 
Android, sta poskrbela za ustrezna orodja, knjižnice in dokumentacije, zato je 
programiranje za njuna programska okolja enostavno. Pripravljena sta bila odmeriti 
dovolj velik finančni kolač, da je postal razvoj mobilnih aplikacij zanimiv in 
upravičljiv. Apple je od 2008 do 2017 med razvijalce razdelil 70 milijard dolarjev [4]. 
Pomembna je bila tudi odločitev o ustanovitvi namenske tržnice AppStore, ki Applu 
omogoča  popoln  nadzor  nad  trgom  aplikacij.  Z  AppStorom  lahko  ponudijo  enoten 
proces  nalaganja  in  brisanja  z  enim  klikom,  poenostavljajo  plačevanje  in  ščitijo 
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potrošnike ter izjemno uspešno preprečujejo škodljivo programsko opremo. 
Namestitev mobilne aplikacije je v primerjavi z računalniškim programom hitrejša, 
enostavnejša in varnejša.  
Z  napredovanjem  pametnih  telefonov  se  pojavi  tudi  potreba  po  izboljšavah 
infrastrukture mobilnih omrežij. Povezljivost in dostopnost do interneta se zdita danes 
samoumevni,  kar  skupaj  z  razmahom  pametnih  telefonov  in  pojavom  mobilnih 
aplikacij oblikuje nove vedenjske vzorce ter med drugim spreminja navade 
spremljanja tradicionalnih medijev. 
 
Slika 1.3: Delež povprečnega časa glede na platformo, ki ga odrasli Američan nameni 
poslušanju zvočnih vsebin.  
Vir: eMarketer, 2017 [5]. 
Raziskava  podjetja  eMarketer  ugotavlja,  da  čedalje  več  odraslih  Američanov 
zvočne vsebine posluša na mobilnih napravah [5]. Vloga radia se je močno spremenila. 
V  časih  pred  pojavom  televizije,  je  bil  radio  »kamin,  okrog  katerega  so  se  zbirali 
milijoni poslušalcev, ki so napeto spremljali radijski program«. [6] Tehnološki 
napredek je najprej vsakemu posamezniku omogočil individualno spremljanje svoje 
radijske  postaje,  »digitalizacija  pa  je  nato  poslušalcem  omogočila  še  intenzivnejšo 
izkušnjo,  možnost  snemanja  in  previjanja,  elektronskega  pregleda  programov  in 
možnost slikovne dopolnitve programa na nekaterih sprejemnikih«. [7] 
Priljubljen  način  spremljanja  današnjih  vsebin  so  podkasti.  To  so  zvočne  ali 
video  digitalne  oddaje,  ki  jih  je  mogoče  prenesti  s  spleta.  Na  podkaste  se  lahko 
naročimo, s čimer se nove vsebine prenesejo samodejno brez našega posredovanja. 
Tvorjenko podcast si je izmislil britanski novinar Ben Hammersley. Nastala je 
iz  besed  iPod,  ki  je  bila  znamka  priljubljenega  Applovega  predvajalnika  glasbe  in 






Kje poslušamo zvočne vsebine?
Radio Telefon Računalnik
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podkastov,  ter  broadcast,  kar  v  prevodu  pomeni  prenos  oziroma  prenašati [8].  V 
slovenščini  se  uporabljata  prevoda  pododdaja  in  podkast.  Poslovenjena  različica 
angleške besede prevladuje, uporabljajo jo tudi na RTV Slovenija, zato smo se odločili 
za tak zapis. 
 V študiji, ki so jo pripravili na Concordia University iz Saint Paula, so ugotovili, 
da mesečno v Združenih državah 68 milijonov ljudi posluša podkaste, torej skoraj vsak 
četrti  prebivalec.  Priljubljenost  tega  medija  narašča.  Leta 2017  je  bilo  poslušalcev 
dvakrat več kot leta 2013 [9]. 
Med  ustvarjalci  podkastov  je  veliko  neodvisnih  avtorjev. Eden  izmed  najbolj 
priljubljenih je ameriški komik Joe Rogan, ki oddajo Joe Rogan Experience ustvarja 
od leta 2009. Oktobra 2015 je imel že 16 milijonov poslušalcev, kar njegovo oddajo 
uvršča na vrh lestvice najbolj poslušanih ameriških podkastov [10].  
Potencial  so  prepoznale  tudi  radijske  hiše.  Med  prvimi,  ki  so  orali  ledino,  je 
National  Public  Radio  (NPR),  ki  združuje  več  kot  1000  javnih  ameriških  radijskih 
postaj.  Njihova  prva  izključno  digitalna  oddaja  je  bila  aprila  leta 2000  All  Songs 
Considered,  prve  podkaste  pa  so  začeli  ponujati  avgusta  2005.  Ob  desetletnici  so 
objavili, da so poslušalci marca 2015 njihove vsebine s spleta prenesli 94-milijonkrat, 
in poudarili, da se priljubljenost njihovih podkastov odraža tudi na večji poslušanosti 
radijskih postaj v njihovi mreži [11].  Številne  njihove oddaje, kot recimo This 
American Life, Serial, Ted Radio Hour, Radiolab, Planet Money in NPR's Invisibilia, 
so  postale  pravi  pop  kulturni  fenomen.  NPR  podkaste  jemlje  kot  pomemben  del 
njihove  produkcije,  kar  so  pokazali  tudi  s  prevzemom  priljubljene  aplikacije  za 
poslušanje podkastov Pocketcasts maja 2018.  
Tujim radijskim hišam, kot so NPR, WYNC ali BBC, s široko ponudbo sledijo 
tudi vsi trije programi Radia Slovenija. Ob oddajah z radijskih valov naš nacionalni 
radio ponuja tudi vsebine, namenjene izključno za digitalno platformo, kot so Številke 
ali  video  podkast  priljubljene  radijske  oddaje  Radio  Ga  ga.  Poleg  radijskih  hiš 
podkaste ustvarjajo tudi časopisni izdajatelji, kot je The New York Times, ki producira 
zelo priljubljen The Daily, ali pri nas Delo in Finance.  
V nadaljevanju bomo pojasnili, kaj so podkasti in se dotaknili vprašanja pretoka 
zvočnih  in  video  vsebin  preko  spleta,  v  praktičnem  delu  pa  bomo  na  primeru 
predvajalnika podkastov predstavili izzive ob razvoju sodobne mobilne aplikacije za 
iOS.  
 
  15 
2 Podkasti 
Za vzpostavitev podkasta potrebujemo datoteko XML, ki definira vir s 
povezavami  na  posamezne  epizode  oddaje.  Vir,  ki  mora  ustrezati  enemu  izmed 
formatov  RSS,  v  večini  primerov  zadostuje  RSS 2.0,  uporabnik  vnese  v  namenski 
program  za  poslušanje  podkastov  (angl.  podcatcher)  [12].  Datoteka  XML  poleg 
povezave do oddaje vsebuje tudi druge informacije o vsebini, kot so recimo naslov, 
prikazana  slika,  zapiski itd.  Struktura  datoteke  ni  standardizirana,  vendar  se  večina 
ustvarjalcev  drži  tiste,  ki  jo  uporablja  Apple,  saj  je  preko  API-ja  njihov  imenik 
podkastov dostopen drugim razvijalcem predvajalnikov in je zato tudi najpogostejši 
vir iskanja. 
2.1 Digitalni video 
Običajno  so  se  video  vsebine  prenašale  v  obliki  televizijskega  signala  ali  na 
posebnih  nosilcih,  kot  so  DVD,  VHS  in  Betamax,  ki  so  jih  predvajale  namenske 
naprave. Digitalni video pa je omogočil nove načine prenosa. Video vsebino lahko 
prenesemo  z  oddaljenega  strežnika  in  shranimo  na  lokalni  disk,  od  koder  se  nato 
predvaja.  Zaradi  velikosti  video  podatkov  je  to  počasen  proces,  ki  zahteva  hrambo 
velikih datotek. Alternativa je prenos video toka (angl. video stream), ki je prikazan 
takoj, ko se naloži, brez predhodnega shranjevanja na disk. Ena izmed takih metod je 
progresiven prenos (angl. progressive download) oziroma HTTP strujanje 
(angl. HTTP streaming). Pri tem načinu se datoteka še vedno shrani na uporabnikov 
disk,  vendar  se  začne  predvajati  takoj,  ko  je  prenesenih  dovolj  podatkov,  da  je 
nadaljnjo čakanje nepotrebno. Na voljo mora biti zato dovolj prostora, zaradi česar ta 
metoda ni primerna za večje datoteke, kot so recimo celovečerni filmi ali prenos videa 
v živo [13]. 
Pravo strujanje pa videa nikoli ne shranjuje na uporabnikov disk. Video tok ima 
lahko odprt konec, zaradi česar je ta način primeren za video v živo in 
videokonference. Dolžina prenašanega videa ni več omejena z uporabnikovim diskom, 
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ampak samo s prostorom na strežniku. Ker kopija po prenosu ne ostane pri uporabniku, 
je tak način ustrezen za avtorsko zaščitene vsebine, zato je tovrstno strujanje primerno 
tudi za ponudnike vsebin na zahtevo (VOD). Ključna težava je potreba po posebnem 
strežniku, za katerega je treba plačati licenčnino, medtem ko za progresiven prenos 
videa zadostuje že običajni spletni strežnik, ki je lahko tudi del deljenega 
gostovanja [13]. 
Glavna omejitev pri strujanju je bitna hitrost (angl. bit rate), ki jo lahko omrežje 
prenese. S sodobnimi kodeki in širokopasovno povezavo postaja ta težava čedalje bolj 
obrobna, je pa o njej še vedno potrebno razmišljati. 
2.2 Kompresija digitalnega videa 
Nekompresiran video v visoki ločljivosti bo zagotovo prevelik zalogaj, da bi ga 
lahko uporabniki prenašali preko spleta.  
Vsaka video sekvenca je sestavljena iz okvirjev (angl. frame), ki so z zaporedjem 
bitov zapisane slike. Vsako sliko lahko opišemo s številom slikovnih točk po širini in 
višini.  Število  okvirjev  v  eni  sekundi  opredelimo  s  podatkom  o  njihovi  gostoti 
(angl. frames per second oziroma FPS) [13]. Če privzamemo, da smo posneli enourno 
oddajo v ločljivosti 1080 p, barvno globino 24 bitov in 25 FPS, lahko izračunamo, 
koliko prostora bi zasedel tak nekodiran video.  
Najprej ugotovimo, da vsak okvir vsebuje 2.073.600 slikovnih točk. Ker je vsaka 
pika definirana s 24 biti, je okvir velik približno 49,8 megabita. Bitna hitrost za tak 
video je 1244,16 megabita na sekundo, iz česar izračunamo, da tak enourni posnetek 
zasede nekaj manj kot 560 GB.  
Tudi če bi snemali v nižji ločljivosti, bi bila datoteka prevelika (npr. za okvir 
640 × 480 bi bila končna velikost videoposnetka nekaj več kot 80 GB). To pomeni, da 
je video pred distribucijo potrebno ustrezno stisniti. 
Kompresijske algoritme izvajamo na sekvenci bitnih slik, pri čemer ločujemo 
tiste, ki stiskajo posamezne slike v izolaciji od ostalih, in take, ki shranjujejo razlike 
med posameznimi okvirji. Pri prvih gre za prostorsko kompresijo, rečemo ji tudi intra-
frame,  pri  drugih  pa  za  časovno  oziroma  inter-frame.  Pri  kodiranju  videa  običajno 
izvedemo obe kompresiji [13]. 
Pri prostorskem stiskanju gre v resnici za običajno kompresijo slik. Poznamo 
brezizgubne  in  izgubne  metode.  Pri  večini  videoposnetkov  brezizgubne  metode 
nimajo večjega učinka1, zato se pogosteje poslužujemo izgubnih [13]. 
                                                
1 Primer izjeme bi bila kompresija sintetično generiranih materialov. 
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Zanimivejše  in  učinkovitejše  je  časovno  stiskanje,  ki  se  izvaja  nad  nizom 
okvirjev.  Eden  izmed  njih  je  key  frame  ali  glavni  okvir,  pri  standardih  MPEG 
zasledimo tudi izraz I-slika (angl. I-picture, I je okrajšava za intra). Ti se pojavijo v 
vnaprej določenem intervalu. Glavni okvirji so lahko povsem nekompresirani ali pa se 
nad  njimi  izvede  samo  prostorska  kompresija.  Okvirji,  ki  sledijo  glavnemu,  se 
zamenjajo s takimi, ki beležijo samo razlike v primerjavi s prejšnjim okvirjem. Pri 
MPEG so to P-slike (angl. P-pictures kot okrajšava za predictive pictures). P-slike so 
lahko osnovane na prejšnji P- ali I-sliki. Vsak tak okvir zato vsebuje bistveno manj 
informacij in posledično zasede manj prostora, kot bi ga izvorni frame. Poleg I- in P- 
slik  MPEG  uporablja  tudi  B-slike  (angl.  B-pictures  kot  bi-directionally  predictive 
pictures), ki informacijo predstavi na podlagi prejšnjega in naslednjega okvirja. Video 
sekvenca je tako kompresirana kot ponavljajoče se zaporedje I-, P- in B-slik, čemur 
rečemo tudi skupina slik (angl. Group of Pictures oziroma GOP). Sekvence se vselej 
začnejo z I-sliko [13]. 
Obstaja  več  različnih  kodekov  za  kompresijo  videa.  Glavni  standardizacijski 
telesi sta organizaciji ITU (International Telecommunications Union) – sektor ITU-T, 
znotraj  katerega  deluje  skupina  VCEG,  in  ISO/IEC  (International  Standardization 
Organization  in  International  Electrotechnical  Commission),  znotraj  katere  deluje 
skupina MPEG [14]. Pri VCEG se ukvarjajo zlasti s standardizacijo videotelefonije in 
videokonferenčnih aplikacij, zato so pri svojih standardih osredotočeni predvsem na 
nizke  zakasnitve,  dobro  kompresijo  in  majhne  paketne  izgube.  MPEG  je  večja  in 
ambicioznejša skupina, katere naloga je standardizacija kodirnih algoritmov za avdio 
in video vsebine ter njihov prenos [15]. Določene kompresijske standarde organizaciji 
razvijata skupaj, med drugim najaktualnejša MPEG-4 Part 10, ki ga imenujemo tudi 
H.264  ali  AVC  (Advanced  Video  Coding)  in  MPEG-H  Part  2  oziroma  H.265  ali 
HEVC (High Efficiency Video Coding). 
Prvi  standard  je  bil  H.120,  ki  ga  je  leta  1984  objavil  predhodnik  današnjega 
ITU-T, vendar se je izkazalo, da v praksi ni uporaben, zato je bil leta 1988 objavljen 
novejši in boljši H.261, ki je osnova vseh kasnejših standardov za video kodiranje. 
Sledil mu je MPEG-1, z njim so prišle prej opisane I-, P- in B-slike, nadgradil ga je 
MPEG-2, dodatne izboljšave pa so bile implementirane v MPEG-4 [15]. 
MPEG-4 je razdeljen na 33 delov, ki med drugim opredeljujejo kompresijo videa 
in  zvoka,  prenos  podatkov  preko  omrežja  ter  datotečne  formate [16].  Za  video 
kompresijo sta pomembna Part 2 in omenjeni Part 10 oziroma AVC. Slednjega je začel 
v zadnjih letih nadomeščati MPEG-H Part 2 oziroma HEVC. Kot razkriva graf Slika 
2.1,  v  povprečju  tudi  za  več  kot  polovico  zmanjšuje  bitno  hitrost  pri  isti  kakovosti 
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videa [17]. Poleg tega podpira višje ločljivosti, tudi 8K UHD, in zato velja za standard 
prihodnosti. 
Omeniti je treba, da obstajajo tudi drugi kodeki, ki jih ne razvijata ITU-T ali 
ISO/IEC, kot so na primer Dirac, ki ga vodi skupina za raziskave in razvoj pri BBC, 
VP8 in VP9, ki sta pod okriljem Googla, ali Theora, ki ga  razvija Xiph.Org 
Foundation [14]. 
Slika 2.1: Povprečni prihranki bitne hitrosti z novim standardom HEVC v primerjavi s 
predhodnikom AVC.  
Vir: Report on HEVC compression performance verification testing [17]. 
2.3 Zvočni podkasti 
Ker  je  video  produkcija  kompleksna  in  draga,  njena  distribucija  pa  zahtevna, 
večinoma prevladujejo avdio podkasti. 
Pred začetkom snemanja je potrebno določiti frekvenco vzorčenja in ločljivost 
oziroma  bitno  globino.  Prvi  podatek,  izražen  v  hercih,  pove,  koliko  vzorcev  je 
ustvarjenih  vsako  sekundo,  drugi  pa  določa,  koliko  bitov  informacije  posamezni 
vzorec vsebuje [13]. 
S pomočjo frekvence vzorčenja in bitne globine lahko izračunamo velikost, ki 
jo bo zasedel zvočni posnetek. Stremimo k čim večji frekvenci in ločljivosti, saj se bo 
to  odražalo  pri  kakovosti  posnetka,  po  drugi  strani  pa  ne  smemo  pozabiti,  da  se  s 
številom  vzorcev  in  informacij  povečuje  tudi  končna  datoteka,  s  tem  pa  nastanejo 




Najpogosteje za frekvenco določimo r = 44,1 × 103 Hz. Odločimo se na podlagi 
Nyquistovega  teorema,  ki  pravi,  da  je  signal  za  popolno  rekonstrukcijo  potrebno 
vzorčiti  z  dvakratnikom  najvišje  frekvence,  vemo  pa,  da  človeško  uho  zaznava 
frekvence v pasu med 20 in 20.000 Hz [13]. Po navadi zadošča bitna globina s = 16. 
Če želimo dobiti kakovostnejše posnetke, se lahko odločimo za 24-bitno ločljivost, 
komaj sprejemljiva je 8-bitna, nižje bitne globine pa so neuporabne. Podatka vnesemo 
v formulo (r × s) / 8 in izračunamo, da bi sekunda tako posnetega zvoka zasedla 86 kb, 
minuta pa nekaj več kot 5 Mb. Izračun velja v primeru snemanja v mono tehniki, v 
stereo načinu bi se končna velikost podvojila. 
Poleg frekvence in ločljivosti je potrebno določiti nivo vhodnega signala. Če je 
prenizek, bo posnetek pretih, previsok pa lahko povzroči porezavo signala 
(angl. clipping).  Do  tega  pojava  pride,  če  je  amplituda  vhodnega  signala  večja  od 
največje vrednosti, ki je lahko posneta. Fenomen se pri končnem posnetku sliši kot 
moteča distorzija. Pomembno se je zavedati, da se porezanega signala ne da več rešiti, 
zato je določiti ustrezen nivo vhodnega signala poseben izziv [13]. 
Iz zgoraj opisanega lahko sklenemo vsaj dvoje. Zvočna produkcija ni enostavna, 
če  želimo  svojim  poslušalcem  ponuditi  kakovosten  posnetek.  Hkrati  pa  se  tudi  pri 
zvoku srečamo s potrebo po ustreznih kompresijskih algoritmih. Izhajajoč iz formule, 
ki smo jo uporabili pri zgornjem izračunu, kakovostni polurni nekompresirani stereo 
posnetek zasede več kot 300 Mb, kar je za prenašanje preko spleta seveda preveč. 
Kompleksnost in nepredvidljivost zvočnega valovanja otežuje učinkovito 
uporabo neizgubnih kompresijskih metod, zato pogosteje uporabimo izgubne 
algoritme. 
Prva  tehnika,  ki  se  zdi  najbolj  očitna,  je  odstranitev  vzorcev,  ki  predstavljajo 
tišino.  Namesto  da  bi  jo  vzorčili  s  celotno  frekvenco,  zabeležimo  dolžino  tišine  in 
uporabimo tehniko kodiranja zaporedij (angl. run-length encoding oziroma RLE). Ker 
so vrednosti tihih vzorcev redko popolnoma nič, določimo prag, pod katerim se vzorce 
obravnava  kot  tišino.  Prav  zaradi  tega  to  ni  pravi  RLE,  ampak  gre  za  izgubno 
metodo [13]. 
V zgodnjih šestdesetih letih so telefonska podjetja razvila logaritemsko stiskanje 
z neenakomerno kvantizacijo (angl. companding, iz besed compressing in expanding). 
Kvantizacijski nivoji naraščajo logaritemsko, kar pomeni, da so višji bolj narazen kot 
nižji, ki so podrobneje zastopani. To se ujema z našim dojemanjem razlik v glasnosti. 
Človek je najbolj občutljiv na zvok v srednjem frekvenčnem pasu. Ker potrebujemo 
manjše število bitov za zapis celotnega nivoja vhodnih vrednosti, kot bi jih pri linearni 
kvantizaciji, posnetek na ta način kompresiramo. Pri rekonstrukciji signala izvedemo 
obraten proces – signal razširimo. Najpogostejša sta µ-zakon, ki se uporablja v Severni 
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Ameriki in na Japonskem, ter A-zakon, ki je bolj znan v Evropi. Razlika med njima je 
v naklonu logaritemskih krivulj [18]. 
Nekaj let kasneje je bila razvita naprednejša skalarna kvantizacija 
(angl. Adaptive Differential Pulse Code Modulation ali ADPCM). Podobna je časovni 
kompresiji, ki smo jo omenjali pri videu, saj shranjuje samo razlike med posameznimi 
vzorci in predvideva vrednosti na podlagi predhodnega vzorca [13]. 
Priljubljeni  avdio  kodeki,  kot  sta  MP3  in  AAC,  so  osnovani  na  človekovem 
zaznavanju  zvoka.  Signale,  ki  jih  naše  uho  ne  zazna,  izločijo  iz  posnetka  in  tako 
bistveno stisnejo končno datoteko. Določenih signalov ne slišimo, ker so pretihi ali pa 
jih  prekrije  drug  močnejši  signal.  Kodirni  algoritmi  se  naslanjajo  na  psihoakustični 
model – gre za matematični opis tega, kar zaznajo naša ušesa in možgani. Najnižji 
zvok, ki ga slišimo, definira prag slišnosti. Ta se nelinearno spreminja s frekvenco, kot 
prikazuje  Slika  2.2.  Zelo  nizke  ali  zelo  visoke  frekvence  morajo  biti  glasnejše  kot 
srednje,  da  jih  slišimo  kot  enako  glasne.  Zvok,  ki  pade  pod  prag  slišnosti,  lahko 
zavržemo, saj ga uho ne zazna. Drug fenomen je maskiranje. Glasnejši toni zakrijejo 
tišje, ki se zgodijo ob istem času ali celo malo prej ali kasneje. Podrobnosti uporabe 
obeh fenomenov so opredeljene s posameznimi kodirnimi algoritmi [13]. 
Najbolj znani so standardi MPEG. MPEG-1 ima tri nivoje zvočne kompresije 
(angl. layer). Najboljše rezultate in najvišje bitne hitrosti daje Layer 3, znan tudi kot 
kodek MP3. Omogoča tudi spremenljivo bitno hitrost (angl. variable bit rate ali VBR). 
MPEG-2 definira nov kodek, Advanced Audio Coding ali AAC. Za razliko od MP3 ni 
združljiv  s  starejšimi  standardi,  zato  lahko  doseže  višja  kompresijska  razmerja  pri 
nižjih bitnih hitrostih [13]. 
 
Slika 2.2: Prag slišnosti.  
Zvoka pod krivuljo ne zaznamo, zato ga pri kompresiji lahko zavržemo. 




Slika 2.3: Maskirni ton. 
Zvoka v okolici maskirnega tona ne zaznamo, kar kompresijski algoritmi spretno izkoriščajo. 
Vir slike: Digital Multimedia [9].
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3  Programski jezik Swift 
Aplikacije za iOS so lahko napisane v programskem jeziku Objective-C ali v 
novejšem Swiftu, ki je bil predstavljen poleti 2014 na vsakoletni razvijalski konferenci 
WWDC. 
 
Slika 3.1: Raziskava TIOBE, ki na podlagi spletnih iskanj raziskuje priljubljenost programskih 
jezikov, v letih po prihodu Swifta beleži znaten upad zanimanja za Objective-C. 
Vir: tiobe.com. 
Apple  trdi,  da  je  izvajanje  programske  kode  napisane  v  programskem  jeziku 
Swift 2,6-krat hitrejše kot izvajanje kode v jeziku Objective-C in 8,4-krat v primerjavi 
s Pythonom [19]. Zaradi svojih lastnosti, o nekaterih pišemo v nadaljevanju, 
zagotavlja varnejše programiranje kot Objective-C. Programska koda je razumljivejša, 
saj  Swift  stremi  k  deklarativnosti  in  podobnosti  pisanju  v  angleškem  jeziku.  Tudi 
učenje programskega jezika je zato enostavnejše. 
Po drugi strani je Objective-C star, dobro stestiran in stabilen programski jezik, 
Swift pa je še vedno v zgodnjem procesu razvoja. Zlasti v prvih letih so imeli razvijalci 
velike težave pri nadgradnji na novejše različice Swifta, saj so bili posegi v standardne 
knjižnice  večji.  Objective-C  je  dobro  poznan,  ima  široko  podporo  v  raznovrstni 
Programski jezik Swift 23 
  
dokumentaciji, odgovorih na spletnih forumih in programskih ogrodjih drugih 
razvijalcev  (angl. frameworks),  vendar  se  tudi  ta  krivulja  vsako  leto  bolj  nagne  k 
Swiftu. 
3.1 Lastnosti jezika Swift 
Swift podpira tipiziranje s sklepanjem (angl. type inference), seveda pa lahko tip 
še vedno eksplicitno definiramo. V primerjavi z Objective-C spremenljivko 
preprosteje  definiramo  z  uporabo  ključne  besede var  oziroma  konstanto  z let.  Če 
uporabimo spremenljivko, ki je nato ne spreminjamo, nas prevajalnik opozori, da bi jo 
bilo smotrneje spremeniti v konstanto [20]. 
Tako kot pri Pythonu in novejših različicah Javascripta, je tudi pri Swiftu pisanje 
podpičij na koncu vrstic nepotrebno [20].  
Swift omogoča uporabo n-terk (angl. tuples). V metodah lahko z njimi vrnemo 
več vrednosti hkrati (angl. multiple return values) [20].  
Novost je tudi splošna koda (angl. generics). Ta izvaja ukaze s spremenljivkami, 
ki nimajo vnaprej definiranega tipa, ampak se ta določi šele v času njenega klica [20]. 
To se izkaže za zelo uporabno pri pisanju lastnih API-jev in knjižnic, saj omogoča 
preprosto večkratno uporabo. Primer bi bila enotna funkcija za razčlenjevanje datoteke 
JSON, ne glede na to, kakšno strukturo želimo iz nje dobiti.  
Swift omogoča uporabo funkcijskih vzorcev, kot so map, filter in reduce ter 
uvaja nove ključne besede do, guard, defer in repeat za krmiljenje pretoka 
(angl. control flow) [20].  
V  Swiftu  structi  omogočajo  uporabo  metod,  razširitev  (angl. extensions)  in 
protokolov. Uporabnejši so tudi naštevni tipi (angl. enum). Ti so lahko brez vrednosti 
(angl. raw value), če pa jo imajo, so lahko poleg celih števil (angl. integer) tudi števila 
s premično vejico (angl. floating-point type), znaki (angl. characters) ali znakovni nizi 
(angl. string). Prav tako podpirajo izračunane vrednosti (angl. computed properties), 
inicializacijo, razširitve, protokole in uporabo metod. Posebna prednost je, da mora 
switch stavek, ki se sprehodi čez enum, definirati vsa njegova stanja, sicer se program 
ne prevede. S tem je zagotovljeno, da v kodi predvidimo scenarij za vsako 
enumeracijsko vrednost [21].  
Novost v Swiftu so opcijske vrednosti (angl. optionals) [20]. Če želimo 
dostopati do spremenljivk, ki nimajo nujno definirane realne vrednosti, in se prej ne 
prepričamo, da ta vrednost ni nil, lahko naletimo na napake v delovanju programske 
kode. Swift uvaja nov koncept. Spremenljivke, katerih vrednosti morda ne obstajajo, 
definiramo kot optional. Optionali zahtevajo pri programiranju posebno obravnavo, 
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sicer  se  koda  ne  prevede.  Do  njih  lahko  dostopamo  na  dva  načina.  Prvi  je,  da  se 
prepričamo,  da  vrednost  obstaja  (recimo  s  stavkoma guard  ali if),  ali  določimo 
privzeto vrednost, če spremenljivka vrednosti nima. Drugi način pa je, da do vrednosti 
dostopano  na  silo.  S  tem  tvegamo,  da  aplikacija,  ko  spremenljivka  nima  vrednosti, 
preneha  delovati,  zato  moramo  biti  pri  uporabi  tega  načina  izredno  konservativni. 
Opcijske  vrednosti  omogočajo  definiranje  spremenljivk  brez  predhodno  poznane 
vrednosti  in  nas  prisilijo,  da  do  njih  pravilno  dostopamo  ter  s  tem  preprečimo 
zaustavitev  delovanja  aplikacije.  Definiramo  jih  s  simbolom ?,  če  želimo  do  njih 
dostopati na silo (angl. force unwrapping) pa uporabimo ! [20]. 
 
  25 
4 Razvoj predvajalnika podkasta 
V nadaljevanju bomo predstavili razvoj sodobne mobilne aplikacije za platformo 
iOS na primeru predvajalnika podkastov. Dotaknili se bomo ključnih vprašanj, ki so 
se nam zastavila pri načrtovanju aplikacije, in pojasnili, kako smo se lotili razvoja. 
V skladu s časovnimi zmožnostmi smo se omejili na tri najbolj kritične točke: 
• arhitekturno zasnovo aplikacije, 
• razvoj  razčlenjevalnika  vira  RSS  (angl. RSS  parser),  ki  pridobljene 
rezultate ustrezno premapira skladno z modelom, definiranim v 
arhitekturni zasnovi, in razčlenjevalnika iTunes API-ja, s katerima bomo 
omogočili iskanje in naročanje na podkaste, ter 
• razvoj uporabniškega vmesnika. 
Izpustili smo nekaj pomembnih korakov, na katere bomo v nadaljevanju 
vendarle opozorili: 
• razvoj uporabniškega vmesnika po celostnem principu k uporabnikom 
usmerjenega dizajna (ang. User centered design – UCD) in prototipiranje 
mobilne aplikacije,  
• izdaja različice beta z orodjem TestFlight in proces objave aplikacije v 
AppStoru, 
• spremljanje napak in analiza uporabe mobilne aplikacije, 
• uporaba zvezne integracije, gita, orodja za oblikovanje kode (angl. linter) 
in avtomatizacijo objave aplikacije. 
4.1 Predstavitev funkcionalnosti aplikacije 
Prvi zaslon ob zagonu aplikacije je seznam podkastov, na katere se je uporabnik 
naročil. Ob pritisku gumba z ikono plusa v zgornjem desnem kotu se odpre iskalnik, 
ki s pomočjo javno dostopnega programskega vmesnika (angl. API) brska po 
Applovem imeniku podkastov. Tu lahko poiščemo in se naročimo na nov podkast. 
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Slika 4.1: Zaslon, ki prikazuje naročene podkaste, in iskalnik. 
 
Slika 4.2: Ob kliku na podkast se odpre zaslon s predstavitvijo oddaje in epizodami, ki jih 
lahko poslušamo. 
Ko  na  seznamu  naročenih  podkastov  enega  izberemo,  se  odpre  podstran  s 
predstavitvijo oddaje in epizodami. S pomočjo filtrov lahko na tem zaslonu pridobimo 
tudi seznam nepredvajanih posnetkov. Ob pritisku gumba Predvajaj, ki je ob vsaki 
epizodi,  se  odpre  predvajalnik.  Poleg  klasičnih  gumbov  (skok  nazaj  /  predvajaj  / 
skok naprej),  časovnega  drsnika  in  prikazane  slike,  lahko  s  potegom  prsta  v  levo 
pridobimo dodatne zapiske, ki jih ustvarjalec doda k posamezni epizodi. 
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Slika 4.3: Celozaslonski in pomanjšani predvajalnik. 
Predvajalnik lahko s klikom na puščico ali potegom navzdol iz celozaslonskega 
pogleda pomaknemo v spodnjo vrstico ekrana in nadaljujemo z uporabo aplikacije. 
Mali predvajalnik je nato navzoč na vseh podstraneh. 
Odjava  od  podkasta  je  omogočena  pri  posamezni  oddaji  s  klikom  na  zgornji 
desni ali spodnji rdeči gumb Odjava in na seznamu vseh podkastov s potegom v desno 
ob izbrani oddaji.  
 
Slika 4.4: Odjava od podkasta je omogočena na treh mestih
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5 Arhitekturna zasnova aplikacije 
Nemogoče je razviti mobilno aplikacijo, ki ne bi vsebovala nobenega hrošča in bi 
delovala  popolnoma  brez  napak.  Zaradi  tega  jo  moramo  pred  produkcijo  dobro 
stestirati in omogočiti enostavno popravljanje, ko se ne bo pravilno odzvala. 
Obsežnejša kot je programska koda, večja je verjetnost, da bo vsebovala napake in 
zahtevnejša  bo  za  testiranje.  Rešitev  je  razbitje  programske  kode  na  več  krajših  in 
koncizno sestavljenih komponent. 
Modularno  napisano  kodo  je  lažje  ponovno  uporabiti  in  tako  slediti  konceptu 
DRY  (angl.  don't  repeat  yourself).  Če  kode  ne  podvajamo,  kjer  to  ni  potrebno, 
zmanjšamo obseg napisanega, pohitrimo svoje delo in poenostavimo kasnejše 
popravljanje.  Pomembna  prednost  pametno  zastavljene  arhitekture  je  enostavnejše 
testiranje,  ker  ga  lahko  izvajamo  nad  vsako  komponento  posebej.  Pri  monolitno 
napisani kodi, ki opravlja več nalog hkrati, je testiranje veliko večji, če sploh rešljiv, 
izziv. Z razbitjem dosežemo, da je naša koda krajša, preglednejša, bolje organizirana 
in jasnejša. 
Implementacijo  programske  kode  na  več  enot  definirajo  načrtovalski  vzorci 
(angl.  design  patterns).  Cilj  vsake  arhitekturne  zasnove  je  ločiti  posamezne  naloge 
mobilne  aplikacije  na  več različnih  komponent, med  seboj  pa  se  razlikujejo  v tem, 
katere  enote  so  to  in  kakšne  naloge  opravljajo.  Želja  je,  da  posamezni  aplikacijski 
moduli ne bi imeli preveč zadolžitev in da bi bili med seboj neodvisni 
(angl. decoupled), saj jih lahko potem enostavno testiramo in ponovno uporabimo, kjer 
je to potrebno. Po drugi strani pa aplikacije ne želimo preveč razdrobiti in s tem preiti 
v drugo skrajnost nepreglednosti. 
Najpreprostejši,  najpogostejši  in  tudi  eden  izmed  najstarejših  načrtovalskih 
vzorcev je model-pogled-kontroler ali MVC (angl. model-view-controller). Kratico je 
leta  1979  prvič  uporabil  Trygve  Reenskaug  za  programe  napisane  v  programskem 
jeziku  Smalltalk [22].  Različica,  ki  jo  predstavljamo  v  nadaljevanju,  je  prilagojena 
posebnostim mobilnih aplikacij. 
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5.1 MVC in druge arhitekturne zasnove 
Arhitektura je tridelna. Na eni strani je model, ki je abstrakten opis vsebine naše 
aplikacije. Model je popolnoma neodvisen od aplikacijskega ogrodja 
(angl. framework) [22]. Na drugi strani je pogled (angl. view), ki predstavlja vidni del 
aplikacije, uporabniški vmesnik. Pogled in model nista nikoli v neposredni povezavi, 
s čimer preprečujemo njuno soodvisnost. To je pomembno, saj lahko le tako poglede 
znova uporabimo tudi z drugimi modeli, kar je pri razvoju mobilnih aplikacij dokaj 
pogosto.  Most  med  modelom  in  pogledom  je  kontroler  (angl. controller).  Ta  dobi 
informacijo  o  spremembi  modela  in  ustrezno  posodobi  pogled.  Ter  obratno:  ko 
uporabnik  interaktira  z  aplikacijo  in  izvede  določeno  akcijo,  kot  je  pritisk  gumba, 
lahko kontroler posodobi model, če je to seveda potrebno [23]. 
 
Slika 5.1: MVC razdeli aplikacijo na tri dele: na eni strani je model, na drugi pogled, 
povezuje ju kontroler. 
Dokumentacija  razkrije,  kakšne  zadolžitve  lahko  dodelimo  kontrolerju,  ki  ga 
ustvarimo  kot  podrazred UIViewControllerja.  Med  drugim  so  to  skrb  za  pravilen 
prikaz  pogleda,  nadzor  nad  njegovim  življenjskim  ciklom,  spremljanje  morebitnih 
rotacij zaslona, zaznava in ustrezna obdelava uporabnikovih akcij, lahko se povezuje 
s strežnikom in obdeluje odgovore, ki mu jih ta vrne, posluša obvestila 
(angl. notifications) in tako dalje [24]. Seveda vseh funkcij ni potrebno implementirati, 
če niso potrebne, kljub temu pa se moramo zavedati, da se lahko hitro ujamemo v past 
preobsežnega  kontrolerja.  Tisti,  ki  trdijo,  da  je  model-pogled-kontroler  preživeta 
arhitekturna  zasnova,  ki  bi  jo  morale  nadomestiti  novejše,  MVC  pojmujejo  kot 
»Massive  View  Controller«.  Delno  rešitev  te  težave  predstavlja  koncept  kontroler 
otrok (angl. child controller), na katerega lahko prenesemo kakšno izmed nalog in ga 
nato vključujemo v druge kontrolerje. Primer take uporabe bi bila ločena kontrolerja 
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obdelujemo  strežniške  odgovore [25].  S  tem  se  izognemo  nevarnosti  masivnega 
kontrolerja, obenem pa sledimo ideji DRY. 
 Druga  težava  vsevednega  kontrolerja  je  oteženo  testiranje  poslovne  logike 
(angl. business logic).  Testiranje  sicer  je  mogoče,  vendar  zahteva  nekaj  več  dela  in 
truda [26]. 
Zaradi enostavnosti MVC še vedno ostaja pogosta arhitekturna izbira. MVC-ja 
se  je  najlažje  in  najhitreje  naučiti,  poleg  tega  aplikacije  ne  razdrobi  na  preveč 
abstraktnih enot. Masiven kontroler za zagovornike MVC-ja ni odraz slabosti 
načrtovalskega vzorca, pač pa programerja, ki ga ne zna pravilno implementirati [27]. 
Poleg  MVC-ja  obstaja  veliko  drugih  arhitekturnih  zasnov.  Nekatere  sledijo 
osnovni  ideji,  le  da  v  sredino  ne  postavljajo  kontrolerja,  vendar  komponento  z 
drugačno zadolžitvijo. Pri MVP (model-view-presenter) je v sredini prikazovalnik, pri 
MVVM (model-view-view model) pa je to komponenta pogled model. Poleg 
arhitektur,  sorodnih  MVC-ju,  obstajajo  tudi  načrtovalski  vzorci,  ki  se  od  njega 
bistveno razlikujejo – na primer VIPER, TEA, Redux, Cake itd. [22] 
Vsaka  arhitektura  prinaša  določene  prednosti,  vendar  nobena  ni  univerzalno 
popolna  za  vse  mobilne  aplikacije.  Pri  MVVM,  kjer  ima  pogled  vzpostavljeno 
povezavo (angl. binding) z elementom pogled model (angl. view model), je težava, da 
so nativne rešitve, kot so mehanizem opazovanja sprememb oziroma KVO (key value 
observing), delegati ali obvestila (angl. notifications), za tovrstno povezovanje dokaj 
okorne [23].  Veliko  razvijalcev  zato  za  povezovanje  vpeljuje  reaktivnost,  ki  pa  ni 
enostavna. VIPER aplikacijo razdeli na pet enot, zato imajo posamezni deli 
programske kode bistveno manj zadolžitev, vendar je po drugi strani struktura take 
aplikacije preveč razdrobljena [28].  
Ne  glede  na  to,  kateri  načrtovalski  vzorec  izberemo,  je  bistveno,  da  nam 
arhitektura delo olajša in ne oteži. Če se namesto razvoja mobilne aplikacije ukvarjamo 
s pravilno implementacijo arhitekturne zasnove, smo nedvomno na napačni poti. 
5.2 Izbrana arhitektura in koordinatorji 
Izbrano ogrodje naše aplikacije je prilagojena oblika MVC-ja. Ali je to še vedno 
MVC ali ne, niti ni tako pomembno. Želeli smo ohraniti osnovno idejo o neodvisnih 
pogledih  in  modelih,  se  skušali  izogniti  preobsežnim  kontrolerjem  in  jih  ločiti  od 
poslovne logike mobilne aplikacije. 
O  implementaciji  modela  in  pogleda  bomo  govorili  v  naslednjih  poglavjih, 
najprej  pa  se  lotimo  ključnega  izziva,  kako  se  izogniti  vsevednemu  kontrolerju. 
Postavili smo si pravilo, da ima kontroler samo eno nalogo – pravilno prikazati pogled. 
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Razbremenili ga bomo drugih nalog, kot so obdelava podkastov, povezovanje z iTunes 
API-jem in shranjevanje oddaj. Ne bo se zavedal, kje v navigacijskem skladu se nahaja 
in  kakšen  je  tok  aplikacije.  Prikaz  napake  in  nalaganja  podatkov  bomo  preselili  na 
kontrolerje otrok, s čimer jih bomo lahko uporabili na različnih mestih, vir podatkov 
(angl. data source) in delegat (angl. delegate) za table view in collection view pa bomo 
izvedli z ločenimi razredi. 
Nad kontrolerje smo postavili koordinatorje. Ti bodo skrbeli za pravilno 
obdelavo modela, opravljali strežniške klice, navigirali tok aplikacije in kontrolerjem 
posredovali ustrezne podatke za pravilen prikaz. 
Poglavitna naloga koordinatorjev je navigacija. V SDK-ju obstaja razred 
UINavigationController  s  priročnimi  funkcijami  za  dodajanje  in  odstranjevanje 
kontrolerjev iz navigacijskega sklada (pushViewController(_:animated:), 
popViewController(animated:), popToViewController(_:animated:)  itd.) [29].  Ker 
UINavigationController  opravi  večino  težavnega  dela  pri  delu  z  navigacijskim 
skladom, ga bomo uporabili tudi v našem primeru. Vendar ne neposredno, saj želimo 
v nadaljevanju omogočiti prikaz majhnega predvajalnika na dnu vsakega kontrolerja. 
To bi lahko izvedli na več načinov, vendar smo se odločili, da bodo vsi kontrolerji del 
skupnega vsebnika (angl. container), ki bo implementiral enoten 
UINavigationController za prikaz preostalih kontrolerjev, na dnu strani pa bo 
omogočal majhen predvajalnik. AppContainer, kakor smo vsebnik poimenovali, smo 
izpeljali iz razreda UIViewController in definirali s protokolom PlayerPresenter. 
 
Slika 5.2: Protokol, s katerim so opredeljeni koordinatorji, določa, da morajo imeti referenco 
na skupni vsebnik in metodo start(). 
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Slika 5.3: Protokol PlayerPresenter. 
AppContainer opredelimo s protokolom PlayerPresenter, ki zagotovi, da vsebnik 
implementira UINavigationController za dodajanje in odstranjevanje kontrolerjev iz 
navigacijskega sklada ter metodo showAudioPlayer(for:startPlaying:) za prikaz 
predvajalnika. 
Vsaki aplikaciji za iOS je dodan razred AppDelegate, ki skrbi za njen življenjski 
cikel [30]. V njem definiramo prvi koordinator (ApplicationCoordinator) in 
pokličemo  njegovo  metodo start().  Ta  bo  ustvarila AppContainer,  v  katerem  sta 
kontrolerja za prikaz predvajalnikov (MiniPlayerViewController in 
AudioPlayerViewController), razčlenjevalnik vira RSS (PodcastFeedParser) in 
koordinatorja za prikaz zgodb (ShowsCoordinator) ter iskalnika 
(SubscribeToPodcastCoordinator). V AppDelegate ustvarimo tudi referenco na razred 
DataManager,  o  katerem  pišemo  v  nadaljevanju,  in  je  namenjen  shranjevanju  ter 
pridobivanju podkastov iz baze. 
 
Slika 5.4: Shema arhitekture mobilne aplikacije. 
V AppDelegate ustvarimo DataManager in ApplicationCoordinator, del katerega 
sta AppContainer, ki implementira UINavigationController in vsebuje kontrolerja 
predvajalnikov, ter PodcastFeedParser, ki podkaste prilagodi modelu. 
ShowsCoordinator ima referenco na kontrolerja za prikaz seznama podkastov ali 
posamezne oddaje. SubscribeToPodcastCoordinator pa implementira iskalnik in se 
povezuje z iTunesApiParserjem. Imamo tudi kontrolerja brez koordinatorjev – 
LoadingViewController in ErrorViewController bomo vključevali kot 
kontrolerja otrok.
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6 Model aplikacije 
iOS ponuja številne možnosti shranjevanja podatkov. 
Razred  UserDefaults,  ki  je  vmesnik  za  dostop  do  uporabnikovih  privzetih 
nastavitev, je primeren za hranjenje prilagoditev, kot je recimo izbrana merska enota 
ali hitrost predvajanja zvočnih posnetkov. Podatki se hranijo v bazo uporabnikovih 
privzetih nastavitev, ki se nahaja lokalno na vsaki napravi posebej [31]. 
Vsaka aplikacija ima datoteko plist (Property list), ki vsebuje najpomembnejše 
konfiguracijske informacije za uspešno izvajanje programske kode. Datoteka plist v 
osnovi ni namenjena shranjevanju uporabnikovih nastavitev, vendarle pa lahko semkaj 
zabeležimo tudi manjše količine podatkov [32]. 
Za shranjevanje večjih, med seboj povezanih količin podatkov, je primernejši 
SQLite, ki je prav tako vključen v iOS, zato ga ni potrebno konfigurirati. Prednosti so 
tudi enostavno shranjevanje podatkov v tabelah, strežniška neodvisnost in stabilnost 
delovanja [32]. 
Nivo nad njim je Core Data, ki ni objektno-relacijska preslikava (angl. object-
relational mapper), kot se zdi na prvi pogled, temveč gre za graf objektov, ki uporablja 
SQLite za shranjevanje podatkov. To je Applova rešitev, dobro integrirana v SDK, 
zato omogoča nekaj zelo priročnih funkcij za shranjevanje, ustvarjanje, pridobivanje 
in iskanje podatkov, o katerih pišemo v nadaljevanju [32]. 
Tako kot Core Data tudi NSKeyedArchiver omogoča shranjevanje večje 
količine podatkov. Gre za preprostejšo, vendar tudi manj robustno rešitev. Čeprav za 
razliko od Core Data ne omogoča poizvedb (angl. querying) ali modeliranja entitet, je 
po  drugi  strani  lažji  za  delo,  zato  je  primeren  zlasti  za  shranjevanje  enostavnejših 
struktur [32]. 
Poleg Applovih rešitev za shranjevanje podatkov lahko uporabljamo tudi druge, 
kot so Realm, Couchbase, Firebase itd., vendar jih na tem mestu podrobneje ne bomo 
opisovali [32]. 
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Baze so primerne za shranjevanje podatkov, ne pa tudi za hrambo datotek. Temu 
namenjen je FileSystem, ki je že del iOSa. Zaradi varnostnih razlogov je dostop do 
datotečnega sistema zelo omejen [32]. 
Za  shranjevanje  varnostno  občutljivih  informacij,  kot  so  recimo  gesla,  pa  je 
najustreznejša izbira Keychain. V osnovi gre za nizkonivojsko rešitev, vendar Apple 
ponuja ovojnico (angl. wrapper) za njeno uporabo [32]. 
Pri  naši  aplikaciji  smo  se  odločili  za  Core  Data,  ker  ga  poleg  shranjevanja 
podatkov  lahko  uporabimo  tudi  za  oblikovanje  modela  aplikacije.  Core  Data  je 
ogrodje, ki ga je Apple sprva oblikoval za MacOS leta 2005, nato pa leta 2009 rešitev 
ponudil tudi za iOS. Core Data podatkov neposredno ne shranjuje, vendar povezuje 
zbirke  objektov  in  omogoča  ustvarjanje  povezav  med  njimi.  Deluje  kot  ovojnica 
SQLita, poleg tega pa omogoča interakcijo z modelom na objektno-orientiran način. 
Koncept  je  naslednji:  najprej  naloži model  aplikacije,  iz  njega  ustvari  bazo  in  nato 
pripravi  okolje  (»managed  object  context«)  za  ustvarjanje,  branje,  posodabljanje  in 
brisanje objektov iz spomina, preden jih v enem kosu zapiše nazaj v bazo. V iOS 10 
je Apple SDK-ju dodal razred NSPersistentContainer, ki opisano proceduro pripravi 
v nekaj vrsticah kode [33]. 
6.1 Core Data v praksi 
Tabela 6.1: Atributi entitet Show in Episode. 
Show Episode 
Atribut Tip Atribut Tip 
author String content String 
feedURL URI date Date 
imageURL URI duration String 
link String fileSize Integer 64 
name String id String 
summary String link URI 
  playingStatus Float 
  summary String 
  title String 
  
Ustvarimo nov dokument Core Data in oblikujemo model z entitetama Show ter 
Episode, kot je razvidno na sliki Slika 6.1. Baze SQL so sestavljene iz tabel, te pa iz 
stolpcev. Pri Core Data imajo podobno vlogo kot tabele entitete, stolpce pa 
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nadomeščajo atributi, ki so lahko različnih tipov (String, Date, Integer, Float, 
Boolean …) [34]. V tabeli Tabela 6.1 so našteti atributi, ki so določeni v entitetah Show 
in Episode. Poleg atributov lahko entitetam določimo tudi relacije 
(angl. relationship) [34]. V našem primeru entiteti Show dodamo povezavo episodes, 
ki  je  tipa  ena  z  mnogo  (angl. one to many),  in  kot  destinacijo  izberemo  entiteto 
Episode. Obraten postopek izvedemo za entiteto Episode in nato pri novo ustvarjenih 
relacijah  v  spustnem  seznamu  Inverse  izberemo episodes  oziroma show. Sedaj  ima 
vsaka epizoda podatek o oddaji, ki ji pripada, vsaka oddaja pa seznam epizod, ki so 
del nje. Relacija med entitetama je razvidna na sliki Slika 6.2. 
 
Slika 6.1: Ustvarjanje entitet in atributov je pri Core Data zelo preprosto. 
 
Slika 6.2: Model aplikacije. 
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Načeloma bi to moralo zadostovati za oblikovanje modela aplikacije. Za entiteti 
bi v spustnem seznamu Codegen (krajše za »code generation«) izbrali Class Definition 
in ju tako pretvorili v razred, zapisan v Swiftu, ki ga bi potem uporabili v aplikaciji. 
 
Slika 6.3: Prvi način, da iz entitete ustvarimo programsko kodo, je izbira možnosti 
Class Definition. 
Žal  se  v  praksi  izkaže,  da  ima  ta  čudovito  hitra  rešitev  še  vedno  določene 
omejitve.  V  našem  primeru  se  pojavita  dve  težavi:  atribut date  je  v  samodejno 
ustvarjenem razredu tipa NSDate, ki ga poznamo iz Swifta 2, in ne tipa Date iz kasnejših 
različic programskega jezika. To pomeni, da bi morali v svoji aplikaciji pri uporabi 
datuma vselej uporabljati starejši razred, kar je dokaj nepriročno. Druga težava pa je, 
da so vsi atributi opcijske vrednosti, vendar jih v določenih primerih ne potrebujemo. 
Epizoda brez povezave do avdio posnetka je na primer neuporabna in je niti ne želimo 
prikazovati.  
Razrede iz entitet bomo zato ustvarili drugače. V spustnem seznamu ne izberemo 
Class  Definition,  temveč  Manual/None,  v  menujski  vrstici  pa  kliknemo  Create 
NSManagedObject  Subclass.  Xcode  je  ustvaril razreda Show  in Episode  ter  prvemu 
dodal metodi addToEpisodes(_:) in removeFromEpisodes(_:). Razreda uredimo tako, 
da nimata opcijskih vrednosti, kjer jih ne potrebujemo, NSDate pa zamenjamo z Date. 
Pozorni moramo biti, da bomo ob vsaki spremembi modela razreda ustvarili na novo 
in ju ustrezno popravili. 
Naslednji  korak  je  implementacija NSPersistantContainerja,  ki  bo  skrbel  za 
branje  in  zapisovanje  v  bazo.  Pripravimo  ga  v  razredu DataManager,  ki  ga  bo  v 
aplikaciji ustvaril AppDelegate in posredoval ApplicationCoordinatorju, kot je 
razvidno na sliki Slika 5.4. 
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Slika 6.4: Iz imena modela ustvarimo NSPersistentContainer in naložimo bazo, če že obstaja. 
 
Slika 6.5: Metoda za shranjevanje podkastov. 
 
Slika 6.6: Metodo za pridobitev podkastov iz baze.  
Delo z bazo je sedaj dokaj enostavno. Klic dataManager.saveContext() 
zadostuje za shranjevanje podatkov. Core Data sam poišče vse oddaje in epizode, ki 
so se spremenile, ter jih shrani. Pri tem ni skrbi, da bi prišlo do težav s podvojenimi 
vnosi, saj Core Data omogoča združevanje podatkov z istim unikatnim 
identifikatorjem (angl. unique identifier). 
Nalaganje  podkastov  iz  baze  dodatno  razširimo  z  uporabo  podatkovnega  tipa 
NSSortDescriptor, ki razvrsti rezultate glede na dani kriterij. V našem primeru epizode 
razvrščamo po datumu. Za filtriranje rezultatov pri pridobivanju iz baze pa uporabimo 
predikate (angl. predicates). V aplikaciji s predikati filtriramo epizode glede na status 
poslušanja. 
Core Data ponuja še eno razširitev. Kontrolerji lahko implementirajo podrazred 
NSFetchedResultsController, ki zmanjšuje število branj iz baze, s čimer izboljšamo 
učinkovitost aplikacije. 
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7 Razvoj uporabniškega vmesnika 
Uporabniški vmesnik je vitalnega pomena, še tako dobro napisana programska 
koda pa je nesmiselna, če je na koncu aplikacija nejasna in uporabnikom neprijazna. 
Osnovne aktivnosti razvoja programske opreme so definicija in analiza zahtev, 
načrtovanje, ki ustreza specifikacijam, in implementacija [35]. Obstaja več različnih 
pristopov, ki opisujejo, kako si ti procesi sledijo. Pri tradicionalnih modelih, kot je 
slapovni (angl. waterfall), si sledijo linearno. To pomeni, da med razvojem ni iteracij 
in popravkov, zato morajo biti zahteve že pred začetkom razvoja natančno določene.  
 V  razvoju  sodobne  programske  opreme  pa  je  pomembno,  da  uporabnika 
vključimo v vse faze razvoja in omogočimo ocenjevanje nastajajočega projekta skozi 
celotni razvojni cikel. To idejo implementirajo agilne metodologije, kot so SCRUM, 
funkcijsko voden razvoj programske opreme (FDD), prilagodljiv razvoj programske 
opreme (ASD), vitek razvoj programske opreme (LSD), testno voden razvoj (TDD) in 
tako dalje [35]. 
Pri našem diplomskem delu smo se zadovoljili s slapovnim modelom, saj je bil 
naš namen v grobem osvetliti izzive, ob katere trčimo pri sodobnem razvoju mobilne 
aplikacije, ne pa tudi mobilne aplikacije ponuditi končnim uporabnikom. 
Kaj je uporabniški vmesnik? Joseph Dumas je zapisal, da »uporabniški vmesnik 
sestavljajo besede in simboli, ki jih uporabnik vidi na zaslonu, vsebina in oblika izpisa, 
postopki  za  vnos,  shranjevanje  in  prikaz  informacij  ter  organizacijska  struktura 
vmesnika kot celote«. [36] Debora Shaw podaja širšo definicijo in vmesnik opredeli 
kot vse, »kar uporabnik vidi, sliši ali česar se dotika pri interakciji z 
računalnikom«. [36]  Človeško  zaznavanje  poteka  preko  čutil  in  čeprav  je  vizualna 
komunikacija najpogostejša, drugih oblik interakcije stroj-človek ne gre pustiti 
vnemar. V naši diplomski aplikaciji to ponazorimo v dveh primerih. Ko se uporabnik 
naroči na podkast, je treba počakati, da aplikacija razčleni vir RSS. Uspešnost akcije 
sporočimo s krajšim zvočnim efektom. Haptično komunikacijo pa smo uporabili pri 
tranziciji iz majhnega v velik predvajalnik. Če uporabnik povleče mali predvajalnik 
proti vrhu zaslona, se ta postopoma začne spreminjati v celozaslonskega. Ko je akcija 
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uspešno zaključena, bežen tresljaj mobilnega telefona uporabnika opomni, da 
interakcija z vmesnikom ni več potrebna. 
Taktilne  povratne  informacije  v  iOSu  ni  težko  ustvariti.  V  SDK-ju  se  nahaja 
razred UIFeedbackGenerator,  s  katerim  lahko  ustvarimo  tri  različne  vzorce  tipne 
povratne informacije. UIImpactFeedbackGenerator uporabimo, ko objekt 
uporabniškega  vmesnika  trči  ali  se  premakne  na  svoje  mesto,  določimo  mu  tudi 
intenziteto dražljaja. UISelectionFeedbackGenerator je namenjen povratni informaciji 
ob iskanju po seznamih, UINotificationFeedbackGenerator pa ob prikazu obvestila o 
uspehu, napaki ali opozorilu [37]. 
Na področju interakcije človek-stroj prej ali slej trčimo ob pojma uporabnosti in 
uporabniške  izkušnje.  Uporabnost  je  merilo  uspešnosti  in  učinkovitosti,  s  katerim 
tipičen uporabnik v določenih pogojih uporabi razviti sistem. Uporabniška izkušnja pa 
opredeljuje  uporabnikove  občutke  in  razumevanja  ob  interakciji  z  uporabniškim 
vmesnikom in uporabi mobilne aplikacije. Fenomen uporabniške izkušnje je povezan 
z različnimi vidiki, kot je vizualna podoba vmesnika in zaznana uporabnost, kognitivni 
napor, interaktivnost, dostopnost itd. Je posledica uporabnikovega notranjega stanja 
(pričakovanje, potrebe, motivacija, razpoloženje …), značilnosti sistema 
(kompleksnost,  namen,  uporabnost,  funkcionalnost …)  in  konteksta,  v  katerem  se 
interakcija izvrši (organizacijsko ali družbeno izhodišče, smiselnost aktivnosti, 
prostovoljnost uporabe …) [38]. 
Pri  načrtovanju  uporabniške  izkušnje  je  pomembno  poglobljeno  razumevanje 
uporabnikov.  Pri  tem  si  lahko  pomagamo  z  različnimi  metodami.  Z  anketiranjem, 
raziskavo  trga  in  zbiranjem  mnenj  na  družbenih  omrežjih  prisluhnemo  njihovim 
potrebam. Ker uporabniki ne morejo vedno artikulirati, kaj potrebujejo, jih z uporabo 
prototipov opazujemo v naravnem okolju pri uporabi aplikacije, pri čemer upoštevamo 
tudi okolje in kontekst. Persone, opisne pripovedi fiktivnih oseb, ki predstavljajo ciljne 
segmente uporabniških skupin, pa nam omogočijo, da razmišljamo in se obnašamo kot 
naši  uporabniki. [39]  Ti  delujejo  v  skladu  s  svojim  mentalnim  modelom,  to  so 
predpostavke,  prepričanja,  vrednote,  razumevanja  in  poznavanja.  Če  ljudje  nimajo 
dobrega mentalnega modela, se lahko uporabe naučijo samo na pamet. Ko bo šlo nekaj 
narobe, ne bodo vedeli, zakaj je prišlo do napake, niti, kako jo učinkovito odpraviti. 
Ljudje  se  mentalnega  modela  učijo  z  interakcijo  s  sistemom,  opazovanjem  odziva 
sistema ob izvršeni akciji in branjem navodil ali drugih pojasnil, ki jih sistem ponuja. 
Za oblikovanje pravilnega mentalnega modela je zato pomembno, da vmesnik 
uporabniku ponuja dovolj informacij [40]. 
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Pri načrtovanju uporabniškega vmesnika moramo poskrbeti, da ima uporabnik 
nadzor nad njim. Podati moramo opisne poti in izhode, omogočiti takojšno povratno 
informacijo in korake nazaj [41]. 
Slika 7.1: Mobilna aplikacija uporablja privzeto navigacijo, ki uporabniku z velikimi črkami 
jasno sporoča, kje se nahaja. Puščica za nazaj mu omogoča izhod, besedilo ob njej pa ga 
obvešča, kam bo odšel. 
Zavedati se moramo, da ljudje nismo najboljši v pomnjenju ukazov. Z 
zanašanjem na prepoznavo, ponujanjem vizualnih namigov, bližnjicami, intuitivnimi 
ukazi, elementi iz življenja in organiziranostjo zmanjšujemo obremenitev 
uporabnikovega spomina [41]. 
Zelo pomembna je tudi konsistentnost uporabniškega vmesnika. Rezultati 
interakcije morajo biti vedno enaki, ohraniti moramo kontekst uporabniške izkušnje, 
spodbuditi raziskovanje vmesnika in ga dovršiti tudi funkcionalno ne le estetsko [41]. 
Če objekt ni videti kot del uporabniškega vmesnika, bodo uporabniki mislili, da vanj 
ne sodi. 
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Slika 7.2: Uporabnikov spomin razbremenjujemo tako, da ne prikažemo vsega naenkrat. 
Podkasti so organizirani v tabeli, z uporabo logotipov pa je prepoznava oddaj enostavnejša. 
Oblikovanju, ki posveča pozornost končnemu uporabniku produkta in upošteva 
zgoraj naštete principe, pravimo uporabniško usmerjeno oblikovanje 
(angl. user centered design ali UCD). Rezultat pametno načrtovanega uporabniškega 
vmesnika  je  dobra  uporabniška  izkušnja,  ta  pa  je  predpogoj  za  uspeh  katerekoli 
mobilne aplikacije.  
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8 Testiranje 
Pred objavo aplikacije v AppStoru bi bilo potrebno pripraviti obsežnejše teste 
razredov in metod modela, njihove interakcije s koordinatorji, uporabniškega 
vmesnika, robnih pogojev in drugih napak v delovanju programske kode. 
Lastnosti učinkovitega testiranja so [42]: 
• hitro izvedljivi testi, tako da razvijalcem testiranje ne predstavlja potrate 
časa, 
• neodvisnost testov drug od drugega in možnost posamičnega izvajanja, 
• ponovljivost, ki zagotavlja, da bodo rezultati testiranja vedno enaki, 
• samoumevni rezultati, v obliki opravil / ni opravil (pass / fail), tako da 
razvijalcu ni potrebno interpretirati dnevniških datotek in 
• pravočasno napisani testi, idealno bi bilo, da jih pripravimo, preden se 
lotimo programiranja produkcijske kode. 
8.1 Testi enot 
Z uporabo knjižnice XCTest in podrazreda XCTestCase je testiranje enot 
(angl. unit tests)  aplikacije  za  iOS  enostavno.  V  testnem  razredu  se  najprej  izvede 
metoda setUp(),  v  kateri  pripravimo  objekte  SUT  (angl.  system  under  test),  ki  jih 
potrebujemo  za  testiranje.  Sledijo  testne  metode, ki  jih  označimo  s  predpono test. 
Izvedemo lahko vsako posebej ali vse naenkrat. Zadnja se izvede metoda tearDown(), 
kjer je priporočljivo deinicializirati objekte SUT in ponastaviti stanje aplikacije, tako 




Slika 8.1: V metodi setUp() smo pripravili objekte SUT, ki smo jih nato v funkciji tearDown() 
deinicializirali. Ker smo testirali naročanje na podkaste, smo pred deinicializacijo objektov 
ponastavili shranjene podatke. 
Za našo aplikacijo smo pripravili dva testa. Preizkusili smo postopek 
razčlenjevanja vira RSS in dobili pozitiven rezultat. Pri uporabi iTunes API-ja pa smo 
našli napako. Iskanje oddaj, ki v svojem naslovu vsebujejo presledek, se ni uspešno 
izvedlo.  
iTunesApiParser do iTunes API-ja dostopa tako, da URL naslovu 
https://itunes.apple.com/search?&media=podcast&entity=podcast&term= doda 
iskano ključno besedo. Prejeti odgovor nato obdela in vrne rezultate. Ugotovili smo, 
da ključne besede nismo kodirali skladno z dovoljenimi znaki za URL naslov, zato 
razčlenjevalnik pri iskanju oddaj s presledkom v naslovu ni uspel dostopati do API-ja. 
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Slika 8.2: Uporaba testov enot nam je razkrila napako v razčlenjevalniku iTunes API-ja. 
Rešitev ni bila težavna, saj je za kodiranje Stringov v SDK-ju že pripravljena 
funkcija addingPercentEncoding(withAllowedCharacters:). Kot argument smo 
podali urlQueryAllowed, ki je prav tako že del SDK-ja. Metoda je nedovoljene znake 
v podanem Stringu nadomestila s simbolom % in test za iskanje se je izvedel pravilno. 
 
Slika 8.3: Iskano ključno besedo smo z metodo 
addingPercentEncoding(withAllowedCharacters:) kodirali, tako da je 
razčlenjevalnik uspešno ustvaril URL povezavo za iskanje. 
Izvajanje  testov  enot  je  z  uporabo  bližnjice  cmd+U  hitro  in  priročno.  Ob 
kakršnikoli nadaljnji spremembi razčlenjevalnikov iTunes API-ja in vira RSS se lahko 
z uporabo te bližnjice prepričamo, da delujeta brezhibno. S tem privarčujemo veliko 




8.2 Testiranje uporabniškega vmesnika 
S pomočjo ogrodja XCTest lahko poleg enot testiramo tudi uporabniški vmesnik, 
vendar je preizkus njegovega delovanja zahtevnejši, saj moramo posnemati dejansko 
interakcijo z aplikacijo. 
V  prejšnjem  poglavju  smo  preizkusili  delovanje  iskanja  s  pomočjo  iTunes 
API-ja,  sedaj  pa  bomo  preizkusili  delovanje  uporabniškega  vmesnika,  ki  iskanje 
omogoča. 
Ker tudi pri testiranju uporabniškega vmesnika uporabljamo razred XCTestCase, 
imamo ponovno na voljo metodi tearDown() in setUp(), kjer bomo nastavili 
spremenljivko app, ki bo imela referenco na našo aplikacijo. 
Potek, ki ga bomo preizkusili, je naslednji: ko se aplikacija zažene, je prikazan 
zaslon ShowsViewController. V navigaciji bomo kliknili na gumb za dodajanje novega 
podkasta, prikazal se bo SubscribeToPodcastViewController. Tu kliknemo na iskalno 
vrstico,  vpišemo  poljubno  besedilo  in  pritisnemo  tipko  return.  Pričakujemo  več 
rezultatov,  prikazanih  v  tabeli.  Izberemo  prvo  vrstico,  kar  z  vidika  uporabniškega 
vmesnika pomeni, da se prikaže LoadingViewController. Opisano delovanje 
preizkusimo z naslednjo testno metodo. 
Kontrolerjem ShowsViewController, SubscribeToPodcastViewController in 
LoadingViewController nastavimo accessibilityIdentifier, s pomočjo katerega jih 
lahko prepoznamo v testni metodi. Za večjo razumljivost smo za identifikator izbrali 
kar ime kontrolerja. 
Slika 8.4: Metoda za testiranje iskanja. 
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8.3 Performančni testi 
Poleg enot in uporabniškega vmesnika lahko testiramo tudi učinkovitost 
aplikacije.  Funkcija measure(_ block: () -> Void)  desetkrat  iterira  podani  ukaz, 
izračuna povprečni čas in standardno deviacijo. Ob nadaljnjih testiranjih bo 
pridobljene podatke primerjala s prejšnjimi rezultati. 
Ko prvič izvedemo performančno funkcijo, določimo osnovo za največjo 
standardno  deviacijo  (Max  STDDEV),  na  podlagi  katere  bo  primerjal  naslednje 
izvedbe. Če bodo odkloni večji od največje STDDEV, bo rezultat testa negativen. 
Za  natančnejše  analize  mobilne  aplikacije  uporabimo  specializirano  orodje 
Instruments.  Z  njim  lahko  dobimo  podrobnejši  uvid  v  učinkovitost  delovanja  naše 
aplikacije, poiščemo morebitne težave z uhajanjem pomnilnika (angl. memory leak), 
ugotovimo, kako obremenjene so posamezne niti mobilnega telefona (angl. threads) 
itd. 
Slika 8.5: Meritev hitrosti razčlenjevanja vira RSS. 
Slika 8.6: Rezultati performančnega testa. 
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9 Zaključek 
Na tej točki smo mobilno aplikacijo zaključili. V teoretičnem delu smo spoznali, 
kaj so podkasti in kako delujejo. Ugotovili smo, da je potrebno avdio in video vsebine 
pred prenašanjem ustrezno pripraviti, pri čemer moramo ujeti pravo ravnotežje med 
kakovostjo in velikostjo posnetka. 
V praktičnem delu smo se sprehodili po poti razvoja sodobne mobilne aplikacije 
in se ustavili ob nekaterih izzivih, ki jih je pri tem potrebno nasloviti.  
 Razvili smo model in poskrbeli za shranjevanje podatkov, zastavili arhitekturo 
s kontrolerji in koordinatorji, naredili razčlenjevalnik vira RSS in iTunes API-ja ter 
pripravili  preprostejši  uporabniški  vmesnik.  Mobilna  aplikacija  omogoča  iskanje, 
naročanje in poslušanje podkastov. Če bi razpolagali z več časa, bi ji lahko dodali še 
nekaj funkcionalnosti. Ključna pomanjkljivost trenutne različice je nezmožnost 
poslušanja v nepovezanem načinu. Vse epizode se pretakajo med prenosom. Lahko bi 
raziskali  orodja  za  strojno  učenje  in  z  njimi  personalizirali  aplikacijo.  V  prvotnih 
načrtih smo si zamislili zaslon, kjer bi bile prikazane uporabniku prilagojene vsebine, 
na podlagi naročnin in preteklih poslušanj. Smiselno bi bilo dodati sezname predvajanj 
in  omogočiti  poljubno  hitrost  predvajanja  ter  dolžino  časovnega  preskoka.  Idej  ne 
zmanjka. Poleg izboljšav trenutne različice bi morali pripraviti obsežnejše teste, pred 
produkcijo pa aplikacijo izdati v različici beta, s katero bi se prepričali, da je aplikacija 
pripravljena za širšo uporabo. 
Vendar je bil namen našega diplomskega dela drugačen. Ugotovili smo, da so 
mobilne  aplikacije  korenito  spremenile  naše  navade.  Čedalje  več  zvočnih  vsebin 
spremljamo na računalniku in mobilnem telefonu. Raziskava, ki jo je opravil Edison 
Research, je ugotovila, da 54 odstotkov Američanov radio posluša le še med vožnjo v 
avtomobilu [43]. Pričakovati gre, da se bo tudi to v kratkem spremenilo. Večina novih 
avtomobilov ima že vgrajeno tehnologijo Bluetooth, ki omogoča predvajanje avdio 
vsebin iz našega telefona. Čedalje več vozil integrira sisteme za infozabavo 
(angl. infotainment system), kakršen je Apple CarPlay, ki ima prednameščeno 
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aplikacijo za poslušanje podkastov. Industrijska skupina GSMA ocenjuje, da bodo do 
leta 2025 vsi avtomobili povezani na internet [44]. 
Po zaslugi bliskovitega razvoja strojnega učenja in kakovostnih pametnih 
asistentov razcvet doživlja tudi prodaja domačih avdio naprav. Po ocenah analitikov 
je  bilo  v  prvem  četrtletju  letošnjega  leta  prodanih  več  kot  5  milijonov  pametnih 
asistentov Google Home in Amazon Echo [45]. 
Nove tehnologije za poslušanje avdio vsebin imajo širše družbene učinke. Medij 
ni le sredstvo za prenos vsebin od oddajnika do prejemnika, ampak te vsebine s svojimi 
lastnostmi aktivno sooblikuje. Tehnično gledano sta tako podkast kot radijska oddaja 
samo  zvočni  posnetek.  Vsebinska  razlika  med  njima  pa  je  večja.  Podkasti  so  bolj 
osebni  in  manj  formalni,  v  njih  izstopa  voditelj  z  vsemi  pomanjkljivostmi,  ki  jih 
tradicionalne  oddaje  ne  spuščajo  v  eter [46],  poleg  tega  niso  omejeni  s  časom  ali 
dolžino  predvajanja.  Kot  je  dejal  kanadski  teoretik  Marshal  McLuhan,  medij  je 
sporočilo, zato velja hitro spreminjajoče trende spremljati tudi v prihodnosti.
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