Un servizio di route planning per scenari di mobilità elettrica by Di Nicola, Marco
Alma Mater Studiorum · Università di Bologna
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Nelle smart cities moderne, la mobilità di veicoli elettrici (EV) è considerata un fattore
determinante nella riduzione del consumo di combustibili fossili e conseguenti emissioni
inquinanti.
Tuttavia, nonostante gli interessi e investimenti a livello globale, l’accettazione da parte
degli utenti è ancora bassa, principalmente a causa della mancanza di infrastrutture
e servizi a supporto dei guidatori di EV. Queste mancanze sono la causa principale
della cosiddetta range anxiety (timore che il veicolo non abbia autonomia sufficiente per
raggiungere la destinazione) e hanno portato al preconcetto che gli EV siano adatti alla
sola percorrenza di brevi tragitti.
Per contrastare questi problemi, in questo documento è proposta un’applicazione di route
planning che supporti mobilità di EV anche su percorsi medio-lunghi, mediante utilizzo di
un modello di predizione del consumo energetico e considerazione dell’eventuale necessità
di ricarica.
Saranno descritte tecniche per determinare il tragitto che un EV sia in grado di percorrere
per arrivare a destinazione, in considerazione di restrizioni energetiche, fattore altimetrico
del percorso ed eventuali operazioni di ricarica necessarie.
Il modello di consumo e l’algoritmo che determina il miglior percorso (dal punto di vista
energetico) sono implementati da un web service che interagisce con i servizi di Google
Maps (per ottenere indicazioni stradali, dati altimetrici e informazioni in tempo reale sul
traffico) e con servizi che offrono informazioni sulle stazioni di ricarica e relative posizioni.
Dopo aver descritto il modello di consumo e l’algoritmo per la ricerca del percorso, sarà
presentata l’architettura del servizio implementato.
Sarà quindi fornita una valutazione del servizio, analizzandone performance e scalabilità,
nonché l’efficacia nel supporto di percorsi di EV all’interno di scenari su larga scala (nello
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La mobilità veicolare elettrica costituisce uno degli elementi principali all’interno del-
l’ecosistema delle cosiddette smart cities : centri urbani che, mediante integrazione di
tecnologie dell’informazione e comunicazione con infrastrutture a supporto dell’ambiente
e dell’efficienza energetica, rappresentano la nuova frontiera della sostenibilità sociale ed
ambientale.
Questo settore ha riscosso interessi ed investimenti da numerosi produttori di automobili
[BCMW11], incentivati dalla prospettiva di ridurre le emissioni di gas clima-alteranti
(CO2) e fornire una valida alternativa al mercato di combustibili fossili.
Secondo recenti rapporti del U.S. Department of Energy, il numero di veicoli elettrici
(EV) registrati nel periodo che va dall’inizio del 2010 alla fine del 2012, negli Stati Uniti,
è aumentato del 200%. Il grafico in figura 1 mostra come questo numero sia aumentato
con la stessa velocità nel corso degli ultimi 2 anni.
Nonostante queste incoraggianti statistiche e l’introduzione sul mercato di una vasta
gamma di modelli di EV da parte di diverse case automobilistiche, la scarsa presenza
di infrastrutture e servizi a supporto del loro utilizzo [MLA+11] e la conseguente bassa
accettazione da parte degli utenti rendono difficile immaginare una diffusione di queste
tecnologie su larga scala.
In base ad un altro rapporto del U.S. Department of Energy [Lab11], il 70% di coloro che
non possiedono un veicolo elettrico non lo acquisterebbero a causa della cosiddetta driver
range anxiety, percepita come il timore che il veicolo non abbia autonomia sufficiente per
raggiungere la destinazione e che lungo il tragitto non vi siano abbastanza stazioni di
ricarica (o Electrical Vehicle Supply Equipment, EVSE) disponibili.
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Figura 1: Numero di EV registrati negli USA nel corso degli ultimi anni
Un’altra indagine, condotta in [NHHB13], mostra come la mancanza di informazioni
accurate sul consumo energetico del veicolo e la distanza percorribile con l’attuale stato
di carica della batteria porti il guidatore di un EV ad alterare il proprio stile di guida e
la selezione del percorso fino alla sua destinazione.
In aggiunta alla scarsità di infrastrutture e limitata autonomia delle batterie, uno dei
più noti ostacoli alla diffusione della mobilità veicolare elettrica è costituito dai problemi
relativi alle operazioni di ricarica, in particolar modo il tempo necessario a portarle a
termine, di gran lunga superiore a quello richiesto per veicoli a combustibili fossili.
In merito a quest’ultimo aspetto, è possibile distinguere tre diverse modalità di ricarica,
tra le più diffuse:
• Level 1 : attraverso un cavo a 120 Volt per corrente alternata, richiede un tempo
che va dalle 8 alle 12 ore per caricare completamente una batteria scarica.
• Level 2 : attraverso un cavo a 240 Volt per corrente alternata, richiede dalle 4 alle
6 ore.
• Level 3 : attraverso un cavo a 480 Volt per corrente continua, richiede in media 30
minuti per una ricarica dell’80%.
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La quantità di corrente erogata varia dai 16 ai 32 Ampere.
Nonostante il Level 3 possa sembrare la migliore alternativa, non tutte le batterie dei
veicoli attualmente in circolazione lo supportano e l’impiego di un tale voltaggio potrebbe
comportare una riduzione della vita utile della batteria.
Una soluzione più recente risiede nelle battery switch stations : stazioni nelle quali la bat-
teria del veicolo è semplicemente rimossa e rimpiazzata con una completamente carica
(operazione che richiede un tempo inferiore ai 5 minuti); le soluzioni esistenti sono tut-
tavia proprietarie (Tesla Motors, Mitsubishi, Better Place) e non seguono uno standard
preciso nel definire le modalità di scambio e caratteristiche delle batterie.
In sostanza, sono tre i fattori che incidono maggiormente sul comportamento del guida-
tore:
1. La limitata autonomia di un EV: in media un centinaio di chilometri (sebbene
alcuni produttori, come Tesla Motors, stiano promettendo modelli in grado di
percorrere ≈ 300 chilometri senza ricarica).
2. La bassa densità di stazioni di ricarica (EVSE) in scenari suburbani.
3. La considerevole durata delle operazioni di ricarica.
Queste limitazioni suggeriscono ai potenziali guidatori di EV l’idea che la mobilità elet-
trica costituisca una soluzione accettabile solo per brevi percorsi all’interno di ambienti
urbani, nei quali le infrastrutture disponibili sono ben note e poste a distanze ravvicinate
l’una dall’altra.
I problemi non si limitano alle attività dei singoli possessori di EV: diversi studi hanno
dimostrato l’impatto critico che la ricarica simultanea di un numero significativo di EV
abbia sulla rete energetica. Ne deriva il bisogno di coordinare efficacemente le necessita
di ricarica degli EV con la quantità e la dislocazione territoriale degli EVSE, nonché con
l’attuale carico della rete di distribuzione energetica.
Al fine di superare le limitazioni menzionate, numerose iniziative (su scala globale)
hanno esaminato le potenzialità date dall’applicazione di tecnologie dell’informazione
e comunicazione per la realizzazione di servizi specifici per il supporto alla mobilità
elettrica.
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Sono state proposte numerose applicazioni (mobili e/o accessibili via Web) per assistere
i guidatori di EV attraverso diversi servizi di supporto, tra i quali figurano la ricezione di
informazioni sulle stazioni di ricarica disponibili lungo il percorso [gre], il monitoraggio
remoto dello stato di carica della batteria [car] e la prenotazione di slot temporali per le
operazioni di ricarica presso determinate stazioni [BBDF+13].
In quest’ambito, le funzionalità fondamentali per facilitare l’utilizzo di EV su lunghi
percorsi e mitigare la driver range anxiety sono quelle di predizione del consumo (e
conseguente distanza percorribile) e pianificazione dei percorsi (route planning). So-
no tuttavia pochi i progetti che forniscono una predizione del consumo in tempo reale
([DdV13], [FMA13], [OWB13]) e ancora meno quelli che integrano il route planning
con considerazioni relative allo stato di carica del veicolo e le opzioni disponibili per la
ricarica.
Al fine di colmare queste lacune, questo documento si propone di descrivere la progetta-
zione ed implementazione di un web service che assista il guidatore di un EV pianificando
il percorso e le operazioni di ricarica, cos̀ı da permettere di raggiungere la destinazione
e al contempo minimizzare il tempo impiegato o il consumo energetico.
Il servizio, realizzato come parte del progetto europeo Internet of Energy [ioe], prende in
considerazione fattori quali il modello di EV e batteria in utilizzo, il consumo dei possibili
percorsi (determinato in base ad un modello di predizione deterministico e informazioni
sul traffico in tempo reale ottenute da Google), l’eventuale necessità di soste per ricarica
lungo il tragitto e alcune preferenze utente (ad esempio lo stato di carica che si vuole
avere a destinazione).
Il resto del documento è strutturato come segue.
Come prima cosa sarà brevemente presentato lo stato dell’arte di iniziative e servizi volti a
promuovere la mobilità veicolare elettrica: il progetto Internet of Energy e i suoi obiettivi
principali, nonché un approfondimento su alcune applicazioni analoghe sviluppate negli
ultimi anni.
Successivamente sarà descritta la progettazione del servizio realizzato, fornendo una rap-
presentazione ad alto livello d’astrazione dell’architettura e suoi componenti, discuten-
do in dettaglio i più importanti aspetti concettuali e gli algoritmi che ne modellano il
comportamento.
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Seguirà quindi una descrizione del servizio da un punto di vista implementativo: gli
strumenti utilizzati per realizzarlo e la struttura dell’applicativo sviluppato e sue funzioni,
ponendo enfasi su alcune scelte effettuate e problematiche riscontrate.
Al fine di valutare la scalabilità del servizio realizzato e validarne l’utilizzo, ne saranno
analizzate le performance nel supporto di percorsi di EV all’interno di scenari su larga
scala (nello specifico la regione Emilia Romagna) e sarà svolto un confronto dei risultati
con quelli ottenuti da una variante senza pianificazione, ricavati mediante tecniche di
simulazione.
Infine, saranno presentati alcuni sviluppi futuri e proposte di integrazione con altri servizi








Avviato dall’Unione Europea, mantenuto dal gruppo ARTEMIS (Advanced Research
and Technology for Embedded Intelligence and Systems) e comprensivo di 40 partner da
10 nazioni Europee, il progetto Internet of Energy (IoE) for Electrical Mobility [ioe] ha
come obiettivo primario quello di realizzare e supportare sviluppo e diffusione su larga
scala della mobilità veicolare elettrica in Europa.
Al fine di raggiungere questo obiettivo, il progetto si concentra sullo sviluppo di hard-
ware, software e sistemi middleware per fornire comunicazione sicura e interoperabi-
lità, connettendo le moderne reti elettriche (smart grid) con Internet, al fine di creare
un’infrastruttura di supporto alla mobilità elettrica.
Sfruttando un budget di 45 milioni di Euro (parte del quale finanziata dalle 40 industrie
partner), il progetto mobilita le migliori capacità industriali e di ricerca nei settori di
produzione e stoccaggio dell’energia, sistemi embedded e produzione di veicoli elettrici.
La rappresentazione dell’architettura in figura 1.1 mostra alcuni degli attori principali
coinvolti nel progetto IoE:
• La cosiddetta smart grid : una moderna rete di distribuzione elettrica che, con
l’ausilio di tecnologie informatiche di comunicazione, garantisce maggiore efficienza
e affidabilità nelle operazioni di stoccaggio e distribuzione dell’energia; comprende
al suo interno l’infrastruttura di ricarica degli EV.
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• I veicoli elettrici, i quali ottimizzano rendimento e consumo mediante apposite
tecnologie e dispositivi hardware e software.
• Gli utenti che interagiscono con la grid e i servizi offerti, utilizzando applicazioni
desktop, mobili o integrate a bordo dei veicoli.
• Internet come rete di comunicazione tra la smart grid, i veicoli elettrici e gli uten-
ti, volta a permettere l’ottimizzazione delle operazioni di ricarica delle batterie
in accordo ai vincoli imposti dal traffico cittadino e dal rapporto tra consumo e
disponibilità di energia elettrica.
• La definizione di standard per garantire l’interoperabilità tra gli attori descritti.
Figura 1.1: Architettura di Internet of Energy
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1.1 Servizio di prenotazione delle ricariche
Il contributo al progetto Internet of Energy fornito dall’Università di Bologna, in con-
giunzione con il centro di ricerca ARCES (Advanced Research Center on Electronic
Systems), consiste in un servizio di prenotazione di slot temporali per le operazioni di ri-
carica presso stazioni situate in ambiente urbano (specificatamente nella città di Bologna)
e interazione con esso attraverso un’applicazione mobile [BBDF+13].
Questo contributo si compone di tre elementi principali, brevemente descritti a seguire.
1.1.1 City Service
Il City Service rappresenta la connessione tra i veicoli elettrici (e relativi guidatori) e la
smart grid, ricevendo richieste di prenotazione di ricarica dagli smartphone che eseguono
l’applicazione mobile e fornendo una lista delle stazioni disponibili, ordinata secondo le
preferenze utente.
I dati necessari al conseguimento di queste operazioni sono rappresentati sotto forma di
grafo semantico e definiti su un dominio concettuale di natura ontologica, garantendo agli
attori in gioco (di natura eterogenea) la possibilità di sfruttare un vocabolario comune
per processare informazioni e coordinare le proprie operazioni.
Il vocabolario ontologico include i concetti di EV, EVSE e relativi connettori di ricarica,
batteria, prenotazione, zona geografica, utente, richiesta, risposta e altri, tutti utilizzati
per espletare le operazioni di prenotazione delle ricariche.
La persistenza dei dati e la loro condivisione tra le parti interessate è gestita da un
repository semantico denominato Semantic Information Broker (SIB), realizzato secondo
il modello definito dal progetto Smart-M3.
Smart-M3 prevede che ogni entità attiva incorpori al suo interno un Knowledge Pro-
cessor (KP), responsabile dell’accesso alle informazioni mantenute dal SIB (attraverso
un protocollo applicativo denominato Smart Space Access Protocol, basato su messaggi
XML) e delle sottoscrizioni che consentono di ricevere notifiche push da quest’ultimo al
variare dei dati d’interesse.
Si distinguono due SIB fondamentali:
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• City SIB: utilizzato dal City Service per interagire con gli utenti, fornendo infor-
mazioni circa la disponibilità di EVSE e loro caratteristiche, accettando richieste
di prenotazione ed eventuali annullamenti, comunicando le opzioni disponibili per
la ricarica e confermando la prenotazione.
• Dash SIB: utilizzato dalle applicazioni che interagiscono con il veicolo. Idealmen-
te integrato a bordo di ogni veicolo, contiene informazioni relative ad esso quali
posizione e stato della batteria.
1.1.2 Simulatore
Al fine di validare l’utilizzo del City Service descritto precedentemente, nonché fornire
la possibilità di osservare le dinamiche di consumo dei veicoli in un ambiente virtuale, il
terzo contributo è costituito da una piattaforma di simulazione.
Il simulatore ha lo scopo primario di valutare l’impatto dell’introduzione di mobilità
veicolare elettrica in un contesto urbano (ad esempio, la città di Bologna), utilizzando
tre strumenti principali:
• Sumo (Simulation of Urban Mobility): simulatore open source di traffico veicolare.
Permette di simulare il movimento di veicoli su reti stradali di dimensioni arbitrarie,
create ad hoc o importate a partire da rappresentazioni realistiche ottenute da
diverse fonti (ad esempio OpenStreetMap).
• Omnet++: framework open source per simulazione ad eventi discreti, principal-
mente usato per modellare reti di comunicazione e sistemi informativi complessi.
• Veins (Vehicles in Network Simulation): framework open source per simulazione
di reti veicolari, fornisce interazione bidirezionale tra Sumo ed Omnet++.
Fra gli aspetti modellati nel simulatore, oltre a quelli implicitamente forniti dagli stru-
menti appena descritti, sono inclusi la carica e scarica della batteria dei veicoli (dipende
da parametri relativi ad essa e dalle caratteristiche del relativo veicolo elettrico, quali
massa e area della superficie frontale, nonché dal fattore altimetrico del territorio), la
necessità per il guidatore di ricaricare quando lo stato di carica scende sotto una certa
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soglia (dettata dalla range anxiety) e la comunicazione con il City Service (mediante
Omnet++) per effettuare prenotazioni.
Tramite gli strumenti per la raccolta di dati offerti da Omnet++, il simulatore consente
di analizzare alcuni parametri utili: tempo medio necessario alla ricarica con e senza il
servizio di prenotazione, percentuale di veicoli che rimangono senza autonomia e altri.
1.1.3 Applicazione mobile
L’applicazione mobile, sviluppata su piattaforma Android (versione 4.0.3 o superiori),
consente di interagire con il City Service per eseguire le operazioni di prenotazione delle
slot di ricarica e con il veicolo elettrico per monitorarne i parametri.
In particolare, le funzionalità dell’applicazione consistono nel monitoraggio dei suddetti
parametri (stato di carica), possibilità di effettuare una richiesta di prenotazione (a cui
segue una conferma o eventuale annullamento), visualizzazione della lista delle stazioni
di ricarica disponibili (ordinata secondo parametri quali distanza dalla posizione attua-
le o da un determinato punto di interesse, prezzo e tempo richiesto) e dello storico di
prenotazioni effettuate, lettura di un profilo altimetrico delle strade percorribili per rag-
giungere un EVSE (utile per selezionare il percorso con il maggior numero di discese o
piani, al fine di minimizzare il consumo).
L’applicazione mobile può interagire con un veicolo reale tramite connessione Bluetooth
o con un veicolo rappresentato all’interno del simulatore, al fine di poter osservare il




In questi ultimi anni si è registrato un notevole aumento di servizi web e applicazioni
di supporto alla mobilità veicolare elettrica. In particolar modo, in aggiunta a servizi di
prenotazione come quello descritto in 1.1, il focus principale rimane quello di facilitare
le operazioni di ricarica attraverso servizi di localizzazione di EVSE e fornire supporto
nella pianificazione di itinerari, attraverso modelli di previsione del consumo energetico.
Dal punto di vista della ricerca sono molti gli studi che puntano a gettare le giuste basi
algoritmiche per costruire un adeguato modello di consumo energetico e pianificazione
del percorso.
In [AHLS10] è descritta la possibilità di riformulare il problema dei cammini minimi in
termini di consumo energetico su un grafo di strade, adattando alcuni dei noti algoritmi
(Dijkstra e Bellman-Ford) che risolvono questo problema in tempo polinomiale.
Questo discorso è ampliato maggiormente in [EFS11], aggiungendo considerazioni sullo
stato di carica iniziale, capacità massima della batteria e fattore altimetrico dei percorsi,
dal quale può derivare un eventuale guadagno energetico (in fase di decelerazione) e con-
seguenti archi con peso negativo. Questo lavoro propone anche numerose ottimizzazioni
nella potenzialmente complessa costruzione del grafo di strade, oggetto del problema.
Lo studio effettuato in [DdV13] aggiunge un sistema di vincoli e una componente sto-
castica al problema, determinando il cammino minimo come quello che massimizza la
probabilità di arrivare a destinazione entro una certa quantità di tempo.
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Un approccio simile viene utilizzato in [OWB13], definendo un framework stocastico che
usa una catena di Markov per modellare il profilo del guidatore di un veicolo elettrico,
al fine di stimare la distanza percorribile con l’attuale stato di carica della batteria.
Per quanto riguarda le applicazioni e i servizi implementati, ne esistono di open source
e proprietari, creati e promossi da grandi o piccole aziende e consorzi.
Fra i progetti che offrono servizi web per localizzazione degli EVSE, i più noti e di
maggiore diffusione sono CarStations [car], Green eMotion [gre], Enel Drive [ene], Open
Charge Map [ope] e PlugShare [plu]. Persino Google, già da un paio di anni, consente di
localizzare stazioni di ricarica sulle proprie mappe mediante l’uso di un pattern specifico
nella query di ricerca (“ev charging station near x”, con x un qualunque luogo espresso
in coordinate geografiche o mediante indirizzo).
La stessa funzionalità è offerta da varie applicazioni mobili, tra le quali ChargePoint [Tec]
(da Coloumbus Technologies) e Blink Mobile (da ECOItality) [ECO], che permettono di
utilizzare la localizzazione tramite GPS dello smartphone per individuare le stazioni più
vicine alla propria posizione.
In [SWN13] è fornita una panoramica completa delle applicazioni mobili a supporto dei
guidatori di EV, identificando sei casi d’uso principali.
Nonostante la grande quantità di studi e progetti realizzati in questo contesto, il problema
di route planning per veicoli elettrici con predizione del consumo rimane poco affrontato,
con poche applicazioni pratiche che forniscono una tale funzionalità.
Uno degli sforzi maggiori in questa direzione è probabilmente costituito da quello del-
l’applicazione proposta in [FMA13]: V2Anything.
Le funzionalità di questa applicazione includerebbero il fornire informazioni circa la di-
stanza percorribile dal veicolo, posizione di colonnine di ricarica, informazioni sul mercato
dell’elettricità e, soprattutto, un route planner che consideri anche i trasporti pubblici
e/o sistemi di condivisione di biciclette o automobili.
Il contributo proposto consiste fondamentalmente in una piattaforma che raccolga i dati
necessari da diversi servizi e li integri per fornire le funzionalità sopracitate, eventual-
mente raccogliendo informazioni sui profili di guida degli utenti che ne fanno utilizzo.
Questa applicazione non è ancora stata implementata, ma le funzioni descritte e i pro-
blemi che si propone di risolvere sono simili a quelli del servizio realizzato nell’ambito di
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questo progetto e descritto in questo documento.
A quanto risulta dalle informazioni possedute, nessun lavoro precedente fornisce quello
che vuole essere il maggior contributo nella realizzazione del servizio descritto da que-
sto documento: l’integrazione di route planning con la previsione del consumo e delle









In questo capitolo sarà fornita una descrizione ad alto livello di astrazione del servizio
di route planning realizzato, rimandando la discussione di dettagli implementativi e
problematiche tecniche al capitolo 4.
Dopo una breve panoramica dell’architettura del servizio, saranno descritti i concetti
e gli algoritmi che sono alla base delle operazioni svolte dai suoi componenti, ponendo
enfasi su alcune scelte effettuate.
3.1 Architettura
L’architettura del servizio di route planning, rappresentata nel diagramma in figura 3.1,
prevede comunicazione tra un front-end ed un back-end.
Attraverso il primo l’utente può immettere gli input per il planning del percorso (quali
i punti di partenza e destinazione, il modello di veicolo guidato e la carica attuale della
batteria) e visualizzare una rappresentazione grafica o testuale dei risultati ottenuti.
Il diagramma in figura 3.1 vuole evidenziare come il front-end sia un componente esterno
al servizio vero e proprio, consentendo una certa flessibilità nella sua implementazione e




Figura 3.1: Architettura del servizio
Il back-end costituisce il planner vero e proprio e incorpora la logica del servizio, com-
ponendosi di tre elementi principali:
• Il modello di previsione del consumo energetico (consumption model).
• Il modulo (path finder) per il calcolo di percorsi stradali tra due punti e relativi
dati altimetrici.
• Il planner che sfrutta le informazioni fornite dall’utente e le funzionalità degli altri
moduli, nonché un database di EVSE, per determinare il percorso ottimale tra
partenza e destinazione, comprensivo di eventuali soste per ricarica.
Le funzionalità e gli algoritmi implementati da questi tre componenti saranno descritti
in dettaglio nelle sezioni 3.2 e 3.3.
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Il consumption model fornisce una stima del consumo energetico (kWh) derivato dal
percorrere un tratto di strada con un veicolo elettrico, date le sue caratteristiche (massa,
area della massima sezione trasversale, . . . ).
Il path-finder interroga un servizio esterno per reperire informazioni sui percorsi stradali
tra due punti arbitrari e determinare l’altitudine dei punti attraversati, utilizzata come
supporto al calcolo del consumo.
Analogamente, il database di EVSE è costruito integrando i dati reperiti da diverse sor-
genti esterne: fornitori di informazioni sulla posizione delle stazioni di ricarica e relative
caratteristiche tecniche (numero di connettori, potenza e tensione in uscita, corrente
erogata, . . . ).
I dati possono essere aggiornati con frequenza variabile, a seconda della sorgente: gli
EVSE installati da compagnie elettriche o comuni sono tipicamente statici, mentre le
stazioni di ricarica private, come quelle offerte da privati cittadini, possono variare di-
namicamente la propria disponibilità (ad esempio in base alla disponibilità di energia
prodotta attraverso impianti fotovoltaici).
Il planner utilizza le funzioni offerte dal framework sottostante, definito dagli altri com-
ponenti, per costruire un grafo dei possibili percorsi tra partenza e destinazione e deter-
minare quello ottimo, considerando stato di carica del veicolo, capacità della batteria e
una soglia minima di carica residua nel raggiungere un punto intermedio o la destina-
zione. Questi ultimi due parametri possono essere considerati come un margine sicuro
che il guidatore dell’EV può regolare in base alle attività programmate o al suo livello
di fiducia nel servizio.
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3.2 Predizione del consumo
Questa sezione descrive il modello di predizione del consumo adottato dal servizio.
Il modello definisce una funzione, qui denominata EPrediction, che dato un veicolo elettrico
EV e relative caratteristiche (massa, area della massima sezione trasversale, . . . ) e un
percorso r (route) di cui sono note determinate proprietà (distanza totale percorsa e una
stima del tempo necessario a percorrerla), fornisce una valutazione del quantitativo di
energia consumata nel percorrere quest’ultimo.
3.2.1 Suddivisione del percorso
Della route r è nota anche una sequenza ordinata di passi, qui definiti steps, che la
compongono: [s1, s2, . . . , sn].
Ogni step descrive una singola e specifica istruzione sul viaggio (es. “Proseguire per un
chilometro e girare a destra all’incrocio”) e i punti di giuntura tra i diversi step possono
essere visti come deviazioni rispetto al tratto di strada percorso precedentemente: svolte,
ingresso ed uscita da tratti autostradali, ingresso ed uscita da rotatorie o altro; un singolo
step corrisponde quindi ad un sotto-percorso più o meno rettilineo. Per ogni step si sono
note le coordinate geografiche dei punti che lo delimitano (pi e pi+1), la sua lunghezza di
(distanza percorsa da pi a pi+1) e il tempo ∆ti necessario a percorrerlo.
La route e gli step in cui è suddivisa possono essere considerati come prodotti da un
oracolo esterno al servizio (effettivamente un altro servizio), ragion per cui non è possibile
selezionare arbitrariamente parametri quali il numero di step e/o la loro lunghezza.
Si può solo invocare una funzione offerta da questo oracolo, definita come route(p, q) e
tale che dati i punti geografici p e q essa restituisca una rappresentazione della route (o
un insieme di più route possibili) fra i due punti, comprensiva di suddivisione in step e
relative proprietà.
C’è tuttavia la garanzia che, dati n step, la distanza totale d percorsa nella route sia
uguale a
∑n
i=1 di, il tempo totale ∆t necessario a percorrerla sia uguale a
∑n
i=1 ∆ti e i
punti di partenza p e destinazione q siano tali che p = p1 e q = pn+1.
Ciò che manca è la considerazione del fattore altimetrico relativo ai punti attraversati.
3.2 Predizione del consumo 29
Per includerlo viene nuovamente interrogato l’oracolo (o servizio esterno), invocando
questa volta una funzione che potrebbe essere definita come elevation(s, α) e tale che
dato lo step s, essa lo suddivida in una lista di punti [p1, . . . , pk], pressoché equidistanti,
con α > 1 lunghezza dei segmenti che uniscono coppie di punti consecutivi.
Ogni punto pj è rappresentato come una tripla < latj, lngj, elej > di coordinate geogra-
fiche (latitudine, longitudine) e altitudine.
Il parametro α influenza le dimensioni della lista di punti creata: minore è il valore
di α, maggiore sarà il numero di elementi all’interno della lista (con punti consecutivi
separati da una minore distanza), permettendo di definire una precisione arbitraria nella
suddivisione del segmento s, a patto che il numero k di punti prodotti sia inferiore ad
una certa soglia kmax fissata dall’oracolo.
Qualora il numero di punti prodotti, calcolabile dividendo la lunghezza dello step per
α prima di invocare elevation, superi kmax, è possibile semplicemente aumentare in
maniera adattiva il valore di α (riducendo però la precisione del calcolo); nel caso in cui
α sia minore della lunghezza dello step, si avrà una lista composta da due soli punti,
coincidenti con i punti di partenza e destinazione.
É ai segmenti cos̀ı prodotti (quelli che uniscono i punti in cui è suddiviso uno step)
che viene applicata l’effettiva funzione di calcolo del consumo consumption (descritta in
dettaglio nella sezione 3.2.2), la quale utilizza formule di fisica dinamica che considerano
le caratteristiche del veicolo e del moto.
Rimane da chiarire come venga calcolata la velocità. Poiché per ogni step è nota la sua
lunghezza d ed il tempo ∆t necessario a percorrerlo, è possibile effettuare una stima
semplicistica della velocità calcolandola come v = d
∆t
.
Tuttavia questa velocità v è relativa alla percorrenza dell’intero step, il quale potrebbe
essere lungo decine di chilometri (a discrezione del servizio esterno che fornisce indicazioni
sui percorsi). Al fine di non valutare un semplice moto rettilineo uniforme sull’intero
step (il quale fornirebbe probabilmente un valore di consumo ottimistico, privo della
considerazione di accelerazioni e decelerazioni), si rende necessaria l’approssimazione
delle variazioni di questa velocità lungo il percorso.
Per ottenere un valore di velocità relativo ai singoli segmenti che dividono lo step s, per




), usando come media la velocità sull’intero step (intesa quindi come velocità
media) e come scarto quadratico medio il valore prodotto dividendo la velocità sull’intero
step per il numero di punti che lo dividono.
Poiché, come accennato precedentemente, ad ogni step corrisponde un sotto-percorso
rettilineo e alle connessioni tra essi delle deviazioni, usando lo scarto quadratico medio
cos̀ı calcolato si ottiene che a segmenti di step particolarmente lunghi (ad esempio lun-
ghi tratti autostradali, nei quali è più facile mantenere una velocità pressoché costante)
corrispondano minor variazioni rispetto alla velocità media; al contrario, uno step par-
ticolarmente corto (ad esempio parte di una strada in città) vedrà variazioni di velocità
più brusche nei punti che lo suddividono.
Il tempo necessario a percorrere un singolo segmento è banalmente assunto come il tempo
totale per percorrere lo step fratto il numero di segmenti in cui è diviso. Poiché i seg-
menti hanno pressoché la medesima lunghezza (α), l’assunzione che il tempo necessario
a percorrerli sia il medesimo non è troppo forte.
Una volta ottenuti i punti che dividono ognuno degli n step che compongono la route r e
calcolata la velocità del veicolo in ognuno di essi, utilizzando il metodo appena descritto,















La funzione calcola e restituisce il consumo totale come somma dei consumi relativi
ad ogni singolo segmento, ottenuti mediante applicazione della funzione consumption,
descritta nella sezione successiva.
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3.2.2 Calcolo del consumo
Il calcolo del consumo energetico è definito dalla seguente funzione:
consumption : Point× Point× Speed× Speed× Time× V ehicle→ Energy
la quale è applicata all’attraversamento del segmento di strada da pi a pj (punti rap-
presentati in coordinate geografiche, come triple <latitudine, longitudine, altitudine>), i
valori di velocità del veicolo in tali punti (rispettivamente vi e vj), il tempo ∆t necessario
a percorrere il segmento e le caratteristiche del veicolo EV .
Le caratteristiche del veicolo EV comprendono:
• La sua massa m.
• L’area della sua massima sezione trasversale Across.
• Il coefficiente di forma Cdrag, rappresentante la “levigatezza” della sua superficie
frontale.
• Il coefficiente di attrito µa delle gomme su asfalto.
• L’efficienza engineeff del motore (nel trasformare energia elettrica in cinetica).
• Le caratteristiche della batteria del veicolo.
Dati questi parametri, la funzione consumption restituisce il quantitativo di energia
consumata e, espresso in chilowattora (kWh), nel percorrere il segmento tra i due punti.
Fattore altimetrico
Al fine di considerare la pendenza del segmento di strada che connette pi e pj, viene
calcolata la differenza di altitudine fra i due punti e relativo angolo di pendenza.
Dati i due punti espressi in coordinate geografiche, viene innanzitutto utilizzato un me-





((lngj − lngi) ∗
cos(lati + latj)
2
)2 + (latj − lati)2 ∗Radiusearth
considerando latitudine e longitudine convertiti in radianti e conRadiusearth raggio medio
del globo terrestre (distanza del centro della Terra dalla sua superficie al livello medio
del mare), il cui valore è di 6,371.005076123 chilometri.
Data la distanza, è possibile utilizzarla per calcolare l’angolo γi,j (in radianti) di incli-
nazione del segmento che connette i due punti, considerandolo come l’ipotenusa di un






Al fine di determinare il lavoro necessario a spostare il veicolo attraverso il segmento,
sono calcolate quattro diverse forze:
• Fma: forza di inerzia.
• Fmg: forza peso, data dalla forza di gravità in salita o discesa.
• Froll: forza d’attrito, data dalla resistenza generata dall’attrito dei pneumatici sulla
strada.
• Fdrag: forza data dalla resistenza aerodinamica dell’aria.
Poiché vale la seguente equazione:
Fma = Ftot − (Fmg + Froll + Fdrag)
ne deriva la possibilità di calcolare la forza totale Ftot applicata al veicolo come somma
delle quattro componenti sopracitate.
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In figura 3.2 è rappresentata l’applicazione delle componenti nel moto di un veicolo su
piano (strada) inclinato.
Per completezza segue la descrizione del calcolo delle quattro forze, utilizzando i para-
metri menzionati precedentemente (espressi mediante la medesima notazione).
Forza di inerzia:
Fma = m · ai,j
considerando un moto uniformemente accelerato nel percorrere il segmento, l’accelera-





Fmg = m · g · sin(γi,j)
Il valore di Fmg risulta negativo se il segmento percorso è in discesa.
Nelle formule seguenti è considerato un singolo valore di velocità vi,j, calcolato come
media fra vi e vj.
Forza d’attrito:





· ρair · Cdrag · Across · vi,j2
Con ρair coefficiente di densità dell’aria, pari a 1.2041.
A questo punto il lavoro necessario è calcolato come




Figura 3.2: Dinamica del moto di un veicolo





Nonostante la sua semplicità, questo modello fornisce una ragionevole approssimazione
del consumo medio di un veicolo elettrico, come dimostrato in lavori quali [MSAN11] e
[BBDF+14].
In questi lavori viene mostrato, mediante tecniche di simulazione e confronto dei risultati
relativi al consumo energetico con dati reali, come l’approssimazione fornita sia corretta.
Difatti, le equazioni qui presentate fanno riferimento ad un moto traslatorio e non ro-
tatorio; nel secondo tipo di moto, effettivamente corrispondente a quello di una ruota
che gira continuamente intorno a un asse, dovrebbe essere calcolato l’attrito volvente
e non radente, includendo quindi il raggio degli pneumatici del veicolo nell’equazione e
considerando il momento meccanico della forza totale applicata al veicolo, eventualmente
distribuita tra le quattro ruote.
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Il modello prevede quindi una semplificazione del moto reale di un veicolo, ma gli studi
dimostrano come questa possa essere comunque ritenuta sufficiente.
Frenata rigenerativa
Fino ad ora non è stato esplicitato cosa succede qualora l’accelerazione ai,j nell’attraver-
sare il segmento sia negativa, rappresentando quindi una decelerazione/frenata.
In questo caso ne risulterà un guadagno energetico, considerando il funzionamento di
un meccanismo di Kinetic Energy Recovery System, il quale evita la totale dispersione
dell’energia cinetica in calore, durante la frenata, consentendone un parziale recupero
sotto forma di energia elettrica.
In pratica, se l’accelerazione è negativa, viene calcolata l’energia cinetica prodotta nella




·m · (v2j − v2i ) · U([0, ηregen])
Il parametro ηregen ∈ [0, 1], rappresenta l’efficienza rigenerativa: percentuale di energia
elettrica recuperabile a partire da quella cinetica prodotta nella frenata.
Questo valore dipende da numerosi fattori, tra i quali l’efficienza del meccanismo di
frenata e rigenerazione impiegati (distinti in seriali o paralleli) e vede un limite teorico
del 30%, prodotto da recenti studi del IDSC (Institute for Dynamic Systems and Control)
svizzero. Nell’ambito di questo modello l’efficienza rigenerativa viene calcolata come un
valore casuale con distribuzione uniforme nell’intervallo [0, ηregen].
L’energia cinetica prodotta viene infine sottratta al lavoro W precedentemente calcolato,
determinando un potenziale output negativo della funzione consumption (rappresentante
un guadagno energetico).
É stato comunque scelto un approccio “pessimistico” al calcolo del consumo, ignorando
l’eventuale risultato negativo di consumption e portandolo a 0 (ragion per cui, percorrere




Il modello per il calcolo del consumo presentato in questa sezione tiene conto delle
caratteristiche del veicolo, del percorso e del moto.
Esistono tuttavia molti altri fattori esterni da tenere in considerazione: il peso dei pas-
seggeri o in generale del carico (da sommarsi a quello del veicolo) e le condizioni meteo-
rologiche. Per quanto riguarda queste ultime, hanno un maggior impatto la velocità del
vento e la presenza di pioggia o neve sul manto stradale, incrementando la resistenza al
rotolamento. In aggiunta a queste andrebbe considerato anche l’eventuale utilizzo del
condizionatore d’aria e/o dei fanali del veicolo.
Un possibile sviluppo futuro del servizio potrebbe includere la considerazione di tutti
questi fattori nel calcolo della funzione consumption, cos̀ı da fornire un valore di consumo
più accurato.
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3.3 Route planning
Questa sezione descrive l’algoritmo utilizzato per determinare il percorso “ottimo”, in
termini di consumo energetico, tra due punti s (sorgente) e d (destinazione), espressi in
coordinate geografiche (eventualmente derivate a partire da un indirizzo).
Il primo passo dell’algoritmo consiste nella costruzione di un grafo orientato e pesato, i
cui nodi sono:
• La sorgente s, punto di partenza del veicolo elettrico.
• La destinazione finale d.
• Un insieme di EVSE, presso i quali il veicolo può ricaricarsi.
Gli archi del grafo sono i percorsi stradali tra i nodi.
I pesi di ogni arco sono determinati come risultato della funzione EPrediction definita
in 3.2, la quale restituisce il consumo energetico er (in kWh) nell’attraversamento del
percorso (route) r.
In aggiunta ai due punti s e d, l’algoritmo considera quattro parametri:
1. Le caratteristiche del veicolo EV (massa, area della massima sezione trasversale,
. . . ) utilizzate dal modello di predizione del consumo, descritto in 3.2.2. Tra queste
è inclusa anche la capacità energetica (denotata in seguito con SOCmax) della
batteria del veicolo.
2. Lo stato di carica iniziale SOCs della batteria del veicolo nel punto s, espresso in
kWh.
3. La soglia threshold di carica minima che il guidatore vuole avere al raggiungimento
di ogni punto intermedio del percorso.
4. La soglia thresholdd di carica minima che il guidatore vuole avere al raggiungimento
della destinazione d.
Dati questi parametri viene quindi calcolato il percorso ottimo per raggiungere la desti-
nazione, applicando eventuali riduzioni al grafo di percorsi.
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3.3.1 Grafo dei percorsi
Questa sezione descrive la costruzione del grafo G = (V,E) di percorsi stradali fra
l’origine s e la destinazione d.
Nodi
L’insieme V di nodi del grafo G contiene inizialmente l’origine s e la destinazione d.
Successivamente, vengono aggiunti i nodi relativi agli EVSE presso i quali il veicolo può
ricaricarsi.
L’insieme E di stazioni di ricarica è costruito a partire da E1 ∪ E2 ∪ . . . ∪ En, ottenuti
interrogando n diversi servizi esterni, i quali forniscono informazioni circa la posizione
(coordinate geografiche ed indirizzo) e caratteristiche tecniche (numero di connettori,
corrente erogata, . . . ) delle stazioni. E è quindi costruito come unione degli insiemi
ottenuti dai vari servizi, escludendo eventuali elementi replicati.
Al fine di escludere stazioni di ricarica potenzialmente irraggiungibili o troppo lontane
dall’area di interesse, vengono incluse solo quelle nel sottoinsieme definito dalla seguente
condizione:
Efinal = {station ∈ E | distancemidpoints,d,station ≤ distances,d}
ossia le stazioni la cui distanza dal punto medio fra sorgente e destinazione midpoints,d
non superi la distanza fra sorgente e destinazione, considerando quella in linea d’aria
(calcolabile semplicemente utilizzando le formule descritte in 3.2.2).
L’immagine in figura 3.3 vuole dare un’idea visuale dell’applicazione di tale filtro per
determinare le stazioni di ricarica da aggiungere all’insieme dei nodi del grafo.
Sebbene questa condizione possa essere rilassata ulteriormente, aumentando il raggio del
cerchio, si ritiene ragionevole assumere che il veicolo non necessiterà di deviare in tale
misura dal suo percorso originale, per effettuare una ricarica (tale assunzione diventa più
forte con l’aumentare di distances,d).
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Figura 3.3: Stazioni di ricarica incluse nel grafo
Archi
Come accennato in 3.2.1, i percorsi che costituiscono gli archi del grafo sono ottenuti
mediante l’invocazione di una funzione offerta da un servizio esterno, denominata route.
Dati due punti u e v (nodi del grafo), route(u, v) restituisce un insieme Ru,v di percorsi
tra i due punti.
Considerando un numero arbitrario di possibili percorsi tra u e v, la garanzia offerta
dal servizio esterno è che gli n percorsi all’interno dell’insieme Ru,v siano gli n percorsi
più brevi (in termini di distanza percorsa guidando un veicolo) fra i due punti; questo
è garantito dall’utilizzo di algoritmi di cammino minimo (Dijkstra) a opera del servizio
esterno, sul proprio grafo di percorsi.
Poiché si è interessati a minimizzare l’energia consumata, risulta naturale definire il peso
wu,v dell’arco che connette due punti u e v come il consumo minimo nel percorrere il
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tragitto tra di essi:
wu,v = min{EPrediction(r) | r ∈ Ru,v}
Assumendo che ogni punto sia raggiungibile dagli altri, non è necessario costruire un
grafo fortemente connesso: è sufficiente calcolare il percorso “ottimo” (con relativo peso
energetico) da s a d, da s ad ogni stazione di ricarica station ∈ Efinal e da ogni stazione
a tutte le altre e a d.
Una volta costruito il grafo G, in cui il peso dell’arco tra ogni coppia di nodi rappresenta
il minimo consumo energetico nel percorrere la strada che li unisce, è possibile utilizzarlo
per definire il percorso tra s e d: tale procedimento è descritto in 3.3.2.
Riduzione degli archi
É possibile applicare un pruning (potatura) degli archi del grafo cos̀ı costruito, basan-
dosi sulla semplice considerazione che se una stazione di ricarica station ha una di-
stanza distancestation,d dalla destinazione minore di quella distancestation′,d della stazione
station′, allora non ha senso calcolare il percorso che va da station a station′, in quan-
to ci si allontanerebbe da d senza beneficiare di un’ulteriore ricarica, già disponibile in
station.
Date n stazioni di ricarica, il numero complessivo di nodi e archi rimanenti sarà dato da:




con una complessità asintotica in spazio, per memorizzare gli archi, di O(|E|2).
L’algoritmo 1 riassume l’intera procedura di costruzione del grafo, comprensiva di pru-
ning degli archi fra le stazioni di ricarica e assegnamento dei pesi.
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Algorithm 1: Costruzione del grafo di percorsi
Input: < s, d, EV >
V = {s, d}
E = {(s, d)}
{Inizializzazione nodi}
E = E1 ∪ E2 ∪ . . . ∪ En
Efinal = { }
for all station ∈ E do
if distancemidpoints,d,station ≤ distances,d then
Efinal = Efinal ∪ {station}
end if
end for
V = V ∪ Efinal
{Inizializzazione archi}
for all station ∈ Efinal do
E = E ∪ {(s, station)}
E = E ∪ {(station, d)}
for all station′ ∈ Efinal ∧ station′ 6= station do
if distancestation,d > distancestation′,d then




{Calcolo pesi degli archi}
for all (u, v) ∈ E do
Ru,v = route(u, v)




Figura 3.4: Grafo completo
3.3.2 Cammino minimo
Il grafo di percorsi costruito (vedi 3.3.1) utilizza come archi i cammini minimi (in termini
di consumo energetico) tra ogni coppia di nodi; quello tra la sorgente s e destinazione d
coincide semplicemente con l’arco che collega i rispettivi nodi.
Tale informazione non costituisce di per se un risultato: occorre innanzitutto determinare
la fattibilità di tale percorso, in considerazione dello stato di carica iniziale SOCs della
batteria del veicolo.
Un percorso tra due punti u, v può essere definito come fattibile se il veicolo riesce ad
arrivare in v senza esaurire la propria autonomia, ossia se soddisfa il seguente predicato:
doable(u, v) = SOCu > wu,v
Lo stato di carica è noto solo nel punto di partenza s.
Poiché gli altri nodi del grafo con archi uscenti sono le varie stazioni di ricarica, è invece
possibile considerare la carica massima SOCmax della batteria del veicolo come stato di
carica nei punti che rappresentano, seguendo il ragionamento che il guidatore avrebbe la
possibilità di effettuare una ricarica completa in ognuno di essi.
Può inoltre risultare più utile fissare una soglia minima di carica residua nell’arrivo a
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destinazione, da cui segue la forma più generale del predicato precedente:
doable(u, v) =
SOCu − wu,v > thresholdv if u = sSOCmax − wu,v > thresholdv otherwise
Come accennato in precedenza, la soglia di carica residua può essere distinta in quella
al raggiungimento di un punto intermedio e quella che il guidatore vuole avere una volta
arrivato in d (thresholdd).
La prima costituisce un margine di sicurezza: più alto è il suo valore, più l’esito del
servizio è affidabile e le probabilità che il veicolo resti senza autonomia a causa di eventi
non previsti diminuisce; in un certo senso, è inversamente proporzionale alla “fiducia”
che il guidatore ripone nel servizio.
La seconda dipende invece dall’utilizzo che il guidatore vuole fare del veicolo, una volta
arrivato a destinazione: riportando un veicolo in affitto presso l’autonoleggio non si
è particolarmente interessati all’autonomia residua; al contrario, arrivando a lavoro si
desidera un livello di carica della batteria sufficiente a ritornare a casa a fine giornata.
Date queste definizioni, si ha necessariamente che ∀u ∈ V. thresholdu ≤ thresholdd.
A questo punto si può effettuare un pruning degli archi del grafo di percorsi, eliminando
ogni arco (u, v) per cui valga ¬doable(u, v), rappresentante un percorso che il veicolo non
riuscirebbe a completare con la carica in u.
Sul grafo cos̀ı ottenuto è quindi applicabile un qualunque algoritmo per trovare il cam-
mino minimo e fattibile da s a d, considerando i pesi dei rimanenti archi.
Poiché gli archi non hanno pesi negativi (in quanto si è scelto di porre a 0 l’eventuale gua-
dagno da frenata rigenerativa, come descritto in 3.2.2), è possibile utilizzare l’algoritmo
di Dijkstra, la cui complessità in tempo è O(|E|+ |V | · log |V |).
Volendo considerare il guadagno energetico, sarebbe sufficiente utilizzare un algoritmo
che preveda pesi negativi (ad esempio quello di Bellman-Ford, con complessità in tempo
pari a O(|E| · |V |)).
Il cammino minimo cos̀ı ottenuto consiste nel risultato rfinal della concatenazione degli
archi che vanno da s a d, ossia in una serie ordinata di route [r1, . . . , rn], con n ≥ 1,
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Algorithm 2: Calcolo del cammino minimo
Input: < s, d, (V,E), SOCs, SOCmax, threshold, thresholdd >
{Pruning dei percorsi impraticabili}
for all (u, v) ∈ E do








erecharge = |min(0, SOCs − etotal − thresholdd)|
{Aggiunta degli step di ricarica}
for i = 2; i < n; i++ do
rfinal = join(rfinal, ri)
appendStep(rfinal, stepcharging(eri + thresholdi+1))
end for
return < rfinal, Efinal, etotal, erecharge >
tali che il punto di arrivo di ogni route ri coincide con il punto di partenza di quella
successiva ri+1.
A partire da questa sequenza di route è possibile calcolare il consumo energetico totale
del percorso come etotal =
∑n
i=1 eri (o somma dei pesi di ogni arco corrispondente), cos̀ı
come il tempo necessario e la distanza percorsa.
La descrizione del percorso pianificato è corredata dall’insieme di stazioni di ricarica
Efinal, comprensivo di quelle presso le quali è necessaria una sosta per ricarica.
L’unica informazione che manca è di quanto il veicolo debba ricaricarsi presso ogni
eventuale punto intermedio (stazione di ricarica) del percorso, al fine di raggiungere
il successivo.
Dato un punto u di questo percorso, la carica necessaria ad arrivare al successivo v
corrisponde semplicemente a wu,v + thresholdv; è quindi possibile aggiungere uno step
(vedi 3.2.1) aggiuntivo come collegamento tra ogni coppia di route, che specifichi il
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quantitativo minimo di SOC che il veicolo deve avere uscendo da quel punto (stazione).
In aggiunta, è anche possibile calcolare il quantitativo totale di energia che il veicolo dovrà
immagazzinare durante il percorso, come erecharge = |min(0, SOCs−etotal− thresholdd)|,
posta a 0 qualora la destinazione sia raggiungibile direttamente dal punto di partenza e
senza oltrepassare la soglia data.
Date tutte queste informazioni, un guidatore che utilizza il servizio può decidere arbitra-
riamente come gestire le ricariche, ossia quanta energia recuperare presso ogni stazione
intermedia indicata, considerando il quantitativo minimo necessario all’uscita da ognuna
di esse e che complessivamente dovrà ricaricarsi di erecharge.
Un tipico caso d’uso può comprendere il ricaricare più energia durante una pausa pranzo o
la sosta in un motel, assicurandosi la carica necessaria all’uscita dalla stazione successiva.
L’algoritmo 2 riassume queste ultime fasi del procedimento.
In aggiunta, qualora si volesse calcolare il cammino minimo in termini di tempo o di-
stanza e non consumo energetico, risulterebbe sufficiente applicare l’algoritmo di Dijkstra
considerando come pesi degli archi la distanza o il tempo necessari ad attraversare i re-





In questo capitolo sarà descritta l’implementazione del servizio, le cui basi concettuali
ed algoritmi sono stati presentati nel capitolo 3.
4.1 Strumenti utilizzati
Il servizio di route planning presentato in questo documento è realizzato come un web
service che espone un’interfaccia RESTful.
L’architettura REST (Representational state transfer) prevede un dialogo stateless tra
client e server, mediante concise richieste e risposte HTTP, trasferendo oggetti XML
o JSON e senza utilizzare un formato di messaggi complesso, a differenza della diffusa
alternativa SOAP (Simple Object Access Protocol).
La richiesta dei servizi del server da parte del client avviene principalmente specificando
tutte le informazioni necessarie (metodi e parametri) all’interno del componente path
dell’URL utilizzato per invocarlo, fornendo una modalità di comunicazione semplice e
dal minimo overhead protocollare.
Per realizzare l’applicativo che fornisce il servizio è stato utilizzata la piattaforma Node.js
[nod].
Creato da Ryan Dahl nel 2009 a partire dal motore Javascript di Google Chrome (V8),
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Node.js fornisce una piattaforma di sviluppo per software server-side (e non) prestante
a scalabile, perfetta per applicazioni costrette a frequenti operazioni di input/output.
Infatti, il punto di forza di Node.js è il modello asincrono derivato dalla libreria cross-
platform libuv : ogni operazione di input/output, quale una lettura di dati da database o
richiesta HTTP verso altre macchine, è implicitamente svolta in maniera non bloccante
per il processo principale, utilizzando un paradigma event-driven basato su esecuzione
di funzioni di callback.
Tale modello permette di migliorare le prestazioni di applicativi che fanno input/output
intensivo, eliminando la complessità aggiunta dalla gestione di operazioni concorrenti su
più thread distinti.
Un altro vantaggio di Node.js è dato dall’utilizzo del linguaggio Javascript e conseguente
gestione nativa e semplificata di oggetti JSON (JavaScript Object Notation), formato
basato su struttura chiave-valore e particolarmente adatto per l’utilizzo da parte di un
web service RESTful, per via della sua sintassi concisa e di semplice parsing.
Come supporto all’installazione di librerie di terze parti, Node.js offre un gestore dei
pacchetti ufficiale: npm. Oltre al mantenimento di un repository di librerie e applica-
zioni, npm risolve automaticamente le dipendenze fra pacchetti e consente di installarli
attraverso un’interfaccia a riga di comando.
Nello sviluppo del servizio qui presentato sono state utilizzate diverse librerie di terze
parti, tutte registrate presso il repository di npm:
• restify: libreria per creare un server HTTP minimale e realizzare un’associazione
tra il formato del path dell’URL utilizzato per invocarlo e diversi metodi.
• request: libreria per effettuare semplici richieste HTTP.
• node-googlemaps: libreria che semplifica le richieste ai web service di Google Maps.
• optimist: libreria per facilitare la lettura di parametri da riga di comando.
• domain: libreria per gestire diverse operazioni di I/O come un singolo gruppo,
utilizzata per catturare le eccezioni sollevate da metodi asincroni.
• randgen: libreria per generazione di numeri casuali con distribuzioni di probabilità
diverse da quella uniforme, unica implementata nativamente in Node.js.
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• kdtree: libreria per costruzione e manipolazione di alberi k-dimensionali.
• mongoose: driver per interazione con MongoDB.
Per la persistenza dei dati (relativi a stazioni di ricarica e caratteristiche dei veico-
li elettrici) è stato utilizzato il Database Management System open-source MongoDB
[mon].
MongoDB è un database document-oriented : non utilizza un modello relazionale (No-
SQL), ma rappresenta i dati con un formato binario derivato da JSON (BSON ).
Le ragioni per l’utilizzo di MongDB sono la semplificata conversione nel formato JSON
utilizzato dall’applicativo Node.js e la sua leggerezza.
Sebbene perda di espressività rispetto ai classici modelli relazionali (non esiste un’ope-
razione di JOIN nativa che permetta di incrociare i dati di diversi insiemi di documenti)
è particolarmente adatto a gestire dati non particolarmente complessi e potenzialmente
reperiti con alta frequenza.
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4.2 Struttura e funzioni
La struttura dell’applicazione è stata progettata seguendo un modello a classi, sfruttando
le caratteristiche object-oriented del linguaggio Javascript combinate a quelle di Node.js,
in particolar modo il supporto all’ereditarietà e l’incapsulamento implicito di attributi
e metodi di ogni modulo. La struttura è mostrata nel diagramma UML di dominio in
figura 4.1.
Figura 4.1: Struttura del software che realizza il servizio di route planning
Segue una descrizione dei componenti principali e relative funzioni, graficamente suppor-
tata da diagrammi UML di classe che evidenziano attributi e metodi principali.
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4.2.1 RESTfulInterface
Il singleton RESTfulInterface rappresenta, come suggerisce il nome, l’interfaccia esposta
ai client che fanno uso del web service.
Questo modulo costituisce il “main” e punto di ingresso dell’applicazione che realizza il
servizio, accettando come parametro la porta TCP sulla quale il server è posto in ascolto
di connessioni.
Il server è realizzato utilizzando il modulo Node.js di terze parti restify, particolarmente
adatto a creare un server HTTP minimale e realizzare un’appropriata associazione tra
l’interfaccia dei metodi esposti da quest’ultimo e l’implementazione dei relativi handler.
L’interfaccia di ogni metodo specifica:
• Il verbo HTTP utilizzato nella relativa richiesta (GET, POST, . . . ).
• Il formato del path dell’URL con cui il metodo del web service è invocato, com-
prensivo degli eventuali parametri (preceduti da “:” nella notazione che segue).
I metodi definiti dal web service sono i seguenti.
GET /route/:origin/:destination/:vehicle/:SOC/:threshold/:thresholdArrival/
:limit/:criterion
Il metodo route rappresenta il cuore del planner: la richiesta di un percorso tra due
punti, calcolato tenendo conto del consumo, esigenza di carica e presenza di EVSE.
I parametri di questa richiesta sono il punto di partenza (origin) e destinazione (destina-
tion), il nome del modello del veicolo elettrico guidato (vehicle, attraverso il quale sarà
possibile reperirne le caratteristiche), lo stato di carica attuale della batteria del veicolo
(SOC ), la carica minima che si vuole avere nel raggiungere ogni punto intermedio del
percorso (threshold) o la destinazione (thresholdArrival).
Questi ultimi tre parametri sono accettati in valori percentuali e successivamente con-
vertiti in kWh, usando come riferimento la capacità massima della batteria del veicolo.
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Il limit pone un limite superiore al numero di stazioni di ricarica considerate nel plan-
ning (prediligendo quelle più vicine al centro della linea d’aria tra punto di partenza e
destinazione, come descritto in 3.3.1); il valore “Infinity”, effettivamente accettato come
un numero intero in Javascript, rappresenta l’assenza di tale limite.
Il parametro criterion rappresenta invece il criterio con cui scegliere il percorso ottimo,
ossia il parametro da minimizzare: il valore predefinito è consumption (consumo energe-
tico), ma sono ammessi anche distance e time, corrispondenti alla distanza percorsa e al
tempo necessario a percorrerla.
GET /stations/:origin/:distance/:limit
Il metodo stations consente di reperire un insieme di EVSE, senza alcun planning di
percorsi, all’interno di un raggio di distance metri attorno al punto origin (espresso
come indirizzo o in coordinate geografiche).
Il parametro limit permette di specificare un limite superiore al numero di stazioni
restituite nella risposta, eventualmente assente (valore Infinity).
GET /vehicles
La risposta al metodo vehicles consiste in una semplice sequenza di nomi di modelli di
veicoli elettrici, per i quali il planner conserva informazioni utili al calcolo del consumo
(caratteristiche fisiche del veicolo e della batteria predefinita), utilizzabili nella richiesta
route.
GET /schema
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Il metodo schema restituisce un JSON schema che descrive il formato degli oggetti JSON
inviati in risposta alle richieste precedenti. Lo schema comprende una descrizione della
struttura dell’oggetto, nomi delle chiavi ed indicazione di quali siano opzionali, tipo dei
valori ed eventuali restrizioni su di essi.
GET /planless/:origin/:destination/:vehicle/:SOC/:threshold/:thresholdArrival
Il metodo planless, aggiunto principalmente a scopo di validazione del servizio, consente
di simulare il percorso intrapreso da un guidatore che non faccia uso del planner.
Il significato dei parametri è il medesimo di quelli del metodo route.
Per maggiori dettagli sulle operazioni svolte da questo metodo ed il suo utilizzo si rimanda
alla sezione 5.2.
GET /
L’invocazione senza un path specifico risulta in una risposta contenente la pagina HTML
che rappresenta il front-end predefinito dell’applicazione, comprensiva di codice Java-
script client-side per le richieste AJAX (Asynchronous JavaScript and XML) al web
service. Utilizzando la funzione serveStatic del modulo restify viene risolto automa-
ticamente qualunque collegamento presente all’interno della pagina restituita (sorgenti
Javascript, fogli di stile CSS, immagini, . . . ).
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Figura 4.2: Diagramma di classi: Request
4.2.2 Request
Nel diagramma UML in figura 4.2 viene descritta la modellazione di diverse tipologie di
richieste (corrispondenti ad alcune di quelle elencate precedentemente) come classi che
realizzano la medesima interfaccia: Request. Nonostante l’utilizzo di un artificio (Java-
script e Node.js non implementano un meccanismo nativo di interfacce), il diagramma
descrive correttamente come le diverse tipologie di richieste siano gestite: istanziando un
oggetto del giusto tipo in base al path dell’URL della richiesta.
Le responsabilità di ognuna di queste classi sono quelle di verificare la correttezza dei
parametri forniti con la relativa richiesta, combinare le operazioni di altri componenti
per produrre un risultato e costruire una risposta o un messaggio di errore da restituire
al client.
La classe RouteRequest incapsula la gestione di richieste di tipo /route o /planless, im-
plementando al suo interno gli handler associati ai relativi metodi esposti dall’interfaccia.
Il controllo sui parametri comprende la conversione di SOC, threshold e thresholdArrival
in unità di misura assolute (kWh) e l’eventuale assegnamento di valori di default (consu-
mo energetico come parametro da minimizzare nel planning, soglie di carica residua pari
all’1% della capacità). La conversione dai termini percentuali avviene dopo aver reperito
informazioni circa la capacità massima della batteria nel veicolo. I punti di partenza e
destinazione sono accettati come stringhe, indipendentemente dal fatto che esprimano
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Figura 4.3: Diagramma di classi: Route
indirizzi o coordinate geografiche.
Una volta accettati i parametri, vengono utilizzati i metodi delle classi descritte in se-
guito per costruire il grafo di percorsi (vedi 3.3.1) e determinare quello ottimo fino a
destinazione.
I metodi relativi al calcolo di un percorso “planless” svolgono le operazioni descritte nella
sezione 5.2.
La variante StationsRequest è dedicata alla gestione delle richieste di tipo /stations.
Il parametro che esprime il punto di riferimento viene convertito in coordinate geo-
grafiche, qualora sia stato fornito come indirizzo, sfruttando i metodi offerti da altri
moduli.
Le altre classi (VehiclesRequest e SchemaRequest), non mostrate nel diagramma, svol-
gono operazioni analoghe per soddisfare le altre richieste.
4.2.3 Route
La classe Route rappresenta un percorso stradale tra due punti, espressi con coordinate
geografiche e indirizzi corrispondenti.
Le coordinate di un punto sono rappresentate da un’istanza della classe Coordinates, la
quale include proprietà come latitudine, longitudine ed altitudine, oltre ad una serie di
metodi che permettono di calcolare la distanza in metri fra due punti, determinare che
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due punti “coincidano” (la loro distanza non superi una certa soglia) e convertire un
punto in coordinate cartesiane.
Una Route è suddivisa in un array ordinato di Step, composti a loro volta da una
successione di punti, cos̀ı come descritto in 3.2.1.
La classe Route comprende metodi di istanza che forniscono i valori di consumo energetico
totale, distanza percorsa e tempo necessario stimato a percorrerla. Il consumo totale
viene calcolato iterando sull’array di Step nella Route e sommando il consumo relativo
ad ognuno di essi.
Per ogni Step viene calcolato il consumo nel percorrere ognuno dei segmenti che uniscono
i punti che lo suddividono (metodo getConsumption()), applicando il modello di consumo
energetico descritto in 3.2.2.
La classe Route implementa anche due metodi statici:
• getBestRoute(routes, criterion): dato un array di oggetti di tipo Route e un intero
che rappresenta un criterio (tra quelli discussi in precedenza, anch’essi espressi
come parametri statici della classe), restituisce la Route “migliore”.
• joinRoutes(route1, route2, intermediateStep): unisce due oggetti di tipo Route,
concatenando (in termini di percorso stradale) il primo al secondo e impostando di
conseguenza gli attributi del risultato prodotto. La concatenazione avviene solo se
la destinazione della prima Route coincide con la partenza della prima. É anche
possibile fornire un terzo parametro al metodo, rappresentante uno Step intermedio
da interporre tra le due Route.
Il secondo metodo viene impiegato nella costruzione del percorso finale dal grafo, ag-
giungendo eventuali Step di ricarica presso le stazioni.
Gli step di ricarica sono definiti dalla classe ChargeStep, la quale espone la stessa in-
terfaccia di Step, fornendo però informazioni relative alla carica necessaria (in termini
assoluti e percentuali) al veicolo in quel punto, al fine di riuscire a completare il percorso.
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Figura 4.4: Diagramma di classi: RouteFactory
4.2.4 RouteFactory
La RouteFactory è responsabile della creazione di oggetti di tipo Route e inizializzazione
dei relativi array di Step, suddivisi a loro volta in punti.
Per costruire le Route, la Factory si appoggia ad un altro modulo: GoogleMapsHelper,
il quale ottiene da Google le indicazioni stradali tra due punti e i dati altimetrici del
percorso. Maggiori dettagli su come avviene questa interazione e le relative problematiche
saranno forniti in 4.3.1.
Al fine di ridurre le richieste a Google, la Factory incorpora al suo interno una cache di
percorsi; solo i percorsi (statici) tra due stazioni di ricarica sono aggiunti alla cache (non
avrebbe senso memorizzare quelli tra due punti arbitrari).
Ad ogni Route nella cache viene associato un timeout (sfruttando la funzione Javascript
nativa setTimeout) della durata di 24 ore, oltre le quali questa è rimossa, in accordo ai
termini del servizio delle Maps API di Google.
ConsumptionModel
Il modulo ConsumptionModel consiste in una raccolta di variabili e funzioni necessarie
al calcolo del consumo energetico su un segmento stradale e produzione di valori casuali
di velocità; contiene l’implementazione delle funzioni descritte in 3.2.2.
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Figura 4.5: Diagramma di classi: ChargingStationsDB
4.2.5 ChargingStationsDB
Il ChargingStationsDB è responsabile della creazione di oggetti di tipo ChargingStation, i
quali consistono in semplici strutture che rappresentano stazioni di ricarica (comprensive
di coordinate geografiche, denominazione e caratteristiche fisiche dei connettori).
I metodi che questo modulo espone all’esterno sono getChargingStations(), per repe-
rire le stazioni di ricarica lungo il percorso tra due punti (come descritto in 3.3.1) e
findClosestStation(), per trovare la stazione più vicina ad un dato punto.
Il database interno di EVSE è caricato in memoria da MongoDB all’avvio del servizio e
inserito all’interno di un 3-dimensional tree.
Questa struttura dati indicizza gli elementi al suo interno con un valore di coordinate
(tridimensionali) ed è particolarmente adatto per estrarre elementi in base alla loro vi-
cinanza ad un dato punto, richiedendo una complessità in tempo di O(logn) nel caso
medio. Gli indici degli EVSE all’interno dell’albero sono le loro coordinate geografiche
convertite in coordinate cartesiane attraverso un metodo di proiezione cartografica.
Il modulo MongoDBHelper implementa le operazioni CRUD (Create, Read, Update,
Delete) sul database delle stazioni di ricarica in MongoDB, definendo il formato dei do-
cumenti che rappresentano le stazioni con uno schema JSON; come identificativo (campo
id) per le stazioni sono usate le loro coordinate geografiche.
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Figura 4.6: Diagramma di classi: VehiclesDB
Il database interno al servizio viene integrato con i dati su EVSE ottenuti da diverse
sorgenti esterne (vedi 4.3.2).
4.2.6 VehiclesDB
Il modulo VehiclesDB contiene un array associativo tra i nomi dei modelli di veicoli
elettrici e le relative caratteristiche fisiche e della batteria.
L’array è il risultato del caricamento in memoria dei dati conservati su MongoDB,
ottenuti attraverso i metodi del wrapper MongoDBHelper.
Sono definiti due schemi distinti per veicoli e batterie, sebbene per il momento sia sempli-
cisticamente assunta una relazione uno-a-uno tra di essi: all’interno del documento che
descrive un veicolo, nel database MongoDB, vi è un riferimento all’identificativo della
batteria.
4.2.7 RouteGraph
La classe RouteGraph costituisce il grafo dei percorsi descritto in 3.3.1.
Gli archi del grafo sono oggetti di tipo Route e i nodi sono JSON composti da:
• Coordinate geografiche del punto.
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Figura 4.7: Diagramma di classi: RouteGraph
• Costo totale del percorso dal nodo di partenza a questo; la proprietà valutata
dipende dal criterio passato come parametro alla richiesta e può essere il consumo,
il tempo o la distanza.
• Nodo predecessore (nel cammino dal nodo di partenza).
• Riferimento alla Route che unisce il punto rappresentato dal nodo predecessore a
questo.
Nodi ed archi del grafo vengono aggiunti da un oggetto RouteRequest man mano che
le informazioni (indicazioni stradali e posizione delle stazioni di ricarica) diventano
disponibili.
Una volta che il grafo è completato, viene invocato il metodo shortestPath(), il quale
applica l’algoritmo di Dijkstra per restituire il percorso a costo minimo (consumo, tempo,
distanza) tra partenza e destinazione, o null, se questo non esiste.
Il percorso viene costruito applicando ripetutamente il metodo static joinRoutes() della
classe Route a quelle che collegano partenza e destinazione, partendo da quest’ultima e
sfruttando il campo predecessore associato ad ogni nodo.
Come giuntura tra ogni coppia di Route che hanno come punto intermedio una stazione
di ricarica viene aggiunto un ChargeStep, il cui valore di carica richiesta è prodotto
sommando il consumo della seconda Route alla threshold di carica per l’arrivo nella
destinazione di questa.
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Tutte le considerazioni relative alla fattibilità dei singoli percorsi (descritte in 3.3.2) ven-
gono applicate all’interno del metodo per l’aggiunta di nuovi archi, evitando di includere
quelli impraticabili a causa dei vincoli energetici.
4.2.8 Front-end
A ricezione di una richiesta GET con path vuoto, il web service restituisce una pagina
HTML, comprensiva di script Javascript e fogli di stile CSS, la quale costituisce il front-
end predefinito per interagire con il planner.
La schermata principale del front-end si compone di un semplice form per la formulazione
delle richieste e di un canvas contenente una mappa di Google. Attraverso il form è pos-
sibile specificare parametri quali il punto di partenza, la destinazione, il veicolo guidato,
lo stato di carica iniziale (in termini percentuali), la soglia di carica residua desiderata nel
raggiungere ogni punto intermedio o la destinazione, il criterio per ottimizzare i percorsi
ed un limite alle stazioni da considerare nel planning.
Il veicolo viene scelto da una lista, caricata all’avvio del front-end con i risultati di una
richiesta /vehicles al servizio.
In aggiunta a questi parametri, il front-end consente di effettuare richieste /planless (vedi
5.2) o /stations, permettendo per quest’ultima di specificare il raggio (in chilometri)
attorno al punto scelto.
Una volta completata la richiesta, i risultati sono visualizzati sulla mappa attraverso una
linea che descrive il percorso (con dei marker che rappresentano stazioni di ricarica e punti
attraversati). Nel lato sinistro dello schermo sono inoltre fornite le indicazioni stradali
in formato testuale (in maniera simile a quanto fa Google), aggiungendo istruzioni per
le eventuali ricariche e informazioni quali il consumo energetico totale, la quantità di
ricarica complessiva necessaria, la distanza percorsa e il tempo impiegato.
Nelle figure 4.8 e 4.9 sono mostrate due schermate del front end: rispettivamente il form
per formulare richieste di planning e relativa finestra dei risultati.
Chiaramente, poiché il servizio espone un’interfaccia RESTful facilmente interrogabile,
ogni genere di front-end esterno può comunicare con esso e fornire modalità alternative
di elaborazione e visualizzazione dei risultati.
62 4. Implementazione
Figura 4.8: Screenshot del front-end predefinito dell’applicazione: formulazione della
richieste
Figura 4.9: Screenshot del front-end predefinito dell’applicazione: visualizzazione del
percorso
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4.3 Servizi esterni
Il web service descritto in questo documento consiste in un mashup che usa i dati ottenuti
da più sorgenti: Google Maps e i fornitori di informazioni sulla presenza di EVSE.
4.3.1 Google Maps
Al fine di ottenere indicazioni stradali, dati altimetrici e geocoding di indirizzi (determina-
re le rispettive coordinate geografiche), il servizio comunica con i Google Maps API Web
Services [goo]: una serie di interfacce HTTP esposte da Google per fornire informazioni
geografiche ad applicazioni che interagiscono con le mappe.
L’utilizzo di queste API è incapsulato all’interno del modulo GoogleMapsHelper, il quale
a sua volta utilizza la libreria Node.js di terze parti node-googlemaps.
Le funzioni svolte dal modulo sono le seguenti:
• Produrre una o più Route tra due punti, espressi come coordinate geografiche o
indirizzi. Sono utilizzate le Directions API con alcuni parametri fissati: modalità
driving, strade a pedaggio non escluse, unità di misura nel sistema metrico decimale
e parametro alternatives impostato a true. La risposta di Google è convertita in
un array di Route, ognuna suddivisa in uno o più Step.
• Scomporre uno Step in una sequenza di punti. Sono utilizzate le Elevation API
per ottenere i punti e relativi dati altimetrici, memorizzati in sequenza all’interno
di un vettore, variabile d’istanza della classe Step; come parametri alla richiesta
sono dati i punti che delimitano lo Step.
• Fare geocoding di indirizzi attraverso le Geocoding API, al fine di localizzare le
stazioni di ricarica attorno ad un singolo punto (richiesta /stations); nel caso di
più possibili coordinate associate all’indirizzo, solo la prima è selezionata.
I servizi di Google restituiscono risposte in formato JSON o XML (a discrezione del
richiedente), elaborate e convertite in oggetti Route, Step o Coordinate dai metodi di
GoogleMapsHelper.
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L’utilizzo di questi servizi presenta due limitazioni: un numero massimo di richieste per
secondo e giornaliere.
Il primo caso è gestito applicando, qualora una “collisione” venga rilevata (tramite un
apposito messaggio di errore in risposta alla richiesta: “OVER QUERY LIMIT”), una
politica di backoff esponenziale binario, in maniera simile a quanto accade nel protocollo
di accesso a canale condiviso CSMA/CA (Carrier Sense Multiple Access with Collision
Avoidance).
In sostanza, se il limite di richieste per secondo è raggiunto, la prima richiesta che fallisce
verrà ripetuta dopo 2tries ∗ 1000 + U([0, 1000]) millisecondi, con tries incrementato ad
ogni successivo errore restituito per la medesima richiesta ed un’aggiunta di un nume-
ro casuale di millisecondi. Questo meccanismo è facilmente implementabile grazie alla
funzione Javascript nativa setTimeout.
Se un numero massimo di tentativi è raggiunto, la richiesta a Google viene annullata ed
al client viene restituito un errore.
Per quanto riguarda invece il limite giornaliero, l’unica soluzione è quella di minimizzare
le richieste a Google, tramite politiche di caching dei percorsi ottenuti e relativi dati
altimetrici (vedi sezione 4.2.4) ed evitando di inviare quelle non strettamente necessarie.
I valori di quota massima per i servizi utilizzati, diversi per l’utilizzo di API Business o
gratuite, sono mostrati in tabella 4.1.
Servizio Free API quota Business API quota
Geocoding 2,500 richieste 100,000 richieste
Elevation 2,500 richieste, 512 punti per
richiesta, 25,000 punti al giorno
100,000 richieste, 1,000,000 punti al
giorno
Directions 2,500 richieste 100,000 richieste
Tabella 4.1: Quota di utilizzo dei servizi di Google Maps (Free e Business)
Il limite di punti per richiesta è eliminato nella versione Business dell’Elevation service,
permettendo di ottenere maggiore precisione nel calcolo del consumo (tramite una suddi-
visione più fine del percorso in punti, vedi 3.2.1). Un’ulteriore limitazione, trascurabile,
consiste nell’accettazione di richieste invocate tramite URL lunghi al più 2048 caratteri.
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Al fine di minimizzare il numero di richieste a Google, è possibile suddividere in tre fasi
consecutive la ricerca del cammino minimo fra partenza e destinazione, ognuna delle
quali applicata a versioni “incrementali” del grafo di percorsi:
1. Considerando solo la partenza e la destinazione nella richiesta /route (in questo
caso non viene neanche costruito il grafo, ma ci si limita a verificare che il consumo
della singola Route fra i due punti non superi il parametro thresholdArrival).
2. Aggiungendo i percorsi che vanno dalla partenza ad ogni stazione di ricarica e
da queste a destinazione (in sostanza, considerando cammini con un solo hop
intermedio).
3. Aggiungendo i percorsi tra le stazioni (considerando quindi i cammini ad un numero
arbitrario di hop intermedi).
Nel momento in cui una delle tre fasi produce una soluzione, non sarà necessario prose-
guire con le altre: si ricorda infatti che i percorsi diretti tra ogni coppia di punti sono
sempre quelli ottimi, in termini di tempo, distanza o consumo (come accennato in 3.3.1),
da cui segue che aggiungervi una deviazione non porterebbe alcun beneficio.
La complessità, in termini del numero di richieste effettuate al servizio Directions, risul-
terebbe di O(1) nel caso ottimo, O(n) nel caso medio e O(n2) nel caso pessimo, con n
definito come il numero di stazioni lungo il percorso tra partenza e destinazione e incluse
tra i nodi del grafo di percorsi. L’algoritmo arriverebbe alla terza fase (caso pessimo)
solo per percorsi molto lunghi, batterie dalla scarsa capacità e/o alti valori di threshold,
risultando in una notevole riduzione del numero di richieste per gli altri due.
Per quanto riguarda invece le richieste al servizio Elevation, poiché ne viene effettuata
una per ogni Step in cui ognuna delle Route ottenute è suddivisa, il loro numero cresce
più rapidamente delle precedenti, sebbene in termini asintotici si possa far riferimento
alla medesima complessità. In questo senso, una possibile manovra per ridurre il numero
di richieste è quella di effettuarne una per Route, passando come parametri i punti che
la delimitano; ne conseguirebbe una riduzione della precisione del profilo altimetrico,
a meno che non si utilizzino le Business API, eliminando quindi il limite di punti per
richiesta.
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Infine, vale la pena menzionare che interrogando il servizio Directions con le Business
API è possibile ottenere informazioni sul tempo necessario a percorrere una Route che
siano comprensive del fattore traffico, del quale Google fornisce aggiornamenti in tempo
reale.
Infatti, occorre semplicemente specificare il parametro departure time nella richiesta,
impostandolo al più a qualche minuto dall’istante attuale, affinché sia aggiunto il campo
duration in traffic all’interno degli oggetti JSON che descrivono Route o Step, ottenuti
come risposta dalle Directions API. Nel caso di percorsi molto lunghi questa informazione
potrebbe comunque perdere rilevanza, richiedendo molteplici interrogazioni del planner
per ottenere dati aggiornati sul traffico.
Nella sezione conclusiva sarà proposta una possibile alternativa all’utilizzo di Google
Maps, finalizzata al superamento delle limitazioni menzionate.
4.3.2 Localizzazione di EVSE
Il database di EVSE mantenuto dal servizio è regolarmente aggiornato con i dati forniti
da diversi servizi esterni. I dati comprendono la posizione delle stazioni di ricarica
(coordinate geografiche ed indirizzo), caratteristiche tecniche (numero e tipologia dei
connettori), azienda fornitrice ed eventualmente un indicazione della disponibilità.
In merito a quest’ultimo aspetto, il database costruito non mantiene informazioni circa
la disponibilità di un punto di ricarica: presenza o meno di un veicolo in carica, inter-
ruzione del servizio per manutenzione o disponibilità di un EVSE privato (presenti a
intermittenza e non gestiti da questo servizio).
Sebbene queste informazioni siano fornite da alcuni servizi, la loro natura dinamica e il
fatto che spesso non siano completamente affidabili ha portato alla scelta di escluderle
dai fattori considerati nel planning del percorso.
Va anche considerato che la maggioranza dei servizi web che forniscono queste infor-
mazioni non espone interfacce RESTful (o SOAPful), o che permettano una qualunque
interazione automatizzata da parte di altri servizi (tra questi [ene], [car] e [gre]). Alcuni
di quelli che lo fanno non consentono l’utilizzo delle loro interfacce a terze parti che non
siano partner autorizzati (quali possono essere le case automobilistiche) o utenti paganti
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(un esempio di questi servizi è [plu]).
Tra i rimanenti figura in particolare Open Charge Map [ope], interrogato dal modu-
lo ChargingStationsDB al fine di integrarne le informazioni (eventualmente aggiornate)
con quelle memorizzate dal database. Open Charge Map fornisce una lista di stazio-
ni, posizionate nell’intorno di un dato punto, in formato JSON o XML, insieme alle
informazioni descritte precedentemente.
Il problema di Open Charge Map è che il suo database non riflette neanche una pic-
cola frazione del numero di EVSE in Europa, concentrando le sue attenzioni sul suolo
Americano.
Per questa ragione, la maggior parte delle stazioni memorizzate nel database interno
del servizio è stata reperita attraverso tecniche di crawling (analisi ed estrazione di dati





In questo capitolo sono presentate le valutazioni di due fondamentali proprietà del
servizio: performance ed efficacia.
La prima consiste nei tempi di risposta del servizio a fronte di richieste di diversa com-
plessità (in termini di lunghezza del percorso e/o vincoli energetici), per i quali un fattore
critico è sicuramente costituito dal numero di richieste HTTP a Google.
La seconda risiede nella riduzione del rischio di non raggiungere la destinazione a causa
di problemi di autonomia energetica: rappresenta quindi una validazione del servizio e
sarà dimostrata mediante tecniche di simulazione.
5.1 Performance
Performance e scalabilità del servizio sono valutate misurando il tempo di risposta TR,
definito come il tempo necessario ad ottenere i risultati di una richiesta di tipo /plan
(vedi sezione 4.2.1).
I dati ottenuti sono i risultati di esperimenti che prevedono richieste del planning di
percorsi fra diverse coppie di punti, ottenute casualmente su una superficie di più di 400
chilometri (la regione Emilia Romagna). Per ogni coppia di punti sono utilizzati diversi
valori dello stato di carica SOC iniziale della batteria: 40, 60, 80 e 100%; le caratteri-






































































































































































































































































































































































































































































● ● ● ●SOC=100% SOC=40% SOC=60% SOC=80%
Figura 5.1: Tempi di risposta del servizio al variare della distanza percorsa
destinazione sono mantenuti costanti (modello Daily Electric e 10%). Sono stati consi-
derati solo i risultati in cui il veicolo riesce effettivamente a raggiungere la destinazione
selezionata.
Nella figura 5.1 è mostrato il valore di TR in funzione della distanza totale percorsa nella
Route prodotta: ogni punto rappresenta il risultato di un esperimento e il suo colore e
forma denotano il SOC iniziale; per ogni valore di SOC considerato sono anche mostrate























































































































































































































































































































































































































































































● ● ● ●SOC=100% SOC=40% SOC=60% SOC=80%
Figura 5.2: Numero di richieste alle Google Maps API al variare della distanza percorsa
É possibile osservare come il TR diminuisca con l’aumentare del valore di SOC (media-
mente) e aumenti con la distanza, in quanto sarà maggiore il numero di EVSE inclusi
nel grafo dei percorsi e più alta la probabilità di doverli aggiungere.
Infatti, dalla costruzione incrementale del grafo dei percorsi descritta in 4.3.1 deriva
una suddivisione dei risultati sperimentali mostrati nel grafico in tre gruppi, relativi al
raggiungimento della destinazione con necessità di nessuna, una o due ricariche rispet-
tivamente. Nel primo caso viene effettuata una singola richiesta alle Directions API di
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Google, relativa al percorso fra partenza e destinazione. Nel secondo caso le richieste
crescono linearmente con il numero di stazioni di ricarica incluse nel grafico. Nel terzo
caso il tempo aumenta considerevolmente, in quanto sarà necessario calcolare il percorso
fra diverse coppie di stazioni.
Sebbene il caching dei percorsi fra EVSE ridurrebbe il TR nel terzo caso, assumendo
la loro posizione come statica, ciò comporterebbe una perdita del fattore relativo alle
condizioni del traffico (fornite in tempo reale da Google) nel calcolo del tempo necessario,
ragione per cui una richiesta alle Directions API è comunque effettuata, negli esperimenti.
Nella figura 5.2 è mostrato il numero di richieste HTTP alle Directions API di Google
Maps in funzione della distanza, evidenziando (in base all’analogia dei valori con quelli nel
grafico 5.1) come queste siano la maggiore fonte di ritardo, specialmente se si considera
il limite di richieste per secondo e le politiche di backoff adottate (vedi sezione 4.3.1);
in questo secondo grafico i gruppi di risultati sono due: quelli ad una singola richiesta
(fattibilità del percorso diretto) e i rimanenti.
In ogni caso il TR non sembra superare i due minuti, anche per percorsi di 400 chilometri,
fornendo un risultato più che accettabile per un servizio di route planning (tipicamente
utilizzato una singola volta, nell’atto di partire).
Nelle figure 5.3 e 5.4 sono mostrati il tempo di risposta e il numero di richieste in
funzione dell’energia consumata durante il percorso. La variazione dei valori è analoga a
quella nei grafici per la distanza, confermando come sia effettivamente il consumo dato
dall’aumentare di essa a portare ad un aumento della complessità in tempo dell’algoritmo,
in termini asintotici quanto effettivi.
Generalmente i valori maggiori sull’asse delle ascisse corrispondono a percorsi più lunghi
o caratterizzati da un consumo più alto dovuto a profili altimetrici meno regolari (con
più salite e discese).
Per ognuno dei grafici mostrati è valida la considerazione che, poiché i percorsi sono cal-
colati casualmente e il fattore altimetrico non è mostrato nei risultati, alcune fluttuazioni
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● ● ● ●SOC=100% SOC=40% SOC=60% SOC=80%
Figura 5.3: Tempi di risposta del servizio al variare dell’energia consumata nel percorso
5.2 Validazione
Per dimostrare che il servizio di planning sia effettivamente di supporto alla riduzione
dei problemi derivanti da ristrettezze energetiche nei lunghi percorsi, è stato svolto un
confronto fra i risultati ottenuti da due diverse configurazioni:
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● ● ● ●SOC=100% SOC=40% SOC=60% SOC=80%
Figura 5.4: Numero di richieste alle Google Maps API al variare dell’energia consumata
nel percorso
2. Servizio non utilizzato: il guidatore di EV segue il percorso più breve (in termini di
distanza) per raggiungere la destinazione (è possibile immaginare questa informa-
zione come fornita da un navigatore), alterando la sua rotta per ricaricarsi presso
la stazione più vicina quando lo stato di carica scende sotto una certa threshold.
La seconda configurazione può essere considerata come un modello realistico del reale
comportamento dei guidatori di EV.
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Al fine di simulare scenari di guida senza supporto di planning è stata aggiunta la richiesta
/planless ai metodi nell’interfaccia esposta dal servizio, i cui handler sono implementati
dalla classe Request (4.2.2).
Il meccanismo è semplice: data la Route più breve (in termini di distanza) fra partenza e
destinazione, si controlla che il consumo totale non porti lo stato di carica sotto la thre-
shold data (fissata al 10% della capacità della batteria, per questa analisi); se ciò accade,
si ricalcola una Route a partire dal primo punto raggiunto che viola tale condizione e
verso la stazione di ricarica più vicina. Nel caso in cui la stazione non sia raggiungibile
con lo stato di carica in quel punto, il servizio restituisce un errore, altrimenti il proce-
dimento viene ripetuto ripartendo dalla stazione raggiunta e considerando come SOC la
capacità massima della batteria (assumendo una potenziale piena ricarica), finché non si
raggiunge la destinazione.
Onde evitare che il veicolo ritorni più di una volta nella medesima stazione, risultando
in un potenziale ciclo infinito fra due o più punti, la procedura mantiene un insieme di
stazioni già visitate e le esclude dalla ricerca.
Nelle figure 5.5 e 5.6 sono confrontati i risultati ottenuti con le due configurazioni, uti-
lizzando gli stessi parametri indicati nell’analisi di performance (5.1), in termini di per-
centuale di successo nel raggiungimento della destinazione (PS); nel caso della configu-
razione con planning, il fallimento equivale alla costruzione di un grafo dei percorsi in
cui partenza e destinazione non sono collegate da un cammino (a causa di ristrettezze
energetiche).
Le linee tratteggiate e piene rappresentano rispettivamente la configurazione senza e con
ausilio del planning. Le curve mostrate sono relative a diversi stati di carica iniziale della
batteria.
Il grafico 5.5 mostra la PS al variare della distanza. Come ci si potrebbe aspettare, la
PS è direttamente proporzionale al valore di SOC negli esperimenti per entrambe le
configurazioni, poiché da questo dipende la possibilità o meno di raggiungere la prima
stazione.
In media, l’utilizzo del servizio di planning incrementa notevolmente la PS per ogni valore
di SOC. In particolare è possibile osservare come la PS decada molto velocemente con



















SOC = 40 % SOC = 60% SOC = 80% SOC = 100%
Figura 5.5: Percentuale di successo al variare della distanza percorsa
più marcata con quelli che lo includono.
Nel grafico in figura 5.6 sono mostrati i diversi valori della PS al variare del consumo
energetico complessivo: valgono le medesime considerazioni fatte nella sezione 5.1.
Questi risultati forniscono una prova dell’efficacia del servizio, la cui realizzazione mira
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SOC = 40 % SOC = 60% SOC = 80% SOC = 100%
Figura 5.6: Percentuale di successo al variare dell’energia consumata nel percorso
5.2.1 Modello di consumo
Sfruttando la piattaforma di simulazione descritta in sezione 1.1.2, sono state svolte
alcune analisi del modello di consumo implementato al suo interno (molto simile a quello
utilizzato dal servizio), al fine di ottenerne una validazione.
Il grafico in figura 5.7 mostra il risultato di diverse run di simulazione sullo scenario
urbano di Bologna.
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Figura 5.7: Risultati per consumo kWh/km/t in ambiente urbano
Ogni punto indica il consumo medio (kWh per chilometro per tonnellata) per un singolo
veicolo sulle diverse run; i veicoli all’interno della simulazione hanno le medesime carat-
teristiche fisiche e percorrono diversi tragitti selezionati casualmente. La sottile striscia
nera rappresenta gli intervalli di confidenza all’interno dei quali è situata la media glo-
bale del consumo, con un livello di confidenza del 95%, pari ad un valore di circa 0.15416
kWh/km/t.
L’obiettivo di questa serie di esperimenti è stato quello di dimostrare come il consumo
medio calcolato convergesse effettivamente su un valore vicino a quello reale, prodotto
da risultati raccolti da veicoli reali.
Il grafico in figura 5.8 mostra il consumo medio (kWh/km) al variare di diverse ca-
ratteristiche del veicolo e pendenza della strada, ma mantenendo una velocità pressoché
costante di 50 km/h; lo scenario, in questo caso, è un semplice rettilineo di 200 chilometri
prodotto utilizzando gli strumenti di SUMO (vedi 1.1.2).
Questa seconda analisi permette di osservare come il consumo energetico, calcolato uti-






























Figura 5.8: Consumo per diverse caratteristiche del veicolo e pendenze di 0, 11 e 23 gradi
(massa, superficie della massima sezione trasversale e coefficiente di forma) e con la pen-
denza della strada, come ci si aspetterebbe. Sebbene i grafici riportino solo il peso (per
motivi di esposizione), i parametri variano da quelli che potrebbe avere una Fiat 500e
(peso poco maggiore di 1 tonnellata, area della sezione trasversale pari a 1,4 m2 circa)
fino ad un modello Electric Daily e poco oltre (fino a 3 tonnellate di peso).

Conclusioni
In questo documento è stato descritto un servizio di route planning per veicoli elettrici,
volto a supportare la guida di EV su percorsi medio-lunghi e mitigare la range anxiety
dovuta a vincoli energetici e conseguente autonomia limitata.
Il servizio, realizzato come un web service con interfaccia RESTful, utilizza tre compo-
nenti fondamentali:
• Le API di Google Maps per ottenere indicazioni stradali tra due punti e dati
altimetrici del percorso.
• Un modello di predizione del consumo energetico nell’attraversare un tratto di
strada.
• Un database di EVSE, aggiornato con i dati offerti da diversi servizi.
Aggregando le funzionalità di questi componenti il planner è in grado costruire un grafo
dei possibili percorsi tra due punti e le vicine stazioni di ricarica, calcolare una stima
di consumo e tempo impiegato per ognuno di essi e pianificare il tragitto che consenta
al veicolo di arrivare a destinazione con un dato livello di carica residua, minimizzando
consumo o tempo.
Seguono adesso le proposte di alcuni sviluppi futuri, atti a rendere più accurate le
valutazioni del planner o migliorarne le prestazioni.
Il primo sviluppo consiste nell’affinare l’algoritmo per il calcolo del percorso più econo-
mico in termini di tempo.
Attualmente l’unico fattore che l’algoritmo considera è il tempo totale necessario a per-
correre il tragitto, anche in presenza di eventuali ricariche. Al fine di rendere la stima
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di tempo più accurata, occorrerebbe considerare anche il tempo necessario alle ricariche
stesse; naturalmente questo dipende dalla quantità di energia ricaricata, ma anche dalle
modalità di ricarica: da un tempo inferiore ai 40 minuti necessari alla ricarica di terzo
livello fino alle ore necessarie per ricaricare a 120 Volt/16 Ampere con una ricarica di
primo livello.
In prima istanza ci si potrebbe limitare ad aggiungere i tempi necessari a ogni ricarica,
considerando un quantitativo di energia ricaricata minimo (sufficiente a raggiungere la
destinazione da quel punto), modalità di ricarica disponibili presso la stazione, caratte-
ristiche fisiche della batteria e programmi dell’utente (una ricarica “overnight” potrebbe
utilizzare il lungo, ma “salutare”, primo livello).
Usando il planner in combinazione con un servizio di prenotazione delle ricariche (vedi
sezione 1.1) sarebbe possibile aggiungere l’ulteriore considerazione della disponibilità
della stazione scelta, dirigendo l’utente verso stazioni meno richieste o consentendo di
prenotare una ricarica automaticamente, come parte della selezione del percorso.
Da migliorie nel calcolo del tempo impiegato deriverebbero anche maggiori potenzialità
nello sfruttare le informazioni sul traffico in tempo reale fornite da Google. Potrebbe
anche essere aggiunta la metrica del costo monetario, considerando il prezzo dell’energia
in relazione alle necessità di ricarica.
Il calcolo del consumo energetico stesso potrebbe essere affinato, prendendo in conside-
razione i fattori discussi in sezione 3.2.2.
Un altro utile sviluppo consiste nel cambiare il metodo con cui le indicazioni stradali e
dati altimetrici sono ottenuti: utilizzare servizi alternativi a Google Maps.
Come descritto in 4.3.1, la limitazione più grande nell’utilizzo delle API di Google è
data dalla quota massima di richieste per secondo e giornaliere. Questi limiti impongono
l’utilizzo di politiche di backoff delle richieste con aggiunta di ritardi casuali ed euristiche
per ridurre il più possibile la dimensione del grafo dei percorsi.
Una possibile alternativa consiste nei MapQuest Open Platform Web Services [map], i
quali utilizzano i dati di OpenStreetMap per fornire una serie di servizi analoghi a quelli
offerti da Google Maps: Geocoding, Directions, Elevation e altri.
La qualità dei servizi potrebbe risultare diversa da quelli offerti da Google (considerando
la natura open dell’accesso ai dati), ma le limitazioni menzionate sarebbero eliminate.
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Eventualmente si potrebbe combinare l’utilizzo di entrambi i servizi, cos̀ı da sfruttare
MapQuest qualora Google non fosse disponibile o le richieste eccedano i limiti imposti (ad
esempio in termini del numero di punti consecutivi su un percorso, dei quali è necessaria
l’altitudine).
Infine, sarebbe possibile sviluppare applicazioni mobili come front-end per il servizio; tra
i vantaggi dell’architettura REST figurano la natura stateless della comunicazione e la
facile invocazione dei metodi offerti, rendendola particolarmente adatta all’interazione
con dispositivi mobili.
Per concludere, è possibile affermare che un servizio di planning efficace e altamente
disponibile costituirebbe un notevole supporto all’accettazione della guida di veicoli elet-
trici, riducendo le problematiche date dalla scarsa densità di infrastrutture nel territorio
e autonomia inferiore ai veicoli a combustibili fossili; questo obiettivo sarà consolidato
avendo a disposizione maggiori informazioni sugli EVSE disponibili e l’ausilio di servizi
per facilitare le operazioni di ricarica, risultando in un ulteriore passo avanti verso la




In questa appendice sono dati alcuni esempi di risposte che il servizio fornisce alle richieste
descritte nella sezione 4.2.1, inclusi eventuali messaggi di errore.
Il formato JSON dei messaggi è descritto e validato da un JSON Schema, ottenibile con la
richiesta GET /schema; per alleggerire la notazione, il valore intero Javascript “Infinity”
è espresso con il simbolo matematico e viene omesso l’URL encoding dei caratteri, nel
path degli URL.
Richiesta:






origin: {lat: 44.5019273, lng: 11.3437333, elevation: 60.79116544149412 },
destination: {lat: 44.4954948, lng: 11.3511191, elevation: 61.67819213867188 },
startAddress: "Via Galliera, 62, 40121 Bologna, Italy",
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steps: [{
origin: {lat: 44.5019273, lng: 11.3437333, elevation: 60.79116544149412 },
destination: {lat: 44.5014037, lng: 11.3434943, elevation: 61.86153042181403 },
drivingDistance: 61,
duration: 6,






origin: {lat: 44.4961747, lng: 11.3504443, elevation: 62.16114044189453 },
destination: {lat: 44.4954948, lng: 11.3511191, elevation: 61.67819213867188 },
drivingDistance: 93,
duration: 18,







Sono fornite informazioni circa i punti di partenza e destinazione (coordinate geografiche
ed indirizzo), distanza totale percorsa e tempo impiegato, quantitativo di energia con-
sumata (in kWh e termini percentuali sulla capacità massima della batteria), eventuale
ricarica necessaria e la sequenza ordinata di step in cui la route è suddivisa.
Le informazioni su ogni step comprendono le istruzioni per attraversare il tratto di stra-
da relativo ad esso (con markup HTML, cos̀ı come sono restituite da Google Maps) e
un’encoded polyline che codifica i punti attraversati dallo step in un formato testuale e
conciso; la polyline può essere utilizzata per visualizzare lo step su mappa, come una
linea che interpola i punti al suo interno.










origin: {lat: 44.5019273, lng: 11.3437333, elevation: 60.79116544149412 },
destination: {lat: 44.4954948, lng: 11.3511191, elevation: 61.67819213867188 },
startAddress: "Via Galliera, 62, 40121 Bologna, Italy",










I punti di partenza e destinazione sono i medesimi della richiesta precedente (con il
secondo espresso in coordinate geografiche). Il codice NO ROUTE AVAILABLE rap-
presenta l’impossibilità di arrivare a destinazione con i vincoli energetici forniti (stato di
carica iniziale e threshold intermedia o di arrivo). Le informazioni sulla route diretta da
partenza a destinazione sono restituite in ogni caso.
Richiesta:





summary: "SS9 | Via del Triumvirato",
origin: {lat: 44.5019273, lng: 11.3437333, elevation: 60.79116544149412 },
destination: {lat: 44.531467, lng: 11.2883235, elevation: 62.768216732811 },
startAddress: "Via Galliera, 62, 40121 Bologna, Italy",
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origin: {lat: 44.5019273, lng: 11.3437333, elevation: 60.79116544149412 },
destination: {lat: 44.5014037, lng: 11.3434943, elevation: 61.86153042181403 },
drivingDistance: 61,
duration: 6,








coordinates: {lat: 44.49186, lng: 11.33006, elevation: 61.5342042111437 },




origin: {lat: 44.5261344, lng: 11.2850271, elevation: 62.5483567110913 },
destination: {lat: 44.531467, lng: 11.2883235, elevation: 62.768216732811 },
drivingDistance: 649,
duration: 64,
htmlInstructions: "Turn <b>right</b> to stay on <b>Via dell’Aereoporto</b><div






summary: "Via Ugo Foscolo, Bologna, Italy",
coordinates: {lat: 44.49186, lng: 11.33006 },
connections: [{level: 2,amps: 200, voltage: 240, powerKW: 4}]
}]
}
Nel caso di una o più soste per ricarica previste dal piano formulato, la risposta com-
prenderà due aggiunte:
• Uno step di ricarica in corrispondenza di ogni stazione presso la quale il veicolo
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deve sostare, indicante il quantitativo minimo di carica che il veicolo deve avere
prima di lasciarla per proseguire il viaggio.
• Informazioni sulle stazioni attraversate all’interno dell’array chargingStations, cor-
rispondenti agli step di ricarica introdotti nella descrizione del percorso.
Richiesta:
/stations/Via Galliera 62 Bologna/10000/∞
Risposta:
{
origin: {lat: 44.5019232, lng: 11.3437509},
chargingStations: [{
summary: "Via Ugo Foscolo, Bologna, Italy",
coordinates: {lat: 44.49186, lng: 11.33006 },





Una risposta alla richiesta /stations consiste nel riferimento al punto fornito (convertito







message: "Couldn’t find any route to destination."
}
Al fine di distinguere il caso in cui il percorso fra partenza e destinazione esiste ma non è
fattibile a causa di ristrettezze energetiche, da quello in cui i due punti non sono collegati
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da rete stradale (ad esempio perché uno dei due non esiste), in quest’ultima evenienza il







message: "Missing one or more required parameters."
}
Se il path della richiesta non comprende tutti i parametri necessari, è restituito un
messaggio di errore con codice HTTP 400, a indicare la mancanza di parametri necessari
(primo fra tutti la destinazione, in questo esempio).
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