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ABSTRACT
This thesis consists of teaching tools designed to allow spacecraft engineering students
to visualize the various phenomena associated with spacecraft dynamics. It does so via
the use of state of the art three dimensional computer graphics on Silicon Graphics
computers. The thesis discusses the principles in dynamics that were implemented and the
key design considerations. A central goal was to develop applications that were user
friendly. A library of functions were developed called Dynamics Programming Library or
DPL. DPL shields the users from the details of computer graphics, thus allowing them to
concentrate on the dynamics of the problem. DPL was used to write three main
applications: Euler, Frame, and Gyro. Euler demonstrates the representation of
orientation using Euler angles and quaternion rotation. Gyro demonstrates the effects of
torques applied to varying rigid body geometries and inertias. Frame allows students to
view the motion of an object from different frames of reference. A group of 21 spacecraft
engineering students participated in a lab exercise using these programs. Within 20
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L INTRODUCTION
This thesis consists of teaching tools designed to allow spacecraft engineering students
to visualize the various phenomena associated with spacecraft dynamics. It does so via
the use of state of the art three dimensional computer grapics on Silicon Graphics
computers. The system is fully interactive and incorporates the fundamental laws of
dynamics.
The system consists of four main parts. The first is a Dynamics Programming Library
(DPL) that allows students to write programs that graphically demonstrate particle and
rigid body dynamics. The language is designed to be used by students with a background
in dynamics, but does not require them to have a knowlege of computer graphics.
The other three parts of the system consist of three programs written utilizing DPL.
The first program demonstrates the representation of orientation using euler angles and
quaternion rotation. The second program demonstrates the effects of torques applied to
varying rigid body geometries and inertias. This program allows the student to select a
geometry and apply moments to the rigid body and observe the effect. The third program
allows students to view the motion of an object from different frames of reference. The
student is allowed to define the motion and view it from any frame of reference.
This thesis first discusses the principles in dynamics that were implemented. Next it
covers the topics in computer graphics central to DPL. An important point is that users of
DPL are shielded from these details. It then goes on to discuss the key design
considerations of the project.
U. DYNAMICS
A. INTRODUCTION
This chapter will discuss certain key principles in dynamics and kinematics
demonstrated by this thesis. It will deal with the concept of a frame of reference as well as
the various methods of representing an object's orientation. Finally, particle and rigid
body dynamics will be discussed.
B. FRAMES OF REFERENCES
The motion of a person driving down the highway at 55 mph can be described in
different ways. Relative to the surface of the earth she is moving at 55 mph in a given
direction. But relative to the car she is not moving at all. Which one is correct? Can she
at the same time be moving at 55 mph and 0 mph? The answer is that they are both
correct. When you consider her motion in the earth's coordinate system or frame of
reference she is traveling at 55 mph. When you consider her motion in the frame of
reference of the car, it is indeed 0 mph. However, the car motion in the earth's frames of
reference is 55 mph. By adding the two together we get 55 mph, the same value as in the
first case. The description of the motion of a body is not complete without also discussing
the frame in which the motion is described.
There are an infinite number of frames that can be used to describe a body's motion.
The key is to pick the frame that reveals the most about what the body is doing. A well
chosen frame of reference can also simplify the interpretation of a complicated motion.
There are two frames that are very useful in both regards. The first is an inertial frame of
reference. This is a frame in which Newton's laws of motion hold. In the example of the
woman driving the car, the earth would be considered an inertial frame of reference. Body
coordinates are the other important frame of reference. This is a coordinate system fixed
to a body. The location of objects fixed to the body described in body coordinates do not
vary. Take for example the car and the location of the driver and passenger seats. If you
are driving north in earth coordinates the driver's seat is west of the passengers; if you are
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driving south, it is east of the passenger seat. However, in the car's body coordinate
system the location of the driver's seat does not change. If you are driving north, the
driver's seat is left of the passenger's seat. And if you are driving south it is still left of the
passenger's seat.
C. ORIENTATION REPRESENTATION
When dealing with bodies that are not treated as a point mass, location of the center of
mass is not sufficient information to describe what is happening to the body. A means is
needed to describe the attitude or the orientation of the body. In general terms this can be
thought of as describing the orientation of the body's coordinate system relative to another
coordinate system. There are three primary methods of representing a coordinate system's
orientation, Direction Cosine Matrix Euler Angles, and Quaternions.
1. Direction Cosine Matrix
Given two coordinate systems A and B, each defined by a set of mutually
orthogonal unit vectors, the Direction Cosine Matrix (DCM) relates the orientation of




Figure 2.1 Coordinate Systems.
One interpretation of a DCM is as a matrix that can be used to change the basis of
a vector from one coordinate system into another. For example, [IA, is a vector
expressed in the A coordinate system.
[IVA = Cla, + C.2a2 + C.a, (2.1)
3
'RA is the DCM that changes the basis of a vector from the A coordinate system to
that of the B system. T"'e equation below transforms [VIA into B coordinates.
[VI, "RAM]A (2.2)
[V, = ,b, + Cwb2 + C1 b3. (2.3)
[VIA is now expressed in B coordinates. [V)1 coincides with [VIA; they are just
expressed in diffeent coordinate systems.
The question is how is DRA constructed? The matrix below shows the elements in
the DCM. Each element of the matrix is derived from the dot product between the two
unit vectors shown. [Ref 1: p. 9] Each element is called a direction cosine because it is
the dot product of two unit vectors.
[VI = •A'MA (2.4)Kb,,a, b,; a b,,a3 7 Catl
CI = bi'a, bi'a2 bi'a3  Ca (2.5)
W b3" a, b3" a2 b3*a3 C&3
2. Euler Angle Representation
Another interpretation of the transformation matrix is a rotation about one or
more of the axes of a coordinate system, see Figure 2.2. Each of these rotations can be
represented by a three by three matrix. These are called the elementary rotation matrices
and are fisted on the next page. [Ref I: p. 10]
b - ;a = b3
52a, =b2 5 2-
a,/ a,
a: =bk "!
Figure 2.2 Single rotation about the A coordinate axes
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I 0 0
BR A(4) = 0 cosct, -sin41, (2.6)
0 sino1 coso]
Fcos02  0 sin42
""RA(02) = L 1 0 (2.7)
_-sino, 0 cosO,2_Fcoso, -sin,3  0
BRA(03) = L n03 COS4)3 0 j(2.8)
An Euler angle rotation is a sequence of rotations about the axes of one
coordinate system to eventually align them with another system. As shown in Table 2.1,
there are 12 possible Euler rotation sequences: six non repeating and six repeating. They









Table 2.1 Euler rotation sequences
BRA(1 23) represents the rotation matrix necessary to transform vectors defined in
coordinate system a to b. BRA(12 3 ) is constructed by multiplying three elementary
rotation matrices. In order to transform vectors defined in a coordinate system to b
multiply them by BRA(123). By taking the transpose of BR(123) is the matrix to transform




Fcos463 -sin4o3  0 coOS4 2  0 sIinO2 1 0 0
BRA(123)= sinj3 cos,63  0 0 1 0 0 cos,0 -sin6, (2.10)
0 0 1 0-sin-,2 o s,4  sin4, cosO,
A problem with Euler rotations is that there is a singularity in the angular rates and
that the solution for every orientation is not unique. In order to clarify this point,
meanings will be associated with the coordinate axes. Roll, Pitch and Heading will be
used instead of 1, 2, 3 (see Figure 1.3).
Figure 1.3 Location of Roll, Pitch, and Heading Axes.
The heading axis comes out of the belly of the aircraft and is perpendicular to the
horizontal direction of flight. If the rotation about the pitch axis is 900, which means the
aircraft is flying vertically, heading no longer has meaning because there is no horizontal
direction of flight. A small increase or decrease in pitch from the singularity points cause
the value in heading to change rapidly. For example, if the aircraft had a heading of 0*
prior to the singularity, a small decrease in pitch would return to heading to 0* whereas, a
small increase would change the heading to 1800. There are two changes like this when a
plane performs a loop.
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3. Quaternion Representation
Most of the time, the singularity with Euler angles is not a problem, but when it is
quaternions provide an alternative representation. A quaternion Q consists of two parts:
a scalar and a vector q. Transformation between coordinate systems is accomplished by a
single rotation about the vector q. The scalar part of the quaternion determines the




Figure 1.4 Quaternion Rotation about q
The quaternion Q can be written as follows:
qO
Q = 2 €(2.11)
_03
where
qh = cos(O/2) (2.12)
q, = (cos of angle q makes with x axis)sin(0/2) (2.13)
q2 = (cos of angle q makes with y axis)sin(0/2) (2.14)
q3 = (cos of angle q makes with z axis)sin(0/2) (2.15)
and 0 is the rotation about q, 0 < 0 < r
The quaternion can be used to generate a rotation matrix to transform vectors
from one coordinate system to another. The rotation matrix is defined as follows: [Ref 3:
p. 11]
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F2(q02 + q12) - 1 2(qlq2 + q0q3) 2(qlq 3 - q0q2) "
R= 2(qlq2 - q0 q3) 2(qo2 + q22) -1 2(q 24t3 + q0q1) (2.16)
2(qlq 3 + q0q2) 2(q 2q3 - q0q1) 2(qo2 + q 32) _ I
Additionally, given a rotation matrix R, a quaternion Q can be generated using the
following set of equations: [Ref 3: p. 11]
q0 = 0.5(1 + r11 - r2 - r33)12  (2.17)
q, = 0.5(1 - r,,+ r2 - r33)ln (2.18)
q2 = 0.5(1 - r,, - r22 + r33)1 2  (2.19)
q3 = 0.5(1 + r11 + r2 + r33)/ 2  (2.20)
where rij are the elements of the rotation matrix.
Finally, given the angular velocity of an object in body coordinates, a simple set of
equations describe the rate of change of the quaternion. These equations are shown
below: [Ref 2:, pp. 9-12]
4o= -0.5(qI) I + q2o)2 + q3CJ03) (2.21)
q4= 0.5(qocoI + q2 W3 - q30)2) (2.22)
42= 0.5(qo()2 + q3(J) - q,0C3) (2.23)
43= 0.5(qoo 3 + qlj(2 + q20)1) (2.24)
where w,, 02, a) are angular velocities in body coordinates.
D. EQUATIONS OF MOTION
1. Particle Dynamics
Dynamics is concerned with the relationship between motion and the forces
affecting motion. Before discussing the effects of forces on a particle, we need to identify
the information necessary to completely describe the motion of a particle. There are
important questions that have to be answered to do this. First, where is the particle
located? Figure 1.5 shows a particle and a vector R. R is the position or location of the
particle in the A frame. The vector runs from the origin of A to the particle.
8
a3
Figure 1.5 Position Vector R
The second question that needs to be answered is how fast and in what direction is
the particle moving. In other words, what is the change in R with respect to time or what
is the particle's velocity?
AvP = AdR (2.25)dt
There is one more bit of information needed. That is how is v, the velocity,
changing with respect to time. This is the acceleration of the particle.
AaP = A - !!dR (2.26)
dt dt2
a. Newton's Laws of Motion
By keeping track of position, velocity, and acceleration, we can accurately
describe the motion of the particle. However, this is still kinematics, not dynamics,
because there is no mention of how applied forces affect the particle's motion. The
foundation for dynamics was laid by Newton with his three laws of motion: [Ref 1: p. 2]
1. A particle at rest remains at rest and a particle in motion remains in uniform,
straight-line motion if the applied force is zero.
2. The force on a particle equals the mass of the particle times its inertial acceleration.
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3. For every applied force, there is an equal and opposite reaction force.
Newton's second law is commonly written as F = ma, where F is the applied
force, m is the particle's mass, and a is the acceleration of the particle. This is the key
equation for relating forces to motion. F = ma holds when only a single force is applied,
but it also holds when several forces are applied simultaneously. A more general form of
the equation is IF= ma, where IF is the vector sum of the forces. Therefore, given the
mass of a particle and all applied forces, the acceleration can be calculated as:
NaP = (I F)/m (2.27)
Now a new velocity can be calculated by integrating the acceleration over time
and a new position by integrating the velocity.
AvP(t) =• VP(0) + j A (2.28)
0
R(t) = R(0) + J AvPdt (2.29)
0
R(t) = R(0) + AvP(O)t + AaPdt (2.30)
b. Derivatives Between Different Frames
Parameters like velocity can be defined in any frame of reference, but in order
for Newton's laws to hold, acceleration must be with respect to an inertial frame of
reference. Thus if the velocity is defined in a non-inertial frame, a method is needed to
determine the value of the acceleration in an inertial frame. If a vector is defined in the B
frame, then the operator below can be used to determine the value of the derivative of that
vector in the A frame. [Ref 1: pp. 5-8]
ad( )=d( ) + aObX (2.31)
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2. Rigid Body Dynamics
The previous section described the motion of a particle or point mass.
Translational motion was considered, the change in position of the point mass. However,
objects in the real world are not point masses, they have shape and size as well as mass.
Because of their shape, it is not sufficient to discuss only the displacement of the center of
mass. We must also consider changes in the attitude or orientation of the object. That is,
we must consider their rotational motion. The relationships in rotational motion are
similar in form to their translational counterparts and are summarized in Table 2.2 below.
The equation for integration of angular velocity given in this table is incremental because,
finite rotations compose as quaternions, not vectors. [Ref 4: p. 267]
Translational Rotational
mass, m Inertia, I
Linear momentum, P f mv Angular momentum, H = Iw
Force, F Moment, M
Acceleration, a Angular Acceleration, a
Velocity, v Angular Velocity, co
Position, R Angular Position, 0
IF= ;m• V X = 9 = I
vf=vo+at (o = co,+ at
=R, + v, + -vat2  AO = O0 + oot + ½at2
Table 2.2 Corresponding Translation and Rotational Equations
a. Inerta
When dealing with rotational motion, it is necessary to consider the distribution
of mass rather than simply the total mass. A body's inertia provides the required
information on the distribution of mass about the center of mass. Inertia is expressed in a
three by three matrix. The definition for the elements of the inertia matrix is shown below,
where body coordinates with origin at the center of mass are assumed for all integrations.
[Ref 1: p. 102]
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(y2 +Z2)& -J)X &n-Inxc&n
-Jxyd& J(x 2 +z 2)dn -JZydm (2.32)
There are an ini te number of mutually orthogonal axes that can be utilized to
determine the value of the matrix above. However, for every body there is at least one set
of special axes called principal body axes. If this set is used, the non-diagonal elements of
the matrix are zero. The inertia matrix in a principal body axis frame is shown below. [Ref
1: pp. 104-106]
F (y2 +Z2),, 0 1
= 0 J(x 2 +z2 )dm 0 (2.33)L0 0 J(x2 +y2 )&n
For some geometries there are simple closed form solution to the integrals
above. The solutions for a sphere, cylinder, and block are shown on the next page. The
short notation for the elements of the inertia matrix is shown below.
1I E ] (2.34)







Solid Sphere Thin Shell
2MR! 2R
Figure 2.6 Rotational Inertia
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b. Euler's Equations of Motion
Euler's equations of motion are a set of three coupled, first-order, nonlinear
differential equations that describe the effects of applied moments on the angular rates of a
rigid body. Euler's equations are listed below in principal axis coordinates. [Ref 5: p. 112]
M, =L1. 06. + oyoW(l = - IYY) (2.35)
My = I4, (0y + 0ozU(= - I=) (2.36)
Mz =I= 6o) + CD.coY(l•, - I,=) (2.37)
If no forces are applied to a body, the linear velocity does not change. It
should follow that if no external torques are applied to a rigid body, the angular velocity
would not change. Euler's equations show that this is not the case. By solving for the
change in angular velocity or angular acceleration and setting external torques equal to
zero, this point becomes clear. The equations show that even with no external torques it
is possible to change an angular acceleration. There are only three cases when angular
acceleration equals zero. The first is trivial, that is when co = coy = coz = 0. The second is
when there is inertia symmetry; I• = I Y = I =. The third case is when all of the angular
velocity is about a single principal axis. Other than these three cases, there will be an
angular acceleration even without external torques. This effect causes periodic changes in
the three angular velocities.
6) = --oYO•V(I= - 1yy)/I) (2.38)
6y = --(cO(xo(= - I=)I/yy (2.39)
6o2 = --WXOy(I - I=)/,= (2.40)
E. SUMMARY
The programs in this thesis are primarily force driven. This chapter covered the key
physical concepts that were implemented. These concepts were discussed without regard
for computer science. It is imperative to understand these concepts independent of the
computer, because physics and computers reside in two different worlds; one continous
and the other discrete. There are times when there is not a one to one mapping between
14
worlds, and things that are straightforward in physics are anything but in the computer's
world. To bridge this gap, programmers must understand exactly what should happen, so




This chapter discusses the system requirements for the tools developed in this thesis.




The programs in this thesis were developed on a Silicon Graphics Elan computer.
Below are the specifications for the Elan that the programs were compiled and ran on.
These are the minimum system requirements. The graphics board is critical. The
programs will not run properly on a system that is not capable of Z Buffering.
1 50 MHz IP20 Processor
FPU: MIPS R4010 Floating Point Processor Chip
CPU: MIPS R4000 Processor Chop
Data Cache: 8 KB
Instruction Cache: 8 KB
Secondary Cache: 1 MB
Main Memory: 64 MB




Operating System: Silicon Graphics Irix ver 4.05
Compiler: Silicon Graphics C++ Compiler ver 3.0
C. 3D GRAPHICS PROCESS
1. Screen Coordinates
When you are sitting at a computer looking at your monitor, at times it is like you
are peering into another world. For all intents and purposes, it is a world complete with
its own coordinate system. Figure 3.1 shows the orientation of the coordinate system
16
utilized by the Silicon Graphics (SGI) computers. Positive Y is up, positive X is to the
right, and positive Z is coming out of the screen.
"........... .. ........
Figure 3.1 Graphics Coordinate System
2. Matrix Stack
The heart of the 3D graphics is the stack of matrices used to construct the scene.
The top matrix contains the information necessary to display objects on the screen. SGI's
utilize a four by four matrix. The matrix in Figure 3.2 shows the typical matrix structure.
The three by three area contains the data for rotations. It is very similar to the rotation
matrices generated by an Euler rotation, but there is one significant difference. The matrix
is the transpose of the Euler rotation matrix in Chapter II. The reason for this is simple.
Matrix multiplication is not commutative. In Chapter 2, a rotation matrix R would
multiply a vector V to perform the rotation. The order would be R * V. On SGI's the
rotation matrix does not multiply, it premultiplies the matrix on the top of stack S. Its
order is S * R instead of R * S. Thus the transpose must be used to have the same effect.
17
1 0 0 0
0 1 0 0
0 0 1 0
1 4 2 1
Figure 3.2 SGI Matrix Structure
The first three cells of the bottom row in Figure 3.2 show the elements of the
matrix that contains the x, y, and z coordinates of object being drawn. The matrix above
contains the following values for the object's location: x = 1, y = 4, z = 2. The last
column of this matrix is always (0, 0, 0, 1)T as shown, and is needed to properly combine
rotation translation into one homogenous transform matrix.
3. Double Buffering
Moving scenes are constructed from a sequence of still pictures or frames. In
order to get smooth-looking motion, the graphics display system must be able to produce
at least 30 frames per second. There are different methods for displaying these frames.
SGrs utilize a display technique called double buffering. This approach uses two buffers;
a draw buffer and a display buffer. The display buffer contains the data for the frame
currently being displayed. The draw buffer is where the images for the next frame to be
viewed are stored. When PIl of the images for the next frame are stored in the draw
buffer, the two buffers switch roles. The draw buffer becomes the display buffer and the
display buffer becomes the draw buffer.
4. Viewing Process
In order to view a 3D graphics scene on a SGL, there are certain steps that must be
followed. This section outlines these steps.
al InaiWAg Graphi 4sem
Before any images can be displayed the system must be placed in the graphics
mode. This process is called initializing. This process determines basic settings for
graphics system like location and size of the viewing window. Additionally, the SGI is
configured for various desired modes of operation such as double buffering. Finally, input
devices like a mouse, keyboard, or spacebail are queued up so the system can receive data
from them. For details on the actual configuration utilized refer to Appendix J.
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b. Setting Perspective
Perspective is a SGI function that determines how and which objects are to be
displayed. Unlike initializing, which occurs once at the beginning of the graphics
application, the perspective is set at the beginning of every frame. The function is shown
below with the four parameters it requires. [Ref 6: pp. 7-4 - 7-6]
perspective(Field of View, Aspect Ratio, Near-Clipping-Plane, Far-Clipping-Plane)
The arguments of this function are defined as follows:
(1) Field of View - This is the width of the scene being viewed in tenths of
degrees. A typical value is 450 (45*).
(2) Aspect Ratio - This determines the height (y direction) to width (x
direction) ratio or the viewing screen. A value of one means that length takes up as many
pixels in the x directions as it does in the y direction. However, 1.25 instead of one is
typically used. This is because the pixels on the screen are not N*uare. Their height is
25% longer than their width. Therefore to make objects appear to have the proper
dimensions a 1.25 ratio is used.
(3) Near-Clipping-Plane - This determines the location of the
near-clipping-plane. Objects that are closer to the observer than the near-clipping-plane
are not displayed. These objects are considered in front of the near-clipping-plane.
Objects that are farther away from to the observer than the near-clipping-plane are
displayed. These objects are considered behind the near-clipping-plane.
(4) Far-Clipping-Plane - This determines the location of the
far-clipping-plane. Objects that are closer to the observer than the far-clipping-plane are
displayed. These objects are considered in front of the far-clipping-plane. Objects that are
farther away from to the observer than the far-clipping-plane are not displayed. These
objects are considered behind the far-clipping-plane. Both the near and far clipping planes
help to avoid drawing objects that do not affect the scene being constructed.
Before the perspective function can be executed, a unit matrix must be loaded
on the stack. A unit matrix has ones down the diagonal and zeros everywhere else.
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c. Setting Lookat
Once the perspective is set, the lookat function sets the point of view from
which the scene will be observed. The lookat function has the following format. [Ref 6:
pp. 7-4 - 7-6]
lookat(Viewpoint, Reference Point, Twist)
(1) View point - The view point is the x, y, and z location of the observer
(2) Reference Point - The reference point is the x, y, and z location of the
point being observed.
(3) Twist - The twist is amount the scene is rotated in tenths of degrees.
Normally it is zero, but there are times when the scene needs to be rotated. Take for
example, an observer on an aircraft looking at the horizon. If the aircraft is flying level, no
rotation is required. But if the aircraft banks 150 to the right, the scene has the be rotated
an equal amount to the left to have the horizon displayed properly.
,d Pfepanng Objects for Display
The definition of each object is contained in an off file. An off file is a text file
that contains the color, location, and orientation of all of the polygons that make up the
object. There are several functions available for the proper display of objects. The next
two functions must be executed after initialization once for each object. The read object
function reads the off file into memory and assigns an OBJECT pointer to it. OBJECT is
a type defined by the SGI graphics library. A special OBJECT pointer is lightobj. It is the
object which serves as a lighting source. A light source is required to display the other
objects. Once the off file is read into memory, the ready objectjfor display function is






Before objects can be drawn in the draw buffer, the perspective and lookat
functions must be executed. At this point, the matrix on top of the matrix stack is set to
display the scene. All objects drawn during this frame will use this matrix as a basis.
Before proceeding, a copy of the matrix must be made. This is accomplished through the
use ofapushmaftx function. The pushmatrix function adds a matrix to the top of the
matrix, this matrix is identical to the former top.
The top matrix must be modified in order to allow the object to be displayed at
the proper location and orientation. The object is moved to the correct location with the
translate function. The x, y, and z coordinates of the object are the three parameters the
translate function requires. The functions premultiplies the matrix on top of the stack by
the matrix shown below. [Ref 6: p. CI]
1 0 0 0
0 1 0 0
0 0 1 0
x y z I
Figure 3.3 Translation matrix
If the object is not in its original orientation, there is a rotate function available
to place it in the correct orientation. The amount of the rotation in tenths of degrees and
the axis of rotation are the two required arguments. Again the function premultiplies the
top of the matrix stack. There are three possible matrices, one for each axis, they are
shown below. [Ref 6: p. C2]
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0 0 0
0 cosO sinO 0
rotate(e, X) = 0 -sinO cosO 0 (3.1)
0 0 0 1
cos0 0 -sine 0
0 1 0 0
rotate(0, 'Y') = sinO 0 cosO 0 (3.2)
0 0 0 1
cosO sine 0 0
-sinO cosO 0 0
rotate(0, 'Z') = 0 0 1 0 (3.3)
0 0 0 1
Figure 3.4 Rotation matrices
After the translation and rotations, the object is ready to be drawn to the draw
buffer. The display this object function does this. It takes as its only argument the
OBJECT pointer for the object to be drawn. This function uses the matrix on top of the
stack to draw the object at its proper location and orientation.
The next step is to remove the matrix from the top of the stack. The popmatrix
function does this. Finally, the swapbuffers function is executed. It switches the draw and
display buffers. Below is an example display sequence of commands for a house, tree, car.
loadmatrix(unit); //unit is a unit matrix
















All of the functions discussed in this section are part of the SGI graphics
library. There are more functions available, in the SGI's apics Library Proamming
D. SUMMARY
This chapter has discussed graphics fundamentals needed to construct a graphics
sim.alation. An important part of this thesis is that these details are hidden from users;
hence the simulation is user friendly. There are only a few graphics calls required. This




Dwnamics Programming Library (DPL) is the name given to the C++ Classes
implemented by this thesis. This chapter discusses the DPL design considerations. It
covers C++ class design and key concepts that were implemented in DPL. Finally, it
discusses the method used to validate the software.
B. C++ CLASS DESIGN
1. vector3D Class
Three dimensional vectors and their operations are found throughout dynamics.
Position, velocity, acceleration are all usually represented by a three dimensional vector.
Since their use is common, a C++ class was developed to support vector operations. The






Table 4.1 vector3D structure
All of the classes in this thesis use doubles, because floats dont provide sufficient
accuracy. When integrating, some of the time steps are very small. If floats are used these
small steps may be rounded to zero.
The vector3D class supports many vector operations like dot product, cross




The quaternion representation for orientation was chosen over the Euler angle
representation for two reasons. First, all orientations have a unique solution and there are
no singularities in their rates like there are with Euler angles. Secondly, their rate changes
are calculated algebraically instead of trigonometrically, which means they execute faster.
The member variables for the quaternion class are shown below. For a complete list of







Table 4.2 quaternion structure
3. matrix3x3 Class
Three-by-three matrices are use often in dynamics. The matrix3x3 was developed
to support matrix operations. Operations supported include matrix multiplication, scalar
multiplication, and others. For a complete listing of matrix3x3 functions refer to




Table 4.3 matrix3x3 structure
Matrices are usually accessed using two values. For example, the cell in the
second row, third column of a matrix temp is normally accessed as follows: temp[1][2]
(rows and columns start at the number zero instead of one). However, C++ does not
support the double bracket convention. Therefore a single value is used instead of two.
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To access the cell in the second row, third column of a matrix temp the matrix3x3 format
is temp[5].
4. rigidbody Class
To avoid confusion, "rigidbody" (written like this with an underscore) refers to
the C++ class and "rigid body" refers to the dynamics interpretation. The rigidbody class
is the heart of the DPL. The class is designed to simulate both particle and rigid body
dynamics. In addition to the dynamics, the elements necessary for three dimensional
graphics support are encapsulated in this class. The table below shows the member






















Table 4.4 rigid_body class structure
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a. Physical Attributes
The member variables of this class fall into two main groups. The first group is
the physical attributes. These variables are the ones required to accurately describe a rigid
body. There are two main coordinate systems used by this class: inertial or world
coordinates and body coordinates. The variables are defined in world or body coordinates
depending on which one is more appropriate.
(1) mass - This variable contains the mass of the rigid body in kilograms.
(2) location - location is a the position of the rigid body in world coordinates.
It is expressed in meters. Location is pointer to a vector3D instead of a vector3D. This is
done to allow easy tracking of rigid bodies. If a particular rigid body is the center of
interest of a scene, a pointer for the reference point of the scene can be assigned once as
the location pointer of the rigid body and it will keep the rigid body in frame without
further assignments.
(3) velocity - velocity is defined in world coordinates and is expressed in
meters per second.
(4) acceleration - acceleration is defined in world coordinates and is expressed
in meters per second squared.
(5) force - force is defined in world coordinates and is expressed in Newtons.
(6) orientation - this variable uses a quaternion to maintain the rigid body's
attitude.
(7) angvelocity - The angular velocity of the rigid body is defined in body
coordinates and is in radians per second.
(8) angacceleration- The angular acceleration of the rigid body is defined in
body coordinates and is in radians per second2.
(9) moment- The moment applied to the rigid body is defined in body
coordinate and is in Newton meters.
(IO)inertia - The moments of inertia of this class are expressed in principal axis
coordinates.
(1 l)size - The size is defined as a vector3D to allow individual scaling of length
in the x, y, and z direction.
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(12)surface area - The amount of surface is expressed in meters2 .
(13)shape - shape is the 3D graphics representation of the rigid body.
b. Housekeeping Variables
The housekeeping variables are variables that are required for smooth
operation of the rigidbody class, but do not have any real physical interpretation.
(1) displayaxis - In order to assist in the visual determination of the rigid
body's orientation, it is useful to see the body axes. This variable determines whether the
body axes are displayed or not. The axes are color coordinated; the x axis is red, the y
axis is blue, and the z axis is black.
(2) displayshape - This variable determines whether the rigid body's shape is
displayed. Its main use is when scenes are viewed from the point of view of a rigid body.
If a scene is viewed from the center of a rigid body and that rigid body is displayed, all
that will be observed is the inside of the rigid body. In order to view the scene properly,
the rigid body the scene is viewed from should not be displayed.
(3) typebody - This variable allows the system to treat different body types
differently. For example, the computation of the elements of the inertia matrix depends on
the shape of the body. This variable is used to distinguished between and sphere and a
block.
(4) holder variables - holderl, holder2, holder3 are extra slots to store data.
The first two are vectors and the third is a quaternion. They are there if more information
is required than the physical attributes can provide. For example if both the current and
previous values must be maintained, holderl could be used to keep the previous position.
The variables are used by the updateattached body function.
C. GRAPHICS FUNCTIONS
When a scene is viewed, there is only one point of view and one reference point.
Because of this, two global variables were defined to manipulate the viewing of the
scenes. The eye is the variable that represents the view point of the scene. The target is
the reference point of the scene. Both are vector3D pointers.
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The concept of an eye and a target was meant to isolate the user from the low level
graphics functions discussed in Chapter HI. The user just has to worry about where the
eye and target of the scene is, the other details are taken care of by the DPL. The relevant
graphics functions are presented in Appendix A.
D. TIME FUNCTIONS
Like the eye and target, time is also treated as a global variable. There are three time
variables used: oldtime, delta, realtmeratio. The SGI has a timing signal which the
internal clock uses for a time reference. The value of the clock is incremented by one
count each system cycle. The value of the clock is maintained in system ticks, not
seconds. The oldtime variable contains the value of the system clock at the last time
check. The delta variable contains the elapsed time in seconds since the last time check.
Finally, the realtime_ratio adjusts system time compared to real time. Its value is
normally one, which means the system is real time. A realtimeratio of three would
mean that every second of real time corresponds to three seconds of system time (3:1
speedup). If the realtimeratio is .25, for every four seconds of real time elapsed one
second of system time will elapsed (4:1 slowdown).
E. INTEGRATORS
An important goal of this thesis was to develop a system with enough flexibility to
handle the different types of problems in dynamics. There are two main approaches to
achieving this goal. The first is to develop a collection of very specialized functions to
handle the different cases. This approach would produce very accurate functions, because
the functions could be tailored to a particular problem, such as, spring motion. However,
this would require the user to select from a myriad of functions to chose the correct one.
Moreover, a problem arises when none of the functions match a specific case exactly.
Namely, which function should be chosen?
The second approach is to make a few general purpose functions to handle any
dynamics. This is the approach used in this thesis. The update state functions are the
workhorses of the rigid body class. They take the current state of the rigid body and the
force applied to determined the next state. The state consists of both translational and
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rotational variables like velocity and orientation. The update-state function determines
the next state by integrating the equations of motions discussed in Chapter U. The are
three different integration techniques used in this thesis.
1. Euler Method
The Euler method is the simplest method used. It is quickest of the three and
provides good accuracy in most cases. The only time when it failed to provide good result
was with spinning bodies. The Euler equations of motion (equations 2.33 - 35) were
unstable using this method. Angular velocities increased without bounds to infinity. The
update_state integrator function uses this method. It is a real time integrator.
2. Runga Kutta Fourth Order Method
In order to work with spinning bodies, a different integrator is needed. The Runga
Kutta fourth order provides the needed stability. The update state-rk4 uses this method.
As long as the angular velocities don't get very high, this real time method produces good
results.
3. Ruup Kutta Adaptive Step Method
When more accuracy is needed, the update staterk45 can be used. It utilizes a
Runga Kutta adaptive step method, also known as a Runga Kutta fourth/fifth order. It is
the most stable of the three integrators, but is not real time.
F. SOFTWARE VALIDATION
Once the software is written, the question arises, is it correct? Validation of the
software was accomplished at every step in the software's development. The validation
for the vector3D, quaternion, and matrix3x3 classes was straightforward. Problems were
worked out by hand and then simple programs were written to verify the functions. For
example, to validate the cross product function, two arbitrary vectors were chosen and
their cross product was calculated by hand. Next a program was written to calculate the
cross product using the same vectors. If the program's result was correct, a second test
trial was conducted. If it was incorrect, the function was corrected and another trial was
performed.
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The rigidbody class was not as easy to validate. Simple cases for which the result
was well known had to be used to validate the functions. If a variety of simple cases
work, it could be assumed that the complicated cases would work also. The first case was
a problem in particle dynamics from a physics textbook. What happens to a ball thrown
up at 25 m/s neglecting air resistance? The answer is that it rises 32 meters in 2.6
seconds. The system calculated and displayed the same result. A rigid body test was the
spin up of a cylinder. The cylinder had a Ir• equal to 1600. A moment of 1600 Newton
meters was applied for two seconds. The angular velocity increased from 0 to 2.02 rads
per sec. The calculated answer for angular velocity was 2.00 rads per sec. Cases using
spring motion, centripetal acceleration, and others was tested. All of them produced the
expected results.
G. SUMMARY
The issues discussed in this chapter had a significant effect on the development of
DPL. In particular the decision to make a few general purpose integrators makes it a
much better "what if?" tool. Students can use it to experiment and see what happens
when they apply a special set of conditions to a dynamics problem. The graphics
implementation sheilds users from the low level graphics details, thus allowing them to
focus on the dynamics of the problems.
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V. CONCLUSIONS & RECOMMENDATIONS
A. CONCLUSIONS
The primary goal of this thesis was to develop tools that would enhance students
understanding of dynamics. A central goal was to keep the applications user friendly.
The Dynamics Programming Library was used to write three main applications: euler,
gyro, frame. The user's guides for these programs are contained in Appendix B. These
programs demonstrate different principles of dynamics. A group of 21 spacecraft
engineering students participated in a lab exercise using these programs. Within 20
minutes, the students could run the simulations thus validating their user friendliness.
Furthermore, they felt that seeing the dynamics reenforces what they already knew. In
particular the "euler" program demonstrated the concept of quaternion rotations,
something which all of them had a problem visualizing. The fact that the students believe
that it improves their understanding is the final and most important validation of the
system.
B. RECOMMENDATIONS
There are three main areas that the DPL can be used for in future research. First, the
rigidbody class can be used as a basis for deriving new class of vehicles, like aircraft and
wheeled vehicles. These new classes can be used in systems like the Naval Postgraduate
School's NPSNET to provide vehicles that move realistically. [Ref 7: pp 1 - 18]
Composite _rigid body could be another class developed. This class would address the
problems of working with multiple rigid bodies. Finnaly the rigidbody class could be
used to design graphical control system programs. Such a program could be used to
simulate the force that a spacecraft would experence in orbit. The task of the student




1. Wiesel, William E., Spaceflight Dynamics, McGraw Hill Inc., 1989.
2. Cooke, Joseph M., Zyda, Michael J., Pratt, David R., and McGhee, Robert B.,
NPSNET: 'Flight Simulation Dynamic Modeling Using Quaternions", Presence,
v. 1, Fall 1992.
3. Kolve, D. I., "Describing an Attitude", paper presented at the 16th Annual
AAS Guidnace and Control Conference, Keystone, Colorado, Feb 6 - 10, 1993.
4. Halliday, David, and Resnick, Robert, Fundamentals of Physics, John Wiley &
Sons, 1988.
5. Agrawal, Brij, N., Design of Geosynchronous Spacecraft, Prentice-Hall, 1986
6. McLendon, Patricia, Graphics Library Programming Guide, Silicon Graphics
Inc., 1991.
7. Zyda, Michael; Pratt, David; Falby, John; Barham, Paul; and Kelleher, Kristen;





Function Description Return Example Usage
Value
vector3DO Default Initializer vector3D vector3D velocity;
vector3D(double, double, Initializes a vector3D using vector3D vector3D velocity(1 2.0, 13.5,
double) three doubles 
_55.9);
vector3D(const vector3D) Initializes a vector3D using a vector3D vector3D velocity = old-velocity;
vector3D where old velocity is a vector3D
operator=(const vector3D&) Assignment operator for class vector3D& velocity = oldvelocity;
where velocity and old-velocity
are vector3D's
operator+(const vector3D&) Addition operator vector3D velocity = velocity +
oldvelocity;
where velocity and oldvelocity
are vector3D's
operator-(const vector3D&) Substraction operator vector3D velocity = velocity - old velocity;
where velocity and old_velocity
are vector3D's
operator*(double) Scalar mulitplication vector3D velocity = velocity * 2;
where velocity is a vector3D
operator*(const vector3D&) Vector dot product double dot = velocity * oldvelocity;
where velocity and oldvelocity
are vector3D's
operator/(double) Scalar division vector3D velocity = velocity / 2;
where velocity is a vector3D
operatorA(const vector3D&) Vector cross product vector3D dot = velocity A oldvelocity;
where velocity and oldvelocity
are vector3D's
operator<<(ostream&, C++ output ostream& cout << velocity;
vector3D&) where velocity is a vector3D
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operator[](int) Allows access to individual double x = velocity[0];
components of class this returns the first component of
the velocity vector and assigns
Int value range is 0 - 2. the value to x.
velocity[ 1] = 33.3;
this assigns the second
component of the velocity vector
the value 33.3
magnitudeo Magnitude of vector3D double speed = velocity.magnitudeo;
this assign to the float variable
speed a value equal to the
magnitude of the velocity vector.
normalizeO Normalized vector3D to unit void velocity.normalizeo;
vector this normalizes the velocity to
one.
normalize(double) Normalized vector3D to a void velocity.normalize(3.0);
vector equal to the magnitude this normalizes the velocity to
of the double three.
Quaternion Class
Function Description Return Example Usage
Value
quaternion0 Default Initializer quaternion quaternion orientation;
quaternion(double, double, Initializes a quaternion using quaternion quaternion orientation(12.0, 13.5,
double, double) four doubles. The first three 55.9, 0.0);
doubles are the angles in
radians that the axis of
rotation makes with the x, y,
and z axes respectively. The
fourth double is the amount
of rotation in radians.
quaternion(const quaternion) Initializes a quaternion using quaternion quaternion orientationff
a quaternion old_orientation;
where old-orientation is a
_quaternion
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set(double, double, double, Reinitializes a quaternion void orientation.set(12.0, 13.5, 55.9,
double) using four doubles. The first 0.0);
three doubles are the angles in
radians that the axis of
rotation makes with the x, y,
and z axes respectively. The
fourth double is the amount
of rotation in radians.
operatoru(const Assignment operator for class quaternion velocity = oldorientation;
quaternion&) & where velocity and
oldorientation are quaternion's




operator-(const quaternion&) Substraction operator quaternion orientation = orientation -
oldorientation ;
where orientation and
old orientation are quaternion's
operator*(double) Scalar mulitplication quaternion orientation = orientation * 2;
where orientation is a quaternion




operator<<(ostreaW &, C++ output ostream& cout << orientation;
quaternion&) where orientation is a quaternion
operator[](int) Allows access to individual double x = orientation [0];
components of class this returns the first component of
the orientation quaternion and
Int value range is 0 - 3. assigns the value to x.
velocity[ 1] = 33.3;
this assigns the second
component of the orientation
quaternion the value 33.3
magnitudeo Magnitude of quaternion double speed = orientation.magnitudeo;
this assign to the float variable
speed a value equal to the
magnitude of the orientation
I __quaternion.
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normalizeO Normalized quaternion to unit void orientation.normalizeO;
quaternion this normalizes the velocity to
one.
rate -of change(double, Using the angular velocity quaternion rate =
double, double) given by 3 doubles to position.rateof_change(1.0, 3.3,
determine the change of rate 8.0);
of the quaternion. where rate and position are
quaternions and 1.0, 3.3, 8.0 are
the x, y, and z components of the
angular velocity of position.
update(double, double, Calculates the new value of void position.update(1.0,7.7,0.7,0.01);
double, double) the quaternion using the where position is a quaternion
angular velocity given by first and 1.0, 7.7, 0.7 is the angular
3 doubles and the time velocity and 0.01 is the time
interval in seconds given by interval in seconds
the fourth double.
rate_ofchange(vector3D) Using the angular velocity quaternion rate =
given by the vector3D to position.rateofchange(angrate
determine the change of rate
of the quaternion where rate and position are
quaternions and angjate is a
vector3D that contains the
angular velocity.
update(vector3D, double) Calculates the new value of void position.update(ang_rate,0.01);
the quaternion using the where position is a quaternion
angular velocity given by and angjrate is the angular
vector3D and the time velocity and 0.01 is the time
interval in seconds given by interval in seconds
the double.
Matrix3x3 Class
Function Description Return Example Usage
Value
matrix3x3O Default Initializer matrix3x3 matrix3x3 rotation;
matrix3x3(double, double, Initializes a matrix3x3 using matrix3x3 matrix3x3 rotation(12.0, 13.5,
double, double, (double, nine doubles 55.9, 0.0, 12.0, 13.5, 55.9, 0.0,
double, double, double, 99.0);
(double, double, double,
double)
maftx3(const matrix3x3) Initializes a matrix3x3 using a matrix3x3 matrix3x3 rotation=f oldrotation;
matrix3x3 where old rotation is a matrix3x3
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operator-(const matrix3x3&) Assignment operator for class matrix3x3 rotation= old rotation;
& where rotation and old-rotation
are matrix3x3's
operator+(const matrix3x3&) Addition operator matrix3x3 velocity = rotation +
oldrotation;
where rotation and old-rotation
are matrix3x3's
operator-(const matrix3x3&) Substraction operator matrix3x3 rotation = rotation - oldrotation
where rotation and old-rotation
are matrix3x3's
operator*(double) Scalar mulitplication matrix3x3 rotation = rotation * 2;
where rotation is a matrix3x3
operator*(const matrix3x3&) Matrix multiplication matrix3x3 newrot = rotation * old-rotation
where newrot, rotation and
oldrotation are matrix3x3's
operator*(vector3D&) Matrix multiplication of a vector3D newyvelocity = rotation *
vector old velocity;
where newvelocity and
newvelocity are vector3D's and
rotation is matrix3x3
operator*(double) Scalar multiplication matrix3x3 newrot = rotation * 12.0;
where newjrot, rotation are
matrix3x3's
DCM x_rotation(double) Generates a DCM for a matrix3x3 rotation.DCM_x_rotation(2.0);
rotation about the x axis generates DCM to a rotation of 2
radians about x axis.
DCM_yjrotation(double) Generates a DCM for a matrix3x3 rotation.DCM_yrotation(2.0);
rotation about the x axis generates DCM to a rotation of 2
radians about y axis.
DCM_z_rotation(double) Generates a DCM for a matrix3x3 rotation.DCM_z_rotation(2.0);
rotation about the x axis generates DCM to a rotation of 2
radians about z axis.
DCM body_toworld(quater Generates a DCM for matrix3x3 rotation.DCM_body toworld(or
nion) converting from body to ientation);
world coordinates generates DCM to rotate from
body to world coordinates using
I the quaternion orientation.
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DCM world to..body(quater Generates a DCM for matrix3x3 rotation.DCMworldtobody(orl
nion) converting from world to ientation);
body coordinates generates DCM to rotate from
world to body coordinates using
the quaternion orientation.
t seo converts the matrix to its void inertia.transposeO;
_transpose where inertia is a matrix3x3
generateorientationo Generates a quaternion with quaternion new orientation =
an orientation equivilant to DM.generateorientationo;
the orientation of the matrix neworientation is a quaternion
and DM is a matrix3x3.
operator<(ostream&, C++ output ostream& cout << velocity;
mrix3x3&) where velocity is a matrix3x3
operatorf[(int) Allows access to individual double x = inertia[0];
components of class. Int this returns the first component of
value range is 0 - 8. 0 is row the inertia matrix3x3 and assigns
1, column 1; 1 is row I the value to x.
column 2; etc
inertia[5] = 33.3;
this assigns the fifth component
of the inertia matrix3x3 the value
_ 1_33.3
Time Function
Function Description Return Example Usage
Value
set .timeO Used to initialize or reset the void set timeO;
time
set deltaO Determines the elapsed time void setdeltaO;
since the last settimeO or
setdelta0 command was
issued and sets the global
variable delta to that value
set delta(double) Sets delta variable to the void set delta(.001);
value of the double sets delta to .001 seconds
read deltaW Reads the value the delta double elasped_time = readjdeltaO;
variable in seconds
read timeo Reads the value the time double currenttime = read timeO;
variable in seconds
readtickso Reads the value the time int ticks = read ticksO;
_ variable in ticks
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reset-timeo Resets the old time variable void reset_timeo;
to a value equal to the current
time minus currrent delta.
set real time factor(double) Set the ratio between real void set-realtimefactor(I 0);
time and the systems internal This command would make on
clock. Valid values are second of cpu time equal to ten
greater than 0. Values less seconds of real time.
than one slow down
operations. Values greater set realtimefactor(0.5);
than one speed up operations This command would make on
second of cpu time equal to a half
a second of real time.
Grphics Functions
Function Description Return Example Usage
Value
initializeO Initializes the graphics void initializeO;
system.
initcontrolwindowO Initializes the control void initcontrolwindowo;
window.
main windowo Returns control to main void mainwindowO;
window.
controlwindowO Returns control to control void controlwindowO;
window.
clear controlwindowo Clears the control window, void clearcontrolwindowO;
euler controlwindow(int, Display controls for euler void eulercontrols(angl, ang2, ang3,
int, int, int, int, int, int, program. The first three ints axisl, axis2, axis3, q, orientation,
quaternion, double) are the three angles of theta);
rotations. The second three
are the axes of rotations. The
seventh int is the switch for
the "show quaternion"
feature. The quaternion is the
orientation of the shuttle.
The double is the value for
theta used by the quaternion
rotation.
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gyrocontrol window('nt, int, Display controls for gyro void gyrocontrols(x, y, z, object,
int, int, vector3D, int, int, int, program. The first three ints size, ml, m2, m3, duration, mag,
double, double, double, are the assigned angular elapsed, total);
double) velocities. The fourth int
determines the shape. The
vector3D determines the size.
The next three ints are the
applied moments. The first
double is the duration of
applied moment. The second
is the magnitude of the
moment. The third is the time
while the moment is being
applied. The fourth is the
time of the total session
statcontrols(double, double, Displays the statistics for the void statcontrols(x, y, z, am, mass,
double, double, double, active rigid body in the gyro kx, ly, Iz, old av);
double, double, double, program. The first three
vector3D*) doubles are the body's angular
velocities. The next is the
angular momentum. Next are
the moments of inertia.
Finally the vector3D* is a 300
cycle history of the angular
velocity.
frame controlwindow(int, Display controls for frame void framecontrolwindow(vlevel,
int, vector3D, vector3D, program.The parameter in flevel, mag, pos, av, vaxis);




viewO Execute the commands for void viewo;
vewing a object to include
lookat and swapbuffers_
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view(quaternion, vector3D, Command for viewing a scene void view(orientation, position, 1);
int) from the point of view of a This allows the scene to be
rigidbody. The quaternion is viewed from the point of view of
the orientation of the a body at a location of position,
rigidbody. The vector3D is looking down the positive x axis.
the location of the
rigid body. The int is the
axis down which the scene is
viewed. The int values are 1,
2, 3 for the positive x, y, and
z axes. For views down the
negative axes use -1, -2, or -3
seteye(double, double, Sets the eye point void seteye(0.0,0.0,0.0);
double)
settarget(double, double, Sets the target point void set target(0.0,0.0,0.0);
double)
attach-eye.to(vector3D*) Change the address of the void attach eyeto(near)
global eye vector3D where near is vector3D*
attachtargetto(vector3D*) Change the address of the void attach_target to(far)
global target vector3D where far is a vector3D*
rotate view(int) Rotates the view in tenths of void rotateview(450);
degrees. This function is rotates the view 45 degrees.
used in conjunction with the
viewO function.
gravity statusO Return 0 is gravity is off and int if(gravity-statuso)
1 if it is on. x+_+,
set.gravity.onO Sets gravity variable to I void setgravityonO;
set-gravity-offo Sets gravity variable to 0 void setgravityoffo;
togglegravityO Changes gravity variable to I void toggle_gravity0;
if it is 0 or changes it to 0 if it
is 1.
airresistancesmatusO Return 0 is air resistance is int if(air resistancestatusO)
off and 1 if it is on. x++;
set airresistance.onO Sets air resistance variable to void setairresistance_onO;
I
set_airresistance offO Sets air resistance variable to void setairresistance_offO;
0
toggleair.resistanceO Changes air resistance void toggle.airresistanceO;
variable to I if it is 0 or
changes it to 0 if it is 1.
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Menu Functions
Function Description Return Example Usage
Value
initialize menuO Initializes the menu system void initializemenuO;
queuetesto Checks the queue to see if a int selection = queuetesto;
queued device was signalling
and returns the code for the
device. Code not yet
_implemented.
Rigid Body Class Functions
Function Description Return Example Usage
Value
rigid _bodyO Creates a default rigid body rigid-body rigid body ball;
rigid bodytmt) Creates a rigidbody of one rigid body rigidbody ball(2);
of the following types: I -
cube, 2 - sphere, 3 - cylender.
rigidbody(char*) Creates a default rigidbody rigidbody rigidjbody ball("beach_ball.off');
but uses a off file for the 0
shape.
compute inertiao Computes the inertia of the void sphere.compute.inertia0;
rigid body in principle axis's where sphere is a rigid._body
and assign it to the rigid body
object.
assign mass(double) Assign a mass to the void ball.assignmass(10.0);
rigid..body assigns the ball a mass of 10 kg
assignsize(double) Assign a size to the void block.assignsize(5.0);
rigidbody where x, y, and z assign the block x, y, and z equal
components are the same to 5 meters
assignjsize(double, double, Assign a size to the void block.assignsize(1.0, 2.0, 3.0);
double) rigid body
assignsize(vector3D) Assign a size to the void assignsize(size)
rigid body where size is a vector3D
assignmrfcearea(double) Assign a surface area to the void ball.assign-surfcearea(3.5)
rigidbody
assign--ertia(double, double, Assign a inertia to the void block.assign-inertia(1.0, 2.0,
double) rigidibody in principle axis's 13.0);
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assgn rientation(double, Assign orientation to the void block. assipgnrientation(. .0, 2.0,
double, double) rigid..body. These are the 3.0, 8.0);
values for the orientation
___ ___ _  ___ ___ ___ quaternion_ 
_ _ _ _ _ _ _ _ _ _ _ _ _
assign orientation(quaternion Assign orientation to the void block. assipgorientation(attitude)) ~rigid body using a quaternion
____ ___ ___ ___ _   ___ ___ ____ ___ __ ___ ___where attitude is a quaternion
assign sape(OBJECT*) Assign a new shape to the void baHl.assipnshape(box);
rigid body where box is a OBJECT*
assign location(double, Assign location in world void plane.assignlocation(0.0, 0.0,
double, double) coordinates 10.0)
____ ___ ___ ___ _  _ _ ___ ___ ___ ___ ___ _ _ ___ __ here plane is a rigid, body
assign -velocity(double, Assign velocity in world void plane. assignvyelocity(0. 0, 0.0,
double, double) coordinates 10.0)
____ ___ ___ ___ __   __ ___ ___ ___ ___ __ ___ ___where plane is a rigid,_body
assign acceleration(double, Assign acceleration in world void plane. assignaicceleration(0. 0,
double, double) coordinates 0.0, 10.0)
where plane is a rigid body
assign _ang velocity(double, Assign angular velocity in void plane. assign ang velocity(0.0,
double, double) world coordinates 0.0, 10.0)
____ ___ ___ ___ ___  __ ___ ___ ___ ___ ___where plane is a rigid _body
assignAng~acceleration(doub Assign angular acceleration in void plane. assign ang acceleration(0.
le, double, double) world coordinates 0, 0.0, 10.0)
_________________ _________________where plane is a rigid_ body
assign...force(double, double, Assign force in world void plane. assign~force(0.0, 0.0, 10.0)
double) coordinates where plane is a rigid body
assignMoment(double, Assign moment in world void plane. assignmoment(0.0, 0.0,
double, double) coordinates 10.0)
where plane is a rigid body
7assignjIocation(vecdtor3D) Assign location in world void plane. assign Iocation(new value)
coordinates where plane is a rigid _body and
__________________________________new value is a vector3D
assign velocity(vector3D) Assign velocity in world void plane. assign velocity(new _value)
coordinates where plane is a rigid, body and
____ ___ ___ ___ _  __ ___ ___ ____ ___ __ ___ ___new value is a vector3D
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assgnacceleration(vector3D Assign acceleration in world void plane. assipAcceleration(new-va)coordinates lue)
where plane is a rigid body and
_________________ 
__________________new-value is a vector3D
asgn -ang~yelocity(vector3 Assign angular velocity in void plane. assipnang~yelocity(newý_y
D) world coordinates alue)
where plane is a rigid body and
__________________new-value is a vector3D
assign ang~acceleration(vect Assign angular acceleration in void plane.assignang~acceleration(ne
or3D) world coordinates w-value)
where plane is a rigid body and
__________________new-value is a vector3D
assign force(vector3D) Assign force in world void plane. assign~force(neW_value)
coordinates where plane is a rigid body and
__________________new value is a vector3D
asgn moment(vector3D) Assign moment in world void plane. assignMoment(new value)
coordinates where plane is a rigid body and
___ __ ___ __ __ ___ _ __ ___ __ __ ___ __wh re la e s a rgd bod
_____ _____ ____ ____ ____ _____ _newhr palane is a v trig d b d
esig dobe dobe bod coriae ,.0 1.0
assignorcitbc(double Assign feorct in body void plane.assign flore _ bc(0.0, 0.0,
double, double) coordinates 10.0)
___ ___ ___ ___ ___ __ ___ ___ ___ ___ ___ _ _ ___ __ where plane is a rrigid, bodyy
assign momeenatiobc(double Assign momeeraint in body void plane. assignAmomeraintbc(0.0,
edouble, double) coordinates 0.0, 10.0)
where plane is a rigid body
asig~agveoct~b~dub ssgnaguarvloit i oi pae~ssgnp _yloiy45(.
asignvelocitybc(vector3D) Assign velocity in body void plane.assignvelocitybc(newval
coordinates ue)
where plane is a rigid body and
new value is a vector3D
assign-acceleration.bc(vector Assign acceleration in body void plane.assignaccelerationbc(new
3D) coordinates value)
where plane is a rigid body and
_new value is a vector3D
assign-angvelocitybc(vecto Assign angular velocity in void plane. assignangvelocitybc(ne
r3D) body coordinates w-value)
where plane is a rigid body and
new-value is a vector3D
assign ang accelerationkbc(v Assign angular acceleration in void plane.assignangaccelerationbc
ector3D) body coordinates (newvalue)
where plane is a rigidbody and
new-value is a vector3D
assign-force bc(vector3D) Assign force in body void plane.assignforcebc(newvyalue
coordinates )
where plane is a rigidbody and
new-value is a vector3D
assign momentbc(vector3D) Assign moment in body void plane.assignmoment_bc(new_va
coordinates lue)
where plane is a rigidbody and
new value is a vector3D
return massO Returns the mass of the double weight =- ball.return massO *
rigidbody 9.81;
where ball is a rigidbody and
weight is a double
return_locationO Returns location in world vector3D postion = ball.return_locationO;
coordinates where ball is a rigidbody and
position is a vector3D
retumlocation_ptrO Returns location pointer vector3D* position =
baHl.returnlocation_ptrO;
where ball is a rigidbody and
position is a vector3D*
return velocityQ Returns velocity in world vector3D missle.assignvelocity(plane.retur
coordinates n velocityO);
this assign the missile a velocity
equal to that of the plane. Where
plane and missle are rigidbody's
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return-accelerattiono Returns acceleration in world 'vector3D acc = ball return -accelerationO;
coordinates where ball is a rigid body and aec
____ ___ ___ ___ ____ __ ___ ___ ____ ___ __ ___ ___ is a vector3D
return an&_velocity() Returns angular velocity in vector3D av = ball return -angvyelocity0;
world coordinates where ball is a rigid-body and av
____ ____ ____ ___ ____ ____ ___ is a vector3D
return ~ang~accelerationo Returns angular acceleration vector3D aa =
in world coordinates ball.return~ang~accelerationo;
where ball is a rigid body and aa
____ ____ ____ ___ ____ ____ ___is a vector3D
return forceO Returns force in world vector3D force = ball.return-forceO;
coordinates where ball is a rigid body and
force is a vector3D
return-momen- Returns moment in world vector3D torque = bafllreturn -momento;
coordinates where ball is a rigid-body and
___________________torque is a vector3D
return-orientationO Return orientation quaternion attitude =
ball.return-orientationo;
where ball is a rigid body and
________attitude is a quaternion
return_surface _areao Returns surface area double sa, = ball.return-surface_areaO;
where ball is a rigid body and sa
________is a double
return shape() Returns OBJECT* of OBJECT* new_shape =ball.return_shape();
rigid body where ball is a rigid,_body and
-new-shape is a LOBJECT*
reun eocity bCO Reun elocity in body vector3D missle. assign vlct~ln~eu
coordinates n-velocity_bcO);
this assign the missile a velocity
equal to that of the plane. Where
_______________plane and missle are rigid, body's
return-acceleration bcO Returns acceleration in body vector3D acc; =
coordinates ball.return acceleration bcO;
where ball is a rigid,_body and acc
____ ___ ___ ___ _ __ ___ ___ ____ ___ __ ___ ___is a vector3D
return ang~yelocity bcO Returns angular velocity in vector3D av =
body coordinates bal. return ~ang velocityIbc0;
where ball is a rigid, body and av
____ ___ ___ ___ ____ __ ___ ___ ____ ___ __ ___ ___is a vector3D
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return ang_acceleration-bc0 Returns angular acceleration vector3D aa =
in body coordinates ball.returnang acceleration bc0
where ball is a rigidbody and aa
is a vector3D
returnforcebc0 Returns force in body vector3D force = ball.returnforcebc0;
coordinates where ball is a rigidbody and
force is a vector3D
retumnmoment bc0 Returns moment in body vector3D torque =
coordinates ball.return_moment_bc0;
where ball is a rigidbody and
torque is a vector3D
display0 displays the rigid~body void ball.display0,
I i where ball is a rigid_b~odyv
update state0 Update the state varibles of void ball.updatestateo,
the rigidbody using Euler where ball is a rigid_body.
integration
updatestate rk4O Update the state varibles of void ball.updatestate_rk40;
the rigidbody using Runga where ball is a rigidbody.
Kutta Fourth Order.
updatestaterk450 Update the state varibles of double step = ball.updatestate_rk450;
the rigidbody using Runga where ball is a rigidbody and
Kutta Fourth/Fifth Order step is a druble.
(Adaptive Step). It returns
the step size taken in seconds.
attachedbodyupdate state( Update the state varibles of void book.updatestate(car);
rigid_.body) the rigidbody using Euler where book and car are of the
integration. This is used type rigidbody.
when the motion of the
calling rigidbody is defined
in the frame of reference of
other rigidObody
zero0 This reinitializes all state void shuttle.zeroo;
variables to their starting where shuttle is a rigidbody
conditions
add axisO Shows the coordinate axis's void ball.add axiso;
of the rigid_body where ball is a rigidbody
remove-axiso Removes the coordinate axis's void ball.remove axiso;
of the rigidbody where ball is a rigidbody
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attach_eyeO Attaches the global eye point void ball.attacheye0;
to the rigid body. where ball is a rigidbody
attach_targetO Attaches the global target void ball.attach targeto;
point to the rigid body where ball is a rigid body
set eye(double, double, Sets the eye point to the void set_eye(0.0,0.0,0.0);
double) given location




Dynamics Visualizer User Guide
A. EULER
1. Description
This program demonstrates Euler and quaternion rotations. Users can select any
Euler sequence desired and the space shuttle will execute the rotation. The angle of each
rotation in the sequence is restricted to 50 increments. The program has an option that
demonstrates equivalent quaternion rotations. Users select an Euler sequence and a
shuttle executes an Euler rotation. For the "equivalent" option, a second shuttle executes
a quaternion rotation to achieve the same orientation.
Angle Selector
Axis Selector
Figure B. 1 Edaler Control Window
2. Operation
The program is executed by typing euler at the prompt. The user selects the three
angles for the rotation using the up and down arrows on the angle selectors. Next the
axes of rotation are selected. The user can change the axis of rotation by clicking in any
of the axis selector boxes. The axes are color coded: Axis 1 is red, axis 2 is blue, axis 3 is
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black. The color of the angle and axis selector match the axis of rotation. The colors in
Figure B. I represent a 123 rotation. When the desired sequence has been selected, click
on the "GO" button to execute the rotation. Pressing the "Reset" button returns the
shuttle to its original orientation.
In order to see the quaternion equivalent rotation, the user selects the "show
quaternion equivalent box". Selecting this option causes two shuttles to appear. The one
on the left performs Euler rotations and the one on the right performs quaternion
rotations. The controls operate the same as before. However, this time when the user
executes a sequence, one shuttle performs an Euler rotation and the other performs a
quaternion rotation.
3. Suggested Exercise
1. Set the three angles to 10, 30, 60 in order. Execute the following sequences: 123,
321, 121, 313. Notice that each sequence has a different final orientation.
2. Select the "Show Quaternion Equivalent" box and repeat the four rotations.
3. After the rotations are complete, experiment with different sequences and angles.
B. GYRO
1. Description
This program demonstrates basic rigid body dynamics. It allows users to select
from three different geometries: a block, sphere, and cylinder. Users can change the size
of the rigid body in the x, y, and z directions independently, thus giving them the ability to
alter the distribution of mass. The mass itself is set at 1000 kilograms. Once the rigid
body is configured, angular velocities can be assigned and moments can be applied. A
graph on the bottom of the screen shows the angular velocities of the rigid body in body
coordinates. The chart is color coded: X axis is red, Y axis is blue, Z axis is black.
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Clock
Sin Ang Vel Mameflt Du~
-• Or'ta1U oiiMoentD1
Figure B.2 Gyro Control Window
2. Operation
The program is executed by typing gyro at the prompt. Users select the type of
rigid body by clicking on one the three choices under the shape field. Size, Ang Vel,
Moment, Duration, Magnitude fields use the up and down arrows to change their values.
Additionally, Size, Ang Vel, Moment are controlled in the x, y, and z direction
independently. Size is the length of the rigid body in meters along its axes. Ang Vel is the
assigned angular velocity in radians per sec. To begin the rigid body spinning at this rate,
users must press the "Spin Up" button. The Moment field allows users to specify moment
in Newton meters. Duration is the length of time that the moment is to be applied in
seconds. Magnitude is a scaling factor for the Moment field. To apply the moment, click
on either the "Body Moment" or the "Inertial Moment" button, depending on whether the
moment is to be applied in body or inertial coordinates.
Gyro is not a real-time system. At times the system slows down significantly. The
two clocks display system time. The session clock shows the time since the program was
executed. The elapsed clock shows the amount of time the most recent moment was
applied. Finally, the "Reset" button resets the rigid body back to its initial condition.
3. Suggested Exercise
I. Select the block set. Set size to x = 2, y = .5, z = 2. Set angular velocity to y = 3
and press spin up. Notice that the blue line appears on the graph on the bottom of
the scene.
2. Set angular velocity to y = 3, z = I and press spin up. Now there are velocities
about all three axes. The y angular velocity is constant due to symmetry. The x and
z angular velocities change in a sinusoidal manner.
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3. Press reset, set moment to z = 2, duration to 1 and magnitude to 100 (1 e+02), then
press inertial moment. The block begins to rotate counter clockwise.
4. Press reset, set angular velocity to y =2, and press spin up. Set moment to z =2
and press inertial moment. This time motion similar to that in step two is observed.
5. Press reset, set angular velocity to y = 8, and press spin up. Set moment to z = 2
and press inertial moment. This time the moment have much less effect on the
motion of the block.
6. Press reset. Change the size to x = .5, y = 2, z = .5 and repeat steps two through
five. The moments will have a more profound effect on the motion.
C. FRAME
1. Descrption
The Frame program shows motion from different frames of reference. The are six
different frames: the inertial and one to five. Users are able to define the motion of up of
levels one through five. Eachframe evel is defined with respect to the previous frame
level. The motion of level one is defined with respect to an inertial frame. The motion of
level two is defined with respect to level one, and so on. Once the motion is defined it can
be viewed from any frame level.
Inertial Viewing Level
Viwinng Fr La An ugular
lieal WI e VedadtY VOClty Poe11tiMi
Non Inertial Viewing Level
Viewing Fam VicwIng
Figure B.3 Frame Control Windows
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2. Operation
The program is executed by typing frame at the prompt. The scene is initially
viewed from the inertial level. The viewing level is selects the level from which the scene
is viewed. The frame level is the level at which the motion is being defined. A level one
through five, three parameters can be specified: linear velocity, position, angular velocity.
The top control window in Figure B.3 is the one seen when the viewing level is set to
inertial. When any other viewing level is selected, the control window changes to the one
on the bottom of the figure. The viewing axis is an additional control that allows the user
to select the axis down which the scene is viewed. Clicking on the "Go" button starts the
scene moving. The "Reset" button returns it to its original configuration.
3. Suggested Exercise
I. Set the follow settings: frame level I - angular velocity to y = 1; frame level 2 -
position to x = 2, angular velocity to z = .5; frame level 3 - position to y = .5,
angular velocity to y = 2. Press go and observe the motion.
2. Observe the motion from the following setting: viewing level - 1, viewing axis - +X;
viewing level - 2, viewing axis - -X; viewing level - 2, viewing axis - +Y; viewing









int section - 0, bypass = 0, NO-GO = 0, go next = 0;
vector3D reuse, reuse2, q, lamda, av;
matrix3x3 rotation;
quaternion reuseq;
double duration = 0.0, xrot = 0.0, yrot = 0.0, zrot = 0.0, rot - 0.0, theta =0, thetadot;
int mx= 0, my = 0, GO = 0, showq = 0;












while (section != 99){
section = queuejtesto; //return value if keyboard or mouse has input
set_deltaO;
viewO;
euler controls(angl, ang2, ang3, axisl + 1, axis2 + 1, axis3 + 1,
showq,shuttle.return orientationO, theta);
#/when using the mouse, the system response is too fast. bypass allows for a 4 cycle delay before
//he next mouse input is processed.





mx = section /100000; //decode mouse x coordinate
my - section - (mx * 100000); //decode mouse y coordinate
if (Ibypass){
bypass= 1;
if(my> 923 && my< 939)
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II adjust rotation angle
if~mx > 194 &&mx <208)
angi (angl + 5) %360;
if(mx > 327 && mx < 342)
ang2 = (ang2 + 5) % 360;
if(nx > 460 && mx < 476)
ang3 =(ang3 +5) %360;
if(mx > 274 && mx < 289)
angi = (angl - 5) %360;
if(mx >407 && mx < 42 1)
ang2 =(ang2 - 5) % 360;
if(mx > 540 && mx < 554)
ang3 = (ang3 - 5) % 360;
I/select axis for rotation
if(my >903 && my <919)
if(~x > 234 && mx < 249)
axisi = (axisl +1)%3
if(mx > 367 && mx < 382)
axis2 =(axis2+I1) %3;
if(mx > 500 && nm < 516)
axis3 =(axis3 + 1) %3;
II GO button selected
if(mx > 740 && mx < 807 && my > 890 && my < 959 && INOGO)
GO= 1;
NO-GO=1L,
II Show Quaternion Button
if~mx > 261 && mx < 276 && my > 878 && my < 892)


























II RESET button selected



























/ /preparation for first Euler rotation
reuse = reuse * 0;
if(angl)
reuse[axislJ - .3 0 (ang1 / abs(angl)); //hets angular Velocity for rotation





(//GO -2 animates shuttile for first rotation
if(go next) //stop shuttle for second rotation
shuttle.assignangvyelocity-bc(O,O,O);
else
if((angl > 0 && rot >.3 * readjleltao) 11 (angi < 0 && rot < -.3 *read deltao))
{ Irotation not complete
shuttle.assignangyvelocitybc(reuse);
rot = rot - reuselaxisl] read-deltao;
else HI last part of first rotation
if(angl)




/ /preparation for second rotation
reuse = reuse * 0;
if(ang2)
reuse[axis2J = .3 * (ang2 / abs(ang2));
rot =ang2 *(pi / 80);
gonext = 0;
if(GO = 4) II second rotation animation




if((ang2 > 0 &.& rot > .3 * rea.djeltao) 11 (ang2 < 0 && rot < -.3 *read deltao))
V/I rotate at normal rate
shuttle.assgnAngvelocity~bc(reuse);
rot = rot - reuselaxis2] * read deltao;
else fl last rotation
if(ang2)




iI(GOO 5) //prep for third rotation
reus - remse 0;
if(ang3)
reuselaxis3l -. 3 *(ang3 / abs(ang3));
rot -ang3 * (pi /180);
go-.next = 0;
if(GO -6)//third rotation animation
if(gojiext) I/third rotations complete
shuttle.assigang-yelocity...c(O.0,O);
//preparation for quaternion rotation
theta = 2 * acos((shuttle.return-orientationO)[01; I/calculate theta
theta dot - theta/S .0;
qIOJ = (shuttle.return..orientationO)[1I; //construct q
qfI -] (shuttle-retumn..orientationo)[21,
q[2] = (shuttle.return...orentatonO)[31;
lamda = q * (1/sin(theta/2)); llcalculate lamda, axis of rotation
lamda.normalizeo;
av - Iamda * theta dot' llangular velocity required for quaternion rotation
shutt~e2.assign,_ang~velocity(av);




reuse = lada A reuse; I/reuse is now the axis of rotation to for the cylinder
//the cylinder will represent the axis for the shuttles quaternion rotation












zrot - acos(rense2 * reuse); I/angle made with z axis





show axis - 1;
duration = 5.0; // sets time for quaterniion rotation
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elme
if((ang3 > 0 && rot > .3 *read deltao) 11 (ang3 < 0 &&rot < -.3 *read-deltao))
shuttle.assig._nanvelocity~bc(reus);
rot = rot - reuselaxis3l * read-deltaO;
else
if~ang3)
reuse = reuse *(rot / (reuselaxis3l * read deltaO));
shuttle.assignangjvelocity~bc(reuse);
go..next-1
if(GO 7 && shoiwq) llanimate quaternion rotation
if~duration > 0)
shuttle2.update~stateo;
duration = duration - read deltaO;
else














int section - 0, bypass - 0, history - 0;
int NOGO = 0, gonext = 0, mox = 0, moy = 0, moz = 0,
vector3D angular.velocity, ineruia, size(l,1,l), *old ang_velocity i new vector3D[3001;
double duration, step 0.0, am, aml, am2, am3, time = 0.0, mag = 1.0;
double elapsedtme = 0.0, total-time = 0.0;

















l/gyro control window data
gyrocontrols(x,y,z,obj,size,mox,moy,moz,time,mag,elapsed_time,total_time);






mx = section I 100000; I/decode mouse x coordinate




if(mx > 113 && mx < 129)(
if(my > 936 && my < 953)
if(size[Ol > 0.15)
size[Ol = size[O] -. 1;
if(my > 923 && my < 937)
if(sizefl] > 0.15)
size[l] - size[l] -.1;
if(my > 909 && my < 924)
if(size[2] > 0.15)
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if(mx > 165 &&mx < 182){
if(my > 936 && my < 953)
size[O] = size[0] +. 1;
if(my > 923 && my < 937)
size[l] = sizell] + .1;
if(my > 909 && my < 924)
size[21 = size[2J +. 1;
reuse_body.assignsize(size);
reuse_body.computeinertiao;I
H Angular Velocity Magnitude Decrease
if(mx > 193 && mx< 209)(
if(my > 936 && my < 953)
if(my > 923 && my < 937)
y-;
if(my > 909 && my < 924)
Z-;I
/ Angular Velocity Magnitude Increase
if(mx > 245 && mx < 262){
if(my > 936 && my < 953)
if(my > 923 && my < 937)
y++;
if(my > 909 && my < 924)
z++,
I
// Moment Magnitude Decrease
if(mx > 381 && mx < 395){
if(my > 936 && my < 953)
if(time > 0.05) time = time -. 1;
if(my > 909 && my < 924)
mag = mag / 10.0;
H/Moment Magnitude Increase
if(mx > 446 && mx < 463)
4
if(my > 936 && my < 953)
time = time +. 1;
if(my > 909 && my < 924)
mag = mag * 10.0;
H/ Duration & Magnitude Decrease
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if~mx > 287 && mx < 301)
it~my > 936 && my < 953)
mox-;
if(my > 923 && my < 937)
MoY-;
if(my > 909 && my < 924)
moz-;
II Duration & Magnitude Increase
if~mx >339 && mx < 356)
if(my > 936 && my < 953)
mox++;
if~my > 923 && my < 937)
MOY-44;
if(my > 909 && my < 924)
moz-H-;
//Select shape
if(mx > 19 &&mx < 103)
if(my > 936 && my < 953)
obj~I
reuseý body.assign_ shape~bll.return shapeO);
reuse-body-assign type2);
reuse body.computejnertiaO;
if(my > 923 && my < 937)
obj -2;
reusebody.assipnshape(cube.return..shapeo);
reuseý body assi gnvp()
reusejxxldy-coinputek-inertiaO;





HI Body moment button selected




elapsed time = 0.0;
II Inertial Moment button selected
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elapsed time = 0.0;}
fl Spin Up button selected

























if(GO = 21) //set moment in body coordinates{
reuse body.assignmoment bc(mox * mag, moy mag, moz * mag);
duration = duration - step;
elapsed_time = elapsedtime + step;}
if(GO =-- 3 1) //setmoment in world coordinates{
reusebody.assignmoment(mox * mag, moy * mag, moz * mag);
duration = duration - step;
elapsedtime - elapsedtime + step;}






if~duration > 0 &&duration < step) set delta(duration); M/ast integration step
step = reuse~body.update state rk45(.00000 1);
total time = total time + step;
reusebody.displa-yO;
angular _velocity -reuse ~body.retun_ang velocity bcQ;
inertia - reuse body.returnuinertiaO; llcalculate angular momentum
ami angular velocitylOl * inertia[01;
am2 - angular _velocitylj II* inertia[ 11;
am3 = angular~velocity[21 * inertia[2l;




old-ang velocity); I/display control window and stats
//old~ang velocity is a history of the angular velocities for the last 300 cycles. Used for graph
old angvelocity~historyj = reuse body.return_ang~velocitybýcO;
history (history + 1) %300;
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int section = 0, bypass = 0, vlevel -0, alevel - 0, go-next =U, i;
vector3D lvelocityl6l, lpositionl61, lang~velI61;






















Ipositionjil = Ipositionhi] *0; I/ocation of each level
Ivelocityjij Ivelocity[i] * 0; I/velocity of each level
langvyellij = lang velhil * 0; I/angular velocity of each level
vaxishil -1; II viewing axis for each level





frame cont~rols(vlevel, alevel, Ivelocitylalevel], lpositionjalevelJ,
La&_vellalevell, vaxisjvlevelj); //control window
iftsection > 99999 && !bypass)
bypass - 14;
mx = section / 100000; llmouse x coordinate
my - section - (mx * 100000); //mnouse y coordinate
//Select Viewing Level
iftmx > 20 && mx < 96)
if(my > 922 && my < 940)
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vlevel = 0;
if(my > 909 && my < 923)
vlcvel - ;
if(my > 896 && my <910)
vievel = 2;
if(my > 883 && my < 897)
vlevel -3;.
if~my > 870 && my < 884)
vievel = 4;
if(my > 857 && my <87 1)
vlevrel -35;
IISelect level for assignment of attributes
if(mx > 100 &&mx < 156)
if~my > 909 && my < 923)
alevel =1;
if(my >896 &&my <910)
alevel =2;
if~my > 883 && my < 897)
alevel,= 3;
if(my > 870 && my < 884)
alevel = 4;
if(my >857 && my <871)
aleveIS=5;




if(my > 909 && my < 923)
(lvelocity[alevelI)[01 = (lvelocityfalevelj)[01 - 1;
if(My > 896 && my <910)
(lvelocitylalevelJ)[IlI = (lvelocitylalevelj)il1 - 1;
if(my > 883 && my < 897)
(lvelocity[alevelj)[21 = (lvelocitytalevel])[2J - .1;
(Iecl~alevell).assiguvyelocity~veiocilyjalevelD);
I/Increase linear velocity
il(mx > 314 && mx < 329)
if(my > 909 && my < 923)
(lvelocitylalevelJ)I0J = (lvelocitylalevellfoJ -I+.J;
if(MY > 896 && my < 910)
(lvelocitylalevell)[ 1) = (lvelocitylalevelJlJ[I + .1;
if(my > 883 && my < 897)
(lvelocitylalevell)[1J = (lvelocityfalevelD)[21 + .1,
(levelalevelj).assign~yelocity~iveocitylalevelD);
/Iecrease magnitude of position
if(mx > 347 && mx < 362)
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if(my > 909 && my < 923)
(Ipositionlalevell)[0oI (lpositionjalevell)JOI - .1,
if(my > 96 &&my <910)
(Ipositionlalevell)I1) - (lpositionfalevel])L1I - .1;
if(my > 883 && my < 897)
(lpositionjalevell)[2) = (lposition[alevelj)[21 - .1;
//holderl conatains the location in local coordinates
(levellalevelj).assigniqolderl(lposition[alevelj);
update location in world coordinates
(level[ l1).assign location((level[ 1 J).return holder 10);
for(i-2;i<6;i++)
(levelfiJ).assignlocation((levelliJ).return-holderi o+(level[i-I1I).returnlocation0);
I/Ahcrease M~agnitude of position
if(mx > 400 && mx < 416)
if(my > 909 && my < 923)
(lposition~alevelj) [01 = (lpositionlalevell)[0I + .1;
if(my > 896 && my < 910)
(lpositionlalevelj)[ I11 = (lpositionjalevel]) I IJ + .1;
if(my > 883 && my < 897)
(lposition[alevell)[2) = (lpositionialevell)121 + .1;
(levellalevelj).assignhkolderl(lposition~alevelj);
(level[ 1J).assignjocation((level[ 1 I).return..holderl 0);
for(i=2;i<6;i++)
(levellil).assignjocation((level[il).return-holderl0+(level[i-11).return-locationO);
I/Decrease magnitude of angular velocity
if(mx > 433 && mx < 449)
if~my > 909 && my < 923)
(lang..vellalevelDIOJI = (lang vel )01- 1
if(my > 896 && my < 910)
(langyvel[alevelj)[1] = (lang vel~alevelDl)[1 - .1;
il(my > 883 && my < 897)
(lang~vellalevel])121 = (lang~vel[alevelJ)121 -. .1;
(levellalevell).assignangyelocity~bc(lang~veljalevell);
I/Increase Mfagnitude of angular velocity
if(mx > 486 && mx < 502)
if(my > 909 && my < 923)
(lang~vellalevell)[01 = (lang vel[alevel])[01 + .1;
if~my > 896 && my < 910)
(langvellalevelj)[l1 = (lang vel[alevell)[1] + .I;
if(my > 883 && my < 897)
(lang..vel[alevel])[2] = (lang-velialevell)[2J +.I-,
(levellalevelj).assign~ang velocity~bc~lang~vel[alevel]);
if(vlevel)
//Select Negative axis for viewing of scene
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if(mx > 526 && mx < 555)
iftmy > 909 && my < 923)
vaxisfvlevelJ = -1; l/-x axis
if(my > 8%&& my < 910)
vaxis[vlecnll = -2; //-y axis
iftmy> 883 && my < 897)
vaxisjvlevelj = -3; //-z axis
//Select Positive axis for viewing of scene
if(mx >554 && mx < 583)
if(my > 909 && my < 923)
vaxislvlevell = 1; fix axis
iftmy > 896 && my < 910)
vaxisfvlevelj = 2; Hly axis
if(my > 883 && my < 897)
vaxis[vlevellj 3; //z axis
1100 button selected
if(mx > 740 && mx < 807 && my > 890 &A my < 959)
G0= 1;
II RESET button selected










for(i-2;i<6;i++)(1evel[iJ).attachedtbody..udtee I-11); I/integrate frames
























vector3D ang~velocity; II body coordinates
vector3D ang~acceleration; #Ibody coordinates

















void assign.size(double, double, double);
void assign size(double);
void assign size(vector3D);
void assign surface area(double);
void assign inertia(double, double, double);





void assign hloldeul (double. double, double);
void assign holder2(double, double, double),




#/ Assign values to the items using doubles in world coordinates
void assignjocation(double, double, double);
void asuign-yelocity(double, double, double);
void assign~acceleration(double, double, double);
void assign ang~velocity(double, double, double);
void assign ang-acceleration(double, double, double);
void assignjorce(double. double, double);
void assign znment(double, double, double);








II Assign values to the items using doubles in body coordinates
void assign-yelocity-bc(double, double, double);
void assign-accelerationjbcdouble. double, double);
void assig-n&...nvelocity .bc(double, double, double);
void assign ang.acceleration _bc(double, double, double);
void assign ftbce-bc(doubte, double, double);
void assign nomentbc(double, double, double);





















double return surface areaO;
OBJECT* return..shape0;
int return,_typeo;
vector3D return holder 10;
vector3D return holder20;
quaternion return holder3Q;




















void set eye(double, double, double);







void rigid body: :computejnertiaO
switch(type body)
case 1: //Block
inertialol mass' ((sizelli sizell]) + (sizel21 sizel21)) 112.0;
inestial4l =mass *((sizeJOl size[OJ) + (size[2l sizel2l)) I12.0;
inertiafg] -mass ((sizelol sizeIOI) + (size[l I Isize[ 11)) 1 12.0;
break;
case 2: //Shpere
inertia[O1 -mass *Al size( II 'size(21;
inertial14l = mass' .1 A*sizejO] * size[2J;
inertial8l - mass'* .1 I sizelol * size[lIl;
break;
case 3: //Cylender
inertia,10l = mass * ((size[21 * size[2J) / 16.0
+ (sizefll * size[]) / 12.0);
inertia[41 = mass * sizeJOl * sizel21 / 8.0;
inertialsi = mass * ((sizelol * size[0J) 116.0
+ (size[1IJ * size[ 1]) /12.0);
break;
void rigid, body::assign vype(int t)
type body = t
I/Default Constructor
rigid body: :rigid _body0





surface area = 1.0;
shape =NULL,
tyrpe body = 0;
displayaxis = 0;




rigidbody::rigid.body(char* off file) //Constructor using name of off file{
location - new vector3D;
mass = 1000.0;
sizelOl - 1.0;
sizel i - 1.0;
size[2j - 1.0;
surface-area = 1.0;
shape - read object(off file);
ready object for display(shape);
typebody =0;
displayaxis = 0;
displayshape = new int;
*displayshape - 1;
//Constructor that uses predefined shapes
rigidbody::rigid_body(int n){





































surface area = 2.0;
break;
case 15:











case 31: //Level I cube for frame program

















case 34: //Level 4 cube for frame program





















shape = read object("ground.efr'),
type body = 90;
break-.
case 9 1:
shape = read ~object("floor oft');.









display shape = new int;
*display shap = 1;
void nigid _body::assig s-hape(OBJECT* o)
shape =o;
void rigid body::assign_znass(double n)
mass = n
void rigid body::assign_surfaceý_area(double n)
surface area = n








void rigid bodly::assign_size(vector3D v)
size 101 = v[J0;
sizejl] = vjl11;
size[21 = vJ2J;
void rigid body: :assign_location(double x, double y, double z)
(*location)f01 = x
(*location)[I I = y;
(*location)[21 = z;




void rigid bocdy::assign_acceleration(double x, double y, double z)
accelerationO =0 x;
acceleration[ I] = y
accelerationl2j = z




void rigid bdy::assign..orientation(double x, double y, double z, double w)
orientation(OJ = x




void rigid bodly. assign_orientation(quatenuon qi)
orientationiOl = qI01;
orientation[ II qI 11,
orientation[21 q121-,
ori~tntationi31 11




void rigid _body: :assipn angvelocity(double x, double y, double z)
vector3D v(x, y, z);
matrix3x3 rotation; I/v must be transformed from world to body, coordinates
rotation.DCM-world~to~body(orientation);




void rigid _body::assign angacceleration(double x, double y, double z)
vector3D v(x, y, z);
matrixx3 rotation; INv must be transformed from world to body coordinates
rotation.DCM-world~to-body(orientation);
v - rotation * v
ang~acceleration[OJ = v[01;
ang~acceleration IlI - v I];
ang~accelerationizi = vJ21;
void rigid jbody: :assignjnoment(double x, double y, double z)
vector3D v(x, y, z);
matrixx3 rotation; I/v must be transformed from world to body coordinates
rotation.DCM-world to body(orientation);
v - rotation v;
momentiol =viol;
moment[l I= v[I I;
moment[21 vi21;









void rigid body::assign_holder3(double x, double y, double z, double w)
holder3 101 = x
holder3[11 =y;
holder3[21 = z;
holdcr3 131 = w
void rigid body::assign velocity cdobex, double y, double z)
vcctor3D v(x, y. z);
matrix3x3 rotation; I/v must be transformed from body to world coordinates
rotation.DCM~body-to~world(orientation);
v = rotation *v;
velocityflj = viol;
velocity[Il] = vi I I;
velocity f2] = vi 2];
void rigid body::assipgacceleration~bc(double x, double y, double z)
vector3D v(x, y, z);
matrix3x3 rotation; INv must be transformed from body to world coordinates
rottion.DCM-bodytowvorld(orientation);
v = rotations* v;
accelerationiOl = viol;
acceleration[I I = viii1;
acceleration[21 = v[21;
void rigid body: :assign_forcebc(double x, double y, double z)
vector3D v(x, y, z);
matuix3x3 rotation; I/v must be transformed from body to world coordinates
rgtation.DCM~body-to-world(orientation);,

















void rigid body::assign ocation(vector3D v)
(lIocation)iOI = viol;,
(*loction)[ I] = v I I-,
} *oain[1=v2-




void rigid body: :assign acceleration(vector3D v)
accelerationiOl = viol:
acceleration[ Il = vii11;
acoelerationi2i = v12];
void rigid body::assign orce(vector3D v)
forcelO] viol;
force[ II = viii1,
force[2] = v[21;
void rigid body::assipgn ngeiocity(vector3D v)
matrix3x3 rotation; //v must be transformed from world to body coordinates
rotation.DCM-world to _body(orientation);





void rigid bodly::assign .an~acceleration(vector3D v)
matrix3x3 rotation, //v must be transformed from world to body coordinates
rotation.DCM-world to body~orientation);,
v - rotation * v;
ang~acceleratlonIO) = viol;
ang~accelerationulIl - v IIi;,
ang~acceleration[21 = v[21;
void rigid _body::assign_ moment(vector3D v)
matrix3x3 rotation; I/v must be transformed from world to body coordinates
rotation.DCMorldto~body(orientation);




void rigid body::assignholderl(vector3D v)
holderl = v
void rigid _body::assign_ holder2(vector3D v)
holder2 = v
void rigid body::assign holder3(quaternion v)
holder3 = v
void rigid _bodly::assign velocitybc(vector3D v)




velocity[ 11 = v[I]i;
velocity[21 = v[2];
void rigidbodly::assign_acceleration bc(iector3D v)
matrixOx rotation; IN must be transformed from body to world coordinates
rotation.DCM-body-to-world(orientation);





void rigid body::assigujorce _bc(vector3D v)
matrix3x3 rotation; INv must be transfrmed from body to world coordinates
rotation.DCM~bodytoqworld(orientation);
v = rotation *v;
velocitylOl = viol;
velocity[ I1I = VI 11;
velocityi2i = v121;
void rigid body: :assign~ang~velocity..bc(vector3D v)
ang~velocity[Oi = v[01;
ang~yelocity[I I = v[i11;
ang~velocity[21 = v[21;


















double rigid body: return surface areaQ
return surface area;

















rotation.DCM body to world(orientation);












rotation J)CM body to..world(orientation);






vector3D rigid body: :return-iolder2O
return holder2;




























void rigid body::update stateO I/Euler method of integration{
vector3D gravity(0.0, -9.81, 0.0);
matrix3x3 rotation;
double dt = read ddtaO;
if(gravitystatusO) //check to see if gravity is on, if yes add gravity to force
{
force - force + (gravity * mass);)
if(airrjesistance..statuso) //check to see if airresistance is on{
double magnitude;
vector3D direction - velocity * -1.0;
direction.nornalizeo;
I/formula below is a rough estimate of force due to air resistance
magnitude - velocity.magnitudeo * velocity.magnitudeo * 0.12 * surface_am;
force = force + (direction * magnitude);)
acceleration - force / mass;
velocity - velocity + (acceleration * dt);
*location = *location + (velocity * dt) - (acceleration * (0.5 * dt * dt));
/Fauers equations of motion cannot be used for this method of integration because the are unstable
//for spinning bodies. the equations below are used instead.
ang_acceleration[O] = momentlOl / inertia[O];
ang_accelerationll] = moment( I] I inertiaf4j;
ang.acceleration[21 = momentl21 / inertia[Sl;
anLvelocity = ang.velocity + (anLacceleration * dt);
onientation.update(ang.velocity, dt);
orientation.normalizeO;








void rigidbody::update state rk4O //Runga Kutta forth order integrator
//Rumga Kutta integrator taken from Numerical Reciepes in C by William Press
double dt read deltao; i/dt is time step
double bh dt -.5, h6 = dt /6;
vector3D ya - ang velocity. dyma, dyta, yta., dydxa; I/required angular velocity variables
vector3D yv =velocity, dymv, dytv, ytv, dydxv; I/required velocity variables
vector3D yl = 4 ocation, dymi. dyll, ydl, dydxl; llrequired location variables
quaternion y -orientation, dym, dyt. yt, dydx; I/required orientation variables
mnt i;
vector3D gravity(0.0, -9.81, 0.0);
matrix3x3 rotation;,
Wfgravity...statusQ) I/check to see if gravity is turned on
force -force + (graity * mass);
iftair _resistance statuso) I/check to see if air resistance is turned on
double magnitude;
vector3t) direction =velocity *-1.0;
direction.normalizeo;
magnitude = velocity-magnitudeO $ velocity.magnitudeo *0. 12 surface-area;
force -force + (direction *magnitude);




dydxa[0J (momentlOl - (ang~velocity[1) ang velocityl2j (inertial8l - inertiaf 41))) I inertia[0l;
dYdxall] (momentill - (ang velocity[Ol *ang~velocityI2i * (inertia[Oj - inertiajgi))) / inertial4l;
dydxaj21 (momentl21 - (ang velocitylj I] ang velocityfOl *(inertia[41 - inertia[0J))) I inertial8l;
dydxjO] -0.S4((orientation~lll angyvelocity[0]) + (orientation[21 angvelocity[l]) + (orientationl3l
ang velocity 121));
dydx[1] = 0.5*((orientation[0J ang~velocity[0J) + (orientationl2l ang..velocity[2J) - (orientationl3J
ang--.Velocity! 11);
dydx[2] = 0.5%(orientation[0J * ang velocityll]) + (orientationl31 ang..yelocityf 01) - (orientation[lJ *
ang~velocity 121));
dydx[3J = 0.5%(orientationjol * ang~yelocity[21) + (orientation[1J * ang..velocityjl]) - (orientationf21
ang~velocity[0J));.
for(i = 0; i < 3; i++) HI compute first midpoint y values
ytIi] yjiJ + hhl* dydxli];
ytalil = ya[i] + lhh dydxali];
ytvlil = yvlil + hh *dydxv[i];
ytl~ij ylfiJ + bh * dydxlliJ;
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At31 -y[31 +bhh * dydxl3l;
//calculate new set of derivitives
dytv -acceleration;
dyti ytv;.
dytlOl -0.5*((yt[I I * yta[OJ) + (yt[2) * ytal 11) + (ytj 3J yta[21)),
dytjI]l - 0.5*((ytIOI yta[OI) + (Sf[21 *yta[21) - (yt[31 0 ytaf I1I));
dytI21 - O.5*((yt[O] ytail]) + (yt[13] ytal~j) - (yt111 * ytaI2l));
dytI31 - O.5*((ytf * ytal2I) + (yt~ll * yta[lJ) - (yt121 * yta[OJ));
dytalOI - (momentlO] - (ytal I I yta[21 0(inertialgi - inertia[41))) / inertia[OJ;
dytafl I = (moment[IlI - Cyta[OJ * ytaI2I (inertia[Ol - inertial8l))) / inertiaj4 1;
d~ytaI2J - (momentj2J - (ytajlJ * ytaljO * (uieri~ta[41 - inertia[Oj))) / inertia(8i;
for(i = 0; i < 3; i++) //calculate second second midpoint y value
( ti fl+h y~)
ytalij = yf~i] + hh *dytl~i];
ytvlil =yviij + hli* dytviij,
ytl[iJ = yliI + hh dytliji;




dymlOl = -0-5*((yt[l] * ytalol) + (yt121 yta[IJ) + (ytI3] yta[2J));
dymil] = 0.5*((yt[0J * yta[01) + "yt21 * yta[2I) - (ytf3J * yta[l])),
dym[2l = 0.5*((yt[O) * ytaj 1]) + (yt[3] * yta[01) - (yt[lJ * yta[21));
dym[3l = 0.5*((yt[OI * yta[2]) + "yI]J * Stail]) - (512]1 * yta[OJ));
dyma[Jl= (moment[O] - (StalI] *ytaf2J * (inertial8l - inertial4l))) / inertialOJ;
dymall] = (momentil] - (yta[O] * ytaj2j * (inertia[ol - inerials]))) / inertia[4J;
dyma[21 = (znozent[21 - (Stal] * ytajOJ * (inertia[4J - inertialo]))) I inertial 81;
for(i = 0; i < 3; i++) //calculate end point y values
ytfi] - yfij + dt * dyinfi];
Staul - yalil + dt * dymafi];
ytvfi] - yv(ij + dt * dymv~il;,
ytl[i] = ylliI + dt & ym~li];
Sf[3] = y[3 1 + dt *dym[3];
for(i =0; i< 3; i+4+)
dymlil =dymli] + dytli];
dymafij = dymafi] + dtlj
dymvlil = dymvf i] + dytvli];
dym)ii = dymlifi + dytili];
dym[31 - dym[31 + dyt131;
dytv =acceleration;
dytI ytv;
dyt[O] - -0.5*((y"11 * sa[01) + (S[2] * sail]) + (Sf[3] yt[])
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dytjl) - 0.S4((yt(0J $ ytajO]) + (ytI2I ytaj2]) - (yt(31 * ytaf 11));
dytl2) = 0.5((ytIOI * yta~lI) + (yt[31 yta[0I) - (ytllIl * yta[2J)),
dytf3) - 0.S((yt[01 * ytaI2I) + (yt IlI yta~l ) - (yt[21 *yta[0I));
dytalol - (momeutJOl - (vta[lJ * yta[21 * (inertial8l - inertial4l))) / inertialol;
dytall = (moment(lII - (yta[01 0 yta[21 (inertia(0J - inertial8l))) / inertia[4 1;
dytal2l - (moment[21 - (taul '*yta[0J * (inertia[41 - inertialol))) / inertia[8];
for(i -0; i < 3; i4-+)
orientationhil = y~i] + h6 *(dydxjij + dytlil + 2.0 * dymlil);
ang...elocitylil - yatil + h6 * (dydxaji) + dytalil + 2.0 *dymalil);.
(*location)[il yljiI + h6 *(dydxl[iJ + dytlihi + 2.0 *dymjiiD;
velocityliJ = yvhii + h6 $ (dydxviij + dytvhil + 2.0 * dymv[i I);






moment[ 11 = 0.0;
momentl21 = 0.0;
double rigid body: :update _state _rk45(double eps) I/Runga Kutta Adaptive Step Integrator
IlRunga Kutta integrator taken from Numerical Reciepes in C by William Press
double PRGOW =-0.20, PSHRNK = -0.25, FCOR = .06666666, dt = read deltao;
double SAFETY =0.9, ERRCON = 6.0e-4, xsav =dt, htry = dt;
double P = ang velocity[0I, Q = ang~velocity[ 11, R =ang velocity 121;
doublehh -dt *.5, h6 -dt /6,h, dtl1,hh1, h61, errmax;
vector3D) ya = ang~velocity, dyrna, dyta, yta, dydxa, dysava, ysava, ytempa, yteinp2a;
vector3D) yv = velocity, dymv, dytv, ytv, dydxv, dysavv, ysavv, ytempv, ytemp2v;
vector3D yl = *location, dymi, dyti, ytl, dydxl, dysavi, ysavl, ytempl, ytemp2l;
quaternion y - orientation, d&n. dyt, y, dydx, dysav, ysav, ytemp, ytemp2;
int i;
vector3D gravity(0.0, -9.81, 0.0);
matrix3x3 rotation;,
if(gravity~statuso)
force - force + (gravity *mass);
iftair -resistance _statuso)
double magnitude;
vector3D) direction = velocity * -1.0;
direction.normalizeo;
magnitude - velocity.magnitudeO * velocity.magnitudeo 4 0. 12 surface area;
force = force + (direction *magnitude);
acceleration = force / mass;




















dydxa[0J = (moment[Ol - (ang~velocityll) * ang~velocity[2J * (inertialsi - inertia[41))) / uicrtia[0J;
dydxal I) = (moment[ I] - (ang velocitylol * ang.yelocityl2l (inertiajo] - inertia[81))) / inertia[4j;
dydxa[21 = (momentl2] - (ang velocity[ I1I * ang velocitylOl *(inertial4J - inertia[01))) / inertia[8J;
dydx[lj = dj.5*((orientaton1l *1 angvyelocityl0j) + (orientationl21 * ang~velocity[ 11) + (orientationf 31*
ang~velocity[2J));
dydx[ 1) = 0.5*((orientationlOl * ang velocitylol) + (onientation[2l angvyelocity[21) - (orientation[3l *
ang~velocityj 11));
dtydxf2l = 0.5*((orientation(0J * ang velocityf 11) + (orientation[3J * ang~yelocityf 01) - (orientation(l] *
angvyelocity[21));
dydxf31 0.5*((orientation[Ol 0 ang~velocity[2j) + (orientationill * ang velocityji]) - (orientationl2] *
ang~yelocity[loD);
for(i =0; i< 3; i+e+)
ytali = ysavai + hlI * dydxali;
ytvlil = ysavv[iI + blil * dydxvliJ;
ytlliji = ysavlliJ + hhI * dydxllil;
yt131 =ysav[3l + hhI * dydx[31;
dytv acceleration;
dyti ytv;
dytJol -0.5((yt11I) * ytaf01) + (yt121 * 3ta[1J) + (31131 *yta[2J));
dyt[1J = 0.50((yt[]0J yta[OJ) + (yt[21 * ta2j) - (yt[31 * yta(lI));
dytI21 = 0.5*((yt[OI yta1lJ) + (YO13 ytaIlj) - (yt~ll] ytat2l));
d~yt[31 = 0.S*((yt[Ol * yta[21) + (yt[lJ yta[IJ) - (yt[21 ytaf01));
dyta[ol = (monientfoj - (yta I I * yta[2J * (inertial&] - inertial4l))) /inertialol;
dytall] - (momentfll - (ytaI0l * vta[2l * (inertial()1 - inertia[81))) / nertia[41;
dytaj2j = (momentl2l - (yajl * ytaI10l * (iner.tja[41 - inertialO]))) /inertial81;
for(i -0; i< 3;,i++)
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ytli) = ysavli] + hhl * dytlil,
ytalij = ysavatil + hlIl * dytalil;
ytvlil = ysavv[iJ + hhl * dytviij;
ytljiJ = ysavljij + hhl * dytl[iJ;
yt[31 = ysav[31 + h Il * dy[3 1;
dymv =acceleration;
dymi ytv;
dym[O] = 0.5%(ytI 11 * yta[O1) + (yt[21 *yta~lJ) + (ytI3I yta[2J));
dym[IlIl 0.5*((yt[OJ * yta[01) + (ytI2J * ytaI2J) - (yt[31 * yta[ 11));
dym(2] = 0.5?((yt[OJ * ytat 11) + (ytI3J * yta[O]) - (yt[ I] * ytaI2D));
dym[3l = 0.5*((ytIOl * ytaI21) + (ytill * ytaill) - (ytI21 * yta[01));
dymalol = (moment[0J - (ytalIlI * ytaI2I * (inertia[81 - inertia[4l))) / inertia[OJ;
dyma~ll = (momentill - (yta[OJ * ytat21 * (inertiafOI - inertia[8l))) / inertia[4J;
dyma[21 = (rnoment[21 - (yta[ 11 * yta[OJ * (inertia[41 - inertial01))) / inertia~8];
for(i =0,i < 3,i++)
yt[iJ = ysavjiJ + dtl * dymlil;
ytalij = ysava[i] + dtl * dym'a~i];
ytv(il ysavvlij + dtl * dymv~il;
ytlfil = ysavlliJ + dtl * ndyfi];
ytj3J = ysav[3] + dtl *dym[3J;
for(i=0; i< 3; i++)
dym[iJ = dym[i) + dytqiJ;
clymalil dymaji] + dytatil;
dymvli] dymvtil + dytv[i];
dym l W-dm[iJ + dytl~i],
dymI31 = dyin[3J + dyt[31;
dytv =acceleration;
dyti ytv;
dYt[0J = 0.5*((Yt[lJ * ytaIOJ) + "yt21 yta~ll) + (yt[31 *ytaI21));
dytill =O.5*((3,t[Ol * yta[01) + (yt121 yta[21) - (yt[31 * ytal I]));
dytI2] - o.5*((yt[0J * ytaj I]) + (yt[31 * yta[OJ) - (yt[ji * yta[21));
dyt[3] =O.5*((ytIOl * yta421) + (ytilJ * yta~lJ) - (ytI2J * yta[OJ));
dYtalOl = (moment[0J - (_NU[ IJ * yta42J * (inertia[8J - inertial4j))) / inertia[01;
dYtall) = (momentill - (yta[OJ yta[2J (inertia[01 - inertia(81))) / inertia[41;
dyta[2J = (moment[2J - (yta[lJ * yta[0I * (inertia[41 - inertia[01))) / inertia[8J;
for(i =0; i< 3.i++)
YtemPfiJ - Ysav[iJ + 1161 * (dydxlil + dyttil + 2.0 * dymli]);
YtcmPafiJ = Ysavalil + 1161 *(dydxafil + dyta~i) + 2.0 * dymalil);
YtCmPl~iJ = Ysavl[iJ + 1161 *(dydxI[iJ + dytili] + 2.0 * dymlwil);
YtemPv~iI = Ysavvlil + h61 * (dydxvtil + dytvjij + 20 * dymvtil);
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ytemp(3l = ysav[31 + h6l. * (dydx[31 + dyt[3l + 2.0 *dym[31D;
I/assign new y's for second rk4






//calctlate new set of derivatives
dydxv acceleration;
dydxl =ytempv;
dydx[0J = -O.5*((ytenlptl] * ytempa[01) + (ytemp[21 *ytexnpa[lJ) + (ytemp[31 *ytempa[21)).,
dydx~ll = 0.5*((ytempIO] * ytempajoj) +- (ytemp[2) * ytempa[2]) - (ytempl31 * ytempailJ));.
dydx[21 = 0.5*((ytemp[OJ * ytempa~l]) + (ytemp[3j * ytempa[0J) - (ytemp[iJ * ytempal2J));
dydx[31 = 0.5*((ytemp[O) * ytempa[2J))+ (ytempil] * ytempa[lJ) - (ytemp[2l * ytempa[01)),
dydxa[Ol = (moment[JI - (ytempa[ Ij * ytempa[21 * (inertial8l - inertia[41))) / inertia[01;
dydxa~ll= (momentill - (ytempa[O] * ytempa[21 * (inertialol - inertiaf 81)) / inertia[41;
dydxat2] = (moment[21 - Cytempa~li* ytempa[01 * (inertia[4J - iner, i[))/ inertia[8j;
for(i =O; i< 3.i++)
yt[i] = y[iJ + hhIi * dydxf '1;
yta[i] = yafi] + hhIi * dydxajil;
ytvfi] = yv[iI + hlxIi * dydxvfil;
ytl~il =y1[il + hhl * dydxl~i];
yt[3] y[1J + hhIi * dydxt3l;
dytv =acceleration;
dytI ytv;
dytlOl = O.5*((ytf ii * ytajOJ) + (vtI2J ytallI) + (yt[31 yta[21D);
dyttl] 0.5*((ytIO] * ytaI0l) + (yt[21 * ytat2l) - (yt[13 * yta[Il]));
dyt[2] 0.5*((yt[O] * ytaj 11) + (yt[3) * yta[0J) - (yt[1J * yta[21));
dytI3I 0.5*((ytIOI * yta[21) + (ytill * ytaf Ij) - (yt[2] * yta401));
dyta[O] = (moment[O) - (yta~lJ * yta[21 * (inertial SJ - inertial41D)) / inertia[O];
dytnlli = (moment~l] - (yta[0J * yta[2J * (inertia[j0 - inertialsi))) / inertial4];
dytal2l = (moraentl21 - (yta~lJ * ytalOI (inertial4l - inertialol))) / inertialsi;
for(i =0; 1 < 3; i-H-)
yt[iJ= y[ij + hIl * dytli];
ytalil = yali] + hlxi * dytali];
ytvli] = yvliJ + hhl * dytvlil;
ytl[iJ = ylliI + hhIi dytl~il;




dym[Ol =-0.5*((yt[IJ * yta[0J) + (yt[21 * yta[lI) + (yt[31 * ytaI21));
dym[11 -O.5*((ytIOI * yta[OJ) + (yt[21 * yta[2I) - (yt[31 * yta11));,
dym[21 -O.5*((yt[Ol * ytal I]) + (ytf3J yta[OI) - (yt[ II * yta[21));
dymI3I O.50((ytIOI * ytaf 21) + (yt I I * ytajl ) - (ytt2I * ytaIOD));
dyma[0J = (momentlOl - (yta[11 * ytaI2I * (inertia[81 - inertia[41))) / inertia[01l;
dyma(1II = (moment[IlI - (yta[Oi * yta(21 * (inertia[0J - inertiaf 8j))) / inertial4l;
clyma[2i = (moment[21 - (yta[lIJ * yta[oJ * (inertial4l - inertial0l))) / inertia[81;
for(i =0;i< 3; i++)
yt[ii = y~iI + dtl * dymlil,
ytali] - yalil + dtl * dymalil;
ytv~iii yvlil + dtl * dymv(il;
ytlliI y1[iJ + dtl *dyml~il;
yt131 =y[31 +dtl *dym[31;
for(i =0; i <3; i-H-)
dym[ij =dymtil + dyttij;
dymalil = dymalil + dytalil;,
dymvli] dymv[iJ + dytvliJ;
dymitli] = dyml[iJ + dytl~il;
dymJ3j = dym[3J + dyt[3J;
dytv =acceleration;
dytI= ytv;
dyt[0J = 0.5*((yt[lJ * yta[0J) + (ytI2l yta[lJ) + (yt[3J ytaI2J));
dytill =0.5*((yt[OI * ytaJOI) + (yt[2l * yta 121) - (yt[31 * ytat 11));
dytI2I 0.5*((ytIOl * yta[II) + (yt[31 * yta[OI) - (yt[lI * yta[2]));
dyt[31 0.5*((yt[01 * yta[2J) + (yt~l] * ytaill) - (yt[21 * ytaIOI));
dytatol = (momeut[O] - (ytalI]J * ytaI2] * (inertial81 - inertia[41))) / inertia[OJ;
dytatl] = (moment~li - (yta[(0J ytal2l * (inertiatOI - inertia[8i))) / inertiat4l;
dyta[21 = (moment[2] - (Nuatl] * yta[Ol * (inertial41 - inertia[01))) / inertia[8J;
for(i =0;i< 3; i++)
ytemnp2[il = yfiJ + h6l * (dydx[i] + dytlil + 2.0 * dym[iJ);
ytemp2a[iJ yafi] + h61 * (dydxal + dytali] + 2.0 * dyniafiJ);
ytemp2l[iJ yIjii + h61 * (dyd~d[i] + dytllil + 2.0 * dyniliD);
ytemp2vtil = yvtil + h61 * (dydxviil + dytvtil + 2.0 * dymvtii);
ytemp2[3] = y[3) + h6l * (dydx[3J + dyt[3J + 2.0 * dym[3J);
//thrid rk4 rnm
&I h;
hhI W t 0.5;




dydxa[Ol - (momentlol - (ang velocityl I1I * ang velocityl21 * (iliertialsi - inertia[4l))) / inertialol;
dydxa[1J = (momentIll - (angyvelocity(OJ * ang velocityt21 * (inertia[Ol - inertua[81))) / inertia[41;
dydxa[2J = (moment[21 - (ang velocityll] * ang velocity[Ol * (inertia[4J - inertial0j))) / inertia~8J;
dydx[OJ = -O.5*((orientationl 1I ang~velocity[OI) + (orientationl21 ang velocity[ 11) + (orientationl3 I
angyvelocity[2))
dydx I]I = 0.5%(orientationjlo* ang~velocitylol) + (orientation[2l ang velocity[21) - (orientation[31
ang...elocityll1));,
dydx[21 = O.5%(orientationjOl *angvelocity( 11) + (orientation[31 * ang velocity[Ol) - (orientation[l I*
ang~velocity[21)),
dydx!3J = O.5%(orientationfol * ang velocity[2j) + (orientation[ 11 * ang~yelocityl 1J)) (orientationl2j
angvyelocityIOl));,
for(i=0; i< 3; i++)
ythi] = ysavhil + hhl * dydxf ii;
ytafij ysavafil + hhI * dydxaliJ;
ytvlij ysavv[iJ + hhl * dlydxv[iJ;
ytl~i] ysavlfij + hhl * dydxl[i];
ytI31 ysavl31 + hhI * dydx[31;
dyw = acceleration;
dytI= ytv;
dyt[O] = -.15*((yt~lJ * yta[OJ) + (ytI2J * yta[1J) + (ytI3J yta!21));
dytIll = O.5*((ytIOI * yta[OI) + (yt[2] * yta[2J) - (ytI3] * yta[IlJ));
dyt!21 = O.5*((yt[Oj * yta~l]) + (yt[31 * yta[OI) - (yt~l) * yta[2]));
dyt131 = O.5*4Qyt[O] yta[21) + (yt[1J ytafl]) - Cyt[21 * yta[OJ));
dytalOl = (momentlOl - (yta[I I * yta[21 * (inertia[8J - inertia[4J))) / inertial01;
dytallII = (moment[lI) - (yta[OI * yta[21 * (inertia[OJ - inertial8J))) / inertia[4j;
dyta[2J (moment[21 - WytI]l * yta[OI * (inertia[4l - inertia[01))) / inertia j81;
for(i =0-,i <3; i++)
yt[iJ = ysav[iJ + hhl * dythil;
yta[iJ ysavalil + hlil * dytalil;
ytvhil =ysavvhiI + hhI * cjytvfjj;
ytl~iI = ysavlhi) + hhI * dytihil;
yt[3J = ysavt3l + hhl * dyt[3l;
dymv acceleration;
dymi ytv;
dynilol = -O.5*((yt(I1 yta[OD) + (yt(21 * ytahl]) + (yt[31 4 yta121));
dymilJ = O.5*((yt[jO * ytaIOl) + (yt[2J * ytaf2J) - (yt[3] yta[l]));
dym[2J = O.5*((yt[O] * yta~i) + (yt[3J yta[OJ) - (yttlj yta[2J));
dym[31 = O.5*((yt[OJ * yta[2J) + (ythlJ * yta[l]) - (yt[2] yt$401));
dyniaf0J = (moment[OJ - (yta[1IIJ yta[2J * (inertialsi - inertia[4J))) / inertia[O];
dymahll = (moment[ 1) - (M[O]~ * yta[21 * (inertia[Oj - inertia[81))) / inertia[41;
dlyma[21 = (moment[2J - (ytU[ I1I * ytaI0) * (inertia[41 - inertialol))) / inertia[8J;
for(i =0;i< 3; i++)
ytfij = ysav[iJ + dtl * dymuil;
ytalil -ysavati) + dtl * dyrnalij;
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ytvlil ysavv[iJ + dtl * dymv[i];
ytl~ij =ysavl~i] + dtl *dyml[i];
yt[31 ysav[3) + dtl *dym[31;
for(i -0; i< 3-,i++)
dymlJ= dym[il + dyt[iJ;
dymalil dymalil + dytajil;
dymv[iJ = dymvlil + dytvli];
&ymljij= dyrmljil + dytilil;
dym[31 = dym[31 + dyt[31;
dytv =acceleration;
dyti ytv;
dytlOl = -0.5*(CstiI]1 * ytaI0l) + (yt[2J ytal I]) + (yt[31 *yta[21));
dytill = 0.5*((yt[0J * yta[0l) + (yt[21 *yta[2J) - (ytI3I * yta[lJ));
dyt[2I = O.5*((ytI * yta[l)) + (yt[3] * yta[0J) - (yt[1I * yta[21));
dytI3J = 0.5*((yt[O) * yta[21) + (yt[lJ * yta[lJ) - (ytI21 * yta[Oj));
dyta[O] = (moment[0J - (yt[lJ * yta[2J * (inertia[8J - inertial41))) / inertia[0];
dyta[IlI = (moment[1I] - Cyta[01 * yta[2J * (inertia[0l - inertia[8J))) / inertial41 -
dyta[21 = (momentl2J - (yta I]J * yta0JO * (inertial4l - inertialofl)) / inertialgli;
for(i =0;i< 3; i++)
YtemIPlI = ysav~iJ + h61 * (dydx[i] + dytfi] + 2.0 * dyml)D;
ytempa[iJ = ysavali] + h6l * (dydxatij + dyta~ij + 2.0 * dymalil);
ytempl[iJ = ysavlji] + h61 * (dydxd[iJ + dytliti + 2.0 * dymliji);
ytempvl = ysavv i] + h61 * (dydxv[iJ + dytv[i] + 2.0 * dymvliJ);
ytemp[3j ysavl3l + h61 * (dydx[31 + dytj3j + 2.0 * dym[3]);
//error determination
errmax = 0.0;
for(i =0;i< 3; i++)
ytemp[iJ = ytemp2[i] - ytemplij;
if(errmax < fabs~ytemplij)) errmax = fabs~ytemplij);
ytempalij = ytexnp2afil - ytempa[i];
if(errmax < fabs(ytempa[i1)) errmax fabs~ytempa[i1);
ytempl[iJ = ytemp2llil - ytempl[i];
if(errinax < fibs(ytemplf i])) errmax fabs(,ytempllil);
ytempvlij = yteznp2vtiJ - ytempvliJ;
if(efrmax < faboytmpvliD) errmax fhbs(ytempvjij);,
ytemp[31 = ytemp2[31 - ytemp[3j;




h = SAFETY * h * exp(PSHRNK*log(errmax));
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for(i -0; i< 3;i++)
orientationfi] ytemp2[i] + ytempliJ * FCOR;
ang-velocitylij = ytemp2a[i] + ytempajil * FCOR,
(location)[i] = ytemp2llij + ytempltij * FCOR;
velocityli] = ytemp2vlij + ytempvfij * FCOR;,
orientation[3J = ytemp2 [31 + ytemp[3) FCOR;
orientation.normalizeo;
force[0J = 0.0;






void rigid body: :displayO
Matrix it ={1.0, 0.0, 0.0, 0.0,
0.0, 1.0, 0.0, 0.0,
0.0, 0.0, 1.0, 0.0,
0.0, 0.0, 0.0, 1.0);
Matrix scale = { 1.0, 0.0, 0.0, 0.0,
0.0, 1.0, 0.0, 0.0,
0.0, 0.0, 1.0, 0.0,
0.0, 0.0, 0.0, 1.0);
pushmatrixo;
//calculate values for the rotation part of matrix
rt[0j[0J = ((orientation[OJ * orientation[Ol) + (orientationil]
orientationjl]) - (orientationl2l * orientationl21) -
(orientation[31 * orientation[3 1));
rtil)[OJ = 2.0 * ((orientation[ 11 * orientation[2j) - (orientation[Ol*
orientationf 31));
rtlZII01 = 2.0 * ((orientation[0J * orientation[21) + (orientationhll
orientation[3J));
rt[OI[1J = 2.0 * ((orientation[ 11 * orientation[2J) + (orientationhol*
orientation[3J));
Irt[l][11 = ((orientationlOl * orientationlOl) - (orientationhl *
orientation[1]) + (orientation[21 * orientation[2l) -
(orientation[31 * orientation[3 1));
rt[2][11 = 2.0 * ((orientation[2J * orientation[31) - (orientation[0J *
orientation[ 11);
rt[0I[2] = 2.0 * ((orientation[ I * orientation[3]) - (orientation [01 *
orientation[21));
rt(1112) = 2.0 * ((orientation[2J * orientation[31) + (orientation[0J
orientation[IJ));
rt[21[21 = ((orientationolO * Orientation[0j) - (orientationul]*
orientation[ I)- (orientation[2J * orientationf 2]) +
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(orientation[31 * orientationl3J));
I/load translation part of matrix
rt[3 1101 = (*location)[ol;
rtI31111 (lIocation)[11;
rt131121 =(*location)[21;
multmatrix(rt); I/perform rotataion and translation of rigid body
scale[0)(01 = sizef 01;
scale[ I1I111 = size[ 11;
scale[2l!21 =size[2l;
multmatrix(scale); I/scale the rigid body
if (display axis &&- *display shape) lldisplay rigid,_body's body axes
view-axisO;












void set eqye(double x, double y, double z)
I
void set~target(double x, double y, double z)











orientation[ 1I = 0.0;




display axis = 0;
void rigidbody::attachedbody, update(rigid body r){
vector3D av;
matrix3x3 rotation;
*location = holderl; //retrieve local position
update._stateO;
holderl = *location; H/store local position
rotation.DCMbodyto world(r. orientation);
*location = (rotation * (*location)) + *r.location; //calculate position in world coordinates
//make adjustment for rotation of frame of reference with respect to the world
holder2 = (rotation * r.angvelocity) + r.holder2;
//holder2 now contains the sum of the angular velocities of all of the previous rigidbodies
av = holder2;
rotation.DCM_world-to-body(orientation);
av = rotation * av; I/transforms av to the calling rigid body's body coordinates





















double operator*(const vector3D&) //dot product
vector3D operator*(double); Ilscalar multiplication
vector3D operator/(double); //scalar division


















i/constructor using three doubles




//constructor using another vector3D)
vector3D: :vector3D(const vector3D& v)
y = v.y;
//Assignment operator - the fnaction must return a reference to a vector
flinstead of a vector for assignment to work properly





vector3D vector3D..operator+(const vector3D& v)
vector3D sum;
sum.x =v.x + X;
sum-y v-y + Y;
sum.z = v.z + Z;
return sum;
i/tvctor substraction
vector3D vector3D)::operator-(const vector3D& v)
vector3D diff;
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diffix =x - v.x;
diffy = y - v.y;
diff.z - z - v.z;
return diffl)
I/vector dot product
double vector3D::operator*(const vector3D& v)I
double dot;





mult.x = x * n;
mult.y = y * n;
mult.z = z * n;
return mult;}
//scalar division - it is the user responsibility to make sure that n is not zero
vector3D vector3D::operator/(double n){
vector3D result;
result.x = x /n;
Tesult.y = y /n;
result.z = z n;
return result;I
Ivector cross product
vector3D vector3D::operatorA(const vector3D& v){
vector3D cross;
cross.x = (y * v.z) - (v.y * z);
cross.y = -((x * v.z) - (v.x * z));
cross.z = (x * v.y) - (v.x * y);
return cross;
I/the << operator is to be used with cout
ostreamn& operator<<(ostream& os, vector3D& v){
os << (double) v.x << ", " (double) v.y <<", << (double) v.z << \n";
return os;I
I/allows access to the components of the vector3D. it must return a reference




if (n = 0)
if (n == 1)
{
return x;}





//returns the magnitude of the vector
double vector3D::magnizdeo{
return sqrt((x * x) + Cy * ) + (z * z));}
I/normalizes the vector to one
void vector3 D::normalizeo{
double m = sqrt((x * x) + (y * y) + (z *z));
if (m){
x = x / m;
y= yy/m;
z-= -z/m;}
I/normalize the vector to d
void vector3D::normalize(double d)
{





















quatemnion(double, double, double, double);
quaternion(const quaternion&);









quaternion rate_of~change(double, double, double);
void update(double, double, double, double);,
quaternion rate of~change(vector3D);
void update(vector3D), double);














quaternion: :quaternion(double angle _x, double anglejr, double angle z, double rotation)
//angle~x, anglej', anglqz are the angles the axis of rotation make with the coordinate axes in radians










void quaternion::set(double angle .x, double anglejy, double angle z, double rotation)
//anglejc, anglejy, angleý_z are the angles the axis of rotation make wvith the coordinate axes in radians












quatermon quatenuon. .operator+(const quatermion& q)
quaternion sum-,
sum.qO = qO + q.qO;
sum.ql - qI + q.ql;
sum~q2 = q2 + q.q2;
sum.q3 = q3 + q.q3;
return sum;
quaternion quatermon::operator-(const quaternmon& qi)
quaternion diff,
diff-qO =qO -q.qO;
diff.ql = q -q.ql;
diff-q2 = q2 - q.q2;
diff.q3 = q3 - q.q3;
return diff-
quaternion quaternion::operator*(const quaternion& cq)
quaternion prod;
prod.qO = (qO * q.qO) - (qi q.ql) - (q2 *q.q2) - (q3 *q.q3);
prod.ql =(qi * q.qO) + (qO *q.ql) - (q3 *q.q2) + (q2 * q.q3);
prod-q2 =(q2 * q.qO) + (q3 *q.ql) - (qO *q.q2) + (qI * q.q3);
prod-q3 =(q3 * q.qO) + (q2 *q.ql) - (qI* q.q2) + (qO * q.q3);
return prod;
quaternion quaternion: :operator*(double n)
quaternion prod;
prod.qO -qO * n;
prod.q1 -q1l n;
prod.q2 =q2 * n;
prod-q3 =q3 * n;
return prod;
double quaternion::magnitudeo
return sqrt((qO * qO) + (qI * qi) + (q2 *q2) + (q3 q3)
void quaterniomm:ormalizeo




q2 =q2 / m;
q3 - q3 / ni;
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quaternion quaternion::rate_of change(double P, double Q, double R)
quaternion rate;
rate.qO = ..O.5*((ql *P) + (q2 *Q) + (q3 * R));
rate.qI = O.5*((qO *P) + (q2 *R) - (q3 Q* )
rate.q2 = O.5*((qO *Q) + (q3 *P) - (qI R*)
rate.q3 = O.5*((qO *R) + (qI* Q) - (q2 P))
return rate;
void quaternion::update(double P, double Q, double P, double sec)
//Runga Kutta fourth order method used
double hh - sec * .5, h6 =sec / 6;
quaternion y - *this. dym, dytyA dydx;
dydx.qO = -O.5*((ql * P) + (q2 * Q) + (q3 * R));
dydx.ql -O.5*((qO *P) + (q2 *R) - (q3 * Q)
dydx.q2 =O.5*((qO * Q) + (q3 *P) - (qI * R)
dydx.q3 =O.5*((qO * R) + (qI * ) - (q2 * P));
yt.qO = y.qO + hh * dydx.qO;
yt~qI y.qI + bli * dydx.ql;
yt.q2 = y.q2 + bb * dydx.q2;
yt.q3 = y.q3 + hh * dydx.q3;
cdyt.qO = -O.5*((yt.q1 P) + (yt.q2 * Q) + (yt.q3 * R));
dyt.ql = O.5*((yt.qO * P) + (yt.q2 *R) - (yt.q3 * 0));
dyt.q2 = O.5*((yt.qO *03)+ (yt-q3 *P) - (yt.ql * R)
dyt.q3 = O.5*((ytqO * R) + Cyt.ql Q ) - (yt.q2 * P)
yt.qO = y.qO + hh * dyt.qO;
yt.ql =y.ql + hh *dyt.ql;
yt~q2 =y.q2 +hh * dyt.q2;
yt~q3 =y.q3 + hh*dyt.q3;
dym.qO = -O.5*((yt.ql * P) + (yt~q2 *03+ (yt.q3 * R));
dym.ql = O.5*((yt~qO * P) + Cyt~q2 *R) - (yt~q3 * Q)
dym-q2 = O.S*((yt.qO *0Q) + (yt~q3 *P) - (yt.ql * R));
dym.q3 = O.5*((yt.qO *R) + (yt.ql *0) - (yt.q2 * P));
yt~qO = y-qO + sec * dym.qO;
yt.qI y.qI + sec * dym.ql;
yt~q2 - y.q2 + sec * dym.q2;
yt.q3 = y.q3 + sec * dym.q3;
dym.qO -dym.qO + dyt.qO;
dym.qI = dym.ql + dyt.ql;
dym.q2 =dym.q2 + dyt.q2;
dym.q3 -dym.q3 + dyt.q3;
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dyt.qO = -O.5*((yt.ql *P) + (yt~q2 * 0) + (yt.q3 * R));
dyt.ql = O.5*((yt.qO *P) + (yt.q2 4 R) - (yt.q3 Q* )
dyt.q2 -0.5*((yt.qo * 03 + (yt.q3 P) - (yt.ql R)
dyt.q3 - O.50((yt.qo * R) + Cyt.ql *Q) - (yt.q2 P));
qO =y.qO +h6 *(dydx.qO +dyt.qO +2.0 *dyflqO);
qI = y.ql + h6 * (dydx-ql + dyt.ql + 2.0 * dyi.q 1);
q2 - y.q2 + h6 * (dydx.q2 + dyt.q2 + 2.0 * dym.q2);
q3 = y.q3 + h6 * (dydx.q3 + dyt.q3 + 2.0 * dym.q3);
quaternion quaternion::rate-of change(vector3D ang~velocity)
quaternion rate;
rate.qO = -O.5*((ql * ang~velocity[0I) + (q2 * ang velocity~ll) +
(q3 * angvyelocity[21));
rate~qI = O.5*((qO * ang..velocity[lj) + (q2 * ang~velocityf 21) -
(q3 * angvyelocity[lJ));
rate.q2 = O.5*((qO * ang~velocity[1J) + (q3 * ang~yelocity[0J) -
(qi * ang~velocity[21));
rate.q3 = O.5*((qO * ang..velocity[2]) + (qI * ang velocitytl]) -
(q2 * ang..velocity[Ol));
return rate;
void quatermon: :update(vector3D ang_velocity, double sec)
IlRunga Kutta method used
double P = ang velocity[0J, Q = ang velocity~ll, R =ang .eoc ty -j
double hh = sec 4* .5, h6 -sec / 6;
quaternion y = *this, dym, dyt, At dydx;
dydx.qO = -0.5*((ql *P) + (q2 *Q) + (q3 * R)
dydx.ql = 0.5*((qO *P) + (q2 R) - (q3 * Q)
dydx.q2 = O.5*((qO * Q) + (q3 *P) - (ql * R)
dydx.q3 = O.5*((qO *R) + (qI* Q) - (q2 * P));
yt.qO = y.qO + 111 * dydx.qO;
yt.ql =y.qI + hli * dydx.ql;
yt.q2 = y.q2 + hh * dydx.q2;,
yt.q3 = y.q3 + hh * dydx.q3;
dyt.qO = -O.5*((yt.ql * P) + (yt.q2 Q) + (yt.q3 * R));
dyt~ql = O.5*((yt~qO * P) + (yt.q2 4R) - (yt.q3 * 0));
dyt.q2 = O.5*((ytqO *03)+ (yt.q3 *P) -(yt.ql * R));
dyt~q3 =O.5*((yt.qO *4 R) + CyLql 4Q) - (yt~q2 * P));
ytqO -y.qO +hh *dyt~qO;
yt~ql = y.ql + hh * dyt.ql;
yt~q2 = y.q2 + jib * dyt.q2;
yLq3 - y.q3 + uk * dyt.q3;
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dym.qO = -0.5((yt.ql * P) + (yt.q2 * Q) + (yt.q3 * R)
dym.ql = 0.5*((yt-qO *P) + (yt.q2 R) - (yt.q3 Q))
dym.q2 = 0.5*((yt.qo * Q) + (yt.q3 P) - (yt.ql *R));
dym.q3 = 0.5*((yt-qO * R) + (yt.ql Q) - (yt.q2 P));
ytqO = y.qO + sec *dym.qO;
yt-qI y.qI + sec *dym.ql;
yt.q2 =y.q2 + sec * dym.q2;
yt.q3 = y.q3 + sec * dym.q3;
dym.qO =dym.qO + dyt.qO;
dym.qI = dym.ql + dyt.ql;
dym.q2 = dym~q2 + dyt.q2;
dym.q3 = dym~q3 + dyt.q3;
dyt.qO = O.5*((yt.ql * P) + (yt.q2 *Q) + (yt.q3 *R));
dytqI 0.5*((yt.qO * P) + (yt.q2 * R) - (yt.q3 * Q)
dyt.q2 =0.5*((yt.qO * Q) + (yt.q3 * P) - (yt.ql * R)
dyt~q3 =O.5*((yt.qO * R) + (yt.ql *0Q) - (yt.q2 * P));
qO = y.qO + h6 * (dydx.q0 + dyt.qO + 2.0 * dym.qO);
qI = y.ql + h6 * (dydx.ql + dyt.ql + 2.0 * dyni.ql);
q2 = y.q2 + h6 * (dydx.q2 + dyt.q2 + 2.0 * dym.q2);
q3 = y.q3 + h6 * (dydx.q3 + dyt.q3 + 2.0 * dym.q3);
ostream,& operator«<(ostream&. os, quatermon& q)
os «< (double) q.qO <<" "« (double) q.ql «","« (double) q.q2 «< <, «(double) q.q3 «<
return os;
double& quaternion::operatorol(int n)























































































matrix3x3 matrix3x3::operator+(const matrix3x3& v)
matrix3x3 sum;
SUM.mfOJ m[Ol + v.m jOJ;
sum m~lii mii] + v.m[1J;
sum.m[2i m[2] + v.m[21;
sum.m[31 m[31 + v.m[3J;
sum.m[41 =m[41 + v.ml4I;
sum.m[51 m[51 + v.m[5J;
slim M[61 m[61 + v.m[61;
sum.m[71 = m[71 + v.m[7J;
sum.m[8] = m[81 + v.m[81;
return sum;
matrix3x3 matrix3x3 ::operator-(const matrix3x3& v)
matrix3x3 difference;
difference.m[OI mlO) - v.m!0j;
difference.mliJ = mIii -v.mliJ;
difference.m[21 = m121 - v.m121;
difference.m131 =m[3] - v.m[3J;
difference.m[41 = m[41 - v.ml4i;
difference.m[51 = mJ15 - v.m151;
difference.m[61 m[6] - v.m161;
difference.m171 = m[71 - v.m[71;
difference.m18J = m[81 - v.m[8];
return difference;
I/matrix multiplication
matrix3x3 matrix3x3::operator*(cons~t matrix3x3& v)
matrixx3 temp;
temnp.m[OJ = (m[Ol * v.mlOi) + (m~l] * v.m[3J) + (m[12 * v.m[6J);
temp.m[lJ = (miOl * v.m~ll) + (m~l]* v.ml4I) + (m[21 * v.m[7J);
temp.ml2J = (m[Ol v.m[2J) + (m~l] v.m[51) + (m[2] * v.m[8i);
temp.m[1J = (m[31 *v.mlOJ) + (m[41 v.m[3J) + (m[5] * v.m[6J);
temp.m[4J - (m[3] v.m~lJ) + (m[41 v.m[41) + (m[51 * v.m[71);
temp.m[51 = (m[3] v.ml2l) + (m[41 v.m[5J) + (m[51 * v.m[I8D;
temp.m[61 = (m[6J v.m[0J) + (m[71 v.m[31) + (m[g] * v.m[61);
temp.m[71 = (m[6] v.m~lJ) + (m[7] v.m[41) + (m[81 * v.m[7J);
temp.mlSJ - (m[61 v.m[21) + (m[71 v.m[5l) + (mlg] v.mlg]);
return temp;
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I/matrix multiplication with a vector
vwcor3D matrix3x3::opcrator*(vector3D& v)
vector3D temp - v;
tempiO] = (miOl * viO]) + (mill viii) + (m121 * v[21);
tempil11 = (m[31 * viol) + (m[4] * viI I) + (m[51 * v2)





product.miOI - m[J1 n;
product.m[l I = mil I* n;
product.mi2J = ml 21 n;
product.m[3l - m[31 n;
product.m141 = m[41 n;
product.miSJ = mJ5l n;
product.m161 = m161 *n;
product.mi7I - m[7] n;
product.m[81 = m[8] n;
return product;
ostream& operator«<(ostream& os, matrix3x3& v)
os «< (double) v.m[O] «", "«(double) v.mil 1) «<<<(double) v.m[2l << "\n"
«<(double) v.mi3l «, <<«(double) v.mi4I «", "«(double) v.m[5l <<"\n"


























I/generates DCM for rotation about the z axis
void matrix3x3::DCM-z-rotation(double angle)
mi0l = cos(angle);








I/generates DCM for transformation from body to world coordinates
void matrix3x3::DCM bodiy to world(quaternion orientation)
miOl = ((orientationlOl 0 orientationiOl) + (orientationhll
orientationi II) - (orientation[21 * orientation[2J) -
(orientationi31 * orientation[3]));
mill = 2.0 * ((orientation[IlI * orientation[2l) - (orientationlOl*
orientation[31));
m121 = 2.0 * ((orientationiOl * orientationi21) + (orientation[l 1*
orientationi3J));
m13] = 2.0 * ((orientation[ 11 * orientation[2]) + (orientation[Ol*
orientationi3J));
m[41 = ((orientationlOl * orientation[0J) - (orientation[ I]
orientationull) + (orientationf21 * orientation[2]) -
(otientationi3J orientationf3 1));
m[51 = 2.0 * ((oricntationf21 orientationi 3J) - (orientationiol
orientation[lI]));
m[6) = 2.0 * ((orientation[I]l * orientationi3l) - (orientationfo]*
orientation[21));
m[71 = 2.0 * ((orientation[2j * orientation[31) + (orientationfO]
orientationill));
m[8] = ((orientation[0J * orientationiOl) - (orientation[ 11
orientationhll) - (orientation[21 * orientation[2]) +
(orientation[31* orientation[3 1));
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I/gencrates DCM for transformation. from world to body coordinates
void matrix3x3: :DCM..world~tobody(quaternion orientation)
mOJ0 - ((orientationfOl orientatiouf 0]) + (orientation[ Ii I
orientationill) - (orientation[2l * orientation[21) -
(orientation[3l orientation(3 1))
mf3j = 2.0 * ((orientation[ I I * --eientation[2J) - (orientation(Ol
orientation[31));,
m16) = 2.0 * ((orientation[0J orientation[21) + (orientation[ I1 I
orientationl31));
mil] = 2.0 * ((orientation[i 1] orientation[21) + (orientation[Ol*
orientationl3]));
m(41 = ((orientationLOl * orientationl~l) - (orientationhll
orientationi) + (orientationl21 * orientationi2l) -
(orientationi3l orientation[31));
m[71 = 2.0 * ((orientationi2l orientation[3J) - (orientationfO)
orientationi I]));
m121 = 2.0 * ((orientation[ I] * orientationj3j) - (orientation[Ol*
orientation[2j));
mJ5l = 2.0 * ((orientation[2l * orientation[31) + (orientationiOl
orientation[1 11));
m181 = ((orientationfO] * orientation[0J) - (orientation[ I]
orientationhll) - (orientation[2j orientation[2J) +
(orientation[3j * orientation[3]));,
void matrix3x3 ::transposcO












qfJ0= 0.5 sqrt(l + m[0J + m14] + m[81);
qjlJ 0.5 sqrt(l + infO] - m414 - m[8J);
q[21 =0.5 sqrt(l - infO] + m141 - m[Is);






























double delta, real-time-ratio 1.0;,
void set deltaO
HI HZ is the system clock rate in hertz
delta = ((double) (times(&timebuffer) - old time)/HZ) real-time-ratio;
old -time = times(&tiinebuffer)-,















oelda Iik = (long) (delta * HZ);





















//make viewing window active
void main windowO;




//control window for euler program
void euler controls(int. int, int, int, int, int, intquaternion, double);
//control window for gyro program
void gyrocontrols(int, int, int, int, vector3D, int, int, int, double, double, double, double);
//statisic display for gyro program
void statrcontrols(double, double, double, double, double, double, double, double, vector3D*);
//control window for frame program
void frame controls(int, int, vector3D, vector3D, vector3D, int);
//slandard finction for viewing a scene
void viewO;
//used to view the scene for a point of view fixed to a rigid body
void view(quaternion, vector3D, int);
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//attaches the eye to a rigid body
void attach-eye-to(vector3D*, int*);
i/attaches the tatget to a rigid body
void attach.arget.o(vector3D*);
i/attaches the eye to a rigid body
void set eye_to(double, double, double);
//attaches the target to a rigid body
void settargetto(double, double, double);
Ilrotates the view in tenths of degrees
void rotate view(int);
I/displays the body axes of a rigidbody
void view axisO;





/lair resistance check - returns non zero value when air resistance is turned on
int air resistance statusO;
void set air resistance onO;
void set air resistance offO;
void toggle airjresistanceO;
// c routines the must be accessed
extern "C"f
extern OBJECT* readobject(charO);
extern void ready object.fordisplay( OBJECT*);







#define NEARDEPTH 0x000000/* the near and far planes used for Zbuffering*/
#define FARDEPTH 0x7ftff
OBJECT *lightobj, *axis;
I/eye and target are the global variables that control the view point
Iland reference point of the scene respectively
vector3D *eye = new vector3D(10.0, 10.0, 10.0), *target = new vector3D;
int *eye.display_field = NULL;
int gravityflag = 0, air resistance fiag =0;
int twist = 0;
long main-win, controlwin;
Matrix tn = ( 1.0, 0.0, 0.0, 0.0,
0.0, 1.0, 0.0, 0.0,
0.0, 0.0, 1.0, 0.0,




















opnai reistncew flag th 1;ora
* set upthe prefentorremdasectrto*
prcofsigue( theMIRS (means2MuseCteaoeNcmmndsetigs
/* openueido o the program devic
maein win -Winpn(Min
1* putu the IRIS into dul ufe oe*
1* putn the iurisinorg mo den
gcuonflo;
1* selet he ept fo shaudieng 1
shdemcel(GODRAUD);
/* queueo the nepoecub tton mari/md
mmdevicEMENWITNG);
MM seec gouflradsding 1
lightobj - reoo object~wthe Lightoftr);
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axis = readobject("frame.oft');
ready object for display(lightolbj);
ready obiject for dsplay(axis);





























/* set up the preferred aspect ratio ~
prefposition(0,XMA)(,-'CMEN * 0.8,YMAXSCREEN *0.87, YMAXSCREEN);,
/* open a window fof the p'rogram *
control-win = winopeik"controlm);
wintitle("System Control Window");
























void euler-controls(int angI, int ang2, int ang3, int axisl, int axis2, int axis3, int q, quaternion
orientation, double theta){
//angl, ang2, ang3 are the amounts of the rotations
//axisl, axis2, axis3 are the about which the shuttle is rotated
//q is the flag for placing an X in the quaternion equivilant box
//orientation is the quaternion from the shuttle
//theta is the value for the rotation using a single quaternion rotation
winset(control win);
/I/up and down arrows










ortho2(0.0, 769.0, 0.0, 100.0);
RGBcolor(255,255,255);
dearO;















//draw boxes for first rotation angle and axis
rectf(150.0, 50.0, 200.0, 60.0);
rectf(170.0, 35.0, 180.0, 45.0);














//draw boxes for second rotation angle and axis
rectf(250.0, 50.0, 300.0, 60.0);
rectf(270.0, 35.0, 280.0, 45.0);















//draw boxes for third rotation angle and axis
rectf(350.0, 50.0, 400.0, 60.0);
1etwd(370.0, 35.0, 380.0, 45.0);
RGBcolor(200,200,200);
11amc for up and down arrows
rectf(140.0, 50.0, 150.0, 60.0);
rectf(200.0, 50.0, 210.0, 60.0);
rectf(240.0, 50.0, 250.0, 60.0);
rectf(300.0, 50.0, 310.0, 60.0),
rectf(340.0, 50.0, 350.0, 60.0);
rectf(400.0, 50.0, 410.0, 60.0);
I/reset and go buttons
rect(550.0, 25.0, 600.0, 75.0);
rect1(625.0, 25.0, 675.0, 75.0);
RGBcolor(0,0,0);
II Draw up and down arrows
poIfl(3,pt);
po=i(3,pt2);
ptjO110OJ =ptIO1[OI + 100.0;
ptIllI0) =pt[1J10] + 100.0;
pt[21 10] - pt[2110] + 100.0;
pt2[0J 10] - pt210][01 + 100.0;
pt2[11101 = pt2flJ[0J + 100.0;
pt2[2][01 = pt2[21 101 + 100.0;
polf2(3,pt);
polf2(3,pt2);
ptIOflOJ = ptIO110l + 100.0;
P111101l = p4[11101 + 100.0;
pt[2 ][0] = pt[2110] + 100.0;
pt2 1OI[OI = pt2(01[0I + 100.0;
pt2111101 = pt2[1J10J + 100.0;























































I/angles and axis output
RGBcolor(255,255,0);
cmov2(160, 5 1);
sprintf(s, "%.6Of', (double) ang 1);
charstr(s);
cmov2(260, 5 1);
spnintf(s, "%.Of', (double) ang2);
charstr(s);
cmov2(360, 5 1);




sprint(s, *%fW, (double) axis 1),
chastr(s);
cmov2(272, 36);
sprintf(s, %K.Of, (double) axis2);
Charstr(s);
cmov2(372, 36);
spnntf(s, *%.Of", (double) axis);
chastr(s),
swpbufferso;
void frame-controis(int vievel, nt fievel, vector3D mag, vector3D pos, vector3D av, int vaxis)
//vevel - viewing level, flevel - assignment level, mag - linear velocity, pos - position
Hay angular velocity, vaxis - viewing axis











ortho2(0.0, 769.0, 0.0, 100.0);
RGBeolor(255,255,255);
ClearO;
//Go & Reset Buttons
RGBcolor(200,200,200);
rectt(550.0, 25.0,600.0, 75.0);



































































II Select ftrame assignment level
R.GBcolor(0,0,2S5);




















































rectf(200.0, 20.0, 230.0, 50.0);
RGBcolor(200,200,200);
rectf(190.0, 20.0, 200.0, 50.0);
rectf(230.0, 20.0, 240.0, 50.0);




pt[O I III = p0troI IJ - 10.0;
ptIll[11 = ptji][li - 10.0;
pt[2]11 = pt[21[11 - 10.0;
pt2[OJ [ 1 = pt21j [ 11 - 10.0;
pt2[)11 -1 pt2[l][11 - 10.0;
pt212][l] = pt2 21[lJ - 10. 0;
polf2(3,pt);
polf2(3,pt2);
PtIOJI1 = PtI0l1Il - 10.0;
p[1(1111 _Pt111111. 10.0;
pt[2][11- pt[21[11] - 10.0;
pt2[01111 = pt2t01lll - 10.0;
pt2[11 -1 pt2[1111] - 10.0;





sprintf(s. o I"%.1' mag[O]);
charstr(s);
cmov2(202, 3 1);







rectf(265.0, 20.0, 295.0, 50.0);
RGBoolor(200,200,200);
rectt(255.0, 20.0, 265.0, 50.0);
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rectt(295.0, 20.0, 305.0. 50.0);
II Draw up anid down arrows
RGBcolor(0,0,0);
ptJ[0][1 pt[OJ[01 + 65.0;
pt( 11(01 - ptt(11101 + 65.0;
pt[21 [01 = ptI21[01 + 65.0;
pt2[OIIO] = pt2f 01 [0 + 65.0;
pt2f 1110O) - pt2jlJ JO) + 65.0;
pt2121101 = pt2121101 + 65.0;
polf2(3,pt);
polf2(3,pt2);
pzfOjfIJ = pttOJfII + 10.0;
ptllllhl = pt~ll[1J + 10.0;
pt[2)1 I] = pt[21 i I1 + 10.0;
pt21f71f 11 = pt2jO~jj 1 + 10.0;
pt2fl][11 = pt2JlJllj + 10.0;
pt212]11 = pt2J2J1(l] + 10.0;
polf2(3,pt);
polf2N3,pt2);
pt(01111 = pttO](ll + 10.0;
Pt(IJ1J1 = pt~lJ[ll + 10.0;
ptf211 11 = ptf2Jjl11 + 10.0;
pt2[01Il) = pt2[0J1J + 10.0;
pt2il)[11 =pt2[l)1[1 + 10.0,














rectf(330.0, 20.0, 360.0, 50.0);
RGBcolor(200.200,200);
rectf(320.0, 20.0, 330.0, 50.0);
rectf(360.0, 20.0, 370.0, 50.0);
#I Draw up and down arrows
RGBcolor(0,0,0);
pt[O]OI -1 ipt[O]Oj + 65.0;
pt111101 pt[l)[O) + 65.0;
pt[21[0 ] - pt[2 ][01 + 65.0;
pt2IO)IO) = pt21OJIOI + 65.0;
pt2 [I1I01 - pt2 [11il0) + 65.0;




pt[oflhJ - pt[O1lihI. 10.0;
pt41I1lI - ptillihI . 10.0;
pt[21 [11- pt1211 11 -10.0;
pt2jOflj 1)- p21011 11 - 10.0;
pt2IlJlll -pt211[1Ij - 10.0;




ptf 11111 - p(t21111 . 10.0;
pt[21O111 -pt[21111h -10.0;,
p2llIpt211111=pt[]11 - 10.0;











































































































void gyro controls(int x, int y, int z, int object, vector3D size, int tl, int t2, int t3, double duration,
double mag, double elapsed, double total){
//x, y, z are assigned angular velocities, object is the body type,
//t1, t2, 03 are the applied moments











ortho2(0.0, 769.0, 0.0, 100.0);
RGBcolor(255,255,255);
clearO;
//Go & Reset Buttons
RGBcolor(200,200,200);
rectf(475.0, 25.0, 525.0, 75.0);
rect(550.0, 25.0, 605.0, 75.0);
rectf(625.0, 25.0, 675.0, 75.0);



















rectf(150.0, 40.0, 180.0, 70.0);
RGBoolor(200,200,200);
rectt(140.0, 40.0, 150.0, 70.0);
rectf(18O.0, 40.0, 190.0,170.0);




ptIOl1ll - ptlOJ1lJ + 10.0;
pt~lI[l = pt[IIlI + 10.0;
pt[21i 11 = pt[21(ll + 10.0;
pt2lOilhJ - pt2l0l11J + 10.0;
pt2[111111 = pt211)1[ + 10.0;
p121211 11 - pt21211 11 + 10.0;
polfl(3,pt);
po]12(3,pt2);
ptIO)11 I ptIOIllI + 10.0;
ptI2IllI = pt(IlIll + 10.0;
pt[21[111 = pt[2(011J + 10.0;
pt2([111- pt2ZO]l 11 + 10.0;





Spfiftf(s, N%.Of', (double) x);
charsir(s);
cmov2(155, 5 1);
sprintf(s, '%.Of". (double) y);
charstr(s);
cmav2(155, 41);




rectf(220.0, 40.0. 250.0, 70.0),
RGBoolor(200,200,200);,
rectf(2I0.0, 40.0, 220.0, 70.0);
tectf(250.O, 40.0, 260.0, 70.0);
fl Draw up and down arrows
RGBcolor(O.O,0);
pt[OlIOl = pt40110] + 70.0;
ptl]ll0) = pt411(0] + 70.0;
p1(21101 - pt42]10] + 70.0;
pt.2[O1[1 - pt2[0lI0l + 70.0;
pt2fl][0] pt211110] + 70.0;
pt2[2][10 = pt2[2110] + 70.0;
polI2(3,pt);
polf2(3,pt2);
p~l I IlI = p~l I jIlI - 10.0;
pt21111 pt[21[11 - 10.0;
pt2[0111J = pt2lOJ[IJ - 10.0;
pt2[lJ[1ll pt2[lJ[lI - 10.0;
pt2[2]11= pt2[2][11 - 10.0,
polI2(3,pt);
polI2(3,pt2);
ptjOJ[1I] = p1101111] - 10.0;
ptIlIlJI = p1111111 - 10.0;
pt[211lJ = p1121[11 - 10.0;
pt2[0]111 = pt2[011l] -10.0;
pt2[111 11 = pt2111111 - 10.0;





sprintf(s, "%.Of, (double) ti);
charstr(s);
cmov2(225, 5 1);
sprintl(s, *O%.Of', (double) t2);
charstr(s);
cmnov2(225, 4 1);
sprintf(s, %O/.Of', (double) t3);
charstr(s);
// Duration & Magnitude
RGBoolor(0,0,255);
rectf(290.0, 60.0, 330.0, 70.0);
rectt(290.0, 40.0, 330.0, 50.0);
RGBcolor(200,200,200);
rectt(280.0, 60.0,290.0,70.0);
rectt(330.0, 60.0, 340.0, 70.0);
rcctf(280.0, 40.0, 290.0, 50.0);
rectt(330.0, 40.0, 340.0, 50.0);
// Draw up and down arrows
RGBcolor(0,0,0);
p1[0I[0l p1101101 + 70.0;
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pt~ll101 - pt~lflOJ + 70.0;
ptI2 1[OI - pt[2)[01 + 70.0;.
pt2101101 - pt2101101 + 80.0;
pt2[IJIOJ - pt2jlfl0) + 80.0;
pt2121101 - pt2121101 + 80.0;,
polf2(3,pt);.
polT2(3,pt2);
pt[Ol[ll - pt[01111 + 20.0,
pt~ll]ll - pt411111 + 20.0;
pt4211 11 - pt[21111 + 20.0;,
pt2[01[11 = pt2(01111 + 20.0;
pt2t11111 - pt2[11111 + 20.0;














































II Select between the 3 base objects
RGBcolor(0,0,255);




































ractf(90.0, 40.0, 120.0. 70.0);
RGBcolor(200,200,200);,
rectf(80.0, 40.0, 90.0, 70.0);
rectf(120.0, 40.0, 130.0, 70.0);
// Draw up and down arrows
RGBcolor(0,0,0);.
Pt[0lI0l = pt10110) - 200.0.
ptl 11101 = pt[ 11101 - 200.0;
pt[2110O pt[2 1IOJ - 200.0,
pt2fO11OJ - pt.21011O1 - 2 10.0;
ptZl[j-p2111101=p1[jO - 210.0;
pt212][01 = pt2 [2][O] - 210.0;
polt2(3,pt);
polt2(3,pt2);
PiONlill ptIOJflJ - 10.0;
ptillill =ptil.1 - 10.0;
pt121(11 =pt(2fl11 - 10.0;
pt2[O~fll= pt2101[1] - 10.0;
pt2111111 = pt.2111111 - 10.0;
pt2[2][11 = pt212][11 - 10.0,
polf2(3,pt);
polf2(3.pt.2);
pNO01111 pt[01[ 1) - 10.0;
PORI111 = ptlilillI . 10.0;
pt1211 1) - pt[211 11 - 10.0;
pt2[0llhl = pt2[01111 - 10.0;
pt211)[1) = pt2ll][11 - 10.0;






























































rect(-3.2, -4.1, 3.25, -1.8);
RG~color(100, 100, 100);









for(i0;i<300;i++) //draw x graph
RGBcolor(255,0,0);
if((OId...V~iJM0Jj < 10.0 && (old-av~iijMOI > -10.0)
elerectf(-2.75 + 0.02 *i,-2.99 +. .1 (old-aviil)I01,-2.73 + 0.02 *i,-3.01 + .1I (old,_avjil)I01);
if((Old.av~i~flOj < 0.0)
rectf(-2.75 + 0.02 * i,-3.99,-2.73 + 0.02 * i,-4.01);
else
rectt(-2.75 + 0.02 *i,-I1.99,-2.73 + 0.02 * i-. )
RGBcolor(0,0,255); lldraw y graph
if((old,_avjif~lhl < 10.0 && (old aviiI)I1) > -10.0)
rectf-2.75 + 0.02 *i,-2.99 + .I * (old avlil)Ijl,-2.73 + 0.02 *i,-3.01 + .1I (old av~ij)(11),
else
if((old..avIiDilJ < 0.0)
rectf(-2.75 + 0.02 0 i,-3.99,-2.73 + 0.02 * i,-4.0 1);
else
rectt(-2.75 + 0.02 * i,-1.99,-2.73 + 0.02 * i,-2.01);
RGBcolor(0,O,0);, //draw z graph
if((oldavjiI)[2] < 10.0 && (old avlil)[21 > -10.0)
rectf(-2.75 + 0.02 * i,-2.99 + .I * (old avti])12],..2.73 + 0.02 *i,-3.01 + .1 *(old,_avlil)121);
else
if((old...avlil)[2j < 0.0)
rectf(-2.75 + 0.02 *i,-3.99,-2.73 + 0.02 * i,-4.0 1);
else
rectf(-2.75 + 0.02 * i,-1.99,-2.73 + 0.02 * i,-2.01);




eye dsplay field = i
cye display field = 0;
twist = 0;




void set eyeto(dlouble x, double y, double z)
if (eye display~field I= NULL)
%eyedýisplay field =1;
eyeý_display fieldl = NULL;
eye - new vector3D(x, y, z);
twist = 0;
void set target to(double x. double y. double z)











void view(qluaternion q, vector3D new _eye, int view-axis)
Matrix rt ={1.0, 0.0, 0.0, 0.0,
0.0, 1.0, 0.0, 0.0,
0.0, 0.0, 1.0, 0.0,































rotation = rotation * axis;
new~eye = newyýeye * -1;
HI load rotation elements
rtIOJ 101 = rotation[O];
rt~l][OJ= rotation[31;
rt[21 [01 = rotation[6];
rt313[01 - 0.0;




rt[01 121 = rotation[21;
rt~lll2J - rotationt5l;
rt[21121 - rotationlji;
ff131 121 = 0.0;
ff131[10 = 0;
ff13I111) = 0;
ff131 121 = 0;
rt131131 - 1.0;
multmatrix(rt); HI rotate view











ff131101 = new ecyc[01;
ff13]111 new _eye~l];
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rt[31[21 = new eye[21;
rt[31131 = 1.0;
































/* this routine performis all the menu construction calls *
long topmenu;
topmenu =defpup("Dynaxnics Visuali7er %/t I Exit O/ox99");,
return(topmenu);
void initialize mnenuo
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