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Abstrakt 
Tato bakalářská práce se zabývá simulací mechaniky tuhých těles akcelerované pomocí GPU. Obsahem 
práce je rozbor fyzikálních dějů při kolizích a pohybech tuhých těles a uvedení jejich matematického 
modelu. Práce navrhuje samostatné algoritmy shrnující obecné principy pro jednotlivé případy a následně 
obecný paralelní algoritmus pro vyhodnocení kolizí. Součástí práce je i testovací aplikace demonstrující 
praktickou implementaci navrhovaných algoritmů. 
 
 
 
Abstract 
This bachelor’s thesis focuses on rigid body dynamics simulation accelerated via GPU. Main subject of 
this thesis is analysis of physical processes during collisions and presentation of their mathematical 
models. It includes individual algorithms that present general principles of individual collision variants. 
Subsequetly it suggests also general parallel algorithm for collision handling. Part of the paper is test 
application that shows implementation of suggested algorithm. 
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1 Úvod 
Od počátku rozšíření dedikovaných grafických karet jako standardních součástí osobních počítačů na 
konci minulého století roste výkon těchto zařízení v porovnání s jakýmikoli dalšími prvky počítačů 
závratnou rychlostí. Původně úzce specializovaný hardware následně na základě požadavků vývoje 
počítačové grafiky začal své možnosti zobecňovat. Začátkem tohoto trendu bylo uvedení fragment a 
vertex shaderů pro účely programování vlastních grafických efektů, jejichž výpočet může probíhat 
akcelerovaně přímo na výpočetních jednotkách grafické karty. 
Tento krok umožnil změnu náhledu na grafickou kartu jako na univerzální, vysoce paralelní výpočetní 
jednotku, jejíž výkon je možné využít pro obecné programy s využitím daleko přesahujícím oblast 
počítačové grafiky. V roce 2006 pak jako první překonala omezení shaderů a přišla se zcela univerzálním 
rozhraním pro programování grafických karet platformě specifická architektura CUDA, následovaná o 
dva roky později univerzálním standardem pro paralelní programování OpenCL. To zajistilo možnost 
masového rozšíření univerzálních programů akcelerovaných grafickou kartou, známou jako GPGPU [1]. 
V dnešní době dosahuje teoretický výpočetní výkon a paměťová propustnost grafických akcelerátorů 
hodnot přibližně o řád vyšších, než výkon procesoru, a lze očekávat, že tento rozdíl v budoucnu bude 
nadále narůstat [2]. Mnoho současných aplikací už využívá GPGPU k převodu videa, zpracování 
statických obrázků, lámání šifer a dalším úlohám, přesto se však jedná pouze o střípek z možného využití 
tohoto potenciálu.  
Neméně významný je příchod GPGPU pro oblast superpočítačů a vysoce náročných výpočtů, pro 
kterou se obrovský výpočetní výkon přímo nabízí a v posledních letech se začíná také prosazovat. 
Dobrou ilustrací této změny může být dobrovolný výpočetní grid projektu folding@home, který jen 
zapojenými grafickými čipy dosahuje většího teoretického výkonu než druhý nejvýkonnější superpočítač 
na světě [3]. 
Přicházející post-pc éra [4] může změnit roli osobního počítače jako nástroje i skupinu uživatelů, kteří 
ho budou používat. Možná ale právě proto je pravděpodobné, že jejich požadavky i očekávání budou 
větší, a že pokročilé, vysoce výpočetně náročné operace realizované pomocí grafických akcelerátorů 
budou tím hlavním smyslem, který budou budoucí osobní počítače nabízet. Bezesporu nastává období 
paralelního počítání, což mi bylo motivací, abych téma týkající se GPGPU zvolil i pro tuto práci. 
1.1 Téma a struktura 
Jak už naznačil úvod, tématem této práce jsou akcelerované obecné výpočty v paralelním prostředí v 
podobě grafického procesoru. Tato oblast prakticky tak široká, jako pojem „obecné výpočty“ sám. Mým 
záměrem bylo nezabývat se některým z čistě grafických témat, jakými je například raytracing nebo 
výpočet radiozity, ale spíše použít téma ukazující možnosti využití grafické karty k obecnějším výpočtům. 
Vhodným tématem, které v sobě shrnuje kombinované využití grafické karty jak k výpočtům tak 
zobrazování, se ukázala být fyzikální simulace na GPU. 
Jak ze zadání vyplývá, jde o simulaci mechaniky tuhých těles, tj. obecně o simulaci vhodnou pro velké 
množství těles, u kterých v reálných podmínkách dochází k minimální míře deformace nebo změny 
vnitřního stavu. Zvolil jsem simulaci homogenní soustavy koulí, dále částic, protože takovéto téma nabízí 
v mnoha aspektech různé přístupy k řešení, nabízí dynamické chování objektů ve výsledné simulaci a v 
neposlední řadě umožňuje další použití a rozšíření pro simulaci chování kapalin. 
Práci jsem rozdělil krom tohoto úvodu do pěti hlavních bloků odpovídajících významným skupinám 
témat, které se v ní vyskytují. Druhým blokem je obecný rozbor situace, který přihlíží i k příbuzným 
možnostem simulace a jejich porovnání s přístupem zvoleným. Obsahuje nástin matematických a 
fyzikálních modelů, které budou v dalších kapitolách použity, hodnotí možnosti a na základě toho určuje 
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cíle práce. Vyústěním této části je pak definice základního rámce simulace a souvisejících pojmů, s 
kterými se pracuje dále. 
Třetí kapitola se zabývá konkrétními příklady jevů z oblasti mechaniky tuhých těles. Zabývá se 
kolizemi, jejich matematickým vyjádřením, zpracováním pohybů částic a nakládání s jejich vnitřní energií. 
Každá situace je zde popisována separátně a jednotlivé podkapitoly se zabývají detailním rozborem a 
návrhem řešení situací. V klíčových bodech jsou zde navrženy i implementační detaily ukazovaných 
postupů. 
Čtvrtá kapitola zpracovává východiska kapitoly druhé a sjednocuje je do jediného celku, navrhuje na 
základě něj samotný algoritmus spojité simulace. Tato kapitola se také významně odvolává a rozšiřuje 
postupy z kapitol předchozích na základě nových situací, které sjednocení samostatných dříve 
samostatných bloků přináší. V závěru rozebírá zvláštní situace, které mohou v simulaci nastat a hodnotí, 
jakým způsobem případně za jakých podmínek je algoritmus zpracuje. 
Kapitola pátá se plně věnuje implementaci zbytku demonstračního programu. Doplňuje informace o 
OpenCL části programu, které doposud nebyly uvedeny a především se zabývá sdílenými částmi 
programu a programem hostitele, způsobem vykreslování a práce se skupinou částic. 
Závěrečná kapitola hodnotí dosažené výsledky, zabývá se vlastnostmi a vstupními podmínkami 
simulace. Porovnává také výsledky se stanovenými cíli a shrnuje možnosti dalšího použití nebo rozšíření 
jak jednotlivých algoritmů, tak programu jako celku. 
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2 Simulace tuhých těles 
Pakliže mluvíme o simulaci mechaniky tuhých těles, jde o jevy spojitého charakteru a stejně jako u většiny 
fyzikálních simulací tudíž o simulaci spojitou. Smyslem takové simulace jsou všechny jevy spadající pod 
pojem mechanika, tedy nápodoba pohybů, srážek a odrazů takových těles. Jak již bylo řečeno, zvolenou 
variantou těles jsou homogenní kulaté částice. 
Jak vyplývá z principu počítačového zpracování spojitých simulací, výsledky simulace budou vždy do 
určité míry nepřesné (nad rámec nepřesnosti způsobené samotným použitím modelu) a proto je u všech 
vlastností nutné zohledňovat délku simulačního kroku a vzájemné poměry veličin, které do simulace 
vstupují. Správné rozmezí těchto proměnných bude, přede všemi dále zmiňovanými algoritmy, 
podmínkou nutnou (nikoli postačující) pro smysluplné výsledky simulace. 
Použitým příkladem simulovaného systému bude krychle (přesně řečeno kvádr, který vznikne z 
krychle odstraněním vrchní stěny a protažením vzhůru) a soustava proměnlivého množství částic, které 
se v této krychli budou nacházet, pohybovat se a narážet do stěn krychle a mezi sebou. 
2.1 Simulace kapalin 
Jak je zmíněno již v úvodu, soustava kolidujících částic je jedním ze dvou základních modelů simulace 
kapalin. Tento fakt je vhodné zohlednit v algoritmech simulace a tam, kde se na jeho základě nabízejí 
různá řešení tato řešení diskutovat a případně uvést alternativy. 
 
 
Obrázek 1 
 
Zmiňovanými dvěma modely pro simulaci kapalin jsou zde použitý částicový přístup a přístup 
používající prostorové mřížky (viz obrázek 1). Modely s prostorovou mřížkou jsou založeny na jemném 
dělení prostu a výpočtech proudění mezi jednotlivými buňkami. Výhodou modelu prostorové mřížky je 
dosahování velmi kvalitních, realistických výsledků, od základní simulace proudění, přes velmi vazké 
kapaliny až po realistické zobrazení pružně se chovajících objektů. Nevýhodou je naopak nesnadnost 
zachování celkového objemu kapaliny a ne zcela věrohodné chování v případech, kdy dochází k velmi 
rychlému proudění příliš přesahující rozsahem velikost mřížky [5]. 
Hlavní nevýhodou částicového přístupu je zejména obtížná tvorba rovného povrchu, jak ostatně 
naznačuje už obrázek 1, a obtížně zajištění nestlačitelnosti, které je v obrázku v podobě prázdných 
prostorů opět viditelné. Jednoznačnou výhodou je naopak zachování informací o objemu po celou dobu 
simulace a přirozené navracení tohoto parametru do původních hodnot. Již v tomto okamžiku je nutné 
uvést, že pokud se držíme primárně univerzálních principů mechaniky tuhých těles a teprve druhotně 
simulace kapalin (což je případ této práce), výše uvedeným nedostatkům je jen obtížně možné se 
vyhnout.  
V situacích, kdy by dané nedokonalosti simulačního modelu příliš vadily v požadovaném praktickém 
nasazení algoritmu, bylo by na místě ho nejspíše zcela opustit a zvolit buď simulaci pomocí mřížky, nebo 
variantu od klasické mechaniky tuhých těles výrazně se odklánějící, jak navrhuje například [5]. 
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2.2 Fyzikální model 
Vstupní podmínkou pro návrh simulace je určení základních fyzikálních zákonů, ze kterých bude 
simulace vycházet. Na základě nich je pak možné navrhnout matematické modely a jejich přesná řešení 
nebo aproximace realizovat v algoritmech, které simulaci zajistí. 
V tomto případě jde o dobře známý fyzikální model vycházející z klasické mechaniky. Konkrétně jde 
o několik principů, které celou simulaci zajišťují, a kterými jsou pohybová rovnice pro pohyb, rovnice 
pružné a nepružné srážky pro kolize částic nebo částic a stěn a závěrem rovnice definující tření (jak 
smykové tření, tak valivý odpor). 
Řešení rovnic pro pohyb je přesné a nevyžaduje žádné další upřesnění nad rámec pohybu částic o 
jejich vektor rychlosti v daných simulačních krocích. Změna rychlostí částic probíhá jen na základě kolizí 
vždy skokově a v průběhu simulačního kroku je zrychlení nulové, proto je v případě že, zrovna 
neprobíhá kolize, řešením posun částic odpovídající jejich rychlosti. Specifickým případem je odpor 
prostředí a gravitační zrychlení. U nich není dokonale přesné řešení nutné, a stačí jejich vliv řešit Eulerovy 
metodou, tedy změnám rychlosti vždy na začátku simulačního kroku. 
Řešení kolizí počítá s celým rozsahem pružnosti srážky od dokonale pružné po dokonale nepružnou. 
Sdílenou podmínkou pro všechny situace je zachování hybnosti soustavy během kolize. K řešení kolizí 
dochází v okamžiku, kdy se dvě částice dotknou. To typicky znamená mimo celý násobek simulačního 
kroku. Počítá se s tím, že srážka se řeší právě v tomto okamžiku (z hlediska modelového času) a zbývající 
čas do konce simulačního kroku se neuvažuje. 
Rovnice pro tření jsou v dané situaci zanedbány, jevy související s těmito rovnicemi jsou však 
rozebrány v odpovídajících kapitolách. To platí i pro matematickou podobu a aplikaci rovnic výše 
uvedených. 
2.3 Cíle a implementace 
Obecným záměrem práce definovaným sjednocením zadání s výše uvedeným bude implementovat 
pomocí technologie OpenCL a jazyka C++ algoritmus spojité simulace, jehož výstupem bude grafická, 
případně i textová reprezentace soustavy částic pohybující se v simulačním prostoru ve tvaru kvádru a 
chovající se podle výše uvedených fyzikálních pravidel. Problém detekce a zpracování kolizí částic je jak z 
pohledu paralelizace (zde OpenCL, ale platí to obecně), tak z pohledu fyzikální simulace, vhodným 
kandidátem. Z tohoto celkového záměru jsem stanovil cíle následujícím způsobem: 
Primárním cílem je formulovat a implementovat fyzikální model chování částic a implementaci 
provést tak, aby efektivně využila paralelismu, ale také zůstala přímočará a pochopitelná. 
Sekundárním cílem je vytvoření grafického výstupu, jeho efektivita a návrh optimalizací grafického 
výstupu v součinnosti s OpenCL. 
Terciárním cílem je optimalizace algoritmu a zužitkování specifických vlastností OpenCL jako 
takového. 
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3 Základní zpracování kolizí 
Tato kapitola se zabývá jednotlivými možnostmi nastávajících kolizí a algoritmy, které tyto druhy kolizí 
řeší. Typy kolizí jsou zde uvedeny a navrženy pro jednotlivé kolize nezávisle, pouze s ohledem na 
paralelismus v rámci jednotlivých kroků samotných. 
V této kapitole jsou detailně rozebrány principy vyhodnocení kolizí zajišťující, tak aby jejich fungování 
bylo zcela objasněno a bylo na něj následně možné odkazovat v kapitolách následujících. 
3.1 Evidence kolizí 
Každá z částic může v daném kroku simulace prodělat některou ze základních dvou typů kolizí. Jde o 
kolizi s částicí a kolizi se stěnou. Zatímco ale v případě kolize částice s částicí je situace řešitelná obecně 
vždy stejně, v případě kolize částice se stěnou je řešení více specifické. Je tomu tak zejména z důvodu 
působení gravitace v určitém směru a také kvůli možnosti vícenásobných kolizí a plynulému pohybu 
částice podél stěn v případě nulové rychlosti kolmé na danou stěnu. 
Důležitou vlastností simulace je právě možnost provádění vícenásobných kolizí v jednom simulačním 
kroku (konkrétně jde hlavně o kolize s částicí i stěnou zároveň nebo kolizi s více stěnami, zejména v 
případech, kdy se částice už pohybuje podél jedné stěny). 
Informace o kolizích nese vektor kolizí. Jeho dolních 6 bitů nese informaci o kolizích se stěnami (v 
každém rozměru pro horní a dolní limit, při čemž horní limit v ose y je efektivně nevyužit, ale 
jednoduchou úpravou algoritmu dle ostatních os by bylo možné i tento limit realizovat). Horní dva bity 
jsou vyhrazeny pro ostatní kolize, v konkrétním případě tedy pouze stav bez kolizí (hodnota 00b) a kolizi 
částic (hodnota 01b). 
 
 
Obrázek 2 
 
Dalším možným stavem by mohla být kolize s objekty, případně kolize se statickým nebo 
dynamickým objektem zvlášť. Naopak při striktním zachování stávajícího stavu je možné některé 
kombinace vyloučit a bylo by možné tedy vektor kolizí teoreticky zkrátit na 6 nebo 5 bitů. V takovém 
případě by bylo nutné formulovat ještě dodatečné podmínky (například součet maximálního vektoru 
rychlosti a průměru částic nepřesahující velikost testovacího prostoru, nenulovou gravitaci nebo omezený 
simulační čas v jiném případě). Tyto podmínky jsou ale při běžném nastavení simulace vždy splněny. 
3.2 Kolize se stěnou 
Testovací prostor je omezen minimálními a maximálními hodnotami X, Y a Z, které tak tvoří pět stěn 
kolmých na tyto osy (horní limit pro Y se neuvažuje). Základním chováním částic při kolizi se stěnou je 
odraz v stejném úhlu do opačného poloprostoru určeného rovinou kolmou na kolidovanou stěnu a 
kolmou na průmět rychlosti do stěny. To platí při stoprocentním zachování energie tělesa. 
Při odrazu však lze předpokládat určité ztráty způsobené nedokonalou tuhostí tělesa, tyto ztráty se 
promítnou jako úměrné snížení energie (konkrétně její složky kolmé na kolidovanou stěnu). Řešením 
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kolize se stěnou nebo jakoukoli plochou je tedy určení složky energie kolmé na danou stěnu a odečtení 
jejího záporného násobku od původního vektoru energie. Tento násobek se pohybuje v intervalu ⟨1;2⟩ 
při čemž hodnota -1 odpovídající vynulování této složky energie odpovídá stoprocentní ztrátě energie a 
hodnota -2 naopak stoprocentnímu odrazu. V reálném prostředí je tedy možné uvažovat interval jako 
otevřený. 
Míra odrazu je parametrem simulace a mohla by, v případě použití nehomogenních částic a povrchů, 
být parametrem každého objektu. V případě simulace kapalin ale předpokládáme homogennost částic a 
použití zvláštního parametru nemá smysl. 
Kolizi se stěnou je možné detekovat jednoduše tím, že cílová poloha částice přesahuje některý 
povolený limit v osách X, Y nebo Z. Pokud se tak stane, je potřeba určit okamžik dotyku, který je možné 
zjistit jednoduše pomocí průniku roviny rovnoběžné s kolidovanou stěnou ve vzdálenosti r a vektoru 
rychlosti částice. Bod tohoto průniku bude novým středem částice v místě, kde se částice dotkne stěny. 
 
 
Obrázek 3 
 
Vzhledem k tomu, že jiné složky rychlosti, než složka kolmá na danou stěnu, do situace nevstupují, 
stačí reálně jen určit rozdíl mezi středem částice a mezní hodnotou středu pro daný rozměr (tečkovaná 
čára). Podílem mezi původní složkou rychlosti vy a pomocí rozdílu určenou novou zkrácenou vy se získá 
součinitel k, který udává jednak násobek celého vektoru v nutný k dosažení dotyku se stěnou a jednak 
také násobek délky simulačního kroku nutný k dosažní stěny. Tento násobek je zásadní pro další 
porovnávání při zapojení ostatních kolizí a bude dále rozebrán v příslušné kapitole. 
V případě působení gravitace je důležitý pro kolize se stěnou ještě jev rovnoběžného pohybu či 
sklouzávání podél stěny. Jde o situaci, kdy se částice nepohybuje běžným způsobem založeným na 
kolizích a volném (nebo jen odporem prostředí omezeném) pohybu prostředím, ale pohybem s 
permanentním kontaktem se stěnou. V závislosti na interpretaci jevu jde buď o valivý pohyb s 
odpovídajícím valivým odporem, nebo o posuvný pohyb a související zpomalení způsobené smykovým 
třením [6].  
Pakliže předpokládáme odpor při pohybu u stěny odpovídající odporu prostředí, je možné správné 
chování docílit zvolením správného pořadí a dodržení některých podmínek pro jednotlivé úkony v rámci 
simulačního kroku (tento postup odpovídá dobře chování kapalin a neklade další nároky na výpočetní 
výkon, proto se ukazuje v tomto případě jako vhodnější). Pakliže odpor prostředí neodpovídá 
požadovanému tření nebo valivému odporu, je potřeba toto chování realizovat samostatným 
matematickým modelem a odpovídajícím vlastním podprogramem. 
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Obrázek 4 
 
Pokud by však situace pohybu podél stěny nebyla nijak zohledněna, může (v závislosti na struktuře 
programu a pořadí kroků) docházet k nezamýšlenému chování částic, tj. zejména zastavení pohybu částic 
při dopadu v nízké vertikální rychlosti na spodní stěnu nebo nepředvídatelnému zpomalování při 
vícenásobných kolizích. Typickou situaci, kdy se problém projeví, ukazuje obrázek 4. Na něm v daném 
simulačním kroku došlo k přičtení g k původní rychlosti, což ovšem ústí ve výpočet nové polohy A mimo 
povolené meze a po spočítání bodu dotyku výše uvedeným způsobem k nové poloze shodné s původní 
polohou P. Správným řešením dané situace je však nová poloha B, případně posun o vektor (B-P)·f při 
čemž f je součinitel tření. 
3.3 Kolize částic 
Druhým možným typem kolize je kolize dvou částic. Vyřešení kolize dvou částic zahrnuje tři samostatné 
podproblémy. Prvním z nich je správná a pokud možno efektivní detekce kolizí, ke kterým má dojít. 
Druhým krokem je určení výsledných poloh částic a přesuny. Posledním krokem je výměna energie mezi 
částicemi podle toho, jakým způsobem do sebe narazily. V následujícím textu je budu rozlišovat jako 
aktivní částici nebo částici A v případě částice, pro kterou se algoritmus počítá, a pasivní částici, testovanou 
částici, kolidovanou částici nebo částici B, když se mluví o částici, která v testu byla vyhodnocena jako ta, do 
které aktivní částice narazí. 
Primárním předpokladem pro správné zpracování kolize je vůbec znalost faktu, do které částice určitá 
částice naráží, popřípadě zdali vůbec naráží, pokud jsou ve hře různé kolize. Tomu se dál detailně věnuje 
kapitola kombinovaných kolizí, zde je ale vhodné to předem zmínit proto, že tyto speciální požadavky 
budou dále z velké části řešeny právě jako doplňující součásti a podmínky v této části algoritmu, budou 
na něj odkazovat a značným způsobem ho rozšíří, jak o obecné vlastnosti, tak o části řešící zvláštní 
případy. 
3.3.1 Detekce kolize s částicí 
Pro detekci kolizí platí, že částice budou kolidovat, pokud vzdálenost středů cílových poloh obou částic v 
daném simulačním kroku je menší než dvojnásobek poloměru částice. Samotné určení vzdálenosti středů 
cílových poloh není extrémně výpočetně náročné. Vzhledem k tomu, že je ale nepodmíněně prováděno 
pro každou částici a k obecně kvadratické složitosti algoritmu (pokud neuvažujeme jiné primární 
optimalizace mimo tento algoritmus) je vhodné v této fázi optimalizace hledat. Navíc případná nutnost 
čtení polohy a rychlosti testované částice z globální paměti by měla na rychlost zásadní dopad. 
To je mj. jedna z motivací pro zvláštní paměťový prostor cílových poloh a jejich oddělení od datové 
reprezentace částic (více v příslušné kapitole). Díky provedenému oddělení paměti s cílovými polohami se 
požadavky na čtení paměti zmenší na polovinu nebo i na třetinu (pakliže bereme v úvahu původní stav, 
který u částic ukládá i další informace krom polohy a rychlosti). 
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Krom optimalizace načítání cílových poloh je možné optimalizovat i samotný algoritmus určování 
vzájemné vzdálenosti. Přestože implementační jazyk OpenCL nabízí pro cílovou architekturu 
optimalizovanou variantu výpočtu délky vektoru fast_lenght(), slouží tato funkce k obecnému určení délky 
bez dalších omezení. To ovšem na tomto místě po zohlednění určitých podmínek v drtivé většině 
případů není vůbec nutné. 
Vezmeme-li v úvahu, že částice A a B se ve většině testů nacházejí na zcela odlišných místech (tedy 
vzdálenost výrazně přesahuje jejich velikost, jde o málo členité konvexní tvary a jde konkrétně o koule), 
lze triviálním způsobem určit jejich osově orientovanou obálku [7] (tzv. AABB – axis aligned bouding 
box) a jednoduchým porovnáním ihned vyloučit potenciální kolizi. 
To prakticky znamená pouze vypočtení rozdílu pozic středů v daném rozměru a porovnání s 
průměrem částice. Tento rozdíl je možné zároveň i uložit pro další použití do privátní paměti 
(bezprostředně poté může být využit coby složka vektoru, jehož délka bude testována pomocí zmiňované 
fast_length()) a nebo díky zkratovému vyhodnocování ihned ukončit test pro aktuální testovanou částici a 
pokračovat na další.  
V pořadí testu se zohledňuje i očekávatelné rozložení částic. Osy kolmé ke gravitaci (tj. X a Z) jsou 
vyhodnocovány nejdříve, protože u nich lze očekávat největší entropii (na rozdíl od osy Y, ve které s 
rostoucím časem částice klesají a tvoří vrstvy u spodní hranice prostoru, tj. hodnoty Y spadají do čím dál 
menšího intervalu). Změna pořadí je vhodná i z hlediska cílové architektury, protože lze předpokládat, že 
by ve všech osnovách v daném kroku některá z částic narazila na příliš podobné hodnoty Y a čekání na 
porovnání v tomto rozměru by tak bylo reálně vynuceno prakticky u všech částic. Záměnou pořadí tedy 
lze tedy u naprosté většiny částic vyloučit kolizi na základě dvou nebo jednoho porovnání. 
Pokud žádné porovnání pozic nevyloučí kolizi, je potřeba provést porovnání přesné podle skutečné 
vzdálenosti středů částic. V případě neúspěšného vyloučení kolize pomocí porovnání obálek ve všech 
rozměrech je díky ukládání mezivýsledků už předpočítaný vektor od středu pasivní části k středu částice 
aktivní, stačí tedy určit jeho délku. Pokud je délka menší než průměr částice, znamená to jistotu, že v 
tomto kroku simulace dojde ke kolizi. Naopak pokud je jeho délka větší, lze kolizi s testovanou částicí s 
jistotou vyloučit. 
3.3.2 Určení cílové polohy 
Pokud ze vzdálenosti středů cílových poloh vyplyne, že dojde ke kolizi, je ještě třeba určit nové cílové 
polohy, tedy místo, kde dojde k dotyku částic. Pakliže by byla testovaná částice statická, určení nového 
středu by bylo relativně snadné, nacházel by se totiž přímo v průniku kulové plochy kolem testované 
částice s poloměrem rovným dvojnásobku poloměru částice a vektoru rychlosti aktivní částice. Bylo by 
ho možné tedy přímo určit. 
Pokud se ale obě částice potenciálně pohybují, je nutné stanovit bod dotyku složitějším způsobem. 
Neformálně se jedná o hledání okamžiku, kdy se částice přiblíží na nulovou vzdálenost. Protože jde o 
koule, vzdálenost povrchu je výrazně jednodušeji definovatelná přímo pomocí vzdáleností středů. Jde 
tedy o okamžik, kdy vzdálenost středů částic bude rovna dvojnásobku poloměru. 
O středech částic lze říct, že se pohybují ze svojí původní pozice po přímkách určených vektorem 
rychlosti. Dalším předpokladem je to, že na začátku simulačního kroku se částice nacházejí v původních 
pozicích a na jeho konci by se (pokud by nedošlo ke kolizi) nacházely v cílových pozicích určených 
přičtením rychlosti k původní pozici. Lze tedy odvodit, že požadovanou neznámou je určitá poměrná část 
vektoru rychlosti, při jehož přičtení k původní poloze platí, že částice se nachází v bodu dotyku. Zároveň, 
pokud je zmíněno výše, že jde o hledání okamžiku, je zjevné, že okamžik znamená časový bod a ten je 
pro všechny (obě) částice shodný. Pakliže je vektor rychlosti definován jako posun za jeden krok 
simulace, je již jasné, že násobek vektoru je ekvivalentní násobku času (délky simulačního kroku) a 
protože čas je shodný, bude shodný i hledaný násobek vektorů. Z toho vyplývá, že hledanou neznámou 
je jedna skalární hodnota určující násobek rychlostí. Na základě toho lze sestavit formální definici. 
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Obrázek 5 
 
Podle výše uvedeného obrázku předpokládejme, že body A a B jsou původní středy částic A a B, cíle 
částic A a B jsou na konci vektorů (v obrázku nejsou zobrazeny, protože v této chvíli již nejsou 
podstatné) a body P a Q jsou nové středy částic odpovídající bodu dotyku. Pak je třeba najít takové k, pro 
které platí, že po přičtení k-násobku vektoru u k bodu A získáme bod P a po přičtení k-násobku vektoru 
v k bodu B získáme bod Q a zároveň platí, že délka PQ je rovná dvojnásobku poloměru částice. Zapsáno 
vektorově: 
 
       P = A + n·u 
      Q = B + n·v (1) 
|PQ| = 2r 
 
Poslední rovnice se upraví do tvaru se samostatnými složkami a dosadí se z rovnic jednotlivých složek 
bodů P a Q. 
 
(Px-Qx)2 + (Py-Qy)2 + (Pz-Qz)2 = 4r2 (2) 
 
Po úpravách získáváme běžnou kvadratickou rovnici s následujícími členy: 
 
ak2 + bk + c = 0 (3) 
a = (ux-vx)2 + (uy-vy)2 + (uz-vz)2 
b = 2(Axux - Axvx - Bxux + Bxvx ) + 2(Ayuy - Ayvy - Byuy + Byvy ) + 2(Azuz - Azvz - Bzuz + Bzvz ) 
c = (Ax-Bx)2 + (Ay-By)2 + (Az-Bz)2 - 4r2 
 
Pro hledaný koeficient k tedy nemusí existovat žádné, může existovat jedno nebo mohou existovat 
dvě řešení. Nejjednodušší z hlediska geometrické interpretace a nejčastější (v případě ideálního stavu1 
soustavy částic jediný možný) je stav dvou řešení. Z obrázku 5 vyplývá, že pro průnik částic musí 
existovat dva body dotyku. První bod má nižší koeficient k a odpovídá okamžiku, kdy se s rostoucím k 
vzdálenost středů částic zmenšuje až na hodnotu průměru částice. Po tomto okamžiku se vzdálenost stále 
zmenšuje (nastane vzájemný průnik částic), ovšem jen do limitního stavu a poté opět narůstá a středy 
částic se vzdalují. Během toho vzdalování středů opět nastane situace, kdy se středy částic ocitnou ve 
vzdálenosti rovné průměru částice. To odpovídá vyšší z hodnot k. 
                                                     
1 Za ideální stav se považuje situace, kdy se žádné částice nenacházejí ve vzájemném průniku 
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Vyšší hodnota k pro výpočet proto není použitelná. Odpovídá situaci, která by jednak nastala až po 
kolizi a také by částice nejdřív musely projít společným průnikem, což není přípustné. Jednoznačným 
hledaným řešením je tedy nižší možná hodnota k. Z vlastností kvadratické rovnice vyplývá, že první 
řešení (zahrnující odčítání odmocniny z diskriminantu) bude vždy nižší. 
Za obecných podmínek může mít rovnice 3 ještě právě jedno nebo žádné řešení. Jedno řešení 
odpovídá stavu, kdy vzdálenost středů nabývá jediného minima právě v bodu dotyku. Znamená to, že 
částice se sice dotknou, ovšem pouze tečným způsobem. V okamžiku dotyku jejich vektory už nesměřují 
ke kolizní poloze (průniku), ale naopak směrem mimo, tedy směrem, který částice vzdaluje. Proto se dá 
uvažovat, že chování v takové situaci není definováno. Především ale za ideálního stavu soustavy, pokud 
nedojde k chybám v zaokrouhlování, k takové situaci vůbec nemůže dojít (nutný předpoklad pro řešení 
dané situace, tedy detekce kolize, nastane jenom tehdy, pokud se částice v cílových polohách už protínají, 
nikoli teprve v okamžiku, kdy se dotýkají). Zároveň u výměn energií (viz dále) vyplyne, že násobky 
předaných a zachovaných složek energie se limitně blíží nule respektive jedné. Z těchto důvodů je možné 
variantu právě jednoho řešení neuvažovat. 
Poslední možností je případ, kdy pro koeficient k není žádné řešení. Geometrickým významem 
tohoto řešení je, že ke kolizi vůbec nedojde. Přímky kopírující rychlosti částic jsou tedy mimoběžné, nebo 
se rychlosti liší tak, že v místě průniku svých drah se částice nikdy zároveň neocitnou. Toto řešení je ale, 
stejně jako řešení předchozí, v případě korektního výpočtu vyloučeno. Z vstupní podmínky průniku 
cílových poloh totiž jasně vyplývá, že pokud je v daných cílových polohách vzdálenost středů menší než 
průměr částice, pak musí na přímkách daných vektory u a v existovat i body, jejichž vzdálenost je rovná 
průměru částice. 
Zvláštní případ, který sice nemá žádný neobvyklý význam z hlediska rovnice, ale zaslouží si pozornost 
z hlediska vlastností simulace, jsou hodnoty k menší jak nula, rovné nule nebo naopak větší jak jedna.  
Záporná hodnota k by v ideálním případě neměla nastat, značí totiž situaci, kdy mezi okamžikem k=0 
(výchozími pozicemi částic na začátku simulačního kroku) a maximálním sblížením středů (největším 
průnikem) nenastává okamžik, ve kterém jsou středy vzdáleny méně, než je průměr částice. To nutně 
znamená, že průnik částic nastává už v hodnotě k=0 a částice se nacházejí v nekorektním stavu, kdy se 
protínají už ve svých výchozích polohách. 
Řešení k=0 je korektní, jde pouze o výjimečný stav, kdy na konci předchozího simulačního kroku 
skončily částice přesně v poloze dotyku a je pouze důsledkem diskretizace hodnot. To může platit velmi 
malé záporné hodnoty k. 
Případ k>1 je z hlediska významu koeficientu nekorektním řešením. Pakliže je k násobkem 
simulačního kroku respektive násobkem času, hodnota větší než jedna a tudíž delší než jeden simulační 
krok není korektní. V případě ideálního stavu soustavy částic by opět tento stav neměl nastávat, může ale 
nastat ale v případě, že se částice už na začátku simulačního kroku protínají (podobně jako v případě 
k<0), především je ale tento stav rizikový u částic s nulovými nebo nule se blížícími rychlostmi, u kterých 
průnik (v horším případě průnik už na začátku simulačního kroku) vznikne chybou výpočtu. V takových 
případech se mohou hodnoty k blížit nebo dosahovat nekonečna, což krom nepředvídatelných 
vypočtených hodnot cílových poloh může především vyřadit dotčené částice ze simulace (pokud některá 
z jejich pozic nabude nekorektní hodnoty) nebo šířit nekorektní hodnoty na další částice v soustavě, což 
může celou simulaci zcela znehodnotit. 
Zpracování a interpretaci hodnoty k je proto nutné věnovat speciální pozornost zahrnující jak 
teoretický rozbor možností chyb, tak praktickou programovou realizaci detekce a zotavení, kterou se 
zcela zabývá kapitola týkající se řešení kombinovaných kolizí a nestandardních stavů. 
Jakmile se finálně rozhodne o hodnotě k pro tuto kolizi, mohou být určeny cílové polohy částic P a Q 
dosazením do rovnice 1 a následně může být proveden i posun částic do této polohy. 
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3.3.3 Výměna energií 
Jakmile jsou částice v cílové poloze, tedy v bodu dotyku, je možné provést vzájemnou výměnu kinetické 
energie. Následující algoritmus pozici částic v bodu dotyku, nikoli v původních polohách, vyžaduje. 
Pokud by to nebylo možné dosáhnout, bylo by nutné nějakým způsobem údaje o cílových polohách v 
bodu dotyku dodat. Krom předpočítaných souřadnic by to bylo možné i předáním koeficientu k z 
předchozí části a jejich opětovným dopočítáním. Každopádně je ale znalost a použití cílových poloh 
nutné, v jiném případě by algoritmus neposkytoval korektní výsledky. 
Pokud se v textu mluví o energii, je tím míněna vždy kinetická energie částice určená její hybností. 
Vzhledem k faktu, že všechny částice mají shodnou konstantní hmotnost, lze ji v prováděných výpočtech 
vždy vykrátit, respektive považovat za jednotkovou. Tudíž i vektor rychlosti je s vektorem hybnosti 
shodný a je možné tyto pojmy vzájemně zaměnit2. Stejně taky lze považovat za konstantní a jednotkovou 
délku simulačního kroku, a proto výše zmíněný vektor odpovídá i trajektorii v daném simulačním kroku. 
U každé kolize je v rámci výměny energií nutné určit několik věcí – jednak to, jakou část energie 
aktivní částice předá částici pasivní (s ohledem na ztráty) a symetricky to, jakou část energie aktivní částice 
od pasivní částice převezme. Úměrně je pak samozřejmě třeba upravit i původní rychlosti částic (což je z 
fyzikálního hlediska samozřejmé, ale v závislosti na metodě výpočtu vyžaduje samostatnou část 
programu). 
Paralelní zpracování umožňuje přistoupit k výpočtu dvěma způsoby: buď globálně stanovit jednu 
částici jako aktivní, a nechat jí přidružené vlákno zpracovat výpočet společně pro obě částice, nebo využít 
paralelismu a sestavit výpočet tak, aby mohl spolehlivě proběhnout z pohledu každé částice autonomně a 
po vzájemném skombinování poskytl správný výsledek.  
Výhodou prvního přístupu je odstranění nutnosti synchronizace a stochastických rysů chování 
určitých částí kódu z důvodu paralelismu. Jeho použití také umožňuje o něco snížit množství 
aritmetických operací díky tomu, že některé univerzální části výpočtu stačí provést jednou a výsledky je 
možné zužitkovat pro oba směry předávání energie.  Jeho nevýhoda je však v tom, že se stejně bez určité 
synchronizace neobejde (minimálně je nutná při vzájemném rozhodování vláken, které bude provádět 
výpočet a které zůstane pasivní) a rovněž nutnost vyměňovat a nést tyto informace v paměti může být 
nadbytečná. Minimálně z hlediska synchronizace je ale míra náhody výrazně menší. 
Paralelní přístup se oproti tomu vyznačuje zejména čitelnějším a spravovatelnějším kódem3. Takový 
způsob výpočtu taky nevyžaduje dodatečné zásahy do jiných částí programu nebo datových struktur a je 
v podstatě autonomní. Některé části výpočtu sice probíhají dvakrát, což ovšem ve většině případů nehraje 
roli právě díky možnostem paralelizace, významnější je ale potřeba správného rozložení kroků výpočtu a 
správné synchronizace v rámci paralelního výpočtu samotného. Z ní vyplývá potřeba dočasného 
lokálního (privátní paměť) předávání mezivýsledků a rozdělení výpočtu na dva samostatné kroky, jak 
vyplyne dál. 
V rámci práce jsem vyzkoušel obě varianty a zejména pro větší názornost a snadnější implementaci 
různých variant samotné logiky výpočtu (viz dále) jsem zvolil paralelní variantu, klíčové části sériové 
varianty pro případné porovnání nebo možnosti úprav ale v kódu zůstaly zachovány. 
Základní princip výměny energie mezi částicemi znázorňuje obrázek 6. Nejprve předpokládejme, že 
částice A je aktivní částicí, pro niž se provádí výpočet, a částice B je částicí pasivní, která byla nalezena 
jako cíl kolize v předchozím výpočtu. Pro zjednodušení zatím považujme částici B za nehybnou. Cílem je 
určit velikost a směr hybnosti, která bude při srážce předána částici B. S její znalostí je pak možno upravit 
                                                     
2 Přesto, že čas simulačního kroku a tedy všechny rychlosti nejsou explicitně definovány, předpokládá se, že se jedná 
o běžné rychlosti a neuvažují se relativistické efekty. V rámci těch by už nebylo možné záměnu rychlosti a hybnosti 
provádět. 
3 Zatímco sériové zpracování buď bude obsahovat rozkopírovaní kódu nebo cyklus s různými vloženými 
podmínkami, paralelní kód je po přijetí myšlenky z obou směrů probíhajícího výpočtu velmi přímočarý. 
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i hybnost částice A, čímž se získá celkový výsledek, alespoň co se týká energie předané z částice A částici 
B. 
Druhým faktorem, který krom výchozí rychlosti částice A vektoru va ovlivňuje výměnu energie, je 
vzájemná poloha částic v okamžiku dotyku. Přesněji řečeno je to osa daná spojnicí středů částic v daném 
okamžiku, zde označená p jako směrnice hybnosti pasivní částice (viz dále) a na ni kolmá přímka a, v 
jejímž směru bude orientován nový vektor hybnosti van aktivní částice A. Výš zmíněné platí pro ilustrační 
obrázek 6, tedy pro výpočet v rovině. V prostoru se zjevně z přímky a stane rovina a, což ovšem nebude 
znamenat úpravu výpočtu, ale spíše úpravu vstupních parametrů, jak bude ukázáno dál. 
Z hlediska pasivní částice B a orientace její získané hybnosti vp je lhostejné, s jakou rychlostí do ní 
aktivní částice narazí. Obecněji vzato nezáleží ani na tom, jaký má narážející objekt A tvar. Jak vyplývá z 
klasické mechaniky a je možné i běžně ověřit pokusem, směrnice předané hybnosti je vždy určena pouze 
bodem dotyku na povrchu částice B. Pokud tímto bodem vedeme tečnu (tečnou rovinu), je k ní získaný 
vektor hybnosti vždy kolmý. 
 
 
Obrázek 6 
 
Velikost hybnosti je pak určena použitím rychlosti va a oddělením její složky rovnoběžné s přímkou p. 
Tím se získá už finální vektor hybnosti vp předaný částici B. Protože v případě dokonale pružné srážky 
musí zůstat kinetická energie soustavy konstantní, nová výsledná rychlost částice van se určí už jednoduše 
odečtením předané hybnosti částice A od hybnosti původní. 
V rovině platilo, že rychlost van je rovnoběžná s tečnou částice (kružnice) B v bodě dotyku. Pokud 
bychom ovšem chtěli provádět výpočet van stejným způsobem jako výpočet vp, je nezbytné znát i směr 
vektoru van, který však při převedení do prostoru čistě na základě kolmosti k p nelze určit. Při převedení 
do prostoru se z osy a stává rovina a kolmic k p existuje nekonečně mnoho. V tomto případě lze tento 
nedostatek obejít stanovením roviny kolize, což budiž takový řež částicemi, že se v něm situace jeví právě 
jako by odehrávala pouze v rovině. Formálně definováno musí platit, že vektory va a vp leží oba dva v 
rovině kolize, z čehož vyplývá, že vektor van musí ležet v této rovině také. Díky znalosti va a vp je možné 
jejich vektorovým součinem určit normálový vektor roviny kolize. Pro vektor van pak z definice platí, že je 
kolmý k normálovému vektoru roviny kolize a zároveň jak bylo řečeno dříve, musí být kolmý k spojnici 
středů p a tedy i k vektoru vp. Dalším vektorovým součinem, nyní mezi normálovým vektorem roviny 
kolize a vektorem hybnosti předané pasivní částici, lze už určit i požadovaný směr, který je násobkem 
vektoru van. 
Výše uvedené podmínky splňuje teoreticky ještě vektor k vektoru van opačný, který ale nepředstavuje 
korektní řešení. Tato dvě řešení lze odlišit pomocí rozšíření přímky p na rovinu, která bude kolmá jak na 
rovinu řezu, tak na rovinu a a bude přímkou p procházet. Soustava souřadnic je pravotočivá, proto platí, 
že výsledek vektorového součinu va×vp bude směřovat na obrázku směrem ven z podložky (ke čtenáři). 
Pokud by rychlost va směřovala z opačného poloprostoru daného rovinou p, bude směr součinu opačný. 
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V obou případech pak vektorový součin v pořadí (va×vp)×vp poskytuje korektní výsledek a zjevně zaručuje 
vstupní podmínku, totiž že výsledný vektor udávající směr van leží v opačném poloprostoru daném 
rovinou p, než původní vektor rychlosti částice va. Pro rozlišení van a -van proto není nutné provádět 
zvláštní výpočet ani stanovovat další podmínky. 
Jakmile jsou stanoveny směry (respektive aspoň jeden ze směrů, díky pravidlu o zachování hybnosti 
soustavy), je potřeba jen stanovit velikosti vektorů. V souladu s původním postupem uvedu nejdříve 
určení přesné velikosti vektoru hybnosti předaného pasivní částici. Ta se určí jako tzv. pravoúhlá složka 
vektoru va ve směru přímky p [8]. Pro tento případ budeme považovat p za směrový vektor dané přímky, 
který se určí jako rozdíl souřadnic středů částic A a B. Pro určení pravoúhlé složky platí: 
 
vp = ((va · p) / (p · p)) · p (4) 
 
Výsledným vektorem hybnosti předané pasivní částici je tedy l násobek původního vektoru va, kde l je 
podíl mezi skalárním součinem vektoru va s p a délkou vektoru p. Směrnice přímky p se ovšem stanovuje 
předem, a proto ji lze s výhodou normalizovat. Pokud počítáme s tím, že byl vektor p normalizovaný a je 
jednotkový, dělitel (délka vektoru p) z výrazu zmizí a koeficient l i výsledný vektor vp je možné jednoduše 
stanovit následovně: 
 
l = va · p (4) 
 
Se znalostí vektoru vp je výsledný vektor rychlosti aktivní částice van možné uričit buď odečtením, jak 
bylo předesláno, bez jeho znalosti a se znalostí směru van je možné tento vektor určit i shodným 
způsobem jako vektor rychlosti částice pasivní, tedy jako pravoúhlou složku původního vektoru rychlosti 
v daném směru. 
Tím jsou určeny jednoznačně výsledky pro daný směr předané energie, jak bylo ale uvedeno na 
začátku, výše řečené platí pro situaci, kdy je částice B pasivní a nemá žádnou rychlost a také kdy je srážka 
dokonale pružná. Začněme zobecněním na situaci, kdy částice B má nenulovou rychlost a bude nutné i 
její energii předat zpět částici A. 
Z matematického hlediska se jedná o zcela stejný postup, pouze provedený po záměně aktivní a 
pasivní částice a výpočtu energií pro novou situaci. Implementačně ovšem tento postup samozřejmý není, 
protože naráží na některá omezení vznikající jak ze samotné serializace výpočtu do reálného algoritmu, 
tak případného následného vláknového paralelismu pro tento algoritmus. Předpokládejme nejdřív čistě 
sériový algoritmus, kde oba kroky proběhnou beze vší pochybnosti po sobě. 
Nejjednodušším příkladem je pro názornost přímá srážka, při které obě částice mají stejně veliké 
opačné rychlosti. Pokud by se provedla výměna hybnosti jen dvakrát po sobě striktně výš uvedeným 
způsobem, dojde k tomu, že po prvním kroku částice A předá veškerou svou hybnost částici B. Protože 
hybnost částice B je stejně velká ale opačná k hybnosti předané částicí A, po sečtení dojde k situaci, kdy 
výsledná hybnost částice B bude nulová. Následný druhý krok pokoušející se předat úměrnou část 
hybnosti částice B částici A už k žádnému výsledku nepovede, neboť na jeho začátku je hybnost obou 
částic nulová a tedy k výměně energie vůbec nedojde. Po provedení výpočtu tímto způsobem se obě 
částice zastaví s nulovou hybností v bodu dotyku, což je viditelně nesprávný výsledek. 
Správným výsledkem by měla být vzájemná výměna hybnosti tak, že částice se odrazí opačnými směry 
s novou hybností rovnou zcela hybnosti převzaté od druhé částice (každá z částic svou původní hybnost 
zcela ztratí a beze zbytku jí druhé částici předá). Ve zmiňovaném případě to fakticky znamená, že velikost 
hybnosti částic zůstane stejná a její směr se obrátí. 
Příčina problému vzájemného vynulování hybností v daném případě zřejmě nastává, když je předaná 
hybnost částice A přičtena k hybnosti částice B. V tomto okamžiku se ztrácí nutná informace, ze které by 
bylo možné hybnost předanou částici A určit. Naopak, jak bylo zmíněno výše, v obou iteracích je rychlost 
pasivní částice neznámá a nemá vliv na jejich výsledek. To znamená, že změna rychlosti aktivní částice na 
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výpočet z pohledu ostatních částic nebude mít vliv, a je tedy možné ji ihned po určení složky předané 
energie provést. Oproti tomu modifikaci pasivní částice provádět možné není, protože její provedení by 
vedlo k zneplatnění výsledků v situaci, kdy sama vstoupí do role částice aktivní. 
Poněkud protichůdně znějící výsledný požadavek tedy je, že je nutné určit hybnost předanou pasivní 
částici a zároveň není možné předávat hybnost pasivní částici. To je naštěstí možné a prakticky 
interpretovatelné velmi jednoduše tak, že je nutné předanou hybnost uchovávat dočasně a výsledné 
předání provést teprve potom, co jsou určeny obě předané hybnosti. Co se týká ztráty hybnosti aktivní 
částice, tu jak bylo uvedeno je možné po určení předané hybnosti provádět ihned. 
Aplikováno na původní příklad to znamená, že nejdříve se určí předané hybnosti pro obě částice. Tyto 
hybnosti budou u obou představovat jejich plnou hybnost. Ztráta hybnosti se obou částicím odečte, čímž 
každá získá hybnost nulovou, a teprve potom se částicím přičte hybnost předaná, čímž si efektivně 
hybnosti vzájemně vymění. To je už očekávaný a správný výsledek. 
V případě sériového vyhodnocení výměny energie je výše uvedená definice dostatečná, v případě 
implementace pomocí vláknového paralelismu je ovšem nutné definici ještě mírně doplnit. Problém 
vznikající při jeho použití je, že neexistuje obecná garance pořadí provedení operací ani z hlediska 
celkového výpočtu. Ten může probíhat pro různé částice v zcela odlišných časech, pravděpodobně ani z 
části se nepřekrývajících. Klíčovou podmínkou výše uvedeného algoritmu, která platí i globálně, je to, že 
částice musí nejdříve energii odevzdat (tedy efektivně stanovit její množství a o toto množství vlastní 
energii snížit) a až následně mohou energii přijímat (vlastní energii zvyšovat). 
Převedeno do logiky vláknového paralelismu to znamená povinnost zajistit, že dané pořadí bude platit 
pro všechny částice (nebo přesněji alespoň pro částice, které mohou navzájem kolidovat, což jsou podle 
stávajících předpokladů všechny, avšak nemusí to platit vždy, jak naznačuje závěrečná kapitola). Výpočet 
je proto nutné rozdělit do dvou autonomních kroků, jak jsou uvedeny výš (odevzdání energií a přijetí 
energií), předané energie dočasně ukládat a pro celou skupinu částic zajistit pořadí kroků bariérovou 
synchronizací [9]. 
Základní algoritmus byl prezentován jako speciální případ při předpokladu dokonale pružných kolizí a 
nulové energie jedné z částic. Výše uvedené řešení zobecňuje případ pro obě částice s nenulovou 
hybností, posledním nutným zobecněním je úprava pro nedokonale pružné srážky. Pro ty platí, že se 
zachovává hybnost soustavy, ale nezachovává se kinetická energie (v reálných podmínkách se 
spotřebovává na vnitřní změny objektů, typicky deformaci, nebo na teplo). Jinak formulováno lze také 
říct, že rozdíl rychlostí srážejících se částic postupně klesá. 
Nabízejí se tři způsoby4, jak ke zpracování nepružných srážek přistoupit. V pořadí od nejnižší fyzikální 
relevance po nejvyšší jsou to: redukce celkové hybnosti při srážkách, redukce předávané hybnosti (s 
podmínkami) a přesné řešení pomocí vzájemných rychlostí a specifických vztažných soustav. 
První varianta je implementačně triviální a spočívá v násobení hybností částic při srážce konstantou v 
rozmezí ⟨0;1⟩. Tento přístup není z fyzikálního hlediska nijak hodnotný, protože nesplňuje podmínku 
zachování sumy hybnosti částic a jeví také výrazný nedostatek v podobě závislosti na základní vztažné 
soustavě. Pokud však cílem není fyzikální validita simulace a jde místo toho pouze o pokud možno 
jednoduchou zdánlivou nápodobu, může být tato varianta užitečná. Snižování hybnosti vyvolává 
očekávaný vjem postupného snižování energie soustavy částic. Při volbě konstanty v okolí hodnoty 1 je 
navíc chyba oproti přesnému řešení relativně malá a simulace může působit opticky velmi věrohodně. 
Druhá varianta je velmi podobná variantě první, opět používá koeficient redukující předanou hybnost, 
předpokládá však, že se redukuje pouze předaná hybnost a tato redukce je naopak interpretována jako 
fyzikálně relevantní pro ostatní výpočty, tj. zejména zbytková hybnost částice se získává odečtením takto 
redukované hodnoty. Oproti první variantě jsou výsledky výrazně lepší, hybnost celé soustavy se 
zachovává a algoritmus může poskytnout fyzikálně validní výsledky. Specifickou podmínkou je nutnost 
                                                     
4 Nejedná se o vyčerpávající výčet používaných řešení, jde naopak pouze o soupis konkrétních navrhovaných řešení 
pro tuto práci. 
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použití koeficientu alespoň 0,5 (menší koeficient sice nepovede k havárii, ale ve většině případů se buď v 
důsledku během více než jednoho kroku projeví jako jiný koeficient z intervalu ⟨0,5;1⟩, nebo způsobí ve 
výjimečných případech chování částic, které neodpovídá chování ve zbytku soustavy). 
Třetí varianta představuje spíše odlišný přístup k celé metodě výpočtu výměny hybnosti. Její princip 
reflektuje základní logiku newtonovské mechaniky tím, že je založena na hledání neutrální vztažné 
soustavy pro dvojici částic. V rámci této vztažné soustavy probíhá dílčí výpočet a ten se následně opět 
převádí do globální vztažné soustavy. To znamená samozřejmě širší změny a odlišné možnosti 
optimalizace i pro zbytek výpočtu výměny hybnosti. Zmiňuji zde tuto variantu zejména proto, že je ve 
výsledném programu za účelem otestování také implementována, ale reálně jsem ji nakonec nepoužil. 
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4 Kombinované zpracování kolizí 
Ve výše uvedených algoritmech se řeší jednotlivě všechny případy kolizí, které mohou v simulaci nastat. 
To ovšem pro skutečné celkové zpracování kolizí nestačí z mnoha důvodů, které můžeme rozdělit na tři 
skupiny. Jednak jde o návrh uspořádání a hierarchie kroků v celkovém výpočtu a detaily týkající se tohoto 
postupu. Za druhé se jedná o různé možnosti situací, kdy hrozí nebo skutečně nastávají vícenásobné 
kolize během jediného simulačního kroku.  
Poslední je souhrnná skupina různých specifických situací, u nichž známe a očekáváme určité reálné 
chování, ale výše uvedený matematický model tyto případy postihuje nedokonale a může způsobit různě 
významné odchylky od zamýšleného chování. Jejich význam je potřeba minimálně vyhodnotit a 
rozhodnout, jestli je možné a také jestli je nutné tyto odchylky nějak omezit, nebo pakliže ne, alespoň je 
uvést pro případy rozšíření nebo použití simulace pro jiné účely. Do této skupiny spadají i dodatečné 
podmínky a problematické situace, které vzniknou druhotně jako důsledek sestavení všech variant kolizí 
do jediného algoritmu a přidání určitých dalších vlastností programu s tím souvisejících. 
Rozborem a případnou implementací všech zmiňovaných variant se zabývá následující oddíl. Tam, 
kde implementace chybí (byla vyhodnocena jako postradatelná nebo naopak se nepodařilo vhodné řešení 
najít) jsou alespoň analyzovány podmínky a důsledky daných situací. Jednotlivá řešení většinou přímo 
odzují a rozšiřují původně uváděné algoritmy. 
Poznámka k obrázkům: v tomto oddílu je většina situací pro přehlednost ilustrována obrázkem, jak by 
se odehrávala v rovině. Tyto obrázky zpravidla používají výrazně větší hodnoty rychlosti, které se však ve 
skutečné simulaci vyskytovat nemohou a pro které už by simulace neposkytovala uspokojivé výsledky. 
Zde jsou použity pouze pro názornost a čitelnost obrázků (zejména přijatelně veliké vzdálenosti mezi 
jednotlivými náčrtky částic a dobrou viditelnost průniků), které by v případě použití realistických rychlostí 
byly velmi nezřetelné nebo by se obrysy často zcela překrývaly. Samotný popis jevů a řešení počítá s 
rychlostmi skutečně používanými a celý oddíl se věnují jen jevům, které i při dodržování povolených 
parametrů simulace mohou nastat, pokud není zvlášť uvedeno jinak. Ve většině případů je po osvětlení 
principů zjevné, jak by zobrazované situace vypadaly i při použití reálných rychlostí. 
4.1 Sjednocení algoritmů pro detekci kolizí 
Jak bylo postupně uvedeno v předchozích kapitolách, obecné paralelní zpracování kolizí je rozděleno do 
tří základních podproblémů, z nichž u jednoho je už nyní známo vyžadované rozdělení do dvou 
nezávislých částí oddělených bariérovou synchronizací. Jedná se tedy zatím o čtyři výpočetní kroky, 
kterými jsou: zpracování kolizí částic se stěnami, zpracování kolizí částic mezi sebou, výměna energií mezi 
kolidujícími částice (určení předaných energií a uložení) a následné přidání uložených energií cílovým 
částicím. 
Prvním problémem, který u kombinovaného zpracování kolizí vzniká, je otázka jak stanovit kolizi, 
pakliže podmínkám detekce kolize vyhoví víc možností (ať už různého typu, nebo i vícenásobné kolize 
typu jediného, tj. například potenciální kolize částice s více částicemi). Možnou situaci vyžadující řešení 
zachycuje obrázek 7. 
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Obrázek 7 
 
Pokud předpokládáme výpočet pro modře zvýrazněnou částici, její cílová poloha koliduje s cílovými 
polohami obou dalších částic, které do výpočtu vstoupí (samotné částice nejsou vyznačeny) a také se 
spodní stěnou simulačního prostoru. Požadované správné řešení závisí i na rychlosti zbývajících částic a 
mohou jím být například zeleně zvýrazněné cílové polohy, zde uvedeny jak pro aktivní částici, tak pro 
testovanou částici kvůli jasnému zobrazení bodu dotyku. 
V tomto případě jde o velmi podobný problém již řešené situaci v kapitole 3.3.2, kde se rovněž nabízí 
více řešení cílové polohy částice v bodu dotyku, ovšem korektní je pouze jediné. Přestože v daném 
algoritmu se jedná pouze o dvě řešení a zde obecně o libovolně mnoho, je s výhodou možné stejný 
princip beze změny použít. 
V algoritmu hledajícím bod dotyku dvou částic je ústřední myšlenkou hledání co nejmenšího násobku 
rychlosti (shodně značícího co nejmenší násobek simulačního kroku resp. co nejkratší čas), a použití 
tohoto násobku pro pohyb částice. V této situaci je analogicky cílem najít srážku, ke které dojde ze všech 
nejdříve, a tu realizovat. 
V případě vícenásobné kolize částic je tento problém prakticky vyřešen. Pro každou kolidující částici 
je už při výpočtu kolize určen koeficient k udávající právě násobek vektoru rychlosti potřebný ke srážce. 
Pokud tento koeficient pro danou srážku uložíme, můžeme skutečně kolidující částici s dvou potenciálně 
kolidujících určit jednoduše jeho porovnáním a zvolením srážky, jejíž k bude menší. 
Stejně tak se i při výpočtu kolize částice se stěnou určuje koeficient k, jehož význam je s koeficientem 
určovaným při srážce shodný. I pro tuto srážku je tedy koeficient porovnatelný, a pokud ho uložíme, je 
na základě něj možné rozhodnout. 
Specifickou situaci představuje varianta, kdy je koeficient k pro různé potenciální kolize shodný. Tato 
varianta bude popsána v kapitole shrnující specifické situace obecně, stejně jako řešení situace na obrázku 
7 z pohledu zbývajících částic. 
Pokud se však pro více typů kolizí určuje koeficient k, znamená to, že při jednotlivých krocích detekce 
kolizí ještě nelze s určitostí říct, jestli je nalezené řešení dotyku řešením skutečným a je možné ho použít. 
Z toho vyplývá, že je nutné oddělit proces pohybu částic od samotné detekce (pakliže nechceme provádět 
zpětné korekce polohy částice při nesprávném řešení). Teprve po provedení všech detekcí (vztaženo na 
jednu částici) je možné provést pohyb odpovídající vypočtené nejdříve nastávající kolizi. Nejen z důvodu 
nutné znalosti skutečně kolidující částice, ale i z algoritmu v předchozí kapitole vyplývá, že případné 
výměny energie je nutné provést až po těchto posunech. To dává následující prvotní nástin algoritmu pro 
jeden simulační krok: 
 
1. Výpočet kolizí se stěnami. Výběr kolize s nejnižším k. 
2. Výpočet kolizí částic mezi sebou. Výběr kolize s nejnižším k (včetně kolizí se stěnami). 
3. Pohyb do původní cílové polohy nebo cílové polohy dle k, pokud došlo ke kolizi. 
4. Výpočet předané energie, pokud došlo ke kolizi. 
5. Bariérová synchronizace. 
6. Předání energií. 
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V nejobecnější rovině má ovšem toto řešení mj. následující výrazný nedostatek, který ukazuje obrázek 
8. Pokud totiž částice A vypočte kolizi se stěnou, kolize s částicí B z hlediska jejího procesu bude mít 
vyšší k a bude ignorována. Pozicí, do které se částice A skutečně dostane na konci simulačního kroku, 
bude zeleně zvýrazněná poloha u stěny. 
Z hlediska částice B ovšem vyhodnocení srážky s částicí A proběhne a způsobí nejen nesprávnou 
výměnu energie (která nastane pouze v jednom směru a krom toho v poloze, která není vzájemným 
bodem dotyku částic), ale i posune částici B do nesmyslné polohy, ve které částice B v následujícím 
simulačním kroku zcela změní směr, aniž by se čehokoli dotkla (označená na obrázku červeně). Toto 
chování částic je zvlášť nežádoucí, protože i opticky působí zcela nepřirozeně. 
 
 
Obrázek 8 
 
Z možných řešení jsem zvolil přístup, ve kterém i cílové polohy procházejí při kontaktu se stěnou 
posunem do bodu dotyku, a kolize částic se následně vyhodnocují na základě takto posunutých cílových 
poloh. Ilustrační situace by tedy proběhla korektně. Zatímco v případě částice A by byla cílová poloha 
ihned na začátku redukována do pozice označené zeleně, částice B by kolizi s částicí A vůbec 
nezaznamenala (upravené cílové polohy by se neprotnuly), částice B by se posunula do správné cílové 
polohy, která pro ni byla původně spočítána, a k žádné kolizi by u ní nedošlo. 
Varianta provést kompletní zpracování kolizí rozdělené na dva kroky (kolize se stěnami a kolize s 
částicemi zvlášť) by v tomto případě nevedlo k použitelným výsledkům, protože jak bylo ukázáno výše, 
pro výpočet správné kolize je nutné porovnání všech potenciálních kolizí, jak v případě stěn, tak v 
případě částic. 
Posun cílových poloh naopak zajišťuje korektní detekci kolizí ve většině případů. Nelze však říct, že 
jde o všechny případy. Posun cílových poloh totiž vyžaduje i přizpůsobení algoritmu detekce kolizí částic, 
viz následující obrázek. 
 
 
Obrázek 9 
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V tomto případě částice B vypočítá svou cílovou polohu korektně, ke kolizi s částicí A u ní nedojde. V 
případě částic a A a C ovšem dojde k detekci kolize a vznikne problém způsobený tím, že cílová poloha 
částice A neodpovídá poloze na konci simulačního kroku a tedy hodnotě k=1. Algoritmus určující bod 
dotyku totiž s touto změnou nijak nepočítá a pokusí se určit k odpovídající bodu dotyku bez ohledu na 
specifickou situaci. 
Bez uvážení dotyku částice A se stěnou však ke kolizi vůbec nedojde. Situace na obrázku by v daném 
kontextu proběhla tak, že částice A by zhruba v okamžiku k=0,5 prošla vyznačenou pozicí a pokračovala 
dál, zatímco částice C by se do blízkosti tohoto bodu dostala až v okamžiku někdy po k=0,8, kdy by se už 
částice A nacházela někde poblíž koncového bodu svého vektoru rychlosti. To z matematického hlediska 
znamená neexistující řešení rovnice určující koeficient k a tudíž v závislosti na implementaci buď 
ignorování této kolize, kdy na základě porovnání k je výsledek zahozen, nebo k šíření nečíselných hodnot 
dál do výsledků. To by znamenalo v lepším případě průnik částic, který vznikne jako vyhodnocení 
pohybu částice A podle kolize se stěnou a vyhodnocení pohybu částice B jako bez kolizí, v horším 
případě postupné rozšíření nečíselných hodnot do souřadnic částice (potenciálně i jiných částic) a de 
facto jejímu vyřazení ze simulace. 
Nejobecnější variantu těchto jevů ukazuje obrázek 10. Šipky v daném případě ukazují pouze směr 
rychlosti, její velikost může být různá. Podle toho platí, že mohou obě částice projít jak kolizí se stěnou, 
tak kolizí mezi sebou navzájem. Požadovaným řešením takové situace je, aby byla dodržená časová 
posloupnost kolizí, jak postupně v rámci simulačního kroku nastanou. Pro každou z částic platí, že po 
určitou limitní hodnotu k se částice pohybuje po své dráze dané vektorem rychlosti, po překročení této 
hodnoty se její pohyb zastaví u stěny, a tam částice až do zbytku simulačního kroku zůstane (bez ohledu 
na to, jestli u ní dojde k nějaké druhotné kolizi nebo ne). 
 
 
Obrázek 10 
 
Tento mechanismus rozděluje řešení situace do tří základních variant, jak jsou ukázány na obrázku. Ve 
všech případech jde o zobrazení poloh částic v bodu dotyku tak, jak mají vypadat na konci simulačního 
kroku v závislosti na jejich rychlostech. Možnost označená 1 znázorňuje situaci, kdy částice B dosáhne 
stěny jako první a částice A do ní narazí později. Možnost 2 ukazuje situaci opačnou, kdy částice A 
zaujme polohu u stěny a pak má být kolidována částicí B. Třetí varianta ukazuje situaci, kdy obě částice 
dosáhnou bodu dotyku dříve než kolize se stěnou a tudíž ke kolizi se stěnou vůbec nedojde (to odpovídá 
standardnímu chování při kolizi částic). Poslední teoretickou možností je, že obě částice by dosáhly kolize 
až po kontaktu se stěnou, ale za ideálního stavu soustavy částic je tato varianta vyloučena. 
K rozhodnutí o tom, která z variant nastane, je potřeba znát limitní k obou částic, pokud kolidují se 
stěnou (a samozřejmě i sám fakt, jestli se stěnou kolidují). U částice A (považované za aktivní) je tato 
hodnota známá jako součást výpočtu, pro částici B se však v globální paměti nenachází, z možností tuto 
hodnotu do globální paměti ukládat nebo ji v případě detekované kolize dopočítat jsem zvolil variantu 
dopočítávání. Nejdříve je však potřeba vůbec určit, jestli částice B se stěnou někdy v průběhu 
simulačního kroku koliduje, což je možné zjistit z porovnání cílové polohy a původního cíle daného 
vektorem rychlosti. Pakliže se rovnají, částice B se stěnou jistě nekoliduje. Z jejího hlediska půjde o 
standardní situaci a výpočtu limitního k pro částici B je možné se zcela vyhnout. 
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Pakliže částice B koliduje, je potřeba hodnotu k dopočítat, výsledky porovnat, a pokud je hodnota k 
nadlimitní, upravit výpočet tak, jako by se částice B nacházela staticky v bodu dotyku se stěnou. Obdobně 
částice A může jak kolidovat standardním způsobem, tak kolidovat se stěnou jako první pokud je její k 
vyjde větší než limit. V případě částice A je ale celá situace značně zjednodušena tím, že částice svou 
skutečnou cílovou polohu zná a stačí pro ni zaznamenat informaci, že (i) ke kolizi s částicí B dojde. 
Výpočet k tedy proběhne standardním způsobem, ale interpretaci výsledku v algoritmu určování 
cílové polohy je potřeba upravit, aby reflektovala výše uvedené mimořádné situace. Zvolil jsem následující 
způsob (částice A je aktivní): 
 
1. Jestliže cíl B odpovídá součtu výchozí polohy B a rychlosti B: 
1.1. Kolize B se stěnou nehrozí, je možné považovat jeho chování za standardní. 
1.2. Jestliže aktuálně vypočtené k je doposud nejmenší, nastane tato kolize. 
1.3. Jestliže aktuálně vypočtené k je shodné jako dosavadní minimum, k doposud 
zaznamenaným kolizím se přidá i tato kolize. To platí také ve všech případech, kdy má 
A v tomto kroku kolidovat se stěnou, tehdy to znamená, že zaujme pozici u stěny jako 
první. 
1.4. Ve zbytku případů kolize nenastane. 
2. Naopak pokud cíl B neodpovídá součtu výchozí polohy a rychlosti: 
2.1. Částice B může kolidovat se stěnou a je nutné znát okamžik kb kdy k tomu dojde. Ten 
se určí podílem skutečné vzdálenosti výchozí bod - cílová poloha a rychlosti částice B. 
2.2. Pokud je nové k doposud nejmenší a zároveň je i menší, než kb, kolize částic nastane 
dříve než jakákoli z částic koliduje se stěnou  a půjde o standardní chování. 
2.3. Jinak (některá z částic jistě narazí nejdříve na stěnu): 
2.3.1. Pokud je k menší, než kb a zároveň má částice A kolidovat se stěnou, částice A 
koliduje se stěnou jako první a kolize s B se přidá k jejím kolizím. 
2.3.2. Jinak (částice B narazí na stěnu jako první): 
2.3.2.1. Je potřeba přepočítat koeficient k pro částici A, při čemž jako poloha 
částice B se použije cíl částice B ležící u stěny a rychlost se dosadí nulová. 
2.3.2.2. Pokud je nové k nejmenší, proběhne právě tato kolize, pokud je nové k 
rovné doposud nejmenšímu, tato kolize se přidá k doposud zaznamenaným 
kolizím. Ve zbytku případů kolize nenastane. 
 
Výše uvedený postup zajistí určení nastávajících kolizí i hodnoty koeficientu k pro aktivní částici. Jeho 
důsledkem je i rozdělení odpovědností za části výpočtu mezi vlákna odpovídající jednotlivým částicím. 
Pokud projdeme všechny variantní situace z obrázku 10 a aplikujeme algoritmus postupně na obě částice, 
potvrdí se, že ve všech variantách 1 až 3 výsledek odpovídá a ukáže se, jakou výpočetní cestou půjdou 
jednotlivá vlákna a jakým způsobem se jejich výpočet kombinuje do podoby finálního výsledku. 
Vstupní podmínkou pro tento výpočetní postup je úprava cílových poloh v globální paměti podle 
případných kolizí se stěnami a to ještě dříve, než nastane výpočet potenciálních kolizí mezi částicemi. 
Původní algoritmus je tedy nutné upravit do následující podoby: 
 
1. Výpočet kolizí se stěnami. Výběr kolize s nejnižším k. 
2. Úprava cílových poloh tam, kde ke kolizi se stěnami dochází. 
3. Bariérová synchronizace. 
4. Výpočet kolizí částic mezi sebou. Výběr kolize s nejnižším k (včetně kolizí se stěnami). 
5. Pohyb do původní cílové polohy nebo cílové polohy dle k, pokud došlo ke kolizi. 
6. Výpočet předané energie, pokud došlo ke kolizi. 
7. Bariérová synchronizace. 
8. Předání energií. 
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Jak je vidět, úprava je fakticky minimální (ovšem z hlediska funkce významná). Došlo k přidání 
redukce cílových poloh v kroku 2 a především k přidání bariérové synchronizace v kroku 3. 
4.2 Vliv gravitace 
Přestože stávající model už shrnuje všechny běžné situace, ve kterých kolize nastávají, v reálných 
prostředích typicky očekáváme i působení gravitace, které je nutné do algoritmu vhodně zakomponovat. 
Základní princip gravitačního působení je zcela přímočarý, spočívá v přičítání gravitačního zrychlení ke 
všem rychlostem v každém simulačním kroku. Předpokládejme tedy prozatím, že tento princip uplatníme 
a na samotném začátku simulačního kroku gravitační zrychlení všem částicím přičteme. 
Jak bylo ukázáno už v kapitole věnující se základním kolizím se stěnami, jednoduchá implementace 
gravitačního zrychlení může vyvolat různé druhy nezamýšleného chování soustavy částic, které je potřeba 
zohlednit a následně korigovat nebo odstranit. Prvním z těchto problémů je situace popsaná už v 
zmiňované kapitole na obrázku 11, tedy zastavení částice při pohybu podél stěny kolmé na gravitační 
působení. Tuto stěnu můžeme v daném kontextu označit jako podstavu. 
V dané situaci předpokládáme pohyb omezený pouze odporem prostředí. Při základní implementaci 
gravitace by docházelo k tomu, že (s výjimkou situací s odrazem stěny rovným 1) po přičtení gravitace by 
výsledná rychlost směřovala vždy do podstavy a tedy koeficient k by vycházel neustále nulový. Částice by 
stála na místě. Korekcí může být buď zohlednění situace dotyku podstavy a z něj vyplývající zanedbání 
gravitační složky tam kde je to nutné (případů je mnoho), nebo anulování gravitační složky v případech, 
kdy by daný problém způsobovala, a následné standardní vyhodnocení pohybu. Zejména z důvodu větší 
transparentnosti kódu a oddělení řešení této situace od ostatních kroků programu jsem zvolil druhou 
variantu. 
Možnost anulovat gravitační složku, popřípadě ji vůbec neaplikovat, však vyžaduje splnění 
dodatečných podmínek ve zbytku programu. Přesně řečeno jde o podmínky nutné pro správnou detekci 
těchto situací. Prvním návrhem může být anulování gravitační složky v případě, že se částice dotýká 
podstavy. Tuto podmínku lze však rychle vyloučit: Zjevně pokud částice by skončily v dotyku s 
podstavou v daném simulačním kroku a na začátku dalšího simulačního kroku mířily odraženou energií 
od podstavy, došlo by k vynulování odražené vertikální složky jejich rychlosti. Korekce této chyby však 
vede k použitelnému postupu, kdy podmínkou je jak dotyk se stěnou na začátku simulačního kroku, tak 
vektor rychlosti směřující do podstavy. Po této úpravě již algoritmus pokrývá většinu situací. Uvažujme 
však následující jev: 
 
 
Obrázek 11 
 
Požadovaným řešením je, aby částice A určitém (co nejmenším) počtu kroků obrátila svou vertikální 
složku vektoru hybnosti a odrazila se směrem, který ukazuje čerchovaný vektor. Částice B by se v tomto 
případě neměla pohnout (pokud jde o dokonale pružnou srážku). Pokud bychom však aplikovali výše 
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uvedený algoritmus na tuto situaci, mohlo by dojít k tomu, že částice A by se přesunula do své cílové 
polohy a předala částici B vertikální složku hybnosti. V následujícím simulačním kroku by vektor rychlosti 
částice B směřoval do podstavy, jeho vertikální složka by byla anulována, a částici A by zůstala pouze 
vodorovná složka rychlosti maximálně upravená o gravitační zrychlení. Rozhodně by tedy nedošlo k 
požadovanému odrazu. 
Jak z výše uvedené situace vyplývá, nutnou podmínkou pro redukci složky rychlosti rovnoběžné se 
směrem gravitačního zrychlení je to, aby všechny složky rychlosti směřující do podstavy a stěn na začátku 
simulačního kroku byly působeny čistě gravitací. To znamená, zajistit, aby na konci každého simulačního 
kroku směřovaly složky od stěn, pokud se částice nachází v dotyku s nimi. 
Jelikož způsob určení cílových poloh už je v podstatě vyřešeno, stačí se v této části algoritmu zabývat 
změnami a výměnami hybnosti. Úprava algoritmu do stavu, kdy situace tohoto typu zpracuje správně, 
souvisí velmi úzce právě s použitím vícenásobných kolizí, jak je uvedeno v předchozích kapitolách. 
Zvoleným řešením je zajištění posloupnosti kroků při vyhodnocení vícenásobných kolizí tak, že nejprve 
probíhají všechny výměny energií mezi částicemi a následně až odrazy od stěn, realizované obrácením 
složky rychlosti směřující do stěny u všech částic, které se dané stěny dotýkají. Algoritmus s použitím 
gravitace a touto úpravou kolizí stěn tedy vypadá následujícím způsobem: 
 
1. Započtení gravitačního zrychlení. Anulování, pokud složka rychlosti míří do podstavy. 
2. Výpočet kolizí se stěnami. Výběr kolize s nejnižším k. 
3. Úprava cílových poloh tam, kde ke kolizi se stěnami dochází. 
4. Bariérová synchronizace. 
5. Výpočet kolizí částic mezi sebou. Výběr kolize s nejnižším k (včetně kolizí se stěnami). 
6. Pohyb do původní cílové polohy nebo cílové polohy dle k, pokud došlo ke kolizi. 
7. Výpočet předané energie, pokud došlo ke kolizi. 
8. Bariérová synchronizace. 
9. Předání energií. 
10. Bariérová synchronizace. 
11. Obrácení energií částic u stěn. 
 
Touto úpravou tedy přibylo zpracování gravitačního zrychlení na řádku 1 a další potřeba bariérové 
synchronizace a následného obrácení energií vyplývajícího z odrazu stěn na řádcích 10 a 11. 
 
 
Obrázek 12 
 
Krom korektních odrazů od stěn a odrazů částic má uvedený algoritmus i výhodu, kterou lze 
ilustrovat na obrázku 12. Zatímco u předchozího postupného zpracování by byly nutné dva nežádoucí 
mezikroky (2 a 3) mezi předáním energie odrážející se částici, v případě algoritmu upraveného popsaným 
24 
 
způsobem se tento počet redukuje na pouhý jeden krok díky vícenásobné kolizi po kroku 1 a následném 
přímém přechodu na krok 3. 
4.3 Zvláštní případy 
Doposud uvedené algoritmy zpracovávají většinu možností kolizí, tak aby splňovaly základní požadavky 
klasické mechaniky. Existuje ale množství situací vyplývajících z vlastností počítačového zpracování nebo 
dodatečných speciálních požadavků na chování simulace, z nichž některé je na místě zde ještě rozebrat. 
4.3.1 Dvojnásobná kolize stěny a jevy probíhající u stěn 
První z nich se váže k předchozím kapitolám a jde o dvojnásobnou kolizi stěny. Pokud uvažujeme situaci 
tak, jak ji ukazuje obrázek 13, předpokládaným korektním řešením je, že částice A a B se odrazí stejným 
způsobem, jakým by se srážka odehrála v prostoru a bez gravitace a částice v tomto případě narazí na 
levou stěnu a odrazí se od ní s odpovídajícím koeficientem odrazu. 
 
 
Obrázek 13 
 
V obou případech zvolený poskytuje zvolený algoritmu korektní výsledky. U částic A a B jasně proto, 
že gravitační složka je anulována a tudíž nejen zdánlivě ale i programově je situace shodná se srážkou ve 
volném prostoru. U částice C je situace specifická tím, že zatímco u spodní stěny probíhá posun podél ní, 
u stěny levé dochází k nárazu, který chceme zohlednit. I je využito redukované gravitace, která zajistí 
volný pohyb částice C a transparentní vyhodnocení kolize s levou stěnou stejnou programovou cestou, 
jako by probíhalo při volném pohybu v prostoru. V obou případech sice dochází k obracení svislé složky 
hybnosti (teoreticky, prakticky je nulová), ovšem k detekci kolizí právě jen v případech, kdy se jedná o 
kolize s jinými objekty než s podstavou, tak, jak je požadováno. 
4.3.2 Kontakt částic a tření 
Samostatným tématem je chování částic přímo při vzájemném kontaktu a situace v reálném prostředí 
vznikající vlivem tření nebo vlivem valivého pohybu. Nejjednodušší příklad takového jevu je vidět na 
obrázku obrázku. 
 
 
Obrázek 14 
 
25 
 
Požadovaným chováním částic v daném případě je, aby částice A sklouzla po povrchu částice B na 
podstavu a částice B se úměrně převzatou hybností pohnula (a následně pohybovala dál) směrem vlevo. 
V případě nezohlednění variant pohybu podél stěn (viz předchozí podkapitolu) by i zde došlo k zaseknutí 
obou částic ve výchozí pozici. Použitý algoritmus ovšem danou situace řeší uspokojivým způsobem, který 
ukazují připojené číslované polohy částic. 
Ve výchozí poloze označené 1 jsou částice v bodu dotyku a proběhne vyhodnocení kolize, vektor 
rychlosti částice A získaný dřívější kolizí nebo gravitací bude předán částici B. Pokud jde o gravitaci, 
dojde i k obrácení tohoto vektoru rychlosti částice B směrem od podstavy, avšak opětovné započtení 
gravitace na začátku dalšího simulačního kroku obrátí směr rychlosti opět k podstavě, dojde k 
zredukování vertikální složky a výsledný vektor rychlosti je plná čára u částice B v pozici 2a. U částice A 
se ze situace 1 zachová tečný směr rychlosti tak, jak je zobrazen v pozici 2a. I zde dojde k započtení 
gravitace, které je ale pro přehlednost uvedeno až v situaci 2b (zde je nutné uvést, že se nejedná o 
posloupnost simulačních kroků, ale o různé časové body v rámci dvou simulačních kroků 1 a 2).  
Protože výsledná rychlost částice B bude alespoň ze začátku menší než rychlost částice A, došlo by 
reálně k tomu, že částice by kolidovaly v okamžiku k=0. Je to důsledek působení gravitace na částici A. 
Zde je ovšem klíčové porovnávání cílových poloh, které fakticky obejde výpočet bodu dotyku (skutečně 
by vyšel k=0) tím, že určí vztah mezi částicemi A a B jako bez kolize (jak je vidět v poloze 2b). Umožní 
tak částicím volně se pohnout i v případě krátkého průniku, který ovšem na konci simulačního kroku už 
nebude existovat. 
Na obrázku 14 jsou pro názornost opět rychlosti řádově zvětšeny oproti reálným hodnotám. Pokud 
bychom je realisticky snížili, může situace ještě stále dopadnout tak, že převzatá energie částicí B nebude 
dostatečná k posunu a uvolnění místa částici A dostatečně brzy. To naštěstí nevede k zaseknutí nebo 
dodatečným podmínkám pro simulaci, ale vyřeší se díky postupné kumulaci gravitačního zrychlení, které 
je přičítáno oběma částicím. V případě permanentní kolize částic dojde postupným předáváním energie k 
situaci, kdy částice B získá dostatečnou vertikální rychlost, aby převýšila gravitační zrychlení, a tuto 
rychlost předá částici A. Tím dojde anulování gravitační složky i u částice A a nastane situace označená 
2a, ve které je směr částice A zcela tečný a tedy i zde bude umožněn volný pohyb částic. Ten se bude s 
rostoucím horizontálním rozdílem vzdáleností středů částic zvětšovat, jak bychom v reálném prostředí 
očekávali. 
Přestože jde v případě výš uvedeného postupu o přirozené řešení daných stavů, je nutné zároveň 
uvést, že nejde o řešení podložené fyzikálně a je ho tedy nutné považovat stále za řešení tvořící primárně 
optickou nápodobu očekávaného chování a tedy řešení potenciálně velmi nepřesné. Právě zpracování 
fyzikálního modelu pro tyto situace a jeho zakomponování do výše uvedených algoritmů by bylo 
vhodným tématem na další rozšíření programu, čemuž se věnuje i závěrečná kapitola. 
 
 
Obrázek 15 
 
Pozitivním důsledkem vycházejícím také z porovnávání cílových poloh částice je i další specifická 
situace, kterou ilustruje obrázek 15. Jde o pohyb částic ve vzájemném závěsu, tedy kdy jejich rychlost je v 
určitém směru přibližně stejná, ale jejich vzdálenost je výrazně menší, než velikost rychlosti. V takovém 
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případě by přes to nemělo dojít ke kolizi, a jak ukazuje obrázek, skutečně k ní ani nedochází. Zelené 
vektory a pozice zde symbolizují situaci v dalším simulačním kroku. 
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5 Implementace 
Tato část popisuje praktickou implementaci algoritmů popsaných v předchozích kapitolách v podobě 
demonstračního programu, který je přiložen včetně zdrojových textů k této práci. Právě na zdrojové texty 
programu se tato kapitola může odvolávat nebo vysvětlovat jejich funkčnost. 
5.1 Úlohy zařízení 
Samotná struktura programu je díky implementační technologii rozdělena na dva samostatné programové 
celky, kterými jsou kód zařízení v OpenCL a kód hostitele v C++. Sdílení dat mezi hostitelem a 
zařízením probíhá skrze sdílené pole struktur Castice definovaných ve společném hlavičkovém 
souboru. Tamtéž se nacházejí definice sdílených konstant, jako jsou rozsahy simulačního prostoru, 
velikost částic nebo koeficienty odrazu v různých situacích. 
Zvláštním paměťový prostor na zařízení je vyhrazen pro paměť cílových poloh v globální paměti. 
Tuto paměť hostitel nečte, slouží čistě zařízení. Použití tohoto odděleného paměťového prostoru přináší 
i výhodu v podobě snížení náročnosti na datovou propustnost, protože ve většině případů se tím 
předejde nutnosti načítat celou strukturu částice, pokud jejich cílová poloha nekoliduje. 
Volání kernelu castice() realizuje na sdíleném poli částic jeden simulační krok. Jeho 
implementace je pouze jedna ku jedné formalizovaným přepisem finální varianty algoritmu simulačního 
kroku navrženého v kapitole 4.2. Jednotlivé funkce OpenCL programu pak odpovídají jednotlivým 
krokům tohoto algoritmu a obsahují praktickou implementaci postupů popsaných pro konkrétní části 
výpočtu, jak jsou popsány v předchozích kapitolách. 
5.2 Úlohy hostitele 
Jádro programu hostitele se nachází v souboru castice.cpp. K vykreslování je použita knihovna freeglut 
(klon GLUTu s některými úpravami. Zde použit kvůli podpoře antialiasingu). Hlavní program zajišťuje 
po spuštění inicializaci OpenCL a OpenGL, alokaci paměťových prostorů na zařízení a případnou 
kompilace OpenCL programu. 
V paměti hostitele se nachází ekvivalent pole částic na zařízení, aby bylo možné provádět jejich 
blokové kopírování. Při inicializaci programu to znamená zápis výchozího rozložení částic a kopii do 
paměti zařízení, při simulaci naopak kopii výsledků do operační paměti hostitele. 
Vykreslování a přepočet poloh částic zprostředkovává funkce animace(), která je svázána s 
krokem simulace. Samotné vykreslení snímku podle pole částic zajišťuje funkce snimek(). 
Krom grafického výstupu obsahuje hlavní program ještě funkci tiskAutdit() určenou pro 
textový výstup, tato funkce je ovšem implicitně vypnuta. 
Na závěr je ale nutné uvést, že uvedený algoritmus vykreslování je použitelný jen pro účely 
demonstračního programu a pro praktické nasazení by byl z více důvodů nevhodný. Možné úpravy a 
změny ukazuje příslušná podkapitola v závěru. 
5.3 Funkcionalita programu 
Součástí demonstračního programu jsou ještě do samostatného souboru vyčleněné funkce generující 
různá testovací rozložení částic demonstrující fungování algoritmů. Tyto varianty se vyvolávají klávesami 
1–6.  
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Krom toho je možné klávesou r vytvořit skupinu nahodile rozložených částic a klávesou c vyvolat 
pohyb kamery. Program se ukončí po stisku klávesy esc. Výřezy hlavního okna programu ilustrující 
funkcionalitu ukazuje obrázek. 
 
 
Obrázek 16 
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6 Závěr 
Cílem této práce bylo navrhnout a implementovat simulátor mechaniky tuhých těles pro GPU za použití 
technologie OpenCL a jazyka C++. Hlavní důraz byl kladen na rozbor simulace fyzikálních vlastností 
tuhých těles a zpracování nebo zhodnocení maxima jevů, které u nich mohou nastávat. 
Jako základní předmět simulace byla navržena soustava volně se pohybujících a kolidujících koulí 
(částic) v ohraničeném prostoru. Jak vyplynulo při analýze situace, takto specifikovanou simulaci je 
možno použít jak jako původně uvedený simulátor tuhých částic, tak jako prostředek pro zjednodušenou 
simulaci kapalin. Možné uplatnění jako simulátor kapalin bylo zohledněno i v následujících částech práce. 
Toto použití je však podmíněno pouze určitými požadavky na výsledné vlastnosti simulace, některé 
vlastnosti chování kapalin lze totiž při daném způsobu simulace jen velmi těžko dosáhnout. 
V kapitolách věnujících se možnostem kolizí jsem postupně jednotlivě tyto možnosti rozebral, sestavil 
a upravil matematickou reprezentaci a následně navrhl programovou realizaci se zohledněním požadavků 
na paralelní výpočet na platformě OpenCL. 
Po zpracování jednotlivých možných situací jsem tyto varianty dále sloučil a diskutoval jejich nově 
vzniklý kontext a dodatečné vlastnosti vyplývající ze sloučeného zpracování všech variant. Po zohlednění 
a navržení úprav jsem nakonec sestavil finální paralelní algoritmus spojité simulace s ohledem na 
minimalizaci stochastických jevů vyplývajících z paralelismu. 
V závěru práce je popsána implementace přiloženého demonstračního programu, který ukazuje 
praktické použití navržených algoritmů a jejich vlastností.  
Z praktického použití vyplývají obecná omezení daná charakterem spojité simulace, kterými jsou 
především poměry gravitace a rychlostí vzhledem k simulačnímu kroku a rozměrům částic. 
Z ohledu stanovených cílů se podařilo hlavní cíl v podobě komplexního návrhu paralelní fyzikální 
simulace splnit zcela, sekundární cíl částečně realizací grafického výstupu a terciární cíl pouze ve 
vybraných detailech, což jej dělá prvním vhodným kandidátem pro kapitolu rozšíření. 
6.1 Možná rozšíření a další vývoj 
Navržený algoritmus umožňuje další vývoj zejména v oblasti přizpůsobení cílovým účelům, například 
úpravami specifickými pro simulaci kapalin, nebo rozšíření algoritmu pro přesné řešení valivého odporu a 
smykového tření. 
Demonstrační aplikaci by bylo možné rozšířit do stavu ilustrujícího reálnou implementaci grafické 
části, jak by bylo optimální ji použít v praktické grafické aplikaci, především zavedením sdílené paměti 
OpenGL a OpenCL a odstíněním hostitele od pole částic. V rámci sdílené paměti by pak bylo nutné 
doprogramovat rendering pole částic pomocí shaderů zajišťujících rendering bodů, popřípadě některý z 
algoritmů pro rendering objemu v případě simulace kapaliny. 
Na závěr posledním navrhovaným rozšířením stojícím na pomezí mezi obecným a aplikačně 
specifickým by mohla být aplikace vhodného algoritmu rozdělení prostoru za účelem zefektivnění 
paralelizace a především omezení nároků na paměťovou propustnost a odstranění nutnosti globálních 
synchronizací.  
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