Automatic Selective Breeding Evidence by Novák, Ondřej
  
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ 






FAKULTA INFORMAČNÍCH TECHNOLOGIÍ 
ÚSTAV INFORMAČNÍCH SYSTÉMŮ 
FACULTY OF INFORMATION TECHNOLOGY 






AUTOMATICKÝ VÝBĚR CHOVNÝCH JEDINCŮ 




AUTOR PRÁCE    ONDŘEJ NOVÁK 
AUTHOR 
 




BRNO 2010   
  
Abstrakt 
Práce se zabývá problematikou plemenných chovů a jejich centrální evidence přes webové rozhraní. 
Cílem bylo podle návrhu implementovat webový portál, který dovoluje evidenci zvířat, jejich 
vlastností, závodů a dalších informací. Také umožňuje sdružování uživatelů do skupin, přidávání 








This work is concerned about breeding and its central evidence through a web interface. Aim of this 
work was to implemenet a web portal by a scheme, which allows accounting of animals, their 
features, competitions and other informations. It allows users to form groups, add friends, and 
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1 Úvod 
 Tato práce se zabývá vytvořením aplikace - webového systému pro evidenci 
plemenných chovů, jejich vlastností, závodů a vztahů. Tento systém také bude umožňovat 
shlukování uživatelů do skupin, posílaní zpráv mezi nimi, psaní článků a v neposlední řadě 
možnosti sdílení zvířat. V první části se tato práce lehce dotkne teorie chovu zvířat a jejich 
výběru pro zlepšení genového fondu.  
 Dále uvede technologie, které jsou použity v rámci vyvíjené aplikace, jedná se 
například o  Javu, AJAX, GWT, JavaScript a další. Poté se popíší požadavky na aplikaci, její 
celkový návrh a popis jednotlivých komponent, spolu s okomentovaným ER diagramem. 
 Nakonec se zmíní o implementaci vlastního systému a popisu funkčních částí 
projektu v rámci klienta i serveru. Jedná se o popis hlavního rozložení stránky, jednotlivých 
panelů a pak také služeb serveru využívaných klientem.  
 V závěru poté bude následovat rozbor možných budoucích vylepšení, souhrn 
problému, které při vývoji nastali a celkové shrnutí výsledku práce. 
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2 Teorie 
 V této kapitole se zaměřuji na teorii chovu zvířat a jejich rozdělení. Také se zmíním o 
genetice a dědičnosti a s tím souvisejících Mendelových zákonů. 
2.1 Chov zvířat 
 Jde o činnost, která se zaměřuje jednak na produkci surovin a potravin, což je chov 
hospodářských zvířat, ale také může jít o chov domácích, neužitkových zvířat, které se chovají za 
cílem vyplnění volného času, u určitých druhů možnosti účastnění se soutěží a celkově naplnění zálib 
chovatele. 





Jedním z klíčových chovů v této kategorii je chov skotů, který produkuje především mléko a maso. 
  
 V této práci se ale budeme zaměřovat především na druhou skupinu chovných zvířat a to 
chov domácích, neužitkových zvířat. 
 
2.2 Domácí zvířata 
 Domácí zvířata jsou chována především z několika důvodů, například naplnění volného času 
a zálib chovatele,  kvůli sportovním nebo soutěžním aktivitám nebo třeba také jako okrasná zvířata 
pro různé přehlídky a podobně. Často se ale tyto účely mísí dohromady.Oblíbenost druhů zvířat velmi 
záleží na geografické poloze a kulturními tradicemi státu v kterém se zvíře vyskytuje. 
Domácí zvířata můžeme rozdělit biologicky do následujících kategorií: 
• Savci 
o šelmy (pes, kočka ..) 
o hlodavci (králík,křeček ..) 
o lichokopytníci (kůň) 
• ptáci 
o papoušci 
o měkkozobí (holub) 
  5 
o hrabaví (páv, bažant) 
o dravci (sokol,orel) 
• plazi 





Samozřejmě je těchto druhů mnohem více a dají se ještě více specifikovat. Na takovéto stromovém 
rozdělní druhů je postavena i implementovaná aplikace. 
Každý z těchto druhů je definován určitým množstvím vlastností, které se pak může lišit jedinec od 
jedince. 
  
2.3 Genetika a dědičnost 
 Genetika je věda o dědičnosti a proměnlivosti živých organismů, dědičnost je naproti tomu 
schopnost organismu přenášet genetické znaky na potomstvo. 
Základy principů dědičnosti a genetiky celkově položil český biolog  J. G. Mendel začátkem 20. 
století. Při svých pokusech sledoval pozoroval pouze vybrané kontrastní znaky a statisticky hodnotil 
výsledky svých pokusů, což bylo v jeho době neobvyklé a také proto byla jeho práce uznána až teprve 
třicet let po zveřejnění jeho původní práce. 
2.3.1 Mendelovy zákony 
 V této kapitole jsem čerpal z [8] a [9]. 
Mendelovy zákony dědičnosti shrnují pravidla, jež se uplatňují při dědičnosti znaků.  
 
 První Mendelův zákon o "uniformitě první generace homozygotů a identitě reciprokých 
křížení" zní následovně: 
"Křížíme-li dominantního homozygota s homozygotem recesivním, jsou jejich potomci F1generace 
(první generace potomků) ve sledovaném znaku všichni stejní. Reciproká křížení u jakýchkoliv 
jedinců první generace dávají shodné výsledky." 
V překladu to znamená, že při křížení například červenokvětých rostlin s žlutokvětými můžeme 
dostat všechny žluté, všechny červené, nějakou jejich kombinaci, například oranžovou, ale nikdy ne 
část žlutých a část červených. Také tento zákon říká, že nezáleží na tom, který z rodičů nese 
dominantní znak.  
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 Druhý Mendelův zákon o "čistotě a segregaci vloh": Vlohy přicházejí do pohlavních 
buněk čisté a nemísí se s vlohami opačnými.  
Znamená to že jednotlivé znaky se dědí nezávisle na sobě, což v praxi vypadá tak, že velikost 
nesouvisí například s barvou. 
 
 Třetí Mendelův zákon o "volné kombinovatelnosti alel s výjimkou genů ve 
vazbě":Vzájemným křížením polyhybridů vzniká genotypově i fenotypově nejednotné potomstvo 




 Setkáváme se s takzvanými znaky kvalitativními, jež představují kategorii bez přechodů, 
například bílé zbarvení přejde přímo na červené a podobně. Dále jsou to znaky kvantitativní, které 
naproti kvalitativním mají proměnlivost spojitou, tedy dostáváme rovnoměrnou řadu hodnot od 
jednoho extrému k druhému - například hmotnost, produkce mléka. 
 
 Nositelem dědičnosti jsou geny, které se předávají z generace na generaci. 
Znaky mohou být velkého účinku (kvalitativní znak), znamená to že je založen jen jedním, či 
několika málo geny a dědí se tudíž jednoduše. Nebo se může jednat o znak kvantitativní, který je 
založen mnoha geny a je tudíž hůře děděný. 
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3 Technologie 
 V této kapitole popíši technologie, které byli použity při vytváření aplikační části této práce.  
Jedná se o známe webové technologie, jako je HTML a CSS a JavaScript, ale také o něco novější 
AJAX a GWT. Dále je zde popsána také Java a databáze PostgreSQL. 
3.1 HTML - HyperText Markup Language 
 V této kapitole jsem čerpal z [5]. 
HTML je značkovací jazyk, pro vytváření webových stránek, který je podmnožinou SGML (Standard 
Generalized Markup Language) metajazyku.  
 Je popsán množinou značek a jejich atributů, které lze použít v jednotlivých verzích, tato 
definice pravidel je nazývána DTD (Document Type Definition). Značky se vyskytují v textu 
dokumentu a uzavírají se mezi úhlové závorky. Atributy se používají k určení vlastnosti elementu, 
nebo jeho upřesnění. Nynější nejpoužívanější verze je 4.01. 
 
 Většina stránek mé bakalářské práce je generována JavaScriptem, nicméně výsledek je poté 
z větší části tvořen HTML kódem. GWT využívá klasické HTML 4.01, které by mělo být z velké 
části interpretováno stejně většinou prohlížečů. Pro případ že jsou nějaké odlišnosti v zobrazování je 
pro každý prohlížeč vygenerován lehce upravený úsek HTML kódu tak, aby to na všech webových 
prohlížečích vypadalo co nejvíce podobně a programátor se tak nemusel zaobírat problémy 
s kompatibilitou u různých prohlížečů. 
3.2 CSS - Cascading Style Sheets 
 V této kapitole jsem čerpal z [6]. 
CSS je jazyk pro popis způsobu zobrazení dokumentů napsaných v značkovacích jazycích. Především 
se používá v rámci HTML, XHTML, ale také například v XML dokumentech. 
Tento jazyk byl navržen tak, aby umožnil oddělit vlastní obsah dokumentu od jeho vzhledu, což ve 
výsledku zvyšuje čitelnost kódu, je flexibilnější a umožňuje více stránkám či prvkům použít stejný 
vzhled, který je definovaný pouze na jednom místě. 
 
 CSS styly jsou v rámci každé komponenty v GWT již předdefinované, ale je možnost je pro 
jednotlivé instance přepsat na uživatelsky definované. 
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Lze nahradit celé styly komponent, nebo pouze jejich části, GWT má pro jeden prvek většinou 
nadefinováno více stylů - například pro text komponenty, stlačení komponenty, přejetí nad 
komponentou myší a podobně. Použita je verze CSS2. 
3.3 DOM - Document Object Model 
 V této kapitole jsem čerpal z [7]. 
Jedná se o objektový model dokumentu, nebo přesněji jde o objektovou reprezentaci HTML, 
XHTML, či XML dokumentů. DOM umí zpracovávat a případně i měnit elementy z těchto 
dokumentů a umožňuje přístup k těmto elementům jako ke stromu. DOM velice často používají 
JavaScripty k manipulaci webové stránky. 
 Existuje specifikace W3C DOM, která je platformě a jazykově nezávislá. Tato specifikace je 
rozdělena na několik úrovní, které specifikují jaké všechny funkce musí splňovat. 
 
3.4 COOKIES 
 Cookies jsou jednoduché textové řetězce, které se ukládají ve webovém prohlížeči klienta. 
Ukládají se jako pár název-hodnota, které obsahují informace které si vzdálený server chce uložit 
u klienta. Cookies se posílají jako součást HTTP hlavičky.  
 
 V  mé aplikaci se používají převážně pouze na možnost automatického přihlašování do 
aplikace. V GWT se nastavují jednoduše přes třídu "Cookies", tudíž znovu programátor nemusí vědět 
jak přesně fungují, ale má jednoduché rozhranní k jejích obsluze. 
 
3.5 Dynamické webové stránky 
3.5.1 JavaScript 
 V této kapitole jsem čerpal z [1]. 
JavaScript, nebo také jinak ECMAScript, byl vyvinut v roce 1997 společnostmi Microsoft 
a Netscape. Jedná se o objektově orientovaný skriptovací jazyk založený na prototypech, v případě 
webových stránek se využívá jako interpretovaný jazyk. Ve webových aplikacích se vyskytuje  na 
straně klienta - webového prohlížeče.  
 Hlavní použitelnost JavaScriptu tkví v možnosti komunikovat a v případě potřeby měnit 
DOM, čímž může ve velké míře měnit již načtenou webovou stránku bez nutnosti klasického 
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obnovování a znovunačtení celé stránky. Díky tomu, že je kód vykonáván na straně klienta, je také 
možné okamžitě reagovat na různé akce uživatele - například stisknutí klávesy, kliknutí nebo i pouhý 
pohyb myši. V neposlední řadě JavaScript také dokáže otevírat nová okna prohlížeče, nebo upravovat 
jejich velikost. 
 
3.5.2 XHR - XMLHttpRequest 
 V této kapitole jsem čerpal z [1]. 
XHR je rozhraní,  které umožňuje přenos dat mezi serverem a klientem, přičemž se data mohou 
přenášet mezi serverem a již načtenou webovou stránkou bez nutnosti znovunačtení celé stránky. 
XHR je klasicky přístupné z JavaScriptu. Pro data lze použít několik různých formátů - XML 
(Extensible Markup Language), JSON (JavaScript Object Notation) nebo prostou posloupnost textu. 
XHR využívá pro přenos dat mezi serverem a clientem standartni HTTP, případně HTTPS protokol. 
 
 
3.5.3 AJAX - Asynchronous JavaScript and XML 
 V této kapitole jsem čerpal z [1]. 
Jedná se o sjednocení několika technologií, které společně mohou měnit obsah stránky bez nutnosti jí 
celou znovu načítat. Jde  především o JavaScript, XMLHttpRquest a DOM technologie. 
Mezi výhody AJAXu patří mimo již zmíněné také to,  že ve většině případů se sníží velikost dat, 
které je nutné po síti přenášet, jelikož se vždy posílají jen určité části stránky. 
3.6 GWT - Google Web Toolkit 
 V této kapitole jsem čerpal z [3]. 
Pro vývoj bakalářské práce jsem si vybrat Google Web toolkit, spolu s několika dalšími knihovnami, 
které na něj navazují. 
Jedná se, jak už název napovídá, o vývojový toolkit vyvíjený společností Google pod Apache Licencí, 
tedy se jedná a open source projekt. Google Web Toolkit je zaměřený na budování komplexních 
dynamických webových stránek, nabízí pokročilé možnosti používání AJAXu, bez nutnosti znalostí 
JavaScriptu nebo XMLHttpRequest rozhraní. 
 GWT se skládá z kompilátoru, který převádí Javu do JavaScriptu, knihovny komponent, 
knihovny emulovaných vlastností Javy v JavaScriptu - například většinu implementace z Java.util. V 
neposlední řadě také z možnosti spouštět projekt v hostovaném módu v rámci webového prohlížeče, 
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což mimo jiné znamená, že je možné kód ladit za běhu jako u jakékoliv běžné desktopové aplikace. 
Celkově vývoj připomíná více klasickou desktopovou aplikaci. 
 Jak vyplívá z minulého odstavce, většina aplikace se píše v jazyku Java, který se pak 
překladačem převede na optimalizovaný klientský JavaScript a HTML kód, jenž se poté může poslat 
prohlížeči uživatele. 
 GWT obsahuje spoustu předpřipravených komponent - například dynamicky filtrované 
seznamy, interaktivní textové vstupy, panely a další. Nicméně pro použití v této bakalářské práci jsem 
zvolil využít rozšiřující knihovnu "Smart", která má mnoho dalších komponent jako jsou chytré 
layouty, tabulkové seznamy, vylepšené grafické tlačítka, dynamické formuláře a další. 
Verze kterou používám k vytvoření této bakalářské práce je 2.0.3 
 
3.6.1 Asynchronní volání funkcí serveru 
 Pro komunikaci mezi serverem a webovým klientem používá GWT, jak již bylo naznačeno, 
XMLHttpRequest API. Nicméně programátor ho nemusí znát, jelikož GWT nabízí možnost 
asynchronních rozhranní v rámci Javy pro komunikaci mezi serverem a klientem.  
 Aby jsme mohli používat toto volání, je nutné na straně klienta nadefinovat rozhraní 
s požadovanými funkcemi a jejich návratovými typy, načež se k němu vygeneruje asynchronní 
rozhraní, taktéž na straně klienta. Posledním krokem je vytvoření třídy na serveru, která implementuje 
toto nadefinované rozhraní a je potomkem třídy "RemoteServiceServlet". Volání z klientského 
prostředí je pak zajištěno vytvořením objektu požadovaného rozhraní, jenž se přetypuje na 
asynchronní rozhraní, kde může poté uživatel zadat parametry, s tím, že poslední parametr je vždy 
objekt AsyncCallback<T> kde T označuje návratový typ pro volanou funkci. Tento objekt definuje 
dvě funkce, a to "onSuccess(T Object)" v případě, že ze serveru přichází odpověď v pořádku 
a "onFailure(Throwable)" v případě že nastala chyba v komunikaci se serverem. 
 Jedná se o asynchronní volání, to znamená, že se kód v onSuccess nebo případne v onFailure 
funkcích provádí až tehdy, kdy přichází odpověď ze serveru a mezitím ostatní kód na stránce 
pokračuje v běhu. Je to částečně výhoda i problém. Výhoda spočívá v neblokovatelnosti a tudíž 
nezamrzávání aplikace, nicméně problém může být, pokud potřebujeme data k vygenerování určité 
části stránky a musíme nějakým způsobem zabezpečit aby na ně systém počkal. 
 
3.6.2 SmartGWT 
 SmartGWT je rámec funkcí a nových komponent pro GWT založený na knihovně 
"SmartClient", což je dálší z toolkitů založených na AJAX technologii.  
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 Kromě nových komponent také přináší nové možnosti, především pro provázání serveru 
s klientem v rámci dat. Je možné nastavovat u komponent, kde je to vhodné, datové zdroje s kterými 
pak daná komponenta může pracovat, upravovat je, nebo je třeba i mazat přímo v rámci originálních 
dat na serveru a to vše bez nutnosti implementovat toho chování, stačí pouze nastavit v rámci 
komponenty co s ní je možné provádět. 
 Také je možné měnit jednoduše celý vzhled stránky pomocí motivů. v současné době jsou 
k dispozici v rámci SmartGWT celkem tři různé motivy, ale není problém vytvořit si vlastní. 
 
3.6.3 Komponenty 
 Ač GWT i SmartGWT mají mnoho komponent, rozhodl jsem se zde stručně vypsat alespoň 
několik základních, které jsou nejvíce zastoupeny ve vyvíjené aplikaci. 
3.6.3.1 ListGrid 
 Jde o komponentu zobrazující záznamy. Sloupce, které se mají zobrazovat lze jednoduše 
nastavit pomocí vložení ListGridField komponenty pro nový sloupec. Hodnoty v tomto sloupci se 
pak zobrazují když se vloží nový záznam, který má nastaven atribut s interním názvem sloupce a jeho 
hodnotou. 
 Defaultně umí tato komponenta seřazovat podle jakéhokoliv sloupce, umožňuje měnit 
velikost sloupců. Také je možné vkládat přetížením funkcí tlačítka či zobrazovat nějaké informace, 
nebo komponenty při přejetí myši přes záznam. 
Tuto komponentu používám skoro u všech zobrazování, kde je více záznamů. 
3.6.3.2 DynamicForm 
 DynamicForm komponenta funguje jako formulář, do kterého je možné vkládat velké 
množství dalších vstupních komponent, které jsou potomky FormItem třídy, jedná se tak například 
o ButtonItem, TextItem, StaticTextItem, TextAreaItem, SelectItem a další. Každá takováto komponenta 
je tvořena ze dvou částí a to názvu, který se zobrazuje před komponentou a vlastní funkční částí. 
Všechny vložené komponenty jsou vertikálně zarovnány pod sebou. U každé vložené komponenty je 
možné nastavovat, zda musí být vyplněna, nebo případně nastavit defaultní hodnot v případě, že 
vyplněna není.  
3.6.3.3 VLayout, HLyout 
 Tyto dvě komponenty jsou asi nejvíce zastoupeny ve vyvíjené aplikaci, jelikož se s nimi 
pozicují veškeré komponenty, které na stránce existují. VLayout zarovnává komponenty pod sebe, 
HLayout naopak vedle sebe. U každého lze nastavit vnitřní okraj, která každá vložena komponenta 
bude mít, také je možné nastavit okraj vnější, při používání více layoutů. 
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3.6.3.4 Window 
 Komponenta Window se používá na vytvoření nového okna v rámci stránky, nejedná se tedy 
o nové okno prohlížeče. Okno může mít nastavené libovolnou velikost, která se může za běhu i měnit. 
Také je možné ho nastavit jako modální, takže dokud se nezavře, tak není možné pracovat se zbytek 
stránky.  
3.6.3.5 TabSet 
 TabSet je komponenta která umožňuje zobrazit několik panelů a přepínat mezi nimi, jako 
mezi klasickými záložkami. Každý panel má vlastní plochu, která se může přednačíst již při vzniku 
celého TabSetu. Záložky mohou být umístěny jak na vrchu, tak po stranách a dají se k nim připojit 
i obrázky či ikony. 
 
3.6.4 GWTCanvas 
 GWTCanvas je další z volně šiřitelných knihoven, jedná se o knihovnu která dovoluje 
vykreslovat v rámci webové stránky libovolné grafické prvky - čáry, různé obrazce, obrázky 
a podobně. V aplikaci tuto knihovnu využívám především k vytváření propojení v rámci rodokmenu. 
3.7 Java 
 V této kapitole jsem čerpal z [2]. 
Většina aplikace v této bakalářské práci je vyvíjena v Javě, což je objektově orientovaný 
programovací jazyk, v současné době jeden z nejpoužívanějších. Java je vyvíjena již od roku 1995, 
kdy byla představena firmou Sun Microsystems. 
Jedná se o multiplatformní programovací jazyk a to díky tomu že se programy v Javě překládají do 
takzvaných bytecode instrukcí, který je pak analyzován a interpretován speciálním programem, který 
se nazývá Java Virtual Machine (VM). Ten se pak stará o to, aby aplikace běžela pod různými 
systémy, jako například Windows, Linux, Unix a další. Tato přenositelnost mezi velkým množstvím 
operačních systémů je také jedním z velkých předností Javy. 
 Java je hybridní programovací jazyk, což znamená že není pouze interpretovaný, ani 
překládaný, ale snaží se sloučit výhody obou přístupů. 
Pro správu paměti používá Java automatický nástroj zvaný "garbage collector", který se sám stará 
o to, kdy má uvolnit paměť na základě toho, zda už s ním daný program nebude nadále potřebovat 
pracovat, nebo na něj již v programu není nikde odkaz. To narozdíl od programovacích jazyků jako je 
C/C++ značně zlehčuje práci s pamětí, jelikož je programátor ušetřen nutnosti manuálně odstraňovat 
vytvořené objekty, případně hledání úniků paměti. 
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 Java není pouze programovací jazyk, ale celá platforma pro vývoj a provoz různých typů 
aplikací. Může se jednat například o Java SE (Standard edition), pro vývoj desktopových aplikací, 
nebo Java EE (Enterprise edition) pro vývoj informačních systémů. 
 
3.8 Databáze - PostgreSQL 
 V této kapitole jsem čerpal z [4]. 
PostgreSQL je objektově-relační databáze (ORDBMS), která je vydaná pod open source licencí. 
 Mezi možnosti PostgreSQL patří například vytváření funkcí, což jsou bloky kódu 
vykonávané na serveru. Mohou být psané v mnoha jazycích ( C, C++, Java, Perl ... ) a samozřejmě 
také v SQL. Dalšími možnostmi je například vytváření indexů, triggerů, vytváření uživatelských 
objektů, dědičnost tabulek a další. 
 PostgreSQL má také svůj vlastní databázový jazyk "PL/pgSQL" (Procedural 
Language/PostgreSQL Structured Query Language), které rozšiřuje možnosti klasického SQL. 
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4 Návrh systému 
 V této kapitole jsou popsány požadavky na výslednou aplikaci, také je zde uveden diagram 
případů užité a ER diagram databáze. 
4.1 Funkční požadavky 
 Jedná se o evidenční webový systém s dalšími možnostmi, musí tedy v prvé řadě umět 
evidovat různorodá zvířata a asociovat je s jejich majiteli. K tomu musí také umět vytvářet šablony 
pro různé druhy, určovat jejich vlastnosti, které se poté budou používat při zadávání zvířat a vytvářet 
strom druhů. Dále systém bude umět vytvářet šablony soutěží pro různé druhy, vytvářet z těchto 
šablon vlastní soutěže a přidávat do těchto soutěží přípustná zvířata podle druhu. 
 Uživatele se budou moci shlukovat do skupin, ve kterých si uživatele budou moci navzájem 
prohlížet svá zvířata a bude snazší vyhledávání předků nově zadávaných zvířat, případně ostatní akce 
spojené se zvířaty. Také tu samozřejmě je možnost přidávání přátel, které mají stejné možnosti jako 
uživatelé ve skupině. 
 Další zajímavou vlastností je možnost nechat si u jakéhokoliv zvířete zobrazit jeho rodokmen. 
Jelikož se jedná i lehce o komunitní server, je zde možnost posílání zpráv mezi uživateli a možnost 
psaní článků. Důležitou součástí je pak správa uživatelů a jejich práv, pro oprávněné osoby - správce 
serveru. Na hlavní stránce systému budou nejnovější informace o aplikaci, spolu s posledními 
obdrženými zprávami a články.  
4.1.1 Druhy  
 Zvířata jsou v evidenčním systému rozděleny do druhů. Tyto druhy jsou definovány pomoci 
stromu, kde na vrcholu je nejobecnější třída - to znamená živočichové a ve spodu pak konkrétní druh, 
který ostatní chovatelé mohou použít pro přidání jejich zvířat. 
 Každý druh má nadefinován určitý počet vlastností podle charakteristiky daného druhu. 
U druhu, který vychází z nějakého obecnějšího druhu je možnost vybrat jaké vlastnosti se zdědí do 
poddruhu a jaká již nemají smysl dále dědit. 
Tento stromový model slouží například také k tomu, aby bylo možné definovat závody pro větší 
počet druhů zatrhnutím pouze jejich obecnějšího druhu. 
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4.1.2 Zvířata 
 Zvířata je možné zdávat buď podle druhu, nebo se druh odvodí automaticky dle výběru 
rodičů. Při zadávání zvířete se poté podle druhu zobrazí požadované vlastnosti, které s tímto druhem 
souvisí, jsou ale nepovinné, takže je uživatel vyplňovat nemusí. 
Povinné položky jsou pouze vybráni druhu, případně alespoň otce či matky, pohlaví, které ovšem 
může být i neznáme, datum narození a datum od kdy je chovatelem vlastněn. Nicméně se 
předpokládá, že uživatel zadá alespoň první vlastnost, což je jakýsi identifikátor zvířete - jméno, číslo 
kroužku a podobně. V případě že tak neudělá je jako identifikátor při prohlížení zvířat použit datum 
narození. 
 Prohlížet je možné vlastní zvířata, případně zvířata ze skupin a od přátel, své zvířata je dále 
možné editovat a případně i smazat. 
Dále je možné také prohlížet u každého zvířete jeho rodokmen. 
 
4.1.3 Skupiny 
 V aplikaci je možné zakládat skupiny, skupina má svůj název, svoji zkratku, správce a dá se 
určit zda bude veřejná či uzavřená. Veřejná skupiny znamená, že do ní může každý neomezeně 
vstupovat, bez nutnosti potvrzení od správce, otevřená naopak povoluje odeslat žádost o vstup do 
skupiny správci. 
 
 V rámci skupiny je možné prohlížet zvířata, vytvářet závody, do kterých můžou přidávat 
zvířata jen lidé ze skupiny nebo vkládat články a akce pouze pro danou skupinu. Také je samozřejmě 
možné prohlížet členy skupiny a případně jim posílat zprávy. 
 
4.1.4 Přátelé 
 Přátelé fungují podobně jako skupina, s tím rozdílem že přátelství vždy musí potvrdit oba 




 Soutěže fungují na systému šablon, je tedy vytvořen určitý typ soutěže, kde je nastaveno pro 
jaké druhy zvířat se takovýto typ soutěže dá použít a dále uživatel může využít přidání vlastností 
k soutěži, jako například pořadí, čas kola, známka a podobně, které se budou moci zadat u každého 
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zvířete při přidávání do soutěže. Tato šablona se poté využije při vytvoření instance takovéto soutěže, 
při čemž při vytváření je potřeba zadat název soutěže, jeho datum a případně místo uskutečnění. Také 
je při vytváření možnost nastavit prává k přístupu k této soutěži na skupinu nebo skupiny, nechat ho 
přístupný všem, případně ho omezit pouze na přátelé.  
Přidání jedince do soutěže je pak možné kýmkoliv kdo má právo, vlastnosti soutěže nejsou povinné, 
tudíž je uživatel nemusí vyplňovat, stačí vybrat zvíře které závodilo. 
4.1.6 Správa uživatelů 
 V aplikaci bude fungovat správa uživatelů, přičemž půjde především o přiřazování práv 
v rámci aplikace. 
4.1.7 Registrace 
 Registrace bude obsahovat pouze základní informace o uživateli a to jméno, příjmení, email 
a heslo. Dále bude možné zadat i adresu, ale nepovinně.  
 
4.1.8 Přihlášení 
 Do aplikace se přihlašuje pomocí emailu a hesla. Uživatel také může zvolit zda chce zůstat 
přihlášen i při opuštění stránky, aby pokaždé nemusel znovu údaje zadávat. 
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4.2 ER-Diagram 
 Zobrazený ER-Diagram zobrazuje tabulky a vztahy mezi nimi v rámci implementované 
aplikace. 
 
Obrázek 1 - ER Diagram aplikace 
 U tohoto ER diagramu popíši některé důležité třídy, které mají na funkčnost aplikace největší 
vliv. 
 První je tabulka chovatel, která uchovává všechny uživatele a jejich základní informace, jako 
je jméno, email a heslo. Dále také uchovává jaké globální práva uživatel má a zda je účet aktivován. 
Druhou důležitou tabulkou je jedinec, v které se uchovávají všechny zadaná zvířat, jejich vlastnosti, 
popis a také id matky a otce, což je cizí klíč zpět do tabulky jedinec. Také je tu cizí klíč určující 
plemeno zvířete. 
 Další tabulkou je plemeno, které obsahuje název, popis a především vlastnosti, definující co 
ke  každému zvířeti bude možné zapsat. Poslední položkou je tu pak plemeno_nad, který odkazuje na 
druh, z kterého vychází a je nad ním v hierarchii. 
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 Tabulka zprava obsahuje cizí klíče na odesílatele a příjemce do tabulky chovatel. Pak 
uchovává vlastní text zprávy, akci která se má vykonat, datum poslání zprávy a také parametr této 
akce. 
 Poté jsou tu tabulky pro závody. Tabulka souteze uchovává šablony závodů, jejich název, 
popis, povolená plemena a také vlastnosti pro zvířata které se závodu zúčastní. Tabulka soutez poté 
používá informace z tabulky souteze, má cizí klíč šablona do této tabulky. Dále obsahuje datum 
závodu, jeho název, popis a správce, který závod vytvořil. Poslední tabulkou patřící k závodům je 
soutez_ucast, kde se ukládají všechny zvířata, které se závodu účastnili spolu s vlastnostmi. Jsou zde 
dva cizí klíče do tabulky soutez a jedinec. 
 Poslední více důležitou tabulkou je skupina, která uchovává název, popis, zkratku typ a cizí 
klíč na správce skupiny. Na tuto tabulku ještě navazuje tabulka skupina_clenstvi, která má dva cizí 
klíče. Chovatel na uživatele a skupina na skupinu ve které je. Poslední položka je tu potvrzeno, kde se 
určuje zda byl uživatel do skupiny již přijat nebo čeká. 
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5 Implementace systému 
 Tato kapitola se zabývá implementačními detaily aplikace, popisuje rozvržení prvků, jejich 
funkčnost a případně i omezení. Nejprve je popsáno uspořádání a rozdělení do sekcí. Poté jsou 
postupně rozebrány všechny panely, které je možné zobrazit, a nakonec jsou popsány služby serveru 
a sdílené objekty pro výměnu dat mezi klientem a serverem. 
5.1 Uspořádání prvků 
 Aplikace je vytvořena tak, aby působila jednodušším dojmem. Sestává se z vrchního panelu, 
který obsahuje název vlastní aplikace a pokud je přihlášen uživatel, je zde zobrazeno jeho jméno 
s otvíracím menu při kliknutí na toto menu s několika základními možnostmi.  
 Další prvek je hlavní menu, které je umístěno na levé straně stránky, jedná se o dvouúrovňové 
menu, kdy se jednotlivé podkategorie odkrývají automaticky při kliknutí na hlavní kategorii.  
 Třetí část aplikace je prostor pro vlastní zobrazování informací a dat aplikace, tato část 
vyplňuje prostor těsně napravo vedle menu a její výška je dána velikostí rozlišení uživatele. Tato část 
se zobrazuje interaktivně podle vybrané kategorie v menu, bez nutnosti načítat celou stránku. 
Posledním prvkem stránky je spodní panel, který zobrazuje několik informací o stránce. 
5.2 Rozhraní panelů 
 Každý "panel" neboli obsah, který se bude vykreslovat v prostoru vymezeném pro 
zobrazování vlastních dat aplikace má stejnou implementaci několika funkcí. Jedná se jednak 
o statickou metodu "getInstance()", která vrací referenci na daný panel, tato reference se vytváří vždy 
pouze jednou při prvotním načítání stránky pro každý panel, dokud se uživatel pohybuje v rámci 
aplikace, tak se nemění.  
 Dále má každý panel funkci "setContent(menuAction action)", která se volá tehdy, když je 
třeba vykreslit obsah daného panelu, "menuAction" značí enumeraci s možnými zobrazeními daného 
panelu, může jít o přidávání, prohlížení, nebo správu či něco jiného. Podle této proměnné se poté 
v dané funkci rozliší jakou z funkci má v rámci panelu zavolat a vygenerovat tím správný obsah.  
5.3 Menu a přepínání obsahu 
 Menu je implementováno v rámci třídy "MainLayout" který sdružuje hlavní prvky na stránce 
a stará se o přepínání obsahu, obsluhy menu a také obstarává zobrazování uživatelského jména spolu 
s jeho menším menu v horním panelu. Zobrazování menu je řešeno komponentou TreeGrid, která má 
  20 
upravené vlastnosti tak, aby vypadala více jako klasické menu. Jednotlivé prvky menu jsou pak 
součástí pole "menuItems" který je typu TreeNode[].  
 Pro vytváření těchto prvků jsem si vytvořil odvozenou třídu MenuTreeNode, která má 
konstruktor s parametry potřebné k funkčnosti menu, což jsou následující: 
• myId - textová identifikace položky menu 
• parentId - textová identifikace položky, pod kterou má být tato schována, v případě že 
chceme aby nebyla schována pod jinou možností ale byla vidět jako hlavní položka menu, je 
nutné zde nastavit "mainMenu_root". Podle této vlastnosti se také nastavuje základní styl 
vytvářeného prvku - pro hlavní prvky menu je nastaven silnější font, naopak pro podkategorie 
slabší. 
• name - zobrazovaný název položky v menu 
• action - jedná se o objekt z enumerace menuValues panelu, ke kterému se tato položka menu 
vztahuje 
Tyto vytvořené prvky se poté vloží do komponenty Tree a vytvoří tak hierarchický strom, který se 
nakonec vloží do již vytvořené TreeGrid komponenty. 
 Při kliknutí na jedno z položek menu se aktivuje přiřazený CellMouseUpHandler a z něj se 
zavolá funkce updateMenuState() která má za úkol spravovat menu - tedy uzavřít sekce, které nemají 
být nadále otevřené a naopak zobrazit položky menu druhé úrovně u právě vybrané položky. 
Dále se v této funkci také nastavuje právě požadovaný obsah stránky z vybrané položky menu se 
extrahuje vlastnost "action" která se zadávala při vytváření každé položky a porovná se k jakému 
panelu je určena a to pomocí porovnávání třídy daného objektu se třídami enumerace menuValues ve 
všech panelech. Jakmile se zjistí jakého typu je daný objekt, přetypuje se na správnou třídu a pošle se 
do jeho panelu jako parametr funkce setContent(). 
 Mimo klikání na položky menu je také možné nastavit zvolenou položku programově přes 
funkci selectMenuItem(menuItemName), ta jednak nastaví menu do správné pozice a přepne také 
obsah podle zvolené položky, parametr je textové id položky menu. 
Další důležitou funkcí je funkce EraseContent(), která jak již název napovídá projíždí veškeré prvky 
v zobrazované oblasti aplikace a vymaže je. Tato funkce se volá vždy před novým nastavením 
obsahu. 
 V třídě MainLayout se vyskytuje také jako v ostatních panelech funkce getInstance() a to 
především z důvodu přístupu k další, nestatické metodě getLayout(), která povoluje všem ostatním 
panelům k přístupu k hlavnímu layoutu a měnění jejího obsahu. 
 Poslední funkcí v rámci MainLayout třídy je nastavování uživatelského jména a jeho menu 
s rychlými odkazy - setUserMenu(), případně removeUserMenu() pro jeho odstranění při odhlášení 
uživatele. Jméno si bere automaticky ze statické proměnné která udržuje právě přihlášeného 
uživatele. Menu vytváří jako instanci třídy "Menu" které je nastaveno tak, aby se aktivovalo při 
kliknutí na jméno uživatele. 
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5.4 Hlavní stránka 
 Hlavní stránka je rozdělena na dvě části pomocí komponenty HLayout. V levé části, která je 
nastavena, aby zabírala 70% prostoru se zobrazují nejnovější zprávy o webové aplikaci, případně jiné 
zprávy od administrátorů. Tato část je vytvořena jako soubor sekcí pomocí SectionStack komponenty 
a zobrazuje vždy jen nejnovější zprávy seřazené podle data. V pravé části obrazovky je pak na 30% 
místa zobrazen další SectionStack, který je rozdělen na dvě sekce. V první z nich se zobrazují 
poslední přijaté zprávy přihlášeného uživatele, seřazené od nejnovější, zobrazuje se odesilatel a 
začátek textu. Pod touto sekcí se nachází výpis nejnovějších článku ke kterým má uživatel přístup. 
 Obrázek hlavní stránky aplikace: 
 
 
Obrázek 2- Hlavní okno aplikace 
5.5 Správa druhů 
 Panel správy druhů se zaměřuje na přidávání, editaci a prohlížení druhů, které uživatel může 
použít k přidávání svých zvířat. Tento panel má dvě podsekce a to Prohlížení druhů a Přidat druh. 
5.5.1 Prohlížení druhů 
 V této části je možné prohlížet všechny již přidané druhy a případně je editovat. Je 
implementován jako ListGrid komponenta, který zabírá celou plochu datové části aplikace. Tento 
ListGrid má nastavené zobrazování následujících vlastností: 
• Název rasy 
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• Popis rasy 
• Vlastnosti 
• Název nadřazené rasy 
• Akce 
 U každého záznamu je možnost daný druh upravovat, ovšem není možné mazat vlastnosti, ale 
pouze je přidávat. 
5.5.2 Přidání druhu 
 Sekce pro přidávání druhů je řešena jako vlastní modální "okno", jedná se ale pouze 
o komponentu Window, která vypadá podobně jako klasická okna v desktopových aplikacích a ne 
o nové okno prohlížeče. Takto je řešena většina částí kde se vkládají údaje, případně se editují. 
 Ve vytvořeném okně je využita VLayout komponenta, která řadí veškeré komponenty do ní 
přidané pod sebe. Do tohoto Layoutu je poté vložen panel, který v sobě obsahuje dvě TextBox 
komponenty pro zadávání jména nového druhu a jeho popis. Další důležitou komponentou je zde 
IPickTreeItem. Jedná se o tlačítko, které ovšem po nakliknutí nezpůsobí akci, ale zobrazí pod sebou 
strom hodnot, který se generuje z všech doposud zadaných druhů, které jsou uložené na serveru 
a používá se k vybrání nadřazeného druhu k vytvářenému druhu. Data do této komponenty se načítají 
pomocí volání funkce na serveru getAllBreeds(), která vrací pole obsahující všechny druhy, tyto 
druhy se poté načtou podobně jako v rámci hlavního menu postupně do TreeNode komponent a poté 
se všechny přidají do Tree komponenty, která je přiřazena k tomuto tlačítku. 
 Při výběru jednoho z druhů v tomto stromě se na pravé straně okna zobrazí jedna, případně 
dvě sekce. První sekce se zobrazí ať je vybrán jakýkoliv druh a jedná se o možnost přidávání nových 
vlastností k právě přidávanému druhu. Tyto vlastnosti může tvořit uživatel dle libosti a také je může 
zpětně mazat. Druhá sekce, která se ovšem zobrazí jen pokud vybraný nadřazený druh už obsahuje 
některé vlastnosti, nabízí možnost vybrat si již ze zadaných vlastnosti ty které mají pro nový druh 
smysl. Komponenta v které jsou zobrazeny je klasický ListGrid, ovšem nastavený tak, aby zobrazoval 
checkbox komponenty ke každému z prvků a šlo tak vybrat více záznamů najednou. 
V dolní části okna jsou do Layoutu přidány dvě tlačítka, "Zpět" které uzavře okno a vrátí se zpět na 
prohlížení druhů a druhé "Vytvořit druh", které se pokusí přidat nový druh i s vlastnostmi do databáze 
a poté oznámí zda se to povedlo či nastal problém. 
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 Okno s přidáním nového druhu: 
 
Obrázek 3 - Přidání druhu 
5.6 Zvířata 
 Panel s prohlížením zvířat je rozdělen do tří částí. První je klasické prohlížení vlastních zvířat 
s možností zobrazení detailních informací, rodokmenu a editací. Druhá část je  vymezena pro 
přidávání nových zvířat. A třetí je pro prohlížení zvířat od přátel a skupin jejíž je uživatel členem. 
5.6.1 AnimalListGrid 
 Pro zobrazování zvířat jsem si vytvořil vlastní komponentu, která je založena na mnou velice 
používané ListGrid komponentě. Každá instance AnimalListGridu může vždy obsahovat pouze 
zvířata stejného druhu, jelikož každé zvíře může a bude pravděpodobně mít jiné vlastnosti než ostatní. 
 Na vytvoření nové instance je potřeba volat konstruktor s třemi parametry - První je pole, 
které obsahuje názvy všech vlastností daného druhu, poté je to boolean proměnná určujících zda 
zobrazovat možnost editování a poslední je opět boolean proměnná určující zda se má zobrazovat 
jméno vlastníka. 
 Defaultní sloupce, které se v této komponentě zobrazují jsou v následujícím pořadí: 
• První vlastnost daného druhu (Pouze pokud nějaké vlastnosti má) 
• Datum narození 
• Pohlaví 
• Popis zvířete 
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• Datum úmrtí (Pokud je zadáno) 
• Datum zrušení (Pokud je zadáno) 
• Majitel (Pouze pokud se má zobrazovat) 
• Veškeré ostatní vlastnosti definované v druhu 
 
 Tato komponenta také disponuje metodou addAnimal(Animal), která automaticky přidá další 
zvíře do pole a nastaví potřebné atributy pro zobrazování. 
 Poslední věcí kterou AnimalListGrid implementuje, je takzvaná RecordComponent a to 
pomocí přetížení metody createRecordComponent(record, col). Jedná s o metodu, která se volá při 
každém přidání záznamu do ListGridu, a je pomocí ní možné vložit do vybraného sloupce, místo 
jednoduchého textu, vlastní komponentu. V tomto případě tam vkládám tlačítka vytvořená jako 
obrázky akcí, což jsou detaily zvířete a případně editace. 
 
5.6.2 Prohlížení vlastních zvířat 
 Prohlížení vlastních zvířat je řešeno právě představenou AnimalListGrid komponentou. 
Celkově se o výpis vlastních zvířat stará showMyAnimals funkce. Data jsou situovány v sekcích, 
pomocí SectionStack komponenty. Každá sekce je vymezena pro jeden druh zvířat a název této sekce 
je nastaven právě na jméno druhu.  
 V každé sekci se potom vygeneruje jeden AnimalListGrid a postupně se do něj vkládají 
zvířata daného druhu. Sekce se ještě nastavují aby mohli být zavíratelné, takže i při větším množství 
druhů by neměl být problém s přehledností. Data se načítají ze serveru pomocí funkce 
getAllAnimalsByUser(userId), která vrací pole všech zvířat uživatele se zadaným id. 
Obrázek zobrazující prohlížení vlastních zvířat: 
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Obrázek 4 - Prohlížení vlastních zvířat 
 
5.6.3 Prohlížení zvířat ostatních 
 Vedle prohlížení vlastních zvířat je také možnost prohlížet zvířata ostatních chovatelů ze 
skupiny a přátel. 
 Implementace je podobná jako u vlastních zvířat s tím rozdílem, že v horní části zobrazovací 
oblasti je vytvořeno menu komponentou Menu, ve které jsou vygenerovány všechny skupiny 
v kterých je uživatel přihlášen a také všichni přátelé. Pro naplnění menu se volají dvě serverové 
funkce - getUserGroups(userId) a getUserFriends(userId), první z nich vrací pole skupin a druhé 
pole uživatelů. Do menu se poté přidávají jako MenuItem objekty s nastaveným typem, zda jde 
o skupinu nebo o přítele, a identifikátorem. 
 Po vybrání přítele nebo skupiny z menu se automaticky obnoví hlavní obsah a zobrazí se 
požadované zvířata. Pro získání dat ze serveru se v tomto případě volají funkce 
getAllAnimalsByGroup(groupId) v případě skupiny, případně getAllAnimalsByUser(userId) v případě 
přítele.  
5.6.4 Přidání zvířete 
 Přidávání zvířete je řešeno jako modální okno komponentou Window. V rámci okna je zde 
opět stejně jako při přidávání druhu vertikální layout v němž je umístěn panel. V Panelu je poté 
vytvořena komponenta DynamicForm, která v sobě může uchovávat různé ostatní komponenty 
seřazuje je a případně i automaticky kontrolovat zda jsou vstupy do těchto komponent správně 
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zadány. V tomto případě jsem použil v rámci formuláře IPIckTreeItem, o kterém jsem se zmiňoval již 
kapitole 5.5.2. Zde funguje naprosto stejně, tedy zobrazuje strom všech dostupných druhů.  
 Dále jsou ve formuláři vloženy dvě ButtonItem komponenty. Jedna pro výběr otce 
zadávaného zvířete a druhý pro výběr matky. Při kliknutí na jedno z těchto tlačítek se otevře nové 
okno v kterém je možné vybírat z přístupných zvířat otce a matky. Znovu se tu objevuje Menu 
komponenta pro výběr odkud zvíře vybírat a po vybrání se vygenerují AnimalListGridy. Je nutné 
zajistit, aby mohlo být vybráno pouze jedno zvíře ze všech zobrazených AnimalListGridů, musel jsem 
pro všechny nadefinovat SelectionChangeHandler, který se automaticky zavolá když je nějaká 
položka vybrána. Implementace spočívá v odebrání označení ve všech grid komponentách, krom té 
co byla právě vybrána. Tato poslední je navíc uložena do globální proměnné a může být poté rovnou 
použita při potvrzení výběru. 
 Poté je ve formuláři umístěna SelectItem komponenta, která se chová jako combo box a je 
určena pro výběr pohlaví. Je možné vybrat ze tří typů - samec, samice nebo neznámé. Popis nově 
přidávaného zvířete je možné zadat do TextArea komponenty. Další komponentou v rámci formuláře 
je DateItem, která se používá na výběr datumu, je možné zadávat datum ručně pomoci comboboxů, 
případně vybrat datum s pomocí malého otvíracího kalendáře, který je součástí komponenty. Použita 
je pro výběr data narození, data od kdy je zvíře vlastněné tímto chovatel a případně i pro datum úmrtí 
či zrušení. 
 Poslední komponentou, která již není součástí formu, ale nachází se na pravé straně okna, 
jsou přístupné vlastnosti druhu, který uživatel vybral. Tyto vlastnosti se zobrazí jen pokud nějaké 
druh opravdu má. Samozřejmě se automaticky přegenerují v případě změny volby druhu. Vlastnosti 
jsou umístěny do sekce, a jsou reprezentovány klasickými TextItem komponentami seřazenými pod 
sebou. Všechny vlastnosti jsou nepovinné, takže je uživatel může případně nechat volné. 
 
Obrázek 5 - Vkládání nového zvířete 
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5.6.5 Rodokmen 
 Při zobrazení detailu každého zvířete je možné přepnou na panel s zobrazením jeho 
rodokmenu. Zobrazení rodokmenu se skládá z několika komponent SectionStacku, pro každé zvíře ve 
stromě je vygenerován jeden. Pro spojení čárami jsem využil knihovnu GWTCanvas, která dokáže 
generovat jednoduché obrazce, čáry a podobně. U každého zvířete v takto vygenerovaném 
rodokmenu je možnost kliknout na detailní informace o jedinci. Standardně se zobrazuje pouze jeho 
jméno, jméno majitele a datum narození. Pro vygenerování rodokmenu se používá serverová funkce 
getAllAnimalsInTree(id). 
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5.7 Soutěže 
5.7.1 Šablony soutěží 
 Šablony soutěží jsou definicí vlastností pro zvířata, které v instance té soutěže budou závodit 
a také definuje jaké druhy zvířat se takovéto soutěže mohou zúčastnit. 
5.7.1.1 Přidání šablony 
 Přidání šablony soutěže se provádí ve vlastním okně komponenty Window. Opět je rozdělena 
vertikálním layoutem. V tomto případě jsou zde umístěny tři panely.  
 Prvním z panelů je detail šablony v kterém se nacházejí pouze dvě komponenty TextItem 
a TextArea, které slouží pro zadání názvu šablony a jejího popisu. V druhém panelu může uživatel 
podobně jako při vytváření nových druhů zvířat přidávat nové vlastnosti šablony, které se poté využijí 
při vkládání zvířat do závodu. Tento panel je tvořen třemi komponenty a to TextItem a ButtonItem 
komponentou pro vkládání nových vlastností a poté ListGrid komponentou, která vlastnosti zobrazuje 
a umožňuje jejich smazání pomocí IButton komponenty, která je vložena ke každému záznamu.  
 V posledním panelu je vytvořený ListGrid do kterého jsou pomocí. Pro přidání šablony se 
volá funkce serveru  addContestTemplate(template). 
5.7.1.2 Prohlížení šablon 
 Prohlížení šablon je řešeno ListGrid komponentou s patřičným nastavením sloupců. Také je 
zde podobně jako u zobrazování zvířat vytvořen RecordComponent, který zobrazuje na posledním 
místě řádku tlačítko na editaci šablony. 
5.7.2 Přidání soutěže 
 Přidávání nové instance soutěže je opět řešeno jako vlastní okno. Jeho obsah je rozdělen na 
dva panely. V prvním panelu se vybírá pomocí ButtonItem komponenty šablona soutěže, po kliknutí 
na toto tlačítko se otevře nové okno ve které se nachází výpis všech vytvořených šablon závodů 
v ListGrid komponentě a uživatel jednu musí zvolit, mezi šablonami závodů se dá také vyhledávat 
pomocí polí nad jednotlivými sloupci. Další dvě položky v prvním panelu jsou pro zadávání jména, 
které se zadat musí a popisu, který je volitelný.  
 Obsah druhého panelu je pak adresa závodu, která se zadává v několika textových polí a je 
nepovinná. Pro přidání závodu se používá addContest(contest) funkce serveru. 
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5.7.3 Prohlížení vlastních soutěží 
 Pro prohlížení vlastních závodu se používá standardně ListGrid komponenta. U soutěží se 
ovšem chová odlišně, jelikož k jednotlivým závodům je potřeba také zobrazit zvířata, které se ho 
účastnili.  
 Proto jsem použil možnost povolit zobrazování ExpanedCanvas komponenty, která se zobrazí 
při kliknutí na některý z záznamů umístěných v ListGridu. ExpandedCanvas je implementován 
přetížením funkce getExpansionComponent(record) v kterém se vygeneruje, podle závodu který je 
přiřazen danému záznamu, nová ListGrid komponenta. V tomto novém ListGridu  jsou poté obsaženy 
veškeré zvířata které byli do závodu přidány spolu s vlastnostmi, které jsou definovány v šabloně 
a možností zobrazit informace o zvířeti, případně i editovat jeho vlastnosti v závodě. Dále jsou také 
v této ExpandedCanvas komponentě ve spodní části umístěny tlačítka pro přidání nového zvířete do 
závodu, případně pokud na to má uživatel právo tak úpravu závodu. 
 Obrázek demonstrující ExpansionCanvas u prohlížení soutěží: 
 
Obrázek 6 - Prohlížení soutěží 
5.7.4 Prohlížení soutěží ostatních 
 Prohlížení závodů ostatních uživatelů ze skupiny, či přátel funguje stejně jako prohlížení 
vlastních závodu, pouze bez možnosti editace, ale přidávání  do závodů je možné. 
5.7.5 Přidání jedince do závodu 
 Přidání jedince do závodu lze udělat, jak bylo výše zmíněno, rozkliknutím jednoho ze 
závodů, kdy se zobrazí tlačítko pro přidání. Po kliknutí se zobrazí nové okno ve kterém je hlavní 
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položka ButtonItem, která po kliknutí dovoluje vybrat z vlastních zvířat to, které chce uživatel přidat 
do závodu.  
 Zvířata jsou zobrazovány v okně a pro zobrazení se používá AnimalListGrid, ovšem zobrazují 
se pouze ty druhy zvířat, které jsou v rámci šablony závodu povolené. Kromě tlačítka pro výběr 
jedince je zde ještě zobrazení všech vlastností definovaných v šabloně závodu, které uživatel může 
vyplnit. Všechny položky vlastností jsou definovány jako TextItem komponenty. 
 
5.8 Skupiny 
 Skupiny slouží k shlukování uživatelů z různých spolků, nebo se stejnými zálibami v určitých 
druhách zvířat. Je díky nim jednoduší přidávat například předky zvířat, které jsou ve vlastnictví 
nějakého jiného uživatele ve skupiny a podobně. 
5.8.1  Seznam vlastních skupin 
 První položka v menu skupin je zobrazení všech skupin v kterých je uživatel členem, 
případně je správcem skupiny. Je implementována znovu jako ListGrid komponenta se sloupci 
zobrazujících: 
• Zkratku skupiny 
• Název  
• Popis 
• Typ  
• Správce 
• Akce  
V rámci sloupce Akce je vygenerován RecordCanvas, který v toto sloupci zobrazuje tlačítka pro 
zobrazení informací o skupině, případně pokud na to má uživatel práva tak editaci, možnost někoho 
do skupiny pozvat a nebo ho z ní vyhodit. 
5.8.2 Přidat skupinu 
 Každý uživatel může založit novou skupinu. Přidávání je znovu implementováno jako 
modální okno. Je v něm umístěn jen jeden panel s třemi textovými prvky typu TextItem. První pro 
zkratku skupiny, další pro jméno a poslední pro popis. Poslední prvkem v panelu je typ skupiny, kdy 
může být otevřená, což znamená že se do ní může kdokoliv přihlásit aniž by musel žádat o potvrzení, 
případně uzavřena, která vyžaduje aby váš požadavek schválil správce skupiny. 
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5.8.3 Všechny skupiny 
 Zobrazení všech skupin funguje stejně jako zobrazení mých skupin, liší se pouze v zobrazení 
RecordCanvas komponenty, která v tomto případě zobrazuje pouze tlačítka pro detailní informace 
o skupině a pro požádání o vstup do skupiny. V závislosti na typu skupiny bude uživatel přidán 
okamžitě, nebo bude poslána zpráva správci skupiny s žádostí. 
5.9 Přátelé 
 Přátelé fungují na podobném systému jako skupiny, pouze pro jednotlivce. 
5.9.1 Prohlížení přátel 
 Všechny přátelé jsou zobrazeny v klasické ListGrid komponentě. Je zde možnost zobrazit 
detailní informace a chovateli, napsat mu zprávu, nebo ho případně odstranit jako přítele. Defaultně 
se zobrazují pouze sloupce se jménem, příjmením a městem, které uživatel zadal. 
5.9.2 Přidávání přátel 
 Přidání nového přítele je řešeno jako modální okno, ve kterém je pouze ListGrid s výpisem 
chovatelů v kterém může uživatel vyhledávat pomocí filtru nad každým sloupcem. Po vybrání 
uživatele je mu odeslána nabídka na přijetí přátelství pomocí serverové implementace 
proposeFriendship(userId, friendId). V případě že příjme se poté zavolá acceptFirendship(userId, 
friendId), případně pokud odmítne revokeFrienship(userId, friendId).  
 
5.10 Správa uživatelů 
 Správa uživatelů je implementována jako ListGrid komponenta kde se zobrazují všichni 
uživatelé a je možné mezi nimi hledat pomocí interaktivního filtru, který je možné určit pro každý 
sloupec zvlášť.  
5.11 Registrace 
 Registrace je jednoduše řešena pomocí SectionStack komponenty, je rozdělena na dvě sekce, 
v první je nutné vyplnit emailovou adresu, která poté slouží také jako přihlašovací jméno. Dále jsou 
zde pole pro zadání jména, příjmení a dvě pole pro zadání hesla, které musí být totožné.  
 V druhé sekci jsou potom detaily adresy, které jsou ovšem nepovinné. Všechny tyto údaje se 
zadávají do TextItem komponent, které jsou obsaženy v DynamicForm formuláři. Poslední 
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komponenta je zde tlačítko pro vytvoření nového účtu, které po stisknutí zkontroluje, zda jsou 
všechna nutná pole zadaná a poté vola funcki registerUser(user), která zajistí přidání uživatele. 
 
5.12 Profil 
 V panelu profilu je možné upravovat své detaily, vzhled je podobný jako u registrace, pouze 
s výjimkou, že nelze změnit přihlašovací emailovou adresu. Při vlastní změně se volá 
updateUser(user) funkce serveru. 
5.13 Zprávy 
 Zprávy se využívají jednak k posílání informací mezi uživateli, ale také k posílání žádostní 
o vstup do skupiny, či potvrzení přátelství. Při příchozí zprávě je zobrazeno okno s textem a případně 
s tlačítky, které určuje akce připojená k zprávě. Na základě hodnoty "action" v nastavení zprávy, 
který je typu enumerace actionTypes, se zobrazí požadovaný text, což může být prostá zpráva 
uživatele, nebo také předpřipravený text s žádosti přátelství či vstupu do skupiny.  
5.14 Automatický výběr jedinců 
 Automatický výběr pro určitého jedince spočívá především ve vybrání takových vhodných 
jedinců, kteří nemají příbuzenské vztahy do nastavitelné minimální větve v rodokmenu.  
 Po vyřazení nevhodných jedinců se zobrazí soupis všech ostatních s požadovaným pohlavím 
a druhem. U těchto vybraných jedinců je pak možné prohlížet veškeré vlastnosti, seřazovat je podle 
toho, jaké jsou pro chovatele důležité a samozřejmě je také možné prohlížet informace o všech 
závodech kterých se jedinec zúčastnil.  
5.15 Sdílené entity 
 Sdílené entity jsou objekty, které se mohou vyskytovat jak na straně serveru tak na straně 
klienta, proto se používají pro vracení výsledků z databází nebo naopak pro vložení dat. Každá 
takováto entita musí implementovat rozhraní "Serializable", aby mohla být posílána mezi serverem 
a klientem.  
 V této aplikaci figuruje několik sdílených entit, všechny jsou uloženy v balíčku 
"shared.entities". Jedná se o následující: 
• Adress 
• Animal 











Jejich jména vypovídají o tom na co se používají a prakticky všechny slouží jen jako schránky pro 
data a nedefinují vlastní funkčnost. 
5.16 Služby serveru 
 Služby na serveru se využívají převážně při komunikaci s databází a jak již bylo uvedeno 
volají se přes asynchronní rozhraní klienta. Služby jsou rozděleny na několik tříd, a každá má 








 Na serveru existuje balíček "server.manager" a v něm třída ManagerFactory, která obsahuje 
statické metody pro vyvolání implementace jakékoliv z těchto služeb, pro příklad getUserManager(). 
Součástí tohoto balíčku je implementován interface pro každou ze služeb a poté také jejich 
implementace.  
 Když klient zažádá o některou funkci serveru, vyvolá se asynchronní rozhraní, které poté na 
serveru obsluhují funkce v balíčku "server.services", které požadavek dále předávají instance jedné 
z implementaci v ManagerFactory třídě a vrací její výsledek. 
 Přístup k databázi je řešen pomocí třídy "Connector", v které je načítán Driver obsluhující 
databázi postgresSQL a taky je zde uložený "JDBC string", který slouží k určení adresy 
a přihlašovacích údajů k databázi. Tato třída definguje jedinou statickou funkci getConnection() která 
vrací Connection objekt. 
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6 Závěr 
 Cílem této práce bylo implementovat webový portál pro potřeby chovatelů, který se sestává 
z hlavních modulů pro správu druhů, zvířat, závodů a jejich šablon, skupin, článků a přátel. Hlavní 
účel aplikace je evidence zvířat a jejich vlastností.  
 Během práce jsem by nucen, z důvodu lehce odlišných požadavků, několik částí aplikace 
předělávat, ale nakonec byla celá aplikace dle zadání vytvořena. 
 Základní technologií při vývoji byl JavaScript a AJAX v rámci Google Web Toolkitu. 
Výhodou této technologie je velké množství předpřipravených komponent které se dají snadno 
přizpůsobovat, také je to možnost upravovat stránku za běhu bez nutnosti jí celou obnovovat. Jsou 
zde ovšem i nevýhody, zejména větší hardwarová náročnost a nutnost uživatelů mít podporu pro 
JavaScript ve svém prohlížeči. 
 Při vývoji a prvotním seznamování se s toolkitem jsem narazil na několik problémů, 
například vytváření rozhraní pro komunikaci se serverem. Později jsem, z důvodu větší flexibility 
zařadil do projektu knihovny, které umožňují využít další komponenty, jedná se například o knihovnu 
která umožňuje vykreslovat jednoduché objekty a čáry, což jsem využil při tvorbě rodokmenů. 
 Možnosti rozšíření aplikace vidím v přidání více služeb pro uživatele, například plánování 
akcí, diskuze v rámci skupin a podobně. 
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