This paper presents a new Iterated Semi-Greedy Algorithm (ISGA) for the 0-1 Quadratic Knapsack Problem. The proposed ISGA is easier to implement, runs faster, and produces comparable results than state-of-the-art methods. Computational evaluation is performed over a benchmark with large instances of 1000 and 2000 objects.
Introduction
Problems in the operations research area consist in finding an optimal configuration (subset or permutation) according to an optimization criteria. When the problem is considered NP, the size of the search space grows exponentially, and neither enumerative nor exact methods are capable of solving large instances. Under those circumstances, the use of approximate heuristic methods is necesary to produce good quality solutions within a reasonable computational time.
The Quadratic Knapsack Problem (QKP) is a combinatorial optimization problem, and it belongs to the NP problems class. The best metaheuristic method for the QKP in the literature is a GRASP+T proposed by Yang, Wang, and Chu [4] . In this paper we present a simple Iterated Greedy Algorithm that is easier to implement, and reaches similar results. The rest of the paper is organized as follows: The next section defines the QKP. Section 3 reviews the best methods in the literature. Section 4 describes the proposed Iterated Semi-Greedy Algorithm. Section 5 shows computational results. Section 6 presents our concluding remarks and hints our next research steps.
The Quadratic Knapsack Problem
The Quadratic Knapsack Problem (QKP) is a nonlinear combinatorial optimization problem with many applications in multiple discipline areas. Given a capacity-constrained knapsack and a set of candidate objects, where each object has a positive weight and produces a profit if selected, we must select a subset of objects to fill the knapsack, trying to maximize the overall profit, and without surpassing the knapsack capacity constraint. In the QKP, there is a pairwise profit besides the profit produced by each independent object.
The 0-1 Quadratic Knapsack Problem was introduced by Gallo, Hammer, and Simeone [2] . Let us assume that the knapsack's capacity is c and there are n candidate objects, that w i and p ii respectively are the weight and the profit of object i ∈ [n], and that p ij is the pairwise profit of two objects i ∈ [n] and j ∈ [n] (i = j). Let the binary string X = (x 1 , . . . , x n ) represent a solution, where the binary variable x i determines whether the object i is in the knapsack or not. Then, a mathematical definition for the 0-1 QKP is
subject to
where Equation (1) is the profit function to be maximized, Equation (2) ensures the weight capacity limit of the knapsack.
Literature review
Julstrom [3] proposes 4 methods for the 0-1 QKP: two greedy heuristics and two genetic algorithms (GA). The greedy heuristics build solutions by inserting objects in the knapsack in a non-increasing order of their value densities. The GAs encode efficiently selections of objects as binary strings, and produce only strings with a total weight that do not surpasses the knapsack's capacity. One GA does not use information about the values associated with the objects in the knapsack, the other embeds greedy techniques to produce better results. These methods were tested with small instances (with 100 and 200 objects). Yang, Wang, and Chu [4] propose a Greedy Randomized Adaptive Search Procedure (GRASP+T) followed by a tabu search for the 0-1 QKP. Their algorithm iterates over three main steps: a construction phase, a local search, and updating the best so far. The construction phase builds up an initial solution by iteratively inserting the most frequent object among the best fitted objects. The local search explores feasible solutions using shift and swap neighbourhoods. At each iteration, it updates the best solution so far if the local minimum is better. Finally, a simple tabu search algorithm is performed over the best solution so far. It searches the shift and swap neighbourhoods, accepting worse solutions while forbidding the elimination of recently included objects. The prohibitions are ignored if a move leads to a better solution.
Their construction phase uses two priority rules to select an object j ∈ R(S) to be inserted into the knapsack. Let set S represent the objects in the knapsack (object i is in the knapsack if x i = 1). The first priority rule is a non-increasing order of the greedy function
where set R(S) has only objects that fit into the knapsack (an object j fits into the knapsack if x j = 0 and it does not exceed the capacity sw(S) + w j ≤ c), sw(S) is the total weight of the objects in S, w j is the weight of object j, obj(S) is the objective function of the current solution S, and p ii and p ij are the aforementioned profit values. Their construction phase picks a random number of objects with that priority rule, and uses the frecuency of the objects in the knapsack as a second priority rule to select most frequent object among the best fitted objects.
Other methods for the 0-1 QKP include a global harmony search algorithm [1] and a dynamic programming [5] . Not all of their results are directly comparable because they used different instances. We consider that the best method is the GRASP+T of Yang, Wang, and Chu [4] , and we compare our computational results to theirs in Section 5.
An Iterated Semi-Greedy Algorithm for the 0-1 QKP
An Iterated Greedy Algorithm (IGA) is a simple but effective method that can be used to solve the 0-1 QKP. The initial solution is produced with a greedy constructive heuristic (described in Section 4.1) and then it is improved by a local search (described in Section 4.3). When an initial solution is ready, the IGA iterates over two main steps: A greedy perturbation phase, and an optional improvement phase (same local search). This paper proposes an Iterated Semi-Greedy Algorithm (ISGA) for the 0-1 QKP, that performs a semi-greedy perturbation phase (described in Section 4.2). At the end of each iteration, the best solution so far is replaced with the current solution if there is an improvement; otherwise, the current solution rolls back to the best solution so far. The stop criterion for the ISGA is 4n iterations, where n is the number of objects.
Greedy Constructive Heuristic
The greedy constructive heuristic generates an initial solution by inserting one element at a time into a partial solution. The element which brings the maximum ratio of benefit over weight is inserted at each iteration, until no more elements fit into the knapsack. The ratio of benefit over weight is evaluated with the priority rule f 2 of Yang, Wang, and Chu [4] defined in Equation (4) . When a solution is complete, we perform a local search.
Semi-Greedy Perturbation
The semi-greedy perturbation phase removes d random elements from the knapsack. Then, it iteratively reinserts into the knapsack a random element among those with best insertion benefit over the profit function. This is repeated until no more elements fit into the knapsack.
The insertion benefit that an object j produces when it is inserted into the partial solution S is
Then the semi-greedy perturbation randomly inserts an object j that has an insertion benefit ∆f (S, j) ≥ p * max ∆ , where max ∆ = max j∈R(S) ∆f (S, j) is the maximum insertion benefit, and parameter p cuts a percentage from the value of max ∆ . Consequently, a value of p = 100% is equivalent to a greedy perturbation, and a value of p = 0% is equivalent to a random perturbation.
Local Search
This improvement method explores the swap neighbourhood; i.e. it swaps an element in the knapsack with one out of it, respecting the capacity limit, and looking for an improvement in the profit function.
Computational Results

Experimental Methodology
The ISGA was implemented in C++11, compiled with the GNU C++ compiler version 4.8.5 (Red Hat 4.8.5-4) with optimization level 3, and run on a PC with an Intel(R) Xeon(R) CPU E5-2680 v4 processor running at 2.40 GHz, and with 64 GB of main memory, using only one core for each experiment. Those experiments were developed in the Center for High Computational Performance of the Peruvian Amazon from "Instituto de Investigaciones de la Amazonía Peruana" (IIAP). More information : http://iiap.org.pe/manati. Section 5.3 compares our results to those of Yang, Wang, and Chu [4] . We have tested the ISGA on the same instances tested by Yang, Wang, and Chu [4] (with 1000 and 2000 objects). The ISGA tests were replicated 100 times on each instance, to match the experiments of Yang, Wang, and Chu [4] .
We present the quality of the results as the relative deviation RD = (f * − f )/f * from the best values f * reported by Yang, Wang, and Chu [4] , and as the average relative deviation (ARD) for groups of instances and test replications.
Calibration of Parameters
The ISGA has two parameters: parameter d determines the number of elements to be deleted in the perturbation phase, and parameter p determines which percentage of max ∆ is used as limit to randomly select the next object for the knapsack. We test parameter d ∈ {1, 2, 3, 4} and parameter p ∈ {50%, 55%, . . . , 100%}. We randomly selected one instace from each group with 1000 objects for the calibration. Instances 1000_25_6, 1000_50_4, 1000_75_7, and 1000_100_3 were selected. Table 1 shows the ARD values for each parameter level. There is not a clear tendency for any isolated parameter. The best ARD of 1.621 (highlighted in gray) is achieved with p = 55% and d = 1, thus we set these values for the rest of the experiments.
Experimental Results
ISGA and GRASP+T show similar results, with an overall average relative deviation of 0.354 thousandths for instances with 1000 objects, and 0.071 for instances with 2000 objects. Tables 2  and 3 show the best solution found for each instance by GRASP+T and ISGA in 100 replications, and the corresponding minimum and average relative deviations, dividing the instances with 1000 and 2000 objects. Negative RD values indicate that ISGA finds better results than GRASP+T. ISGA finds a better result in all replications for instance 1000_100_6, and in 87% of the replications for instance 2000_100_2. ISGA finds the same results than GRASP+T for half of the instances (22 with 1000 objects and 19 with 2000 objects). Tables 2 and 3 also show the average runtime for GRASP+T and ISGA. GRASP+T has an overall average runtime of 288 seconds, and ISGA of 94 seconds. Taking into account that our platform is a factor of 1.39 faster, our algorithm runs in a corresponding time or less.
