In this paper, two approaches for computing the topological information content of function models in mechanical engineering design are developed and compared. Previously a metric for computing information content of functions and flows within function models was proposed. Here this metric is adapted to compute the information contained in the resulting connections of flows between functions in a function model. The first approach is based on uniform unconditional probability of a flow connecting any two functions within the model. The second approach is based on additional knowledge that the functions and flows in a model have limited compatibility, thereby reducing the choices for origin and destination functions for each flow. This additional knowledge is represented using a new graphical representation supported by syntactical grammar rules. Both approaches are then applied to an example function model. Comparison between the approaches shows that the inclusion of compatibility knowledge increases the expressiveness of function representations and reduces the uncertainty of function models.
EVALUATING REPRESENTATIONS IN ENGINEERING DESIGN
In engineering design, different representations are used by designers to describe various aspects of the design product [1] . For example, requirements lists capture the customer's needs, geometric models describe the spatial details of the product, and finite element models simulate the response of the product under operating conditions. Similarly, function models are used to represent the intended functionality of the design artifact [2] . The practical usefulness of a design representation lies in the type and amount of information that designers can represent and manipulate using the representation [3, 4] . Therefore, a quantifiable metric to assess the quality of representations could be useful for comparing design representations and selecting the one most suited to the problem in hand. To this end, the overarching goal of this research is to explore means to improve the quality of function models used in engineering design.
The quality of a representation is measured from multiple aspects. Consistency, completeness, and uniqueness are regarded as basic qualities of a formal representation [5] [6] [7] . In measuring how efficiently knowledge is represented, the term expressiveness, or expressive power, is used in artificial intelligence literature [5] [6] [7] [8] . In turn, expressiveness is attributed to multiple aspects of the representation. Specifically, expressive adequacy [8] or coverage [4] refers to which knowledge elements are represented and which are not. Distinction ability defines the level of detail or resolution at which the representation can distinguish between closely resembling entities [9] . Extensibility means the provision for creating new elements for representing new situations [4] . The types of elements, such as object, relations, or attributes, that the representation is comprised of is another measure of expressiveness [4] . Succinctness means the compactness of the description of concepts represented [10] . Finally, mappability between two representations refers to the ability to translate one representation to the other and vice-versa [8] . For example, a definition of expressiveness of a formal language, in the context of first order logic, measures if all strings in a firstorder-logic-based language can be expressed in the language under examination and vice-versa [8] . This notion of expressiveness also appears in the relation between the formal languages within the Chomsky hierarchy [11] . In computation theory, the Chomsky hierarchy describes four major classes of formal grammars and corresponding formal languages in a containment relationship, where each lower-level grammar is a subset of (is contained within) a higher level grammar, in terms of the languages it can express [11] [12] [13] . From higher to lower levels, these languages are named as regular languages, context-free languages, context-sensitive languages, and recursively enumerable languages [11] [12] [13] . In terms of expressiveness, for example, since all regular languages can be generated with context-free grammars, but not all context-free languages can be expressed as regular expressions, the context free languages are said to be more expressive than the regular languages [11] . The same idea has been adapted to measure the expressive power of planning formalisms and systems [14] .
In engineering design, the same approach has been used to evaluate the expressiveness of a geometric and parametric representation schema [4] . In this case, the representation is claimed to be at least as expressive as first order predicate calculus by showing that it can be translated into first order predicate calculus statements without any loss of information represented [4] .
In a recent research, the quality of function model in engineering design has been measured in terms of the amount of information the model reveals to the designer about the product it describes [15] . In this case, information content is analogous to expressiveness, in the sense that larger amounts of information make the function models more expressive. Here information content of a representation is interpreted in terms of the number of questions that can be answered using the information represented in a model, or the number of questions that must be answered in order to be able to replicate the model without directly using it. Using this view of evaluating expressiveness of representations with information content as a metric, this paper evaluates function representations in engineering design.
FUNCTIONS IN ENGINEERING DESIGN
Functionality of technical artifacts is studied in engineering design from multiple viewpoints. Functions are described as "the desired output from a system" [16] , or as the "intended input-output relation of a system whose purpose is to perform a task" [2] . Function models are graph-based representations used in engineering design to describe the functionality of engineered artifacts, where nodes are functions (actions) and edges are flows (objects of action) within the artifact. Each function describes the intended input-output relation between the flows associated with it. Function models are used to model the intended functionality of new products [2] or for understanding and documenting the functionality of existing products [17] .
Constructing and manipulating function models using controlled vocabularies and rules have been studied over the past three decades [12] [13] [14] [15] [16] . Collins and colleagues identified 46 elemental functions within mechanical components from failure studies of U.S. army helicopters [18] . Based on this vocabulary, Kirschman and Fadel described functions within consumer products using four groups: motion, control, power/matter, and enclose [19] . The Functional Basis is a vocabulary of functions and flows developed in a collaborative effort between industry and academia to support consistent representation of product functionality [14] [15] [16] . This vocabulary is a popular vocabulary used in engineering design research and application, as explained in Section 2.1. Additionally, this vocabulary has been used to establish and validate an information metric of functions and flows within function models [15] , which is adapted here to measure expressiveness. This vocabulary is also used here as a baseline for studying the expressiveness of function vocabularies. The relevant details of this vocabulary are discussed in Section 2.1.
The Functional Basis
The Functional Basis is a controlled vocabulary containing 54 functions and 45 flows organized in a three-level hierarchy. Table 1 (a) and (b) show the function set and the flow set within the first two levels of this vocabulary. The left column in each table is the primary level, and the right column is the secondary level. The tertiary level is not shown here since it is not explicitly used in this research. The Functional Basis appears to be one of the most popular controlled vocabularies in design literature. It has been used to construct function models of 130 consumer products, which are stored in a web-based Design Repository 1 . It has been utilized in failure analysis of products [20] , for automatic generation of design concepts [21] , and for analyzing functional similarity between products [22] . Finally, construction and decomposition of function models using grammar rules have been studied using the Functional Basis vocabulary [23, 24] . Each term in the Functional Basis vocabulary is explicitly defined in textual form in the Design Repository. However, since the vocabulary itself represents these terms only by their names rather than by formal representation of their definitions, the definitions are not explicitly used to control the construction of function models. The current research seeks to enhance the expressiveness of this vocabulary by formally representing these definitions.
The Design Repository
The Design Repository is a web-based archive of function models of consumer products that was created through reverse engineering and product dissection to catalog the function of each component or subsystem using the Functional Basis. Approximately half of these products are available in graphbased function models, while customer requirements, functioncomponent matrices, and component-assembly matrices are available for all. Ultimately, the graphical models are static and do not directly support computational reasoning. Figure 2 shows an example function model for a commercial hair dryer stored in the Design Repository. In this figure, each node represents a function that acts upon a set of input flows and produces a set of output flows, represented by the incoming and outgoing arrows attached to the node. The notations of the flows are explained in the bottom left corner of the figure for clarity.
The information metric for function models presented in previous research [15] gives separate measures for the amount of information contributed by the functions and the flows in a model. However, this metric does not account for the information contained in the topology of the model, which is manifested in the connections built by the flows between the 1 http://repository.designengineeringlab.org/, accessed on January 27, 2009 functions. In this paper, two approaches for measuring this topological information of a function model are developed and compared. In the first approach, the Functional Basis vocabulary is used in its present form, where the functions and flows are represented by their names. However, in vocabularybased representations, adding relations between the vocabulary elements is generally considered an option toward improving expressiveness [4] . Therefore, in the second approach the vocabulary is enhanced to formally represent the valid connections between the functions and the flows, using their definitions stored in the Design Repository. Upon comparing these approaches, it is found that the enhanced version of the Functional Basis is more expressive than the present version by virtue of the additional topological knowledge represented within it.
INFORMATION CONTENT OF FUNCTION MODELS
In this section, the relevant concepts about the information metric of function models [15] are reviewed. Section 3.1 defines these metrics and computes the information content of functions and flows in an example function model. Section 3.2 explains the practical interpretation of the metric and how it relates to the uncertainty of function models. Section 3.3 identifies topology of function models as a source of information and leads to the two approaches of measuring the same.
Information Metric for Function Models
The information metric of function models [15] is applicable to any function model that is constructed by choosing functions and flows from a predefined, finite vocabulary. Accordingly, if the number of functions and flows in the vocabulary are given by x V and x N respectively, and the number of function instances and flow instances in a function model is given by y V and y N , the following metrics can be obtained [15] For ease of reference, the suffixes V and N in Eq.1 and Eq.2 refer to verbs and nouns, the terms used for functions and flows respectively in the research referred to [15] . In this paper, the words function and flow are used. The symbol   reads as the ceiling function, which rounds the numeric value of the expression within it to the nearest higher integer. The use of this function is explained in Section 3.2.
These two metrics are applied to the function model of the Supermax hair dryer product stored in the Design Repository, while the Functional Basis function set and flow set are used as the respective vocabularies. However, the model obtained from the Design Repository ( Figure 1 ) contains some terms that are not included in the Functional Basis vocabulary, such as air, hot air, on/off, and intensity. Therefore, the model is first corrected by replacing these non-Functional Basis terms with appropriate Functional Basis terms before applying these metrics. This corrected model is shown in Figure 2 , which is defined with the secondary functions and secondary flows of the Functional Basis. As explained in Section 2, each node in this graph is a function that receives a set of flows as input, and produces a set of flows as output, represented by the incoming and outgoing arrows. The model as a whole shows the net functionality of the product, which receives three input flows: EE (electrical energy), HE (human energy), and Gas, and outputs two outgoing flows: HE, and Gas. The other flow terms inside the model are ThE (thermal energy), ME (mechanical energy), PnE (pneumatic energy), and CS (control signal). All these terms are vocabulary elements within the Functional Basis.
Since the model in Figure 2 has 18 functions and 24 flows, and the secondary level of the Functional Basis has 21 functions and 20 flows, the information content of the functions in Figure 2 can be obtained from Eq.1, as shown in Table 2 . 
Similarly, the information content of the flows can be obtained from Eq.2, as shown in Table 3 . The same model is used here to compute the topological information content. 
Interpreting Information as Uncertainty
A practical interpretation of information content of a function model is the number of questions that must be answered about the model in order to be able to reconstruct the model without directly viewing it. This interpretation agrees with the practical notion of information, where more answers about a domain of interest generally imply more facts being obtained about the domain. This interpretation is explained with an illustration in Figure 3 . Here, a finite vocabulary Σ, containing elements A through H, is used to describe a model M, that uses one instance of each of elements E, G, and A. These elements are analogous to the functions and flows in a function model, while the vocabulary Σ is analogous to the Functional Basis function set and flow set. A designer, who is not observing the model directly, is trying to reconstruct the model by asking questions of another designer, who is observing the model. Under this condition, the non-observer can identify an element within the model by asking binary questions to the observer in order to successively narrow down the vocabulary using a binary search tree, like the game twentyquestions, until the element is identified. Binary questions are those that are answered yes or no. An assumption in this scenario is that the non-observer and the observer both know the vocabulary Σ, on which the model is built. Under this condition, the minimum number of binary questions that the non-observer needs to ask for each element in the model is the logarithm of the size of the vocabulary, analogous to the depth of the binary search tree [25] . This explains the logarithm terms in Eq.1 and Eq.2. Further, since number of questions cannot be a fraction, a whole question is counted for the fractional part of the logarithm, resulting in the need for the ceiling function in the equations.
From a different viewpoint, the information content of function models is a measure of the uncertainty involved in the model. In this viewpoint, the non-observer is uncertain about the individual functions and flows in the model to start with. As he asks more questions and determines more functions and flows in the model, his uncertainty about the model decreases. Once all the functions and flows are known, the entire model is known to the non-observer, and his uncertainty about the model reduces to zero. The number of questions can therefore represent the uncertainty in the model. As the initial uncertainty increases, the number of questions required to resolve the uncertainty increases. This interpretation is obtained from the classical communication theory [26] . This view has also been adopted in engineering design research, where informationbased uncertainty has been described as a source of complexity [27] [28] [29] . In the following sections, the uncertainty-oriented view of information is used as it provides a natural interpretation of the results presented in Section 5.
Topology as a Source of Information
The metrics discussed in Section 3.1 assume that function models are linear sources of information, meaning that the functions and flows are encountered by the designer one by one, as discrete packets of information. This assumption was necessary to map the premises of function modeling to those of Information Theory, upon which these metrics are built [15] . However, as seen in Figures Figure 1 and Figure 2 , function models are non-linear representations where all elements are presented to the observer simultaneously. Specifically, a function model is different from a mere list of functions and flows, as the topological connections within the model provide additional information about the product described. As a result, the model can be readily recognized to be more informative when the functions and the flows are organized in the topological fashion, as opposed to in a flat list. In this research, this missing element of information in function models is computed, as explained in Section 4.
MEASURING TOPOLOGICAL INFORMATION AND UNCERTAINTY OF FUNCTION MODELS
The two function modeling approaches of interest in this paper differ in terms of the availability of knowledge about the compatibility between functions and flows within a model. The issue of compatibility arises as the number and types of incoming and outgoing flows of a given function leads to a limited number of combinations that are compatible with the function according to the function's definition in the Design Repository. For example, the function Import is defined as "to bring in a flow (material, energy, signal) from outside the system boundary". Accordingly, a combination of flows where the input is different than the output is not compatible with Import, as a difference suggests a conversion during the importing action. This example illustrates the presence of implicit topological or relational knowledge within the definitions of the functions. However, unless these definitions are formally represented, they cannot be used in constructing or analyzing function models. As explained next, the lack of such formalism results into increased uncertainty in the function models.
The uncertainty associated with the topology of a function model arises from the multiple options available to each flow for its origin (tail of arrow) and destination (head of arrow). This uncertainty can be measured as the number of binary questions required to determine the topological connections within the model. In the absence of a formal representation of topological knowledge, all functions in the model need to be considered as possible sources and destinations, as a given flow could originate from any function in the model and terminate on any other function. This first approach is used as a baseline of topological information, and corresponds to the current state of the Functional Basis, which does not capture topological knowledge. In Section 4.2.1, a representation for topological knowledge is developed and applied to the functions within the Functional Basis, leading to an enhanced vocabulary, where each element is a set of rules describing the function and its topological compatibility. In the second approach (Section 4.2.2), this extended vocabulary is used to compute the information content of the hair dryer function model. In this case, the number of origin and destination options of each flow is less than the first approach due to the knowledge about the limited compatibility. Thus fewer binary questions are required to determine the model's topology. In this manner, the availability of prior topological knowledge reduces the model's uncertainty.
Approach-1: Uncertainty in Function Models without Topological Knowledge
Once the information from the functions and flows in a function model are computed using Eq.1 and Eq.2, the only
Copyright © 2009 by ASME missing information (uncertainty) about the model is that associated with its topology.In the absence of prior topological knowledge, if there are y V functions in a function model, then each flow has (y V +1) options for its origin, as each flow can originate from any of the functions within the model, as well as from the environment. Further, if it is assumed that a flow cannot terminate back to its origin, then each flow has one less option for its destination than its origin. Thus, the number of possible destinations for each flow is y V +1-1= y V . Therefore, the total number of combinatory possibilities for the origin and destination of each flow is (y V +1) × y V . If there are y N flows in the model, the total number of binary questions required to determine the model's topology is given by the term I T in Eq.3:
Eq.3 quantifies the topological uncertainty in the function model without any topological knowledge. The topological uncertainty of the hair dryer function model is computed using this equation in Table 4 . 
The total uncertainty in the hair dryer function model is calculated in Table 5 , where the values of I V and I N are obtained from Table 2 . 
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As seen in Table 5 , the uncertainty involved in the topology of the function model is significantly higher than the uncertainty due to the functions and flows in the model. Notably, this topological uncertainty is caused by the same number of individual flows (y N ) that contributed to the flow uncertainty (I N ), but the effect is magnified in case of topology due to the large number of combinatory possibilities for the origins and destinations, each of which is equally probable. In this research, this explosion of topological uncertainty is attributed to the lack of formal representation of the topological knowledge. In the following section, this knowledge is formally represented.
Approach-2: Uncertainty in Function Models with Topological Knowledge representation
In order to compute the uncertainty in the presence of topological knowledge, first a formal representation of this additional knowledge is needed. This new representation is developed in Section 4.2.1. The uncertainty is then computed in Section 4.2.2.
Representation of Topological Knowledge
In order to formally represent the topological knowledge, a function is represented in this research as a triple {Name, In_List, Out_List}, instead of only its name, as done in the Functional Basis. The first attribute, Name, is a string indicating the name of the function, which is identical to the character string (name) used to identify the function in Table 1 . The second attribute, In_List, is the list of input flows accepted by the function. The third attribute, Out_List, is the list of output flows produced by the function. In case of the Functional Basis, each member of each list is a Functional Basis flow term (see Table 1 ). For example, the instance of the function Import in Figure 2 that representations the input of electrical energy to the system can be expressed as {"Import", {EE}, {EE}}, and the function Distribute that breaks the flow of EE into two flows of EE can be expressed as {"Distribute", {EE}, {EE, EE}}.
The valid input and output flows that can be associated with a function are represented in this research by a set of rules. For example, from the definition of the function Import, the following rules can be extracted:
The function operates on one flow at a time.
This can be formally expressed as the rule: This rule is not explicit in the definition of Import, but is a reasonable assumption, as allowing a flow to terminate to its origin creates provision for infinite looping of a flow without any change being done to it between such loops, and thereby rendering the flow itself redundant for the overall functionality of the product. This reasoning leads to the rule:
Origin O  Eq.10 Here the methods Origin() and Destination() operate on a flow to determine its origin and destination functions. In this example, the first four rules, Eq.4 through Eq.7, control the number and types of flows that can be associated with the function. These rules are called the compatibility rules. The last three rules, Eq.8 and Eq.10, control the origin of the incoming flow and the destination of the outgoing flow. These rules are called the connection rules. The compatibility and connection rules together represent the topological knowledge for the function Import.
In this manner, each function in the Functional Basis can be represented as a triple and its accompanying rules. Such an exercise would result into a new vocabulary, isomorphic to the Functional Basis function set, each element of which is a description of the function in the triple notation and its rules. For brevity, only the functions used in the hair dryer function model (Figure 2 ) are presented using this enhanced representation in Table 6 . The Functional Basis definition of each function is provided in the second column to justify the rules. The third and fourth columns show the rules for each function.
Each row in the fifth column of Table 6 shows the triple notation of each function, and a graphically equivalent representation of the rules. In each case, the string within the block represents the function name, with the exception of the environment which is represented as a circle in order to distinguish it from the functions. The incoming arrows are members of In_List, while the outgoing arrows belong to Out_List. The strings written on the arrows are the names for individual flows, and match with the symbols used in the rules of the third column. These graphical representations are called function templates in this research.
The inclusion of the environment (Env) in the templates of Import and Export allows the graphical representation of their connection rules. A review of Table 6 reveals that the templates are not unique unless the names are included in them. The compatibility rules are mostly unique, with the exception of Actuate and Regulate, which are both logically and topologically identical. Also, the templates are over-defined in some cases. For example, the inclusion of the environment in templates of Import or Export makes their name in the blocks redundant. Addressing these inconsistencies requires the use of additional rules and graphical elements, which are out of the scope of this paper, yet is reserved for future work. For this research, the templates are useful in their present form for demonstrating the effect of topological knowledge on the uncertainty of function models. The adequacy and consistency of the enhanced vocabulary are beyond the scope of this paper. However, it can be argued that if the original functions and their definitions are adequate and consistent for describing products, then the enhanced version should also be adequate and consistent for the same purpose since the only change incurred through this enhancement is the inclusion of additional knowledge without loss of any existing knowledge.
The impact of this new representation on the uncertainty of function models is of concern to this research. In Section 4.2.2, the topological uncertainty of the hair dryer function model is computed with this enhanced vocabulary.
Computing Uncertainty in Function Models with
Topological Knowledge In this section, the uncertainty in the hair dryer function model is computed using the enhanced vocabulary, in terms of the number of binary questions, as explained in Section 3.2. The computation decomposes the total uncertainty into three successive components of the model: the function instances (templates), the flows attached to the templates, and the connections between the templates. In each case, uncertainty is computed in terms of the number of binary questions necessary. Thus, the total uncertainty in the model is the sum of the number of questions required to determine the function instances, the questions required to determine the flows connected to each instance (template), and the questions required to determine which flows connect which templates. By asking enough questions to fully describe these three parts, the hypothetical non-observer of Section 3.2 has enough information to reconstruct the model. Hence, all the uncertainty in the model is accounted for in the three parts. While computing uncertainty of the model in terms of number of binary questions as explained in Section 3.2, it is assumed that the number of functions and flows in the model are known to the non-observer. Thus, when all the functions and flows are determined through binary question, the non-observer knows to stop asking questions. Similarly, in case of the distribute function, the value of n (the number of outgoing flows) is assumed to be known. By this assumption, the non-observer can reconstruct the function with the correct number of outgoing flows.
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Import
To bring in a flow (material, energy, signal) from outside the system boundary. 
Export
To send a flow (material, energy, signal) outside the system boundary. 
Guide
To direct the course of a flow (material, energy, signal) along a specific path. 
Convert
To change from one form of a flow (material, energy, signal) to another. Copyright © 2009 by ASME
Part-1: Uncertainty from Function Instances
As illustrated in Table 2 , the number of binary questions required to determine the functions in the model, as with approach 1, is I V = y V × log 2 (x V ) = 18 × log 2 (21) = 90, for 18 function instances in the model, and 21 functions in the vocabulary. Thus, by asking 90 binary questions, the nonobserver can determine how many instances of each function are used in the model. For example, in case of the hair dryer function model, the non-observer finds the followings: there are eight different functions in the model: Import (3 instances), Transfer (4 instances), Guide (2 instances), Export (2 instances), Distribute (1 instance), Actuate (1 instance), Regulate (1 instance), and Convert (4 instances).
Part-2: Uncertainty from Flows in Templates using Compatibility Rules
Once the function template instances are known, the nonobserver can determine the flows associated with each function and using the compatibility rules by asking more binary questions.
From the rule 1 {} I M E S   in the rule set of the function Import, it is known to the non-observer that the options for I 1 and O 1 includes all members in sets of Material (M), Energy (E), and Signal (S) in the Functional Basis flow set: a total of 20 items (Table 1) . Thus, the number of binary questions required to determine I 1 is 12 log (20) 4.32 5 bits
Further, from the rule I 1 =O 1 , it is known that no additional question is necessary to determine O 1 . The rules In_List={I 1 } and Out_List={O 1 } suggest that there are no other flows than I 1 and O 1 involved in the function. Therefore, the total number of questions to determine the flows associated with the function Import is 5. In terms of uncertainty, the topological uncertainty of each instance of Import is: Import 2 log (20) 4.32 5 bits/instance
Eq.12 1) According to For the function Actuate, there are two input flows listed in In_List. However, by definition, the flow I 2 is hardcoded to be a control signal, a secondary signal class within the Functional Basis flow set. Therefore, there is no uncertainty associated with this flow, as no questions are necessary to determine it. Apart from I 2 , the remaining compatibility rules are identical with Import. Hence, the uncertainty involved in each instance of Actuate is: Actuate 2 log (20) 4.32 5 bits/instance
The compatibility rules for Regulate are identical with that of Actuate, hence, the uncertainty involved in each instance of Regulate is: Regulate 2 log (20) 4.32 5 bits/instance
For the function Convert (see Table 6 ), though the first three compatibility rules are identical with Import, the rule I 1 ≠O 1 makes this function different from Import. Due to this rule, the uncertainty needs to be computed for the incoming and outgoing flows separately. (20) 4.32 5 bit
However, for the outgoing flow, the number of options is one less than 20, since this flow could not be the same as the incoming flow. Thus, the number of questions required for determining this flow is:
Though the numbers of questions required to identify the two flows are equal after rounding up, they are fundamentally different. The total uncertainty involved in the topology of each instance of Convert is therefore:
Based on the findings of Eq.12 through Eq.18, the uncertainty due to the flows attached to the templates in the hair dryer function model is tabulated in Table 7 . The second column of this table summarizes the values from Eq.12 through Eq.18, while the third column lists the number of instances of each function within the hair dryer function model. The fourth column computes the total uncertainty contributed by the flows attached to templates, as the product of the respective cells in the second and third column. 
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From the above discussion, it follows that after asking 90 questions for the functions and 110 questions for the flows attached to the templates the non-observer knows all the function templates and flows in the model. However, the connections between them are yet to be determined. This intermediate state of the function model is shown in Figure 4 . As discussed in Section 4.1 and Section 4.2.2, once these connections are determined by asking more questions, no more information will be required for the non-observer to successfully reconstruct the function model. At that point, it can be argued that the entire uncertainty of the function model is removed as the model is fully known. The computation of this last component of uncertainty is shown in the next section.
Part-3: Uncertainty from the Connections between the Templates using Connection Rules
In order to determine the connection between the templates the non-observer may pick the outgoing flows from a template one at a time and considers the other templates as the possible destination. Alternately, the non-observer can pick an incoming flow to a template, and consider from which other templates that flow could have originated. For simplicity, the first approach is illustrated for determining the connections. For example, the flow of EE coming out of the template of Import in the top left corner of Figure 4 can terminate into any template that accepts EE as an input. There are nine templates in the function model that accept EE as an input. However, some templates have identical description in terms in the triple notation, suggesting that they are indistinguishable from each other. For example, all instances of Transfer have the same triple: {"Transfer", {EE}, {EE}}, and do not count as multiple destination options for the EE flow under consideration. By contrast, the two instances of Convert that accept EE as an input are different, as they have different triples: {"Convert", {EE}, {ThE}} and {"Convert", {EE}, {ME}}. Thus, the reduced options for the destination of the said EE flow are Actuate, Distribute, Convert (with output of ThE), Convert (with output of ME), Transfer, and Regulate -a total six options. Thus, by asking 2 log (6) 2.58 3          questions, the non-observer can determine that the EE flow terminates into a template of Transfer. The connection between Import and Transfer shown in Figure 5 can be built by the non-observer at this point.
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Figure 5: Connection between Import and Transfer
In this manner, all the connections in the function model can be determined by asking binary questions. The number of destination options and binary questions required to determine the destination of each flow is shown in Table 8 . The eighteen rows in the first column correspond to the eighteen templates in Figure 4 . The second column shows the outgoing flows from each template. Since distribute has two outgoing flows, there are total nineteen rows in the second column for eighteen functions. The third column lists the possible destinations for the outgoing flow, and the fourth column gives the size of this list. The last column calculates the uncertainty involved in those options, equivalent to the number of binary questions to find the actual destination, in bits.
As seen in the hair dryer function model in Figure 2 , the outgoing flows of ThE and PnE from the two instances of Convert are terminated on the instance of Guide. However, there is no provision for multiple incoming flows in the definition of the function Guide in the Design Repository, which also reflects in the triple notation of the function in Table  6 . These additional incoming flows are inconsistencies in the model, which was obtained from the Design Repository. Correcting function models for such modeling inconsistencies is out of the scope of this research. However, in each of these two cases, the number of destination option is arbitrarily assigned as 1, as seen in row 8 and row 19 of Table 8 .
Similarly, in Figure 2 , the instance of {"Convert", {HE}, {CS}} has two outgoing flows of CS, which is in contradiction Table 8 . Finally, the total uncertainty in the function model can be computed by adding the three components -functions, flows attached to the templates, and the connections. This calculation is presented in Table 9 . Table 10 shows that the total uncertainty is reduced from 426 bits in Approach-1 (Table 5 ) to 229 bits in Approach-2 (Table 9 ): a reduction of nearly 46%. Both approaches rely on determining the functions first, thus incurring the same amount of uncertainty (number of questions) in doing so: 90 bits. The uncertainties contributed by the flows, I N in Approach-1 and I F in Approach-2, are comparable in size: 120 bits for I N and 110 bits for I F . However, significant difference is observed between the third components: 216 bits for I T (Approach-1), and 29 bits for I C (Approach-2). Both of these components represent the uncertainty involved in the connectedness within the model. However, as the additional knowledge of compatibility and connection is made available within the enhanced vocabulary, the number of possible destinations for the flows is smaller in Approach-2 than in Approach-1, resulting into less uncertainty. For example, seven out of the nineteen flows in Table 8 have only one destination option, owing to this prior knowledge. In each of these seven cases, the contribution to connection uncertainty is zero in Approach-2, compared to five bits, as can be seen in Table 3 . Approach-1 depends on an exhaustive search based on the assumption that any flow could go from any function to any other function. As a result, the number questions necessary to determine the connections is much higher. 
COMPARISON OF THE TWO APPROACHES
