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Resumo
A evoluc¸a˜o tecnolo´gica registada na u´ltima de´cada e a divulgac¸a˜o da Internet, con-
tribuı´ram para que hoje em dia as ra´dios ganhem cada vez mais visibilidade no mundo
Web.
Neste projecto cria´mos uma plataforma de ra´dio Web em que na˜o e´ necessa´ria uma
equipa humana para fazer a operac¸a˜o da ra´dio. Tarefas como criar DJs, criar programas
de ra´dio, gerar playlists, falas dos DJs, em que e´ necessa´rio va´rias pessoas para as realizar,
agora sa˜o automatizadas, ou seja, atrave´s de um painel de administrac¸a˜o, consegue-se
fazer toda a gesta˜o da ra´dio. Os DJs bots sa˜o agentes artificiais auto´nomos com a sua
pro´pria personalidade e gosto musical, que possuem o seu pro´prio programa como os DJs
reais. Podemos ter DJs que gostam de um determinado ge´nero musical, por exemplo
fado, ou mu´sica pop; podemos ter DJs que se adaptam aos gostos musicais dos ouvintes
ou, pelo contra´rio, que preferem passar o que os ouvintes menos gostam.
Para satisfazer estes requisitos implementa´mos um sistema que permite procurar stre-
aming de mu´sicas na Web, garantindo mais liberdade aos DJs no momento em que criam
as suas playlists. Para que as mu´sicas escolhidas pelos DJs cheguem aos ouvintes, e´ ne-
cessa´rio a criac¸a˜o de um player e de um servidor de ra´dio. O player e´ responsa´vel por
executar os programas de ra´dio, definindo o tempo de emissa˜o de cada DJ. Os ouvin-
tes podem interagir com o programa de ra´dio atrave´s de uma interface web, permitindo
aos DJs saber quem esta´ registado e ligado. Com o evoluir do tempo e analisando a
participac¸a˜o de cada ouvinte, os DJs va˜o conseguir melhorar os seus programas musicais
permitindo impressiona´-los com mu´sicas do seu agrado. Atrave´s da ligac¸a˜o de todos estes
componentes, consegue-se fazer uma emissa˜o de ra´dio totalmente independente sem que
seja necessa´rio “uma equipa” ao longo da emissa˜o.
Palavras-chave: Ra´dio, Djs, Mu´sica, API, Conhecimento
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Abstract
The gloal of this project it to build a radio on the Web without the need for human
intervention. For that, we build a system organised in several components, namely: DJs,
radio station (player and radio server) and a Web access interface for listen the radio.
The system follows closely the best practices for the areas of Software Engineering, IT
Systems, and Computing Methodologies.
DJ bots are artificial autonomous agents with their own personality and musical taste
that have a weekly show like human DJs. We can have DJs that like a certain musical
genre, e.g, fado or pop music.
In order for musics to reach listeners we must put together a player and a radio server.
The player is responsible for executing the schedule radio shows, assembling each DJ
broadcasting time. It also allows to find and to reproduce musical contents from a local
disk (audio files), or in case these files are not available on disk, it supports remote location
reproduction via streaming (Youtube, Grooveshark, Lastfm).
Listeners are able to interact with the radio show through a web interface, allowing
the DJs to know who’s registered and connected. DJs are able to improve their shows
over time and to take into account listener’s feedback, improving its future shows based
on listener’s preferences.
By linking all these components it is possible to make a radio broadcast totally inde-
pendent of “a human team” during broadcast.
Keywords: Music, Radio Djs, Api, Knowledge
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Capı´tulo 1
Introduc¸a˜o
A ra´dio foi o primeiro meio de comunicac¸a˜o que deu imediatismo a` notı´cia, devido a`
possibilidade de divulgar factos em directo ou muito pro´ximo do momento em que ocor-
reram. Permitiu que o Homem se sentisse participante de um mundo muito mais amplo
do que aquele que estava ao alcance dos seus o´rga˜os sensoriais. Mediante uma ampliac¸a˜o
da capacidade de ouvir, tornou-se possı´vel saber o que esta´ a acontecer em outras partes
do mundo.
Entre os meios de comunicac¸a˜o em massa, a ra´dio e´ o mais popular e o de maior al-
cance pu´blico, constituindo-se, muitas vezes, no u´nico a levar a informac¸a˜o a populac¸o˜es
de regio˜es isoladas, que ainda hoje na˜o teˆm acesso a outros meios, seja por motivos ge-
ogra´ficos, econo´micos ou culturais. Com o aparecimento da Internet surgiu um novo con-
ceito de ra´dio conhecido por ra´dio Web (tambe´m conhecida como ra´dio Online), ou seja,
um servic¸o de transmissa˜o de a´udio via Internet e em tempo real. Muitas das estac¸o˜es
tradicionais de ra´dio que transmitem pelos meios convencionais (transmissa˜o por ondas
de ra´dio, limitado ao alcance do sinal), tiveram a necessidade de passar a transmitir pela
Internet, melhorando o alcance aos ouvintes. Outras estac¸o˜es transmitem somente via
Internet, pois o custo de criac¸a˜o de uma ra´dio Web geralmente e´ bem inferior ao custo de
criac¸a˜o de uma ra´dio tradicional.
De forma abstracta, a estac¸a˜o de ra´dio para funcionar necessita de um estu´dio, de um
transmissor e de receptores. O estu´dio e´ responsa´vel por criar um “sinal de a´udio”, ou
seja, local onde sa˜o escolhidas mu´sicas e relatadas as notı´cias, em suma, onde sa˜o criados
os conteu´dos dos programas de ra´dio. A actividade criada num estu´dio e´ codificada em
sinal a´udio, que precisa de ser transmitida para os ouvintes. O transmissor e´ responsa´vel
por enviar o sinal de a´udio via ondas electromagne´ticas, de modo a alcanc¸ar a ma´xima
cobertura possı´vel. O receptor apesar de na˜o ser essencial para o funcionamento da ra´dio,
e´ responsa´vel por captar o sinal a´udio vindo das antenas transmissoras, e por reproduzi-
lo. Um exemplo concreto sa˜o as ra´dios FM/AM que temos nos nossos carros, onde,
seleccionando uma frequeˆncia de ra´dio, conseguimos ouvir uma emissa˜o.
Os esquemas da Figura 1.1 e da Figura 1.2 exibem as semelhanc¸as entre as ra´dios tra-
1
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Figura 1.1: Ra´dio tradicional (FM/AM)
dicionais e as ra´dios Web. O player substitui o locutor, o servidor de streaming substitui o
transmissor e os ouvintes em vez de usarem um receptor de ra´dio FM/AM que capta as on-
das enviadas por um transmissor, usam computadores (exemplo: computadores pessoais,
porta´teis, telemo´veis 3G) ligados a um servidor de streaming.
Estes treˆs intervenientes (player, servidor de streaming e ouvintes) va˜o ser abordados
va´rias vezes ao longo do projecto.
Figura 1.2: Ra´dio web
1.1 Motivac¸a˜o
A ra´dio reu´ne milhares de adeptos que a ouvem como forma de companhia, relaxamento,
diversa˜o, etc. No entanto, as ra´dios fı´sicas teˆm a necessidade de recorrer a um grande
nu´mero de pessoas para realizar uma emissa˜o. E´ necessa´rio pelo menos um locutor para
escolher mu´sicas, um jornalista para relatar as notı´cias da actualidade, entre outras pes-
soas que esta˜o por detra´s da emissa˜o da ra´dio e que, como ouvintes, na˜o nos apercebemos
directamente.
Por outro lado, existem ra´dios que, apesar de na˜o terem manutenc¸a˜o, possuem apenas
uma u´nica playlist, com mu´sicas a tocar aleatoriamente, na˜o existindo um crite´rio defi-
nido na escolha das mu´sicas, nem na capacidade de interacc¸a˜o entre locutores e ouvintes
atrave´s da fala.
No nosso projecto vamos aproveitar as qualidades destas duas abordagens, ou seja,
ter uma ra´dio em que existe uma grelha de programas de ra´dio, com uma equipa de DJs
artificiais com a capacidade de gerar conteu´dos para os seus programas de ra´dio, de modo
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a cativar um maior nu´mero de ouvintes. Com isto os ouvintes va˜o conseguir ter o seu DJ
favorito ou o seu programa favorito.
1.2 Objectivos
O principal objectivo do nosso trabalho e´ criar uma infra-estrutura que permita criar uma
ra´dio Web totalmente independente, ou seja, na˜o existe “uma equipa humana” no decorrer
da emissa˜o. O sistema tem que garantir a diversidade dos programas atrave´s da criac¸a˜o e
gesta˜o de va´rios DJs artificiais com uma personalidade definida, que lhes permite (como
os locutores), agirem de modo u´nico entre os va´rios programas de ra´dio. Cada DJ teˆm
a capacidade de falar durante a emissa˜o, transmitindo algumas informac¸o˜es u´teis sobre o
seu programa de ra´dio permitindo-lhe manter a proximidade com os ouvintes.
O sistema tem que ter capacidade de gerar playlists automa´ticamente baseadas na per-
sonalidade dos DJs. Durante a gerac¸a˜o das playlists e´ necessa´rio verificar se as mu´sicas
existem localmente ou se e´ necessa´rio procurar na Web pelo respectivo streaming da
mu´sica.
O projecto tem que permitir adicionar novos algoritmos para a gerac¸a˜o das playlists
ou personalidade dos DJs.
A gesta˜o da ra´dio deve ser feita com recurso a um painel de administrac¸a˜o, onde o
administrador consegue criar DJs, programas de ra´dio, gerar playlists, etc.
A emissa˜o tem que ser recebida atrave´s de uma interface Web, sem necessidade de
instalar qualquer programa no computador dos ouvintes. Pode-se consultar informac¸o˜es
sobre o programa de ra´dio que esta´ a decorrer, bem como os hora´rios dos pro´ximos pro-
gramas. Para ale´m disso, os ouvintes podem votar na mu´sica que esta˜o a ouvir, dando
retorno ao sistema. A interface Web tem que ser compatı´vel com a maioria dos navegado-
res, garantindo o suporte para dispositivos mo´veis.
Para que o projecto tenha continuidade, vai-se recorrer sempre que possı´vel aos va´rios
padro˜es de desenho existentes na Engenharia de Software, dando a possibilidade aos pro-
gramadores de adicionarem novos algoritmos para gerar playlists ou melhorarem a perso-
nalidade dos DJs.
1.3 Contribuic¸o˜es do Trabalho
Este trabalho foi realizado no contexto do Projecto em Engenharia Informa´tica, para o
Mestrado em Engenharia Informa´tica, na Faculdade de Cieˆncias da Universidade de Lis-
boa, num dos grupos de investigac¸a˜o do Departamento de Informa´tica, LASIGE - Large-
Scale Informatics Systems Laboratory.
Neste projecto criamos uma plataforma de ra´dio Web em que na˜o e´ necessa´ria uma
equipa humana para fazer a manutenc¸a˜o da ra´dio. Tarefas como criar DJs, criar programas
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de ra´dio, gerar playlists e falas dos DJs, em que e´ necessa´rio va´rias pessoas para as reali-
zar, agora sa˜o automatizadas, ou seja, atrave´s de um painel de administrac¸a˜o, consegue-se
fazer toda a gesta˜o da ra´dio.
Implementa´mos um conjunto de DJs artificiais com uma personalidade definida atrave´s
de um conjunto de tags (folksonomia) que ira´ ser reflectida nas mu´sicas escolhidas para
os seus programas de ra´dio.
Para garantir as exigeˆncias dos DJs no conteu´do musical, implementa´mos um sistema
de fontes de streaming que recorre a`s APIs existentes na Web para procura de mu´sicas. Foi
necessa´rio implementar esta funcionalidade para que os DJs tenham mu´sicas suficientes
para conseguirem gerar as suas playlists.
Para preencher o conteu´do dos Programas de ra´dio e´ necessa´rio gerar playlists. Im-
plementa´mos treˆs modos de gerac¸a˜o de playlists (baseada na personalidade dos DJs, no
crite´rio do utilizador e nos ficheiros em disco), mas, o sistema recorrendo a`s boas pra´ticas
de Engenharia do Software (Padra˜o de desenho Strategy) da´ a possibilidade aos progra-
madores de adicionarem novos algoritmos para gerar playlists.
Implementa´mos a capacidade dos DJs artificiais falarem durante a emissa˜o atrave´s de
um servic¸o fornecido pelo Acapela. O sistema esta´ preparado para se adicionarem novas
falas, mas tambe´m pode ler-se notı´cias, relatar jogos de futebol, entre outros textos de
interesse que possam ser sintetizados.
Um dos pontos em que as ra´dios tradicionais pecam e´ na interacc¸a˜o existente entre o
locutor e os ouvintes. Implementamos uma interface Web que permite obter informac¸o˜es
sobre o programa que esta´ a decorrer na ra´dio (mu´sica actual, pro´xima mu´sica, calenda´rio
dos pro´ximos programas, etc.), na˜o so´ nos nossos computadores mas em qualquer te-
lemo´vel que tenha acesso a` Internet.
Este projecto concorre com as ra´dios existentes actualmente, existindo o conceito de
DJ, programa de ra´dio e de grelha de programac¸a˜o tal como existe nas ra´dio tradicionais.
No entanto, este sistema funciona de uma maneira totalmente automa´tica, na˜o existindo
qualquer tipo de manutenc¸a˜o na criac¸a˜o dos conteu´dos da ra´dio.
1.4 Estrutura do documento
O relato´rio encontra-se estruturado em treˆs capı´tulos ale´m desta introduc¸a˜o: o capı´tulo 2
aborda trabalhos relacionados na a´rea em que o projecto se insere. O capı´tulo 3 descreve
o trabalho desenvolvido e encontra-se dividido em duas partes: ana´lise e desenho do
sistema. A ana´lise do problema envolve os diagramas de caso de uso, modelo de domı´nio
e elaborac¸a˜o dos casos de uso. O desenho apresenta a descric¸a˜o da arquitectura lo´gica e
fı´sica, bem como o processo iterativo da sua implementac¸a˜o. E´ apresentado um esboc¸o
do funcionamento da aplicac¸a˜o e das suas funcionalidades atrave´s de va´rias imagens e
vı´deos ilustrativos. Ainda neste capı´tulo e´ apresentada a calendarizac¸a˜o do projecto. No
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capı´tulo 4 apresenta-se as concluso˜es e algumas perspectivas para trabalho futuro.
Para complementar o relato´rio apresenta-se alguns apeˆndices referidos ao longo do do-
cumento: o Apeˆndice A apresenta o modelo de classes separado por pacotes. O Apeˆndice
B lista os servic¸os SOAP disponı´veis no projecto. O Apeˆndice C lista os servic¸os Restfull
disponı´veis no projecto. O Apeˆndice D apresenta imagens da interface backend e a sua
descric¸a˜o. O Apeˆndice E ilustra atrave´s de imagens, a interface Web dos ouvintes. Por
fim o Apeˆndice F apresenta o Mapa de gantt do projecto.

Capı´tulo 2
Trabalho relacionado
Durante a pesquisa de trabalho relacionado, o material encontrado foi dividido em dois
temas:
• Streaming de a´udio - Importantes para o desenvolvimento do projecto, porque se
consegue obter por esta forma uma grande quantidade de conteudo musical. Muitos
destes servic¸os oferecem uma API que permite integrar este “conhecimento musi-
cal” nos seus programas.
• Aprendizagem automa´tica - Atrave´s da opinia˜o atribuı´da pelos utilizadores, po-
dem ser criadas playlists do agrado da maioria dos ouvintes. Para gerar essas
playlists recorre-se geralmente, ao auxı´lio de tags (etiquetas) para identificar as
semelhanc¸as entre as mu´sicas.
2.1 Streaming de a´udio
Grooveshark:
Grooveshark [26][51] e´ uma plataforma Web de partilha de mu´sicas on-line. Permite ao
utilizador carregar mu´sicas, que, posteriormente ira˜o ser ouvidas por outros utilizadores.
Actualmente o servic¸o oferece um mecanismo de busca por artista, tı´tulo ou a´lbum, que,
caso existam resultados, permite ouvir a mu´sica. Para ale´m disso, o sistema fornece a
capacidade de criar playlists e partilhar mu´sicas atrave´s das redes sociais.
O utilizador consegue ouvir as mu´sicas atrave´s do navegador, sem necessidade de
software especı´fico no computador. Recentemente o sistema sofreu uma restruturac¸a˜o,
migrando de Flash para HTML5, CSS3 e Java Script, permitindo o acesso a` plataforma
de uma forma mais ra´pida.
Para os programadores existe uma API [14] que permite usufruir dos servic¸os presta-
dos pelo Grooveshark. Para ale´m disso e´ possı´vel criar um player embebido 1
1widgets [15] personalizados. Possibilidade de serem incluı´dos em outros websites.
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A plataforma Grooveshark e´ importante para o desenvolvimento do projecto, porque
possui uma quantidade de mu´sicas bastante completa, podendo ser usada como um re-
curso de mu´sicas, caso seja necessa´rio.
Blip.fm:
Blip.fm [4] e´ uma rede social sobre mu´sica. Cada utilizador do Blip.fm pode escolher
uma mu´sica que ira´ ser difundida pelos seus ouvintes. Cada utilizador pode partilhar
mu´sicas de outros utilizadores e agradecer mu´sicas. A Blip.fm tem funcionalidades que
se assemelham ao twitter, por exemplo, sempre que um ouvinte adiciona uma mu´sica a`
sua playlist, e´ enviada uma notificac¸a˜o a todos os seus seguidores (ouvintes) informando-
os de qual a mu´sica que este esta´ a ouvir actualmente.
No desenvolvimento do projecto os ouvintes tambe´m podem escolher o seu programa
favorito. Existem programas de ra´dio que teˆm mais audieˆncia que outros, de acordo com
a personalidade do DJ, tal como, no Blip.fm existem DJs que na˜o tem seguidores e DJs
que teˆm milhares de seguidores.
Last.fm:
Last.fm [21] e´ uma comunidade virtual focalizada em mu´sica. Possui uma se´rie de
servic¸os desde ra´dio online, streaming de mu´sicas, ate´ a` pesquisa de informac¸a˜o musical.
O utilizador ao criar uma conta fica com um perfil detalhado sobre o seu gosto musical.
Existe uma extensa˜o chamada Audioscrobbler [3] que permite fazer a monitorizac¸a˜o
do que ouvimos no nosso computador. Todas as mu´sicas reproduzidas sa˜o guardadas num
ficheiro de registo, que posteriormente e´ enviado para os servidores da Last.fm.
Uma das particularidades da Last.fm e´ o conceito de tags (ao longo do documento va-
mos chamar etiquetas). Cada mu´sica existente no sistema possui um conjunto de etiquetas
que podem ser manipuladas pela comunidade.
Atrave´s da API da Last.fm e´ possı´vel interagir com uma se´rie de servic¸os, tais como
procurar mu´sicas atrave´s de uma etiqueta, saber as etiquetas de uma mu´sica, saber as
mu´sicas mais ouvidas na u´ltima semana, etc.
Para o nosso projecto e´ essencial o uso de uma fonte com o conhecimento musical da
Last.fm. Esta plataforma ajuda-nos na criac¸a˜o de playlists e a definir a personalidade dos
DJs.
Mmb:
O Mmb (Mobile music blogger system for inter-vehicle entertainment) [49] aproveita o
conceito de streaming de mu´sica num cena´rio interessante. Consiste em ouvir mu´sicas de
outros carros, recorrendo ao streaming e a uma rede sem fios. Cada carro funciona, como
um servidor de streaming que envia o conteudo musical para outros carros. Sendo assim
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cada carro cliente pode optar por ouvir a sua mu´sica local ou ouvir a mu´sica que outros
carros esta˜o a emitir, como se pode observar na Figura 2.1
Figura 2.1: Esquema do funcionamento do sistema
No desenvolvimento do projecto pode ouvir-se a emissa˜o de ra´dio em dispositivos
mo´veis dando a possibilidade aos ouvintes de participarem na emissa˜o em qualquer lugar,
atrave´s do conceito de streaming, tal como existe no Mmb.
Jukola:
Jukola [52] e´ um leitor de MP3 interactivo criado para ser usado por um grupo de pessoas
num espac¸o pu´blico. A escolha de mu´sicas e´ feita democraticamente, ou seja, existe
um monitor touchscreen com uma lista de mu´sicas, localizado num espac¸o pu´blico (bar,
universidades, etc). Este monitor e´ usado para os utilizadores votarem na mu´sica que
querem que seja tocada de seguida. Como alternativa tambe´m existe uma versa˜o mo´vel
permitindo aos utilizadores votarem na pro´xima mu´sica atrave´s do PDA usando uma rede
sem fios. As bandas e os artistas que querem ver a sua mu´sica a tocar nesse espac¸o tem a
possibilidade de carregar seus ficheiros MP3.
No desenvolvimento do nosso projecto na˜o temos a ra´dio a ser carregada com mu´sicas
em sı´tios pu´blicos, mas atrave´s da interface Web consegue-se fazer a emissa˜o em qualquer
lugar. Na interface Web dos ouvintes existe um sistema de votac¸a˜o que permite dar a
opinia˜o sobre as mu´sicas que esta˜o a tocar no sistema, permitindo uma ana´lise futura dos
resultados das votac¸o˜es.
Mashmush:
Mashmush [25] e´ uma plataforma Web que permite ouvir mu´sicas atrave´s da Internet. E´
um projecto criado pelo investigador Rui Lopes [37] da Faculdade de Cieˆncias - Univer-
sidade de Lisboa.
Este sistema funciona sem que nenhum conteu´do musical seja guardado nos seus ser-
vidores. Todos os conteu´dos sa˜o acedidos atrave´s de servic¸os fornecidos pela Last.fm e
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Youtube. A Last.Fm e´ utilizada para obter informac¸a˜o sobre mu´sicas pesquisadas pelo
utilizador e o Youtube permite obter o streaming do vı´deo. O autor teve especial atenc¸a˜o
a` possibilidade de interagir com o player existente na interface web atrave´s de atalhos no
teclado, o que facilita a navegac¸a˜o para pessoas com necessidades especiais.
O Mashmush serviu como inspirac¸a˜o para perceber como podı´amos montar um sis-
tema de reproduc¸a˜o de mu´sicas sem necessidade de guardar os dados no servidor.
SoundCloud [39]:
SoundCloud e´ uma plataforma Web de publicac¸a˜o de a´udio utilizada por mu´sicos. Estes
podem colaborar, compartilhar, promover e distribuir as suas composic¸o˜es online. Origi-
nalmente, o objectivo da plataforma era permitir que diversos mu´sicos trocassem ideias
sobre as composic¸o˜es nas quais estavam a trabalhar, permitindo uma fa´cil colaborac¸a˜o
e comunicac¸a˜o antes de um lanc¸amento ao pu´blico. Hoje em dia, a pa´gina tambe´m e´
visitada por utilizadores, que apenas querem ouvir mu´sica. A particularidade desta plata-
forma esta´ na forma como sa˜o reproduzidos os ficheiros de a´udio. O player das mu´sicas
esta´ representado na forma de um “espectro” (Figura 2.2), do qual os utilizadores podem
publicar/visualizar os seus comenta´rios ao longo de uma linha do tempo. Enquanto a
mu´sica esta´ a ser reproduzida os utilizadores podem ver os comenta´rios deixados por ou-
tras pessoas num determinado instante da mu´sica. Para ale´m disso este player pode ser
embebido em outras pa´ginas, permitindo a partilha por pa´ginas pessoais ou redes sociais.
Figura 2.2: Espectro do player SoundClould
Fizy:
Fizy [12] e´ um sistema que permite ouvir mu´sicas atrave´s de streaming. A` semelhanc¸a do
Mashmush, possui o conceito de fonte de streaming, ou seja, todo o conteudo musical e´
proveniente do Youtube, SoundClould e Grooveshark, dando a possibilidade de pesquisar
em va´rias fontes de streaming, de uma so´ vez. Possui uma interface Web feita em HTML5,
CSS3 e Java-script fornecendo uma experieˆncia de utilizac¸a˜o simples para o utilizador.
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O Fizy e´ uma evoluc¸a˜o do Mashmush, e serviu como base da implementac¸a˜o do sis-
tema de gesta˜o de fontes de streaming existente no projecto, ou seja, existe uma barra de
pesquisa que permite procurar uma determinada mu´sicas por uma se´rie de fontes (You-
tube, SoundClould, Grooveshark).
Centova Cast [5]:
Centova Cast fornece um painel de administrac¸a˜o que permite configurar todos os com-
ponentes existentes numa ra´dio Web (player, servidor da ra´dio e interface Web para os
ouvintes). No entanto, e´ necessa´rio instalar um conjunto de requisitos para que funcione
[33]. Segundo os programadores do Centova Cast os servidores de ra´dio Shoutcast e o
Icecast2 sa˜o extremamente leves e eficientes, o que permite a instalac¸a˜o num computador
pessoal. No caso do Icecast2 existe a possibilidade de replicar a emissa˜o garantindo a es-
calabilidade do servidor de ra´dio de modo a suportar uma maior quantidade de ouvintes.
Os va´rios players apresentados nos requisitos mı´nimos permitem reproduzir ficheiros de
a´udio fazendo o envio para o servidor de ra´dio.
Existe uma funcionalidade no sistema Centova Cast chamada AutoDJ, que permite
ao utilizador desligar o seu computador pessoal. Isto e´ possı´vel porque o Centova Cast
tem instalado do lado do servidor os dois componentes: servidor de ra´dio e o player da
ra´dio. No entanto, para o AutoDJ funcionar e´ necessa´rio o envio dos ficheiros de a´udio
para o servidor, para que o player os consiga reproduzir. E´ necessa´rio o Centova Cast ter
instalado um servidor FTP para envio dos ficheiros de a´udio.
Em suma, este sistema fornece uma interface Web que permite gerir todos os com-
ponentes da ra´dio, facilitando a vida do utilizador. No entanto para usar o servic¸o e´ ne-
cessa´rio o pagamento de uma licenc¸a mensal. Esta licenc¸a divide-se em diversos pacotes
em func¸a˜o da largura de banda disponı´vel, nu´mero de ouvintes online e espac¸o em disco
oferecido pelo servidor.
Na Figura 2.3 podemos observar um exemplo da interface Web do Centova Cast.
O projecto Centova Cast permitiu perceber quais os melhores programas usados para
a construc¸a˜o de uma ra´dio Web, reduzindo va´rias horas de trabalho em teste/instalac¸a˜o de
outras aplicac¸o˜es.
2.2 Aprendizagem automa´tica
Adaptive Radio:
Atrave´s das prefereˆncias negativas [47] podem-se criar resultados que sejam aceita´veis
para um grupo restrito de utilizadores. Usando a opinia˜o negativa, o sistema determina
quais sa˜o as opc¸o˜es que na˜o sa˜o satisfato´rias para os utilizadores, e assume que as res-
tantes soluc¸o˜es sa˜o satisfato´rias. Para demonstrar esses benefı´cios, os autores criaram o
Adaptive Radio, um sistema que selecciona as mu´sicas que os utilizadores gostam. Em
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Figura 2.3: Exemplo da interface Web Centova Cast
vez de reproduzir as mu´sicas que os utilizadores querem ouvir, o sistema evita tocar as
mu´sicas que eles na˜o querem ouvir. A informac¸a˜o negativa pode ser aplicada a outros
domı´nios como a filtragem de informac¸a˜o, ambientes inteligentes, entre outros. A maio-
ria dos sı´tios de mu´sica tentam determinar qual o gosto musical de um utilizador atrave´s
de inque´ritos ou de definic¸o˜es introduzidas quando e´ criado o perfil do ouvinte (formula´rio
de registo).
O Adaptive Radio e´ importante para o projecto, na medida em que tambe´m podemos
utilizar a ideia da opinia˜o dada pelos utilizadores atrave´s da interface Web. Com isto os
DJs, acabam por evitar as mu´sicas com retorno negativo, passando so´ o que os ouvintes
gostam.
Pandora Music Genome Project:
Pandora e´ baseado no projecto Music Genome [27], que tem como objectivo descobrir
as caracterı´sticas das mu´sicas que permita organiza´-las de forma automa´tica. Existe uma
equipa de 50 analistas musicais a estudar e a registar todos os detalhes das mu´sicas. De-
pois de classificadas por interme´dio de va´rios atributos sa˜o organizadas de acordo com um
algoritmo matema´tico complexo (analisando os atributos comuns e colocando-os numa
determinada categoria).
Cada atributo corresponde a uma caracterı´stica da mu´sica, por exemplo, o ge´nero do
vocalista, o nı´vel de distorc¸a˜o na guitarra, o tipo de vozes de apoio, ge´nero mu´sica, etc.
As canc¸o˜es pop teˆm 150 atributos enquanto que as canc¸o˜es jazz teˆm cerca de 400 (cada
atributo tem um nu´mero entre 1 e 5). Utilizando a riqueza das informac¸o˜es armazenadas
em Genoma Music Project, o Pandora Ra´dio reconhece e responde aos gostos de cada
utilizador. O resultado e´ uma experieˆncia muito mais personalizada de ra´dio - as estac¸o˜es
tocam mu´sicas que o utilizador gosta.
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O Pandora possui um conhecimento musical bastante completo, apesar de na˜o termos
conseguido integrar no projecto por estar disponı´vel apenas para os Estados Unidos da
Ame´rica. No entanto, este projecto assemelha-se ao conhecimento existente na Last.fm,
em que cada mu´sica possuı´ um conjunto de etiquetas que a descreve. Com isto consegue-
se fazer a ligac¸a˜o entre as etiquetas existentes dos DJs, com as etiquetas existentes nas
mu´sicas.
No entanto a ana´lise existente na Last.fm difere do Pandora, ou seja, a classificac¸a˜o
das mu´sicas na˜o e´ feita por peritos, mas sim pela comunidade de utilizadores que usam a
plataforma (folksonomias).
StumbleAudio:
O StumbleAudio [41] combina o melhor do Pandora com o melhor do StumbleUpon [42],
um servic¸o de descoberta e recomendac¸a˜o de pa´ginas Web, imagens e vı´deos. O fun-
cionamento do StumbleAudio e´ bastante simples: se gostarmos da mu´sica que estamos
a ouvir carregamos no bota˜o que diz “Gosto”; se na˜o gostarmos podemos carregar num
bota˜o que diz “Na˜o Gosto”, o que faz com que passemos para a pro´xima recomendac¸a˜o.
Desta forma, o sistema vai gerando uma playlist cada vez mais adequada ao nosso gosto
pessoal.
Actualmente, o StumbleAudio disponibiliza um cata´logo de cerca de dois milho˜es de
mu´sicas pertencentes a mais de 120 mil artistas. Apesar de na˜o usarmos este me´todo de
interacc¸a˜o no projecto, e´ um conceito diferente na gerac¸a˜o de playlists, ou seja, atrave´s de
alguns perguntas modelo conseguimos definir o perfil do utilizador. Apo´s isso consegue-
se gerar playlists baseadas nesse perfil.

Capı´tulo 3
O trabalho
Neste capı´tulo va˜o ser explicadas as fases de modelac¸a˜o e desenho do sistema. A parte de
modelac¸a˜o permite compreender melhor o problema proposto pelo enunciado do projecto.
O desenho apresenta a arquitectura do sistema e explica-se em detalhe, a soluc¸a˜o proposta
e como funciona cada um dos componentes apresentados.
3.1 Modelac¸a˜o
3.1.1 Descric¸a˜o do problema
Este projecto consiste em criar uma ra´dio Web com uma programac¸a˜o semanal. O sistema
possui um conjunto de DJs responsa´veis por um ou mais programas de ra´dio. A cada
DJ e´ atribuı´do uma personalidade atrave´s de um conjunto de etiquetas, um valor que
define a originalidade (capacidade de passar mu´sicas novas) e de outros que definem a
sensibilidade (capacidade de repetir mu´sicas). Para ale´m disso cada DJ tem associado
uma voz/dialecto que permite reproduzir falas durante o seu programa de ra´dio. Atrave´s
da personalidade, os DJs conseguem garantir diversidade entre os programas.
O administrador da ra´dio tem acesso a um painel de administrac¸a˜o que permite fazer
a gesta˜o de toda a ra´dio (gesta˜o dos DJ, programas de ra´dio, sesso˜es e playlists).
A gerac¸a˜o de playlists deve ser um ponto de extensa˜o no projecto para permitir a
criac¸a˜o de novos algoritmos. Para criar uma playlist e´ necessa´rio saber as etiquetas asso-
ciadas a cada DJ, o valor de originalidade e da sensibilidade e o retorno atribuı´do pelos
ouvintes ao longo das va´rias emisso˜es decorridas. Foram criados treˆs modos para gerar
playlists: playlists baseadas em mu´sicas locais, playlists baseadas nas etiquetas dos DJs
e playlists escolhidas pelo utilizador (neste caso escolhidas pelo Administrador da ra´dio).
Durante a gerac¸a˜o de playlist e´ necessa´rio verificar se existem os ficheiros de a´udio em
disco. Assim, a gerac¸a˜o de playlists fica restringida a`s mu´sicas que existem no disco. Foi
desenvolvido um sistema que permite adicionar novas fontes de streaming, dando mais
liberdade ao sistema para gerac¸a˜o de playlists. A gerac¸a˜o das etiquetas dos DJ tambe´m e´
um ponto de extensa˜o no projecto.
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Os ouvintes podem escutar a ra´dio e saber informac¸o˜es sobre a emissa˜o que esta´ a de-
correr (DJ actual, mu´sica actual, pro´xima mu´sica e histo´rico de mu´sicas passadas) atrave´s
de uma interface Web. E´ necessa´rio ter especial atenc¸a˜o ao suporte entre os navegadores.
Em seguida vai ser apresentado o diagrama de casos de uso para compreender melhor
o problema proposto pelo projecto e o seu enquadramento geral.
3.1.2 Diagrama de casos de uso
O diagrama de casos de uso permite:
• Dar uma visa˜o geral do que vai ser desenvolvido pelo sistema;
• Identificar os intervenientes (actores) do sistema;
• Identificar os sistemas externos, com que o sistema interage;
Actores:
• Administrador – Entidade responsa´vel por fazer a gesta˜o da ra´dio;
• Ouvintes – Pessoas que escutam a emissa˜o de ra´dio, consultam o que esta´ a passar
na ra´dio e da˜o retorno sobre as mu´sicas tocadas para o sistema;
Actores Externos:
• Temporizador – Parte do sistema que permite gerar as playlists e operar a ra´dio de
forma automa´tica.
• Sintetizador de texto – Servic¸o que permite sintetizar um dado texto de acordo com
uma lı´ngua/dialecto.
• Player de mu´sicas da ra´dio – Servic¸o responsa´vel por tocar as mu´sicas e enviar o
resultado para o servidor de ra´dio.
• Icecast 2 - Apesar se ser fundamental para a ra´dio funcionar na˜o esta´ representado
no diagrama de casos de uso, pois na˜o interage directamente com o sistema que
implementamos (interage com o player de mu´sicas da ra´dio). E´ responsa´vel por
replicar a emissa˜o pelos va´rios ouvintes.
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Figura 3.1: Diagrama de casos de uso
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3.1.3 Modelo de domı´nio
Apo´s ter sido elaborado o diagrama de casos de uso foi feito o modelo de domı´nio (Figura
3.2) para se ter uma percepc¸a˜o esquema´tica do problema.
Vamos descrever o modelo de domı´nio comec¸ando pela entidade DJ. Um DJ tem
associado um conjunto de etiquetas que definem a sua personalidade e pode ter um ou
mais programas de ra´dio.
Um programa de ra´dio e´ composto por uma data de inı´cio de criac¸a˜o e uma data con-
clusa˜o. Durante esse intervalo, e analisando a periodicidade (Dia´rio, Semanal, Mensal)
definida, o sistema deve conseguir criar va´rias Sesso˜es (conceito que representa um pro-
grama de ra´dio num determinado dia). Por exemplo, podemos ter o Programa da Manha˜
que tem a data de criac¸a˜o 1 de Janeiro de 2006 ate´ 1 de Janeiro de 2012. Durante esse
tempo a sua periodicidade e´ dia´ria, ou seja, vai ser criado um conjunto de sesso˜es dife-
rentes, mas associadas sempre, ao mesmo programa de ra´dio e DJ.
A cada Sessa˜o e´ associada uma Playlist, que por sua vez e´ associada a` Mu´sica. Cada
mu´sica tem associadas um conjunto de etiquetas que fazem a relac¸a˜o entre a personalidade
do DJ e as mu´sicas escolhidas na sua playlist.
A origem da mu´sica e´ representada pelo conceito de Fonte, ou seja, pode vir do disco
rı´gido ou de fontes externas como a Web.
Os ouvintes podem fazer uma ou mais votac¸o˜es na ra´dio. A entidade PassaNaRadio
mostra o que esta´ a tocar, ficando associado um conjunto de votos que podem ser positivos
ou negativos.
3.1.4 Casos de uso
Os casos de uso sa˜o utilizados para especificar requisitos com o objectivo de auxiliar a
ana´lise e construc¸a˜o do sistema. Ao serem elaborados permitem:
• Aumentar o grau de rastreabilidade para a fase de desenho.
• Fornecer formas de validac¸a˜o dos requisitos
• Ser utilizados como base para o desenvolvimento do manual do utilizador.
Para especificar as funcionalidades existentes no sistema, apresenta-se uma descric¸a˜o
completa de cada caso de uso.
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Casos de uso sobre DJs:
Criar um novo DJ:
Actor Principal
Administrador
Interesses
Administrador: Pretende registar um novo DJ no sistema.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado no sistema.
Po´s-Condic¸o˜es:
O novo DJ e´ registado no sistema.
Cena´rio Principal de Sucesso
1. O Administrador indica que quer registar um novo DJ, fornecendo o seu nome, um
valor entre 0 e 5 correspondente a sua originalidade, um valor entre 0 e 5 corres-
pondente a` sua sensibilidade, e um tipo de dialecto.
2. O sistema verifica atrave´s do nome do DJ, que na˜o existe em sistema, verifica que
os valores da sensibilidade e originalidade esta˜o entre 0 e 5 e validar o dialeto.
3. O sistema pede ao Administrador se quer obter a lista de etiquetas (personalidade
do DJ) de forma automa´tica ou manual.
4. O Administrador indica que quer obter as etiquetas de forma automa´tica.
5. O sistema devolve ao utilizador uma lista de etiquetas que ira´ definir a futura perso-
nalidade do DJ. A lista de etiquetas e´ proveniente de um servic¸o externo (Last.fm).
Extenso˜es:
1a O Administrador quer registar um DJ com dados inva´lidos.
1. O sistema informa o Administrador do problema e pede de novo os dados.
1b O Administrador insere um DJ que ja´ existe no sistema.
1. O sistema informa o Administrador do problema e pede de novo os dados.
4a O Administrador indica que quer introduzir as etiquetas de forma manual.
1. O sistema pede uma etiqueta.
2. O Administrador indica uma etiqueta ao sistema.
Os passos 1-2 sa˜o repetidos enquanto o Administrador na˜o indicar que quer
terminar.
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Apagar um DJ:
Actor Principal
Administrador
Interesses
Administrador: Pretende apagar um DJ do sistema.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado perante o sistema.
Po´s-Condic¸o˜es:
O DJ e´ apagado do sistema.
Cena´rio Principal de Sucesso
1. O Administrador indica que quer apagar um DJ.
2. O sistema lista todos os DJ existentes no sistema.
3. O Administrador escolhe um DJ.
4. O sistema muda o estado do DJ para inactivo, mas na˜o apaga de sistema para per-
mite a consulta do histo´rico da ra´dio. Quando esta acc¸a˜o e´ chamada os dados que
dependem do DJ tambe´m sa˜o tornados inactivos.
Lista de DJs:
Actor Principal
Administrador
Interesses
Administrador: O Administrador quer obter a lista dos DJ.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado no sistema.
Po´s-Condic¸o˜es:
Obter uma lista de DJs existentes no sistema.
Cena´rio Principal de Sucesso
1. O Administrador indica que quer obter uma lista com todos os DJs existentes no
sistema
2. O Sistema devolve uma lista de DJs, com o nome do DJ, etiquetas atribuı´das, valor
de originalidade e sensibilidade.
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Casos de uso sobre Programas de Ra´dio:
Criar um Programa de Ra´dio:
Actor Principal
Administrador
Interesses
Administrador: Pretende registar um novo programa de ra´dio no sistema.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado no sistema.
Po´s-Condic¸o˜es:
O novo programa de ra´dio e´ criado e registado no sistema.
Cena´rio Principal de Sucesso
1. O Administrador indica que quer registar um novo Programa de Ra´dio, fornecendoo
co´digo do DJ responsa´vel pelo programa.
2. O sistema verifica que o DJ e´ va´lido e pede ao Administrador se ele quer criar um
programa ocasional ou contı´nuo (va´rios programas durante um perı´odo de tempo).
3. O Administrador indica que quer criar um programa ocasional.
4. O sistema pede a data em que vai ocorrer esse programa no formato (yyyy-mm-dd).
5. O Administrador indica a data.
6. O sistema pede que o Administrador indique a hora de inı´cio e hora de fim do
programa no formato (hh:mm:ss).
7. O Administrador indica a hora de inı´cio e a hora de fim do programa.
8. O sistema confirma que na˜o existe outro programa com esse nome e que o perı´odo
inserido na˜o entra em conflito com outros Programas. Caso passe nas verificac¸o˜es
o programa e´ criado devolvendo um identificador u´nico ao Administrador.
Extenso˜es:
1a) O Administrador inseriu um DJ que na˜o existe no sistema
1. O sistema informa o Administrador do problema e volta a perguntar por um
novo DJ.
3a) O Administrador indica que quer criar um programa contı´nuo.
1. O sistema pede um perı´odo de existeˆncia do programa composto por uma
data de inı´cio e uma data de fim no formato (yyyy-mm-dd).
2. O Administrador indica o perı´odo composto pela data de inı´cio e data de
fim.
Capı´tulo 3. O trabalho 23
3. O sistema pede ao Administrador para definir a hora de inı´cio do programa
e hora de fim.
4. O Administrador indica uma hora de inı´cio e hora de fim no formato (hh:mm:ss).
5. O sistema pede ao Administrador para definir a repetic¸a˜o desse programa ao
longo do tempo (Diariamente, Semanalmente, Mensalmente), mostrando a lista de
possibilidades.
6. O Administrador indica que o tipo de repetic¸a˜o.
7. O sistema confirma que na˜o existe nenhum programa com esse nome e
que o perı´odo inserido na˜o entra em conflito com outros Programas. Caso passe
nas verificac¸o˜es o sistema indica que os dados inseridos sa˜o va´lidos e regista no
sistema, devolvendo um identificador u´nico da criac¸a˜o do programa.
5a) O Administrador inseriu uma data num formato incorrecto.
1. O sistema informa o Administrador do problema e volta a perguntar por uma
nova data.
7a) O Administrador inseriu uma hora num formato incorrecto.
1. O sistema informa o Administrador do problema e volta a perguntar por uma
nova hora.
Nota: Quando o Administrador define um programa Ocasional ter atenc¸a˜o se o
programa na˜o abrange duas datas. Por exemplo, um programa de ra´dio das 23:00h
do dia 10 ate´ a 02:00h do dia 11 (ja´ e´ uma data diferente).
Nota 2: No caso dos programas contı´nuos, fazemos as contas sempre a partir do
dia seguinte, ou seja, caso seja um programa dia´rio das 15:00 as 16:00 e estamos a
gerar os programas a`s 09:00 o programa so´ vai ser emitido no dia seguinte.
Apagar um Programa de Ra´dio:
Actor Principal
Administrador
Interesses
Administrador: Pretende apagar um programa de ra´dio do sistema.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado perante o sistema.
Po´s-Condic¸o˜es:
O Programa de Ra´dio e´ apagado do sistema.
Cena´rio Principal de Sucesso
1. O Administrador indica que quer apagar um Programa de Ra´dio
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2. O sistema lista todos os Programas de Ra´dio.
3. O Administrador escolhe um Programa de Ra´dio
4. O sistema apaga o Programa de Ra´dio de acordo com o pedido do Administrador.
Nota: Todos as sesso˜es de um programa de ra´dio que ja´ passaram na ra´dio na˜o
devem ser eliminados definitivamente. Sa˜o dados u´teis para perceber o histo´rico da
ra´dio.
Lista de Programas de Ra´dio existentes no sistema:
Actor Principal
Administrador
Interesses
Administrador: O Administrador quer obter a lista dos Programas de Ra´dio.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado no sistema.
Po´s-Condic¸o˜es:
Obter uma lista de programas de ra´dio.
Cena´rio Principal de Sucesso
1. O administrador indica que quer obter uma lista com todos os programas existentes
no sistema
2. O sistema devolve uma lista de programas de ra´dio, com os va´rios nomes dos pro-
gramas e as datas em que va˜o ser emitidos.
Obter informac¸a˜o sobre o retorno dos Ouvintes:
Actor Principal
Administrador
Interesses
Administrador: O Administrador quer obter o resultado das votac¸o˜es realizadas pelos
ouvintes.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado perante o sistema.
Po´s-Condic¸o˜es:
Obter uma lista de resultados de todos os ouvintes.
Cena´rio Principal de Sucesso
1. O Administrador indica que quer obter a informac¸a˜o de retorno dos ouvintes em
determinado programa de ra´dio.
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2. O Sistema pede ao Administrador para indicar o identificador do programa.
3. O Administrador indica o identificador do programa.
4. O Sistema verifica que o programa existe e devolve a lista de mu´sicas desse pro-
grama. Para cada mu´sica e´ devolvido o nu´mero de votos positivos e o nu´mero de
votos negativos, associado a cada mu´sica.
Extenso˜es:
3a) O Administrador indica um identificador inva´lido ou inexistente no sistema.
1 O sistema informa o Administrador do problema e pede de novo os dados.
Sintetizar texto:
Actor Principal
Administrador
Interesses
Administrador: Converter um pequeno texto para ficheiro de a´udio.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado no sistema.
Po´s-Condic¸o˜es:
E´ gerado um ficheiro de a´udio com o texto criado pelo Administrador
Cena´rio Principal de Sucesso
1. O Administrador pede a lista das lı´nguas disponiveis ao sintetizador.
2. O Sistema devolve uma lista com as lı´nguas disponı´veis.
3. O Administrador escolhe uma lingua e indica que quer sintetizar um pequeno texto.
4. O Sistema pede ao Administrador para indicar texto.
5. O Administrador indica o texto.
6. O Sistema devolve a localizac¸a˜o do ficheiro de a´udio.
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Casos de uso sobre Playlist:
Gerar Playlists (lista de mu´sicas a reproduzir):
Actor Principal
Administrador e Temporizador
Interesses
Administrador: Gerar uma grelha de acordo com as etiquetas dos DJs e a opinia˜o
proveniente dos ouvintes.
Pre´-Condic¸o˜es:
O Administrador esta´ autenticado perante o sistema.
Po´s-Condic¸o˜es:
Foi criado um conjunto de playlist associadas ao respectivo programa.
Cena´rio Principal de Sucesso
1. O Administrador indica ao sistema que quer gerar uma grelha de playlists.
2. O sistema verifica os programas que ainda teˆm playlist e manda uma confirmac¸a˜o
ao Administrador quando o processo estiver concluı´do. No final do processo, todos
os programas passam a ter uma playlist associada, de acordo com as etiquetas do
DJ.
Casos de uso sobre Ouvinte:
Atribuic¸a˜o de retorno a`s mu´sicas:
Actor Principal
Ouvinte
Interesses
Ouvinte: Tem a capacidade de votar numa mu´sica que esta´ a passar na ra´dio, dando
informac¸a˜o negativa ou positiva.
Pre´-Condic¸o˜es:
Esta´ a ser tocada uma mu´sica.
Po´s-Condic¸o˜es:
A mu´sica a ser tocada e´ marcada com informac¸a˜o negativa ou positiva, de acordo com
a indicac¸a˜o do ouvinte.
Cena´rio Principal de Sucesso
1. O Ouvinte indica ao sistema que quer atribuir um retorno a uma mu´sica de uma
playlist (a mu´sica esta´ associada a uma playlist, na˜o interferindo com outras play-
lists).
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2. O sistema mostra ao ouvinte uma lista de feedbacks disponı´veis (positivo, negativo)
3. O Ouvinte indica o pretendido.
4. O sistema regista o pedido e manda uma confirmac¸a˜o ao Ouvinte.
Consultar programa de Ra´dio Actual:
Actor Principal
Ouvinte
Interesses
O ouvinte quer saber o nome do programa que esta´ a ser emitido pela ra´dio nesse
momento.
Pre´-Condic¸o˜es:
Esta´ a ser emitida uma mu´sica.
Po´s-Condic¸o˜es:
Mostra o programa de ra´dio actual.
Cena´rio Principal de Sucesso
1. O Ouvinte indica ao sistema que pretende obter o nome do programa que esta´ a
decorrer no momento.
2. O sistema informa o ouvinte do programa actual.
Consultar o DJ Actual:
Actor Principal
Ouvinte
Interesses
O ouvinte quer saber o nome do DJ responsa´vel pela emissa˜o nesse momento.
Pre´-Condic¸o˜es:
Esta´ a ser emitida uma mu´sica.
Po´s-Condic¸o˜es:
Mostra o DJ Actual.
Cena´rio Principal de Sucesso
1. O Ouvinte indica ao sistema que pretende obter o nome do DJ que esta´ a decorrer
no momento na ra´dio.
2. O sistema informa o ouvinte do nome do DJ e do conjunto de etiquetas que repre-
sentam a personalidade desse DJ.
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Consultar o Mu´sica Actual/Pro´xima Mu´sica:
Actor Principal
Ouvinte
Interesses
O ouvinte quer saber o nome da mu´sica que esta´ a ser emitida pela ra´dio e a pro´xima
mu´sica que ira´ ser tocada.
Pre´-Condic¸o˜es:
Esta´ a ser emitida uma mu´sica.
Po´s-Condic¸o˜es:
-
Cena´rio Principal de Sucesso
1. O Ouvinte indica ao sistema que pretende obter o nome do DJ que esta´ a decorrer
no momento na ra´dio.
2. O sistema informa o ouvinte do nome do DJ e do conjunto de etiquetas que repre-
sentam a personalidade desse DJ.
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3.2 Desenho
3.2.1 Arquitectura
Neste secc¸a˜o vamos apresentar a arquitectura fı´sica e lo´gica do sistema.
Arquitectura Fı´sica
A arquitectura fı´sica do sistema segue o modelo cliente-servidor (Figura 3.3). Neste tipo
de arquitectura existe uma ou mais ma´quinas que fornecem servic¸os e outras que requisi-
tam o acesso a esses servic¸os.
O servidor aplicacional escolhido foi o Glassfish [glossa´rio: G]. A raza˜o desta escolha
deve-se ao facto da Sun ser a empresa que especı´fica o J2EE e parte desta especificac¸a˜o ser
o pro´prio co´digo fonte do Glassfish. Outro factor a ter em considerac¸a˜o e´ a documentac¸a˜o
disponı´vel na Web que e´ uma ajuda preciosa na resoluc¸a˜o de problemas de configurac¸a˜o;
e a terceira raza˜o e´ por ser muito usado no mercado empresarial, sendo uma mais-valia no
meu futuro profissional. E´ responsa´vel por alojar a aplicac¸a˜o e fornecer os webservices
SOAP [glossa´rio: G] (ao longo do documento vamos chamar servic¸os na Web SOAP ).
Existem va´rios clientes que utilizam estes servic¸os como e´ o caso da Aplicac¸a˜o de
administrac¸a˜o da Ra´dio (painel de administrac¸a˜o que permite gerir toda a ra´dio), o player
da ra´dio, porque necessita de saber qual e´ a hora a que deve tocar uma playlist, e por fim
a interface Web para saber informac¸o˜es sobre a emissa˜o.
Foi necessa´rio converter alguns servic¸os na Web SOAP para Restfull [glossa´rio: G]
por na˜o ter sido encontrada nenhuma func¸a˜o nativa no JavaScript [glossa´rio: G] que
permitisse chamar os servic¸os na Web SOAP.
Existem va´rios URLs de streaming provenientes do servidor de ra´dio, cada um emi-
tindo num formato diferente. A interface Web dos ouvintes tem duas funcionalidades
principais: a primeira e´ receber a lista de URLs de streaming fornecidas pelo servidor de
ra´dio e a segunda e´ receber os dados, provenientes da API Restfull sobre o programa de
ra´dio que esta´ a decorrer.
Os dados provenientes do application server veˆm sempre em JSON [glossa´rio: G].
No caso do player da ra´dio e do painel de administrac¸a˜o, os dados sa˜o convertidos para
objectos atrave´s de um JSON/de-serializer. No caso da interface Web dos ouvintes, estes
ja´ se encontram no formato certo para ser manipulado pelo JavaScript.
Arquitectura Lo´gica
Para este sistema foi adoptada uma arquitectura do tipo n-nı´veis, ou seja, a aplicac¸a˜o
esta´ desenhada para suportar novas camadas caso sejam necessa´rias. Neste momento a
aplicac¸a˜o esta´ organizada em treˆs camadas lo´gicas: camadas de apresentac¸a˜o, camada de
nego´cio e a camada de servic¸os (Figura 3.13).
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Figura 3.3: Arquitectura fı´sica da ra´dio
Figura 3.4: Arquitectura lo´gica da ra´dio
Camada de Apresentac¸a˜o:
Camada responsa´vel pela apresentac¸a˜o gra´fica do conteu´do, proveniente da camada de
nego´cio, definindo a forma e o aspecto de como e´ mostrado ao utilizador/administrador
da ra´dio.
Aplicac¸a˜o de Administrac¸a˜o
Permite ao Administrador da Ra´dio fazer toda a gesta˜o da ra´dio (Figura 3.5). As
operac¸o˜es definidas pelos casos de uso com o actor Administrador esta˜o disponı´veis
nesta interface (Swing). Esta interface foi feita em Java, pois permite uma compa-
tibilidade entre os va´rios sistemas operativos. Para ale´m disso, a aplicac¸a˜o pode
ser facilmente exportada para funcionar como Web Applet, permitindo a reduc¸a˜o do
TCO (Total Cost of Ownershop) [43], evitando instalac¸o˜es e manutenc¸a˜o individual
de estac¸o˜es de trabalho, por ser executada a partir de um navegador.
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Para cada acc¸a˜o efectuada, a camada de cliente envia os dados relativos a` interacc¸a˜o
do utilizador com a camada de nego´cio para tratamento da informac¸a˜o.
Figura 3.5: Painel de administrac¸a˜o do backend
Interface Web com os Ouvintes
A interface disponı´vel para os ouvintes (Figura 3.6 ) permite ouvir a emissa˜o de
ra´dio. A aplicac¸a˜o foi feita com recurso ao HTML5 [glossa´rio: G], CCS3 [glossa´rio:
G] e JavaScript .
Figura 3.6: Interface Web dos ouvintes
Camada de Nego´cio:
A camada de nego´cio corresponde a` camada lo´gica, agindo como intermedia´rio entre
a camada de apresentac¸a˜o e a camada de persisteˆncia.
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E´ responsa´vel pelas seguintes tarefas:
• Acesso a dados – responsa´vel por manter a ligac¸a˜o a` base de dados, executar con-
sultar e devolver os resultados a` camada de apresentac¸a˜o.
• Responsa´vel por se ligar aos diversos servic¸os (camada Services) utilizados para
procura de informac¸a˜o musical (como e´ o caso da Last.fm, Acapela e Fontes de
Streaming). Estes servic¸os sa˜o u´teis para a gerac¸a˜o de playlists e gerac¸a˜o de DJs.
• Fornecer as informac¸o˜es sobre o estado da ra´dio, atrave´s de servic¸os na Web.
Servic¸os:
Persisteˆncia
Camada que permite o acesso aos dados. E´ responsa´vel por conter os dados referen-
tes a`s entidades e relac¸o˜es que pretendemos explorar de um determinado modelo de
dados. Neste projecto foi utilizado o JPA (Java Persistence API), porque permite
uma maior produtividade no desenvolvimento do projecto, dando a possibilidade
aos programadores de mapear os objectos directamente na base de dados, inde-
pendente do tipo de SGBD (Mysql, Oracle, Sqlite, etc). O JPA tem que garantir a
persisteˆncia dos dados, de um conjunto de classes chamadas entidades (entity be-
ans). Cada entidade e´ uma class Java, com a excepc¸a˜o de ter que ser mapeada
usando Java Persistence Metadata [19] para uma determinada base de dados. Em
suma o Java Persistence API garante uma abstracc¸a˜o de alto nı´vel da base de dados
permitindo obter informac¸a˜o atrave´s de objectos Java.
Last.fm
A Last.fm disponibiliza uma vasta gama de servic¸os necessa´rios ao projecto, permi-
tindo obter conhecimento sobre conteu´dos discogra´ficos. Para conseguir o acesso
aos servic¸os disponibilizados e´ necessa´rio uma chave de acesso a` API. Esta chave,
para ale´m de permitir o acesso a servic¸os, identifica o utilizador (evitar uso abusivo).
A API da Last.fm esta´ dividida em quinze categorias, no entanto, apenas vamos
mostrar quais os servic¸os utilizados no projecto, apresentando a descric¸a˜o do servic¸o
e a sua func¸a˜o (consultar tabela 3.1).
Categoria etiquetas:
– tag.getTopTags - Obter top 40 de etiquetas existentes na Last.fm, classificadas
por popularidade (ordenado por nu´mero de vezes usadas).
– tag.getsimilar - Procurar etiquetas semelhantes a` pedida.
– tag.search - Procurar etiquetas. exemplo: pop, pop-rock (tem que conter a
etiqueta pesquisada).
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– tag.getTopTracks – Retornar a lista de mu´sicas com uma determinada etiqueta.
Categoria mu´sicas:
– track.getInfo – Obter mais informac¸a˜o sobre uma determinada mu´sica
Nome do servic¸o LastFM Func¸a˜o no projecto
tag.getTopTracks Gerac¸a˜o das playlists.
tag.getTopTags Gerac¸a˜o das etiquetas dos DJs.
tag.getsimilar Gerac¸a˜o das etiquetas dos DJs.
tag.search Gerac¸a˜o das etiquetas dos DJs.
track.getInfo Adicionar uma mu´sica especifica ao sistema.
Tabela 3.1: Tabela com os servic¸os utilizados da Last.fm
Na parte de implementac¸a˜o vai ser explicado como e´ feita a ligac¸a˜o a esses servic¸os
e como sa˜o criados os algoritmos disponı´veis para gerac¸a˜o das playlists e das per-
sonalidades do DJs.
Fontes de Streaming
Uma ra´dio reproduz desde notı´cias a relatos de futebol, mas reproduz sobretudo
mu´sica. Para na˜o infringir nenhum direito de autor todo o conteu´do musical que
passa na ra´dio tem que ter obrigatoriamente uma licenc¸a de reproduc¸a˜o. O nosso
projecto para ser usado como uma ra´dio pu´blica teria que obter um contrato com
uma empresa que fornecesse todo o conteu´do musical, por exemplo um contracto
com a MusicBox [38], ou uma licenc¸a que permitisse reproduzir os conteu´dos for-
necidos pelas fontes de streaming da ra´dio.
As fontes sa˜o essenciais para a gerac¸a˜o de playlists baseadas na personalidade
dos DJs, isto e´, quando um DJ e´ criado e´ associado a um conjunto de etique-
tas. Atrave´s dos servic¸os disponibilizados pela Last.fm, consegue-se obter um con-
junto de mu´sicas que possuam essas etiquetas (consultar 3.1). Como na˜o sabemos
as mu´sicas retornadas pelos servic¸os da Last.fm, e como na˜o possuı´mos todas as
mu´sicas em disco, e´ necessa´rio procurar na Web pelo stream da mu´sica.
Sendo assim, as fontes de streaming sa˜o divididas em duas categorias:
– Fonte Musical Interna – O sistema vai buscar o conteu´do musical ao disco
rı´gido e gera-se as playlist a partir dele.
– Fonte Musical Externa – Baseado em projectos mencionados no trabalho
relacionado, como por exemplo o Fizzy e o Mashmush, existe a possibilidade
de aceder a um reporto´rio na Internet muito mais vasto do que o local, dando
muito mais liberdade aos futuros DJs de escolherem o seu reporto´rio musical
(criarem as suas playlist).
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Na sessa˜o de Implementac¸a˜o vai ser explicada com detalhe como e´ feita a gesta˜o
das fontes, bem como a possibilidade de adicionar novas fontes de streaming ao
sistema.
Acapela
Servic¸o externo ao sistema [8] que permite sintetizar texto em va´rias lı´nguas. Da´
a possibilidade aos DJs de interagirem com os seus ouvintes atrave´s de frases pre-
viamente definidas na sua lı´ngua (baseada na nacionalidade do DJ). Foi utilizada a
versa˜o de demonstrac¸a˜o da Acapela que apenas sintetiza uma quantidade limitada
de palavras. Para ultrapassar o limite na sı´ntese de texto e´ necessa´rio o pagamento
de uma licenc¸a de utilizac¸a˜o, ou utilizar um sintetizador com o co´digo aberto, mas
com pior desempenho.
Player
E´ responsa´vel por enviar a emissa˜o de ra´dio para o servidor de ra´dio. Ja´ existiam
alguns programas que permitiam a comunicac¸a˜o com o servidor de ra´dio, como os
players existentes no Centova Cast (secc¸a˜o 2.1), mas na˜o cumpriam os requisitos
exigidos pelo projecto. No entanto, para o seu desenvolvimento construı´mos um
Player de ra´dio de raiz para cumprir as funcionalidade exigidas. Foi feito usando C#
com auxı´lio de uma biblioteca de manipulac¸a˜o de som, o un4seen [45]. Escolhemos
esta biblioteca por ser muito usada no desenvolvimento de programas de edic¸a˜o de
som [28].
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3.2.2 Implementac¸a˜o
Para contextualizar o processo de implementac¸a˜o da aplicac¸a˜o, apresenta-se o diagrama
de classes. Uma vez que as dimenso˜es na˜o permitem a sua correcta visualizac¸a˜o, opta´mos
por incluı´-lo no Apeˆndice A deste documento. O processo de desenvolvimento deste
projecto foi iterativo seguindo a metodologia UP.
Em seguida descrevemos cada uma das interacc¸o˜es e como foram implementadas:
Primeira Iterac¸a˜o
Foi implementada uma interface Web simples, que permitia os ouvintes escutarem a ra´dio
atrave´s do navegador e pedir mu´sicas ao sistema. (Figura 3.7). O player escolhia uma
mu´sica aleato´ria de uma pasta previamente definida e enviava para o servidor de ra´dio.
O sistema quando escolhia a pro´xima mu´sica, dava prioridade a` lista de mu´sicas pedidas
pelos ouvintes.
Foram testados os servic¸os existentes na Last.fm, analisando o tipo de resultados obti-
dos das pesquisas efectuadas. Devido a diversidade dos resultados percebeu-se a necessi-
dade de implementar o conceito de Fontes de Streaming para procurar na Web as mu´sicas
que na˜o temos em disco.
Figura 3.7: Ra´dio Web, Primeira Iterac¸a˜o.
Segunda Iterac¸a˜o
Apo´s a construc¸a˜o do proto´tipo, o passo seguinte foi converter o modelo conceptual da
base de dados (Figura 3.8), para entityclass (classes de entidade) [11].
Foram tomadas algumas deciso˜es no desenho da base de dados que e´ necessa´rio evi-
denciar. O conceito de sessa˜o, ou seja, um programa de ra´dio tem uma data da sua criac¸a˜o
e uma data de conclusa˜o. Durante essas datas sa˜o criadas va´rias sesso˜es, que variam de
acordo com a periodicidade do programa. Na conversa˜o do modelo conceptual para as
classes de entidade existe bidireccionalidade entre as classes para permitir o acesso aos
dados mais facilmente.
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Por exemplo, entre Music e Tag, ale´m de saber as etiquetas que classificam uma
mu´sica, e´ importante saber as mu´sicas que temos em disco com uma determinada eti-
queta. No caso de Playlist e Session tambe´m e´ necessa´rio haver bidireccionalidade para
que atrave´s do identificador da playlist conseguirmos aceder a` Session, ao Program e
posteriormente ao DJ.
Figura 3.8: Modelo conceptual da base de dados
Para implementar a camada de persisteˆncia usamos o JPA [24]. De seguida explica-
mos como e´ feita a comunicac¸a˜o com a base de dados. O modelo de classes pode ser
consultado no anexo A.1
Persisteˆncia JPA
A ligac¸a˜o a` base de dados do projecto e´ feita recorrendo a um objecto EntityManager,
que e´ responsa´vel por realizar operac¸o˜es sobre a base de dados. No entanto, a maioria das
aplicac¸o˜es requer mu´ltiplos acessos a` base de dados durante a sua execuc¸a˜o. Por exemplo,
nas aplicac¸o˜es na Web e´ comum estabelecer uma ligac¸a˜o separada a` base de dados para
cada HTTP request, usando uma instaˆncia diferente de EntityManager.
Para resolver esse problema o JPA disponibiliza um EntityManagerFactory. Esta
classe tem a vantagem de permitir criar va´rias instaˆncias diferentes de EntityManager.
Para que a gesta˜o dos recursos seja eficiente o EntityManagerFactory deve ser u´nico e
deve servir para toda a aplicac¸a˜o (podem existir casos em que se usam va´rias bases de
dados e e´ necessa´rio mais do que um EntityManagerFactory).
Foi utilizado o padra˜o de desenho Singleton [48] para garantir que o EntityManager-
Factory e´ u´nico, garantindo a existeˆncia de apenas uma instaˆncia de uma classe, mantendo
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um ponto global de acesso ao seu objecto. (Figura 3.9).
Figura 3.9: Padra˜o Singleton
EntityManager
Uma transac¸a˜o comec¸a com a instruc¸a˜o do me´todo begin() no EntityManager e ter-
mina com um commit() ou rollback(). As operac¸o˜es que modificam o conteu´do da base
de dados sa˜o chamadas de transacc¸o˜es. Para cada EntityManager existe apenas uma
instaˆncia de EntityTransaction (obtida atrave´s do me´todo getTransaction()) que tem como
func¸a˜o realizar as operac¸o˜es que afectam o conteu´do da base de dados.
Todas as operac¸o˜es na base de dados dentro destes limites esta˜o associadas a essa
transacc¸a˜o e sa˜o mantidas em memo´ria ate´ que esta seja finalizada. Se for finalizada com
um rollback(), as modificac¸o˜es na base de dados sera˜o descartadas, caso contra´rio, usando
commit() os dados sera˜o guardados.
No entanto, ao longo do projecto depara´mo-nos com va´rios problemas de concorreˆncia.
Segundo o manual do JPA disponibilizado pela Sun [24], o EntityManager na˜o e´ seguro
num ambiente concorrente. Quando ocorrem requisic¸o˜es HTTP, ou uso de SwingWorkers,
podemos causar concorreˆncia no acesso aos dados, caso o EntityManager seja partilhado.
Isto acontece porque um EntityManager so´ consegue criar uma intaˆncia de EntityTran-
saction que com o uso de va´rias threads ou pedidos HTTP, pode originar concorreˆncia,
provocando a instabilidade do sistema. Este problema e´ tratado em outras linguagens de
forma semelhante, ou seja, existe apenas uma ligac¸a˜o a` base de dados, que e´ feita apenas
uma vez como e´ o caso do EntityManagerFactory (Singleton). Um EntityManagerFac-
tory permite criar va´rias instaˆncias de EntityManager, que por sua vez possui apenas uma
instaˆncia de EntityTransaction para realizar as operac¸o˜es de adicionar, remover, actualizar
ou consultar para fazer chamadas atrave´s de comandos SQL (Figura 3.10).
No entanto, temos de tornar os dados persistentes nas diversas classes (DJ, Program,
Sessions, Playlist, Tag), muitas delas com me´todos semelhantes (adicionar, remover, ac-
tualizar). Para resolver esse problema utiliza-se o padra˜o de desenho DAO (Data Access
Object) [48].
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Figura 3.10: Funcionamento do JPA
DAO (Data Access Object)
O padra˜o DAO (Data Access Object) propo˜e que tenhamos todas essas operac¸o˜es
principais (adicionar, remover, actualizar) de forma transparente para o resto da aplicac¸a˜o
(ver modelo de classes no anexo A.2).
A classe e´ gene´rica, pois permite tratar de forma ideˆntica estas operac¸o˜es nos va´rios
objectos do sistema: Tag, Dj, Program, Sessions, Playlist, Poll.
Caso exista a necessidade de uma funcionalidade que na˜o esteja disponı´vel na classe
gene´rica, podemos estender a classe. Pode-se observar no exemplo 3.1 a necessidade de
estender a class DAO<E> para definir um me´todo especı´fico para obter uma instaˆncia DJ
dado seu nome.
Neste me´todo nota-se a questa˜o abordada anteriormente, da concorreˆncia, ou seja,
existe um EntityManager para cada operac¸a˜o, mas o EntityManagerFactory usado e´ sem-
pre o mesmo.
Listing 3.1: Me´todo da classe DjDAO que permite procura um DJ pelo nome.
p u b l i c c l a s s DjDAO ex tends DAO<Dj> {
p u b l i c Dj findDjByName ( S t r i n g name ) {
E n t i t y M a n a g e r em =
DAOConnect . g e t E n t i t y M a n a g e r F a c t o r y ( )
. c r e a t e E n t i t y M a n a g e r ( ) ;
. . .
em . c l o s e ( ) ;
}
}
Terceira Iterac¸a˜o
O sistema, nesta fase, permitia guardar dados de forma persistente. O pro´ximo passo
consistia em usar os servic¸os da Last.fm para conseguir gerar as etiquetas dos DJs e as
playlists.
Foi utilizada uma biblioteca que permitia converter os servic¸os disponibilizados pela
Last.fm para objectos Java [22], facilitando a sua interacc¸a˜o.
Recorreu-se ao padra˜o de desenho Adapter [48] para que classes com interfaces in-
compatı´veis possam interagir como podemos observar pelo modelo de classes no anexo
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Nome me´todo Descric¸a˜o do Algoritmo
generateTagsBySearchRandom(tagP : String,
number : int) : ArrayList<Tag>
Procura de etiquetas. Os resultados retor-
nados sa˜o aleato´rios.
generateTagsBySearch (tagP : String, number :
int) : ArrayList<Tag>
Procura de etiquetas. Os resultados retor-
nados veˆm na ordem disponibilizada pela
Last.fm.
generateTagsBySimilarRandom(tagP : String,
number : int) : ArrayList<Tag>
Procura etiquetas semelhantes. Os resul-
tados retornados sa˜o aleato´rios.
generateTagsBySimilar(tagP : String, number :
int) : ArrayList<Tag>
Procura de etiquetas semelhantes. Os re-
sultados vem na ordem disponibilizada
pela Last.fm.
generateOneTag() : Tag Gera uma etiqueta aleato´ria.
getSpecificTag(tagName : String) : Tag Verifica se uma determinada etiqueta
existe na Last.fm.
getTrackOrder(tag : String, numbe : int , limit :
int) : ArrayList<Music>
Retorna uma lista de mu´sicas na mesma
ordem do que o servic¸o retornado pela
Last.fm.
getTrackRandom(tag : String, numbe : int , li-
mit : int) : ArrayList<Music>
Retorna uma lista de mu´sicas dada uma
determinada etiqueta. Os resultados retor-
nados sa˜o aleato´rios.
getMusic(artista : String, titulo : String) Dado o nome do artista e o tı´tulo da
mu´sica converte para o objecto Music, ja´
com etiquetas associadas e informac¸o˜es
detalhadas sobre a mu´sica.
Tabela 3.2: Tabela dos algoritmos para gerar etiquetas e playlists
A.3 as classes LastFMTrack e no LastFMTags convertem os dados de TagL e Track em
Tag e Music para que seja possı´vel guardar esses dados em sistema.
Apo´s isso, verificamos que os resultados retornados pelos servic¸os da Last.fm eram
sempre os mesmos, ou seja, os DJs va˜o buscar o conhecimento a` Last.fm, mas depois ne-
cessitam de ordenar os dados localmente, porque, caso contra´rio obtinham a informac¸a˜o
sempre na ordem definida pela Last.fm o que resultava em playlists iguais ao longo das
sesso˜es de um programa de ra´dio. Sendo assim, tivemos a necessidade de implementar
va´rios algoritmos. Para isso foram criadas duas classes: a ListModeTags e a ListMode-
Track que possuem va´rios me´todos que permitem manipular os resultados retornados pela
Last.fm de forma diferente. Na tabela 3.2 e´ apresentada uma tabela com os algoritmos im-
plementados.
Devido a` diversidade de resultados provenientes da Last.fm e a` capacidade de disco
limitada, foi necessa´rio implementar o sistema de Fontes de Streaming para resolver esse
problema.
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Fontes de Streaming
As fontes sa˜o essenciais para que o player da ra´dio consiga enviar os ficheiros de a´udio
para o servidor de ra´dio, para que todos os ouvintes sigam a mesma emissa˜o. Baseamo-
nos no projecto Fizy (secc¸a˜o 2.1), referido no trabalho relacionado, que permite ouvir uma
mu´sica pelas va´rias fontes de streaming.
Para adicionar uma fonte de streaming ha´ obrigato´riamente que implementar a inter-
face Fontes e a interface Comparable<Fontes> (ver modelo de classes A.4). Para isso ha´
que redefinir o me´todo compareTo para comparar duas fontes. Cada fonte tem definido
um valor inteiro, que corresponde a` sua prioridade no sistema (Figura 3.11).
O conceito de prioridade entre as fontes e´ importante para definir a ordem de pesquisa
de uma mu´sica pelas va´rias fontes de streaming, ou seja, se uma mu´sica ja´ existe no
disco local, enta˜o, na˜o utilizamos outra fonte. No entanto, ao longo dos tempos vamos
construindo o nosso conhecimento musical local e necessitando cada vez menos de fontes
de streaming externas, porque os dados va˜o sendo guardados em sistema.
Figura 3.11: Sistema de prioridades das fontes
Apo´s criadas todas as classes que implementam a interface Fontes, vamos abordar
como e´ feita a procura pelas diversas fontes. Isto esta´ a cargo da classe FontsManager.
Fonts Manager
A classe FontsManager tem a func¸a˜o de carregar as classes que implementam a inter-
face fontes. A estrutura de dados escolhida foi a TreeSet [44], porque segundo a API da
Sun, recorre ao me´todo compareTo (redefinido em cada classe que representa uma fonte
de streaming) para ordenar os dados de acordo com a prioridade de cada fonte (1o Local,
2o Grooveshark, 3o Youtube).
Com isto o que temos que fazer e´ percorrer a lista e verificar em que fonte de streaming
e´ que conseguimos obter a mu´sica.
Quarta Iterac¸a˜o
Nesta iterac¸a˜o, ja´ temos todos os requisitos para comec¸ar a explorar a gerac¸a˜o dos DJs
e das playlist. Ja´ temos a persisteˆncia dos dados, a ligac¸a˜o a` Last.fm, bem como os seus
algoritmos, e a capacidade de procura de fontes de streaming pela Web.
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Gerac¸a˜o de Djs
Para a criac¸a˜o de DJs e´ necessa´rio instanciar a classe DJ. E´ definido o seu nome,
originalidade, sensibilidade e a sua nacionalidade. Atrave´s da classe DjDAO (me´todo
add) consegue-se fazer com que a instaˆncia criada seja inserida na base de dados (ver
exemplo 3.2). A nacionalidade e´ importante para que o sistema atribua um tipo de voz ao
DJ.
Apo´s a instancia DJ estar guardada no sistema e´ necessa´rio adicionar as Tags ao DJ.
Existem dois modos de atribuic¸a˜o de etiquetas:
• Gerar etiquetas automaticamente – as etiquetas sa˜o geradas pelo sistema atrave´s
dos algoritmos generateOneTag() e generateTagBySimilar(tagName) (tabela 3.2).
Primeiro e´ gerada uma tag e depois sa˜o encontradas etiquetas semelhantes a` gerada.
• Gerar etiquetas manualmente – as etiquetas adicionadas ao DJ sa˜o definidas pelo
Administrador da ra´dio. O sistema apenas verifica se essas Tags existem na Last.fm
atrave´s do algoritmo getSpecificTag(tagName).
Uma vez que a instaˆncia do DJ foi alterada devido a` adic¸a˜o de novas etiquetas, e´
necessa´rio actualizar a instaˆncia DJ na base de dados. Para isso, recorre-se ao me´todo
update do DjDAO (ver exemplo 3.3). Na˜o fazer update, implica a incoereˆncia entre os
conteu´dos que tı´nhamos em memo´ria (objectos) e a base de dados.
Listing 3.2: Criac¸a˜o do objecto e persisteˆncia dos dados usando o DjDAO
/ / C o n s t r u i r o o b j e c t o Dj
Dj newDj = new Dj ( ) ;
newDj . setName ( ” Dj Fado ” ) ;
newDj . s e t O r i g i n a l i t y ( 4 ) ;
newDj . s e t S e n s i b i l i t y ( 3 ) ;
newDj . s e t L a n g u a g e ( ” p t ” ) ;
newDj . se tTypeLanguage ( ” c e l i a 2 2 k ” ) ;
/ / A d i c i o n a o DJ
djDAO . add ( newDj ) ;
Listing 3.3: Associac¸a˜o das etiquetas a` instaˆncia newDj criada anteriormente pelo DjDAO
Dj newDj = djDAO . f i n d O b j e c t B y I d ( idDj ) ;
/ / Chamar o fu nc ao que p e r m i t e o b t e r t a g s
A r r a y L i s t<Tag> l i s t T a g = g e n e r a t e T a g s B y S i m u l a r
( l i s t . gene ra t eOneTag ( ) . getName ( ) , tagNumbers ) ;
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/ / A s s o c i a as t a g s ao d j
newDj . s e t T a g s ( l i s t T a g s )
djDAO . u p d a t e ( newDj ) ;
Para a gerac¸a˜o de playlists e´ necessa´rio a existeˆncia de um programa de ra´dio e de
uma ou mais sesso˜es pertencentes a esse programa. Na˜o vamos entrar em detalhes de
implementac¸a˜o porque o funcionamento e´ semelhante a` criac¸a˜o dos DJs, ou seja, recorre
a`s DAO<E> de cada entidade para fazer a persisteˆncia dos dados.
Gerac¸a˜o de Playlists
A gerac¸a˜o de playlists e´ um ponto de extensa˜o do projecto, ou seja, da˜o a possibilidade
de adicionar novos algoritmos para gerar playlists. Para solucionar esse problema usamos
o padra˜o de desenho Strategy [48]. Este padra˜o permite que o sistema tenha uma se´rie
de algoritmos (representando uma estrate´gia para a resoluc¸a˜o de um problema), ou seja,
permite que um algoritmo varie de forma independente dos seus clientes.
Figura 3.12: Funcionamento do padra˜o Strategy
Como se pode observar pela Figura 3.11, as diversas estrate´gias apresentadas cor-
respondem aos va´rios algoritmos para gerar playlists. Caso exista necessidade pode-se
adicionar outros modos de gerar playlists, dai ser considerado um ponto forte de extensa˜o
no projecto.
Vamos agora mostrar os treˆs modos (algoritmos) implementados: (ver modelo de clas-
ses no anexo A.5):
• PlaylistRandom - Gerar uma playlist simplesmente com o conteu´do mu´sical exis-
tente em disco (fontes internas). A gerac¸a˜o da playlist e´ bastante ra´pida, pois na˜o
existe a necessidade de procurar em fontes externas.
• PlaylistTags - Baseada nas diversas etiquetas dos DJs. Recorre aos algoritmos exis-
tentes na classe ListFMTrack com as func¸o˜es getTracksOrder() ou getTracksRan-
dom(). A gerac¸a˜o da playlist e´ bastante lenta, na ordem dos 15 minutos.
• PlaylistUser - Possibilidade de ser o Administrador da ra´dio a definir um deter-
minado artista e tı´tulo de mu´sica, para ser incluı´do na playlists. Recorre a` func¸a˜o
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getMusic(String artist, String title) para obter mais informac¸o˜es sobre uma mu´sica
e associar as respectivas etiquetas dessa mu´sica.
Neste projecto esta opc¸a˜o e´ disponibilizada na ferramenta de administrac¸a˜o, mas
podia estar definida noutra interface de modo a ser utilizada por qualquer utilizador.
Durante a gerac¸a˜o das playlists estas classes esta˜o a comunicar com a classe Fonts-
Manager (ver secc¸a˜o 3.2.2) , ou seja, a lista de mu´sicas retornadas pelos algortimos get-
TrackOrder(), getTrackRandom() e getMusic() devem ser verificadas se existem em disco,
ou se e´ necessa´rio a procura na Web. Para ale´m disso durante a gerac¸a˜o das playlists, o
sistema gera as falas do DJ.
E´ nesta fase do projecto que se criam as falas, pois temos todos os dados para elaborar
frases com informac¸a˜o (raza˜o pela qual, existe bidireccionalidade entre as classes de en-
tidade documentadas no anexo A.1 ou seja, permite que a classe playlist consiga aceder a`
informac¸a˜o da Sessa˜o, Programa de Ra´dio, DJ e Tag, correspondente a essa playlist).
Fala dos DJs
As falas dos DJs sa˜o geradas durante a construc¸a˜o das playlists. A primeira mu´sica da
playlist corresponde sempre a um jingle de entrada, que permite saber algumas informac¸o˜es
sobre o DJ. As frases podem possuir varia´veis que sa˜o substituı´das pelos valores reais ob-
tidos da emissa˜o de ra´dio. Para que as frases pre´-definidas sejam substituı´das pelos dados
reais da emissa˜o e´ usada a estrutura de dados HashMap<String,String> [16]. Na tabela
3.3 e´ mostrada a lista de chaves que va˜o ser associadas aos dados reais da emissa˜o.
Key Values Descric¸a˜o
$DJ NAME O nome do DJ que e´ responsa´vel pela sessa˜o de ra´dio
$PROGRAM NAME Nome do programa de ra´dio. Um programa conte´m um con-
junto de sesso˜es.
$TAG NAME A etiqueta escolhida para gerar a playlist de um conjunto de
etiquetas da personalidade do DJ.
$ACTUAL MUSIC ARTIST Nome do artista da mu´sica que esta´ a tocar.
$ACTUAL MUSIC TITLE Titulo da mu´sica que esta´ a tocar.
$NEXT MUSIC ARTIST Nome do artista da pro´xima mu´sica que esta´ a ser tocada.
$NEXT MUSIC TITLE Titulo da mu´sica que esta´ a ser tocada.
Tabela 3.3: Palavras chave especı´ficas para as falas dos DJs
Exemplo de frase de um DJ com nacionalidade Portuguesa:
Bem-vindo ao meu programa de ra´dio. Eu chamo-me $DJ NAME e o nome do meu
programa e´ $PROGRAM NAME.
Antes do texto ser sintetizado as chaves existentes nas frases sa˜o substituı´das pelos
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valores, e so´ depois e´ que a frase e´ enviada para os servidores da Acapela para ser sinte-
tizada.
Quinta Iterac¸a˜o
Nesta fase a camada de nego´cio estava praticamente implementada, no entanto, era ne-
cessa´rio disponibilizar as funcionalidades atrave´s de servic¸os na Web. Os componentes
que va˜o utilizar os servic¸os sa˜o o player da ra´dio, a interface Web e a ferramenta de
administrac¸a˜o da ra´dio.
Servic¸os na Web SOAP
Para transformar uma classe em servic¸o na Web SOAP e´ necessa´rio adicionar a meta
informac¸a˜o @WebService no inı´cio da classe e @WebMethod no inı´cio do me´todo.
Apesar da construc¸a˜o do servic¸o na Web ser fa´cil, e´ necessa´rio ter especial atenc¸a˜o,
ao tipo de dados retornados. Objectos complexos necessitam de ser serializados para que
os servic¸os consigam ser utilizados por outras linguagens de programac¸a˜o. Para serializar
os objectos escolhemos a estrutura de dados em JSON por duas razo˜es:
• Formato ideal para ser manipulado em JavaScript na interface Web do ouvinte.
Pode-se analisar a sigla JSON (JavaScript Object Notation) para perceber.
• Existeˆncia de uma biblioteca feita em Java pela Google (Gson) que permite seriali-
zar objectos complexos para JSON de uma forma bastante e simples de utilizar.
O JSON vem no formato string (tipo primitivo) e pode ser utilizado como retorno
dos servic¸os na Web. E´ um me´todo simples de troca de dados entre linguagens de
programac¸a˜o distintas.
A lista de servic¸os na Web SOAP esta´ disponı´vel no anexo B.9.
Serializac¸a˜o dos objectos com a biblioteca Gson
No exemplo da sessa˜o 3.2 criamos uma instaˆncia da classe DJ e associamos uma lista
de etiquetas. Como podemos observar o objecto DJ e´ complexo, ou seja, possui uma
List<Tag> e isso na˜o pode ser retornado directamente para o servic¸o na Web.
A biblioteca Gson [13] consegue serializar esses dados produzindo o seguinte resul-
tado.
Listing 3.4: Serializac¸a˜o JSON do objecto DJ
”{” i d ” : 1 6 9 , ”nome” : ” Dj Fado ” , ” o r i g i n a l i d a d e ” : 4 ,
” s e n s i b i l i d a d e ” : 3 , ” l a n g u a g e ” : ” p t ” , ” typeLanguage ” : ” c e l i a 2 2 k ” ,
” t a g L i s t ” : [ { ” i d ” : 8 3 8 2 4 , ”name” : ” f ado ” } ]} ”
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Como podemos observar o objecto DJ esta´ serializado em JSON com a List<Tags>
incluı´das. Como e´ uma string pode facilmente ser retornado nos servic¸os. Na biblioteca
existe a possibilidade de fazer o inverso, ou seja, atrave´s de uma string JSON consegue
criar os objectos correspondentes.
Sexta Iterac¸a˜o
Nesta fase ja´ temos os servic¸os Web implementados. Vamos explicar como foram imple-
mentados o player da ra´dio e a configurac¸a˜o do servidor de ra´dio Icecast2.
Player
O objectivo do player e´ reproduzir os ficheiros de a´udio proveniente das playlists geradas
pelo sistema. O player possui treˆs modos de funcionamento:
• O modo activo ocorre quando uma playlist esta´ a ser tocada.
• O modo playlist insuficiente acontece quando a playlist acabou, mas o hora´rio da
sessa˜o ainda na˜o terminou. Ocorre quando o sistema na˜o encontrou nas suas fontes
mu´sicas suficientes para a durac¸a˜o da sessa˜o.
• O modo adormecido ocorre quando na˜o esta´ nenhuma playlist a ser tocada.
Figura 3.13: Player da ra´dio
Quando acaba uma sessa˜o o player entra em modo adormecido ou passa automati-
camente para a pro´xima sessa˜o caso seja a sua hora. Mesmo que o player esteja em
modo adormecido, esta´ periodicamente em comunicac¸a˜o com a camada de nego´cio da
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aplicac¸a˜o para saber quando e´ que ocorrem novas playlist para serem tocadas. Durante
o desenvolvimento do projecto ocorreram alguns problemas, de implementac¸a˜o que sa˜o
interessantes explicar bem como foram ultrapassados.
O que acontece aos ouvintes que esta˜o a escutar a emissa˜o pelo navegador, quando
os DJs trocam?
Os ouvintes que esta˜o a escutar a emissa˜o pelo navegador ficam com a ligac¸a˜o inter-
rompida, ou seja, por breves momentos na˜o e´ enviado nenhum sinal de a´udio do servidor,
e o a´udio player existente no navegador coloca a emissa˜o em STOP (estamos a usar a
funcionalidade audio existente no HTML5. Caso fosse um player feito em flash daria para
contornar este problema, mas o flash na˜o e´ suportado em todas as plataformas).
Para agravar o problema os browsers funcionam apenas como cliente, ou seja, ape-
nas conseguem requisitar servic¸os (nas u´ltimas verso˜es dos navegadores existe uma nova
tecnologia chamada websockets que permite que os browsers recebam dados, no entanto,
esta´ desligada por defeito, por questo˜es de seguranc¸a [46]).
Exemplo de um caso concreto:
Um ouvinte acede a ra´dio as 14:58m e a interface Web da ra´dio informa que so´ existe
um programa de ra´dio a`s 15:00m. Neste caso o ouvinte pode aguardar dois minutos com
o navegador aberto e esperar pelo comec¸o do programa de ra´dio.
Como e´ que o sistema ira´ notificar o navegador sobre o inı´cio do programa?
O ouvinte so´ iria comec¸ar a ouvir a ra´dio se depois das 15:00m fizesse refresh a` pa´gina.
Para solucionar este problema foi adicionado ao player um sistema semelhante a uma
mesa de mistura utilizando a biblioteca Bass Mix un4seen.
Figura 3.14: Exemplo de uma mesa de mistura fı´sica
Como se pode observar na Figura 3.14 a mesa de mistura e´ composta por um conjunto
de canais, neste caso pelo o CH1 e pelo CH2, mas o que e´ enviado para o amplificador e´
uma saı´da com a mistura dos diversos canais. Quando trocamos as playlist, mudamos um
canal de a´udio, mas o que esta´ a ser enviado para o servidor e´ a instancia MASTER (ou
seja o mix de todos os canais de a´udio).
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Quando o player esta´ adormecido e um ouvinte entra na interface Web, a emissa˜o
comec¸a logo a ser reproduzida, mas simplesmente na˜o existe nenhum canal activo, logo o
ouvinte na˜o houve qualquer som. No entanto, quando comec¸a algum programa de ra´dio,
o ouvinte passa automaticamente a ouvir a ra´dio, sem necessidade de refrescar a pa´gina.
Na Figura 3.15 podemos observar os diversos canais de a´udio que convergem na
instaˆncia mix. O mix e´ posteriormente codificado por va´rios programas [Glossa´rio G]
de modo a que a emissa˜o seja compatı´vel em todos os navegadores. Por fim todos os
formatos sa˜o enviados para o servidor de ra´dio para serem replicados pelos ouvintes.
Com este funcionamento o player pode facilmente adicionar novos canais ao mix, per-
mitindo ate´ passar duas mu´sicas em simultaˆneo, ou por exemplo dizer as horas, enquanto
a mu´sica esta´ a decorrer.
Figura 3.15: Esquema do funcionamento do player da ra´dio
Outro problema encontrado diz respeito a` informac¸a˜o textual apresentada na interface
Web.
Como e´ que sabemos na interface Web que mu´sica e´ que esta´ a tocar?
Para resolver esse problema o servidor de ra´dio possui o conceito de metadados (Fi-
gura 3.16), ou seja, permite encapsular informac¸o˜es textuais no streaming. Por exemplo,
podemos incluir o nome da mu´sica que esta´ a tocar ou o identificador da playlist.
No caso do player estar em modo adormecido, enviamos o valor -1 para dizer a` inter-
face Web que na˜o existe emissa˜o neste momento, ou enviamos -2 caso a playlist tenha sido
insuficiente para a durac¸a˜o do programa. Assim a interface Web consegue ter acesso ao
que esta´ a ser reproduzido, baseado no identificador da playlist. Baseada nessa refereˆncia
consegue-se obter o resto da informac¸a˜o.
Figura 3.16: Campos enviados no streaming
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Servidor de Ra´dio:
O servidor de ra´dio escolhido foi Icecast2 [23], baseado nos conhecimentos da equipa de
desenvolvimento do Cento Nova (ver secc¸a˜o 2.1). Quando o player envia o conteu´do para
o servidor de ra´dio cria um broadcast ou mountpoint (pontos de ligac¸a˜o) (ver Figura 3.17).
Pontos de ligac¸a˜o
Um servidor de ra´dio pode conter va´rios pontos de ligac¸a˜o. Cada ponto de ligac¸a˜o
pode ter conteu´dos diferentes, ou o mesmo conteu´do, mas com qualidades de streaming
diferentes. [Glossa´rio G]. Para ale´m disso cada ponto de ligac¸a˜o pode ser codificado num
formato diferente, de modo a suportar os diversos navegadores.
No projecto temos criados treˆs pontos de ligac¸a˜o, todos com o mesmo conteu´do mas
com formatos diferentes, para permitir o acesso a`s plataformas mais comuns:
• Nome: radio.flv Encoding: AAC Bitrate: 128
• Nome: radio.ogg Encoding: OGG oggvorbis Bitrate: 128
• Nome: radio.mp3 Encoding: MPEG/Layer Lame Bitrate: 128
No entanto, poderı´amos ter mais pontos de ligac¸a˜o que permitissem reduzir o bitrate
[Glossa´rio G] do streaming caso a ra´dio fosse acedida por um dispositivo mo´vel.
Em suma, o que e´ necessa´rio reforc¸ar e´ que o conceito de ponto de ligac¸a˜o permite
que a ra´dio se adapte a`s diversas plataformas e situac¸o˜es.
Figura 3.17: Representac¸a˜o de um ponto de ligac¸a˜o
Se´tima Iterac¸a˜o
Neste fase implementamos o software de administrac¸a˜o e a interface Web dos ouvintes.
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Administrac¸a˜o da Ra´dio
A administrac¸a˜o da ra´dio pode ser executada em qualquer computador que tenha o Java
instalado. E´ necessa´rio que os servic¸os na web SOAP estejam disponı´veis para a Web, no
caso da comunicac¸a˜o ser feita pela Internet. A descric¸a˜o deste software e´ feita atrave´s de
va´rias imagens e pode ser consultada no Apeˆndice D.
Interface Web dos Ouvintes
A interface Web e´ responsa´vel por reproduzir a emissa˜o de ra´dio e mostrar as informac¸o˜es.
Como ja´ foi referido em pontos anteriores e´ necessa´rio ter a emissa˜o replicada em va´rios
formatos. Na tabela 3.18 mostra-se os formatos suportados pelos navegadores e no exem-
plo 3.5 mostra-se como e´ construı´do o player da emissa˜o de ra´dio num navegador usando
a componente a´udio existente no HTML5. Pode-se observar os diversos streamings, para
que o navegador consiga escolher o que consegue reproduzir.
Figura 3.18: Tabela de compatibilidade dos navegadores
Listing 3.5: Exemplo do uso da tag HTML audio
<a u d i o c o n t r o l s a u t o p l a y =” a u t o p l a y ” p r e l o a d =” a u t o ” a u t o b u f f e r>
<s o u r c e s r c =” h t t p : / / 1 9 2 . 1 6 8 . 1 . 7 6 : 8 0 0 0 / r a d i o . mp3”
type =” a u d i o / mpeg” />
<s o u r c e s r c =” h t t p : / / 1 9 2 . 1 6 8 . 1 . 7 6 : 8 0 0 0 / r a d i o . aac ”
type =” a u d i o / mp4” />
<s o u r c e s r c =” h t t p : / / 1 9 2 . 1 6 8 . 1 . 7 6 : 8 0 0 0 / r a d i o . ogg ”
type =” a u d i o / ogg ” />
< / a u d i o>
Ja´ mostra´mos como e´ feita a reproduc¸a˜o da emissa˜o de ra´dio pelo navegador, no en-
tanto, e´ necessa´rio mostrar os dados sobre a emissa˜o. Para isso temos o identificador da
playlist que vai encapsulado no streaming.
Com esse identificador conseguimos fazer va´rias chamadas a` API do sistema para
obter o resto das informac¸o˜es sobre a emissa˜o (DJ actual, programa actual, hora´rios etc).
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Para que se consiga aceder a esses dados e´ necessa´rio fazer pedidos assı´ncronos (utilizar
func¸a˜o getJSON do Jquery) [Glossa´rio G], caso contra´rio o ouvinte deixaria de escutar
a emissa˜o. No entanto, os servic¸os Web disponibilizados pela camada de nego´cio sa˜o
SOAP e o JavaScript na˜o tem uma biblioteca nativa que permita chamar servic¸os Web
SOAP. Para resolver este problema construı´mos um adaptador feito em PHP, que permite
converter os servic¸os Web SOAP em Restfull, fornecendo uma URI (consultar lista de URI
em C.1).
Os servic¸os funcionam de modo semelhante, ou seja, atrave´s do idPlaylist consegui-
mos chegar a todos os dados, devido a` bidireccionalidade existente nas entidades. As
funcionalidades da interface Web esta˜o descritas com imagens no apeˆndice E.
Oitava Iterac¸a˜o
Nesta iterac¸a˜o vamos apresentar uma melhoria no sistema de fontes de Streaming e no
desenvolvimento do player da ra´dio, devido a alguns problemas que precisavam de ser
resolvidos.
Para perceber o problema e a tomada de decisa˜o e´ necessa´rio explicar que o player da
ra´dio quando esta´ a tocar uma playlist, precisa de ter os ficheiros de a´udio em disco, para
que consiga reproduzir e enviar para o servidor da ra´dio. Com isto surgem uma se´rie de
problemas de desempenho tanto com o disco como na gerac¸a˜o das playlists:
• Problemas de capacidade em disco, ou seja, estamos a guardar os ficheiros em
disco, que a uma certa altura vai ficar cheio.
• Lentida˜o na gerac¸a˜o das playlists. Por exemplo para gerar um programa de ra´dio
de uma hora, o tempo de criac¸a˜o e´ de mais ou menos 15 minutos. Como se pode
verificar demora bastante tempo, ja´ que e´ necessa´rio guardar todos os ficheiros em
disco.
Para solucionar estes problemas foi feita uma alterac¸a˜o ao sistema de fontes de Strea-
ming, que, em vez de guardar os ficheiros de a´udio, guarda a refereˆncia do Streaming em
cada uma das fontes. Por exemplo no Youtube apenas e´ guardado o watch?v=taCUPoJqups,
enquanto que no Grooveshark e´ guardado o songID=25131229. No entanto, e´ necessa´rio
fazer uma nova versa˜o do player da ra´dio, pois ja´ na˜o temos os ficheiros de a´udio em
disco.
O esquema da Figura 3.19, mostra o funcionamento do novo player. A primeira coisa
que o player vai fazer e´ carregar a playlist que vai ser tocada, ou seja, um conjunto de
refereˆncias das diversas fontes de Streaming. Depois do player carregar as refereˆncias das
mu´sicas para uma lista, verifica qual e´ a sua fonte de Streaming. A origem da primeira
mu´sica e´ a Acapela, logo vai carregar o player embebido da Acapela. Enquanto o player
embebido reproduz a mu´sica, esta´ em constante sincronizac¸a˜o com o Controlador player
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Figura 3.19: Funcionamento do player Web
para saber quando e´ que a mu´sica acaba. Quando a mu´sica acabar, o Controlador player
carrega a segunda mu´sica repetindo o mesmo processo. Neste caso, a fonte ja´ na˜o e´ a
Acapela, mas sim o Grooveshark, enta˜o vai carregar o player embebido correspondente
e tocar a mu´sica. Este player desenvolvido resolve algumas questo˜es de legalidade e os
problemas em disco. Quando a playlist termina fica em modo adormecido a` espera de
novas playlists para serem tocadas.
Na Figura 3.20 consegue-se ver a comunicac¸a˜o entre a aplicac¸a˜o e o player embebido.
Figura 3.20: Interface do Player.
Nesta u´ltima iterac¸a˜o foram abordados todos os detalhes de implementac¸a˜o do pro-
jecto. Os vı´deos de apresentac¸a˜o do projecto podem ser consultados nos links em baixo.
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3.2.3 Vı´deos do projecto
• Interface Backend da Ra´dio - http://radiobot.kodingen.com/videos/
videos1.php
• Player da ra´dio - http://radiobot.kodingen.com/videos/videos2.
php
• Interface Web para os ouvintes, versa˜o Desktop - http://radiobot.kodingen.
com/videos/videos3.php
• Interface Web para os ouvintes, versa˜o Mobile - http://radiobot.kodingen.
com/videos/videos4.php
http://radiobot.kodingen.com/videos/videos5.php
3.2.4 Planeamento
O Mapa de Gantt referente ao plano de trabalho deste projecto encontra-se em anexo a
este documento no apeˆndice F.
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Discussa˜o e Trabalho Futuro
A evoluc¸a˜o tecnolo´gica registada na u´ltima de´cada e a divulgac¸a˜o da Internet, contribuı´ram
para que hoje em dia as ra´dios ganhem cada vez mais visibilidade no mundo Web. Isto
deve-se ao facto de uma pessoa com poucos recursos conseguir montar uma ra´dio Web
que seja acedida por qualquer utilizador que tenha uma ligac¸a˜o a` Internet.
No entanto, tanto as ra´dios tradicionais (FM/AM) como as ra´dio Web necessitam de
um conjunto de pessoas para funcionarem. Sa˜o necessa´rios locutores para falarem durante
a emissa˜o, pessoas para criar as grelhas dos programas de ra´dio garantindo uma coereˆncia
nos ge´neros de mu´sicas escolhidas (por exemplo na˜o devemos misturar mu´sica cla´ssica
com mu´sica pop), jornalistas para informar o ouvinte das notı´cias da actualidade entre
outras pessoas que na˜o nos apercebemos directamente, mas que sa˜o indispensa´veis para
que uma ra´dio funcione em condic¸o˜es.
Por outro lado existem ra´dios que na˜o tem manutenc¸a˜o. No entanto, essas ra´dios na˜o
possuem capacidade ou “inteligeˆncia” suficiente para ter programas de ra´dio diversifica-
dos, nem um crite´rio definido na escolha de mu´sicas para a gerac¸a˜o das playlists. No
fundo as playlists sa˜o geradas aleatoriamente de entre uma lista de mu´sicas, na˜o havendo
qualquer crite´rio na sua selecc¸a˜o. Perante isto, a falta de intervenc¸a˜o humana acaba por
incomodar os ouvintes deixando de ouvir essa ra´dio.
O trabalho que nos propusemos realizar consistiu em criar uma plataforma de ra´dio
Web que dispensa uma equipa para fazer a manutenc¸a˜o da ra´dio. Tarefas como criar DJs,
criar programas de ra´dio, gerar playlists, falas dos DJs, em que e´ necessa´rio va´rias pessoas
para as realizar, agora sa˜o automatizadas, ou seja, apenas e´ necessa´rio um administrador
para controlar a plataforma atrave´s de um painel de administrac¸a˜o da ra´dio.
Ao longo do desenvolvimento do projecto necessita´mos de recorrer va´rios servic¸os
externos, porque na˜o possuı´amos o conhecimento musical necessa´rio para as exigeˆncias
requeridas. Implementa´mos o conceito de DJ artificial que tem o seu pro´prio programa
de ra´dio, que, a uma determinada hora, ira´ ser reproduzido para os ouvintes. A cada DJ
e´ atribuı´do uma personalidade baseada em va´rias etiquetas (tags). Utiliza´mos o servic¸o
externo da Last.fm que se baseia no conceito de etiquetas, isto e´, a informac¸a˜o musical
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para ale´m de conter o artista, tı´tulo e o a´lbum de cada mu´sica, tem associado uma lista
de etiquetas geridas pela comunidade de utilizadores da Last.fm, que permite classificar a
mu´sica segundo va´rios paraˆmetros.
Assim, torna-se possı´vel criar playlists baseadas na personalidade dos DJs, pois tanto
a mu´sica como o DJ sa˜o baseadas em etiquetas, logo consegue-se mapear DJs e Mu´sicas
de modo a gerar playlists de acordo com a personalidade de cada DJ.
No entanto, apesar da soluc¸a˜o parecer simples, surgiram uma se´rie de desafios que e´
necessa´rio destacar. Os servic¸os usados na Last.fm apenas retornam informac¸a˜o textual
em formato XML de acordo com o servic¸o pedido. Para reproduzir as mu´sicas proveni-
entes da gerac¸a˜o de playlists era necessa´rio possuir, em disco todas essas mu´sicas para
que fosse feito o mapeamento entre as mu´sicas em disco e a informac¸a˜o obtida a partir
da Last.fm. Por exemplo, criamos um DJ com a personalidade classic music, mas em
disco na˜o temos nenhuma mu´sica cla´ssica. Como e´ que iriamos reproduzir mu´sicas deste
ge´nero? Como na˜o sabemos as personalidades do DJs, nem temos todas as mu´sicas em
disco, tivemos de implementar um sistema de procura na Web de streaming de mu´sicas
para conseguir satisfazer os dados obtidos a partir da Last.fm.
Implementa´mos um sistema de fontes de streaming que permitia verificar se a mu´sica
existia em disco ou era necessa´rio a procura pela Web numa fonte previamente adicionada
ao sistema. No projecto temos va´rias fontes de streaming como o Grooveshark, Youtube
e SoundClould, mas o sistema esta´ preparado para serem adicionadas novas fontes de
streaming. O sistema de fontes de streaming esta´ neste momento actualizado, mas e´
necessa´rio, de tempos a tempos, alguma manutenc¸a˜o porque as APIs dos servic¸os que
utiliza´mos va˜o sofrendo alterac¸o˜es.
Com esta soluc¸a˜o conseguimos garantir a diversidade entre programas de ra´dio com
DJs diferentes. No entanto, um dos requisitos do projecto era o do DJ ter de ser sufici-
entemente criativo ao gerar as playlists do seu programa de ra´dio, ou seja, na˜o pode estar
sempre a passar as mesmas mu´sicas na mesma ordem. Digo isto, porque, os servic¸os
retornados pela Last.fm veˆm sempre na mesma ordem, ou seja, se no´s geramos uma play-
list baseada na mesma etiqueta e chamarmos os servic¸os duas vezes seguidas, os dados
retornados va˜o ser sempre os mesmos.
Perante isto tivemos de implementar va´rios algoritmos que apresentavam os resultados
obtidos na Last.fm por uma ordem diferente em cada execuc¸a˜o, garantindo diversidade
entre va´rias playlists do mesmo DJ. E´ um dos pontos de extensa˜o do nosso software, pois
o sistema foi desenvolvido segundo o padra˜o de desenho Strategy, ou seja, esta´ preparado
para facilmente adicionar-se novos algoritmos para gerar playlists.
Outro aspecto que e´ interessante abordar, que na˜o vimos em nenhum projecto da a´rea,
e´ a capacidade de os DJ artificiais falarem durante a emissa˜o. Implementa´mos este sis-
tema ao pormenor de verificar a nacionalidade do DJ e aplica´mos um dialecto diferente
de acordo com a sua origem. No entanto, DJs com a mesma nacionalidade na˜o teˆm de ter
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a mesma voz, ou seja, o sistema escolhe aleatoriamente um tom de voz para ser aplicado
a esse DJ. Com isto temos DJs com a mesma nacionalidade que teˆm tons de voz dife-
rentes, para parecer o mais realista possı´vel. Isto e´ possı´vel grac¸as ao servic¸o fornecido
pela Acapela (estamos a usar a versa˜o de demonstrac¸a˜o que tem um nu´mero limitado de
palavras).
Para que a ra´dio emita as mu´sicas descritas nas playlists e´ necessa´rio um player, cuja
func¸a˜o e´ tocar as mu´sicas e um servidor responsa´vel por difundir o som na Internet e
chegar aos ouvintes.
Inicialmente o player da ra´dio era para ser desenvolvido em Java, mas tivemos bas-
tante complicac¸o˜es na descodificac¸a˜o de alguns formatos de a´udio e no envio para o servi-
dor de ra´dio. Perante isto, encontramos uma biblioteca (un4seen) feita em C# que fornece
uma plataforma de manipulac¸a˜o de som bastante completa, permitindo a comunicac¸a˜o
eficiente com o servidor de ra´dio. Como a maioria da aplicac¸a˜o estava feita em Java tive-
mos que tornar acessı´veis alguns me´todos por webservices SOAP de modo a que o player
conseguisse saber a que horas tem que tocar uma determinada playlist.
Perante isto, foi implementada a u´ltima componente do nosso sistema, a Interface Web
permite aos ouvintes acederem a` ra´dio. Um dos pontos em que as ra´dios tradicionais pe-
cam e´ na interacc¸a˜o entre o locutor e os ouvintes. No nosso sistema isso na˜o acontece
porque a interface Web permite saber todas as informac¸o˜es sobre o programa que esta´ a
decorrer na ra´dio (mu´sica actual, pro´xima mu´sica, calenda´rio dos pro´ximos programas,
etc.), na˜o so´ nos nossos computadores, mas em qualquer telemo´vel que tenha acesso a`
Internet. Para ale´m disso, possui dois boto˜es que permitem aos ouvintes votar na mu´sica
que esta´ a ser tocada dando uma classificac¸a˜o ao DJ que pode influenciar o seu compor-
tamento futuro.
Termino com uma reflexa˜o pessoal sobre os benefı´cios deste projecto na minha formac¸a˜o.
Este ano tive oportunidade de aprender novas tecnologias que complementam a minha
formac¸a˜o e consolidam os conhecimentos adquiridos durante a licenciatura e mestrado.
Uma das particularidades que me levou a` escolha deste projecto era a ligac¸a˜o de va´rios
servic¸os disponı´veis na Web, que permitiram criar um projecto com grande abertura co-
mercial, como e´ o caso desta ra´dio. Com a ajuda e apoio dos meus orientadores tive a
oportunidade de aprender uma quantidade enorme de tecnologias que me va˜o dar uma
ajuda preciosa no ingresso no mercado de trabalho.
Ao longo do projecto utiliza´mos va´rias linguagens de programac¸a˜o e tecnologias
como: Java, C#, PHP, JavaScript, XML, JSON, Glassfish, JPA, Mysql Server, PHPmyAd-
min, Servidor Apache recorrendo sempre aos bons ha´bitos de programac¸a˜o ditados pela
Engenharia de Software e aplicando sempre que possı´vel os va´rios padro˜es de desenho
(Adapter, Stategy, Proxy) na sua implementac¸a˜o.
Numa fase posterior poderiam ser desenvolvidas mais algumas funcionalidades que
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levariam este sistema a concorrer com as ra´dios tradicionais presentes no nosso dia-a-
dia. Como Trabalho futuro quero destacar por exemplo a implementac¸a˜o das seguintes
funcionalidades:
• Gerac¸a˜o das playlist tendo em conta todas as etiquetas dos DJs. Ana´lise das etique-
tas dos DJs atrave´s de conjunc¸o˜es ∧ (e) e ∨ (ou). Por exemplo, com a etiqueta pop
e portuguese, caso uso da conjunc¸a˜o ∧ procura as mu´sicas que teˆm a etiqueta pop e
portuguese; caso contra´rio aplica a conjunc¸a˜o ∨ que basta ter uma das etiquetas. No
sistema actual apenas conseguimos fazer esse crite´rio fazendo chamada ao servic¸o
por pop portuguese como se fosse uma so´ etiqueta.
• Aumentar a capacidade de falas dos DJs permitindo que digam as horas ou notı´cia
a` hora certa. Por exemplo, para que o DJ diga as notı´cias, basta chamar um servic¸o
externo para obter as notı´cias do sı´tio da TSF (atrave´s de RSS Feed) por exemplo,
guardamos as notı´cias do dia e depois na gerac¸a˜o de playlist o DJ escolhe determi-
nadas notı´cias e manda-as sintetizar.
• Converter o player da ra´dio desenvolvido em C# para Java para que todo o sistema
fique feito na mesma linguagem garantindo assim a portabilidade entre os va´rios
sistemas operativos.
• Capacidade dos DJs se adaptarem aos ouvintes, modificando as playlists dos seus
programas.
• Capacidade de alterac¸a˜o da grelha de programac¸a˜o da ra´dio. Os DJs teˆm que “lutar”
por um tempo de antena, ou seja, ao final de cada semana o sistema analisa os piores
DJs e cria novos DJs com novas personalidades que resultam da comvinac¸a˜o das
personalidades dos DJs menos populares (menos adaptados).
• Capacidade de fazer chat com os DJs em tempo real atrave´s do conceito de Chat-
terbot [6]. Isto permite aos ouvintes “comunicarem” com o DJ de servic¸o
Apeˆndice A
Modelo de Classes
Para organizar e para garantir a modularidade do sistema foi definida a seguinte estrutura
de pacotes da aplicac¸a˜o da camada de nego´cio:
• radiobot.config - Conte´m os dados de configurac¸a˜o da ra´dio. Permite definir alguns
detalhes, como a chave de acesso a` Last.fm e o nu´mero de etiquetas geradas por
defeito pelos DJs .
• radiobot.main - Conte´m o ficheiro de arranque da aplicac¸a˜o. A classe RadioBot
permite ligar-se a` base de dados e inicializar todos os controladores.
• radiobot.domain.dao - Pacote responsa´vel pelas operac¸o˜es efectuadas na base de
dados. Possui as operac¸o˜es ba´sicas, como o add, remove e update a`s tabelas.
• radiobot.domain.entity - Classes que representam as tabelas da base de dados do
sistema.
• radiobot.domain.controller - Controladores que servem de fachada a`s funcionali-
dades do sistema.
• radiobot.domain.playlists - Va´rios algoritmos para gerar playlists.
• radiobot.webservices - Classes que permitem exportar as funcionalidade do sistema
atrave´s de servic¸os Web SOAP.
• serv.acapela - Adaptador para servic¸o externo que permite sintetizar texto.
• serv.lastfm - Adaptador para servic¸o externo que permite chamar servic¸os da Last.fm.
• serv.fonts - Fontes de streaming e sistema de gesta˜o de fontes de streaming.
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Figura A.2: Modelo de classes do pacote radiobot.domain.dao
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Figura A.3: Modelo de classes do pacote serv.lastfm
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Figura A.5: Modelo de classes do pacote radiobot.domain.playlists
Apeˆndice B
Servic¸os Web SOAP
Nome Descric¸a˜o
createDJ Adiciona um novo DJ ao Sistema.
deleteAllDjs Apaga todos os DJs do sistema.
deleteDjById Apaga o DJ pelo seu id.
genereateTags Gera etiquetas aleato´rias para o DJ.
manualTags Define uma determinada etiqueta ao DJ.
listDJJson Lista os DJs do sistema em JSON.
getInfoDj Obtem informac¸a˜o de um DJ em JSON.
findDjByName Procura um DJ dado o seu nome.
Tabela B.1: Lista de servic¸os na web SOAP - DjSOAP
findIdByPath Procura uma mu´sica dado o seu id.
listMusicsJSON Lista as mu´sicas existentes no sistema em
JSON.
getInfoMusic Obtem informac¸a˜o de uma mu´sica.
addExternalMusic Adiciona uma mu´sica ao sistema.
deleteAllMusics Apaga todas as mu´sicas do sistema.
getLocalMusicByTags Mostra as mu´sicas locais que tem uma determi-
nada etiqueta.
Tabela B.2: Lista de servic¸os na web SOAP - MusicSoap
searchOnly Procura uma mu´sica nas diversas fontes de stre-
aming.
searchandDownload Procura uma mu´sica e faz download, nas diver-
sas fontes de streaming.
Tabela B.3: Lista de servic¸os na web SOAP - FontesSoap
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criarPlaylist Cria uma playlist com as mu´sicas existentes em
disco.
criarPlaylistByTagsDJ Cria uma mu´sica baseada nas etiquetas do DJs.
createPlayListbyUser Cria uma playlist baseada no Utilizador.
generateAllPlayList Gera playlist para todas as sesso˜es de ra´dio.
Pode gerar utilizando mu´sicas locais ou base-
ada nas etiquetas do DJ.
Tabela B.4: Lista de servic¸os na web SOAP - PlaylistSoap
getNowMusic Obte´m mu´sica que esta´ a tocar no momento.
getNextSong Obte´m pro´xima mu´sica a ser tocada.
getNowDj Obte´m DJ actual.
getNowProgram Obte´m programa actual.
getNowSession Obte´m sessa˜o actual.
getNowHistory Obte´m histo´rico da sessa˜o.
Tabela B.5: Lista de servic¸os na web SOAP - PlayerSoap
like Permite votar numa determinado identificador
da playlist.
dislike Permite votar numa determinado identificador
da playlist.
Tabela B.6: Lista de servic¸os na web SOAP - PollSoap
deleteAllPrograms Apaga todos os programas de ra´dio do sistema.
listProgJSON Lista todos os programas de ra´dio do sistema
em JSON.
getInfoProg Permite saber informac¸o˜es sobre o programa
em JSON.
deleteProgramById Apaga um programa de ra´dio pelo seu identifi-
cador.
getProgramByName Obtem o programa dado o seu nome.
Tabela B.7: Lista de servic¸os na web SOAP - ProgramSoap
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createSessions Cria uma sessa˜o de ra´dio.
getListSessions
WithoutPlaylist
Lista as sesso˜es que ainda na˜o tem playlist as-
sociada.
getSessionsJSON Lista todas as sesso˜es existentes no sistema.
getSessions WithPlay-
listJSON
Lista as sesso˜es que ja´ tem playlist criada.
getInfoSessionJSON Obte´m informac¸a˜o em JSON de uma sessa˜o.
findSessionByDate Verifica se existe uma sessa˜o para tocar dada
uma data.
sessionsToday Mostra as sesso˜es do dia.
Tabela B.8: Lista de servic¸os na web SOAP - SessionSoap
removeAllTags Remove todas as etiquetas do sistema.
Tabela B.9: Lista de servic¸os na web SOAP - TagSoap
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Apeˆndice C
Servic¸os Web Restfull
URI Descric¸a˜o
radiobot/getNowMusic Obte´m mu´sica que esta´ a tocar no momento.
radiobot/getNextSong Obte´m pro´xima mu´sica a ser tocada.
radiobot/getNowDj Obte´m DJ actual.
radiobot/getNowProgram Obte´m programa actual.
radiobot/getNowSession Obte´m sessa˜o actual.
radiobot/getNowHistory Obte´m histo´rico da sessa˜o.
radiobot/like Obte´m Like a uma mu´sica.
radiobot/dislike Obte´m Dislike a um mu´sica.
radiobot/listSessionWithPlaylist Obte´m lista as sesso˜es que ja´ teˆm playlist asso-
ciadas
radiobot/sessionToday Obte´m as sesso˜es para o dia corrente.
Tabela C.1: Lista de servic¸os API Restfull
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Apeˆndice D
Interface de administrac¸a˜o da ra´dio
A aplicac¸a˜o de administrac¸a˜o tem a seguinte estrutura:
• radiobot.entity - possui as mesma classes que o pacote entity class da camada de
domı´nio.
• radio.adapters - classes responsa´veis por chamar os servic¸os na Web SOAP. Os
dados recebidos veˆm todos no formato JSON pelo que e´ necessa´rio converter para
objectos Java.
• radiobot.soap - classes que tratam da comunicac¸a˜o com os servic¸os na Web SOAP.
Foram geradas automaticamente atrave´s do WSDL respectivo.
• radiobot.gui - Interface gra´fica da aplicac¸a˜o de administrac¸a˜o que pode ser obser-
vado nas figuras seguintes.
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Figura D.1: Painel principal do menu de administrac¸a˜o
Figura D.2: Painel para adicionar um novo DJ ao sistema e associar um conjunto de
etiquetas.
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Figura D.3: Painel para listar os DJs do sistema.
Figura D.4: Painel para gerar um programa de ra´dio.
Figura D.5: Painel para listar os programas da ra´dio.
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Figura D.6: Painel para mostrar as sesso˜es de radio que na˜o teˆm playlist e como se geram
as playlist
Figura D.7: Painel para listar as sesso˜es da ra´dio.
Apeˆndice E
Interface Ouvintes
A interface Web dos ouvintes esta´ organizada nos seguintes ficheiros/pastas:
• index.html - Pa´gina principal da ra´dio.
• soap.php - Permite converter os servic¸os SOAP em Restfull.
• js/ - Pasta com os ficheiros JavaScript.
• images/ - Pasta com as imagens utilizadas na interface.
• css/ - Pasta com os ficheiros que definem o design da interface.
De seguida vamos descrever as funcionalidades da interface acompanhadas com ima-
gens.
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Figura E.2: Interface desktop.
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Figura E.3: Interface compatı´vel com dispositivos mo´veis.
Figura E.4: Controlo da ra´dio Play/Stop.
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Figura E.5: Mu´sica actual e pro´xima mu´sica, mostrada atrave´s de uma timeline. Permite
consultar o histo´rico e a pro´xima mu´sica
Figura E.6: O DJ actual e as informac¸o˜es sobre o programa corrente.
Figura E.7: Sistema de votac¸a˜o.
Figura E.8: Sesso˜es do dia que va˜o tocar na ra´dio.
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Figura E.10: Fotografia do sistema a funcionar no Safari iPhone.
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Apeˆndice F
Mapa de gantt
Segue-se o mapa de Gantt referente ao planeamento do projecto desenvolvido. O resul-
tado final do projecto foi bom. Divergiu ligeiramente do planeamento inicial, pois o sis-
tema na˜o tem a capacidade de analisar a opinia˜o fornecida pelos ouvintes (apenas guarda
em sistema), para permitir a evoluc¸a˜o dos DJs. No entanto, o projecto tem va´rios pontos
de extensa˜o, permitindo que no futuro se possam criar DJs mais complexos, programas
mais diversificados e outros modos para gerar playlists.
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Glossa´rio
• WSDL – Web Services Description Language – Especificac¸a˜o que permite des-
crever os servic¸os Web segundo um formato XML. Nos IDEs existem geradores
que permitem, atrave´s deste XML, gerar o co´digo na respectiva linguagem para
comunicac¸a˜o com esse servic¸o.
• SOAP – Protocolo para efectuar chamadas remotas a func¸o˜es via Internet, permi-
tindo que os va´rios componentes da aplicac¸a˜o comuniquem entre si.
• JSON - Permite serializar objectos complexos entre diferentes linguagens de progra
-mac¸a˜o. O seu tratamento tem melhor desempenho do que o XML devido a` sua es-
trutura ilegı´vel para o olho humano. (http://www.tbray.org/ongoing/When/200x/2006/12/21/JSON)
• HTML5 - Hypertext Markup Language, versa˜o 5 - e´ a quinta versa˜o da lingua-
gem HTML. Esta nova versa˜o traz importantes mudanc¸as no mundo da Web, tais
como semaˆntica e acessibilidade, com novos recursos antes so´ possı´veis por meio
de outras tecnologias.
• AJAX - Asynchronous Javascript and XML - e´ o uso metodolo´gico de tecnologias
como Javascript e XML para tornar pa´ginas Web mais interativa para o utilizador.
• GlassFish - Servidor de aplicac¸a˜o desenvolvido pela Sun Microsystems para a pla-
taforma Java 2 Enterprise Edition (Java2EE).
• CSS3 - Cascading Style Sheets - permite definir estilos para pa´ginas Web.
Qualidade de a´udio [30]:
• Bitrate - Um arquivo codificado (ou descodificado) nunca e´ exactamente igual ao
arquivo original, ja´ que muitas das informac¸o˜es consideradas supe´rfluas sa˜o retira-
das. Em geral, quanto mais baixa a relac¸a˜o de compressa˜o, melhor a qualidade do
arquivo. O termo utilizado para falar de compressa˜o e´ o Bitrate, consiste no nu´mero
me´dio de bits que em um segundo de dados sera´ comprimido. A unidade utilizada
e´ o KBPS ou 1024 bits por segundo.
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Formatos Conhecidos de Codificadores (Codecs):
• MP3 - Criado na Alemanha, o MPEG-1 Layer 3 e´ o formato de mu´sica digital
mais conhecido e utilizado em todo o mundo. O esquema de compressa˜o equivale
a treˆs camadas distintas de som, cada uma com uma finalidade diferente. Com
esta compressa˜o, ha´ grande perda na qualidade do a´udio, ja´ que todas as faixas
que teoricamente na˜o sa˜o captadas pelo ouvido humano, sa˜o eliminadas. A taxa de
compressa˜o equivale a 10:1, sendo possı´vel gravar um CD com mais de 12 horas de
MP3 a uma taxa de 128 KBPS.
• Ogg Vorbis – O Ogg Vorbis utiliza um sistema de codificac¸a˜o VBR (Bitrate varia´vel),
permitindo arquivos mais compactados e de qualidade superior. Os arquivos gera-
dos podem possuir a mesma qualidade do MP3 ocupando um quarto do tamanho.
• WMA - O formato de a´udio da Microsoft. Os arquivos podem ser 50% mais
pequeno que o MP3, mas ha´ perda de qualidade.
Encoders:
• Lame - E´ um codificador de MPEG Audio Layer III (MP3) que pode ser usado
com a maioria dos programas que convertem arquivos WAV em arquivos MP3 ou a
partir de outros formatos ou suportes. Este software esta´ sob uma licenc¸a de co´digo
fonte aberto. Pode funcionar por linha de comandos ou integrado noutras aplicac¸o˜es
capazes de usa´-lo.
• Oggenc - Converte ficheiros de a´udio no formato WAV, FLAC, RAW ou AIFF em
Ogg Vorbis (codificador importante para a compatibilidade dos navegadores).
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