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Naslov: Razvoj sodobne aplikacije v oblaku
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Obravnavan je potek razvoja sodobne aplikacije v oblaku, ki je namenjena
piscem spletnih zgodb.
Seznanimo se s tehnologijami in arhitekturami, o katerih se dandanes
pogosto slǐsi, ko je govora o računalnǐstvu v oblaku – različni tipi podat-
kovnih baz (baze SQL, NoSQL, ipd.), programski jeziki (Java, JavaScript –
Node.JS, Go), arhitekture aplikacij (monolitna, mikro-storitvena, funkcijska,
dogodkovno-vodena).
Razvoj zaobjema analizo funkcionalnih in nefunkcionalnih zahtev apli-
kacije, pripravo načrta arhitekture aplikacije in podatkovnih modelov, izbor
ustreznih tehnologij, vzpostavitve razvojnega okolja, pripravo osnovne struk-
ture projekta, razvoj uporabnǐskega vmesnika in zalednega sistema.
Uporabljen izbor je evalviran na podlagi kompleksnosti razvoja, ustre-
znosti definiranim zahtevnostim in stroškom obratovanja aplikacije.
Aplikacija je razvita za platformo oblačnih storitev Google Cloud Plat-
form, uporabnǐski vmesnik z uporabo ogrodja Angular.
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Addressed is the course of developing a modern cloud computing application,
meant for web-novels writers.
We are introduced to modern-day technologies and architectures for cloud
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etc.), programming languages (Java, JavaScript–Node.JS, Go), application
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Angular framework.
Keywords: application development, cloud computing, micro services, server-




Za razvoj sodobnih aplikacij v oblaku obstaja ogromno število tehnologij in
arhitektur, ki jih je iz dneva v dan več. S poljubno kombinacijo lahko rešimo
skoraj vsak problem, kar žal ne pomeni, da so vse kombinacije enako ustrezne
– to moramo (zaželeno je) oceniti še pred začetkom razvoja končne aplika-
cije. Zato v tej diplomski nalogi obdelamo celoten proces razvoja sodobne
aplikacije v oblaku – vključno s koraki pred razvojem same končne aplikacije.
Izbor tehnologij in arhitektur je odvisen od zahtev končne aplikacije, ki jo
želimo razviti, platforme, za katero razvijamo aplikacijo, funkcionalnosti, ki
naj jih aplikacija nudi, ter velikosti in znanja ekipe, ki bo aplikacijo razvijala.
Da se izbor ustreznih tehnologij in arhitektur sploh lahko opravi, je naj-
prej potrebna seznanitev z vsaj osnovnimi predstavitvami in temeljnimi la-
stnostmi najpogosteje uporabljenih arhitektur in tehnologij za razvoj sodob-
nih aplikacij v oblaku (poglavje 2): arhitekture (monolitna, mikro-storitvena,
brez-strežnǐska ipd.), tipi podatkovnih baz (tradicionalne podatkovne baze
SQL, sodobne baze NoSQL ipd.), programski jeziki (Java, JavaScript – No-
deJS, Go).
Uspešen izbor potrebuje natančno definirane zahteve, zato moramo na-
tančno analizirati izbrani problem, za katerega želimo razviti rešitev (po-
glavje 3), in definirati njegove funkcionalne in nefunkcionalne zahteve, preden
lahko z njihovo pomočjo pripravimo načrt arhitekture (poglavje 4) s posta-
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vitvenim načrtom aplikacije in podatkovnimi modeli podatkovnih struktur.
Proces izbora kombinacije tehnologij in arhitekture (poglavje 5) se začne
z izborom ponudnika platforme, saj imajo ti ponujene implementacije rešitev
(tehnologij), različno prilagojene lastnim sistemom in nam z njimi različno
obračunavajo stroške uporabe. Nato lahko na podlagi natančno definiranih
zahtev problema in načrta arhitekture aplikacije nadaljujemo s podrobneǰsim
izborom tehnologij izmed ponujenih rešitev izbranega ponudnika.
Z narejenim načrtom arhitekture aplikacije in ustreznimi izbranimi tehno-
logijami, lahko našo izbiro uporabimo za razvoj načrtovanih funkcionalnosti v
delujočo končno aplikacijo (poglavje 6). Začnemo z vzpostavitvijo razvojnega
okolja, pripravo osnove strukture aplikacije in organiziranosti izvorne kode
ter zaključimo z razvojem grafičnega uporabnǐskega vmesnika in zalednega
sistema končne aplikacije.
Med razvojem končne aplikacije smo naleteli na različne težave in omeji-
tve zaradi izbranih arhitektur in tehnologij ter jih odpravili, zato tudi eval-
viramo njihovo ustreznost (poglavje 7) na podlagi definiranih funkcionalnih
in nefunkcionalnih zahtev izbranega problema, kar vpliva na kompleksnost







Monolitne aplikacije so aplikacije, sestavljene iz več modulov, ki niso neod-
visni od aplikacije, kateri pripadajo.
Priljubljeni jeziki za razvoj strežnǐskih aplikacij, kot so Java, C/C++,
Python ipd., omogočajo pristope za razdelitev kompleksnosti programov
v module. Vendar so ti programski jeziki namenjeni razvoju posameznih
izvršljivih aplikacij, ki so tako imenovani monoliti, in vsi moduli znotraj apli-
kacije si delijo enotni dostop do virov naprave (pomnilnik, podatkovne baze,
datoteke). Ker so moduli monolitnih aplikacij odvisni od deljenja virov, jih
je nemogoče samostojno izvesti. [10]
Prav zaradi deljenja virov je monolitne aplikacije izredno zahtevno poraz-
deliti brez določenih ogrodij ali namenskih rešitev1. Ker je namen računalnǐstva
1Omrežni Objekti (ang. Network Objects), RMI, CORBA
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v oblaku prav porazdeljenost, nam to predstavlja zelo veliko oviro pri njihovi
uporabi.
Prednosti monolitne arhitekture
Monolitnim aplikacijam lažje vgradimo nove komponente (beleženje
zgodovine, omejevanje hitrosti, varnostne lastnosti2) in imajo manj po-
navljajoče se kode, saj se vse izvaja znotraj iste aplikacije in nam zato
tega ni potrebno ročno programirati znotraj vsakega dela aplikacije posebej
(mikro-storitev, funkcij ipd.).
Imamo manj nadzornega dela, saj se izvaja samo ena aplikacija, ki jo
moramo nadzirati (beleženje zgodovine, testiranje, spremljanje delovanja).
Namestitev je preprosta, saj je potrebno pripraviti izvajalno okolje
za samo eno aplikacijo, kateri ni potrebno komunicirati z ostalimi ločenimi
aplikacijami/storitvami.
Ker izmenjava informacij znotraj aplikacije večinoma poteka z deljenim
pomnilnikom, kar je ena najhitreǰsih oblik izmenjave podatkov v aplikaciji, so
monolitne aplikacije velikokrat bolj zmogljive od ostalih arhitektur. [10, 28]
Slabosti
Ker so funkcionalnosti monolitne aplikacije med seboj velikokrat tesno po-
vezane, to močno otežuje izoliranje posameznih funkcionalnosti za njihovo
razširljivost ali vzdrževanje. Vsaka manǰsa posodobitev zahteva ponoven za-
gon celotne aplikacije, kar povečuje čas njene nedostopnosti.
Tesna povezanost med funkcionalnostmi tudi otežuje berljivost, saj
uporaba uvoženih odvisnosti v aplikaciji ni takoj očitna ob branju kode.
Ker so monolitne aplikacije celote, mora razvoj aplikacije obvezno upora-
bljati enake tehnologije in arhitekture.
Razširljivost aplikacij navadno poteka s kreiranjem novih instanc iste
aplikacije, ki si med seboj porazdeljujejo obremenitev. Ker je monolit ce-
lota, moramo nove vire nameniti vsem funkcionalnostim, četudi se v
2revizijske sledi, zaščita DoS
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praksi večinoma obremenjujejo zgolj določene, in dodeljevanje virov ostalim
predstavlja neprijetnost in izgube.
Različne funkcionalnosti imajo nasprotujoče si zahteve (več pomnilnika,
več računskih ciklov, različne komponente – npr. podatkovne baze), zato
je monolitni aplikaciji vire nemogoče optimalno nastaviti. Navadno to
pomeni ali visoko ceno ali slabo optimizacijo za posamezne funkcionalnosti.
2.1.2 Mikro-storitvena arhitektura
Ker postajajo sodobne aplikacije vedno bolj kompleksne, se je pojavila po-
treba po njihovi razdelitvi na manǰse dele, namenjene posameznim nalogam –
nalogam, ki naj jih opravljajo najbolje –, s čimer postane njihovo vzdrževanje
in odpravljanje napak lažje. [30]
Mikro-storitev so manǰse samostojne enote aplikacije, kar nikakor ne po-
meni, da morajo biti majhne: velikost je relativna, in standardno merilo za
definiranost velikosti aplikacij ali storitev še ni stopilo v veljavo. Samostojne
enote, storitve, so zgrajene okoli svojega namena, poslovne domene, in jih je
mogoče namestiti kot samostojno celoto. [10]
Prednosti
Mikro-storitve so bolje organizirane, saj ima vsaka storitev svoj specifični
namen oziroma nalogo in se ji ni potrebno obremenjevati z nalogami ostalih
delov aplikacije.
Ker med seboj niso tesno vezane, jih je veliko lažje prilagoditi, da lahko
služijo različnim aplikacijam (npr. gostiti tako spletnega odjemalca kot tudi
javnega vmesnika API). Prav tako omogočajo hitro in neodvisno dostavo
posameznih delov znotraj večjega, integriranega sistema.
Če so mikro-storitve ustrezno organizirane, se lahko hitro izbolǰsa zmo-
gljivost aplikacije z razširitvijo odkritih močno obremenjenih mikro-storitev,
neodvisno od ostale aplikacije.
Z vzpostavitvijo težko premostljivih mej med različnimi deli sistema se
omogoča vzporedni razvoj več delov aplikacije. To zniža možnosti pojavi-
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tve pogostih napak, kot sta pretesno povezovanje različnih delov aplikacije
in povezovanje napačnih delov aplikacije.
Vsaka mikro-storitev je samostojna celota, zato je lahko zgrajena z upo-
rabo drugih tehnologij in arhitektur ter se izvaja na drugi platformi
kot ostali deli aplikacije, če le-ti uporabljajo isto tehnologijo komunikacije
(medij, protokol, kodiranje podatkov itd.).
Vsaka mikro-storitev je lahko nameščena in posodobljena neodvi-
sno od ostalih delov aplikacije, za razliko od monolitne aplikacije, kjer je
ob vsaki posodobitvi potrebna nova namestitev celotne aplikacije. To tudi
omogoča, da lahko njeno novo različico namestimo vzporedno s stareǰso, med-
tem ko ostale dele aplikacije postopoma posodobimo na uporabo nove. S
tem dosežemo neprekinjeno delovanje aplikacije in močno olaǰsamo njeno
vzdrževanje. [28, 3]
Storitve so načrtovano odporne na izpade (angl. Fault Tolerance).
Slabosti
Mikro-storitve so pogosto nameščene na svoje virtualne stroje ali vsebnike,
kar povzroča vǐsji operativni dodatek za odpravljanje sporov med njimi
– to je velikokrat avtomatizirano z orodji za upravljanje z vsebniki. [28]
2.1.3 Funkcijska arhitektura (FaaS)
Funkcijska arhitektura ali funkcijsko programiranje je sodobna kategorija
računalnǐstva v oblaku, znana tudi kot Funkcija kot storitev (ang. Func-
tion as a Service, FaaS ). [43]
Storitev FaaS se navadno izvaja na razvijalcu nevidnih strežnikov, za-
radi česar se takim funkcijam pravi Brez-strežnǐske funkcije (ang. Serverless
Functions) – četudi se izvajajo na dejanskih strežnikih in zato izraz tehnično
ni pravi. [7]
Podobno kot mikro-storitvena arhitektura, je tudi funkcijska arhitektura
namenjena razdelitvi aplikacije na več manǰsih delov, le da je v primeru funk-
cij to še toliko bolj očitno. Kjer se mikro-storitve delijo glede na nalogo, ki
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jo izvajajo, funkcijska arhitektura to nalogo razdeli še na posamezne funkcije
naloge. [5]
V primeru mikro-storitve neke entitete, bi se njene naloge lahko delile na:
• Funkcija za stvaritev entitete
• Funkcija za posodobitev entitete
• Funkcija za brisanje entitete
• Funkcija za pridobitev entitete
• Funkcija za pridobitev vseh entitet
Uporaba te arhitekture se šele uveljavlja. Nekateri trdijo, da bo funkcijska
arhitektura nadomestila mikro-storitveno, a se vedno bolj kaže, da je njen
pravi namen dopolnitev že obstoječih mikro-storitev – Posamezne funkcije si
namreč velikokrat delijo več delov kode – definicija entitet, delo z entitetami
ipd. – česar je pri mikro-storitvah veliko manj.
Hkrati pa obstaja veliko nalog, ki jih lahko opravimo s posamezno funk-
cijo. To vključuje obdelavo slik in video posnetkov po uspešnem nalaganju na
strežnik, računanje povprečne ocene izdelkov ob dodajanju nove ocene, regu-
larno čǐsčenje podatkovne baze, opravljanje analitičnega dela, posodabljanje
sekundarnih podatkovnih shramb in predpomnilnikov, odzivi na dogodke tu-
jih ponudnikov (npr. GitHub, Twilio, Auth0, Stripe ipd.) in druge.
Brez-strežnǐske storitve
Brez-strežnǐski programski model je zgrajen okoli ustvarjanja odzivov na ra-
zne dogodke. V primeru vmesnika API za spletne aplikacije je to dogodek,
ki ga sproži prehod API (ang. API Gateway).
Ko funkcija zazna pojavitev dogodka, se požene in ga obdela. Če se do-
godek ne sproži znotraj časovnega obdobja, določenega s strani ponudnika
storitve FaaS, se le-ta popolnoma ustavi in nam za njeno delovanje ni po-
trebno plačati ničesar.
Brez-strežnǐske storitve se torej izvajajo samo, ko jih potrebujemo, in se
zato plačujejo glede na čas izvajanja in porabljen delovni pomnilnik. [5]
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Prednosti
Pred razvijalci skriva večino skrbi glede izvajanja storitev, kot so dodelje-
vanje virov, skrb, da je storitev vedno na voljo, povǐsevanje dodeljenih vi-
rov ob nepričakovanem vǐsanju dostopov (špic) ipd., zaradi česar je njihovo
nameščanje zelo preprosto.
Stroški so obračunani glede na dejanski čas izvajanja in velikost dodelje-
nega pomnilnika med izvajanjem, s čimer se lahko stroški znatno znižajo
– čas, ko je storitev nedejavna, namreč ni zaračunan.
Ob povǐsanem številu dostopov se samodejno poženejo dodatne in-
stance storitve za prerazporeditev obremenitve. Posledično se samodejno
zniža odzivni čas storitve.
Omogoča hitro postavitev kraǰsih storitev, namenjenih računalnǐstvu
v oblaku. Primer uporabe je usklajevanje mikro-storitvenih struktur, ki bi se
drugače morale izvajati znotraj uporabnǐskega odjemalca ali bi potrebovale
dodeljene vmesne člene. [2]
Slabosti
Ker nadzor nad viri in večino nastavitev platforme predamo ponudniku sto-
ritve FaaS, imamo nad storitvami manj nadzora. To se pozna pri kvaliteti
storitev, nadziranju delovanja, razširjanju in lastnostih tolerance do napak.
Nedejavna instanca ostane v pripravljenosti nadaljnjih 5 do 60 minut
(odvisno od ponudnika) in se nemudoma odzove na nove dogodke. Po preteku
tega časa se instanca ustavi, njeni podatki se počistijo, za naslednji zagon
pa potrebuje dodaten čas, da se funkcija ponovno namesti. Takemu prvemu
zagonu pravimo hladen zagon.
Ob uporabi brez-strežnǐskega modela za kompleksneǰse aplikacije lahko
hitro pride do nepričakovanih stroškov ob nesrečnih dejavnostih, kot je
tradicionalna hramba podatkov za stanje.
Ker so storitve manǰse in v večjem številu, je razvijalec veliko bolj vezan
na ponudnika storitve FaaS in njegov ekosistem ponujenih storitev.
Ker ni dokončno vzpostavljenega sporazuma o ravni storitve, je
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ta storitev manj privlačna za aplikacije, ki so občutljive glede zakasnitev
(predvsem v vladi, zdravstvu in bančnǐstvu).
Omejen čas izvajanja - Vsi ponudniki storitve imajo vgrajeno omejitev
maksimalnega časa izvajanja posameznega klica funkcije. To pomeni, da se
po preteku 5-10 minut (odvisno od ponudnika) izvajanje prisilno ustavi – ni
namenjena aplikacijam z dalǰsimi časi izvajanja. [2, 12]
2.1.4 Dogodkovno-vodena arhitektura (EDA)
Dogodki se v računalnǐstvu uporabljajo kot programirane entitete, ki opisu-
jejo to, kar se je zgodilo. Posamezna pojavitev dogodka je lahko predstavljena
z več dogodkovnimi entitetami, za katere ni nujno, da vse vsebujejo vse po-
datke o dogodku. Ti dogodki lahko opisujejo resnični svet ali pa virtualne,
simulirane situacije.
Ob pojavitvi ustreznega dogodka, kot je zaključek nalaganja medijskih
datotek, se funkcija požene in ta dogodek obdela (stiskanje podatkov, pre-
tvorba formata, zmanǰsevanje ločljivosti slike/video posnetka, preimenovanje
datoteke ipd.).
Tipov dogodkov je veliko in po potrebi lahko ustvarimo tudi lastne.
Najpogosteǰsi dogodki so: nalaganje/brisanje medijskih datotek, dodaja-
nje/urejanje/brisanje vnosov v bazi, posodobitev oblačnih storitev ...
Aplikacije, ki obdelujejo dogodke, od ostalih ločijo tri glavne lastnosti, ki
jim tudi nudijo obširneǰse zmožnosti:
• Abstrakcije – Logika obdelovanja dogodkov je lahko ločena od logike
aplikacije, kar omogoča njihovo ločeno spreminjanje in posodabljanje.
• Nevezanost – Dogodki, ki jih zazna in ustvari prva aplikacija, so lahko
uporabljeni in obdelani v drugi, četudi ta ne ve za obstoj prve. Vsak
dogodek lahko obdela poljubno število uporabnǐskih aplikacij, tako kot
lahko tudi uporabnǐska aplikacija obdela dogodke več različnih aplika-
cij.
• Poudarek na resničnem svetu – Obdelani dogodki se velikokrat do-
gajajo/lahko zgodijo v resničnem svetu (dogodki potrebujejo človeški
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ali samodejni odziv). Za to se uporabljata determinističen (vsaka situa-
cija ima natanko določen odziv, npr. avto prevozi rdečo luč – prekršek,
pošlji kazen) ali približen odziv (npr. besedne grožnje, kjer stvari niso
specifične in potrebujejo človeško odločitev). [11]
Z dogodkovno arhitekturo lahko razvijemo sisteme, ki opravljajo različne
tipe nalog. Delimo jih na:
• Opazovanje – Nadzor sistemov ali procesov z iskanjem izjemnega
obnašanja in ustvarjanje opozoril, ko je takšno obnašanje zaznano. Na-
daljnja obdelava opozoril je odvisna od njihovih prejemnikov.
• Diseminacija informacij – Razširjanje podatkov pravim prejemni-
kom zrnatosti ob pravem času; torej, osebni sistem razširjanja informa-
cij.
• Dinamično delovanje – Vodenje delovanja aplikacije, dinamično z
odzivanjem na prihajajoče dogodke. Končni rezultat (izhod) je nepo-
sredno odvisen od vhodnih dogodkov.
• Aktivna diagnostika – Cilj aplikacije je diagnosticiranje problema
glede na opažena znamenja/simptome.
• Napovedna obdelava – Identificirati dogodke preden se ti sploh zgo-
dijo, da jih lahko preprečimo oziroma njihove vplive omilimo.
2.2 Podatkovne baze
Z razvojem svetovnega spleta in računalnǐstva v oblaku se je število sočasnih
dostopov do podatkov, shranjenih v podatkovnih bazah, znatno povečalo.
Posledično so se pričele raziskave, kako omogočiti čim več uporabnikom istočasni
dostop do njih. Pojavila se je paradigma hrambe in obdelave velikih podat-
kov ter načina, kako jih odpravljati. V ta namen sta se uveljavila dva ključna
izraza za način doseganja le-tega: navpično in vodoravno razširjanje.
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Navpično razširjanje
Navpično razširjanje najpogosteje pomeni dodajanje procesorske moči in po-
mnilnika obstoječemu strežniku. [35] Žal to močno omejuje stopnjo, do katere
lahko razširimo dostop do podatkovne baze, nam pa nudi popolno enotnost
in verodostojnost podatkov, do katerih dostopamo.
V kolikor je bralni dostop pomembneǰsi od pisalnega (dodajanje in poso-
dabljanje vnosov v podatkovni bazi), se navadno uporabi okrnjeno različico
vodoravnega razširjanja – podatki znotraj podatkovne baze se podvojijo na
več strežnikov (ne nujno na isti fizični lokaciji), od koder imajo uporabniki
nemoten dostop do vseh bralnih poizvedb. Pisalne poizvedbe se še vedno vse
izvajajo na glavnem strežniku, od koder se vsi zapisani podatki nemudoma
podvojijo na ostale strežnike, kjer so na voljo za nadaljnje bralne poizvedbe
–, še preden se vrne odgovor o uspešno opravljeni pisalni poizvedbi.
Vodoravno razširjanje
Vodoravno razširjanje pomeni, da se razširjanje opravlja z dodajanjem novih
strežnikov v zalogo virov (vozlǐsč). To se doseže s fragmentacijo podatkov,
kjer vsako vozlǐsče hrani samo del podatkov namesto vseh.
Pri vodoravnem razširjanju se je uveljavilo pravilo eventualne konsisten-
tnosti podatkov, kjer gruče strežnikov (lahko na različnih lokacijah) v nekem
trenutku nimajo obvezno popolnoma enotnih podatkov, a se bodo ti, z iz-
menjavo podatkov med strežniki, sčasoma poenotili. Ta lastnost omogoči
preprosto razširjanje tako bralnih, kot pisalnih poizvedb brez večjih kompli-
kacij.
2.2.1 Tradicionalne relacijske podatkovne baze
Tradicionalne podatkovne baze za hrambo podatkov temeljijo na relacijskem
podatkovnem modelu. Ta tip podatkovnih baz je navadno znan pod imenom
podatkovne baze SQL in sicer zaradi jezika, s katerim poizvedujemo po njih
– jezik SQL (ang. Structured Query Language, sl. strukturiran poizvedovalni
12 Armin Makovec
jezik).
Poizvedba je niz operacij nad podatkovno bazo, ki se mora izvesti v celoti
(atomarno).
Relacijska podatkovna baza je predstavljena z množico relacij, predsta-
vljenih kot tabele s stolpci (atributi/lastnosti) in vrsticami (zapisi/vnosi).
Vsaka tabela v relacijski podatkovni bazi ima enolično ime. Tudi vsak
atribut ima enolično ime in je omejen s svojo domeno, ki predstavlja zalogo
vrednosti, ki jih ta atribut lahko zavzame (celo število, realno število, niz ...).
Domena določa tudi celovitost podatkov (število znakov, obveznost podatka
...). [18]
Tabele v relacijski podatkovni bazi so lahko med seboj relacijsko odvisne,
s čimer preprečimo podvojene vnose in hranimo zgolj identifikatorje vnosov,
t.i. tuje ključe, iz drugih tabel. S kompleksnimi poizvedbami nam podat-
kovna baza vrne združene podatke, ki jih lahko neposredno uporabimo v
aplikaciji. [18, 17, 40]
Tradicionalne podatkovne baze SQL so posebej znane zaradi zagotavlja-
nja štirih poizvedovalnih lastnosti, znanih kot kratica ACID, ki zagotavljajo,
da se poizvedbe v podatkovni bazi izvedejo zanesljivo tudi v primeru napak,
in so podatki v njej vedno verodostojni.
Kratica ACID pomeni atomarnost (ang. atomicity), konsistentnost (ang.
consistency), izolacijo (ang. isolation) in trajnost (ang. durability):
• Atomarnost – Atomarna poizvedba je nedeljiv in nespremenljiv niz
operacij nad podatkovno bazo, ki se: ali vse uspešno zaključijo ali vse
spodletijo. Zagotavlja, da se spremembe v podatkovni bazi ne morejo
uveljaviti le delno, s čimer bi utrpeli večjo škodo.
• Prednost: Ni delno spremenjenih vnosov (npr.: bančno nakazilo:
plačniku se denar odšteje, prejemnik denarja nikoli ne prejme).
• Slabost: Nemogoče spremljati stanja operacije, dokler se ta ne
zaključi – samo vnosi pred operacijo in po njej (če je uspešna).
• Konsistentnost – Vsaka poizvedba lahko spreminja podatke samo na
dovoljene načine, glede na definirana pravila. Preprečuje programerske
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napake, ki lahko vodijo do kršenja definiranih omejitev baze.
• Izolacija - Določi integritete opravljenih poizvedb ostalih uporabnikov
in sistemov (več kupcev želi kupiti isti sedež v kinu istočasno). Definira
kdaj in kako so spremembe ene operacije vidne drugi: nižji nivo zvǐsuje
možnost istočasnega dostopa do istih podatkov drugim uporabnikom
in povečuje število nezaželenih učinkov,3 vǐsji nivo jih znižuje z vǐsjo
porabo sistemskih virov in povǐsano možnostjo, da bo ena poizvedba
preprečila izvedbo druge.
• Trajnost - Uspešno zaključene poizvedbe so večne – tudi če se sistem
po uspešnem zaključku poizvedbe sesuje.
[23, 18, 44, 42, 46, 41]
Vendar lastnosti ACID tradicionalnim podatkovnim bazam tudi otežujejo
razširljivost s svojimi strogimi zahtevami po enotnosti in verodostojnosti
podatkov. Večina sistemov se zaradi njih širi navpično, kar je omejeno z
maksimalno močjo strežnǐskega sistema, ki ga je mogoče sestaviti. [6, 37]
2.2.2 Sodobne relacijske podatkovne baze
Danes se uveljavljajo tudi vodoravno razširljive relacijske podatkovne baze,
ki hranjene podatke porazdelijo po več strežnikih in kljub temu ohranjajo
enotnost in verodostojnost podatkov. Ob izvajanju od uporabnika zahte-
vajo manǰse in/ali kraǰse poizvedbe, v nasprotnem primeru uporabnika
kaznujejo s počasneǰso izvedbo operacij, saj mora sistem združiti podatke,
shranjene na več vozlǐsčih (strežnikih) – npr. stiki več tabel, ki so shranjene
na različnih vozlǐsčih. [6]
Podatkovne baze NoSQL, za primerjavo, se temu izognejo tako, da takšne
operacije naredijo težko izvedljive ali celo neizvedljive.
3umazana branja; izgubljene spremembe, na katere lahko uporabniki naletijo
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2.3 Podatkovne baze NoSQL
Zaradi velikega povǐsanja uporabnikov, ki zahtevajo istočasni dostop do po-
datkovne baze, in potrebe po stalnem, hitrem in vedno dostopnem obdelova-
nju podatkov, so se začele raziskave v sistemih, ki žrtvujejo nekaj lastnosti
ACID, predvsem konsistentnost, v zameno za dostopnost – bolǰse vodoravno
razširjanje za preproste bralne in pisalne poizvedbe.
S tem so se uveljavile sistemske lastnosti BASE (angl. Basically Available
Soft-state services with Eventual-consistency, ki so “v bistvu na voljo” in
imajo “mehko stanje” med katerim konsistentnost ni še zagotovljena, bo pa
sčasoma postala. [23, 6]
Večini takih sistemov, ki konsistentnost zamenjajo za dostopnost, pra-
vimo sistemi/podatkovne baze NoSQL, kar je kratica za Ne samo SQL (angl.
Not Only SQL), četudi se s poimenovanjem vsi ne strinjajo.
Sistemi NoSQL imajo navadno 6 ključnih lastnosti [6]:
• močno vodoravno razširjanje s porazdelitvijo na več strežnikih;
• zmožnost podvajanja in porazdeljevanja podatkov preko več strežnikov;
• preprost vmesnik ali sistem za poizvedovanje
• šibkeǰsi model sočasnosti kot bazni sistem z lastnostmi ACID;
• učinkovita uporaba porazdeljenih indeksov in delovnega pomnilnika za
hrambo podatkov;
• zmožnost dinamičnega dodajanja novih atributov podatkovnim vnosom
Podatke znotraj sistemov NoSQL lahko shranjujemo v več oblikah, naj-
pogosteǰse izmed katerih so shrambe ključ-vrednost (angl. key-value stores,
dokumentne shrambe (angl. document stores), shrambe razširljivih zapi-
sov (angl. extensible record stores), grafni sistemi (angl. graph systems) in
razširljivi relacijski sistemi (angl. scalable relational systems).
Shrambe ključ-vrednost
Najpreprosteǰsi način shranjevanja podatkov je model, podoben aktualnemu
porazdeljevanju podatkov znotraj predpomnilnika, z enim kazalom ključ-
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vrednost za vse podatke. Za razliko od predpomnilnikov, ti sistemi vsebujejo
sistem za trajno shranjevanje podatkov, kot tudi dodatne funkcionalnosti:
podvajanje, različice, ključavnice, poizvedbe, razvrščanje ipd. Uporabnǐski
vmesnik nudi vstavljanje, brisanje in indeksirano iskanje podatkov. [6]
Vsi takšni sistemi nudijo razširljivost s porazdeljenostjo preko več vo-
zlǐsč. Nekateri podatke shranjujejo v delovni pomnilnik ali na disk, z ra-
znimi shrambnimi dodatki, drugi podatke shranjujejo v delovni pomnilnik in
na disku hranijo varnostne kopije ali se zanašajo na (sinhrono ali asinhrono)
replikacijo in obnavljanje, da so varnostne kopije nepotrebne. Uporabljajo
lahko tudi nadzor sočasnosti z več različicami (MVCC, ang. multi-version
concurrency control) ali zaklepanja. [6]
Shrambe dokumentov
Shrambe dokumentov podpirajo hrambo kompleksneǰsih podatkov kot samo
shrambe ključ-vrednost. Dokument v tem sistemu se nanaša na kakršenkoli
objekt brez kazalca, ki lahko vsebuje več podatkov in, za razliko od shrambe
ključ-vrednost, podpira tudi sekundarne indekse ter več tipov dokumentov
znotraj iste zbirke, gnezdene dokumente ali sezname. Kot ostali sistemi
NoSQL, shramba dokumentov ne zagotavlja poizvedovalnih lastnosti ACID.
Shrambe dokumentov so brez sheme in so definirane z atributi (samo ime,
brez vnaprej definiranega tipa), zbirkami (skupine dokumentov) in indeksi,
definiranimi na zbirki. Med modeli shranjevanja različnih implementacij ob-
stajajo razlike, kot npr. nepodprtost ugnezdenih dokumentov. Četudi so
različne shrambe dokumentov podobne, velikokrat uporabljajo različno ter-
minologijo – npr. sistem SimpleDB uporablja izraz “domena” (angl. do-
main), sistem CouchDB uporablja “podatkovna baza” (angl. database), sis-
tem MongoDB “zbirka” (angl. collection), sistem Terrastore pa “vedro”
(angl. bucket).
Dokumenti so porazdeljeni med več vozlǐsči, razširljivost dosegajo z bra-
njem potencialno zastaranih podatkov ali podatke hranijo s pomočjo fra-
gmentiranja in atomarnih operacij nad dokumenti. [6]
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Shrambe razširljivih zapisov
Shrambe razširljivih zapisov so navdihnjene z Googlovim uspehom Velikih
podatkov (angl. BigData). Osnovni model so vrstice in stolpci, razširljivost
je dosežena s porazdelitvijo tako vrstic, kot stolpcev med več vozlǐsč: [6]
• Vrstice so razdeljene med vozlǐsči s fragmentacijo po primarnem ključu,
navadno po obsegu namesto z uporabo razpršilne funkcije (poizvedbam
na obsegih vrednosti ni potrebno obiskati vsakega vozlǐsča).
• Stolpci tabele so porazdeljeni med več vozlǐsči z uporabo družin stolp-
cev, s katerimi uporabniki nakažejo, za katere stolpce je bolje, da so
shranjeni skupaj.
Oba načina razširjanja sta lahko uporabljena skupaj nad isto tabelo. Npr.
tabela uporabnika je razdeljena na 3 skupine stolpcev, kot so: prijavni po-
datki, uporabnǐski naslov, zgodovina nakupov. Vsaka skupina se smatra
kot ločena tabela za fragmentiranje vrstic po uporabnǐskem ID-ju, pri čemer
skupina stolpcev istega uporabnika ni nujno na istem strežniku.
V shrambi razširljivih zapisov morajo biti skupine stolpcev definirane
vnaprej, novi atributi pa so lahko definirani kadarkoli. Vrstice so enakovredne
dokumentom (lahko imajo različno število atributov, imena atributov morajo
biti enolična, vrstice so združene v zbirko–tabelo, atributi posamezne vrstice
so lahko poljubnega tipa), a navadno brez podpore za gnezdene dokumente.
Sistemi so si med seboj podobni, a se razlikujejo po mehanizmih sočasnosti
in podobnih lastnostih. Npr. implementacija Cassandra uporablja “šibko”
sočasnost z uporabo nadzora MVCC.
Grafni sistemi [9]
Za razliko od večine ostalih, grafni sistemi skušajo ponazoriti, kako so podatki
v resničnem življenju medsebojno povezani na naraven in učinkovit način, za
kar uporabljajo tradicionalno modeliranje podatkov, osredotočeno na entitete
in relacije med njimi.
Graf je struktura, zgrajena iz vozlǐsč, povezav in lastnosti:
• Vozlǐsča – označujejo diskretne objekte (oseba, lokacija ali dogodek)
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• Povezave – označujejo odnose med vozlǐsči (oseba lahko pozna neko
drugo osebo, se udeleži dogodka, oziroma je bila na neki lokaciji)
• Lastnosti – podajo informacije o vozlǐsču ali povezavi – Vozlǐsče osebe
lahko ima ime, priimek in starost, vozlǐsče povezave pa čas in/ali težo.
Ker različne entitete potrebujejo svobodo pri strukturiranju podatkov, so
se grafni sistemi najbolj uveljavili v podatkovnih bazah NoSQL. Omogočajo
združenje hitrega potovanja po grafnih povezavah z algoritmi za iskanje poti
po grafih,4 s katerimi lahko rešimo različne probleme, kot so socialne mreže,
upravljanje z vsebino, geo-prostori ipd.
Razširljivi relacijski sistemi
Zaradi zahtev po vǐsji razširljivosti relacijskih podatkovnih baz, so z uporabo
pristopov, uspešnih pri sistemih NoSQL, uspešno povǐsali dostopnost tudi pri
relacijskih sistemih, z uporabo dveh omejitev:
• Uporaba operacij manǰsega obsega – Ni operacij, ki se raztezajo
čez več vozlǐsč (npr. združevanje podatkov med več tabelami, ki se
neuspešno razširjajo z uporabo fragmentiranja.
• Uporaba poizvedb manǰsega obsega – Poizvedbe, ki se raztezajo
čez več vozlǐsč, so zelo neučinkovite, zaradi medsebojne komunikacije
in presežka dvofazne objave.
Razširljivi relacijski sistemi se, v primeru da so del sistema NoSQL, tem
omejitvam izognejo tako, da te omejitve onemogočijo.
2.4 Programski jeziki za oblačne storitve
Za razvoj sodobne aplikacije v oblaku je potrebno izbrati tudi programski
jezik. Vsi programski jeziki niso specializirani za iste naloge, zato se veliko-
krat izbere ustreznega glede na nalogo, ki jo bo aplikacija opravljala, in raz-
položljivost programerjev, ki so seznanjeni z njim. Za lažjo izbiro ustreznega
4Iskanje v globino, iskanje v širino, Dijkstrov algoritem ipd.
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jezika za posamezen projekt ali nalogo, je priporočeno, da smo seznanjeni s
čim več programskimi jeziki, tudi če jih ne obvladamo.
2.4.1 JavaScript – Node.JS
Node.JS je več-platformno izvajalno okolje in knjižnica za izvajanje aplikacij,
napisanih v programskem jeziku JavaScript – jeziku, ki se je primarno razvil
za izvajanje znotraj brskalnika na strani uporabnika, s čimer je razvijalcem
spletnih strani omogočil več svobode za razvoj odzivnih spletnih aplikacij
brez uporabe dodatnih vtičnikov, kot sta vtičnika Flash in Silverlight.
Cilj izvajalnega okolja Node.JS je omogočiti uporabo istega programskega
jezika tudi za razvoj zalednih sistemov aplikacij – aplikacij, ki se izvajajo na
strežniku.
JavaScript je izrednega pomena pri razvijanju aplikacij, ki se izvajajo v
samem brskalniku. Z uporabo istega programskega jezika za razvoj upo-
rabnǐskega vmesnika in zalednega sistema, se začetnim programerjem olaǰsa
učenje programiranja – z istim jezikom lahko razvijajo oboje.
Jezik ima vhode/izhode asinhrone in dogodkovno vodene, kar po-
meni, da pri branju/zahtevanju podatkov, ne ustavi ali blokira delovanja
preostalega dela aplikacije. S tem aplikacija ne čaka na rezultat podatkov
vmesnika API, temveč se takoj pomakne na naslednji klic, medtem ko opozo-
rilni mehanizem v ozadju pomaga aplikaciji sporočiti eventualno pripravlje-
nost podatkov.
Temelji na eno-nitnem modelu z zankanjem dogodkov, zato je
odličen za grajenje namestnǐskih strežnikov in preusmeritev, da delo prelaga
na ostale niti in istočasno skraǰsa splošni procesni čas nalaganja medijskih
datotek, saj ne predpomni podatkov (aplikacija podatke vrača v kosih,
kar je koristno pri prenašanju večjih datotek).
Med prenašanjem večjih datotek kot tok (ang. stream), omogoča opra-
vljanje tudi drugih nalog, kot je pošiljanje obvestil o napredku za bolǰso
interakcijo med aplikacijo in uporabnikom.
Ima veliko odprto-kodno skupnost z veliko že pripravljenimi rešitvami
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za vsakdanje probleme in različnimi scenariji, kot tudi dokumentacijo in
vodiče za hitreǰsi in lažji začetek razvoja, pristope za hitro odkrivanje ne-
pravilnosti znotraj modulov in sistema Node.JS samega ipd.
Je izdan pod licenco MIT.
[21, 36, 8, 39, 45]
2.4.2 Java
Glavna ideja za razvoj programskega jezika Java je bila, da bi bil preno-
sljiv, preprost in varen programski jezik. Poleg teh lastnosti so nastale tudi
druge odlične lastnosti, ki so razlog, da je dandanes jezik Java eden najbolj
uveljavljenih jezikov poslovnih aplikacij.
Njegova sintaksa temelji na sintaksi jezika C++, a ima odstranjenih veliko
kompleksnih in redko uporabljenih funkcionalnosti, kot so eksplicitni kazalci,
preobremenjevanje operatorjev ipd. Med drugim tudi odstranjuje komple-
ksnosti zaradi potrebe po ročnem odstranjevanju nepotrebnih objektov, saj
ima v ta namen implementiran samodejni zbiralnik smeti.
Za razliko od C++ je neodvisen od platforme, saj se prevede v kodo
izvajalnega okolja Java – programska platforma, ki se izvaja znotraj ostalih
platform, ki so odvisne od strojne opreme (Windows, Linux, Sun Solaris,
Mac/OS ipd.).
Ima velik poudarek na varnosti, saj nima izrecnih kazalcev; izvaja se
znotraj peskovnika virtualnega stroja (angl. virtual machine sandbox ); posa-
mezne razrede, shranjene v paketih razredov, ločenih glede na izvor (lokalni
datotečni sistem, iz omrežja ipd.), sistem dinamično nalaga v virtualni stroj;
preprečuje dostop do prepovedanih objektov; določa, do katerih virov lahko
posamezni razredi dostopajo (npr. branje in/ali pisanje na disk).
Podpira dinamično nalaganje razredov, kar pomeni, da se razredi nalagajo
po potrebi, in proženje metod iz izvorne kode, prevedene iz drugih jezikov
(C, C++ ipd.), dinamično zbiranje in samodejno upravljanje s pomnilnikom
(zbiranje smeti).
Ker je v uporabi že veliko časa, ima veliko aktivnih uporabnikov ter
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javnih rešitev problemov. To pomeni veliko obstoječih vodičev za lažji
začetek ter obstoj velikega števila zunanjih knjižnic za lažji in hitreǰsi razvoj
lastnih aplikacij, kot tudi večje število programerjev, ki so spretni z njim.
[20, 24, 29, 1]
2.4.3 Go (t. i. Golang)
Programski jezik Go se je prvič pojavil leta 2007. Je jezik statičnih tipov s
sintakso, podobno jeziku C.
Celotna ideja, okoli katere je jezik Go razvit, je visoka zmogljivost in hiter
razvoj novih aplikacij, za kar nudi varnost tipov, zbiralca smeti, zmožnost
dinamičnih tipov, veliko naprednih vgrajenih tipov, kot so nizi s spremenljivo
dolžino in zemljevidi ključ-vrednost parov ipd.
Aplikacije, napisane v jeziku Go, se prevedejo neposredno v binarne
datoteke aplikacije, s podporo več operacijskih sistemov5 in arhitektur
procesorjev,6,7 z vsemi že vključenimi odvisnostmi, kar popolnoma odstrani
vse potrebe po nameščanju dodatnih izvajalnih okolij, v katerih se požene
aplikacijo. To zmanǰsa potrebne korake pri nameščanju in posodabljanju
aplikacij.
Oblikovalci jezika se odločno trudijo obdržati jezik preprost in hitro ra-
zumljiv. Njegova celotna specifikacija ima majhno število strani in nekaj
zanimivih odločitev glede podpore objektnega programiranja, ki vzdržuje
funkcije omejene, in priporoča idiomatičen način reševanja problemov – Raje
izbira kompozicijo namesto dedovanja, sistem tipov je eleganten in omogoča
dodajanje obnašanja brez prekomerno tesnega povezovanja delov. Držijo se
načela “Naredi več z manj”.
Priloženo ima izredno močno standardno knjižnico, razdeljeno po paketih,
ki vsebuje večino komponent, knjižnic, ki jih razvijalci pričakujejo od paketov
tujih ponudnikov pri ostalih programskih jezikih.8
5OS X, Linux, Windows, Android ipd.




Eno izmed področij, kjer se jezik Go še posebno izkazuje, je podpora
sočasnosti znotraj jezika samega. Primitivi sočasnosti v jeziku Go z im-
plementacijo rutin go (ang. goroutin) in kanalov (ang. channel) naredijo
razvoj programov s sočasnim izvajanjem neverjetno preprost, z zmožnostjo
maksimalnega izkoristka večjedrne arhitekture procesorjev ter učinkovitosti
delovnega pomnilnika.
Podobno kot pri jezikih dinamičnih tipov (JavaScript, PHP ipd.), nam
ni potrebno izrecno definirati tipa spremenljivke, saj bo njen tip prepoznal
prevajalnik sam.
Jezik Go omogoča dokumentiranje kode na istem nivoju kvalitete, kot je
dokumentirana standardna knjižnica in vgrajeni vmesniki API, že znotraj
jezika samega, privzeto.
Ker se s kazalci lahko odpravi veliko zapletov in so pomembni pri po-
stavitvi pomnilnika in grajenju nizko-nivojskih sistemskih orodij, so v jeziku
Go na voljo. A napačna uporaba kazalcev lahko tudi hitro vodi do drugih
zapletov.
Podobno kot jezik Java, tudi Go uporablja samodejni zbiralnik smeti,
s čimer razvijalcem pospeši razvoj aplikacij. Celoten sistem zbiranja smeti
zapakira v končno binarno datoteko, saj se ne izvaja v posebnem izvajalnem
okolju kot aplikacije jezika Java.
[19, 38, 27, 16, 22]
2.4.4 Primerjava programskih jezikov
Aplikacija, prevedena v strojno kodo, je zelo majhna, kar se dodatno po-
zna pri potrebah računalnǐstva v oblaku. Aplikacije, razvite v jeziku Go,
imajo manǰse zahteve po delovnem pomnilniku od jezika Java in JavaScript
(Node.JS), kar je vidno v tabeli 2.1, kjer ga porabi do 23 x manj (test fankuch-
redux) v primerjavi z jezikom Java.
Poraba pomnilnika ima velik pomen z uveljavitvijo arhitekture brez-strežnǐskih
aplikacij, saj ponudniki platforme obračunavajo glede na velikost razpoložljivega
delovnega pomnilnika. Manǰsi program tudi zniža čas hladnega zagona apli-
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kacij (glej poglavje 2.1.3).
Jezik Go ima najhitreǰse izvajanje navadnih operacij in obdelovanja po-
datkov, a za opravljanje specifičnih nalog potrebuje še dodatno optimizacijo
(tabela 2.1, prikazani rezultati različnih testov), kot so obratno dopolnjevanje
(angl. reverse complement), zamenjevanje ujemajočih se vzorcev (angl. regex
redux ), dostopanje do indeksiranih majhnih številskih nizov (angl. fannkuch
redux ), grajenje in uporaba binarnih dreves (angl. binary trees), posodablja-
nje razpršilnih tabel (angl. hashtable) in delo s k-nukleotidnimi nizi (angl.
k-nucleotide) v primerjavi s programskim jezikom Java [14].
V primerjavi z jezikom JavaScript in posledično sistemom Node.JS, je-
zik Go potrebuje le še dodatno optimizacijo algoritma za zamenjevanje uje-
majočih se vzorcev (angl. regex redux ), medtem ko se je v ostalih testih
odrezal veliko bolj uspešno. [15]
Jezik Čas (s) Pomn. CPE Obremenitev CPE
pidigits
Go 2.03 9,268 2.03 2% 0% 100% 1%
Java 3.09 39,996 3.26 3% 4% 99% 0%
Node.JS 14.27 62,488 14.31 0% 43% 58% 1%
mandelbrot
Go 5.50 30,972 21.81 100% 99% 99% 99%
Java 6.84 79,092 26.86 98% 99% 97% 99%
Node.JS 18.13 635,244 65.28 96% 86% 82% 97%
fasta
Go 2.07 3,492 5.77 83% 32% 83% 83%
Java 2.25 45,444 6.17 59% 85% 71% 61%
Node.JS 9.20 36,548 9.25 1% 100% 0% 1%
spectral-norm
Go 3.94 1,868 15.71 100% 100% 99% 100%
Java 4.19 36,904 16.36 99% 97% 98% 97%
Node.JS 15.81 31,412 15.81 0% 100% 1% 0%
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n-body
Go 21.19 1,432 21.19 0% 100% 1% 0%
Java 21.93 35,408 21.98 1% 0% 100% 1%
Node.JS 26.31 32,932 26.31 100% 0% 1% 0%
reverse-complement
Go 3.98 824,728 4.14 5% 22% 78% 5%
Java 3.26 701,644 7.50 49% 54% 48% 82%
Node.JS 16.98 1,124,896 18.49 26% 39% 33% 13%
fannkuch-redux
Go 18.07 1,432 72.01 100% 100% 100% 100%
Java 14.28 34,344 56.41 99% 99% 99% 98%
Node.JS 80.70 30,576 80.68 20% 0% 1% 80%
k-nucleotide
Go 11.98 157,488 45.08 94% 92% 93% 98%
Java 8.70 447,036 27.27 72% 73% 74% 75%
Node.JS 62.38 1,900,640 138.09 70% 97% 71% 80%
regex-redux
Go 29.12 400,104 60.97 56% 37% 62% 56%
Java 10.45 647,528 30.40 75% 83% 64% 70%
Node.JS 11.74 656,008 12.56 18% 16% 27% 47%
binary-trees
Go 26.94 483,196 105.56 98% 98% 98% 98%
Java 8.32 914,892 27.38 85% 76% 79% 91%
Node.JS 45.89 602,652 93.23 45% 51% 63% 45%
Tabela 2.1: Primerjava programskih jezikov [14, 15] v različnih testih.9Meri
se čas izvajanja, poraba delovnega pomnilnika in procesorja, ter procentualna





3.1 Zajem funkcionalnih zahtev aplikacije
Za čim bolǰso izbiro kombinacije arhitektur in tehnologij za razvoj aplikacije,
moramo najprej analizirati in definirati zahteve rešitve, ki jo želimo razviti.
V ta namen uporabimo diagrame UML za primere uporabe, z ustreznimi
pripovedmi uporabe (ang. Use Case Narrative) in scenariji (ang. Use Case
Scenario).
Ker razvijamo aplikacijo za računalnǐstvo v oblaku in je velika verjetnost,
da bomo uporabili že razvito podatkovno rešitev izbranega ponudnika, nad
katero nimamo veliko nadzora, je v pripravljenih diagramih uporaba podat-
kovnih sistemov upodobljena s samostojnimi “akterji”.
3.1.1 Uporabnik in uporabnǐski račun
Uporabniki se delijo na anonimne uporabnike in prijavljene uporabnike (slika 3.1).
Anonimni uporabniki si lahko, v kolikor ga še nimajo, registrirajo nov upo-
rabnǐski račun ali se prijavijo v obstoječega in postanejo prijavljeni uporab-
niki, ki lahko uporabljajo vse funkcionalnosti brez omejitev.
Prijavljeni uporabnik lahko poljubno ureja svoje podatke o svojem upo-
rabnǐskem računu. Z odjavo počisti vse podatke svojega uporabnǐskega




Uporabnik je torej lahko anonimen, v kolikor v aplikacijo ni prijavljen, ali























Slika 3.1: Uporabnik in upravljanje uporabnǐskega računa
Ime: Anonimen uporabnik
ID: U00
Opis: Vsak uporabnik aplikacije, ki ne uporablja lastnega uporabnǐskega
računa – nima registriranega računa in vanj ni prijavljen.
Predpostavke: uporabnik ni registriran
Predpogoji: uporabnik ni prijavljen
Začetek primera uporabe:
• uporabnik prične uporabljati aplikacijo
• uporabnik se odjavi iz uporabnǐskega računa
Prenehanje primera uporabe:
• uporabnik preneha uporabljati aplikacijo
• uporabnik se prijavi v svoj uporabnǐski račun
Po pogoji:
• če se je uporabnik prijavil, je uporabnik prijavljen





Opis: Vsak uporabnik aplikacije, ki je prijavljen v lasten uporabnǐski račun.
Predpostavke: uporabnik je registriran
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: uporabnik se prijavi v svoj uporabnǐski račun
Prenehanje primera uporabe:
• uporabnik se odjavi iz uporabnǐskega računa
• uporabnik preneha uporabljati aplikacijo
Po pogoji:
• če se je uporabnik odjavil, uporabnik ni prijavljen




Opis: Anonimen uporabnik si ustvari lasten račun za uporabo znotraj apli-
kacije.
Predpostavke: uporabnik ni registriran
Predpogoji: uporabnik ni prijavljen
Začetek primera uporabe: uporabnik odpre obrazec za registracijo


















Slika 3.2: Diagram primera poteka registracije uporabnika
Prenehanje primera uporabe:




• uporabnǐski podatki shranjeni v podatkovno bazo
• uporabniku poslana potrditvena e-pošta
• uporabnik je prijavljen
Preklic:
• v bazi ni nič shranjeno
• počisti začasne podatke
Ime: Prijava
ID: U03
Opis: Anonimen uporabnik se lahko prijavi v lasten registrirani račun za
uporabo znotraj aplikacije.
Predpostavke: uporabnik je registriran
Predpogoji: uporabnik ni prijavljen
Začetek primera uporabe: uporabnik odpre obrazec za prijavo
















Slika 3.3: Diagram primera poteka prijave uporabnika
Prenehanje primera uporabe:
• uporabnik prekliče prijavo
• prijava uspešna
Po pogoji: uporabnik je prijavljen




Opis: Prijavljen uporabnik lahko ureja lastni uporabnǐski račun znotraj apli-
kacije – lahko spremeni prikazano ime uporabnika ipd..
Predpostavke: -
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: uporabnik odpre stran za urejanje računa




















Slika 3.4: Diagram primera urejanja uporabnǐskega računa
Prenehanje primera uporabe: uporabnik zapre urejanje profila
Po pogoji: posodobljeni podatki shranjeni v podatkovno bazo
Preklic: brez sprememb v bazi
Ime: Odjava
ID: U05
Opis: Prijavljeni uporabnik se lahko odjavi iz uporabnǐskega računa znotraj
aplikacije.
Predpostavke: -
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: uporabnik izbere odjavo
Diagram primera uporabe: slika ??
Odjavi uporabnika
Slika 3.5: Diagram primera odjave uporabnika iz uporabnǐskega računa
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Prenehanje primera uporabe: odjava uspešna




Opis: Preveri, če je uporabnik prijavljen in ima pravico za dostop/urejanje




Začetek primera uporabe: uporabnik poskusi dostopati do zaščitene vse-
bine

















Slika 3.6: Diagram primera overjanja uporabnika
Prenehanje primera uporabe:
• uporabniku je nadaljnji dostop dovoljen
• uporabniku je nadaljnji dostop zavrnjen
Po pogoji:
• če je dostop zavrnjen, sporočeno uporabniku
• če uporabnik ni prijavljen, preusmeri na prijavo
































Slika 3.7: Diagram aplikacije za pisanje zgodb
Ime: Ogled uporabnikovih zgodb
ID: PZ00
Opis: Prikazuje seznam vseh že objavljenih zgodb prijavljenega uporabnika.
Predpostavke: -
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: odprta stran za pisanje zgodb

















Slika 3.8: Diagram primera ogleda uporabnikovih zgodb
Prenehanje primera uporabe:
• uporabnik izbere zgodbo
• zaprta stran za pisanje zgodb
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Po pogoji:
• če je uporabnik izbral zgodbo, je izbrana zgodba




Opis: Obrazec za ustvarjanje nove zgodbe uporabnika.
Predpostavke: -
Predpogoji:
• uporabnik je prijavljen
• uporabnik nima izbrane zgodbe
Začetek primera uporabe: klik na gumb za dodajanje zgodbe












Slika 3.9: Diagram primera dodajanja nove zgodbe
Prenehanje primera uporabe:
• nova zgodba uspešno dodana
• uporabnik zapre stran za dodajanje zgodbe
Po pogoji:
• zgodba dodana v bazo
• avtor zgodbe je prijavljen uporabnik




Opis: Upravljanje z izbrano zgodbo. Uporabnik lahko ureja podatke o
zgodbi ali zgodbo izbrǐse.
Predpostavke: -
Predpogoji:
• uporabnik je prijavljen
• uporabnik ima izbrano zgodbo
• uporabnik je avtor zgodbe
Začetek primera uporabe: izbrana uporabnikova zgodba


























Slika 3.10: Diagram primera upravljanja izbrane zgodbe
Prenehanje primera uporabe:
• uporabnik uspešno izbrǐse izbrano zgodbo
• uporabnik počisti izbrano zgodbo
• zaprta stran za pisanje zgodbe
Po pogoji:
• če uporabnik uredi zgodbo, posodobi v bazi
• če uporabnik izbrǐse zgodbo, izbrisana iz baze
Preklic: zgodba nedotaknjena v bazi
Ime: Pisanje (poglavij) zgodbe
ID: PZ03
Opis: Uporabnik pǐse zgodbo: pre-razvrščanje napisanih poglavij, urejanje




• uporabnik je prijavljen
• uporabnik ima izbrano zgodbo
• uporabnik je avtor zgodbe
Začetek primera uporabe: izbira zgodbe na strani za pisanje zgodb


















































Slika 3.11: Diagram primera pisanja poglavij zgodbe
Prenehanje primera uporabe:
• uporabnik počisti izbrano zgodbo
• uporabnik zapre stran za pisanje zgodbe
Po pogoji:
• če uporabnik spremenil vrstni red poglavij, popravljeno v bazi
• če uporabnik spreminjal obstoječe poglavje, popravljeno v bazi
• če uporabnik napisal novo poglavje, dodano v bazi
• če uporabnik izbrisal poglavje, izbrisano v bazi
Preklic: podatki v bazi nespremenjeni
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Slika 3.12: Diagram poteka branja zgodb
Ime: Ogled seznama zgodb
ID: BR00
Opis: Uporabnik s seznamom objavljenih zgodb omejenih z iskalnimi krite-
riji (žanri) ǐsče zanimive zgodbe za bodoče branje.
Predpostavke: -
Predpogoji: -
Začetek primera uporabe: odprta stran za brskanje zgodb




























Slika 3.13: Diagram primera iskanja zgodb na seznamu s kriteriji
Prenehanje primera uporabe:
• uporabniku izbere zgodbo
• uporabniku zapre stran za brskanje
Po pogoji: -
Preklic: -
Ime: Ogled zgodb v knjižnici
ID: BR01
Opis: Uporabnik s seznamom zgodb shranjenih v knjižnici hitreje nadaljuje
z branjem. Razviden napredek branja posamezne zgodbe.
Predpostavke: -
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: odprta knjižnica









Prikaži knjižnico Uporabnik izberezgodbo za branje
Slika 3.14: Diagram primera ogleda zgodb shranjenih v knjǐznici






Opis: Ogled profila avtorja neke zgodbe ali kritike. Uporabnik lahko vidi




• uporabnik je prijavljen
• izbran uporabnik
Začetek primera uporabe: odprt profil uporabnika



















































Slika 3.15: Diagram primera ogleda profila avtorja zgodbe/kritike

















































Slika 3.16: Diagram poteka branja zgodb
ID: Z00
Opis: Prikaz podrobnih informacij o zgodbi – poleg osnovnih informacij
(naslov, avtor, žanri, opis ipd.) tudi statistični podatki: število priljubljenih,
povprečna ocena iz kritik ipd.
Predpostavke: -
Predpogoji: izbrana zgodba
Začetek primera uporabe: uporabnik izbere zgodbo








Slika 3.17: Diagram primera ogleda podrobnosti zgodbe




Ime: Ogled kazala poglavij
ID: Z01
Opis: Uporabniku prikaže seznam objavljenih poglavij izbrane zgodbe. Upo-
rabnik lahko izbere poglavje, ki ga želi brati.
Predpostavke: odprt ogled zgodbe
Predpogoji: izbrana zgodba
Začetek primera uporabe: uporabnik izbere zgodbo
























Slika 3.18: Diagram primera ogleda kazala objavljenih poglavij zgodbe
Prenehanje primera uporabe: uporabnik zapre podrobnosti zgodbe
Po pogoji: -
Preklic: -
Ime: Dodaj v knjižnico
ID: Z02





Začetek primera uporabe: uporabnik želi dodati/odstraniti zgodbo v/iz
knjižnico/-e










Slika 3.19: Diagram primera shranjevanja zgodb v knjǐznici
Prenehanje primera uporabe: zgodba uspešno dodana/odstranjena v/iz
knjižnico/-e
Po pogoji: knjižnica v bazi posodobljena
Preklic: knjižnica v bazi nespremenjena
Ime: Dodaj med priljubljene
ID: Z03
Opis: Če je zgodba uporabniku močno všeč, jo lahko označi kot priljubljeno.
Predpostavke: -
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: uporabnik želi zgodbo označiti/odstraniti kot
priljubljeno







Slika 3.20: Diagram primera označevanja zgodbe kot priljubljeno
Prenehanje primera uporabe:
• uporabnik počisti izbrano zgodbo
Po pogoji:
• če označena kot priljubljena, ustrezno dodana v bazi
• če odstranjen izmed priljubljenih, ustrezno izbrisana v bazi
• lastnik oznake ‘priljubljeno’ je prijavljen uporabnik
Preklic: vnos v bazi nespremenjen
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Ime: Ogled kritik zgodbe
ID: Z04
Opis: Prikaz vseh napisanih uporabnǐskih kritik izbrane zgodbe.
Predpostavke: odprte podrobnosti zgodbe
Predpogoji: izbrana zgodba
Začetek primera uporabe: uporabnik izbere zgodbo






















Slika 3.21: Diagram primera ogleda vseh uporabnǐskih kritik zgodbe
Prenehanje primera uporabe: uporabnik zapre podrobnosti zgodbe
Po pogoji: -
Preklic: -
Ime: Pisanje kritike o zgodbi
ID: Z05
Opis: Obrazec za pisanje in objavo kritike o zgodbi.
Predpostavke: -
Predpogoji:
• uporabnik je prijavljen
• izbrana zgodba
Začetek primera uporabe: klik na gumb za pisanje kritike

























Slika 3.22: Diagram primera za pisanje uporabnǐske kritike o zgodbi
Prenehanje primera uporabe:
• kritika uspešno shranjena
• uporabnik zapre obrazec za pisanje kritike o zgodbi
Po pogoji:
• prijavljen uporabnik je avtor kritike
• kritika dodana v bazo
Preklic: nič dodanega v bazi
Ime: (Ne) strinjaj se s kritiko
ID: Z06
Opis: Uporabniku omogoča strinjanje ali nestrinjanje z izbrano kritiko.
Predpostavke: -
Predpogoji: uporabnik je prijavljen
Začetek primera uporabe: uporabnik se želi (ne) strinjati s kritiko
















Slika 3.23: Diagram primera (ne) strinjanja s kritiko
Prenehanje primera uporabe:
• uporabnik zapre ogled kritik
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Po pogoji:
• če dodeljeno (ne) strinjanje, ustrezno dodano v bazi
• če odstranjeno (ne) strinjanje, ustrezno izbrisano v bazi
• če spremenjeno strinjanje v nestrinjanje, ustrezno popravljeno v bazi
• če spremenjeno nestrinjanje v strinjanje, ustrezno popravljeno v bazi
• lastnik (ne) strinjanja je prijavljen uporabnik
Preklic: vnos v bazi nespremenjen









































Slika 3.24: Diagram poteka branja poglavja zgodbe
ID: P00
Opis: Uporabnik lahko bere poglavja izbrane zgodbe, med poglavji preska-





Začetek primera uporabe: uporabnik izbere poglavje zgodbe
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Slika 3.25: Diagram primera branja poglavja zgodbe
Prenehanje primera uporabe: uporabnik zapre branje poglavje zgodbe
Po pogoji: -
Preklic: -
Ime: Shrani trenutno brano poglavje
ID: P01
Opis: Shrani zadnje izbrano poglavje zgodbe uporabnika, za lažje kasneǰse
nadaljevanje z branjem te zgodbe.
Predpostavke: -
Predpogoji:
• uporabnik je prijavljen
• izbrana zgodba
• izbrano poglavje
Začetek primera uporabe: uporabnik izbere poglavje za branje











Slika 3.26: Diagram primera shranjevanja napredka branja zgodbe
Prenehanje primera uporabe: napredek branja zgodbe shranjen
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Po pogoji: napredek branja v bazi posodobljen
Preklic: napredek branja v bazi ostane nespremenjen
Ime: Prikliči trenutno brano poglavje
ID: P02




• uporabnik je prijavljen
• izbrana zgodba
Začetek primera uporabe: uporabnik želi nadaljevati z branjem











Slika 3.27: Diagram primera shranjevanja napredka branja zgodbe




3.2 Zajem nefunkcionalnih zahtev aplikacije
3.2.1 Uporabnost
Aplikacija mora biti uporabniku enostavna, prijazna ter intuitivna za upo-
rabo. Kjer je potreben odziv uporabnika, mora aplikacija to storiti učinkovito
v čim manǰsem številu korakov. V ta namen mora uporabnǐski vmesnik
upoštevati naslednje smernice:
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• obrazci z vmesnimi polji morajo biti ustrezno razdeljeni in imeti smi-
selno zaporedje, da ima uporabnik jasen pregled procesa zajema po-
datkov,
• preverjanje ustreznosti in pravilnosti vnesenih podatkov, kjer je to
mogoče,
• uporaba samodejnega izpolnjevanja ali izbire iz seznama ponujenih
možnosti, kjer je to mogoče,
• interakcija izvedena s čim manǰsim številom korakov,
• sporočila o napakah, obvestila o napredku ipd. so enotna,
• elementi (grafični gradniki) so oblikovani tako, da imajo v različnih br-
skalnikih in operacijskih sistemih podoben končni videz in enakovredne
funkcionalnosti,
• možnost hkratnega ogleda vsebine ogromnemu številu uporabnikov,
• uporaba smiselnih bližnjic, ki uporabnikom bistveno skraǰsajo čas dela,
• enostaven dostop do dokumentov s pomočjo bližnjic ali naslovov URL,
ki jih je preprosto deliti z drugimi uporabniki,
• kjer potrebno (in ni moteče), vsebuje namige za izpolnjevanje polj in
dodatna pojasnila bližnjic, ki se prikažejo na zahtevo uporabnika,
• obvezna polja so vizualno označena,
• ustvarjeni dokumenti uporabljajo enotno uro, neodvisno od uporabnǐskega
(odjemalnega) sistema,
• ustrezne grafične oznake zadev, elementov in dokumentov za lažje med-
sebojno razlikovanje,
• možnost skrivanja in prilagajanja gradnikov/komponent grafičnega upo-
rabnǐskega vmesnika.
Uporabnikove akcije povzročijo vidne (logične in prepoznavne) spremembe
na uporabnǐskem vmesniku. Ko orodje ni odzivno ali prenaša podatke v
ozadju, uporabnik to vidi (sprememba kazalca, potek postopka ...).
Velikost in podoba črk ustrezna za dobro vidljivost, berljivost in pre-
poznavnost teksta vsebine – uporabnik si lahko velikost črk sam ustrezno
prilagodi.
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Izpolnjevanje vnosnih obrazcev mora podpirati delo s tipkovnico:
• standardno delovanje ključnih tipk,
• smiselno prehajanje med polji s tipko Tab,
• smiselna obravnava posebnih tipk v gradnikih (npr. tipka Enter na
izbranem gumbu),
• hitra navigacija (smerne tipke za hitri prehod med dokumenti ipd.).
Uporabnǐski vmesnik mora ustrezati zahtevam odzivnega delovanja apli-
kacij – vmesnik se vedno prilagodi napravi, ki jo uporabnik uporablja. Pri-
lagojen mora biti za pravilno delovanje na mobilnih napravah, tablicah in
navadnim računalnikom.
3.2.2 Zanesljivost
Zaradi zahteve po točnosti podatkov za pravilno uporabo znotraj aplikacije
in hrambo v podatkovni bazi, morajo uporabljati enotno organizirane in
strukturirane podatkovne modele. To je potrebno zagotoviti z ustreznimi
varnostnimi in kontrolnimi mehanizmi, ki bodo omogočali, da so zahtevani
podatki celoviti in točni.
Zanesljivost delovanja z vidika uporabnika pri vnosih podatkov, mora za
spreminjanje, dodajanje in brisanje podatkov v bazi upoštevati:
• vnos podatkov vezan na registrirane uporabnike, kjer je to mogoče in
smiselno,
• preverjeni dolžina polj, podatkovni tip in oblika podatka,
• preverjanje pravic uporabnika za izvedbo poizvedbe,
• vključitev drugih kontrol (npr. javna dostopnost dokumenta ali dostop
dovoljen samo avtorju),
• odstranjevanje odvečnih presledkov na začetku in koncu polja.
Obravnava podatkov mora zagotoviti tudi celovitost podatkov in skrbeti,
da podatki niso neskladni, oziroma se neskladnosti čim hitreje odpravijo. V
primeru napak ali izpada sistema, mora rešitev podpirati sistem za prehod v
predhodno konsistentno stanje. Napake sistem ob pojavitvi samodejno zazna
in požene ustrezne alarme in opozorila.
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3.2.3 Zmogljivost in razširljivost
Čeprav bo rešitev na začetku uporabljalo zelo majhno število uporabnikov,
je potrebno upoštevati, da se bo to število v prihodnosti povečevalo. Razvita
rešitev mora zato biti načrtovana tako, da jo bo enostavno razširjati glede na
aktualno stanje števila uporabnikov brez negativnega vpliva na zmogljivost
sistema.
Načrtovana rešitev mora zagotavljati:
• nemoteno delovanje vsem uporabnikom,
• nemoteno izmenjavo podatkov z ostalimi informacijskimi sistemi, v ko-
likor je to opredeljeno v funkcionalnih zahtevah,
• podpirati mora istočasni dostop do istega dokumentov v bazi ogro-
mnemu številu uporabnikov,
• podpirati mora ogromno število istočasnega dodajanja dokumentov v
podatkovno bazo,
• sistem mora omogočati vsaj 99,5% razpoložljivost.
3.2.4 Nadgradljivost in modularnost
Rešitev mora biti načrtovana tako, da bo omogočala enostavno in hitro iz-
vajanje nadgradenj sistema. Arhitekturna in tehnična zasnova morata dovo-
ljevati enostavno dodajanje novih sklopov/modulov funkcionalnosti oziroma
rešitev, ki bi se pojavile iz potreb uporabnikov ob uporabi aplikacije, ter
vzdrževanje in izbolǰsevanje obstoječih.




4.1 Postavitveni načrt aplikacije
Načrtovana aplikacija je sestavljena iz grafičnega uporabnǐskega vmesnika
(kratica GUV, ang. Graphical User Interface ali kratica GUI )), ki se mora
izvajati v uporabnǐski napravi (t. i. odjemalni napravi – računalnik, tablica,
mobilni telefon ipd.). Ta preko svetovnega spleta komunicira z zalednim de-
lom aplikacije postavljenim v oblaku, od koder prejema in shranjuje podatke
preko ustreznega izpostavljenega vmesnika.
Ker mora aplikacija podpirati veliko število uporabnikov, je število istočasno-










Slika 4.1: Odjemalna naprava
Za čim bolǰso razširljivost zalednega dela aplikacije v prihodnosti, sistem
načrtujemo z uporabo mikro-storitvene, funkcijske in dogodkovno-vodene ar-
hitekture, katerih razdeljenost na funkcionalnosti aplikacije nam omogoča




Stroške zalednega sistema za obdobje nižjega števila uporabnikov lahko
občutno znižamo z uporabo brez-strežnǐske arhitekture, s čimer se izognemo
nepotrebnim stroškom aplikacije za izvajanje redkeje uporabljenih funkcio-
nalnosti aplikacije, hkrati pa so v primeru morebitne uporabe samodejno na
voljo, z manǰso časovno kaznijo. V primeru hitre rasti števila uporabnikov je
samodejno poskrbljeno.
Izpostavljeni vmesnik zalednega sistema prejema poizvedbe uporabnǐskega
vmesnika in jih ustrezno obdela. Skrbi za upravljanje s podatki v podatkov-
nih sistemih in datotekami v datotečnih shrambah, ki so nameščeni kot sa-
mostojni sistemi znotraj vsebnikov za virtualne stroje ali kot že pripravljene
rešitve ponudnika platforme za računalnǐstvo v oblaku. Glede na uporabnǐske
poizvedbe lahko vnose dodaja, ureja ali odstranjuje.
Navadno je nameščen kot mikro-storitev v vsebniku navideznega stroja,
katerega se, glede na zahteve aplikacije in števila uporabnikov, lahko istočasno
izvaja več instanc – hitro in enostavno, z uporabo brez-strežnǐske arhitekture
tudi samodejno, izbolǰsanje zmogljivosti aplikacije.
<<procesor>>









Slika 4.2: Vsebnik navideznega stroja z izpostavljenim vmesnikom
Z nefunkcionalnimi zahtevami smo predpisali, da mora razvita rešitev
podpirati in zagotavljati uporabo sistema velikemu številu uporabnikov, ki
lahko istočasno dostopajo do istih dokumentov v bazi in ustvarjajo veliko
število novih dokumentov. Neskladnost podatkov zaradi velike razširjenosti
je dovoljena, a mora biti čim hitreje odpravljena. Tem predpisom naj-
bolj ustreza podatkovna baza tipa NoSQL za shrambo dokumentov ali z
razširljivim relacijskim sistemom.
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Podatkovni sistem (slika 4.3) je zgrajen iz sistema za upravljanje po-
datkovne baze, množice programov namenjenih ustvarjanju, vzdrževanju in
nadzoru dostopa do podatkov v podatkovnih zbirkah, in podatkovne baze,
v katero se podatki shranjujejo. Nameščen je znotraj svojega vsebnika za
navidezni stroj kot mikro-storitev, s katerim je dosežena želena zmogljivost
za sočasnost dostopa večjega števila uporabnikov.
Pri računalnǐstvu v oblaku se velikokrat uporabi že pripravljeno rešitev
podatkovnih baz ponudnika platforme, ki namesto nas skrbi za pravilno delo-
vanje, nadgrajevanje in vzdrževanje sistemov. V ta namen ima večina ponu-
dnikov že vnaprej pripravljenih več različnih sistemov za shranjevanje podat-
kov v podatkovne baze, ki uporabljajo različne tehnologije za shranjevanje








Slika 4.3: Priblǐzek postavitve sistema za shranjevanje podatkov
Datotečni sistem (slika 4.4) je zgrajen iz sistema za upravljanje shrambe
datotek, množice programov namenjenih ustvarjanju, vzdrževanju in nadzoru
dostopa do datotek v datotečnih zbirkah, in shrambe datotek v katero se
datoteke shranjujejo.
Večino krat ponujen kot samostojna rešitev ponudnika platforme, saj
vsebniki navideznih strojev praviloma ne smejo shranjevati pomembnih da-









Slika 4.4: Priblǐzek postavitve sistema za shranjevanje datotek
Dogodkovni sistem (slika 4.5) je zgrajen iz sporočilnega sistema, v kate-
rega se pošiljajo ustvarjeni dogodki, ki se shranijo v tok dogodkov in ki se
zaporedno izvajajo – prvi prejet dogodek je prvi obdelan. Izvedeni dogodki
so posredovani ustreznim odjemalcem, ki posamezen dogodek obdelajo.
Tudi dogodkovni sistem je ponujen kot samostojna in že pripravljena
rešitev ponudnika platforme. Navadno globoko integrirana z vsemi rešitvami
izbranega ponudnika, ki za večino primerov samodejno ustvarjajo ustrezne







Slika 4.5: Priblǐzek postavitve dogodkovnega sistema
Brez-strežnǐske funkcije (slika 4.6) so sistem, zgrajen iz vsaj ene instance
za vsako funkcijo, ki jo izvajajo. Vsaka funkcija se izvede ob prejetju ustre-
znega dogodka iz dogodkovnega sistema in prejeti dogodek obdela. Kaj funk-
cija potrebuje za izvajanje je odvisno od funkcionalnosti, ki jo funkcija izvaja.
V primeru napake se dogodek lahko ponovno obdela, dokler napaka ni od-
pravljena (opcijska nastavitev).
Uporabnǐski vmesnik in izpostavljeni vmesnik nimata nobenega pregleda
nad funkcijami. So samostojni sistemi, ki se odzivajo zgolj na prejete dogodke
dogodkovnega sistema in obdelane podatke shranjujejo v podatkovne in/ali
Diplomska naloga 53
datotečne sisteme – izpostavljeni vmesnik lahko dostopa zgolj do končnih,












Slika 4.6: Vsebnik navideznega stroja za postavitev funkcij
Grafični uporabnǐski vmesniki v odjemalnih napravah se torej povezujejo
s podatkovnim vmesnikom zalednega sistema, ki glede na izvedene poizvedbe




































































Slika 4.7: Končen arhitekturni načrt aplikacije
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Ko je ustvarjen, posodobljen ali izbrisan vnos v podatkovnem sistemu
ali datoteka v datotečnem sistemu, ta ustvari ustrezen dogodek in ga s
sporočilnim sistemom pošlje dogodkovnemu sistemu, ki dogodek pošlje ustre-
znim prejemnikom.
Brez-strežnǐska funkcija od dogodkovnega sistema prejme ustrezen dogo-
dek in ga obdela, preden obdelani rezultat trajno shrani v podatkovni ali
datotečni sistem, od koder je na voljo preostalim sistemom.
4.2 Podatkovni modeli
Ker aplikacija hrani in obdeluje podatke, te moramo organizirati in jim pri-
praviti podatkovne strukture, da jih bomo lahko hranili v podatkovni bazi in
jih uporabljali znotraj aplikacije. Z ustreznimi podatkovnimi strukturami si
tudi lažje predstavljamo, kaj moramo znotraj aplikacije uporabniku prikazati













Slika 4.8: Podatkovni modeli uporabnika, * so obvezni podatki
Za vsakega uporabnika potrebujemo njegov unikatni ID (uid), s kate-
rim ga identificiramo (tudi znotraj sistema za overjanje) ter ostale podatke
za dopolnitev uporabnǐskega profila, kot je razvidno na sliki 4.8. Ker upo-
rabljamo podatkovno bazo tipa NoSQL, ki ne nujno podpira povezav med
podatki in kompleksneǰsih poizvedb, moramo pripraviti tudi skraǰsano obliko
uporabnǐskega profila, imenovan Meta Uporabnika na sliki 4.8, s potrebnimi
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Slika 4.9: Podatkovni modeli zgodb, * so obvezni podatki
Podatkovni modeli za zgodbe so ponazorjeni na sliki 4.9. Ker so žanri
vnaprej določeni, jih imamo shranjene v podatkovni bazi in jih uporabniki
ne morejo urejati. Zgodbe identificiramo z unikatnim poljem, imenovanim
id, s poljem javno pa določimo, ali je zgodba javna ali ne. Hitro lahko
zasledimo uporabo podvojenih podatkov o uporabniku (avtor), kjer hranimo
meta podatke o uporabniku in izbranih žanrih. S tem se izognemo ponovni,
ločeni poizvedbi v podatkovni bazi za iskanje ustreznih podatkov, v kolikor
nam izbrana baza ne omogoča kompleksneǰsih poizvedb.
Pripravljena sta tudi modela za osnovne podatke o zgodbi Meta Zgodbe
in statistiko zgodb, kjer hranimo, kdaj je bil dokument statistike posodobljen,
id posodobljene zgodbe, zaradi katerih smo posodobili statistiko, število jav-
nih zgodb (n), število vseh obstajajočih zgodb (nVse) in število izbrisanih
zgodb (nIzbrisane).
Vsaka zgodba ima tudi poglavja, ki jih bodo uporabniki brali – slika 4.10.
Vsako Poglavje ima pripadajoči unikaten id s katerim jih identificiramo, in
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polje javno, ki pove, ali je poglavje že objavljeno ali ne. Pripravljene imamo
tudi podatkovne strukture za osnovne podatke o poglavju (Meta Poglavja),





























Slika 4.10: Podatkovni modeli poglavij zgodb, * so obvezni podatki
Ker nekatere podatkovne baze NoSQL ne dovoljuje kompleksnih operacij
znotraj matrik (kot je shranjevanje strežnǐskega datuma znotraj podatkovne
strukture shranjene v matriki), je pripravljen tudi poseben podatkovni mo-
del za hranjenje seznama poglavij (Seznam Poglavij), kjer je ključ vsakega
poglavja tudi njegov indeks/zaporedje. Za lažjo uporabo znotraj aplikacije si
zato pomagamo z modelom Kazalo, kjer vse indekse pretvorimo v matriko,
s katero lahko iteriramo po seznamu poglavij.
Dokument s statistiko poglavij hrani število javnih (objavljenih) in za-
sebnih poglavij, seznam poglavij in naslednji indeks za seznam poglavij, kot
tudi morebitne dokumente, ki niso del zgodbe in morda vsebujejo dodatne
informacije o zgodbi.
Uporabniki lahko o zgodbah napǐsejo svoja mnenja (t. i. kritike) –
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slika 4.11. Kritike se identificirajo z vnosom id, ki je enak avtorjevi identi-
fikaciji uid. V statistiki kritik hranimo meta podatke o zgodbi, kateri so te
statistike namenjene, identifikacijo id posodobljene kritike, zaradi katere se
je posodobila statistika, skupne seštevke ocen posameznih kriterijev kritike in
število kritik samih, s pomočjo katerih izračunamo povprečno oceno vsakega
kriterija zgodbe. Skupne vsote so shranjene zaradi lažjega preračunavanja z




























Slika 4.11: Podatkovni modeli kritik zgodb, * so obvezni podatki
Ker ima vsak uporabnik lastno mnenje, mu je lahko zgodba všeč ali ne
(slika 4.12), kar velja tudi za kritike zgodb. S tem, ko uporabniki zgodbi
ali kritiki dajo ‘všeček’ (t. i. strinjanje) ali ‘ne-všeček’ (t. i. nestrinjanje),
ostale bralce opozorijo na vrednost, verodostojnost in ustreznost dela – lažne
kritike ali zgodbe, neustrezna tematika, dobri nasveti avtorju (v kritiki) ipd.
– ter s tem ostalim uporabnikom prihranijo čas.
Podatkovni model za ‘všeček’ mora biti identificiran z uporabnǐskim iden-
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tifikatorjem (uid) in mora hraniti vrednost ‘všečka’ (ali se strinja ali se ne).
Da lahko to oceno pokažemo uporabnikom, moramo imeti tudi statistiko










Slika 4.12: Podatkovni modeli ‘všečkov’, * so obvezni podatki
Da prijavljenim bralcem olaǰsamo nadaljevanje z branjem, moramo hra-
niti zadnje brano poglavje vsake zgodbe, slika 4.13. Znotraj dokumenta
Zgodovina določenega z identifikacijo uporabnika (uid) hranimo pod-dokumente
Zgodovina Zgodbe vsake zgodbe, ki jo je uporabnik kadarkoli bral. Ta pod-
dokument vsebuje meta podatke o zgodbi, identifikacijo zadnjega branega
poglavja poglavjeID, indeks zadnjega branega poglavja indeks (v kolikor
avtor odstrani poglavje, lahko bralcu predlagamo nadomestno) in vrednost










Slika 4.13: Podatkovni modeli zgodovine, * so obvezni podatki
S knjižnico (slika 4.14) prijavljenim uporabnikom omogočamo zaznamo-
vanje zgodb, ki jih želi še brati, bodisi ker čaka na nova poglavja, bodisi ker






Slika 4.14: Podatkovni modeli zgodovine, * so obvezni podatki
Uporabnǐske knjižnice ločimo z uporabnǐskim identifikatorjem uid in zno-
traj njih hranimo matriko vseh identifikatorjev zgodb id, ki si jih je ta upo-
rabnik shranil. Skupaj z zgodovino zgodbe lahko iz knjižnice bralca preu-





Za namestitev sodobne aplikacije v oblaku imamo na voljo več ponudnikov
platform1 in vsi nudijo podobne storitve z nekaj minimalnimi spremembami,
bodisi v cenah ali storitvah samih.
Sam sem se odločil za uporabo ponudnika Google Cloud Platform iz pre-
prostega razloga: časovno-neomejena brezplačna uporaba vseh storitev po-
trebnih za postavitev celotne aplikacije – nujno za manǰse, testne in učne
projekte.
Vsi trije ponudniki nudijo brezplačno uporabo Brez-strežnǐskih funkcij
(AWS Lambda, Azure Functions, Google Cloud Functions), ne pa Brez-
strežnǐskih aplikacij (Azure App Service, Google App Engine in Google Cloud
Run so brezplačni, Amazon AWS pa samo prvih 12 mesecev). Za vzposta-
vitev vmesnika HTTP API z uporabo brez-strežnǐskih funkcij potrebujemo
ustrezen prehod, ki klice na prehode HTTP pretvori v ustrezne dogodke, ki
poženejo želene funkcije. Žal je pri ponudniku Amazon AWS ta storitev (API
Gateway) plačljiva, če jo želimo uporabljati za več kot 12 mesecev. S tem
sem ponudnika Amazon AWS izločil.
Naslednja nujno potrebna storitev je podatkovna baza za shranjevanje
1Microsoft Azure, Amazon AWS, Google Cloud Platform,ipd.
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podatkov, ki jo ponudnika Amazon AWS (DynamoDB) ter Google Cloud
Platform (Cloud Firestore) nudita, pri Microsoft Azure (Cosmos DB in po-
datkovna baza SQL) pa je brezplačna le prvih 12 mesecev – zatem postane
plačljiva.
Prav tako je Google Cloud edini ponudnik, ki dovoljuje namestitev mikro-
storitev popolnoma brezplačno (omejena količina procesorskih enot). Micro-
soft Azure in Amazon AWS za uporabo vsebnikov zahtevajo doplačilo glede
na porabo, ko preteče prvih 12 mesecev.
Ker noben ponudnik ne nudi brezplačne tradicionalne baze SQL, v kolikor
je potrebna, si jo lahko brezplačno (pri ponudniku Google Cloud Platform)
namestimo kot samostojno mikro-storitev od poljubnega izdelovalca (Micro-
soft SQL, PostgreSQL, MySQL, ipd.), ki podatke hrani v datotečno shrambo
(pri ponudniku Google Cloud Platform je to Cloud Storage), dostop do katere
uredimo z uporabo sistemov za upravljanje z lokalnim omrežjem ponudnika
platforme, kot tudi nastavitev statičnega naslova IP (plačljiv) v kolikor je to
potrebno.
5.2 Podatkovni sistem
Med načrtovanjem arhitekture aplikacije (poglavje 4) smo analizirali, da
je najustrezneǰsa podatkovna baza NoSQL za shrambo dokumentov ali z
razširljivim relacijskim sistemom. Na podlagi podatkovnih modelov smo
strukturirali podatke, ki jih moramo v podatkovni bazi hraniti.
Ker v večini primerov potrebujemo zgolj manǰsi del podatkov iz izvor-
nega vnosa v bazi in bi velikokrat potrebovali kompleksneǰse poizvedbe, je
smiselna izbira podvajanja podatkov znotraj posameznih dokumentov za hi-
treǰse poizvedbe brez časovnih kazni, ki bi jih te zahtevale. Zato izberemo
bazo NoSQL za shranjevanje dokumentov.
Ponudnik platforme Google Cloud nam v ta namen nudi svojo brezplačno
rešitev Cloud Firestore kot del skupine storitev Firebase.
Baza Cloud Firebase ima močne lastnosti ACID razširljivih relacijskih
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sistemov, a ne dovoljuje kompleksnih poizvedb in povezav med podatki.
Vnosi v bazi so shranjeni kot dokumenti in vsak dokument in pod-dokument
ima lahko svoje, ločene skupine pod-dokumentov, ki so povsem neodvisni
od starševskega dokumenta – za dostop do njih vedno potrebujemo ločeno
poizvedbo.
5.3 Datotečni sistem
Za nalaganje datotek, kot so slike naslovnic zgodb, potrebujemo ločeno shrambo
za datoteke. V ta namen uporabimo brezplačno rešitev izbranega ponudnika
imenovano Cloud Storage, ki ga, kot Cloud Firestore, lahko uporabljamo kot
del storitve Firebase.
Datoteke so shranjene kot samostojne datoteke s poljubno imenǐsko struk-
turo.
5.4 Dogodkovni sistem
Dogodkovni sistem je poglavitni del celotne infrastrukture platforme izbra-
nega ponudnika. Delo z različnimi ponujenimi rešitvami samodejno ustvarja
ustrezne, če želimo ustvariti funkcionalnosti, ki se nanje odzivajo.
Za pošiljanje dogodkov se uporablja ponujena rešitev Pub/Sub, ki de-
luje po principu izdajateljev in naročnikov – izdajatelji ustvarjajo obvestila
(dogodke), naročniki se na obvestila naročajo.
Poleg samodejno-ustvarjenih dogodkov različnih ponujenih rešitev, lahko
s pomočjo uporabe dogodkovne rešitve Pub/Sub tudi sami ustvarjamo po-
ljubne dogodke za nadaljnjo uporabo znotraj razvite aplikacije.
5.4.1 Brez-strežnǐske funkcije
Za brez-strežnǐske funkcije ponudnik Google Cloud Platform nudi rešitev
Cloud Functions, za katere lahko uporabimo tehnologije programskih jezikov
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Node.JS (različice 8 in 10–beta), Python (različica 3.7.1) in Go (različice 1.11
in 1.13).
Ker so brez-strežnǐske funkcije obračunane glede na porabo virov (čas
izvajanja in velikost razpoložljivega pomnilnika), sem na podlagi primerjave
programskih jezikov (poglavje 2.4.4) izbral programski jezik Go, saj za veliko
večino aplikacij, po prevodu v strojno kodo, potrebuje opazno manj pomnil-
nika in je velikokrat močno bolj odziven.
Manǰsa prevedena strojna koda pomeni tudi bistveno nižji potrebni čas
za hladni zagon funkcije po dalǰsem obdobju neuporabe.
5.5 Zaledni sistem – izpostavljeni vmesnik API
Z uporabo rešitve Cloud Firestore ponudnika Google Cloud Platform se lahko
izognemo razvoju ločenih, izpostavljenih vmesnikov API in uporabimo in-
tegrirani sistem Firebase, ki združuje več samostojnih storitev znotraj ene
knjižnice za razvoj mobilnih, spletnih in strežnǐskih aplikacij.
Sistem Firebase vključuje in povezuje rešitve za podatkovno bazo Cloud
Firestore, rešitev za shrambo datotek Cloud Storage, rešitev Cloud Hosting
za streženje spletnega grafičnega vmesnika ali spletnih strani, oblačne funk-
cije (ang. Cloud Functions), pripomočke za strojno učenje ter razna orodja
za spremljanje delovanja aplikacije (napake, zdravje sistemov, testiranja de-
lovanja, ipd.), analizo uporabnikov aplikacije, in druge uporabne sisteme
(sporočilni sistemi, predvidevanje uporabe, sporočila znotraj aplikacije, kon-
figuracija aplikacije na daljavo, dinamične povezave, oglasi podjetja Google
za dodaten vir zaslužka ...)
Celotno zbirko ovija overjanje uporabnikov sistema Firebase, imenovan
Firebase Authentication, ki nudi celoten sistem za registracijo, prijavo in
upravljanje uporabnikov, z možnostjo prijave uporabnikov tujih ponudnikov
identitet specifikacije Odprti ID (ang. OpenID): Microsoft, Facebook, Goo-
gle, Play Games, Game Center, Twitter, GitHub, Yahoo, Apple ter registra-
cijo uporabnikov z uporabo e-pošte in gesla, telefonske številke ali anonimnih
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uporabnikov.
Za dodatne funkcionalnosti, kot je uporaba prejetih žetonov za avtoriza-
cijo njihovih pripadajočih vmesnikov API (npr. posodobitev stanja na strani
Facebook) moramo ob prijavi uporabnika s tujimi ponudniki identitet Odprti
ID zaprositi za ustrezne pravice in zatem v zalednem sistemu začasni žeton
povǐsati v trajni (drugače mora uporabnik vsakič znova avtorizirati pripa-
dajoči vmesnik API s svojim originalnim, obstoječim računom), preden ga
lahko sami shranimo v bazo za kasneǰso uporabo. Za takšen sistem bi lahko
pripravili ustrezno mikro-storitev, bodisi brez-strežnǐsko ali ne.
5.6 Grafični uporabnǐski vmesnik
Za grafični uporabnǐski vmesnik bomo razvili spletno aplikacijo z uporabo
ogrodja Angular 8, ki za razvoj uporablja programski jezik TypeScript (stroga
sintaktična nadgradnja jezika JavaScript), jezik za označevanje nadbesedila
(ang. Hyper Text Markup Language, HTML) in jezik SASS (ang. Syntacti-
cally Awesome Style Sheets), ki se prevede v jezik kaskadnih stilskih predlog
(ang. Cascading Style Sheets, CSS) in tehnologijo Node.JS za testiranje in
streženje aplikacijskih datotek.
Oblikovno bo aplikacija zasnovana po predpisih Material Design z upo-
rabo knjižnice za Angular imenovane Angular Material. S tem aplikaciji za-
gotovimo ustreznost mednarodno priznanim standardom za dobro berljivost
besedila ter porazdeljenost in videz posameznih gradnikov znotraj aplikacije,
skupaj temami narejenimi po meri, med katerimi lahko uporabnik poljubno
izbira in so s tem zadovoljene zahteve o uporabnosti znotraj nefunkcionalnih
zahtev.
Komunikacijo z zalednim vmesnikom API znotraj uporabnǐskega vme-
snika vzpostavimo s knjižnico Firebase in njeno razširitvijo za ogrodje An-
gular imenovano Angular Fire, s katerimi je mogoče razviti aplikacijo, ki se
na spremembe v podatkovni bazi odziva v skoraj realnem času s prijavo na
dogodke sprememb, kar omogoča zadovoljivost nefunkcionalnih zahtev apli-
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kacije o uporabnosti – odzivnost aplikacije.
Za postavitev končne aplikacije bomo uporabili ponujeno rešitev ponu-
dnika Google Cloud Platform imenovano Firebase Hosting, namenjeno streženju
spletnih aplikacij, statične in dinamične vsebine ter mikro-storitev.
Tudi rešitev Firebase Hosting je del skupine rešitev Firebase.
Poglavje 6
Razvoj aplikacije
6.1 Vzpostavitev razvojnega okolja
6.1.1 Namestitev potrebnih programskih orodij
Orodja programskega jezika Go
Za razvoj v programskem jeziku Go moramo namestiti ustrezna orodja in
prevajalnik.
To storimo s preprostim prenosom namestitvenega paketa iz spletne strani
Golang1 ter sledenjem navodil s strani, na katero nas usmerjajo.2
Za namestitev vseh potrebnih orodij imamo na voljo namestitveni pa-
ket MSI, ki nam vse potrebne nastavitve operacijskega sistema nastavi sa-
modejno, ter stisnjeno datoteko ZIP, kjer moramo ročno nastaviti določene
okoljske spremenljivke, da bodo vsa orodja vedno na voljo, ko jih potrebu-
jemo, tudi iz ukazne vrstice.
Orodje Git za nadzor različic kode
Za lažje timsko delo, vzdrževanje aplikacije in nadziranje različic izvorne kode





prenesemo iz uradne spletne strani orodja3 in med namestitvijo nastavimo
želene nastavitve uporabe.
Za ustrezne podatke o prijavi program zaprosi, ko jih potrebuje (npr.
prenos spletnega repozitorija v lokalno okolje).
Ogrodje Angular
Za uporabo ogrodja Angular moramo najprej namestiti orodje Node.JS. To
najpreprosteje naredimo s prenosom namestitvenega paketa za ustrezen ope-
racijski sistem z uradne spletne strani Node.JS.4
Ko je namestitev zaključena, lahko v ukaznem pozivu poženemo ukaz za
namestitev ogrodja Angular:
npm install -g @angular/cli
Google Cloud SDK
Google Cloud SDK je zbirka osnovnih orodij, potrebnih za delo z Google
Cloud Platform. Vsebuje orodja gcloud, gsutil in bq, ki jih lahko upora-
bljamo za dostop do storitev Google Compute Engine, Google Cloud Storage,
Google BigQuery in ostalih izdelkov ter storitev preko ukazne vrstice. Orodja
lahko poganjamo interaktivno ali znotraj avtomatiziranih skript [34].
Orodje gcloud omogoča dostop do storitev za grajenje in nameščanje
aplikacij na platformo Google Cloud Platform, kot tudi prenos raznih lokalnih
emulatorjev za testiranje aplikacij brez, oziroma z omejeno uporabo spletnih
storitev.
Za namestitev orodij CloudSDK so nam za večino primerov uporabe po-
nujeni interaktivni namestitveni paketi, ki jih prenesemo z njihove spletne
strani.5
Po uspešni namestitvi lahko znotraj ukazne vrstice poženemo ukaz gcloud





namestiti, in imajo ustrezne identifikacije ID.
Nova orodja se namestijo z uporabo ukaza gcloud components install
ID in odstranijo z ukazom gcloud components remove ID.
Vsa nameščena orodja se posodobi z ukazom gcloud components update.
Za uporabo storitev za delo s storitvami Cloud Functions in App Engine
za postavljanje aplikacij, napisanih v programskem jeziku Go, je potrebno
namestiti naslednje komponente:
• Cloud SDK Core Libraries
• Cloud Storage Command Line Tool
• App Engine Go Extensions - za aplikacije v programskem jeziku Go
Orodja Firebase
Orodja Firebase najlažje namestimo iz ukaznega poziva z ukazom:
npm install -g firebase-tools
Ko so orodja nameščena, se moramo še prijaviti, kar storimo z ukazom:
firebase login
Ukaz nam odpre okno v brskalniku, kamor se prijavimo s svojim računom
za platformo Google Cloud.
6.1.2 Priprava projekta
Priprava uporabnǐskega računa pri GCP
Pred začetkom postavitve datotečne strukture projekta, je potrebno v konzoli
GCP pripraviti potrebne nastavitve in projekt sam za kasneǰse nemoteno
delovanje, da se tako izognemo marsikateri napaki, do katere lahko pride
zaradi nepravilnih nastavitev pravic računov. To najlažje storimo s sledenjem
njihovi dokumentaciji.
Najprej je potrebno omogočiti vmesnika API za storitev Google Cloud
Build [33]. Pripravimo nov projekt ali izberemo že obstoječega s pomočjo
strani “Manage Resources Page”6 in se prepričamo, da ima vključene nasta-
6https://console.cloud.google.com/cloud-resource-manager
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vitve za zaračunavanje.7 Sedaj lahko omogočimo vmesnik API za storitev
Google Cloud Build.8
Da bo Google Cloud Build lahko namestil prevedeno kodo, je potrebno
omogočiti vmesnike API za storitve, ki jih želimo uporabiti – storitev App
Engine, za namestitev mikro-storitev, in storitev Compute Engine, za name-
stitev Brez-strežnǐskih funkcij. To storimo z obiskom knjižnice vmesnikov
API,9 kjer:
• Izberemo projekt, ki mu želimo vključiti vmesnike API (v primeru opo-
zorila, da le-ta ni izbran)
• Odpremo knjižnico vmesnikov API, ki so nam ponujeni s klikom na
gumb “Enable APIs and Services”
• Izberemo kategorijo “Compute”
• Omogočimo vmesnika API za “App Engine Admin API” ter “Compute
Engine API”
Nadaljujemo z dodelitvijo pravic storitvi Google Cloud Build za upravlja-
nje s sredstvi (za izbran projekt), kar mu bo omogočilo namestitev prevedene
aplikacije/programa na želeni storitvi. To storimo z obiskom strani “IAM”,10
kjer na seznamu poǐsčemo člana z naslovom oblike XX...X@cloudbuild.
gserviceaccount.com. Dodatne vloge mu dodamo s klikom na gumb “Add
Another Role” in na seznamu vlog izbiro “App Engine Admin” ter drugič







11Ker so Brez-strežnǐske Funkcije za programski jezik Go ob začetku pisanja te diplome
bile še v razvoju alfa, sem moral napraviti precej dodatnih korakov za pridobitev dostopa
do njihove uporabe in pridružitve testni skupini.
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Varovanje občutljivih podatkov
Pri razvoju aplikacij velikokrat ne želimo uporabljati javnih repozitorijev za
izvorno kodo, temveč raje uporabimo zasebne rešitve. Če želimo storitvam
Google Cloud omogočiti dostop do naše kode, da jo bodo lahko prevedli,
moramo vzpostaviti varen dostop do nje. Ponudnik Google Cloud v ta na-
men nudi storitev imenovano Cloud KMS. Uporaba te storitve nam omogoča
šifriranje tako podatkov znotraj datotek, kot tudi manǰsih podatkov kot so
okoljske spremenljivke.
Z okoljskimi spremenljivkami lahko vzpostavimo dostope do raznih stori-
tev z občutljivimi podatki, kot so dostopi do podatkovnih baz, zasebnih re-
pozitorijev, zasebnih storitev za shranjevanje datotek ipd., ali pa za hrambo
skrivnosti, ki jih uporabljamo za šifriranje uporabnǐskih podatkov, kot so
njihova gesla.
Uporabo storitve Cloud KMS omogočimo z uporabo navodil na voljo v
dokumentaciji [31]:
• Izberemo projekt, kateremu želimo omogočiti uporabo storitve Cloud
KMS.
• Omogočimo zaračunavanje za storitve GCP (uporaba je brezplačna,
samo nastavitev mora biti nastavljena), kar storimo s sledenjem doku-
mentacije [32]:
• Obisk strani “Google Cloud Platform Console”12
• Iz seznama izberemo projekt, za katerega želimo omogočiti zaračunavanje
• Odpremo levi stranski meni konzole in izberemo “Billing”
• Kliknemo na “Link a billing account”
• Izberemo račun za zaračunavanje (ali ustvarimo novega, v kolikor
ta ne obstaja) ter ga trajno določimo s klikom na “Set account”






Sedaj moramo storitvi Cloud Build dodeliti še dostop do vmesnika API za
dešifriranje občutljivih podatkov, šifriranih z uporabo storitve Cloud KMS,
za kar imamo dve možnosti glede na želeni način uporabe:
• Dodelitev pravic za uporabo zgolj določenih ključev
Obǐsčemo stran “IAM”,14 kjer na seznamu poǐsčemo člana z naslovom
oblike XX...X@cloudbuild.gserviceaccount.com ter ta celoten na-
slov kopiramo v odložǐsče.
Sedaj obǐsčemo stran za upravljanje s šifrirnimi ključi “Cryptographic
Keys”,15 kjer izberemo obroč ključa (ang. key ring) ali ustvarimo no-
vega, v kolikor ta še ne obstaja, ga/jih obkljukamo na desni strani
imena ter v desnem meniju izberemo oddelek za upravljanje z dovo-
ljenji (ang. Permissions), izpolnimo polje za dodajanje članov (ang.
Add members) ter prilepimo naslov člana Cloud Build. Na seznamu
vlog izberemo “Cloud KMS CryptoKey Decrypter” ter kliknemo dodaj
(ang. Add).
• Dodelitev pravic za uporabo vseh ključev To storimo na podoben
način kot smo to enkrat že storili in sicer z obiskom strani “IAM”,16
kjer na seznamu ponovno poǐsčemo člana z naslovom oblike XX...X@
cloudbuild.gserviceaccount.com ter mu dodelimo vlogo za uporabo
storitve Cloud KMS za dešifriranje podatkov. Dodamo novo vlogo, na
seznamu poǐsčemo vlogo z imenom “Cloud KMS CryptoKey Decrypter”
ter spremembe shranimo.
Priprava repozitorija Git
Za hrambo projekta in nadzor različic kode z uporabo orodja git, si moramo
izbrati ponudnika spletnih repozitorijev storitve Git. Ponudnikov je več.
V vmesniku ponudnika se prijavimo, ustvarimo nov repozitorij ter shra-






Pripraviti moramo lokalno različico repozitorija, kjer bomo imeli direkten do-
stop za dodajanje, urejanje in odstranjevanje izborne kode s poljubnim orod-
jem. Spremembe v lokalnem repozitoriju potisnemo v repozitorij izbranega
ponudnika storitve Git kot novo različico, hkrati pa nam hrani zgodovino
sprememb.
Ob uporabi ponudnika Github je postopek preprost. Odpremo priljubljeni
vmesnik za ukazno vrstico,17 odpremo imenik, kjer želimo ustvariti lokalni
repozitorij Git, ter poženemo ukaz git clone <URL>, kjer izraz <URL> za-
menjamo z ustreznim naslovom URL spletnega repozitorija. V kolikor sistem
vpraša po prijavnih podatkih, jih je potrebno ustrezno vnesti.
Ko se vsi ukazi uspešno zaključijo, odpremo novonastali imenik.
Testiranje komunikacije med lokalnim in spletnim repozitorijem
Za preprosto testiranje delovanje spletnega repozitorija lahko ustvarimo da-
toteko README.md, v katero vnesemo kraǰsi opis namena projekta. Spre-
membe v datoteki shranimo, izvedemo ukaz git add README.md za dodaja-
nje datoteke v delovno drevo repozitorija, ukaz git commit -m ‘‘datoteka
readme’’ za uveljavitev sprememb ter nazadnje spremembe potisnemo v
strežnik z ukazom git push origin.
V kolikor sistem vpraša po prijavnih podatkih, jih je potrebno ustrezno
vnesti.
V primeru uspeha si rezultat ogledamo na strani za pregled spletnega
repozitorija ponudnika – pojavila se je nova datoteka z ustrezno vsebino.
6.2 Struktura projekta in aplikacije
Za razvoj aplikacij z uporabo ogrodja Angular se svetuje uporaba modular-
nega načrtovanja in strukturiranja aplikacije – tudi ena izmed nefunkcional-
17Windows: CMD, Git BASH (MinGW), Windows PowerShell
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nih zahtev –, kjer se kompleksno aplikacijo razdeli na prilagodljive module
glede na funkcionalnosti, ki jih mora opravljati. S tem je projekt bolje organi-
ziran in pripravljen za več-ekipno porazdelitev dela, kjer je vsaka ekipa lahko
zadolžena za določeno funkcionalnost in se njeno delo ne križa z delom ostalih
ekip. Če pride do napake v delovanju določene funkcionalnosti aplikacije, je
iskanje napake hitreǰse zaradi manǰse prepletenosti med funkcionalnostmi.
Modularna struktura aplikacije olaǰsa razvoj razširljivih aplikacij, kate-
rih moduli so preprosti za vzdrževanje in ponovno uporabo (tudi v drugih
projektih, ki potrebujejo podobno funkcionalnost). Olaǰsa tudi migracijo
večjih in kompleksneǰsih monolitnih aplikacij na sodobne platforme in bolǰso
organiziranost projekta za razvojne ekipe.
Pri spletnih aplikacijah nam modularen pristop k razvoju aplikacije omogoča,
da uporabniku ni potrebno takoj prenesti celotne aplikacije, temveč si naj-
prej prenese jedro, ostale module pa v ozadje šele, ko jih potrebuje. S tem
zmanǰsamo potreben čas za prenos in zagon aplikacije pri uporabniku brez
prenašanja nepotrebnih modulov, dokler jih uporabnik ne resnično potrebuje.
Takšnemu pristopu in načrtovanju aplikacije pravimo tudi modularna ar-
hitektura (ang. Modular Architecture). [4, 25, 26]
Z uporabo modularne arhitekture aplikacijo že pred opredelitvijo funkcio-
nalnosti razdelimo na 3 dele: jedro, funkcionalne module in skupne gradnike.
V jedru (jedrnem modulu: core) razvijemo vse funkcionalnosti, ki so
nepogrešljive za delovanje aplikacije: sistem za overjanje (prijava in odjava
uporabnikov), globalne gradnike, ki se statično uporabljajo skozi celotno apli-
kacijo (glava in noga strani, bližnjice za prilagoditev strani, stranski meni),
pomočnike za uvoz posameznih funkcionalnosti večjih knjižnic za bolǰso pre-
glednost (ločeni pomočniki za uvoz gradnikov iz knjižnice Angular Material in
Angular Fire) in servise za komunikacijo z zalednim sistemom ali podatkovno
bazo.
V modulu za skupne gradnike (skupni modul: shared) razvijemo funkci-
onalnosti, ki jih znotraj projekta in ostalih modulov večkrat vključujemo. To
so gradniki za prikazovanje ocen, prilagojena vnosna polja (ocene zgodb, ure-
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jevalnik besedil ipd.), direktive za ponavljajoče se funkcionalnosti gradnikov,
podatkovne modele in prilagojeni validatorji podatkov (npr. v matrikah).
Znotraj mape moduli hranimo implementacije posameznih funkcionalno-
sti, ki jih naša aplikacija nudi. V našem primeru je to modul za brskanje
po zgodbah, modul za knjižnico zgodb, modul za branje zgodb, modul za
rokovanje z uporabniki ter modul za delavnico (pisanje zgodb).
6.3 Uporabnǐski vmesnik
6.3.1 Jedrni modul
Razvoj uporabnǐskega vmesnika začnemo s pripravo glave in noge strani, ki
bosta prisotni na vsaki strani.
Poglavitni namen aplikacije je branje, zato želimo čim večjo preglednost
in nenasičenost zaslona. Na podlagi tega v glavi vključimo samo ime strani
(slika 6.1, aNovels), gumb za preklop stranskega menija (slika 6.1, levo
od imena strani) in gumb za odprtje menija z uporabnǐskimi bližnjicami
(slika 6.1, skrajno desno), katerega ikona uporabniku jasno oznanja, ali je
prijavljen ali ne. V kolikor uporabnik ni prijavljen, se mu prikažejo povezave
za prijavo (ang. Login) in registracijo (ang. Register). Če je prijavljen, ima
možnost ogleda svojega uporabnǐskega profila (ang. My profile), odjavo (ang.
Log out) in povezavo do delavnice (ang. Workshop).
Noga strani je preprosta in vsebuje samo obvestilo o avtorskih pravicah
z letom izdaje in imenom avtorja.
Slika 6.1: Glava strani z uporabnǐskim menijem
76 Armin Makovec
Ker uporabljamo minimalno glavo strani zaradi preglednosti, moramo
pripraviti tudi stranski meni, ki vsebuje bližnjice do vseh glavnih funkcio-
nalnosti aplikacije. Prednost njegove uporabe je, da ima uporabnik zbrane
vse povezave na enem mestu s preprostim dostopom, hkrati pa ga lahko
preprosto izklopi z gumbom v glavi.
V mobilnem načinu spletne aplikacije je stranski meni lahko samo skrit
(slika 6.2, prvi zajem) ali odprt. Ko je odprt, delno prekriva vsebino in
preostali del strani zatemni, da je bolj izrazit (slika 6.2, drugi zajem). Na
večjih zaslonih je stranski meni lahko skrit (slika 6.2, tretji zajem), odprt in
minimiziran (slika 6.2, četrti zajem) ali odprt in maksimiran (slika 6.2, peti
zajem).
Slika 6.2: Različna stanja stranskega menija aplikacije
Za dodatno izbolǰsanje uporabnǐske izkušnje z aplikacijo, uporabnikom
nudimo še dodatno prilagodljivost videza z gumbom (slika 6.3, prvi zajem),
nameščenim v spodnjem desnem kotu aplikacije, ki prikaže gumbe za možne
prilagoditve videza.
Skrajno levi gumb (slika 6.3, drugi zajem, slikarska paleta) krožno pre-
klaplja med ponujenimi temami aplikacije: indigo (slika 6.3, drugi zajem)
in purple (slika 6.3, tretji zajem).
Naslednja dva gumba prilagajata velikost pisave (levi Tt pomanǰsa, desni
tT poveča) tekst v aplikaciji za 5% osnovne velikosti (odvisno od naprave,
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navadno 16 pik).
Zadnji gumb (slika 6.3, tretji zajem: luna, četrti zajem: sonce) preklopi
med nočnim in navadnim videzom izbrane teme aplikacije za manǰsi napor
oči pri branju v slabše osvetljenem okolju.
Slika 6.3: Blǐznjice za prilagajanje uporabnikove izkušnje s stranjo
Z osnovno predlogo postavitve in nastavitvami aplikacije, ki jih moramo
na vseh nadaljnjih straneh aplikacije spoštovati, ko so zaključene, pripravimo
sisteme in strani, namenjene overjanju uporabnikov. Slika 6.4 na levi strani
prikazuje končni videz strani za prijavo uporabnika s ponujenima dvema
možnima načinoma prijave: uporaba e-pošte (ang. e-mail) in gesla ali preko
izbranih tujih ponudnikov storitve Odprti ID.18 (ang. OpenID)
Slika 6.4: Strani za prijavo in registracijo uporabnika
18Ponujena ponudnika Google in Facebook
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Če se uporabnik želi prijaviti z e-pošto in geslom in nima še ustvarjenega
računa, ga povezava za registracijo (ang. Register) preusmeri na stran, kjer
si lahko ustvari nov uporabnǐski račun. Končni videz strani za registracijo je
prikazan na sliki 6.4 na desni strani.
6.3.2 Modul delavnice
Vsak uporabnik, ki želi začeti pisati lastno zgodbo, najprej odpre delavnico
(slika 6.5) s seznamom vseh svojih zgodb. S klikom na gumb za dodajanje
(ang. Add) je preusmerjen na stran za kreiranje nove zgodbe (slika 6.6),
s klikom na zgodbo iz seznama, se mu odpre stran za njeno upravljanje
(slika 6.7).
Slika 6.5: Delavnica, osnovna stran (levo večji, desno mobilni zaslon)
Za uspešno kreiranje zgodbe (slika 6.6), mora uporabnik vnesti naslov
zgodbe (ang. Title), pripraviti kratek opis zgodbe (ang. Description), izbrati
žanre (ang. Genres), navesti ključne besede (ang. Tags), povezane z zgodbo
in se odločiti, ali želi zgodbo narediti javno dostopno z objavo ali zasebno
(ang. Publish). Svoj vnos potrdi s klikom na gumb za kreiranje zgodbe (ang.
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Create Novel) ali prekliče s klikom na povezavo za preklic (ang. Cancel).
Slika 6.6: Delavnica, dodaj zgodbo (levo večji, desno mobilni zaslon)
Uporabnik lahko izbrani zgodbi (slika 6.7) poljubno ureja naslov, opis,
žanre in ključne besede s klikom na gumb za urejanje (ikona: svinčnik), ki
mu odpre pojavno okno s potrebnim obrazcem (slika 6.8 za urejanje žanrov),
gumbom za potrditev (ang. Ok) in preklic (ang. Cancel) sprememb. V
kolikor želi zasebno zgodbo objaviti ali objavljeno zgodbo narediti zasebno,
ji stanje lahko preklopi z nastavitvijo objavljenosti (ang. Published).
Gumb za dodajanje poglavja (ang. + Chapter) uporabnika preusmeri na
stran za dodajanje/urejanje poglavja (slika 6.9), gumb za predogled zgodbe
(ang. View) uporabnika preusmeri na javno stran s podrobnostmi zgodbe
(slika 6.10), gumb za brisanje zgodbe (ang. Delete) pa izbrǐse zgodbo iz
podatkovne baze.
Pod podatki o zgodbi sta zavihka z objavljenimi poglavji (ang. Chapters)
in objavljenimi kritikami (ang. Reviews) izbrane zgodbe.
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Slika 6.7: Delavnica, izbrana zgodba (levo večji, desno mobilni zaslon)
Slika 6.8: Delavnica, pojavno okno za urejanje žanrov
Privzeto je prikazana vsebina zavihka z objavljenimi poglavji, razvrščenimi
po padajočem vrstnem redu. S klikom na ime poglavja ali gumb za urejanje
(levi vijolični gumb, ikona: svinčnik) je uporabnik preusmerjen na stran za
dodajanje/urejanje poglavja (slika 6.9) in ima vse obstoječe podatke avto-
matsko vnesene za hitro urejanje. Drugi gumb (desni vijolični gumb, ikona:
oko) preklopi neobjavljeno poglavje v objavljeno in obratno, tretji, rdeči
gumb (ikona: smetnjak) izbrano poglavje izbrǐse iz podatkovne baze. Za
preureditev vrstnega reda poglavij uporabnik klikne na držalo za premikanje
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(ikona: šest pik, dva stolpca po tri pike) in jo povleče na želeno mesto, kjer
klik spusti.
Prikaz kritik je identičen kot na javni strani s podrobnostmi o zgodbi
(glej poglavje 6.3.3) – več v nadaljevanju.
Na strani za dodajanje/urejanje poglavja, mora uporabnik vnesti naslov
poglavja (ang. Chapter Title) in vsebino poglavja. Določi lahko, ali želi
poglavje narediti javno (ang. Public) ali ne. Vnos potrdi s klikom na gumb
za shranjevanje (ang. Save) ali zavrže s klikom na gumb za preklic (ang.
Cancel).
Slika 6.9: Delavnica, dodaj/uredi poglavje (levo večji, desno mobilni zaslon)
6.3.3 Modul za zgodbe
Da lahko uporabnik presodi, ali bo zgodbo začel brati ali ne, mora imeti na
voljo čim več podrobnih informacij o zgodbi.
Že na vrhu strani (slika 6.10) so prikazani žanri izbrane zgodbe in njen
naslov ter takoj pod njimi avtor s povezavo na avtorjev uporabnǐski profil
(glej poglavje 6.3.6), datum kreiranja zgodbe, število že objavljenih poglavij
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(na sliki 6.10 številka 13) in preračunana hitrost objavljanja novih poglavij
na teden (ikona: statistična puščica, ang. chs / week).
Slika 6.10: Podrobnosti zgodbe (levo večji, desno mobilni zaslon)
Sledi glavna predstavitev zgodbe z naslovno sliko, pod katero je statistika
uporabnǐskih mnenj o zgodbi in opisom/povzetkom zgodbe ter ključnimi be-
sedami.
Statistiko uporabnǐskih mnenj o zgodbi sestavljajo:
• Število kolikokrat označena za priljubljeno (ikona: srce)
• Število vseh objavljenih kritik (ikona: zvezda v krogu)
• Povprečna ocena zgodbe in njene ideje (ikona: vijuga)
• Povprečna ocena stila pisanja avtorja (ikona: čopič)
• Povprečna ocena osebnosti likov (ikona: dve figurici)
• Povprečna ocena razvitost sveta (ikona: planet)
• Povprečna ocena slovnice in strukture (ikona: diplomski klobuk)
Uporabnik lahko prične z branjem zgodbe neposredno s prvim poglav-
jem ob kliku na gumb za branje (ang. Read), z naslednjim lahko zgodbo
doda/odstrani v svojo knjižnico (ang. Library), z okroglim gumbom s srcem
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jo označi za priljubljeno ali odpre stran za pisanje kritike (sliki 6.13 in 6.14)
s klikom na gumb za kritiko (ang. Review).
Pod podrobnostmi zgodbe sta zavihka z uporabnǐskimi kritikami (slika 6.11)
in kazalo objavljenih poglavij (slika 6.12).
Slika 6.11: Kritike zgodbe (levo večji, desno mobilni zaslon)
Privzeto je odprt zavihek z uporabnǐskimi kritikami, prikazanimi v po-
manǰsanem načinu, ki prikazuje samo začetek vsake kritike s številom dode-
ljenih strinjanj, nestrinjanj, njihovim skupnim seštevkom ter gumboma za
strinjanje in nestrinjanje (ikoni: dlan s palcem usmerjenim gor ali dol). Klik
na gumb za prikaz celotne kritike (ang. Show more) pokaže še skriti del kri-
tike. Celotna kritika je sestavljena iz naslova kritike ter ocenami in mnenji
za 5 različnih kriterijev zgodbe: ideja zgodbe, stil pisanja avtorja, osebnosti
likov, razvitost sveta ter slovnična pravilnost besedilne vsebine.
Kazalo objavljenih poglavij (slika 6.12) prikazuje vsa poglavja zgodbe,
označena kot objavljena v naraščajočem vrstnem redu. Privzeto je na vsaki
strani prikazanih 10 vnosov, vendar si uporabnik lahko to vrednost poljubno
nastavi (nastavitev se shrani za nadaljnjo uporabo). S klikom na poljubno
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poglavje je uporabnik preusmerjen na branje zgodbe, začenši z izbranim po-
glavjem.
Slika 6.12: Kazalo poglavij zgodbe (levo večji, desno mobilni zaslon)
Slika 6.13: Pisanje kritike, naslov (levo večji, desno mobilni zaslon)
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Stran za pisanje kritike zgodbe (slika 6.13) je razdeljena na šest korakov.
Uporabnik mora najprej poimenovati svojo kritiko z naslovom (ang. Review
title, slika 6.13), kjer lahko vnese svoj kratek prvi vtis o zgodbi, potem pa v
vsakem naslednjem koraku oceni in poda mnenje (slika 6.14) za vsak kriterij
ocenjevanja zgodbe.19 Ko je z vnešenim zadovoljen, lahko svoj vnos shrani
(ang. Submit) ali prekliče (ang. Cancel).
Med pripravljanjem kritike iz posameznega koraka ne more skočiti v na-
daljnjega, dokler ne izpolni predhodnih, se pa lahko vrne v preǰsnje.
Na naslednji korak se premakne s klikom na gumb za naprej (ang. Next),
na preǰsnji s klikom na gumb za nazaj (ang. Back), poljubno med koraki pa
lahko preskakuje s klikom na ime posameznega koraka.
Slika 6.14: Pisanje kritike, ocena zgodbe (levo večji, desno mobilni zaslon)
Stran za branje zgodbe/poglavij (slika 6.15) je popolnoma brez motečih
elementov (stranski meni je lahko poljubno skrit, minimiziran, maksimiran).




Sledi vsebina poglavja z upoštevano nastavitvijo velikosti besedila iz je-
drnega modula.
Slika 6.15: Branje zgodbe (poglavja) (levo večji, desno mobilni zaslon)
Slika 6.16: Kazala poglavij med branjem (levo večji, desno mobilni zaslon)
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Ko se uporabnik bliža koncu poglavja, aplikacija samodejno naloži nasle-
dnje poglavje, za tekočo in nemoteno izkušnjo branja uporabnika. V kolikor
želi preskočiti na naslednje ali preǰsnje poglavje, lahko to stori z uporabo
smernih tipk (levo za preǰsnje, desno za naslednje poglavje) ali pomožnih
nadzornih bližnjic na sredini dna zaslona (puščica v levo za preǰsnje, v desno
za naslednje).
S sredinsko bližnjico lahko odpre kazalo poglavij (slika 6.16) za natančneǰse
preskakovanje med posameznimi poglavji. Kazalo je mogoče zapreti s klikom
na bližnjico za odprtje kazala ali s križcem v njenem zgornjem desnem kotu.
Na koncu zgodbe (slika 6.17) je obvestilo o zaključku vseh do takrat ob-
javljenih poglavij. V kolikor je bila zgodba uporabniku všeč, so mu ponujene
bližnjice kot dodati/odstraniti zgodbo v knjižnico, označiti jo kot priljubljeno
(z ‘všečkom’). Tudi če uporabniku zgodba ni bila všeč, je povabljen, da napǐse
kritiko, s katero sporoči ostalim bralcem svoje mnenje, avtorju pa poda po-
vratno informacijo za izbolǰsanje bodočih poglavij.
Slika 6.17: Konec zgodbe/poglavij (levo večji, desno mobilni zaslon)
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6.3.4 Modul za brskanje po zgodbah
Uporabnik si zanimive zgodbe poǐsče na strani za brskanje po zgodbah (slika 6.18).
Izbere si lahko vse želene žanre zgodb in jih na seznamu razvrsti kot naraščajoče
ali padajoče po naslovu (ang. Title) ali datumu ustvarjanja (ang. Created).
Med brskanjem se mu zgodbe samodejno nalagajo, ko se bliža koncu
seznama.
Vsaka zgodba na seznamu je predstavljena s svojim naslovom, avtorjem,
datumom ustvarjanja, številom že objavljenih poglavij in preračunano hitro-
stjo objavljanja novih poglavij na teden (ikona: statistična puščica, ang. chs
/ week). Opis zgodbe je delno skrit, v celoti se ga odpre s klikom na gumb
za prikaz vsega (ang. Show more).
Klik na prikazano ime avtorja uporabnika preusmeri na stran avtorjevega
uporabnǐskega profila (glej poglavje 6.3.6).
Slika 6.18: Konec zgodbe/poglavij (levo večji, desno mobilni zaslon)
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6.3.5 Modul za knjižnico
Za hitro nadaljevanje z branjem lahko uporabnik odpre knjižnico, kjer ima
mrežni seznam vseh shranjenih zgodb.
Ker so v knjižnici samo zgodbe, ki si jih je uporabnik sam shranil, o njih
ni veliko podrobnosti. Zgodbe se med seboj identificirajo le po naslovu in
naslovni sliki. Pod naslovno sliko lahko uporabnik vidi trenutni napredek
branja s številom prebranih in neprebranih poglavij (npr. 10/13, kjer je 10
število prebranih in 13 število vseh objavljenih poglavij).
Število zgodb v vsaki vrstici je odvisno od širine zaslona, čemur se prila-
gaja tudi velikost naslovnih slik.
Zgodbe so razvrščene v istem vrstnem redu, kot so bile dodane v knjižnico.
Slika 6.19: Konec zgodbe/poglavij (levo večji, desno mobilni zaslon)
6.3.6 Model za uporabnike
Prva stran uporabnǐskega profila je sestavljena iz pregleda osnovnih informa-
cij o uporabniku (slika 6.20). Na vrhu strani so prikazani slika uporabnika,
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njegov unikatni uid, prikazno ime in datum registracije uporabnika v apli-
kaciji.
Slika 6.20: Uporabnǐski profil, pregled (levo večji, desno mobilni zaslon)
V jedru so prikazane podrobneǰse informacije o uporabniku, kot so pri-
kazno ime (ang. Display name) z možnostjo urejanja (v kolikor je to lastni
profil), elektronska pošta (ang. E-mail) in telefonska številka (v kolikor je
bila prejeta od ponudnika storitve Odprti ID).
Levo od jedra so prikazane povezave na ostale dele uporabnǐskega pro-
fila: pregled (ang. Overview) je povezava na prvo, tole stran; zgodbe (ang.
Novels) na stran zgodb, katerih avtor je izbrani uporabnik; kritike (ang.
Reviews) na stran s kritikami, ki jih je napisal izbrani uporabnik.
Na strani z zgodbami je seznam vseh zgodb, ki jim je izbrani uporabnik
avtor. Seznam se med pomikanjem navzdol samodejno dopolnjuje.
Stran s kritikami prikazuje seznam vseh uporabnikovih kritik. Seznam
kritik je enak kot na strani s podrobnostmi zgodbe (glej poglavje 6.3.3), le
da je vsaka kritika še dodatno označena z imenom zgodbe, kateri pripada.
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Slika 6.21: Uporabnǐski profil, zgodbe (levo večji, desno mobilni zaslon)
Slika 6.22: Uporabnǐski profil, kritike (levo večji, desno mobilni zaslon)
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6.3.7 Skupni modul
Na zaslonskih slikah različnih modulov smo videli gradnike, ki se večkrat
ponavljajo. Med njimi so najbolj očitni:
• Urejevalnik besedila (poglavja 6.3.2 in 6.3.3)
• Vizualni prikaz ocene z zvezdami (poglavja 6.3.3 in 6.3.6)
• Prikaz kritike (poglavja 6.3.3 in 6.3.6)
Vse elemente, katerih uporaba je predvidena znotraj več modulov, se
implementira v skupnem modulu, ki ga lahko brezskrbno uvažamo v ostalih
modulih.
V našem primeru so v skupnem modulu implementirani:
• sporočilni gradnik za prikaz opozoril uporabniku;
• gradnik za vizualni prikaz ocen od 1 do 5 z zvezdami;
• gradnik za vnosno polje za izbiro datotek, ki v primeru slike pokaže
njen predogled;
• gradnik za prikaz maksimalno velike ikone glede na velikost starša;
• gradnik za seznam kritik zgodbe;
• gradnik za vnosno polje z izbiro ocene od 1 do 5 z zvezdami;
• gradnik za prikaz statistike uporabnǐskih mnenj o zgodbi;
• gradnik za prikaz posamezne kritike;
• gradnik za vnosno polje z urejevalnikom besedila po meri
6.4 Zaledni sistem
6.4.1 Zaščita podatkov vmesnika API
Ker smo se odločili za uporabo podatkovne baze Cloud Firestore in skupine
rešitev Firebase, nam ni potrebno razvijati ločenega vmesnika API za zaledni
sistem, temveč zgolj definirati ustrezna pravila za zaščito vseh podatkov v
podatkovni bazi z uporabo pravil Firebase Firestore Rules.
Prvo pravilo, ki ga moramo v uveljaviti je, da je čisto vsak dostop do
baze zavrnjen. Pravila Firebase Firestore Rules namreč delujejo tako, da
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za vsako poizvedbo najdejo prvo pravilo, ki ustreza kriterijem definiranim
znotraj poizvedbe. V primeru zavrnitve poizvedbe, začne preverjati naslednje
ustrezno pravilo, dokler ne najde dovoljenja za izvedbo oziroma ne najde več
ustreznega pravila. Prvo pravilo torej definira, da so vse poizvedbe, ki nimajo
v nadaljevanju izrecno dovoljenega dostopa, neveljavne.
Za tem moramo za vsak tip dokumenta posebej določiti, v katerih prime-
rih se do njega lahko dostopa: branje posameznega dokumenta, branje več
dokumentov (seznama dokumentov), ustvarjanje novega dokumenta, ureja-
nje obstajajočega dokumenta in brisanje obstajajočega dokumenta. Tako na
primer dokumentom v zbirki ‘zgodbe’ dovolimo branje seznama dokumentov
in posamezen dokument vsem uporabnikom, tudi neprijavljenim, v kolikor
imajo zgodbe znotraj poizvedbe polje ‘javno’ z vrednostjo true.
Za dodajanje novih dokumentov v posamezne zbirke, moramo ob sesta-
vljanju definicij pravil biti posebno pozorni, da natančno opredelimo struk-
turo vsakega dokumenta, ki ga je dovoljeno shraniti. Določiti je potrebno,
katera polja (vrednosti) mora dokument imeti in katera lahko ima. Za pri-
mer dokumenta v zbirki zgodb, na primer, dokument mora imeti vsa polja iz
slike 4.9 (poglavje 4.2), označena z zvezdico *, in lahko ima zgolj ostala po-
lja. Preveriti moramo tudi ustreznost pod-struktur, kot je struktura “Meta
Uporabnika”.
V primeru statističnih podatkov moramo natanko določiti, kako se lahko
vrednosti spreminjajo na podlagi obstoječega stanja dokumenta in po želji
spremenjenega znotraj serijske (ang. batch) poizvedbe, ko posodabljamo več
kot en dokument. Za zbirko z zgodbami moramo v statistiki zgodb pravilno
popravljati število vseh zgodb:
• povǐsaj število vseh zgodb, v kolikor je bila ustvarjena nova zgodba;
• znižaj število vseh zgodb, v kolikor je bila zgodba izbrisana;
• pustiti število vseh zgodb nespremenjeno v primeru urejanja zgodbe.
Popravljati moramo tudi število objavljenih zgodb:
• če je ustvarjena zgodba javna, povǐsaj število;
• če je izbrisana javna zgodba, znižaj število;
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• če je javna zgodba postala zasebna, znižaj število;
• če je zasebna zgodba postala javna, povǐsaj število;
• če je javnost ali zasebnost ob urejanju nespremenjena, nespremenjeno
število.
Pri pogojih za števila je potrebno tudi upoštevati, če dokument za stati-
stiko že obstaja, če določeno število statistike že obstaja in kakšne so pravilne
vrednosti števila v takšnem primeru.
Ker za overjanje uporabljamo rešitev Firebase Authentication, imamo
znotraj pravil dovoljeno uporabo uporabnǐskega žetona – če uporabnik ni
prijavljen, je njegova vrednost ničelna – z uporabnǐskim prikaznim imenom,
unikatno uporabnikovo oznako uid, e-pošto, ipd.20. Z njegovo uporabo lahko
dodatno omejimo branje in/ali pisanje dokumentov v zbirkah ter dostop
omogočimo samo določenim uporabnikom, določene dokumente naredimo ek-
skluzivne samo določenim uporabnikom ali preverimo pravilnost podatkov o
avtorju določenega dokumenta (npr. zgodbe).
6.4.2 Brez-strežnǐske funkcije
Shranjevanje podatkov neposredno v podatkovno bazo z uporabo knjižnice
Firebase Firestore, nam ne omogoča zanesljivega popravljanja vseh doku-
mentov, ki hranijo podvojeno vrednost posodobljenega originalnega polja.
Zato moramo takšne primere samodejno zaznati v zalednem sistemu in jih
ustrezno obdelati – obdelava dogodka.
Razviti moramo ustrezne funkcije za primere, ko se uporabnik preimenuje
ali uporabnik preimenuje določeno zgodbo, ki morajo, ko prejmejo ustrezen
dogodek, v vseh ostalih dokumentih to podvojeno vrednost ustrezno po-
praviti. Posamezna funkcija v več korakih, zaradi omejenega maksimalnega
števila urejanih dokumentov znotraj posamezne transakcijske poizvedbe, uve-
ljavlja zaželene spremembe, in napredek obdelanih dokumentov sprotno shra-




tavlja nefunkcionalnim zahtevam zanesljivosti v primeru napak in sesutja
sistema.
Ob preimenovanju uporabnika moramo popraviti meta podatke avtorja
v vseh zgodbah in kritikah ter ob preimenovanju zgodbe popraviti meta po-
datke zgodbe v vseh poglavjih, kritikah in zgodovinah branja vseh uporab-
nikov.
V kolikor uporabnik izbrǐse zgodbo, mora ustrezna funkcija zalednega sis-
tema izbrisati tudi vsa poglavja, kritike in zgodovine branj vseh uporabnikov
za izbrisano zgodbo, saj podatkovna baza te funkcionalnosti nima avtomati-
zirane.
Ko uporabnik naloži novo naslovno sliko zgodbe v datotečno shrambo, ne
moremo zagotovo posodobiti ustreznih podatkov znotraj podatkovne baze,
zaradi različnih dejavnikov, ki lahko vplivajo na delovanje aplikacije v re-
sničnem svetu. Zato moramo z uporabo dogodkovne arhitekture sprožiti
in obdelati dogodek, ko je uspešno naložena nova datoteka. Ko je sprožen
ustrezen dogodek, naša funkcija naloženo sliko pretvori v ustrezni maksimalni
velikosti (v primeru manǰsega originala je nepotrebno povečevanje slike) za
ikono in sliko vǐsje ločljivosti za naslovno sliko zgodbe. Obdelane slike shra-
nimo v ustreznem formatu v datotečno shrambo in original izbrǐsemo, da
ne po nepotrebnem hranimo prevelikih slik. Za na novo pripravljeni sliki
pripravimo podpisani povezavi URL, ki ju shranimo v dokumentu zgodbe v
podatkovni bazi za pravilno uporabo znotraj uporabnǐskega vmesnika.
Sistem overjanja Firebase ne podpira branje seznama vseh uporabnikov
ali branja podatkov o uporabniku, ki ni trenutno prijavljen, zaradi česar mo-
ramo z uporabo brez-strežnǐskih funkcij sami poskrbeti za ustrezne vnose
za vsakega uporabnika, ki se na novo registrira, prvič prijavi z računom
kateregakoli ponudnika identitete, skladne s specifikacijo Odprti ID ali spre-
meni prikazno ime uporabnika znotraj sistema za overjanje. Samo z uporabo
funkcij in obdelavo ustreznih dogodkov lahko uspešno zadovoljimo zahtevo
po zanesljivosti podatkov o uporabnikih.
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Poglavje 7
Evaluacija izbora po razvoju
7.1 Podatkovna baza Cloud Firestore
Uporaba podatkovne baze Cloud Firestore nam je omogočila razvoj apli-
kacije z visoko globalno dostopnostjo, ki podpira visoko število istočasnih
uporabnikov, ki lahko sočasno berejo iste dokumente ali ustvarjajo nove, in
razpoložljivostjo podatkov vǐsjo od 99,5 % – ustreza nefunkcionalnim zahte-
vam o zmogljivosti in razširljivosti aplikacije.
Nepodprtost kompleksnih operacij v poizvedbah podatkovne baze, kot
so povezane tabele v tradicionalnih podatkovnih bazah, je povǐsala komple-
ksnost in dolžino razvoja končne aplikacije. V aplikaciji bi namesto kom-
pleksnih poizvedb, ki bi samodejno združila podatke iz več tabel v skupno
strukturo, morali za to skrbeti sami znotraj aplikacije. Vendar nam ponudnik
platforme Google Cloud Platform uporabo baze Cloud Firestore zaračunava
glede na število branj in pisanj, zato smo za pogoste primere raje shranili
podvojene podatke neposredno v dokumentih, kjer jih potrebujemo. S tem
smo znižali število opravljenih branj dokumentov znotraj aplikacije in po-
sledično znižali tudi obračun končnih stroškov. V primeru spremembe origi-
nalnega podatka moramo sedaj z uporabo dogodkovne arhitekture poskrbeti




Uporabljena rešitev s podvajanjem podatkov je ustrezna za manǰse število
uporabnikov, vendar pa se bo za vǐsjim številom uporabnikov, zgodb, po-
glavij in kritik lahko hitro pokazala za cenovno neugodno – cena pisanj je
znatno vǐsja od cene branj dokumentov, v kolikor bo preimenovanje uporab-
nikov in/ali zgodb postala pogosta operacija. Če se bo z naraščanjem števila
uporabnikov izkazala alternativa cenovno ugodneǰsa, bo aplikacijo potrebno
ustrezno nadgraditi, kar bo še dodatno povǐsalo kompleksnost razvoja.
Uporaba podvojenih podatkov tudi povečuje čas, potreben za konsisten-
tnost podatkov v primeru spreminjanja originalnega vnosa, saj je potreben
čas, da se podvojena polja obdelajo v ustreznih funkcijah. V primerih, kjer
si tega ne moremo privoščiti (tega primera znotraj naše razvite aplikacije ni
bilo), moramo obvezno podatke združevati znotraj uporabnǐskega vmesnika.
Podatkovna baza Firebase Firestore ne podpira delnega ujemanja iskal-
nega niza znotraj dokumentov, temveč samo popolno ujemanje, primerjanje
(večje, manǰse ali enako) in popolno ujemanje znotraj matrike podatkov. Za
sistem iskanja dokumentov z delnim ujemanjem bi torej morali pripraviti
ločeni sistem ali uporabiti storitev tujega ponudnika kot je storitev Algolia,1
kar predstavlja še dodaten strošek in kompleksnost razvoja.
Zaradi pomanjkanja iskanja zgodb z delnimi nizi, naša končna rešitev ne
idealno zadostuje nefunkcionalnim zahtevam o uporabnosti, saj bi uporabnik
moral zgodbo vedno znova iskati na dolgem seznamu zgodb, zaradi česar je
implementacija funkcionalnosti za neposredno iskanje zgodb ena izmed prvih
nadgradenj, ki jih bo potrebno napraviti v prihodnosti.
7.2 Sistem Firebase
Z uporabo sistema Firebase in za komuniciranje s podatkovno bazo Cloud
Firestore neposredno iz uporabnǐskega vmesnika, smo se izognili potrebi po
razvoju ločenega zalednega sistema za vmesnik API za vsako funkcionalnost
posebej (zgodbe, poglavja, žanri, uporabniki, napredki branja, uporabnǐske
1https://www.algolia.com/
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knjižnice), kar je izredno skraǰsalo čas razvoja zalednega sistema aplikacije.
Ker večine podatkov obdelamo že znotraj uporabnǐskega vmesnika in jih
končno obdelane neposredno shranimo v podatkovno bazo, dodatno razbre-
menimo zaledni sistem z drugače obvezno obdelavo vseh podatkov, kar se
pri ogromnem številu uporabnikov zelo pozna pri obračunu končnih stroškov
aplikacije. V zalednem sistemu moramo preverjati zgolj ustreznost podatkov
s predpisi, določenimi v pravilih Firebase Firestore Rules za bazo Cloud Fi-
restore, in dovoljenja za nalaganje datotek v shrambo Cloud Storage s pravili
Firebase Storage Rules.
Pravila za varnost in verodostojnost podatkov v podatkovni bazi hi-
tro postanejo neverjetno kompleksna. To je še posebej opazno zaradi ne-
zmožnosti razdelitve pravil na več ločenih dokumentov, brez uporabe komple-
ksnih skript – niso nikoli popolne zaradi nerazumevanja kompleksnih struk-
turnih določil pravil –, namenjenih združevanje dokumentov v en dokument
pred njihovo uveljavitvijo. Namesto dela s privzetimi vrednostmi in posto-
pnim preverjanjem novih vrednosti znotraj ločenega vmesnika API, smo mo-
rali nemudoma razmisliti o vseh možnih permutacijah podatkov ob kreiranju
in urejanju dokumentov, kar je izredno zamudno in kompleksno – povečuje
kompleksnost razvoja.
Pri posodabljanju statističnih dokumentov je potrebno hraniti identifi-
kator dokumenta, zaradi katerega se ta statistični dokument posodablja, da
lahko na podlagi sprememb dokumenta, določenega z njim, primerjamo vre-
dnosti preǰsnje in nove različice dokumentov. Branja dokumentov znotraj
pravil so zaračunana, kar dodatno zvǐsa končni obračun stroškov.
Za hitro testiranje je priporočana predpriprava čim vǐsjega števila testov
za vse možne scenarije, ki se lahko zgodijo ob opravljanju poizvedb v bazi
Cloud Firestore. Pomisliti moramo na popolnoma vse krajne testne primere,
ki se lahko zgodijo, bodisi dovoljeni, bodisi prepovedani, kar je zelo zahtevno
in časovno potratno, zaradi česar se lahko spregleda kakšno luknjo v pra-
vilih, ki jo je potrebno v čim kraǰsem času odkriti in odpraviti za popolno
zadovoljitev nefunkcionalnih zahtev o zanesljivosti.
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7.3 Dogodkovna arhitektura
Čeprav vsak dogodek gotovo sproži zagon funkcije, je nemogoče zagotoviti,
da se bo ta sprožila samo enkrat. Odprava tega problema povečuje kom-
pleksnost aplikacije, a je vpliv na dolžino razvoja minimalen, saj je zaradi
pogostosti problema rešitev veliko.
Osebno sem se za odločil za pristop po principu izposoje časa izvedbe.
To pomeni, da vsaka funkcija ob zagonu znotraj atomarne transakcijske po-
izvedbe preveri obstoj unikatnega identifikatorja dogodka v podatkovni bazi
in ga, če ta ne obstaja, ustvari, ter zraven zabeleži čas preteka izposoje (tre-
nuten čas + nastavljen čas izposoje). Ko se funkcija uspešno zaključi, to tudi
označi v podatkovni bazi.
V primeru že izposojene izvedbe, funkcija vrne napako, zaradi česar se
bo ponovno poskušala izvesti, dokler iz podatkovne baze ne izve, da je bil ta
dogodek že uspešno zaključen, da mu je potekla rezervirana izposoja, in si
bo ponovno izposodila izvajalni čas pred nadaljevanjem z izvajanjem. Če iz
baze izve, da je bil dogodek že uspešno obdelan, se izvajanje funkcije zaključi.
V kolikor mora funkcija izvesti več korakov, npr. popravljanje podatkov
v večjem številu dokumentov kot je to dovoljeno v eni transakciji, se sprotni
napredek znotraj atomarne transakcije, ki opravlja izbran korak, v podat-
kovno bazo shranjuje tudi napredek, da lahko funkcija, v primeru napake,
transakcijsko poizvedbo ponovno poskusi izvesti.
Poglavje 8
Sklepne ugotovitve
Pristopov za razvoj programske opreme je več in raziskava njihove ustreznosti
ni del te diplomske naloge. Aplikacijo sem razvijal sam in zaradi tega sem
si lahko privoščil večjo mero svobode pri razvoju, brez strogega sledenja in
držanja pravil določene metodologije razvoja programske opreme.
Znotraj diplomske naloge smo spoznali, da se razvoj aplikacije začne, še
preden se jo sploh začne programirati. Seznanili smo se s celotnim okrnje-
nim postopkom razvoja sodobne aplikacije v oblaku: od analize problema
s funkcionalnimi in nefunkcionalnimi zahtevami ter priprave načrta arhitek-
ture aplikacije s postavitvenim načrtom in podatkovnimi modeli, do izbora
platforme in tehnologij ter razvoja končne rešitve.
Enak problem je mogoče rešiti z različnimi tehnologijami in arhitekturami
– noben ni nujno idealen. Med razvojem smo naleteli na dodatne zaplete za-
radi omejitev izbranih tehnologij, nekatere izmed njih smo uspešno odpravili,
za druge zgolj raziskali morebitne rešitve, zaradi česar smo opravili tudi eval-
vacijo ustreznosti izbranih arhitektur in tehnologij.
Delujoča aplikacija ne pomeni zaključka z razvojem. Že pri evalvaciji smo
izpostavili eno izmed ključnih pomanjkljivosti končne rešitve za še bolǰso
zadovoljitev analiziranih nefunkcionalnih zahtev problema – iskanje delnih
izrazov v vnosih v podatkovni bazi.
Našli smo tudi morebiten bodoči problem, ki bo mogoče močno povǐsal
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končen obračun stroškov aplikacije ob naraslem številu aktivnih uporabnikov.
Redno bo potrebno spremljati uporabo aplikacije, da morebitni prekomerni
narastek stroškov zaradi popravljanja podvojenih podatkov znotraj doku-
mentov čim hitreje zaznamo in odpravimo.
Za bolj intuitiven nadzor aplikacije s pregledom uporabnikov in nadzo-
rom nad objavljeno vsebino, je ključnega pomena skrbnǐski vmesnik. Za
nadzor manǰsega števila uporabnikov zadošča uporaba vgrajenega vmesnika
sistema Firebase Overjanja, za nadzor manǰsega števila vsebine uporabni-
kov pa uporaba vgrajenega nadzornega vmesnika rešitve Cloud Firestore. Z
naraščanjem števila uporabnikov in njihove objavljene vsebine pa je ključnega
pomena razvoj ustreznega skrbnǐskega vmesnika aplikacije.
Z naraščajočim številom uporabnikov se vedno najdejo deli aplikacije,
ki jih je mogoče izbolǰsati, in nove funkcionalnosti, ki lahko uporabnǐsko
izkušnjo dodatno izbolǰsajo. Ena izmed poglavitnih funkcionalnosti za im-
plementacijo v prihodnosti je sistem za komentiranje poglavij.
Prav tako bo v prihodnosti potrebna nadgradnja urejevalnika besedil, ki
bo omogočil hrambo ločenih odstavkov, za katere bodo bralci lahko avtorju
dajali lastna mnenja o morebitnih popravkih ali popravke same.
Za uspešno trženje aplikacije bom moral razviti še funkcionalnost poseb-
nih uporabnǐskih točk, ki jih bodo uporabniki pridobivali z rednim branjem
(minimalno), posredovanjem lastnih popravkov avtorju, pisanjem mnenj/kritik
o zgodbah in denarnim nakupom. Te posebne uporabnǐske točke bodo upo-
rabniki lahko uporabili za odklepanje ‘zaklenjenih’ poglavij zgodb, v kolikor
se avtor odloči služiti denar s svojim pisanjem ipd. S tem bodo avtorji lahko
plačani za svoje delo, bralci bodo lahko podpirali svoje najljubše zgodbe in
ker bo točke mogoče zaslužiti tudi s popravljanjem in kritiziranjem zgodb,
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[4] André Braga. Planning the architecture of your angular app. Dose-
gljivo: https://itnext.io/planning-the-architecture-of-your-
angular-app-a4840bfec13b, Februar 2019.
[5] Paul Castro, Vatche Ishakian, Vinod Muthusamy, and Aleksander Slo-
minski. Serverless programming (function as a service). In 2017
IEEE 37th International Conference on Distributed Computing Systems
(ICDCS), pages 2658–2659, Junij 2017.




[7] Kuldeep Chowhan. What is Serverless Computing?, pages 7–28. Packt
Publishing Ltd., Livery Place, 35 Livery Street, Birmingham, B3 2PB,
UK, 2018.
[8] cmarix. 8 benefits of using node.js. Dosegljivo: https://www.cmarix.
com/8-benefits-of-using-node-js/, 9 2015. [Dostopano: 16. 04.
2019].
[9] Azure Documentation. Introduction to azure cosmos db: Gremlin api.
Dosegljivo: https://docs.microsoft.com/en-us/azure/cosmos-db/
graph-introduction, 05 2018. [Dostopano: 06. 04. 2019].
[10] Nicola Dragoni, Saverio Giallorenzo, Alberto Lluch-Lafuente, Manuel
Mazzara, Fabrizio Montesi, Ruslan Mustafin, and Larisa Safina. Mi-
croservices: Yesterday, Today, and Tomorrow, pages 195–216. Springer
International Publishing, Cham, 2017.
[11] Opher Etzion and Niblett Peter. The Basics, pages 3–58. Manning
Publications Co., 180 Broad Street, Suite 1323, Stamford, CT 06901,
2011.
[12] Geoffrey C. Fox, Vatche Ishakian, Vinod Muthusamy, and Aleksander
Slominski. Status of serverless computing and function-as-a-service(faas)
in industry and research. CoRR, abs/1708.08028, 2017.
[13] Computer Language Benchmarks Game. Computer langu-
age benchmarks game. Dosegljivo: http://wiki.c2.com/
?ComputerLanguageBenchmarksGame. [Dostopano: 17. 04. 2019].
[14] The Computer Language Benchmarks Game. Go versus java fastest pro-
grams. Dosegljivo: https://benchmarksgame-team.pages.debian.
net/benchmarksgame/faster/go.html. [Dostopano: 17. 04. 2019].
[15] The Computer Language Benchmarks Game. Go versus node js fa-




[16] Inanc Gumus, Nishant George, Panisuan Joe Chasinga, Teng Fei, Ma-
sters Shawn, Agira Technologies, Sandra Parker, Christopher Hall,
Ben Virdee, Kessler Jowita, Anika Sharma, and Priyanka Nemade.
What are the advantages and disadvantages of golang? Do-
segljivo: https://www.quora.com/What-are-the-advantages-and-
disadvantages-of-Golang, 10 2018. [Dostopano: 15. 04. 2019].
[17] Guru99. DBMS Keys: Primary, Candidate, Super, Alternate and Fo-
reign (Example). Dosegljivo: https://www.guru99.com/dbms-keys.
html. [Dostopano 14. 03. 2019].
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