Data cleaning is the process of correcting anomalies in a data source, that may for instance be due to typographical errors, or duplicate representations of an entity. It is a crucial task in customer relationship management, data mining, and data integration. With the growing amount of XML data, approaches to effectively and efficiently clean XML are needed, an issue not addressed by existing data cleaning systems that mostly specialize on relational data.
Motivation
Data cleaning is the process of correcting anomalies in a data source, that may for instance be due to typographical errors, formatting differences, or duplicate representations of an entity. It is a crucial task in customer relationship management, data mining, and data integration. Relational data cleaning is performed in specialized frameworks [14, 22, 27] , or by specialized modules in modern relational database management systems [7] .
With the growing popularity of XML and the large volumes of XML data becoming available, approaches to effectively and efficiently clean XML data are needed. In developing such an approach, some of the lessons learned from the relational data cleaning experience clearly apply: The paper is organized as follows. We outline XClean architecture, and its operators, in Sec. 2; formal operator definitions can be found in 3. XClean/PL and its compilation to XQuery are outlined in Sec. 4 . We evaluate XClean on several case studies in Sec. 5, discuss related works in Sec. 6, then we conclude.
XClean Overview
The XClean system described in this paper is a data cleaning system that allows declarative and modular specification of a cleaning process. In this section, we first present the overall XClean system, and then introduce the XClean operators enabling modularity.
XClean Architecture
The architecture of the XClean system is depicted in Fig. 1 . A user specifies an XClean program in our proposed declarative XClean/PL language (see Sec. 4 ). An XClean/PL program specifies a set of XClean operators, and the way their inputs and outputs are connected. The system provides a function library including commonly used functions (e.g., date formating for scrubbing, edit distance for string similarity, transitive closure for clustering) which may be used in XClean/PL programs.
the XQuery standard language [32] is a feature-rich language widely implemented by major DBMS vendors (such as IBM, Oracle, Microsoft etc.), and free-source projects (e.g. Saxon, BerkeleyDB/XML etc.) Thus, we design XClean/PL with the goal of minimizing the cognitive effort for the average XQuery user, and provide an approach for compiling XClean/PL programs into XQuery; such an XQuery outputs the clean XML data. This allows to execute the programs on top of any XQuery-enabled platform. The interest of the XClean/PL language in itself is to provide custom syntax for cleaning-specific operators, increasing the readability and ease of maintenance of cleaning programs, while being significantly more concise than the resulting XQuery programs.
XML cleaning functions can be defined as XQuery functions, implemented either in XQuery or in an external language [32] .
The focus of this paper is on XClean operators, XClean/PL, and its compilation to XQuery. XQuery optimization is a separate research area by itself; the study of particular optimization issues raised by XClean/PL translated programs is part of our future work. Create unique representation of an entity. XML view (XV) Create XML view of clean data. 
Operators
XClean's cleaning operators are summarized in Tab. 1. Any XClean operator inputs and outputs collections of (nested) tuples. A tuple consists of a set of attribute-value pairs; values may be XML nodes, atomic values, or tuple sets. We use tuples as they are convenient for modeling associations of nodes and values which must be considered jointly during cleaning, as we demonstrate on the following example used to introduce operators' roles. Fig. 2 (bottom) presents a sample XML document containing three versions of the same real-world object (in this example, a movie), with their respective title, year and actor sets. The additional labels m1, a1 etc. uniquely identify an element and are used to reference them in our example. Assume that the goal of the cleaning process is: (i) obtaining one representation for each movie, including all alternative titles, one year, and all actors (but each actor only once), and (ii) restructuring each actor element into a firstname and a lastname element. A possible result of this process is shown at the top of Fig. 2 .
We now explain how this cleaning process is implemented in XClean. The process and its intermediary results can be followed from the bottom up on Fig. 2 .
The candidate selection (CS) operator is used to define the elements subject to data cleaning. In our case, these are the movie and actor elements in the sample dirty XML document doc at the bottom of Fig. 2 . Candidate selection operators ((1) and (2) in the figure) generate two separate tuple sets for movie and actor candidates, respectively.
To split the texts appearing inside actor elements into first name and last name components, we apply a scrubbing operator (2.1). Scrubbing is reserved to simple processing of atomic values (that is, text nodes or attribute values). Similarly, to prepare for the task of choosing a single year per movie, we standardize date formats to a fourdigit representation, using another scrubbing operator (1.1).
To help decide which movie elements represent the same real-world object, we annotate each movie with some extra information: its title, and set of actors. We use an enrichment (EN ) operator to associate such extra information to cleaning candidates. In this simple example, movies were enriched with information extracted from the same document (1.2), namely their title and their actor set. In general, enrichment may add to cleaning candidates interesting data from other sources, such as, e.g., alternative titles, or directors, which in our case may be obtained from a source such as the Internet Movie Database.
A central task in data cleaning is duplicate detection, i.e. detecting multiple representations of a same real-world object. In its most general form, this process involves pairwise comparisons among the cleaning candidates. To support flexible specification of duplicate detection tasks, while allowing for their efficient implementation, XClean provides three distinct operators.
Duplicate filtering (DF ) allows to prune pairs of cleaning candidates of which it can be declared with certainty that they do not represent the same real-world object. In our example, we could, for instance, specify that actors whose last names do not start with the same letter, and whose first names do not start with the same letter, either, are not duplicates (2.2). We model such pair pruning by a separate operator to provide a way for users to inject their knowledge of the application domain in the cleaning process. This leads to avoiding expensive computations (such as sophisticated distance measures, or the application of clustering procedures) whenever possible, and also has the advantage of minimizing intermediary cleaning results. Clearly, the quality of the filter influences the quality of duplicate detection, because pairs falsely filtered will never be found to be duplicate. For the pairs surviving duplicate filtering, one of the following two duplicate detection approaches can be followed.
Pairwise duplicate detection (DD) considers one pair of cleaning candidates at a time, and classifies it in one class among: duplicates, non-duplicates, and possibly other classes, e.g., reflecting confidence levels such as possible, unlikely etc. In our example, we use pairwise duplicate detection to decide that two actors are duplicates if either their firstname or their lastname are equal, otherwise, they are non-duplicates, i.e., correspond to distinct real-world objects (2.3).
Pairwise duplicate detection is simple and natural to use, however, it does not fit all application scenarios. For instance, to de-duplicate movies, we may decide to examine all movies globally, measure the extent to which their sets of (de-duplicated) actors overlap, and build clusters of likely duplicates. This is achieved by a duplicate clustering (DC) operator. In short, pairwise duplicate detection applies locally on one pair of (possibly enriched) candidates at a time, while duplicate clustering works globally. Duplicate Clustering can therefore be applied to perform transitive closure over a set of detected duplicate pairs returned by a pairwise duplicate detection method [16, 18] , but it also supports the detection of duplicates using algorithms that relay on relationships between them [24, 10] In our example, the duplicate clustering produces both actor clusters, and movie clusters (3) . Their detection rely on the observation that the relationship between movies and actors may be used to help cleaning both.
From every cluster, a unique cleaned representation is obtained using the fusion (F U ) operator. In our example, actor fusion (3.2) must reconcile the exact spelling of their first and last names, whereas movie fusion (3.1) requires resolving conflicts in their actor sets, years, and titles.
Our last operator, called XML view (XV ), is used for XML restructuring operations, e.g., to put together the partial results of various cleaning operators into a cleaned document, or to align differently-structured candidates into a unique syntax. In our example, after scrubbing has produced distinct strings for actors' first and last names, an XML view operator is used to create the respective elements encapsulating these values (4). 
Algebra
In this section, we describe the data model used and define the semantics of our cleaning operators.
Data Model
To give precise semantics to the XClean operators, we rely on an abstraction of the XQuery Data Model [29] , together with an extension of this model to support tuples, introduced in a previous work [17] . For this paper to be self-contained, we very briefly describe those features of the data model necessary to describe XClean, and refer readers to [17] for a detailed description.
The data model comprises the basic elements of the XQuery Data Model [29]: nodes, values, and lists. Nodes correspond to subtrees of a document, and have unique identities, ensuring that the result of the id-based comparison n 1 = id n 2 is true only if n 1 and n 2 are exactly the same node. Lists may contain nodes and/or values, possibly repeated within the list.
Our modeling of an XML document [17] includes (but is not limited to) a set of nodes in the document (a root node, element nodes, attribute nodes, and value nodes) all having identity, as well as a set of edges between nodes such that a tree is obtained. A node labeling function assigns a valid element name to element and attribute nodes, or a valid, typed value to a value node. Nodes are typed according to XQuery's type system [29, 30] .
We extend this simple data model with the following types [17] : bags and sets since they are in some cases useful for building efficient evaluation plans; and tuples, having the structure ($a 1 = val 1 , . . . , $a k = val k ), where each $a i = val i is a variablevalue pair. Variable names such as $a 1 , $a 2 etc. are $-prefixed, following XQuery conventions, and are unique within a tuple. A value may be (i) the special constant ⊥ (null), (ii) a node or value as described in the previous section, or (iii) a (nested) set, list, or bag of tuples. Given a tuple
is called the schema of the tuple. Observe that variable values may be nested sets/bags/lists. Notations The set of all tuples is referred to as T , while the set of n-ary tuples is denoted T n . We use P(T ) to denote all sets of tuples from T . Given a tuple t = (. . . $x = v . . .) we say that $x maps to v in the context of t. We represent by t.$x the value that the variable $x maps to in the tuple t. The notation t = t + ($var = v) indicates that the tuple t contains all the variable-value pairs of t and, in addition, the variable-value pair $var = v. The tuple t = t + t contains all the variable-value pairs of both tuples t and t .
In our example, the dirty document at the bottom of Fig. 2 is shown with node IDs (l, m 1 , m 2 etc.) next to node labels. The tuple sets appearing later in the process feature simple values from the document (such as "Brad"), or IDs to denote nodes. For instance, the output of operator 1 is a table whose only variable is labeled $movie, holding 3 tuples: ($movie= m 1 ), ($movie= m 2 ) and ($movie= m 3 ).
Candidate Selection
Candidate selection is used to designate elements that are subject to the cleaning process. Candidates are designated by a set of queries q 1 , q 2 , . . . , q k , and the effect of the CS operator is to evaluate all queries and union their results into a flow of 1-tuples.
Candidate selection is the first step in the process of cleaning, therefore, the CS operator has no input (child) operator. Formally:
Example Consider the selection of movie candidates. Let q m = $doc/moviedb/movie. Fig. 2 depicts the operator CS q m (numbered 1) and its output. Similarly, actor candidates are selected by the operator CS q a numbered 2 in Fig. 2 , where q a = $doc/moviedb/movie/set/actor.
Scrubbing
Scrubbing is used for normalizing and standardizing formats and/or values. We model this based on a set of scrubbing functions, which apply on (tuples of) atomic values and produce (tuples of) atomic values. For generality, XClean scrubbing functions may have one or several inputs and one or several outputs. We deliberately chose to restrict scrubbing functions to atomic values. We argue that functions which apply more complex object analysis and transformation for cleaning would benefit from being decomposed in elementary steps, which help reasoning and optimization. Our framework does allow to model such transformations by the XML View operator, described later.
Formally, let f : A n → A m be a scrubbing function, and IN be a flow of tuples of arity k, such that n ≤ k, and let i 1 , i 2 , . . . , i n be a set of integers such that for any 1 ≤ j ≤ n, we have 1 ≤ i j ≤ k. Furthermore, let q 1 , q 2 , . . . , q n be some XML queries, which are used to extract from the (potentially complex) input the atomic inputs of the scrubbing function. Then: 
Enrichment
Enrichment allows specifying which data to use for comparing two candidate duplicates. Let IN be a flow of tuples, $c be the name of one attribute in these tuples, and q 1 , q 2 , . . . , q k be a set of XML queries, which may be absolute (that is, navigate from the root of some given document) or relative (in which case they navigate from $c). We have:
Example Consider a movie is described by its title and its set. Therefore, we specify q en1 = ./title, and q en2 = ./set. Assuming as input the result of the movie candidate selection operator CS qm , the operator EN $movie,q en1 ,q en2 (IN ) corresponds to step 1.2 in Fig. 2 .
Duplicate Filtering
Duplicate filtering constructs (a subset of) the cartesian product of a flow of candidates with itself, to be used in order to identify duplicate objects later. If only a subset of the cartesian product is built, the operator has been used to restrict the space of comparisons by pruning out some pairs of objects about which it can be said with certainty that they are not duplicates. Only on the pairs of objects which may be duplicates, other measures will later be applied to determine whether they are duplicates indeed. The second, separate output of this operator is the set of pairs of input tuples, which are definitely deemed to be non-duplicates. Although they will not be used in the main cleaning process, they may be needed, e.g., for further analysis by the user.
Formally, let m be the arity of the tuples in the input
The duplicate filtering operator DF has two outputs, denoted DU P and N ODU P , and defined as follows:
Clearly, several DF operators can be used to apply (conjunctively) several filters on potential duplicates. More complex (not necessarily conjunctive) filtering combinations can be devised by creating a complex function from simple ones, and using a single DF operator based on the complex function. Example Let f f irstLetter be a filter function that returns true if the string values of either $firstname or $lastname of an actor ar equal, false otherwise. Further, let f equal return true if the $actor nodes are equal according to node identity, false otherwise. Finally, let f order return true if the $actor node of the first tuple appears before the $actor node of the second tuple in the document. Then, DF f f irstLetter ,f equal ,f order is the operator labeled 2.2 in Fig. 2 , and its DU P output is the table depicted right above it in the figure.
Pairwise Duplicate Detection
Duplicate detection expects input tuples that include two possibly enriched candidates, and outputs one or more tuple classes, according to a classifier function. If only one class of output is produced, it is understood as containing duplicates. If more classes are produced, their semantics depend on the classifier. For instance, one classifier may identify "certain duplicates", "likely duplicates" on which another duplicate detection classifier on pairs is applied, and "others", for which, human user expertise is needed. Moreover, each tuple is annotated with a classifier-produced data structure which may encapsulate auxiliary information about the classification result (such as the confidence in the announced score, similarity, etc.).
Formally, let f class : T 2m → {1, 2, . . . , m} × N be a classifier function returning for every input tuple, the index of a class, and an auxiliary data structure, modeled as an XML node. The duplicate detection operator DD has m outputs, denoted OU T 1 , OU T 2 , . . . , OU T m , defined as follows:
where the class output of the classifier is denoted f class .c, the auxiliary data structure is denoted f class .aux, and $n does not appear in IN 's schema. Example We detect duplicates in actors using a classifier dActor returning a single DU P class. It classifies a pair of actors as duplicates if either firstname or lastname are equal (this simple function could already have been used for filtering, but we use it here to keep the example simple). The auxiliary information of the classifier returns the edit distance between the names. The operator DD dActor is numbered 2.3 in Fig. 2. 
Duplicate Clustering
Duplicate clustering takes as input one or several flows of potential duplicates, and outputs as many flows of duplicate clusters. A tuple in every output flow has one attribute, whose value is a set of tuples from the corresponding input flow, representing a set of candidates which are deemed to represent the same real-world object. Clustering algorithms need to examine their whole input before producing output, therefore, this operator is not defined on a per-tuple basis, as the previous ones. Moreover, some clustering algorithms take advantage of candidates from one flow to determine how to cluster candidates from another flow [24, 10] , therefore this operator has multiple inputs and outputs.
Formally, let k be an integer, and IN 1 , IN 2 , . . . , IN k be some operators such that tuples in the output of IN i , 1 ≤ i ≤ k, have arity 2 n i , for some integer n i . {IN i } denote the set of tuples output by IN i . Let
be a clustering function that takes as input k whole sets of tuples, and outputs k flows of tuple clusters (or, equivalently, k sets of sets of tuples). Let {IN i } denote the set of tuples output by IN i , and OU T 1 , OU T 2 , . . . , OU T k be the outputs of DC. Then:
where the i-th attribute f clust 's output is denoted OU T i . Note that DC also breaks down every two-candidate duplicate in two, folding all duplicate tuples into a single cluster.
Example Consider the clustering of movies, described by their titles and actor sets. To detect duplicates in movies, information about duplicates among their actor sets is helpful, so we perform duplicate detection using clustering on the input IN actors , consisting of the pairs produced by actor duplicate detection (operator 2.3 in Fig. 2) , and IN movies , holding movie pairs. In this example, the clustering operator DC f clust (IN actors , IN movies ) is labeled 3 in Fig. 2 , and it produces two sets of tuples. Each tuple in the first set is a cluster of actors considered duplicates, and each tuple in the second set is a cluster of duplicate movies.
Fusion
The fusion operator applies on clustered tuples. Its purpose is to construct a single representative, or cleaned version, from every cluster of tuples in its input. Formally, let f f use : P(T ) → T be a function that, for every cluster of T tuples, returns a cleaned tuple representing the unified cluster. Assume IN contains 1-tuple attributes, such that every attribute value belongs to P(T ). Then:
This generalizes easily to the case when IN has several attributes, one of which is a nested table. Example We fuse actors by choosing the first actor (according to document order) as a cluster representative. We fuse movies by unifying all their descendant sequences, which results in a new element denoted m i , for the i-th tuple in the input. This fusion operator is labeled 3.1 in Fig. 2 .
As for duplicate detection, fusion may involve more complex logic than the simple aggregation above. For instance, when detecting duplicates in movies, and simultaneously in actors, which are descendants of movies, the fused result of movies also depends on the fusion of actors. Hence, information about duplicate movies and actors is required, similarly as for relationship-based duplicate detection. As fusion usually requires a previous clustering, we decide to let fusion be part of the clustering function when necessary.
XML View
During cleaning, it may be necessary at several points to apply some "adjustment" transformation to one operator's output prior to sending it into another operator's input. Furthermore, if only parts of the input data have been cleaned, an extra query may be needed to combine the cleaned data with the document it originated from. Such transformations can be accomplished via the XV operator, standing for XML View. Let IN contain some tuples in T n , and i 1 , i 2 , . . . , i k be some column indices in IN . Let q($x 1 , $x 2 , . . . , $x k ) be a parameterized XML query. Then: Example Actor elements need to be restructured in the final result, with firstname and lastname children. Names have been split by the scrubbing operator, we now need to create a new representation of every candidate movie, including the complexstructure actor names. This transformation can be specified by an XQuery q xv . Fig. 2 shows the XV q xv (IN ) operator (labeled 4) and its output.
XClean Programming

Language Rationale and Design
One of XClean's goals is to ease the specification of a cleaning process. Conceptually, such a process can be decomposed in two parts: (i) the specific filters, distance functions, duplicate detection algorithms, clustering algorithms etc. that the user chooses; (ii) and the "surrounding" code necessary to implement the operators based on the functions (as described in the previous section), and to glue the operators among them. Creating or choosing the cleaning functions and algorithms requires human interventions and cannot be automated. In contrast, the second task is repetitive, and amenable to automation.
An XClean P/L program consists of a set of clauses, each of which defines a cleaning operator. Operators input and output tuples from shared, global XClean P/L variables. Sample XClean/PL clauses appear in Tab. 2. XClean P/L keywords appear in bold font.
The top enrichment clause defines the operator labeled 1.2 in Fig. 2 . The clause refers to two named tuple sets, globally visible in the XClean/PL program: $scrubbedMovies, the operator's input, and $enrichedMovies, its output. The tuple variable $m iterates over the input. The BY clause introduces the two enrichments: the result of each query is added as a new variable, part of the output flow.
The cluster classification clause defines the operator labeled 3 in Fig. 2 . The classifier function $xcl:radc denotes a relationship-aware duplicate clustering function [25] , which is one among the possible classifiers to be used here. The classification function returns two sets of clusters, one containing movies and another one actors. The INTO keyword is used, as previously, to capture the outputs of $xcl:radc, and make them visible in the XClean program for further usage. Furthermore, this clause explicitly renames the attributes in each set of cluster's schema, through the SCHEMA clause.
The last clause in Tab. 2 defines the pairwise duplicate operator DD dActor used for illustration in Section 3.6 (numbered 2.3 in Fig. 2 ). Function detectAutorDups returns 1 if the two actors are considered duplicates and 2 otherwise, while function eDist is a simple edit distance. The WITH keyword is immediately followed by a call to the classifier function, after which the (optional) function producing the auxiliary information is invoked.
The complete syntax is given in Tab. 3.
Compiling XClean/PL to XQuery
XClean/PL programs are compiled into XQuery, based on a few general rules. First, given that XQuery does not support tuples, every tuple manipulated during the cleaning process is translated into a system-generated XML element having the standard name tSYS . For every variable of an XClean tuple, the system-generated tSYS element has a child element named after the variable (without the leading $), and contents is the variable value. Nested tuples are simply translated in nested tSYS elements.
While this element generation may be computationally expensive, existing works on optimized XQuery execution [12] have characterized the situations when element construction can be avoided. These are the situations when the identity of the constructed node is never used in the remainder of the same XQuery program. Fortunately, all tSYS element creation done in XClean are in this situation, thus, optimized XQuery processors may support this quite well.
Second, global XClean/PL variables are compiled in XQuery variables introduced by let clauses, bound to the lists of tSYS elements.
Third, XClean/PL operators defined by iterating over input tuples (scrubbing, enrichment, duplicate filtering, fusion, and XML view) are compiled into for-where-return expressions, with XClean/PL's iteration variables (such as $m) compiled into XQuery for clause variables.
A final compiling issue concerns the addition of internal xcl:id identifier attributes to XML elements manipulated during cleaning. One reason for this is related to XQuery semantics: when creating an element having the value of the variable $x as a child, such as, e.g., a {$x} /a , the nodes associated to $x are copied, thus they are no longer equal (in = id sense, see Sec. 3.1) to the original nodes. However, the cleaning process needs to reason on the relationships between the nodes, when de-duplicating related candidates, e.g., movie and actor elements. Moreover, when re-assembling the cleaned elements (last step in Fig. 2 ), IDs are also needed. A second usage of system-introduced IDs is to enable lineage tracing, i.e., discovering the operators (and inputs) that have lead to obtaining a given output (clean) element. Lineage issues are often central in Table 5 : XQuery for movie enrichment data cleaning processes [14, 27] , to help users understand cleaning results, inspect and refine the process. To keep ID insertion and manipulation overhead low, XClean IDs are added to cleaning candidates only.
For illustration, Tab. 5 shows the XQuery fragment resulting from the XClean P/L enrichment clause in Tab. 2.
Usage report
The approach described in this paper has been implemented in our XClean Java-based prototype, following the architecture shown in Fig. 1 . XClean/PL programs are compiled using the antlr tool (http://www.antlr.org/), into XQuery programs.
Section 5.1 reports on the usage of XClean to devise several data cleaning processes of different complexity and scope, focusing on XClean's expressive power and on the benefits of modular and declarative XML data cleaning. Section ?? outlines a quantitative evaluation of XClean performance. We end with some remarks on different XML manipulation languages and their possible benefits for XClean.
Use Cases
FreeDB Use Case. This use case concerns CD description data from the FreeDB site (http://www.freedb.opg). The cleaning process (see Fig. 3 ) includes correcting errors in artist names (common errors include different capitalization schemes, Various Artists is also represented by V.A., Various ), standardizing dates, correcting titles (e.g., the title element often includes Artist/Title), and track titles (again, capitalization). All these operations correspond to scrubbing operators. We further enrich CDs with track title elements obtained by splitting the comma-separated list of track titles into individual elements. Using the enriched CDs, the final task is to deduplicate CDs: if both artist and title are equal, we consider CDs to be duplicates, which is a boolean function without auxiliary information that can directly be used in the DF operator. Clustering performs transitive closure over CD pairs and fusion creates a single representative for every CD. During fusion, conflicts may appear in category, genre, year, and tracks: Figure 3 : FreeDB Use Case different categories, genres, and years are concatenated, whereas sets of title elements are unified. Note that the table representation has only been used for readability, the actual data is XML. MOVIE Use Case. This is a data integration scenario, in which movies from two sources are first mapped to a common schema, and then de-duplicated. The sources are the Internet Movie Database IMDB (http://www.imdb.com) and the German Movie Repository FILMDIENST (http://film-dienst.kim-info.de/). Fig. 4 outlines the two source schema and the target schema. In IMDB titles, the possible leading "The" or "An" in a paper's title is separated in an article element. Non-trivial correspondences between source and target types are rendered by curved arrows, possibly annotated with transformation functions. For example, IMDB names are split into a firstname and a lastname, and the gender is set to "m" for actor, or to "f" for actresses.
XClean allows specifying this process in several ways, as illustrated in Fig.. 5 . In this figure, the central tree of connected operators represents one possible cleaning process, denoted P 1 . An alternative XClean operator graph for the same task, which we denote P 2 , can be obtained by modifying P 1 , as we will shortly explain.
In P 1 , the operators in the shaded bottom areas are used to select and scrub the cleaning candidates from IMDB (left), and FILMDIENST (right). From IMDB, we extract: aka-title, movie and name candidates. Then, title scrubbing (upper/lower case normalization) is applied on the text content of aka-title elements, as well as on the text of movie/title; actor name scrubbing separates first names from last names. FILM-DIENST candidates are: movies, movie main titles, and separatedly movie aka-titles; both titles undergo scrubbing. The XV operators align the movies to the target schema as shown in Fig. 4 . The CS operators merge candidate movies (respectively, candidate actors) from both data sources, to be used together in the rest of the process: year and prod-com scrubbing, duplicate filtering and clustering. Note that the second duplicate clustering operator performs fusion, illustrating a case of complex fusion that requires several inputs (movies and actors). The final result is composed using the final XV operator.
The second plan P 2 differs from P 1 in the following two ways: First, the scrubbing operator on year and prod-com (thick line) is pushed down below the intermediate XV operators. Because integration has not been performed below this point, the scrubbing operator is split into two individual scrubbing operators, one for each source. Second, scrubbing in P 1 has been performed separately on main-titles and aka-titles in both sources. In P 2 , titles of each source are scrubbed in one operation, are then enriched by their type and split in the corresponding title elements in the intermediate XV operator. This scenario illustrates the benefits of modular data cleaning: the same scrubbing function can be used for all titles. It also demonstrates the interest of declarativity: a given process can be specified in multiple ways, and separating its specification from its actual implementation allows for its automatic optimization. DBLP Use Case. The well-known DBLP data source features some examples of samename authors sharing the same page (e.g. two researchers named Albrecht Schmidt), as well as the opposite problem of a single researcher's works being split across two pages due to different ortographs of his name. The co-authors of an author are good starting point to fix these data problems: the co-author sets of the two same-name researchers are disjoint, while the co-author sets of a single person (whose name is spelled in different ways) may overlap. A clustering algorithm working on the coauthor relationship can be designed to repair these problems.
To start with, one needs to retrieve: (i) the set of dirty authors, and (ii) the co-author This example illustrates that complex candidate selection XQueries may contribute significantly to the cleaning process overall. Similarly, complex processing can be applied at intermediary steps by the XV operator. CORA Use Case. The CORA bibliographic data set is frequently used to evaluate duplicate detection algorithms [10, 24] . Fig. 6 outlines an XClean operator graph (right) as well as a sample input reference (bottom left) and its corresponding clean version (bottom right). Colors of operator boxes indicate the bibliographic data components on which they apply, e.g. authors, dates etc. The sample XClean process scrubs, enriches and restructures the dirty data (from the bottom to the upper CS). We assume the restructured data is then fed into three parallel cleaning chains, with the purpose of comparing their respective clean outputs.
In this example, we again scrub dates, reusing a standard function available in the XClean function library already used in the MOVIE scenario. Also, detecting duplicates in author names is similar to detecting duplicates in actor names, so we can reuse the same pairwise duplicate detection function as in the MOVIE scenario, showing the advantage of modularity. 
Quantitative Aspects
We have run the XQuery programs on several freely available XML engines: XML Spy (http://www.altova.com), QizX/Open (http://www.xfra.net/qizxopen/), and Saxon B (http://saxon.sourceforge.net/). We found the latter to be the most performant on our generated XQuery set. Tab. 6 provides an overview of the size of the data sets of the three use cases, actual runtimes (averaged on 10 runs), and savings in word counts when using XClean/PL, relative to the word count of the respective generated XQueries. All data sizes are of moderate size, but larger sizes did not fit in main-memory using Saxon B when it came to pairwise duplicate detection. Nevertheless, we clearly observe a difference on runtime, depending on the cleaning plan. Indeed, the difference between the two plans for the MOVIE scenario is of an order of magnitude. This is mainly due to the higher number of function calls and the multiple joins performed in the intermediate XV operator of P 1 . Some of these joins are avoided in P 2 , because candidates have already been enriched with the information via the EN operators. This recalls the classical optimization consisting of pushing function calls under joins, if the function call results are not cached [9] . As XQuery optimizers grow more efficient and include such mainstream techniques, the performance of XClean programs translated to XQuery is likely to improve. (Admittedly, more efficient XQuery processors are there today -on the Saxon website, the commercial version of Saxon is said to be two orders of magnitude faster, on some queries, than the free version we used.)
In the CORA use case, although the data set is quite small, the runtime is worse than for FreeDB or MOVIE(P 2 ), because it performs more expensive operators on pairs (DF , DD, DC).
Finally, we observe significant savings in the size of a XClean/PL program over the generated XQuery, as shown in the last column of Tab. 6. This indicates that a specialized language like XClean/PL makes the specification of cleaning tasks more concise, thus, we believe, more convienent for the user.
Language issues
Our choice of XQuery as the target language for XClean P/L compilation is pragmatic, driven by the wide current availability of XQuery processors. However, the read-only XQuery requires cleaning to disassemble data fragments to be cleaned, and then reassemble them again in the clean result (via the introduced xcl:id attributes), which may not be very performant. The possibility to clean (e.g., scrub data) by updating it is thus very interesting, and is provided, e.g., by the W3C XQuery Updates [31] W3C draft, and by more recent programming-style XQuery extensions [6] . As current XQuery processors start supporting such languages, they may become XClean P/L compilation targets, providing both the advantages of query optimization (for readonly cleaning parts) and those of "in-place" cleaning via updates.
Related Work
Due to the lack of space, we only briefly discuss selected related work. A survey on relational data cleaning is made in [21] , and more recent approaches include AJAX [14] and Potter's Wheel [22] . XClean is conceptually close to AJAX by its operator-based approach, however the XML context lifts the expressive power barriers that confronted AJAX. In our context, advantages of a declarative, modular approach are: ease of specification and maintenance, and opportunities for optimization. AJAX moreover provided an exception handling mechanism, which we plan to consider as well in the future.
XClean is not meant to replace existing algorithms for specific cleaning tasks, such as clustering, distance computation etc. Instead, these approaches can plugged in as physical implementations of specific operators, thus re-using existing results and running code. For duplicate detection, numerous algorithms have been developed, for relational data [16, 18] , XML/hierarchical data [2, 20, 25] , and more complex graph data [10, 24, 26] ; a survey is provided in [28] . For similarity joins, the computationally expensive part of duplicate detection, a relational operator has been proposed in [8] . Fusion has received less attention, and all work focuses on relational data. The authors of [5] propose an operator that extends SQL to support declarative fusion and implemented in the HumMer system [4] , and we plan to develop a similar technique for XML data. Other solutions include TSIMMIS [19] relying on source preference in the context of data integration, and ConQuer [13] that filterns inconsistencies out of query results.
XClean's internal model includes tuples [1] , which have made it easy to model asociations between objects. Existing works suggested a controlled inclusion of tuples in XQuery to facilitate analytic queries rich in group-by [3] . The difference is that we include tuples as XClean internals and compile in standard XQuery, whereas [3] add new syntactic constructs.
