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Software para la gestión y distribución de 
encuestas Opina Versión 2.8 
Alejandro Herrera Barnes 
Resumen— Opina es una aplicación web para la creación, gestión y distribución de encuestas. Cuenta con diferentes tipos de 
preguntas y es totalmente configurable gracias a la adición de mensajes de texto o a la organización de las preguntas dentro 
de grupos diferenciados. Con Opina se puede crear una encuesta, distribuirla entre contactos y ver las respuestas gracias a 
sus informes de resultados. Sus capacidades para exportar los resultados en diferentes formatos hacen a la aplicación ideal 
para su uso empresarial y obtener un feedback de calidad de los clientes o de los empleados. En este documento se exponen 
un conjunto de nuevos desarrollos que se han realizado para dotar a Opina de nuevas funcionalidades y así actualizar la 
aplicación a su nueva versión 2.8. 
Palabras clave— Opina, Encuestas, IN2, Desarrollo de software, aplicaciones web, java, spring, Inversión de Control, 
metodologías agiles, Scrum, programación orienta a objetos, ORM, javascript, ExtJs, frameworks 
 
Abstract— Opina is a web application for the creation, management and distribution of surveys. It has different types of 
questions and is totally configurable thanks to the addition of text messages or to the organization of the questions within 
different groups. With Opina you can create a survey, distribute it between contacts and see the answers thanks to your results 
reports. Its capabilities to export results in different formats make the application ideal for business use and get quality feedback 
from customers or employees. This document presents a set of new developments that have been made to provide Opina with 
new functionalities and thus update the application to its new version 2.8. 
Index Terms— Opina, Surveys, IN2, Software developement, web apps, java, spring, Inversion of Control, agile, Scrum, 
Object-Oriented-Programming, ORM, javascript, ExtJs, frameworks 
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1. INTRODUCCIÓN 
 
ocas veces se le da importancia a lo arraigados que 
están en nuestra sociedad unos elementos tan simples 
como las encuestas y los formularios. Si se reflexiona 
sobre este tema, se llega a la conclusión de que son unas 
herramientas extremadamente útiles a la hora de recolec-
tar información, sea de un número reducido de escogidos 
o de una parte significativa de la población. ¿Qué sería de 
los gráficos de intención de voto previos a unas elecciones 
sin la multitud de encuestas que se realizan a la pobla-
ción? 
En el ámbito empresarial, estos formularios también están 
muy extendidos, ya que pueden ser usados para objetivos 
tan dispares como conocer la satisfacción de un cliente 
respecto a la marca, conocer las inquietudes o hábitos de 
trabajo de una plantilla o tomar decisiones estratégicas en 
función de las respuestas y la información de negocio 
extraídas de las encuestas a un sector target de la pobla-
ción. 
El modelo de encuesta tradicional, donde una o varias 
personas se pasan horas y horas en una concurrida calle 
asaltando a los viandantes con una hoja de papel, es un 
modelo que, por supuesto se sigue usando en la actuali-
dad porque por pura estadística, la insistencia de los en-
cuestadores hace que se consigan respuestas. Este modelo 
es útil para encuestas que tienen como temática alguna 
cuestión de interés general y en muchas ocasiones la con-
testación de estos cuestionarios viene precedida por la 
entrega de un incentivo. Como es de esperar, con este 
modelo no se puede obtener la opinión de una plantilla 
de trabajo, por ejemplo, si ésta es grande o si la propia 
encuesta requiere que sea contestada por la totalidad de 
un colectivo. Aquí es donde entran en juego las tecnolo-
gías de la información y la comunicación como Internet. 
Mediante Internet, el área de recursos humanos de una 
gran compañía, por ejemplo, puede distribuir una encues-
ta sobre ambiente laboral al resto de áreas de la empresa y 
controlar quién la ha contestado y quién no, y tomar las 
medidas oportunas para forzar a que todos los miembros 
de la corporación den su opinión sobre el tema. Además, 
una ventaja del modelo de encuestas 2.0 es el de la extrac-
ción de datos, ya que el tipo de aplicaciones que lo hacen 
posible suelen incorporar funciones para conocer las res-
puestas de los encestados y módulos estadísticos, desde 
muy básicos y simples a modelos más avanzados y com-
plejos, que permiten extraer la información deseada y 
tomar las decisiones de negocio oportunas. 
Opina es una aplicación web para la creación, gestión y 
distribución de encuestas propiedad de la empresa de 
tecnologías de información IN2, con sede en Barcelona1. 
Con Opina se pueden crear encuestas y formularios de 
forma simple y distribuirlas entre los usuarios que se 
desee. Posee varios tipos de preguntas que permiten al 
usuario crear cuestionarios versátiles mediante una exce-
lente experiencia de usuario2. Se incluyen en este software 
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otras opciones realmente interesantes como obtener los 
resultados de las encuestas mediante una serie de infor-
mes, controlar que usuarios han respondido los cuestio-
narios y exportar las respuestas en varios formatos. El 
siguiente documento tiene como objetivo exponer las 
nuevas implementaciones y desarrollos que se han reali-
zado en los últimos meses con el fin de dotar a Opina un 
salto evolutivo en cuanto a sus capacidades y conformar 
lo que es la nueva actualización del software, nombrada 
como Opina V2.8. Las funcionalidades y los resultados de 
su implementación, que se explican en este documento, 
son funcionalidades demandadas por clientes de IN2 y, 
por tanto, en un principio, esta actualización de software 
se desplegará en los entornos cerrados y privados de cada 
uno de los clientes que la requieran. En concreto, esta 
nueva versión está formada por 3 funcionalidades nue-
vas, que se comentarán en la sección Objetivos de este 
documento. Como excepción, existe la posibilidad de 
desplegar la funcionalidad 2 (Sistema de lógica condicio-
nal) en el entorno de producción de la empresa para que 
la versión abierta al público general pueda disfrutar de 
esta funcionalidad que dota a Opina de más inteligencia y 
de una mejora significativa en la comprensión de encues-
tas y en la experiencia de usuario.  
 
El presente documento está dividido en las siguientes 
secciones: 
 
• Introducción: Breve introducción a Opina y al 
trabajo realizado. 
• Estado del arte: Situación actual del software y 
breve introducción a las tecnologías utilizadas. 
• Objetivos: Objetivos principales y desglose de 
subobjetivos de este TFG. 
• Metodología: Comentarios sobre la forma de 
trabajar para este proyecto en colaboración con el 
propietario IN2 y procesos realizados. 
• Tecnologías utilizadas: Explicación de las tecno-
logías en las que está desarrollado Opina y el uso 
que el sistema hace de ellas. 
• Implementaciones: Proceso y comentarios sobre 
las decisiones tomadas para satisfacer los objeti-
vos y requerimientos de cada una de las funcio-
nalidades. 
• Resultados: Resultados obtenidos como conse-
cuencia de la implementación de las diferentes 
funcionalidades. 
• Conclusiones: Reflexiones sobre el desarrollo de 
aplicaciones web y sobre aspectos técnicos 
aprendidos durante la ejecución del trabajo. 
2. ESTADO DEL ARTE 
Actualmente existen múltiples sistemas de encuestas en el 
mercado, desde sistemas de uso completamente gratuito 
y enfocados al público general, hasta sistemas más cerra-
dos propiedad de grupos u organizaciones como univer-
sidades o empresas. No existe un modelo único de siste-
ma gestor de encuestas, ya que cada uno presenta alguna 
particularidad, pero todos se basan en el mismo principio, 
crear encuestas, distribuirlas, hacer que los usuarios las 
contesten para sacar el máximo de información sobre el 
tema propuesto y analizar sus resultados. Prácticamente 
la totalidad de estos sistemas son servicios web, ya que 
esta plataforma permite que el encuestado no se tenga 
que instalar en su dispositivo ningún tipo de software 
cliente específico para contestar una encuesta que puede 
que se resuelva en menos de un minuto. Además, el pun-
to de entrada a estas encuestas suele ser el mismo para 
este tipo de aplicaciones, una URL que bien se envía a los 
encuestados mediante algún mecanismo de comunicación 
externo al aplicativo o mediante una notificación vía co-
rreo electrónico si es que la aplicación lo soporta. Opina 
es un sistema más de este tipo, maduro y completo que 
actualmente está desplegado en un servidor abierto al 
público, pero también se encuentra instalado en los servi-
dores privados de varias organizaciones clientes de IN2. 
Este hecho lo hace muy interesante, ya que el conjunto de 
usuarios que mantiene Opina es un grupo más cerrado y 
reducido y permite que se puedan desarrollar nuevas 
funcionalidades a medida en función del cliente que lo 
requiera y del contexto en el que se encuentre este cliente. 
Opina está desarrollado principalmente en JAVA, toda la 
parte de back-end, y apoyado por el framework de Inver-
sión de Control (IoC) Spring. Spring es uno de los frame-
works de este tipo más usados en la actualidad, ya que 
permite al desarrollador olvidarse del control de los beans 
y las dependencias y centrarse en el desarrollo de su apli-
cación3. Junto con Spring, la otra gran tecnología que con-
forma el back-end de la aplicación es el software de Ob-
ject-Relational mapping (ORM) Hibernate, que propor-
ciona una capa de abstracción sobre las entidades de la 
base de datos y permite mapear estas entidades en objetos 
JAVA4. En el lado cliente se encuentra la biblioteca de 
Javascript para la generación de contenido dinámico Ext 
JS de Sencha. Obviamente, además de estas tecnologías se 
usan otras que se comentaran en secciones posteriores de 
este documento.  
Cabe destacar también el grado de madurez de la aplica-
ción. Opina es un sistema completo y funcional que da 
servicio tanto al público general como a clientes particula-
res, como ya se ha expuesto anteriormente. Este hecho 
hace que detrás del producto exista un servicio de mante-
nimiento y solución de incidencias. Además, la aplicación 
se encuentra instalada en un servidor de desarrollo que se 
usa como banco de pruebas para las nuevas funcionali-
dades. Opina sigue un paradigma de programación Mo-
del-View-Controller (MVC) y un fuerte patrón de heren-
cias entre las clases Java que forman el producto. Para 
extender el código e introducir nuevas capacidades es 
necesario un conocimiento profundo del producto, ya que 
dado a su tamaño considerable puede ser complicado 
entender ciertas acciones que realiza o encontrar en qué 
parte del código se ejecutan. 
3. OBJETIVOS 
El objetivo principal del proyecto ha sido el desarrollo 
completo, es decir, diseño, implementación, documenta-
ción, pruebas y despliegue de la nueva versión (v2.8) de 
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la herramienta web para la creación y la difusión de en-
cuestas Opina. 
Para la consecución de este objetivo ha sido imprescindi-
ble cumplir una serie de subobjetivos, que correspondie-
ron a cada una de las funcionalidades a desarrollar y que 
forman la nueva actualización. Estos subobjetivos y sus 
correspondientes funcionalidades se describen a conti-
nuación: 
1. Desarrollo completo de un sistema multilenguaje 
que sea capaz de detectar las preferencias de len-
guaje del cliente y muestre los elementos que 
forman la encuesta en el idioma detectado de 
forma automática. 
2. Desarrollo completo de un sistema de lógica 
condicional que permita al creador de la encuesta 
relacionar preguntas con respuestas a preguntas 
anteriores, dentro de la misma encuesta. 
3. Desarrollo completo de un mecanismo que per-
mita a un usuario dejar de compartir una encues-
ta compartida.  
Es necesario contextualizar este objetivo antes de 
entrar en más detalle. Opina en versiones ante-
riores contaba con una capacidad para que los 
usuarios dieran acceso a la información de explo-
tación de datos de sus encuestas. Esta funcionali-
dad quedó inacabada y faltaba desarrollar un flu-
jo que permitiera al usuario que comparte sus 
encuestas, detener la compartición de las mismas 
y hacer que la información de dicha encuesta 
volviera a ser propiedad exclusiva del usuario 
propietario. 
 
Para estos 3 subobjetivos, se ha establecido, marcado por 
la empresa, un orden de prioridades. 
Dando la máxima prioridad al objetivo 1, que dota a la 
aplicación de un mayor grado de internacionalización y la 
hace más usable. 
En segundo lugar, en cuanto a prioridad e importancia se 
refiere, se sitúa el cumplimiento del objetivo 2, que permi-
te a la aplicación dar un paso hacia adelante ofreciendo a 
los clientes la posibilidad de crear encuestas más persona-
lizadas y específicas. 
Finalmente, y como menos prioritario, se encuentra el 
subobjetivo 3, que como resulta ser la finalización de un 
mecanismo incompleto que está funcionando, el tiempo 
de desarrollo y el coste de trabajo son inferiores que el del 
resto de objetivos a cumplir. 
4 METODOLOGÍA 
La metodología de trabajo que se ha seguido para este 
proyecto fue impuesta por la empresa IN2, y que es la que 
actualmente usa en todos sus proyectos, la metodología 
ágil conocida como ScrumBan (Scrum + KanBan). 
Scrum es un marco de trabajo para la gestión y desarrollo 
de software basado en un proceso iterativo e incremental 
utilizado comúnmente en entornos basados en el desarro-
llo ágil de software.  
Para el desarrollo de cada uno de los subobjetivos comen-
tados en la sección “Objetivos”, se ha seguido el procedi-
miento que se describe a continuación: 
1. Exploración del elemento a modificar: Insta-
lación de puntos de interrupción y mensajes 
de log para trazar el intercambio de datos 
creados por el cliente desde su introducción 
hasta su inserción en base de datos. Mismo 
procedimiento para conocer las extracciones 
de la BD y envío de información al cliente. 
2. Creación de clases de tipo modelo para la 
persistencia que cumplan los nuevos reque-
rimientos. 
3. Modificaciones en el client side de la aplica-
ción. 
4. Modificaciones en la recepción y el envío de 
datos en el server side, es decir, modificacio-
nes en las API REST. 
5. Procesado de información en el server: 
6. Pruebas de tipo exploratorio de los elemen-
tos afectados por los cambios. 
7. Muestra del elemento funcionando al Pro-
duct Owner, que debe validar la corrección 
del elemento o subobjetivo. 
8. Subida de cambios al repositorio del proyec-
to. 
9. En caso de finalizar toda la funcionalidad y 
cumplir un objetivo de rango superior, prue-
ba completa de la funcionalidad, generar eje-
cutables y despliegue en servidores de clien-
tes. 
Esta metodología ha venido impuesta por la empresa por 
lo que en los únicos puntos donde se ha ofrecido flexibili-
dad son el 7 y el 8, debido a que, si un cambio no es críti-
co, se pueden obviar ya que sería mostrado al Product 
Owner en la prueba de la funcionalidad general. 
El hecho de implementar ya desde fases tempranas del 
proyecto el ciclo comentado anteriormente da al cliente 
(representado por el Product Owner) una idea de cómo se 
van comportando las funcionalidades esperadas sobre el 
sistema final, proporcionando un valioso Feedback que 
genera ideas imposibles de concebir en un primer mo-
mento. 
5 TECNOLOGÍAS UTILIZADAS Y ARQUITECTURA 
5.1 Arquitectura general 
Opina es un proyecto que sigue el patrón MVC, como se 
ha mencionado anteriormente, y que está configurado de 
la siguiente forma. 
Por cada acción que el usuario puede realizar con la apli-
cación existen: 
• Clases de tipo model: Representación en forma de 
objeto Java de una entidad de la base de datos. 
Bean de Hibernate ORM del tipo @Entity. 
• Clases de tipo service: Encargadas de usar los Ob-
jetos de Acceso a Datos (DAO), encargados del 
acceso a la base de datos, a su conveniencia. Bean 
de Spring tipo @Service. 
• Clases de tipo resource: Objetos que sirven para 
representar los datos que cliente y servidor se 
envían durante las transacciones. Mapean su 
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contenido en objetos de tipo model lo que provo-
ca que las operaciones de transformación de da-
tos se realicen sobre estas clases tipo resource. 
• Clases de tipo processor: Encargadas de realizar 
las operaciones de negocio sobre los objetos re-
source. Forman parte de la parte controller del 
modelo MVC. Son beans de Spring de tipo 
@Component y se encargan de usar los service, 
tratar los datos recibidos en los endpoints de la 
API y de instanciar las clases resurce. 
• Clases de tipo API: Forman la API rest de la apli-
cación y son los puntos de intercambio de datos 
entre cliente y servidor. Juntamente con los proce-
ssor, formarían la parte de controladores de la 
aplicación, ya que su función es la de recibir y 
preparar los datos, tanto de cara al client-side, 
como de cara a los modelos. 
• Vistas de la aplicación: Desarrolladas con el fra-
mework de Sencha ExtJs. Se encargan de generar 
dinámicamente los contenidos html sobre la JSP 
principal de la aplicación. Se entrará en más deta-
lles en la sección “Lado cliente”. 
5.2 Spring 
Spring es un framework de IoC y un potente inyector de 
dependencias. Las dependencias y los objetos que se 
utilizan cuando una acción se inicia, normalmente por el 
cliente (de ahí lo de Inversión de Control), son inyectados 
por el contenedor de dependencias en tiempo de 
ejecución. De esta forma, el programador no tiene que 
ocuparse del ciclo de vida de los objetos, es decir ni los 
tiene que instanciar para crearlos, ni tiene la necesidad de 
guardar todos los objetos que usa cada cliente conectado a 
la aplicación web, técnica que en el desarrollo de 
aplicaciones de web es totalmente contraproducente e 
inútil. Spring, entonces, se encarga de construir los 
objetos que la aplicación necesita adaptándose al resto de 
frameworks que se usen en el lado servidor de la 
aplicación e integrando las diferentes clases de dichos 
frameworks, despreocupando al programador de la 
tediosa tarea de la gestión de los objetos. Al controlar 
Spring qué objetos debe inyectar, se evita que cada clase 
tenga que gestionar sus propias dependencias y por tanto 
conocer la implementación de las mismas, cosa que 
produce un código fuertemente acoplado5. Spring se 
encarga de automatizar y controlar tareas básicas en 
cualquier aplicación web como la gestión de sesiones, 
cookies y la seguridad de la aplicación. Además, provee 
de toda una interfaz para crear y gestionar APIs rest. El 
uso de Spring hace desaparecer de nuestro código todas 
las construcciones de objetos y se sustituye bien por un 
archivo XML de configuración de interdependencias, o 
bien por anotaciones en las clases que usamos, que es el 
modelo que sigue Opina. 
 
5.3 Mapping de objetos de bases de datos 
relacionales 
Opina usa Hibernate para mapear el contenido de las 
entidades de la base de datos en Plain Old Java Objects 
(POJOs), formando así las clases modelo. Para acceder a 
los datos almacenados y hacer posibles las inserciones, 
eliminaciones y actualizaciones de la base de datos, se 
usan unos servicios conocidos como objetos DAO, que se 
encargan de manejar la base de datos y traducir su conte-
nido a las clases modelo. Como se ha mencionado antes, 
Spring se encarga de gestionar el ciclo de vida de los 
beans de Hibernate. Hibernate fue montado sobre MySql, 
que era el sistema gestor de base de datos que incorpora-
ba Opina desde su primera versión. 
5.4 Lado cliente 
En el lado cliente de Opina hay que diferenciar dos ver-
tientes: 
5.4.1 Aplicación de creación/gestión de encuestas 
Los formularios, los botones, las cuadrículas y el resto de 
componentes de la web son creados por una librería de 
Javascript llamada ExtJs propiedad de Sencha. En concre-
to Opina usa la versión 4.3 de esta librería que tiene como 
objetivo proporcionar una capa de abstracción y dando al 
programador la visión de que todos los componentes del 
front-end de su aplicación son objetos de javascript6. Por 
tanto, como objetos, cuentan con propiedades personali-
zables que darán a cada componente unas cualidades 
únicas y unos comportamientos deseados. Estos conteni-
dos se crean de forma dinámica y se montan sobre un JSP 
principal y los datos que muestran son recibidos del ser-
vidor mediante tecnología JSON. La librería es capaz de 
procesar estos objetos cuando se crean y traducirlos a 
Figura 1: Arquitectura de Opina. Se observa la interacción entre 
los diferentes módulos que forman la aplicación para atender peti-
ciones http del cliente. 
Figura 2: Ejemplo de clase SurveyAPI del package API, que, me-
diante anotaciones de Spring, crea un endpoint que responde a 
peticiones http get y devuelve la información de una encuesta dada 
su ID. 
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contenido HTML 5 normal, por tanto, su grado de perso-
nalización aumenta, aún más, si aplicamos CSS sobre 
ellos. Esta librería aplica también un patrón MVC que 
solo afecta al lado cliente y que se estructura con objetos 
modelo, encargados de mapear los contenidos de los for-
mularios y los datos que se reciben del servidor. Los obje-
tos store se encargan de la comunicación con la API; los 
objetos view son los componentes visuales de la aplicación 
y son los que albergan más parámetros de personaliza-
ción y configuración; finalmente los objetos controllers 
hacen el binding entre los modelos y las vistas. 
Esta librería es un tanto complicada de manejar por su 
infinidad de configuraciones, pero tener una buena co-
munidad de desarrolladores detrás y varios ejemplos 
resulta de gran ayuda. 
5.4.2 Página de contestación de encuesta 
La página es contestación de la encuesta, visible sin nece-
sidad de tener una cuenta en Opina, no usa la librería 
ExtJs, su funcionamiento es más simple. Se basa en una 
JSP donde los datos se montan mediante un preprocesa-
dor de HTML llamado Dust7 de Linkdn. Es el servidor el 
encargado de recuperar de la base de datos el contenido 
de la encuesta que se va a servir y usar el preprocesador 
para formar la página y enviársela, lista para renderizar al 
cliente. De esta manera, se desarrollan una serie de planti-
llas, que corresponden a los tipos de preguntas, a los blo-
ques de texto y a los grupos de preguntas que aparecen 
en el cuerpo de la encuesta y es el servidor el que se en-
carga de hacer el binding entre datos y representación. 
Una vez esta página es renderizada por el cliente, es la 
librería de Google jQuery8, la que se encarga de dar dina-
mismos a los elementos y de crear los mensajes JSON con 
las correspondientes respuestas a cada una de las pregun-
tas. 
6 IMPLEMENTACIONES 
6.1 Sistema de encuestas multilenguaje 
Para resolver la situación que se planteaba en este objeti-
vo, se desglosó la problemática en los siguientes grupos 
de tareas (no se incluyen subtareas por cuestiones de 
espacio): 
1. Rediseño de la interfaz gráfica en la edición de 
preguntas 
2. Mecanismos para detectar el idioma del navega-
dor y enviarlo al servidor 
3. Programación de funciones de las API, clases re-
source y clases processor 
4. Creación de modelos en base de datos 
5. Rediseño de los JSON que se intercambian cliente 
y servidor 
6. Pruebas 
7. Documentación: análisis técnico 
8. Documentación: documentación durante el desa-
rrollo 
9. Documentación: actualización del manual de 
usuario 
Cabe destacar, que, para implementar esta solución, y de 
igual forma que se hizo para el desarrollo del objetivo 2, 
las implementaciones de la parte front-end y back-end se 
realizaron en paralelo, ya que era más sencillo generar la 
petición del cliente, y a partir de los parámetros enviados, 
empezar a programar toda la lógica del servidor. Prime-
ramente, se observó que la base de datos no estaba prepa-
rada para soportar campos multiidioma. Un campo de 
tipo texto de una determinada entidad solo se podía 
guardar en un único idioma. En vez de alterar todas las 
tablas que tuvieran campos de texto que dependieran del 
usuario, se crearon nuevas entidades para representar 
estos elementos que pudieran guardar el mismo valor en 
3 idiomas diferentes (catalán, castellano e inglés) y que se 
relacionaran con el registro de la tabla original mediante 
una clave foránea. De esta forma, cuando se fuera a con-
sultar a la BD una pregunta, por ejemplo, se debían obte-
ner los datos de la misma y luego consultar la tabla de las 
preguntas multiidioma para recuperar esos valores en el 
idioma correspondiente, en caso de tratarse de un acceso 
a contestación de encuesta, o en todos los idiomas dispo-
nibles, en caso de tratarse de un acceso para editar dicha 
pregunta. Este mismo procedimiento se aplicó a todos 
aquellos elementos de Opina que se pudieran visualizar 
en la página de contestación de encuesta, que són los 
enunciados, las validaciones, los mensajes de ayuda y las 
opciones de respuesta, en caso que tengan, de cada pre-
gunta, grupos de preguntas, bloques de texto, título de la 
edición, mensajes de bienvenida y despedida de la en-
cuesta y encabezados y pies de página. Tomando esta 
decisión, cada vez que un usuario define uno de estos 
elementos, se crea un registro en la tabla original y tantos 
registros como idiomas definidos en la tabla multiidioma 
correspondiente a ese elemento. A continuación, se expo-
ne un ejemplo: 
El usuario crea dos preguntas, en una de ellas define los 
enunciados en los tres idiomas, en la otra, los define en 
dos idiomas. La tabla multiidioma de enunciados queda-
ría de la siguiente forma: 
En la tabla original de preguntas, se crearían dos registros 
con claves primarias iguales a las ID de la tabla anterior, 
el valor de uno de los enunciados, aquí se sigue un orden 
de prioridad siendo el primero el castellano, el segundo el 
catalán y el tercero el inglés, y el resto de datos de la pre-
gunta. De esta forma, la tabla original queda inalterada y 
el mecanismo multiidioma es retrocompatible con ele-
mentos creados antes del despliegue de esta funcionali-
dad. 
Figura 3: Entidad OPINA_MULTILINGUAL_WORDING. Re-
presenta los enunciados de las preguntas en los diferentes idiomas. 
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En la parte del front-end, se han modificado todos los 
formularios que tuvieran entrada de texto libre en la apli-
cación, eliminando el textarea simple e incorporando un 
selector que incluye tres textareas, uno por cada idioma, 
donde el usuario puede ir cambiando entre ellos sin que 
pierda que lo que ha escrito previamente. Esto implica 
que el servidor necesita más parámetros para llenar estas 
tablas, así que se han modificado los JSON sustituyendo 
los campos simples, por arrays de 3 posiciones donde 
viajaran los datos introducidos por usuarios. Cada posi-
ción del array contiene el idioma en que está escrito ese 
campo. Una vez estos mensajes llegan a la API, el servi-
dor usa los nuevos resources y los nuevos processors 
creados para acabar guardando esta información en las 
entidades persistentes. Será responsabilidad del creador 
de la encuesta definir todos los datos de los diferentes 
elementos en los mismos idiomas. 
La otra parte de este desarrollo es la contestación de la 
encuesta. En el momento que un usuario accede, a través 
de la URL de encuesta, al cuestionario, mediante jQuery 
se detecta el idioma del navegador y se envía al servidor. 
El servidor es el encargado de buscar la encuesta deman-
dada, y consultar todas las tablas multiidioma en busca 
de los elementos que la componen en el idioma del nave-
gador recibido. En caso que se acceda con un idioma no 
soportado en Opina, se mostrarán los elementos de la 
encuesta en el idioma por defecto, siguiendo siempre las 
prioridades castellano, catalán, inglés. Si solo se han defi-
nido los elementos en un idioma, bien por decisión del 
autor, o bien porque son encuestas que se han creado 
antes del despliegue del sistema multiidioma, se mostra-
rán los textos en el idioma que haya en la tabla original. 
6.2 Sistema de lógica condicional 
Para resolver el objetivo 2, se ha usado el siguiente des-
glose de tareas: 
1. Programación front end. Grupos condicionales  
2. Programación front end. Formulario para rela-
cionar opciones y grupos condicionales + comu-
nicación JSON con el servidor 
3. Programación lógica de servidor. Comunicación 
JSON con el cliente + reprogramación de Resour-
ces y processors 
4. Creación de modelos en base de datos 
5. Programación Front end. Visualización de la pan-
talla de encuestas 
6. Pruebas 
7. Documentación: análisis técnico 
8. Documentación: documentación durante el desa-
rrollo 
9. Documentación: actualización de manual de 
usuario 
En esta solución, igual que en la anterior, también se dis-
tinguen dos casuísticas diferentes. Cómo gestionar las 
relaciones entre preguntas cuando el usuario crea la en-
cuesta y como mostrar las relaciones entre las preguntas 
en el momento de contestarla. Antes de empezar la expli-
cación de la toma de decisiones hay que destacar que 
únicamente las preguntas de tipo “Múltiples Opciones” 
son las que pueden contener relaciones con otros elemen-
tos de la encuesta. El requerimiento seguido es que una 
pregunta que tiene, por ejemplo, 3 opciones diferentes, 
puede estar relacionada como máximo a otros 3 compo-
nentes del diseño de la encuesta, que pueden ser pregun-
tas, bloques de texto o grupos de preguntas. Al ser los 
bloques de texto y las preguntas unidades independien-
tes, se decidió crear un nuevo tipo de elemento llamado 
grupo condicional. Este nuevo tipo de grupo puede con-
tener preguntas, textos y otros grupos, pero a diferencia 
de los grupos de preguntas tradicionales, no tiene aspecto 
en el cuerpo de la encuesta y por tanto no se muestran 
hasta que la opción a la que van asociada es marcada. Los 
grupos condicionales, a ojos del servidor, son una unidad, 
por tanto, todo lo que se incluya dentro de un mismo 
grupo condicional podrá ir asociado a una opción de 
respuesta. De esta forma, un creador podrá indicar que la 
“opción A” de su pregunta 1, estará relacionada con las 
preguntas 2, 3, 4 y el mensaje de texto t1 y que éstos solo 
aparecerán cuando el encuestado marque dicha opción. 
Los grupos condicionales son objetos JAVA que heredan 
del grupo base, lo único que los diferencia es su aspecto a 
la hora de ser renderizados. Para recrear esta situación se 
ha añadido un flag, llamado elementSetType, en la enti-
dad SurveyElementSet para distinguir qué grupos son 
normales, y tienen aspecto y descripción, y qué grupos 
son condicionales, que tienen otro estilo en las páginas de 
creación de encuesta, carecen de descripción y no se ren-
derizan en la página de contestación del cuestionario. 
Figura 5: Entidad OPINA_SURVEY_ELEMENTSET. Guarda los 
grupos de preguntas. Se observa el nuevo campo elementSetType. 
Figura 4: Entidad (versión reducida) OPINA_QUESTION. Tabla 
que se encarga de guardar todos los datos de una pregunta. Se 
guarda el wording por defecto. 
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Una vez teníamos estos grupos, surge la necesidad de 
almacenar las relaciones. Para ello era imprescindible 
guardar en el mecanismo de persistencia los siguientes 
valores: 
- Pregunta de tipo “Múltiples Opciones” que inicia 
la relación. 
- Opción de la pregunta que se implica en la rela-
ción. 
- Grupo condicional. 
La entidad recibió el nombre de OPI-
NA_LOGICAL_RELATIONSHIP y tiene el siguiente as-
pecto: 
Paralelamente al desarrollo de la parte del servidor, se 
hicieron modificaciones en los formularios que permitían 
definir las opciones de las preguntas de múltiples opcio-
nes. Este formulario contenía una tabla donde el usuario 
introducía cada una de las posibles respuestas que podía 
tener la pregunta. Se añadió un nuevo campo a esta tabla 
que mediante una llamada AJAX al servidor, muestra con 
un selector desplegable los grupos condicionales creados 
para esa encuesta. El usuario crea la opción y puede esco-
ger uno de los grupos condicionales creados, si es que 
quiere usar el sistema de lógica condicional. Este meca-
nismo implica que la manera de crear los cuestionarios en 
Opina quede más limitada, pues para usar este sistema 
correctamente, el usuario primero debe crear todas las 
preguntas, luego pensar y organizarlas en los grupos 
condicionales que le interesen y finalmente ir a las pre-
guntas “padre”, entrar en su configuración y crear sus 
opciones y relaciones.  
La otra parte del desarrollo es la gestión de las relaciones 
en la página de encuesta. Todos los grupos condicionales 
creados, no deben mostrarse en el momento de acceso a la 
encuesta. En el momento en que el encuestado selecciona 
una opción que tiene una relación, se muestra el conteni-
do del grupo condicional. Si esta opción se deselecciona o 
se pulsa el botón que tiene cada pregunta “Borrar datos”, 
que limpia las opciones marcadas, el grupo relacionado 
debe ocultarse de nuevo. Para ello se ha tenido que modi-
ficar el JSON que recibe el encuestado añadiendo las rela-
ciones entre las opciones de respuesta y los grupos que 
desencadenan. Estos nuevos grupos, además, incorporan 
un campo en el JSON que los identifica como grupos 
condicionales y que se usa para decidir la clase de CSS 
que implementan, cuyo comportamiento es no mostrarse 
por defecto. 
Para crear los efectos de aparición y desaparición, se han 
modificado las plantillas que forman las encuestas. Como 
se ha comentado anteriormente, para formar el cuerpo de 
la encuesta se usa un preprocesador de HTML llamado 
Dust. Estas plantillas permiten incorporar tags javascript 
y mediante el uso de estos tags y la librería jQuery, se ha 
conseguido que la encuesta “escuche” los cambios que se 
producen en ella y en función de las opciones que se van 
marcando/desmarcando mostrar u ocultar el contenido 
relacionado. En caso que alguna pregunta de las que es-
tán ocultas tenga validaciones, como por ejemplo que sea 
obligada su contestación, se ha decidido suprimir dichas 
validaciones, ya que realmente una pregunta que no se 
muestra no tiene que ser contestada y por tanto la valida-
ción carece de sentido hasta que se enseñe la pregunta. 
6.3 Finalizando la funcionalidad: Compartir 
encuesta 
Para la solución del objetivo 3, no fue necesario planificar 
las tareas de forma tan minuciosa como en los desarrollos 
anteriores. Se identificó que la funcionalidad que permitía 
compartir encuestas estaba inacaba y que se podía com-
partir una encuesta, pero no detener la compartición. Para 
la implementación no ha sido necesario modificar la enti-
dad OPINA_SHAREDSURVEY, que era la encargada de 
almacenar las relaciones entre las encuestas y los usuarios 
que tenían acceso de explotación a ellas. Se ha usado el 
mecanismo normal de borrado de registros en Opina, que 
no es otro que marcar en la tabla donde se encuentran 
todos los identificadores de todos los objetos de Opina, la 
entrada correspondiente a la relación como eliminada. 
Para hacer esto, una vez que el usuario da de baja una 
pregunta, una respuesta de un cliente o un contacto, Opi-
na añade la fecha de eliminación del elemento a esta ta-
bla, conocida como OPINA_DESKTOPELEMENT. Las 
relaciones entre encuesta y usuarios con acceso de explo-
tación, heredan de este objeto por lo que también cuentan 
con una fecha de borrado. Así pues, lo único que se debió 
gestionar fue el proceso para indicar a Opina que borra-
se/invalidase un determinado registro. Para conseguir 
esto, se implementaron clases resources y processors y se 
creó un nuevo endpoint en la API que es a donde el clien-
te debía hacer las peticiones de borrado. 
Figura 6: Grupo condicional (el azul oscuro) en la página de "Di-
seño" de la encuesta. Contiene una pregunta y un grupo normal 
que a su vez tiene otra pregunta. 
 
Figura 7: Nueva entidad, OPINA_LOGICALRELATONSHIP. 
Relaciona las opciones de respuesta con los grupos condicionales. 
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En la parte frontal, se añadió un botón al formulario de 
compartición de encuestas que permite, previa selección 
de los usuarios con los que no se quiere compartir, dene-
gar el acceso a los mismos. Cuando se deniega el acceso a 
una encuesta que antes era compartida, ésta ya no se 
muestra en la pestaña “Encuestas compartidas” del otro 
usuario y por tanto no puede acceder a los informes del 
cuestionario. 
7 RESULTADOS 
7.1 Resultados del sistema de encuestas 
multiidioma 
Se obtiene un rediseño de las interfaces de usuario en las 
ventanas emergentes de creación de preguntas, bloques 
de texto, grupos de preguntas y en la pestaña de edicio-
nes que permite introducir todos los campos de texto en 
los idiomas castellano, catalán e inglés. La base de datos 
es capaz de almacenar los campos de todos estos elemen-
tos en estos tres idiomas, pero manteniendo la retrocom-
patibilidad con el modelo anterior que solo contemplaba 
un único idioma por elemento.  
El sistema es capaz de detectar el idioma del navegador 
del encuestado y mostrar los elementos de la encuesta en 
el idioma configurado, si es que está disponible. Si el 
idioma del cliente no está soportado por Opina o el crea-
dor del cuestionario no ha definido los elementos para ese 
idioma, se aplica un orden de prioridades y se entrega al 
cliente una encuesta con el idioma disponible. 
7.2 Resultados del sistema de lógica condicional 
Se obtiene un rediseño en la pestaña “opciones de res-
puesta” de las preguntas de tipo “Múltiples Opciones”, 
donde ahora se puede definir con qué conjunto de pre-
guntas se asocia cada una de las opciones.  
Se introduce el nuevo tipo de grupo de preguntas cuyo 
contenido solo será visible cuando se marque la opción, 
en la encuesta, que tiene asociada. 
La página de encuesta es capaz de mostrar y ocultar con-
tenido (otras preguntas, bloques de texto y otros grupos) 
en función de las respuestas anteriores de un usuario. 
Gracias a esto, el usuario que va a explotar los resultados 
de la encuesta puede hacer foco sobre unos usuarios en 
concreto que han respondido de una forma una determi-
nada pregunta, y el usuario encuestado evita visualizar 
preguntas que no tienen relación con él y por tanto hace 
la encuesta más usable y clara. 
7.3 Resultados de la finalización de la 
funcionalidad “compartir encuesta” 
Se obtiene la capacidad de dejar decidir al usuario con 
que usuarios se comparte o no una determinada encuesta, 
todo desde el mismo menú emergente de “Compartir 
encuesta”. 
Los resultados de las funcionalidades 1 y 2, serán mostra-
dos en los apendices de este documento en formato de 
captura de pantalla. 
El código de cada una de las funcionalidades desarrolla-
das durante este proyecto, ha sido etiquetado y subido a 
tres ramas diferentes del repositorio privado de la empre-
sa IN2. Queda fuera del alcance del proyecto, la integra-
ción de estas funcionalidades en una única versión del 
programa. 
8 CONCLUSIONES 
A raíz de la realización del proyecto y de la consecución 
de cada uno de los objetivos propuestos se extrae el si-
guiente conjunto de conclusiones, que se separan en apar-
tados según su naturaleza: 
 
8.1 Sobre la metodología y planificación 
La metodología Scrum ha permitido reaccionar rápida-
mente a cambios en los requisitos, que han ido surgiendo 
a lo largo del desarrollo de los objetivos mediante la co-
municación completa y directa con el Product Owner, que 
al tratarse de una empresa de pequeño-medio tamaño, 
también aporta opciones técnicas sobre el desarrollo del 
producto. 
La metodología Scrum evita mal entendidos en los requi-
sitos mediante las reuniones y revisiones constantes del 
trabajo. 
Una planificación realizada con la suficiente antelación y 
con nociones técnicas del trabajo a realizar resultan muy 
orientativas y no sufren un gran número de modificacio-
nes. En este aspecto, cabe destacar que la consecución del 
objetivo 1 fue, en cuanto a número de horas se refiere, 
algo corta y que la consecución del objetivo 2 se ha reali-
zado en menos tiempo de lo planificado, lo que ha permi-
tido invertir ese tiempo de más en el anterior objetivo.  
La realización de análisis funcionales, encarados a la ven-
ta del producto y a exponer las funcionalidades con un 
lenguaje nivel usuario, y de análisis técnicos previos, da 
una doble perspectiva del trabajo a realizar, lo que permi-
te tener más claro cuáles son cada uno de los subobjetivos 
y cuánto tiempo/esfuerzo se debe invertir en cada uno de 
ellos. 
 
8.2 Sobre los aspectos técnicos 
La arquitectura cliente-servidor produce un cambio en la 
forma de pensar el código y los diferentes algoritmos que 
se tienen que programar, respecto a la forma de hacer 
software de escritorio y cerrado a conexiones. El progra-
mador debe implementar el front-end de forma que le sea 
más fácil integrarlo con el back-end y a la vez debe tener 
Figura 8: Ventana para compartir, y descompartir, una encuesta. 
En rojo el botón que inicia la funcionalidad descrita. Resultados 
visuales del desarrollo. 
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en cuenta la experiencia de usuario y el rendimiento que 
puede ofrecer el servidor donde se ejecute el servicio, ya 
que tendrá que tener en cuenta que ciertas operaciones, 
como, por ejemplo, introducción masiva de datos en el 
servidor, no son viables si se tiene a un usuario con un 
navegador web esperando al otro lado de la conexión. 
Esta arquitectura es mucho más orientada a eventos y a la 
interacción con el usuario que un programa que se dedi-
que a procesar datos o a realizar cálculos matemáticos. Es 
por eso que el implementador se debe acostumbrar al 
trabajo con frameworks de inversión de control como 
Spring.  
Spring dota a las aplicaciones web de una capa de seguri-
dad y de un control de las peticiones al web service que 
permite al programador centrarse en el desarrollo de su 
aplicación y no en temas como la gestión de sockets o la 
gestión manual de las sesiones de usuario y cookies. 
Además, el framework incorpora compatibilidad con 
multitud de herramientas como parsers de JSON y com-
patibilidad con loggers como Log4j, básicas en el desarro-
llo de webapps. Es un potente sistema de inversión de 
control y un sistema de inyección de dependencias pen-
sado para grandes aplicaciones web, ya que su funciona-
miento y capacidades son excesivas para pequeñas apli-
caciones. La experiencia con Spring, por lo general no ha 
sido mala, ya que la parte del inyector de dependencias 
obliga a seguir un patrón de programación que se repite a 
lo largo de toda la aplicación y que, ejecutado convenien-
temente, hace que el código funcione con el comporta-
miento deseado.  
El ORM Hibernate facilita la gestión de la base de datos 
evitando el uso, en la medida de lo posible, de SQL. El 
mapeo de tablas en objetos es extremadamente útil, ya 
que permite alterar o crear registros solo con modificar el 
objeto JAVA que los representa en la aplicación. La defini-
ción de constraints o de relaciones entre tablas se facilita 
si se sigue correctamente las instrucciones de la documen-
tación de Hibernate.  
La herencia JAVA en proyectos con gran cantidad de cla-
ses, muchas veces hace difícil su comprensión y mante-
nimiento, por lo que se debe trabajar con mucho cuidado 
en este aspecto si no se quiere “estropear” nada de lo que 
ya está implementado. En este caso concreto, ninguna 
parte del código estaba pensada para ser extendida y 
obtener un sistema multilenguaje como el que se ha desa-
rrollado en el objetivo 1, por lo que ha resultado compli-
cado seguir la herencia en algunos puntos y se ha optado 
por generar clases, a veces muy similares entre ellas, con 
funciones muy específicas. La gestión de los mensajes 
JSON era otro de los mecanismos de difícil extensión, por 
lo que en varias ocasiones se han creado nuevos parsers 
de este lenguaje para tratar la información.  
En cuanto a los frameworks de front-end, por una parte, 
se ha trabajado con Ext js de Sencha, que crea los compo-
nentes de la página web de forma dinámica y obtiene los 
diferentes datos a cargar mediante la comunicación JSON 
con el servidor. Cabe destacar, que quizá no es el frame-
work para vistas más avanzado del mercado, cumple su 
función, pero no es demasiado intuitivo por lo que a ve-
ces resulta costoso y se pierde tiempo creando componen-
tes tan simples como un desplegable, que en otro frame-
work como Angular 2 o Lifearray serían más fáciles de 
construir. Por otra parte, combinando el preprocesador de 
HTML, Dust de LinkedIn con jQuery para renderizar y 
controlar la página de encuesta, se obtiene una experien-
cia de usuario muy óptima y al programador le es muy 
fácil alterar los comportamientos y conocer lo que está 
pasando en todo momento. 
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APÉNDICES 
A continuación, se muestran capturas de pantalla de la aplicación que muestran cómo queda el front-end de la misma 
después de haber desarrollado las funcionalidades 1 y 2. 
A1. RESULTADOS DEL SISTEMA DE ENCUESTAS MULTILENGUAJE 
 
 
 
 
 
Figura 1: Ventana de creación/edición de pregunta. A la izquierda definiendo el idioma del enunciado y del mensaje de ayuda en inglés, 
en el centro en castellano y en la derecha en catalán. 
Figura 2: Interfaz de definición de los elementos de la publicación. A la izquerda, definiendo el título y el mensaje de bienvenida 
en inglés, a la derecha en catalán. 
Figura 3: Misma encuesta acciendo con el navegador en inglés, arriba a la izquierda, y accediendo con el navehador en catalán, arriba a la 
derecha. 
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A2. RESULTADOS DEL SISTEMA DE LÓGICA CONDICIONAL 
  
  
Figura 4: Ventana de asignación de opciones 
de respuestas con grupos condicionales. 
Figura 5: Ventana de addición de preguntas a grupo 
condicional 
Figura 6: Pestaña de "Diseño" de la encuesta. Se pueden observar una pregunta de múltiples respuestas que tiene relación con 
los dos grupos condicionales de abajo. Cada grupo condicional contiene sus propios elementos. 
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Figura 7: Contenido de la encuesta al marcar la opición "Audi" en la primera pregunta. 
Figura 8: Contenido de la encuesta al marcar la opción "Seat" en la primera pregunta. 
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Figura 9: Contenido de la encuesta al marcar la opción "VW" en la primera pregunta. 
