This paper presents a survey of query languages dedicated to Geographic Information Systems (GIS). Five categories of query languages can be identified : (1) natural languages, (2) extensions of SQL, (3) tabular languages : use of skeletons or forms, (4) graphical languages : use of symbols, which are only graphical conventions (like in the entity-relationship diagrams) and (5) visual languages : use of visual metaphors (e.g., icons, blackboard metaphor and map-overlay metaphor). The principles of each of them are presented. Respective strengths and weaknesses are pointed out, based on a set of predefined queries. The main objective of this paper is to present the state of the art of research work in a domain which is suitable for graphical querying. The last part of this paper describes hypermedia techniques.
Introduction

Problematics
Many research work have been recently done in the field of Geographic Information Systems especially for data storage, new indexing techniques, query optimization, ... [35] . One of the main characteristics of GIS is to store complex and huge amount of data. A fundamental research area is to define user-friendly interfaces for these systems. In most cases, GIS users are non-computer scientists (urbanists, architects). Various applications use geographic data such as land management, urban planning, tourism, vehicle guidance and navigation, ... Recently, cartographic applications have migrated towards citizen-oriented applications. This makes crucial the definition of simple and user-friendly interfaces.
Cartographic information can be graphically visualized (maps, pictograms, ...) using marketed GIS, but the languages which have been developped for queries and updates are very poor. In most cases, these languages have only been developped for one specific system. The consequence is that end-users applications cannot be supported by other systems. Another drawback is the complexity for a computer-illiterate user to develop applications.
However, the main characteristics of cartographic information is to be graphical. This implies that graphical languages are well suited for cartographic applications, according to the user's mental model. Many propositions of query languages for GIS have been made since the last decade. We can classify the propositions into three kinds : (1) textual approaches : natural language or extensions of SQL, (2) non-textual approaches : tabular, graphical or visual query languages and last (3) hypermedia approach. Natural Language approach seems to be the most suitable for the end-user. But, a serious difficulty of this approach is that many ambiguities must be solved. Another troublesome issue is that query formulation can be verbose and difficult (generally, a drawing is better than a long sentence). This approach can be seen as a good complement for graphical and visual approaches. Many extensions of the SQL language have been proposed [17, 23] . These extensions are necessary in order to allow Data Base Management Systems (DBMS) to store and retrieve spatial information. However, these languages are not suited to end-users because of the lack of conviviality of the SQL language. Tabular approaches [43, 45] are defined as extensions of QBE (Query-By-Example) [46] . The main difficulty is to express joins. Graphical languages [1, 42] make a better use of visual medium but underlying concepts are not perceived in a metaphorical way. Considering that cartographic information is visual, visual languages [4, 37] have been proposed. Some work have also be done to design new metaphors [24, 32, 44] . Finally, hypermaps [34] are integrated into hypermedia techniques [10, 11] .
In this paper, we present examples of significant realisations for each kind of approach. The next section describes a toy database and queries to illustrate the presentation of each approach.
A Toy Database
The toy database concerns an urban planning application. This database contains information about land use, roads, public and private buildings, sewerage, pollution areas. Figure 1 describes this database example using the relational formalism. We assume that a data type called geometry has been defined in order to represent the geometric form of any spatial data (polygone, line or point).
PLOT
(#plot-number, owner-name, plot-address, #land-register-number, geometry) ZONE-POS (#plot-number, #zone-number) ZONE (#zone-number, type, geometry) BUILDING (#building-number, #plot-number, type, protected-zone, construction-zone, geometry) HISTORICAL-MONUMENT (#monument-number, name, address, geometry) SEWERAGE (#pipe-number, type, geometry) PUBLIC_LANE (#lane, type, covering, geometry) POLLUTION (#code, type, measure, geometry)
Figure 1 : Relational Schema of the Database Example
This database describes the plots of land within a city. Each plot of land is included into one or several zones which are defined into an administrative document called "Land Use Plan" The geometry of each zone is also described in this database. For each building is specified the plot on which it is built. A flag is defined in order to know wether the plot where the building stands is or not into a protected zone. Protected zones are defined by a distance of five hundred meters around historical monuments. The sewerage can be along a road or under a plot. Pollution areas (sound, industrial, ...) are described into a table with a specific attribute for the measure of pollution.
Queries addressed to a GIS may be of (1) alphanumerical type (retrieving information without using geometry), (2) geometrical or topological type and (3) deductive type. These queries may be very complex and, in most cases, involve the combination of several geometrical or topological operators (conjunction and/or disjunction of operators). To illustrate the different approaches, we propose three example queries. Q1 and Q2 involve geometrical operators. Q3 is a more complex query. We do not propose deductive queries because only a few propositions have been made to handle such queries.
We now define the example queries : 
Textual Languages
A difference can be made between natural languages (e.g., French, English and Japanese) which are already known by the general public, and artificial languages (e.g., SQL and ROSE Algebra [28] ) which are only learn and used by database specialists. These two kinds of textual languages are usually used in written form in most of the database user interfaces but could also be used in oral form.
Natural Languages
Natural language appears as a natural tool for designing and using a database. In the process of query formulation it can obviously be used by end-user to express a query. But the system can also use it to paraphrase the database schema, the different interpretations of an ambiguous query [38] or the query result. The idea to use natural language is not new, but until now it was not realistic : continuous interactions between user and system made the interface really unfriendly [16] . Important technological progress make this idea more popular now and an international workshop of applications of natural language to databases was created in 1995 (see [14] ).
The main advantage of natural language is to eliminate the need to learn a new language. But at the present time it is often necessary to learn general strategies in order to interact with the interface [8] . For example, it is better to use simple and direct queries than a literary style (interpretation process is easier) and to capitalise proper nouns if we type the query with lower cases.
Another good point of natural language is that some classical problems of query languages disappear or, at least, do not happen to the user but to the system. It is the case of mistakes made with Boolean operators. When using an artificial language, end-user often uses a word by word translation strategy to express his query [16] and consequently, translate an "and" of natural language by a conjunction (AND) even if this "and" expresses in fact a disjunction. The universal quantifier (ALL) and the negation seem also easier to express. But some concepts are still difficult to understand, such as the self-referential join [7] .
A comparative study of three interfaces using a natural, an artificial and a graphical language respectively [8] shows that no interface is better. It depends on the query type to express. For example, the English of the DataTalker interface worked well for counting queries ("count...", "how many...") but not at all for multiple sorting because of the non-existence of the primary and secondary key concept in the common natural language.
Rather than using the natural language as an isolated means of querying database, it would be better to use it in a complementary way in an hybrid interface combining many kinds of languages. This is easily feasible in some prototypes as the KID system (Korean Interface for Databases) [14] which transforms a Korean natural language query into a graphical query based on an object-oriented data model.
Finally, it is important to note that a (written) natural language interface can use the direct manipulation paradigm. For example, the "drag and drop" of Apple's System 7 allows to transfer a part of text from a document to another. It is for why we do not use the direct manipulation as a discriminating criterion in our taxonomy of languages.
Extensions of SQL
Market GIS are based on architectures which does not provide a strong integration between alphanumerical and spatial data. Alphanumerical data are stored into a relational DBMS and graphical data are stored into files. These systems do not offer an integrated mechanism to formulate a query, and, in a few systems, consistency between alphanumerical and graphical data is not handled. Therefore, the architecture of market GIS is nowadays much more integrated but no standard query language for spatial data have been defined so far. New functionalities and running mechanisms have to be integrated into the SQL language. Many research propositions have been made to extend the SQL query language [3] in order to hold spatial data [17, 23, 25, 26, 33, 41] . These approaches are based upon the relational model. A new data type is introduced to model the geometry of spatial objects and new operators such as inclusion, intersection, ... are defined upon this data type. Operators can be defined as predicates and/or functions. Complex queries can not be expressed with query languages only based upon predicate operators. The main differences between all these approaches concern the data model and the degree of integration in the system. These works have been done before the normalization proposal [31] . Indeed, SQL3 contains extensions such as inheritance, encapsulation, modularity, definition of Abstract Data Types (ADT) [28] and hierarchy between tables. Two DBMS can be viewed as precursors for the integration of ADT : GéoSabrina [15] and Postgres [40] . We now present two approaches for the extension of SQL, GéoSabrina and Spatial SQL.
GéoSabrina [33] proposes a strong integration of spatial domains [18] , spatial operators and indexing techniques into a relational DBMS [27] . A new spatial domain called "geometry" is defined. A geometry may be simple (one object) or complex (several objects as for example, a lake including an island). Predicates, functions and aggregates are defined on the geometric domain.
Let us see the expression of queries Q1 and Q2. Incl (Z1.geometry, Z2.geometry));
The main contribution of this work was to define an extensible system. Indeed, the end-user can define new domains (or restrict existing domains) and new operators according to the needs of his own application. He can also define specific integrity constraints. But, the knowledge of the relational model is necessary to define domains or operators. Query optimization of spatial operators have been integrated into the DBMS.
Spatial SQL [23] is composed of a query language which specifies the information to retrieve and a presentation language which specifies how the information have to be displayed. The main originality of Spatial SQL is the presentation language which allows the end-user to specify graphical constraints such as the definition of a caption, a context, the modification of the display of geographic objects in terms of color, form,... [9] . Query results can be used to formulate a new query (incremental definition). The two languages are used separately so that the enduser will not define a graphical presentation if it is not necessary. If no presentation orders are specified, the result will be displayed according to the current state of the graphical environment. Four types of spatial data are defined : spatial_0, spatial_1, spatial_2 et spatial_3 repectively for points, lines, polygones and volumes. A set of spatial operators is also defined. An operator which allows users to formulate queries with reference to spatial objects on a screen is integrated to Spatial SQL (PICK: selection by mouse pointing operator).
The major concept of the Graphical Presentation Language GPL [22] is the graphical environment. The user query contains information about graphical display. This environment can be modified only by a GPL query. Graphical specifications are the following ones : (1) display mode which allows to combine results of several queries into a single picture, (2) visual variables (colors, symbols, etc.), (3) scale and display window, (4) context to allow the interpretation of the results.
Query Q1 can be expressed defining (1) the characteristics of the graphical display and (2) the query using the syntax of Spatial SQL. Graphical constraints defines the context and the caption for the query results.
SET LEGEND
COLOR black FOR SELECT boundary (geometry) FROM plot ;
SET LEGEND COLOR blue PATTERN dashed FOR SELECT interior (geometry)
FROM zone WHERE type = 'URBAN';
SET LEGEND COLOR red FOR SELECT interior (geometry)
FROM historical-monument ;
SET CONTEXT FOR plot.geometry SELECT historical-monument.geometry, zone.geometry, plot.name FROM historical-monument, plot, zone;
We now define the query in Spatial SQL. The result will be displayed on the previously defined context.
SET MODE
highlight ; SELECT plot.geometry FROM plot, historical-monument, zone WHERE plot.geometry INSIDE zone.geometry AND zone.type = 'URBAN' AND distance (historical-monument.geometry, plot.geometry) < 500 ;
The originality of this approach is that the end-user can define and modify a display context. However, the definition of queries is not easy if the user have to often modify the graphical constraints. This definition have to be integrated into a graphical interface.
The main advantage of the extensions of SQL to spatial objects is that SQL is a standard and is based upon a formal model, i.e. the relational model.
The main drawback is that SQL suffers from a lack of conviviality and is difficult to learn for a end-user. Another trouble comes from the difficulty to integrate graphical specifications in order to display the results. Queries based on reasoning and qualitative results are not supported by this kind of approach [21] . The last limitation is that no standard spatial language is supported by marketed GIS.
In conclusion, extended spatial SQL approach seems to be the best formal support to retrieve spatial data but may be hidden into a graphical or visual language for the end-user. Some efforts of normalization have also to be carried out.
Non-Textual Languages
A non-textual language is defined as a language based on a privileged use of non-textual elements (e.g., form, diagram, icon and image [6] ). But it is clear that (written or oral) textual elements are still necessary, at least to name entities (e.g., the cities).
We can distinguish three different approaches which correspond to the three generations of non-textual languages proposed in the literature since QBE : (1) tabular language : use of skeletons or forms; (2) graphical language : use of symbols, which are only graphical conventions (like in a entity-relationship diagram); (3) visual language : use of visual metaphors (e.g., icons, blackboard metaphor and map-overlay metaphor).
Tabular Languages
Two kinds of tabular languages can be distinguished depending on the representation used for the main concept (e.g., relation, object type and predicate) : a skeleton or a form.
QBE [46] is the precursor of skeleton-based languages. Each relation is represented by a two-dimensional skeleton in which the column headings are the name of the relation and the names of its attributes. To express a query, user fills the concerned skeletons with an example of a possible answer (variables and constants) and some keywords of the language (e.g., "P." indicates the desired output).
This tabular representation facilitates the user's task because this one does not have to generate his query independently of any structure, and more, he can enter the query elements in any order [16] . So QBE is more suitable to end-user (which usually is database-illiterate) than a textual language as SQL.
QBE has inspired a lot of languages the last of which is VQL (Visual Query Language) [45] . VQL has the advantage to be associated with many data models (relational, extended relational and object oriented models) and to be formally defined.
The query Q1 is expressed in VQL in Figure 2 . The including skeleton (called "Output window") consists in a header and a body. The header indicates the desired output : the numbers of the wanted plots. The body contains five skeletons. The two first ones describe the object types "Plot" and "Historical-Monument". They are filled with example variables. The third skeleton indicates that z1 is a member of Z (set of the zones on which is situated the plot g1). The two last ones specify that z1 is an urban zone and that the wanted plot (g1) is inside a buffer zone of 500 meters around an historical monument (g2).
With technological evolution, and mainly the apparition of multiwindowing, form-based languages have been defined. An object type is no longer represented by a skeleton but by a form usually included in a dedicated window which can be closed or open. It is also possible to click on buttons or icons in order to see menus of commands, lists of predefined constants or menus of operators, and to choose one element of these menus by a simple click with the mouse. This kind of user interface is sometimes called WIMP (Window-Icon-Menu-Pointer) [24] . The querying philosophy is the same as before : user must fill the forms of the object types concerned by the query. [43] is a good example of a form-based language. It is an extension of the relational QBE to an object-oriented data model. The query Q1 is expressed in Figure 3 . The two main forms describe a plot and a monument. The example variable LINK-1 is used in order to specify that the plot must be inside a 500 meter buffer zone around a monument. When the value of an attribute is an object, it can be represented by a form in the foreground. As the attribute "zones" is multivalued, its value is represented by a stack of forms. This mechanism makes very easy the specification of a natural join. The operator "∃ ∩" (non empty intersection) and the constant "urban" (predefined object) have been selected in sub-menus. They specify that the plot must be located in an urban zone (or at least, one part of the plot if it belongs to many zones). The PICQUERY+ language [13] is another example of tabular language which exists in two versions : the first one uses skeletons to visualise the predicates of the query ("tabular user interface") and the second one uses forms ("menu-icon PICQUERY+"). The last one clearly appears as the most user-friendly.
In conclusion, tabular languages are an important improvement on artificial languages as SQL. The tabular representation gives to end-user a framework to specify his query and allows him to do it in a free order.
Form-based languages are more user-friendly than skeleton-based ones. With multiwindowing, it is often possible to express a natural join by a simple click with the mouse. The use of menus first makes user always aware of the possible choices, and second, reduces the quantity of things to learn. The selection of an item from a menu avoids typing mistakes and is often perceived as more pleasant than typing from keyboard.
But there are still a lot of difficulties for end-user. For example, non-natural joins must be expressed by means of example variables (frequent source of mistakes) and the use of textual Boolean operators sometimes creates a confusion with the natural language. Moreover, the tabular languages use a very poor visual representation of the data model concepts. This representation is not suitable for a spatial database where most of the entities are visual by nature.
Graphical Languages
A graphical language is based on the use of symbols representing the data model concepts. These symbols (e.g., rectangles, circles and arrows) are only pure graphical conventions, without any metaphorical power, and consequently need to be explained and memorised.
The language is usually associated with a semantic data model : SNAP [12] uses the IFO model, QBD* (Query By Diagram) [2] and SUPER [19] are based on the entity-relationship model and an extension of this one respectively, OHQL (Object Hypertext Query Language) [1] uses an object-oriented model.
The database schema is usually visualised by a graph where nodes represent the objects and arrows the relations between these objects. Entity-relationship diagrams are the most famous example of this kind of representation.
With the knowledge acquired by means of the schema browsing, end-user expresses his query following a mode which varies with the considered language :
• Either he builds a query graph in a separate window. This graph uses the symbols of the database schema, but he can also use some new conventions in order to visualise for example a selection predicate ("comparator arc" in SNAP) or to mark the elements which must be printed in the query result (inverse-video nodes, for example); • Or end-user directly marks on the database schema graph which elements are concerned by the query, and then uses different menus to specify the selection criteria.
The complex query Q3 is expressed with the graphical language CANDID [42] in Figure 4 . This language uses the first expression mode. As with QBE, user must describe an object which belongs to the solution of the query. The query graph cannot have more than two components (trees). Boolean operators are not available in a textual form and consequently a complex query is decomposed into subqueries, each of them corresponding to one step. Every retrieval query is in fact a reference to information derived from the database. It is the reason for that the query expressed in the Step Window (SW) is resumed by the system in the Recapitulation Window (RW) by means of a simplified graph mentioning the derived elements (object types or attributes). These elements could be used at any next step, which allows to express a complex query in an incremental way.
In Figure 4 , the first step describes a plot located both in urban zone and in agricultural zone. The tag A corresponds to the set of zone types concerned by the plot. The combination of Venn diagrams specifies the inclusion of the constant set B in A. This type of wanted plot is called T1 in RW. The second step describes a plot located in a protected zone (let be the plot type T2). The next step combines the two first ones : the pointer specifies that we are looking for the T1 plots not belonging to the type T2. We have got the type T3. The fourth step specifies the proximity of a sewer (we suppose a fuzzy operator "near" exists). The last step specifies the inclusion in a specific polluted zone and indicates the desired output (the number of the plot). Graphical languages make a better use of visual medium than tabular languages. These ones come up against the scattering of semantically linked information in many separated elements (e.g., skeletons), when graphical languages use visual representations (e.g., arrows and diamonds) for semantic links. Besides, important efforts have been made to facilitate the expression of selection predicates : e.g., use of Venn diagrams and comparator arcs.
The major drawback is that graphical languages use a lot of symbols which are only graphical conventions. Consequently, underlying concepts are not perceived in a metaphorical way, i.e. the conventions must be explained and memorised. In conclusion, the semantic distance between the real word and the database universe is still too important for end-user.
Visual Languages
Visual languages use metaphors to show the concepts. Metaphors take into account the mental model of the end-user [20] . This approach have been developped successfully in the last years for many reasons. The first reason is the evolution of the categories of users (specialists to citizen). The second reason is that software designers take into consideration the user's requirements in terms of conviviality and ease of use. Visual languages offer an intuitive and incremental view of spatial queries but lack from a poor expressive power, execution inefficiency and multiple interpretations for a query. We can distinguish two different approaches to design a visual language: (1) the end-user draws a pattern using a set of static icons and (2) the end-user makes a drawing directly on the screen using the blackboard metaphor. The first approach is illustrated by the Cigales language [5, 36] and the second one by the Sketch! language [37] . We now describe these two approaches and give the advantages and limitations of visual languages.
The main objectives of Cigales [4] are : (1) to provide a natural and user-friendly query language for GIS users, (2) to support applications on several paltforms and (3) to allow the end-user to define his query by successive refinements. The basic idea is that the user draws a pattern according to the data he wants to be displayed and to his mental view of the application [39] . The main idea is to query against the database using a query by example philosophy [46] . A Cigales query is expressed by combining a set of static icons which represent spatial objects and operators that can be applied upon these objects like inclusion, intersection, etc. The graphical query is then compiled into a functional language [30] . This intermediate language guarantees (1) the support of any platform for the application and (2) the possibility to use again intermediate results to define a query by successive refinements. The graphical editor is made of two parts : a working window in which an elementary query (using only one operator) appears and a window in which the final query is built step by step. The end-user has first to define the operands and then applies an operator by selecting an icon. Then, the system creates the composition of the operands and the operator. The semantics of spatial objects are given by the end-user (navigation in the data model using pop-up menus). This semantics must be represented by metaphors for a more natural comprehension. Figure 5 represents the expression of query Q2 using the Cigales language.
The Sketch! language [37] is based on the blackboard metaphor. The user makes a drawing directly on the screen and then, the system makes the interpretation of this query. Spatial operators are deduced from the drawing. The alphanumerical part of the query is expressed graphically using the entity-relation model. The semantics of spatial objects are given using menus. The query is then translated step by step into a logical expression. The main advantage of such an approach is that the user has no constraint to express a query and does not have any new language to learn. Figure 6 represents the expression of query Q1 using the Sketch! language. These languages can be seen as precursors for visual querying in the GIS domain application and provide two different approaches. The main contribution is that computer-illetarate users can express queries with an intuitive manner. These languages also permit the visual definition of spatial views. Nevertheless, many limitations still remain.
(1)
The main limitation comes from the ambiguities of visual languages but may be seen differently in the two approaches previously described.
In the Cigales language, the composition of operands and operators is predefined by the system and the ambiguities appears when the query contains more than one operator. Hence, the user cannot express exactly the query he wants, only by using the static icons. A few number of ambiguities (for example, in Figure 7 ) can be easily solved but need more manipulations from the end-user. r a b
Figure 7 : Example of Ambiguity
Two interpretations come from this drawing : (1) either r intersects a and a intersects b or (2) a intersects b and r intesects a but does not intersect b. How can we solve these ambiguities ? A solution is to dialog with the end-user but it may be too long and verbose. Another solution is to force default semantics that the user can explicitly modify using specific manipulations. These manipulations may be very difficult in the case of complex queries.
In the Sketch! language, ambiguities come from multiple interpretations for a query. Another reason is that the drawing of the end-user may not correspond to the real world and then generates a wrong interpretation. The end-user may also not remember easily the spatial operators and needs help from the system to build a query. (2) Alphanumerical and spatial data are not uniformly supported. A proposal was made by [37] to display these data in separate windows in order to avoid ambiguities between alphanumerical and spatial data. A drawback is that the formalism used for spatial and non-spatial data is not the same. The consequence is that building a query may be more difficult for the end-user. (3) A few operators have no graphic equivalence like operators used for reasoning and deduction. (4) Temporal objects are not taken into account in these languages. For example, a spatial object can be modified (as, for example a river) and consequently, may have an impact on the representation of other objects.
(5) Negation and disjunction have no graphical representation. We have to find metaphors to suggest the representation of such operators. (6) A few relations are difficult to express like "don't care" relations. For example, if a intersects b and b intersects c, the user has to specify in the drawing, the relation between a and c (either a intersects c or not). In a textual language, if the user don't care about the relation between a and c, he does not specify anything else. In this case, a can or not intersect c.
In conclusion, we can say that visual languages offer more conviviality. It is obviously easier to express a query using an intuitive way rather than a query language like SQL which is difficult to learn. Visual languages also allow an incremental definition of queries. But many problems subsist and have to be solved in order to offer a better expressive power to the end-user. These problems seems to let appear that limits of "all graphic" or "all visual" have been reached. A promising research way is to integrate visual and textual specificities in order to avoid complex manipulations. Some efforts have to be done to formalize visual languages. The expressive power of visual languages is not yet known.
Hypermedia Approach
It is an extension of hypertext approach with multimedia data (e.g., text, image and sound). The information base is structured as a network in which nodes represent the application objects (e.g., a text describing an historical monument, the map of a building and the aerial picture of a plot) and links represent the relationships (structural or semantic) between nodes. In an hypermap [34] , a node can also represent a spatial object, and consequently, has a spatial position (e.g., coordinates). When displaying the contents of a node on the screen, each link is visualised by an anchor (e.g., icon and underlined word) which represents in fact the target node of the link. A click on an anchor produces the display of the target node. It is the reason why we call navigation this access mode to the information base.
The main advantage of hypermedia systems is that the user does not have to learn a new language. Navigation is a very easy task if anchors have been well designed, i.e. if they are intuitive visual representations of corresponding nodes. Then, the end-user is really aware of the possible choices and can quickly decide which links he wants to use.
The inherent drawback of this approach is that only available (i.e., predefined) links can be used. It means that none of queries Q1 to Q3 could be expressed if a link to the answer does not already exist. So this approach cannot really be considered as a query language but as a complementary tool which could be used, for instance, to define the area of interest to which an upcoming query will refer.
In conclusion, this access mode to information is very attractive but not sufficient for end-user who also needs analytic functionalities [10] . A very promising solution could be to combine visual language and hypermedia approaches [11] and to integrate them into a GIS environment.
Conclusion
In this paper we have presented a complete survey of approaches for querying geographical databases. Natural language appears as an attractive approach for end-user but also presents some important drawbacks (e.g., verbosity and ambiguities) and consequently, can only be used as a complement to another approach.
About the extensions of SQL, it is clear that they can only be used by people having some knowledge in database theory. Concerning the hypermedia approach, it allows a user-friendly browsing of the information base but cannot be considered as a query language and must also be combined with another approach. Visual languages seems to be the more promising approach but still have some limitations : absence of formalisation, semantic ambiguities, limited expressive power and no description of temporal aspects of the objects.
Consequently, the ideal approach could be a sort of hybrid interface combining harmoniously visual language, natural language and hypermedia approach, but for the time being, it is clear that each of them needs complementary research works.
