We have implemented the Memento MediaWiki Extension Version 2.0, which brings the Memento Protocol to MediaWiki, used by Wikipedia and the Wikimedia Foundation. Test results show that the extension has a negligible impact on performance. Two 302 status code datetime negotiation patterns, as defined by Memento, have been examined for the extension: Pattern 1
INTRODUCTION
The Memento Protocol extends HTTP with datetime negotiation, a variant of content negotiation. It uses a given datetime as input and then provides past versions of web pages to a user [39] . These past versions of web pages are referred to as Mementos. It has always been intended for use with both web archives and content management systems (CMS) [40] . One such CMS is MediaWiki, a common wiki software application famous for its use in Wikipedia.
We discuss the implementation of Memento in the Memento MediaWiki Extension [15] .
Memento Resource Types
Memento provides several resource types that play a role in datetime negotiation.
The first is the original resource, also noted in this paper as a URI-R. It is the page for which we want the past version. In MediaWiki parlance, it is called a topic URI, and refers to the wiki article in its current state.
Then we have the Memento, from which the Memento protocol gets its name, also noted in this paper as URI-M. It is the past version of the page. In MediaWiki parlance, it is called a oldid page.
Third, we have the TimeMap, also noted in this paper as URI-T, which is a resource associated with the original resource from which a list of Mementos for that resource are available. The TimeMap provides a list of URI-Ms and datetimes in a well-defined format, but does not contain any article content. TimeMaps have an additional feature in that they can be paged, meaning that one TimeMap can lead to others relevant to the same URI-R.
The existing MediaWiki API can construct something akin to a TimeMap. The API can produce a list of oldid and timestamp values which correspond to a TimeMap's memento URIs and datetimes, respectively. Because the MediaWiki API does not create the Memento URIs, instead only giving oldids, an client consuming output from the API will still need to construct URIs to produce the same information as a TimeMap, making such a client unsuitable for the general web.
Listing 1 shows an example TimeMap produced by the Memento MediaWiki Extension.
Finally, we have the TimeGate, noted in this paper as URI-G, which is the resource associated with the original resource that provides datetime negotiation. It is the URI to which the user sends a datetime and receives information about which Memento (URI-M) is closest to it. The TimeGate only processes and redirects; it provides no representations itself. There is no MediaWiki equivalent to the TimeGate. The Memento MediaWiki Extension provides this functionality. Table 1 provides example URIs that correspond to each of these resource types once the Memento MediaWiki Extension is installed.
Structure of this Paper
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PRIOR WORK
Additional interest exists in providing time travel capability to MediaWiki, as is evidenced by the Time Machine Extension [34] , and the BackwardsTimeTravel Extension [7] . While these extensions do provide the ability to view previous versions of pages, they do not support the Memento protocol that specifies an interoperable approach for temporal access to resource versions, which is meanwhile supported by all major public web archives, worldwide.
These extensions also do not follow the RESTful principle in identifying additional resources for the client to consume [10] , whereas the Memento MediaWiki Extension, in compliance with the Memento protocol, applies common "follow your nose" techniques to lead clients to TimeGates, TimeMaps, and additional Mementos.
Parsoid [11] offers the ability to turn MediaWiki syntax into HTML documents while also attempting to preserve images, stylesheets, and other embedded content. It does not support Memento, and does not provide real-time access to all of the revisions of a MediaWiki page.
The Collection extension [29] , is used to preserve wiki pages, with the intent of rending them with mwlib [35] and preserving them in book form for physical reproduction with a service like PediaPress [31] . This extension only works with the version of the page captured when the book is created by a user. It is a form of on-demand web archiving, but does not support Memento.
Viégas, Wattenberg, and Dave [41] detail the use of History Flow, a visualization tool that allows a user to view broad trends in revision histories. History Flow is useful for performing analysis on MediaWiki edits, but does not allow a user to browse past versions of a wiki, nor does it support Memento.
One could manually perform datetime negotiation using MediaWiki's history pages, but this is very time consuming for the individual.
As noted above, one could use the MediaWiki API to perform the functions of Memento, but only a MediaWiki-aware client could construct URIs from the data returned from the API. Memento provides a web standard way of accessing previous versions of web resources.
Finally, one could use one of the many public web archives to browse past revisions of MediaWiki content. For this to be effective, the web archive must already be archiving the content of a MediaWiki installation. Even if a web archive is archiving the content, they will likely not have access to every revision of a given page, making MediaWiki's native access to this data superior for those seeking to view every last past revision of an article. For example, the page http:// awoiaf.westeros.org/index.php/Jaime_Lannister 
DESIGN AND ARCHITECTURE
MediaWiki provides a utility called a SpecialPage to perform specific functions not covered otherwise. When creating an extension, one may use these SpecialPages to centralize additional functionality, if necessary. The original extension implemented Pattern 2.1 (i.e., 302 response where URI-R =URI-G and distinct URI-M) of RFC 7089.
After much discussion with the Wikimedia team [33] , it was determined that additional work was needed to ready the code for use by Wikipedia. A generalized list indicates that the extension needed to:
1. follow MediaWiki coding conventions [19] 2. follow MediaWiki's PHP coding conventions [20] 3. follow the Security checklist for developers [ Thus, version 2.0 was started to address these issues in hopes that it would be acceptable to the Wikimedia community. In addition, the following new features were to be added:
• in addition to Pattern 2.1 (i.e., 302 response where URI-R =URI-G and distinct URI-M) shown in Figure  2a and Figure 3a and Listings 5 and 6
• allow the MediaWiki administrator the option of disabling recommended Memento Link header relations to save on performance
• allow the MediaWiki administrator the option of choosing between actual HTTP status codes or MediaWikicompliant 200 responses containing error messages in the entity body (e.g., "soft-404" responses [6] ) Figure 4 shows the improved architecture of the Memento MediaWiki extension to address these concerns and new features.
Version 2.0 of the Memento MediaWiki Extension partitioned functionality into individual classes so that MediaWiki's objects and functions could be consumed and utilized more efficiently, increasing performance while also addressing many of the concerns from the list above.
The Memento class is the extension entry point for URI-R and URI-M work, implementing a Mediator design pattern [13] . It uses the BeforeParserFetchTempateAndtitle hook [24] use of global variables have been removed from the code by using MediaWiki's native functions as much as possible.
As shown in Table 3 the MementoResource family of classes implement the different resource types used in the Memento framework. This architecture was chosen to improve code quality, while also supporting code extension and reusability. These classes, with the exception of TimeGateResourceFrom302TimeNegotiation, are selected based on the HTTP request using a Factory Method. This Factory Method, combined with a Strategy pattern, and utilizing Template Methods, makes sure the framework is easily extendable to include additional future patterns and resource types.
TimeMaps can be paged, allowing a machine client to follow one TimeMap to another and another using the "follow your nose" principle of REST. TimeMap URIs are constructed by the Memento MediaWiki Extension as shown in the examples in Table 2 . Arguments, specified as part of the URI, indicate which TimeMaps should be returned. A /-1/ following a datetime in the URI indicates that a TimeMap containing mementos prior to that datetime should be returned. A /1/ following a datetime in the URI indicates that a TimeMap containing mementos after that datetime should be returned. A URI containing no datetime returns the latest Mementos for the given wiki article and a link to the next TimeMap, if there are more than 500 Mementos.
The TimeMap SpecialPage class also uses this same combination of design patterns to act according to how it are called. For, example, if the TimeMap SpecialPage is called using a /-1/ following a datetime in the URI, then a TimeMapPivotDescendingResource object is instantiated to provide paged TimeMaps below the given datetime. Likewise a /1/ following a datetime in the URI instantiates a TimeMapPivotAscendingResource object, providing paged TimeMaps above the given datetime. If no pivot is given in the URI, then a TimeMapFullResource object is instantiated, giving the full first page of the TimeMap from the current date.
The TimeNegotiator centralizes all time negotiation functionality. This way time negotiation is performed using the same algorithm, whether we are using Pattern 1.2 or Pattern 2.1.
Once this architecture was in place, we were able to address lingering design decisions.
TimeGate Design Decision
In addition to implementing Pattern 1.2, two possible TimeGate design options were reviewed to determine which would be best suited to be the default pattern in the Memento MediaWiki Extension [17] .
We evaluated the use of Pattern 1.1 and Pattern 2.1 from RFC 7089. Both patterns require a Memento client to find the URI-G from header information in the URI-R response.
Pattern 2.1 uses distinct URIs for URI-R and URI-G. Figure  2a shows a simplified diagram of a Pattern 2.1 exchange.
URI-T TimeMapFullResource TimeMapPivotAscendingResource TimeMapPivotDescendingResource As can be seen in Figure 2a , Pattern 2.1 requires three request-response pairs to retrieve a Memento.
Equation 1 calculates the duration of using Pattern 2.1, where a is time the Memento MediaWiki Extension takes to generate the URI-R response in step 1, b is the time it takes to generate the URI-G response in step 2, and M is the time it takes to generate the URI-M response in step 3. RT Ta, RT T b , and RT TM is defined as round-trip-time, which is "the time it takes for a small packet to travel from client to server and then back to the client" [18] , for transmitting the data computed during a, b, and M . Figure 5 shows a simplified diagram of Pattern 1.1, which requires two request-response pairs to retrieve a Memento.
Equation 2 calculates the duration for using Pattern 1.1, where B is the time it takes to generate the URI-G response in step 1. Just like in Equation 1, M and RT TM are the same. The term RT TB is the round-trip time to receive and transmit the results of the calculation done during B.
Our intuition was that Pattern 1.1 should be faster. It has fewer round trips to make between the client and server.
For Pattern 1.1 to be the better choice for performance, 
TimeGate responses consist of 302 status messages in response to a GET request. The difference between the number of bytes in a request and response conversation should differ only by a few bytes at most between Pattern 1.1 and 2.1. If we consider that a TimeGate response will be equivalent regardless of pattern implemented, then RT TB RT T b . This brings us to Equation 4.
Thus, to determine if Pattern 1.1 is actually better, we need to find values for B (Pattern 1.1 duration for datetime negotiation), a (time to respond to the initial HEAD request in Pattern 2.1), b (Pattern 2.1 duration for datetime negotiation), and RT Ta (the round trip time for the HEAD request during the first step in Pattern 2.1).
Caching Concerns
After review of the Wikimedia architecture, it also became apparent that caching was an important aspect of our design and architecture plans. Because the initial architecture implemented Pattern 2.1 and 302 responses are not supposed to be cached [9] , caching was not of much concern. Now that we have decided to pursue Pattern 1. Those visitors of a URI-R that do not use Accept-Datetime in the request header will be able to reap the benefits of caching readily. Memento users of system using Pattern 1.1 will scarcely reap this benefit, because Memento clients send an initial Accept-Datetime with every initial request.
Caching is important to our duration equations because a good caching server returns a cached URI-R in a matter of milliseconds, meaning our value of a in Equation 4 is incredibly small, on the order of 0.1 seconds on average from our test server.
Pattern 1.1 vs. Pattern 2.1 URI-G Performance
The next step was to get a good set of values for b, URI-G performance for Pattern 2.1, and B, URI-G performance for Pattern 1.1.
To get a good range of values, we conducted testing using the benchmarking tool Siege [12] on our demonstration wiki. The test machine was a virtual machine with the specifications listed in lay (dp), queuing delay, and processing delay [18] . For the purposes of this paper, we are ignoring queuing delay and processing delay, as those are dependent of the router infrastructure of the Internet and are typically negligible, thus we are reduced to Equation 5.
RT T = dt + dp
And transmission delay is a function of the number of bits (N ) divided by the rate of transmission (R) [18] , shown in Equation 6 .
Listing 8 shows an example Pattern 2.1 HEAD request. Considering cookies and other additional data, the average initial Pattern 2.1 HEAD request consists of the 700 Byte HTTP request + a 20 Byte TCP header [38] + a 20 Byte IP header [38] . This gives a total payload of 740 Bytes or 5920 bits. Thus our request transmission delay is dtrq = 5920 b/R. Seeing as both share the same denominator, our total transmission delay dt = dtrq + dtrs = 5920 b/R + 5920 b/R = 11840 b/R.
Assuming an average-to-worst case of 1G wireless telephony (28,800 bps), the end user would experience a transmission delay of dt = 11840 b/28800 bps = 0.41 s. Combining this with our average case for both TimeGate patterns from the previous section, b = 0.6 s and B = 1.24 s, and using a = 0.1 from the caching results, we get Equation 7.
B < RT Ta + a + b From (4)
B < dp + dt + a + b From (5) 1.24 s < dp + dt + 0.1 s + 0.6 s 1.24 s < dp + 0.41 s + 0.1 s + 0.6 s 1.24 < dp + 1.11 s
So, an end user with 1G wireless telephony would need to experience an additional 0.13 s of propagation delay in order for Pattern 1.1 to be comparable to Pattern 2.1.
Propagation delay is a function of distance and propagation speed, as shown in Equation 8 .
Seeing as wireless telephony travels at the speed of light, the distance one would need to transmit a signal to make 
This is almost the circumference of the Earth [37] . Even if we used copper wire (which has a worse propagation delay) rather than radio waves, the order of magnitude is the same. Considering the amount of redundancy on the Internet, the probability of hitting this distance is quite low, meaning that propagation delay will likely be so small that we will ignore it for the rest of this discussion. (4) and (5), removing dp 1.24 s < dt + 0.1 s + 0.6 s 
Thus, the bandwidth for which Pattern 1.1 would begin to be useful would be anything at the speed less than 1G telephony, but would become produce increasingly poorer performance for bandwidths higher than that. Why not use a hook that is run before all of the page data is loaded? We need a hook that provides MediaWiki's WebRequest object for processing the Accept-Datetime request header. It also needs to provide MediaWiki's WebResponse object for producing the 302 response. Hooks earlier in the processing chain do not appear to provide this capability. We prototyped an implementation using the BeforeInitialize hook [22] and it did not preserve the needed response headers, nor did it perform better. Attempts to find earlier hooks by asking the MediaWiki development team have met with no success [14] .
TimeGate Design Conclusion
If a MediaWiki hook were available that gave the same performance for Pattern 1.1 as for Pattern 2.1 then transmission delay would no longer matter, and Pattern 1.1 would clearly be the best choice, as we see from Equation 11 , because transmission delay would always be greater. (4) and (5), removing dp
Of course, the processing time is not the only issue here; the use of Pattern 1.1 would make caching useless for Memento users of URI-Rs, considering Memento clients send an Accept-Datetime with each request, and there are a near infinite number of values for Accept-Datetime. While this will enable the Memento MediaWiki Extension with the default options, the install can be configured using the global variables shown in Table 8 .
Installation Options
The $wgMementoTimemapNumberOfMementos setting restricts the number of Mementos returned in a TimeMap. This setting was implemented in version 1.0 due to concerns by Wikimedia that TimeMap processing time could be considerable for wiki pages containing thousands of revisions, hence thousands of entries in the TimeMap. The value of 500 was chosen as a sensible default because it is the same number limit on values returned by calls to the MediaWiki API.
The $wgMementoErrorPageType setting allows an administrator to choose between "friendly" and "traditional" error pages. This was implemented to conform to MediaWiki's design and coding standards. In this context, an error page is what results from some kind of poor server condition or as a result of bad input. Typically HTTP servers return 4** and 5** status codes in response to these conditions. A "traditional" error page preserves these status codes (e.g., returning a 404 status code for a page not found), and the extension acts as shown in Tables 6 and 7 . A "friendly" error page returns a 200 status code containing the error message inside the page body.
The $wgMementoTimeNegotiation setting allows the administrator to select the datetime negotiation pattern to use. Based on the results of the experiments in the previous section, the only 302-style negotiation pattern is Pattern 2.1 shown in Figure 2a , hence a string value of 302 will enable it. Alternatively, one can select the 200-style Pattern 1.2 shown in Figure 3a by using a string value of 200. Pattern 1.2 was included because it was assumed that the Wikimedia developers would prefer it, instead, in retrospect, they suggested that the 302-style pattern would be a better default [43, 8] .
The $wgMementoExcludeNamespaces setting allows the administrator to disable datetime negotiation for specific wiki namespaces. The Wikimedia team suggested that this setting contain namespaces that are not content namespaces. Content namespaces are those reserved for actual wiki pages. By default, wiki pages reside in the namespace NS MAIN. The default value for this setting enables datetime negotiation for NS MAIN (i.e., value of 0), but disables it for all other namespaces, such as Talk pages or User pages.
The $wgMementoRecommendedRelations setting allows the administrator to enable or disable the recommended relations typically included in the Link header for Memento. If this setting is turned on, the relations first memento and last memento are added to URI-M and URI-R headers and TimeMap output. For the rest of this tech report, the term all headers installation refers to the state where this setting is set to true and all of these additional relations are generated and returned as part of the server response header.
PERFORMANCE IMPACT ON MEDIAWIKI INSTALLATIONS
Once we completed initial development on the Memento MediaWiki Extension, we turned our focus to its impact on performance. We used Siege again, as in the TimeGate design experiment. The same machine as shown in Table 4 was used to run these performance tests, and the same demonstration wiki provided the test data.
As URI-Gs were tested during the TimeGate design experiment, we focused our attention on the other Memento resource types.
The Python code in Listing 16 at the end of this paper was require_once( "$IP/extensions/Memento/Memento.php" ); $wgArticlePath = "$wgScriptPath/index.php/$1"; $wgUsePathInfo = true; 
URI-R Performance
First, we look at the results for URI-Rs. These are the base wiki article pages. All the Memento MediaWiki Extension does is add Memento headers to these pages for a Memento client's benefit, informing the client of the URI for the TimeGate and TimeMap, and, in the case where all headers are enabled, first and last mementos. Figure 9a shows the difference in seconds between accessing a wiki page's URI-R with the Memento MediaWiki Extension installed and accessing the same wiki page without the extension loaded. Each point on the plot is one of 6480 different pages from the test wiki. The plots are evenly arranged around the 0 mark, with most of the points between 0.5 and -0.5. This means that installing the extension has a negligible impact on performance of URI-Rs. If the extension seriously impacted performance, then most of the plots should be above the 0 mark. Figure 9b shows the difference in seconds between accessing a wiki page's URI-R with the Memento MediaWiki installed with all headers turned on and accessing the same wiki page without the extension loaded. Each point on the plot is again, one of 6480 different pages from the test wiki, and again they are evenly arranged around the 0 mark. This time, it appears most of the points aer between 0.7 and -0.7, but they are still spread rather evenly around 0. Because most of the points are around the 0 mark, using the extension with all headers enabled still should have a negligible impact on performance. Figure 9c shows different information. It shows the performance difference between an install with all headers enabled and only one with mandatory headers enabled. It was hypothesized that enabling the headers would cause performance issues with the system, but as the data shows, the difference is still very small, with data points on either side of the 0 mark.
URI-M Performance
Secondly, we look at the results for URI-Ms, or oldid pages. This is the other Memento resource type that MediaWiki natively implemented already. Just like with URI-Rs, the Memento MediaWiki Extension adds Memento headers to these pages for a Memento client's benefit, informing the client of the URI for the TimeGate and TimeMap, and, in the case where all headers are enabled, first and last mementos. Figure 10a shows the difference in seconds between accessing a URI-M (or oldid page in MediaWiki parlance) with only mandatory Memento headers enabled and accessing the same page without the extension installed. Each point on the plot is one of 10257 different oldid pages from the test wiki. These plots are also arranged around the 0 mark, with most of the points between -0.25 and 0.25. This means that installing the extension has a negligible impact on URI-Ms. Again, if the extension seriously impacted performance, then most of the plots should be above the 0 mark. Figure 10b shows the same difference, but with all headers enabled. Again, we see most points clustered around either side of the 0 mark, indicating a minimal impact to performance for URI-Ms. Figure 10c shows the difference in performance between an all headers installation and one with only mandatory headers. Again, turning on all of the headers makes a minimal impact to performance versus only using the defaults. This was unexpected, as we again hypothesized that the calculation time needed to generate these additional headers would have a large impact on performance.
URI-T Performance
The closest thing to a Memento TimeMap (URI-T) in MediaWiki is a history page, but they are not really the same thing. The audience for history pages are humans, whereas the audience for TimeMaps are machine clients. Seeing as 80.8% of requests for TimeMaps come from machine clients [3] , and 95% of machine clients download TimeMaps exclusively [4] , there is interest in providing a machine readable format of the history page. To use a history page, a machine client would need to parse the HTML, performing unnecessary computation in order to get the same data provided much more succinctly by a TimeMap.
Again, we used Siege to download 6252 sample history pages and TimeMaps from our demonstration wiki. The Python code shown in the Appendix under Listing 17 was used to process this data. Figure 11 shows the difference in size between a MediaWiki history page and the corresponding TimeMap for the same article across 6252 sample pages. The mean in this sample is -34.7 kilobytes. This means, that if one were to solely rely upon a MediaWiki history page to acquire TimeMap data, they would need to parse through an additional unnecessary 35 kilobytes. In addition, there would be extra processing time given to stripping out the HTML and generating the TimeMap, which is a waste when a standard format TimeMap exists already.
Of course, one could also use the MediaWiki API to generate the information for TimeMaps, but the API limits one to 500 records [5] , whereas TimeMaps provide paging and allow one to browse beyond this limit. Additionally, TimeMaps provide URIs, whereas the MediaWiki API provides revision identifiers, which would require one to construct URIs in addition to parsing the API output in order to produce a TimeMap. 
ADDITIONAL CONSIDERATIONS
Of course, the Memento MediaWiki Extension works fine for extracting previous versions of pages, as well as the MediaWiki templates that go with them, but we want to achieve true temporal coherence [2] .
Web archives process a web page and retrieve the embedded resources at some point thereafter, which creates all kinds of problems when attempting to reconstruct the page to resemble its past revision [1] . MediaWiki has access to every revision of its embedded resources, therefore true temporal coherence should be achievable. To realize this, each MediaWiki URI-M must contain all of the correct revisions of those embedded images, JavaScript, and stylesheets that existed at the time the URI-M was saved. Table 9 shows the status of this work.
As we show below, the temporal coherence of all Mementos served by MediaWiki is potentially a condition called prima facia violative, specifically the pattern Right Newer LastModified. This means that past revisions of a MediaWiki page contain the current revision of embedded resources.
The following sections highlight the issues of MediaWiki's temporal coherence in more detail.
Embedded Images
One of the problems we seek to address is the issue of embedded images [16] . MediaWiki allows one to store multiple versions of an embedded image under a single page name in the File namespace. Figure 12 shows a screenshot of a Wikipedia page containing a map showing the legal status of Same-sex marriage law in the United States. The article content is changed as this issue unfolds, and the map is updated also to reflect the article content.
If we access previous revisions of the MediaWiki page now, then it displays the current revision of the map, not the one that goes with that revision of the article.
What should be shown is the image shown in Figure 14 because it accurately reflects the content of the July 5, 2013 revision of the article. Figure 15 shows that Wikipedia (and transitively, MediaWiki) has access to all of the previous revisions of the map. The data is present in the system, but MediaWiki does not present the previous version of the image with the previous version of the page. Figure  12 , which does not match the article text)
MediaWiki provides the ImageBeforeProduceHTML hook, which provides a $file argument, giving access to the LocalFile object for the embedded image. It also provides a $time argument that signifies the Timestamp of file in 'YYYYMMDDHHIISS' string form, or false for current [25] .
We wanted to use the $time argument, but were perplexed when the hook did not perform as expected, so we examined the source of MediaWiki version 1.22.5. Listing 11 shows the hook being called within the MediaWiki file Linker.php. But, as shown in Listing 13, the value of $time is not really used. Instead, it is used to create a boolean value before being passed on to makeBrokenLinkObj.
Back inside the makeImageLink function, we see a second use of the $time value, as shown in Listing 14, but it is again used to create a boolean argument to the same function as seen in Listing 13.
Note that its timestamp value of $time in 'YYYYMMD-DHHIISS' string form is never actually used as described. So, the documentation for the ImageBeforeProduceHTML hook is incorrect on the use of this $time argument. In fact, the hook was introduced in MediaWiki version 1.13.0 and this code does not appear to have changed much since that time. It is possible that the $time functionality is intended to be implemented in a future version.
Finally, we discovered a possible solution by instead using the $file object's getHistory() function [30] . This function returns an array of the File objects representing each revision of an image. Even better, it takes $start and $end arguments, meaning that this function can do the datetime negotiation itself. Seeing as the $file argument is passed in by reference to the ImageBeforeProduce-HTML, we can reassign the File object to the one in the array with the desired datetime, thus loading the correct image.
Our final solution requires more review, as one needs to purge the MediaWiki cache in order to view the correct revision of the image. We also need to determine how to retrieve the correct datetime for the URI-M base page that loads the image. For these reasons, images are not currently supported by the extension, but as noted in Table 9 , this capability has been prototyped for the next version of the Memento MediaWiki Extension.
Embedded JavaScript and CSS
JavaScript and StyleSheets are the other embedded resources necessary to satisfy temporal coherence. MediaWiki natively stores all versions of stylesheets for use [27] , as shown in Figure 16 . MediaWiki also natively stores all versions of JavaScript to use [26] , as shown in Figure 17 . Figure 18 shows an example where the CSS matters. The previous version of this page is using the current CSS, which does not render the same way. As a result, the shield image appears over the text on the left side of the page.
Unfortunately, we could find no hooks that allowed the MediaWiki Extension to access these resources and change how the page is rendered. This is an item that will require us to work with the MediaWiki Development team.
Once this is achieved, it could be made an optional setting. Some sites may not want their present content displayed with previous styles or JavaScript code. We have made significant improvements to the Memento MediaWiki Extension, as identified in this paper. The current architecture and design addresses the concerns presented by the Wikimedia community.
CONCLUSIONS
We have also experimented with the use of Memento Pattern 1.1 in an attempt to improve performance, and have found that it would actually have a negative impact on performance, due to idiosyncrasies in how it would need to be implemented within MediaWiki.
We have also shown how merely installing the Memento MediaWiki Extension has a negligible impact on performance for accessing MediaWiki pages, both current and oldid.
Unfortunately, until work is done with the MediaWiki development team to address embedded stylesheets and JavaScript, temporal coherence cannot be fully achieved.
There are two possible approaches.
The first approach we have already started to implement. We have embarked on a plan of making MediaWiki perform datetime negotiation internally, generating the correct embedded resources as requested. In this case, the Memento Protocol would only be used to acquire the correct revision of the base wiki article page, with all embedded resources changed internally to their previous states before the final response is sent back to the browser. This is likely the best performing approach.
Alternatively, Memento, as a protocol, can be a solution here. If MediaWiki presented all embedded resources using Memento headers, and if a TimeGate existed for each of these resources, then Memento clients could request all embedded resources the same way the original resource is requested, thus building pages from the past revisions of all resources. This would provide a standard interface for all resources served up by MediaWiki, resulting in a cleaner MediaWiki Extension, but also requiring numerous additional requests to acquire everything needed to view a page as it existed in the past.
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