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školách. Její součástí je text seznamující studenty s použitím jednočipových mikroprocesorů a na 















Thesis deals with support of educational courses focused to single chip microprocessors in 
secondary schools. It includes a text introducing students to the use of single microprocessor and 
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Mikroprocesory jsou v dnešní době jednou z nejpoužívanějších programovatelných součástek 
v elektrotechnice. Jejich velikou předností je široká škála typů a provedení. Mikroprocesory vyrábí 
celá řada výrobců jako například firmy Motorola, Microchip, Intel atd. V této práci se budu zabývat 
mikroprocesory firmy Atmel, které jsou taktéž jako mikroprocesory od výše uvedených firem hojně 
používané. Výhodou veškerých typů mikroprocesorů je jejich univerzálnost. To znamená, 
že prakticky veškeré elektrotechnické a jiné aplikace s číslicovým zpracováním dat a signálů je 
možno jimi realizovat. Další nespornou výhodou je, že programování těchto mikroprocesorů není 
složitou záležitostí. Můžeme pro ně použít několik různých programovacích jazyků jako je 
například #C, JSA či Pascal atd. Lze je programovat a používat  v amatérských podmínkách, čehož 
je amatéry také hojně využíváno. V  této práci popisuji a pracuji pouze v  jazyku symbolových 
adres (JSA) s mikroprocesory AVR od firmy Atmel, konkrétně řadou ATmega. 
 
1.1. Analýza zadání diplomové práce 
Téma diplomové práce se zaměřuje na výuku programování jednočipových mikroprocesorů na 
středních odborných školách. Text diplomové práce včetně vypracovaných vzorových programů 
slouží jako úvodní etapa této problematiky. Má fungovat jako učební pomůcka v současném 
a budoucím studiu na středních školách. Součástí diplomové práce je také sada modulů pro 
praktický nácvik programování mikroprocesorů řady AVR. Veškeré vzorové programy či jejich 
ukázky jsou napsány v jazyku symbolových adres (JSA) a programovém prostředí WinAVR [5]. 
Vzorové ukázkové moduly a schémata jsou realizovány v návrhovém systému Eagle [6]. Práce 
obsahuje disk CD-ROM na kterém se nachází v elektronické podobě veškeré moduly, 
včetně vzorových programů. Na datovém disku se dále nachází zjednodušená verze textu 






2. FUNKCE JEDNOČIPOVÉHO MIKROPROCESORU 
Mikroprocesor je logický obvod, jehož funkce je řízena programem. Tento je nejčastěji uložen 
v paměti programu typu EEPROM. Při běhu programu čítač instrukcí (program counter) vybere 
instrukci z paměti, přesune ji do dekodéru instrukcí a podle typu instrukce provádí odpovídající 
činnost (přesun dat, aritmeticko-logické operace, bitové operace, skoky apod.). Paralelně 
s vykonáváním instrukcí jsou prováděny další činnosti nezávislé na programu – kontrola napájení, 
hlídání zdrojů přerušení, analogový komparátor, A/D převody, sériový kanál a další. Výsledky 
těchto činností mohou ovlivnit činnost programu, případně ji přerušit nebo dokonce resetovat 
mikroprocesor. 
Mikroprocesory jsou realizovány prostřednictvím dvou různých koncepcí. Architekturou typu von 
Neumann a harvardskou architekturou. U dnešních mikroprocesorů je preferována architektura 
druhého typu tedy harvardská. Dále je možno procesory dělit z pohledu instrukční sady. Kompletní 
instrukční sada se označuje jako CISC, sada s omezeným počtem instrukcí nese název RISC. 
V praxi ale neexistuje procesor s ryze instrukční sadou typu RICS či CISC, vždy se jedná 
o kompromis mezi těmito dvěma instrukčními sadami.  
 
Von Neumanova architektura 
Von Neumannova architektura [15] popisuje počítač se společnou pamětí pro instrukce i data, jak je 
naznačeno na Obr. 2.1. U procesorů s  von Neumannovou architekturou může procesor najednou 
pouze číst, respektive zapisovat data nebo instrukce. To je způsobeno tím, že u této architektury je 
pro data a program (instrukce) vyhrazena společná paměť a propojovací obvody. Jde tedy 
o sekvenční zpracování dat, z kterého vyplývá i nižší rychlost oproti harvardské architektuře, kde 
zpracování instrukcí je paralelní. Procesor se skládá z řídicí a výkonné aritmeticko-logické 
jednotky. Řídicí jednotka zpracovává jednotlivé instrukce uložené v paměti, přičemž jejich vlastní 
provádění nad daty má na starost aritmeticko-logická jednotka. Vstup a výstup dat zajišťují vstupní 
a výstupní jednotky. Tato architektura nekoresponduje s vyššími programovacími jazyky; např. 
neumožňuje pracovat s vícerozměrnými poli. Von Neumannovu architekturu využívají dnes 












Obr. 2.1: Von Neumannova architektura 
 
Harvardská architektura 
Harvardská architektura [15] navazuje na von Neumannovu architekturu a odstraňuje některé její 
nedostatky. Má oddělený paměťový prostor pro data a program. U harvardské architektury není 
tedy potřeba mít paměť stejných parametrů a vlastností pro data a pro program. Paměti můžou být 
naprosto odlišné, mohou mít různou délku slova, časování, technologii a způsob adresování. Dvojí 
paměť umožňuje paralelní přístup k oběma pamětem, což zvyšuje rychlost zpracování. Sekvenční 
zpracování instrukcí je zachováno, tzn. paralelní zpracování instrukcí lze provádět pouze na úrovni 












Obr. 2.2: Harvardská architektura 
 
CISC architektura 
CISC označuje procesor s velkou sadou strojových instrukcí, které s malými obměnami vykonávají 
ty samé operace. Výskyt některých instrukcí ve zdrojových kódech je velmi nízký. Každá instrukce 
rozšiřuje řadič mikroprocesoru, tím se zbytečně komplikuje jeho architektura. Procesory CISC [15] 
mají různě dlouhé strojové instrukce, jejichž vykonání trvá různě dlouhou dobu. Neudržitelný 
nárůst složitosti obvodů vedl k vývoji zjednodušené architektury RISC. 
 
RISC architektura 
RISC architektura je založena na předpokladu, že frekvence používání některých složitých instrukcí 
je tak malá, že se nevyplatí je implementovat na čip a v případě potřeby jsou nahrazeny 
posloupností jednoduchých instrukcí. Instrukční sada obsahuje malý počet jednoduchých instrukcí. 
Díky tomu můžeme mít jednodušší řídicí obvody CPU, a tím se také zkracuje doba zpracování 
instrukcí. Výkon instrukce, s výjimkou komunikace s pamětí, je jeden strojový cyklus. Pro dosažení 
co nejvyšší rychlosti komunikace s pamětí se u RISC architektury ušetřené místo na čipu využije 
pro soubory registru, k nimž je jednocyklový přístup. Jedním ze zástupců tohoto typu architektury 
je mikroprocesor ATmega162, který obsahuje 32 8bitových registrů a disponuje 131 instrukcemi, 
z nichž většina se provádí během jednoho taktu. Příklad zpracování instrukce u mikroprocesoru 










2.1. Jednotlivé části mikroprocesoru 
Typická jednoduchá centrální procesorová jednotka (CPU) obsahuje ALU (aritmeticko-logická 
jednotka), PC (program counter), dekodér instrukcí, SREG (stavový registr), sadu registrů a SP 
(ukazatel vrcholu zásobníku) a další. Blokové schéma propojení jednotlivých bloků vnitřní 
struktury jednočipového mikroprocesoru je vidět na Obr. 2.4. 
 
 
- ALU vykonává pomocí registrů většinu instrukcí (aritmetické, logické a bitové instrukce 
a podmíněné skoky).  
 
- SREG obsahuje osm bitů příznaků, které se nastavují po provedení instrukcí. Můžeme je 
testovat a podle výsledku větvit program.  
 
- SP je ukazatel vrcholu zásobníku, což je paměť LIFO fyzicky umístěná v operační 
paměti SRAM a slouží k zálohování dat. SP obsahuje adresu naposled uložených dat. 
 
- Resetovací obvod hlídá nestandardní stavy. Pokud takovýto stav nastane, provede reset 
mikroprocesoru. Program začíná od adresy 0000h a tomu příslušné registry se nastaví na 
předem definovanou úroveň. Nestandardními stavy se myslí např. pokles napájecího 
napětí, impuls na resetovacím vstupu watchdog timer reset. 
 
- Časovací obvody řídí rychlost vykonávání jednotlivých instrukcí a čítání časovačů. Jsou 












3. MIKROPROCESOR ATMEGA162 
Mikroprocesory AVR jsou založeny na 8bitové architektuře RISC, přičemž využívají veškerých 
výhod, které tato architektura poskytuje. Tedy zejména jednotaktové instrukce, vyšší taktovací 
frekvence a celkově vyšší výkon než předchozí verze mikroprocesorů s jádrem 8051. Zároveň řada 
mikroprocesorů AVR se od předcházejících řad typu 8051 odlišuje také kapacitou interní paměti 
FLASH, kdy u základních typů je tato paměť několik kilobytů.  
ATmega162 je 8bitový mikroprocesor založený na architektuře RISC (omezená instrukční sada, 
rychlé vykonávání instrukcí). Tato architektura je tzv. harvardského typu, kde paměť programu 
a paměť dat jsou od sebe odděleny. V této architektuře ALU (aritmetic logic unit) provádí většinu 
instrukcí ve spojení s 32 registry uloženými v paměti SRAM, z nichž 6 je organizováno jako tři 
16bitové registry. Paměť SRAM má kapacitu 1024 bytů. Paměť dat EEPROM má kapacitu 
512 bytů. Vlastní vykonávaný program v mikroprocesoru je uložen v paměti FLASH. S okolím 
mikroprocesor komunikuje pomocí 35 I/O linek, u kterých je možno jednotlivě volit vstupní 
a výstupní režim. Všechny tyto linky mají ještě další funkce – analogový komparátor, 2x sériový 
kanál, 4x vstupy a výstupy čítačů/časovačů, 3+16x vnější přerušení. Některé I/O linky mají i čtyři 
různé funkce. Dále mikroprocesor nabízí dva 8bitové a dva 16bitové čítače/časovače s výstupy 
PWM a velké množství dalších režimů, z nichž jeden je čítání v reálném čase i při režimu snížené 
spotřeby. Režimů snížené spotřeby umožňuje mikroprocesor celkem 5. Časování může probíhat 
z vnitřního nebo vnějšího krystalu. Reset můžou vyvolat čtyři zdroje – vnější resetovací vstup, 
watchdog timer, power-on (připojení napájení), Brown-out (pokles napětí pod nastavenou úroveň). 
Napájecí napětí je v rozmezí 1,8 až 5,5 V. Maximální frekvence při aktivaci interního krystalu může 
být 8 MHz a při externě připojeném krystalu až 16 MHz. Mikroprocesor se vyrábí v provedení jak 
pro klasickou montáž (v pouzdru PDIP), tak pro montáž povrchovou SMT (v pouzdru například 









3.1. Základní části mikroprocesoru ATmega162 
Z předchozího textu je zřejmé, že tento typ mikroprocesoru obsahuje značné množství funkcí 
a rozhraní. Pro snadnější orientaci uvádím stručný popis některých vybraných součástí tohoto typu 
mikroprocesoru. Podrobnější informace o dalších možnostech mikroprocesoru ATmega162 
naleznete v [4]. 
 
Rozhraní SPI  
SPI (Serial Peripheral Interface) je jednosměrné nebo obousměrné komunikační rozhraní. Jde 
o synchronní jednosměrné (2vodičové) nebo obousměrné (3vodičové) rozhraní pro komunikaci 
s dalšími obvody nebo mikroprocesory. Bývá také navíc vybaveno třetím (čtvrtým) vodičem pro 






Obr. 3.2: Zapojení rozhraní SPI pro jedno a tři zařízení (převzato z [17]) 
 
Watchdog Timer 
Watchdog Timer je nezávislý čítač, který dohlíží na správný běh programu. Běží-li program 
správně, je Watchdog Timer pravidelně na některém místě programu vynulován. Dojde-li 
z nějakého důvodu k zacyklení programu (program uvízne v nekonečné smyčce), není Watchdog 









Analogový komparátor porovnává napětí na vstupech AIN0 a AIN1, přičemž vstup AIN1 funguje 
jako negativní a AIN0 jako pozitivní vstup komparátoru. Výstup komparátoru je vyveden na bit 
přerušení ACO (Analog Comparator Output). Překlopení z 0→1 nebo 1→0 výstupu komparátoru, 





Obr. 3.4: Vnitřní struktura analogového komparátoru ATmega162 (převzato z [4]) 
USART 
USART (Addressable universal Synchronous Asynchronous Receiver Transmitter) [4]. 
Mikroprocesor obsahuje dva stejné kanály plně duplexní sériové komunikace USART0 a USART1, 
které mohou pracovat ve dvou základních režimech, a to synchronním a asynchronním. Duplexní 
režim znamená, že mikroprocesor může současně přijímat i vysílat data.  
 
- Synchronní režim: V tomto režimu mikroprocesor pracuje jako master nebo jako slave. 
Vysílač nepřetržitě vysílá data do přijímače. Data jsou obvykle posílána ve skupinách 
(blocích). Jednotlivé bloky jsou od sebe odděleny synchronizačními impulzy. 
Synchronizační symboly slouží k synchronizaci hodinového zdroje vysílače s přijímačem. 
Pokud vysílač neposílá žádná data, vysílá pouze synchronizační symboly.  
 
- Asynchronní režim: Vysílač může posílat data v libovolném okamžiku s libovolně dlouho 
pauzou mezi vyslanými daty. To znamená, že doba, kdy vysílač nevysílá, není pevně dána. 
Hodinový signál přijímače nemusí být synchronizován s hodinovým signálem vysílače. 




Obr. 3.5: Vnitřní struktura UART (převzato z [15])  
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4. KONCEPCE MODULU MIKROPROCESORU A PERIFERIÍ 
Celá koncepce výukových modulů je založena na jednom hlavním centrálním modulu, ke kterému 
se ostatní periferní zařízení připojují přes vhodný konektor. Přes tento konektor jsou nejen posílána 
data z vlastního mikroprocesoru, ale zároveň je poskytováno i napájení. Protože jeden port 
mikroprocesoru (kromě portu E) obsahuje osm vstupně/výstupních obvodů a další dva vývody jsou 
třeba pro vlastní napájení připojovaného modulu, je zde použit 10pinový konektor typu MLW10. 
Aby nemohlo dojít k otočení polarity napájení či přehození jednotlivých bitů v zapojení, je tento 
konektor ošetřen zámkem. Základní deska dále obsahuje port ISP, kterým je možné programovat 
procesor bez vyjmutí z patice pomocí vhodného programátoru. Tento konektor má záměrně odlišný 
počet pinů, aby nemohlo dojít k jeho záměně s konektorem pro připojení testovacích modulů. 
Princip jednotlivých úloh spočívá v tom smyslu, že na každou úlohu se ke zvoleným portům 
procesoru připojí přes tyto konektory moduly potřebné pro danou úlohu, či testovaný program. 
Studenti si na praktickém příkladu mohou vyzkoušet program včetně jeho funkce s uvedenými 
periferiemi. Zároveň je v celé koncepci kladen důraz na to, aby si jednotlivé moduly mohli studenti 
vyrobit doma, či v rámci jejich odborné praxe. Blokové zapojení sestavy řídicí desky a výukových 
modulů vypadá tak, jak je uvedeno na Obr. 4.1. Zapojení konektorů na desce mikroprocesoru i na 





























5. ŘÍDICÍ MODUL 
Hlavní částí celé sestavy je řídicí modul, který obsahuje vlastní mikroprocesor ATmega162. 
Veškeré porty tohoto mikroprocesoru jsou vyvedeny na konektory, kterými se tato řídicí deska 
propojuje s jednotlivými moduly. Napájení jednotlivých modulů i vlastního mikroprocesoru je 
řešeno právě na této desce. To tedy znamená, že vlastní moduly již žádné další napájení nepotřebují, 
pokud pracují pouze s napětím 5 V. V případě potřeby jiné velikosti napájecího napětí pro funkci 
modulu, je třeba použít externího zdroje napětí. Aby nemohlo dojít k záměně polarit napájecího 
napětí mezi modulem a řídicí deskou, jsou konektory mezi moduly a řídicí deskou zapojeny 
zrcadlově (viz. Obr. 5.1). Pro co nejjednodušší programovou obsluhu je také na této desce vyveden 
konektor pro programování mikroprocesoru přes sběrnici ISP. Aby se konektor nedal zaměnit 
s konektory pro připojení modulů, obsahuje odlišný počet pinů. Jeho zapojení je zobrazeno 
v přehledu těchto konektorů na Obr. 5.1. Vlastní řídicí deska je navrhnuta ve dvojím provedení a to 
z důvodu, aby si každý uživatel mohl vybrat vlastní koncepci způsobu chlazení stabilizátoru napětí 
umístěného na této desce. Pro variantu řídicího modulu číslo jedna je přiložena výkresová 
dokumentace chladiče v příloze D.1. Modul také záměrně neobsahuje resetovací tlačítko 
mikroprocesoru. Reset je tedy nutné provádět buď programově, nebo prostřednictvím odpojení 
napájení celého modulu. Jak vypadá obvodové zapojení tohoto modulu je zobrazeno ve schématu 




Řídicí deska Moduly ISP 
Obr. 5.1: Koncepce zapojení konektorů 
 
 




Aby celá koncepce modulů měla vůbec smysl, je ke každé z periferií připojovaných k řídicí desce 
vytvořen vzorový program. Některé periferie jako je například klávesnice či tlačítka, popřípadě 
komunikace po sériové lince vyžadují připojení dalších modulů k mikroprocesoru, či připojení 
počítače. V následujícím textu je k jednotlivým periferiím uvedena pouze stěžejní část vlastního 
programu. Celý program, k vyzkoušení funkce jednotlivé periferie, je přiložen na datovém nosiči 
CD-ROM, který je součástí této práce. 
 
6.1. Struktura řádku programu WinAVR 
Jeden řádek programu JSA (assembleru) se může skládat z těchto pěti základních částí. Kolik jich 
ale ve skutečnosti je, záleží především na typu použité instrukce a také na programovém prostředí. 
V programovacím prostředí WINAVR [5] má jeden řádek následující základní strukturu. 
 
NAVESTI:  KOD_INSTRUKCE, OPERAND1, OPERAND2  ;KOMENTÁŘ 
 
Pro přehlednost ovládacích programů, členíme programy do několika bloků. Popis jednotlivých 
programových bloků je uveden v následujících kapitolách. Přehled nejpoužívanějších instrukcí, 
včetně jejich struktury pro programování mikroprocesoru ATmega162, je uveden v příloze A. 
 
6.2. Úvodní popis a nastavení mikroprocesoru 
Na začátek programu vložíme název a popis programu – pokud možno co nejpodrobnější. Dále 
následuje volba typu procesoru, která má za následek, že překladač načte údaje o zvoleném 
procesoru (velikost RAM, SFR registry a jejich umístění atd.) a překlad provede podle nich. 
Programovatelnými propojkami LOFUSE, HIFUSE, EXFUSE můžeme nastavit některé další 
funkce mikroprocesoru jako: 
 
- zdroj hodinového signálu 
- povolit/zakázat sériové programování 
- zachovat/vymazat paměť dat EEPROM při programování  
- zapnout/vypnout WatchDog 
- a další. 
 
Propojkami LOCK můžeme zamknout program v procesoru proti neoprávněnému načtení 
a kopírování. Více o nastavení propojek naleznete v 3] a 4]. 
 
Příklad volby typu procesoru a nastavení propojek: 
 
;Toto je hlavička každého programu, kde by měly být napsány podrobnější informace o programu. 
;Nejčastěji zde uvádíme datum vytvoření programu, jméno autora, kontakt, použitý typ procesoru 
;a další podstatné údaje pro snadnější implementaci programu. 
 
 .DEVICE ATMEGA162  ;volba typu mikroprocesoru 
 
 .LOFUSE  0B01100010  ;nastavení propojek 
 .HIFUSE  0B11010001  ;nastavení propojek 
 .EXFUSE  0B11111111  ;nastavení propojek 








6.3. Deklarace proměnných a volba portu 
V této části programu můžeme přiřadit jména jednotlivým paměťovým místům, registrům a SFR 
tak, aby se nám s nimi v programu dobře pracovalo. Tím se program stane přehlednějším. 
Pojmenování portů procesoru umožňuje, jednoduchou změnou zdrojového kódu v deklaraci, 
provést změnu v celém programu. Podobně lze provést nastavení konstanty, která se použije 
vícekrát v programu. Při změně hodnoty konstanty v deklaraci dojde ke změně v celém programu. 
 
Příklad deklarace proměnných a volby portu: 
 
 .DSEG    ;datový segment 
 
 .DEF  JED=R1   ;pojmenování registru 
 .DEF DES=R2    ;pojmenování registru 
 
 .IBIT LEDZ=PORTB, 1  ;pojmenování jednoho pinu portu 
 .IBIT LEDC=PORTB, 2  ;pojmenování jednoho pinu portu 
 
OP0: .BYTE 1   ;pojmenování paměťového místa 
OP1: .BYTE 1   ;pojmenování paměťového místa 
 
 
 .EQU PORTTLA = PORTB  ;pojmenování portu - jednodušší změna portu 
 .EQU DDRTLA = DDRB 
 .EQU PINTLA = PINB 
 .EQU PORTLED = PORTD  ;pojmenování portu - jednodušší změna portu 
 .EQU DDRLED = DDRD 
 .EQU PINLED = PIND 
 
 
6.4. Inicializace mikroprocesoru a nastavení portů 
Po resetu se v této části programu provádí úvodní nastavení portů a proměnných. Nulování paměti 
RAM, úvodní zobrazení na displeji, zapípání pro signalizaci zapnutí, kontrolní rozsvícení displeje 
apod. Inicializace proběhne pouze po resetu a později se již neprovádí. Zde je třeba klást velký 
důraz na správné nastavení použitých portů mikroprocesoru proti provedení nevhodné operace po 
resetu.  
 
Příklad inicializace procesoru a nastavení portů: 
 
 .CSEG    ;code segment - programová část 
 
INIT: LDI R16, LO(RAMEND) ;nastaví ukazatel zásobníku na nejvyšší adresu 
 OUT SPL, R16  ;paměti RAM. Při ukládání se SP dekrementuje 
 LDI R16, HI(RAMEND) ;SP je 16ti bitový registr 
 OUT SPH, R16 
 LDI R16, $FF  ;do registru R16 data 255 
 OUT DDRLED, R16  ;nastaví celý port D jako výstupní 
 OUT PORTLED, R16  ;zapíše na port D 255 (zhasne dioda LED) 
 LDI R16, 0   ;do registru R16 data 255 
 OUT DDRTLA, R16  ;nastaví celý port B jako vstupní 
 IN R16, SFIOR  ;do R16 registr SFIOR 
 ANDI R16, 0B11111011 ;vymaskování bitu PUD do log.0 
 OUT SFIOR, R16  ;zpět do SFIOR 
 LDI R16, $FF  ;do registru R16 data 255 






6.5. Hlavní program 
Hlavní program probíhá v přesně definované smyčce. Program se větví a můžeme z něj volat 
podprogramy. Můžeme si ho také rozdělit na jednotlivé sekce, což umožňuje používat stejná návěští 
v různých sekcích. Poté je také možné v přehledu návěští v pravé liště programového prostředí 
WINAVR zobrazit pouze názvy sekcí, čímž (obzvláště u rozsáhlejších programů) dojde ke 
zrychlení vyhledávání. Sekce začíná instrukcí a názvem sekce jako například „.SECT HLPROG“, 
kde název sekce je zároveň návěštím a končí instrukcí „.ENDSECT“. Na návěští uvnitř sekce lze 
skákat pouze v rámci sekce. Do požadované sekce vstoupíme skokem na název sekce. 
 
Příklad hlavní programové smyčky: 
 
 .SECT HLPROG   ;název sekce 
 
ZAC: STS POC, R16  ;přesun R16 do POC 
 CBI PORTPIEZ, 0  ;nuluje bit0 portu reproduktoru 
 RCALL DELAY   ;zpoždění 
 SBI PORTPIEZ, 0  ;nastaví bit0 portu reproduktoru 
 RCALL DELAY   ;zpoždění 
 LDS R16, POC  ;přesun POC do R16 
 DEC R16   ;dekrementace R16 
 CPI R16, 0   ;porovnání R16 s hodnotou 0 
 BRNE ZAC   ;pokud se nerovná 0, skoč na ZAC 
 
     ;toto je jedna perioda signálu 
 
 RJMP PC   ;opakuje v nekonečné smyčce 
 
 . ENDSECT 
 
 
6.6. Podprogramy a tabulky 
Podprogramy slouží ke zjednodušení a zpřehlednění hlavního programu. Použít podprogram se 
vyplatí ve dvou případech: 
 
a) Pro činnost, která se v programu několikrát opakuje 
b) Pro zpřehlednění hlavního programu 
 
Tabulky používáme opět pro snadnější a přehlednější funkci programu, popřípadě pro deklaraci 





DELAY: LDI R17, 231  ;do R17 číslo (0-255) 
DL1: LDI R18, 206  ;do R18 číslo (0-255) 
DL2: LDI R19, 6   ;do R19 číslo (0-255) 
DL3: DEC R19   ;dekrementace R19 
 BRNE DL3   ;není-li výsledek 0, skočí na DL3 
 DEC R18   ;dekrementace R18 
 BRNE DL2   ;není-li výsledek 0, skočí na DL2 
 DEC R17   ;dekrementace R17 









;**************** Tabulka displeje *********************************** 
;________________HABCDEFG____HABCDEFG ________________________________ 
TAB595: .DB 0B00000001, 0B11001111 ;0,1 
 .DB 0B10010010, 0B00000110 ;2,3 
 .DB 0B11001100, 0B00100100 ;4,5 
 .DB 0B00100000, 0B10001111 ;6,7 
 .DB 0B10000000, 0B10000100 ;8,9 




Jak je vidět z uvedených příkladů zdrojových kódů, pokud program od začátku vhodně a přehledně 
členíme, usnadníme práci nejen nám, ale také ostatním, kteří by chtěli nadále s naším programem 
pracovat. Každý dobrý program by měl mít minimálně tolik řádků poznámek a komentářů, jako 
řádků instrukcí programu. V textu zdrojového kódu jsou veškeré poznámky uvedeny za středníkem 
a zeleně odlišeny. Stejným způsobem bývají odlišeny komentáře v ostatních programovacích 






7. VÝUKOVÉ MODULY 
7.1. Modul LED 
Tento modul je založen na indikaci logických úrovní prostřednictvím diod LED, kdy každá z diod 
(celkově jich je osm) indikuje stav, v jakém se daný bit portu nachází. Aby modul zbytečně 
nezatěžoval výstupy mikroprocesoru a zároveň odděloval vlastní diody LED přímo od procesoru, je 
mezi diodami a vlastním procesorem použit budič sběrnice 74HCT245 13]. Vlastní indikace stavu 
portu probíhá následovně: pokud dioda LED svítí, znamená to, že na patřičném bitu portu je úroveň 
logické nuly, což odpovídá ideální úrovni napětí 0 V. V opačném případě, kdy dioda LED nesvítí, 
je známkou toho, že na daném bitu je logická jednička, tedy ideální úroveň napětí +5 V. Schéma 
výše popsaného modulu je na Obr. 7.1. Desky plošného spoje včetně osazovacího plánku se nachází 






Obr. 7.1: Schéma zapojení modulu LED 
 
Tento modul má velký význam například pro základní konfiguraci výstupního portu. Dá se na něm 
velice jednoduše zjistit výchozí nastavení portu procesoru po resetu. Dále je prostřednictvím tohoto 
modulu možno snadným způsobem testovat odezvu například na tlačítka či klávesnici. Modul najde 
uplatnění všude tam, kde potřebujeme jednoduchým způsobem zjistit, co máme na daném portu 
mikroprocesoru za data. Na jejich zobrazení nám stačí právě tento modul, tedy indikace 
prostřednictvím diod LED. Tímto způsobem můžeme snadno otestovat navrhované zařízení 





7.1.1. Příklad programu k modulu LED 
Následující program slouží k otestování portu mikroprocesoru, zda jsou veškeré jeho jednotlivé bity 
správně nastaveny a v pořádku. Program se chová tak, že na daném portu se v časovém intervalu 
a v nekonečné smyčce prohazují sudé a liché diody LED modulu uvedeného na Obr. 7.1. 
 
Program pro modul LED:  
 
 .DEVICE ATMEGA162  ;volba typu mikroprocesoru (instrukční sada) 
 
 .LOFUSE 0B01100010  ;nastavení propojek 
 .HIFUSE 0B11010001  ;nastavení propojek 
 
 .CSEG    ;code segment - programová část 
 
 LDI R16, LO(RAMEND) ;nastaví ukazatel zásobníku na nejvyšší adresu 
 OUT SPL, R16  ;paměti RAM. Při ukládání se SP dekrementuje 
 LDI R16, HI(RAMEND) ;SP je 16bitový registr 
 OUT SPH, R16 
 
 LDI R16, $FF  ;do registru R16 data 255 
 
 OUT DDRD, R16  ;nastaví celý port D jako výstupní 
 OUT PORTD, R16  ;zapíše na port D 255 (zhasne LED) 
 
;**********hlavní program ********************************************************* 
 
ZAC: LDI R16, 0B10101010 ;do registru R16 data (pouze R16 - R31) 
 OUT PORTD, R16  ;zapíše na port D reg R16 
 RCALL DELAY   ;volání podprogramu DELAY - zpoždění 
 
 LDI R16, 0B011010101 ;do registru R16 data (pouze R16 - R31) 
 OUT PORTD, R16  ;zapíše na port D obsah reg R16 
 RCALL DELAY   ;volání podprogramu DELAY - zpoždění 
 




DELAY: LDI R17, 30   ;do R17 číslo 30 
DL1: LDI R18, 20   ;do R18 číslo 20 (256) 
DL2: LDI R19, 10   ;do R19 číslo 10 (256) 
DL3: DEC R19   ;dekrementace R19 
 BRNE DL3   ;není-li výsledek 0, skočí na DL3 
 DEC R18   ;dekrementace R18 
 BRNE DL2   ;není-li výsledek 0, skočí na DL2 
 DEC R17   ;dekrementace R17 






Pokud se všechny diody tohoto modulu střídavě rozsvěcují, můžeme spolehlivě říci, že port 
procesoru je v pořádku a zároveň máme ověřeno, že řídicí registry portu jsou nastaveny jako 
výstupní. Dále si můžeme na tomto příkladu ověřit, jaké úrovně budou na daném portu po resetu. 
Pokud diody LED budou zhaslé (náš případ) znamená to, že na tomto portu při inicializaci po resetu 
jsou samé jedničky. Pokud ale budou svítit, je na něm pravý opak, tudíž logické nuly. Takto jsme 
schopni otestovat, jak se nám daný port procesoru bude chovat po resetu. Tímto zabráníme 
nevhodnému a nežádoucímu chování procesoru při vyvolání resetu z jakýchkoliv příčin jako je 
například pokles napájecího napětí. Vzorový program se nachází na přiloženém disku CD-ROM 




7.2. Modul tlačítek 
V tomto modulu je každé tlačítko připojeno k jednomu bitu portu. Modul slouží k testování 
programů využívajících ke své funkci tlačítek. Zároveň je možno na tomto modulu testovat jaký 
vliv mají zákmity vznikající na jednotlivých tlačítkách na běh programu.  
Zákmity jsou jedním z hlavních problémů při obsluze prostřednictvím tlačítek. Eliminací těchto 
zákmitů dospějeme k tomu, že nebudou nevhodným způsobem zasahovat do běžného běhu 
programu. Zákmit je jev, který vzniká při stisku nebo uvolnění tlačítka. V tomto okamžiku dochází 
k odskočení kontaktu a tím k několika sestupným a nástupným hranám (vše trvá několik 
milisekund.). Potom program při jednom stisku tlačítka může načíst několik impulsů, stejně tak při 
uvolnění tlačítka. Odstranit tento jev je možné úpravou programu pro test tlačítka. Jak může situace 
s tlačítkem a jeho zákmity vypadat, je vyobrazeno na Obr. 7.2. Schéma celého modulu je zobrazeno 
na Obr. 7.3. Deska plošného spoje modulu s tlačítky včetně desky pro její osazení se nachází 
v příloze C.2 
 
 










7.2.1. Vzorový program pro modul tlačítek 
Tento program testuje připojená tlačítka k portu mikroprocesoru. Je koncipován tak, že ošetřuje 
zákmity vzniklé při stisku a zároveň testuje, je-li dané tlačítko stále stisknuto. Pokud je stisknuto, 
testuje ho v nekonečné smyčce. Pokud není stisknuto, vykoná příslušný podprogram a skočí na test 
dalšího tlačítka. Tímto způsobem je možno testovat libovolný počet tlačítek na libovolném portu 
mikroprocesoru. V ukázce je uvedena pouze část hlavního programu, kde se jednotlivá tlačítka 
testují.  
 
Program pro modul tlačítek  
 
TESTTL:  SBIC PINTLA, 0  ;je-li bit 0 portu tlačítek v log.1, přeskočí násled. 
      ;instrukci,jinak pokračuje na dalším řádku 
  RJMP TEST1 
  RCALL DEL10MS 
  SBIC PINTLA, 0  ;je-li bit 0 portu tlačítek v log.1, přeskočí násled. 
      ;instrukci,jinak pokračuje na dalším řádku 
  RJMP TEST1 
 
  RCALL ZOBR0   ;volání podprogramu pro zobrazení na modulu LED 
STISK0:  SBIS PINTLA, 0  ;dokud držíme tlačítko, tak čeká 
  RJMP STISK0   ;nekonečná smyčka dokud se neuvolní tlačítko 
 
  RJMP TEST1   ;tlačítko uvolněno 
 
TEST1:  SBIC PINTLA, 1  ;je-li bit 1 portu tlačítek v log.1, přeskočí násled. 
      ;instrukci,jinak pokračuje na dalším řádku 
  RJMP TEST2 
 
  RCALL DEL10MS 
  SBIC PINTLA, 1  ;je-li bit 1 portu tlačítek v log.1, přeskočí násled. 
      ;instrukci,jinak pokračuje na dalším řádku 
  RJMP TEST2 
 
  RCALL ZOBR1   ;volání podprogramu pro zobrazení na modulu LED 
STISK1:  SBIS PINTLA, 1  ;dokud držíme tlačítko, tak čeká 
  RJMP STISK1   ;nekonečná smyčka dokud se neuvolní tlačítko 
 
  RJMP TEST2   ;tlačítko uvolněno 
 
 
Program obsluhy tlačítek není možno testovat samostatně bez připojení další periferie. Ve 
vzorovém programu, který se nachází na přiloženém disku CD-ROM, je k modulu tlačítek připojen 
modul LED zapojený na další port řídicí desky. Program v této konfiguraci poté pracuje 
následovně. Při zmáčknutí například třetího tlačítka označeného na modulu jako TLA3, rozsvítí se 
na modulu LED tři diody LED. Při zmáčknutí například tlačítka TLA1, se rozsvítí pouze jedna 






7.3. Modul klávesnice 
V současné době je v mnoha zařízeních, jako jsou například přístupové terminály, využito 
klávesnic. Tento modul tedy slouží k tomu, jakým způsobem je možno klávesnici prostřednictvím 
mikroprocesoru ovládat a vyhodnocovat stisk jednotlivých kláves tak, aby výstupní hodnota 
podprogramu pro tento modul mohla být nadále použita pro další operace v programu. Klávesnici je 
možno k portu procesoru připojit několika způsoby: 
 
a) Přímé připojení klávesnice k procesoru - Každé tlačítko připojíme k jednomu bitu 
portu. Toto řešení je snadné, program pro čtení této klávesnice bude jednoduchý, ale 
např. 16tlačítková klávesnice nám zabere celé dva porty. 
b) Maticové připojení klávesnice k procesoru - Klávesnici zapojíme do matice. Každé 
tlačítko bude spínat sloupcový a řádkový vodič. 16tlačítkovou klávesnici tak 
můžeme připojit k jednomu portu procesoru. Čtení klávesnice je potom složitější. 
Nejprve pošleme log 0 na první sloupec a testujeme čtyři řádkové vodiče. Jestliže je 
stisknuta některá klávesa z prvního sloupce, objeví se na patřičném řádkovém vodiči 
log 0. Jinak jsou na všech řádkových vodičích log 1. Toto opakujeme pro druhý, třetí 
a čtvrtý sloupec. 
 
V tomto modulu je využito maticového připojení klávesnice k procesoru. Protože se jedná 
o klávesnici s 16klávesami, je tedy pro její obsluhu využit celý jeden port procesoru. Jak tato 
klávesnice vypadá a její vnitřní zapojení je zobrazeno na Obr. 7.4. Schéma připojení klávesnice 
na port procesoru je zobrazeno na Obr. 7.5. Deska plošného spoje včetně desky osazení se nachází 




Obr. 7.4: Maticová klávesnice s 16klávesami (převzato z 11]) 
 
 




7.3.1. Vzorový program pro modul Klávesnice 4x4 
Tento ukázkový program má za úkol ukázat základní princip ovládání klávesnice. V našem případě 
4x4 znaků, celkem tedy 16 kláves. Program slouží k připojení modulu klávesnice na libovolný port 
mikroprocesoru. 
 
Program modulu klávesnice 4x4 
 
RDKLAV: 
;sloupec 0 - test prvního sloupce klávesnice 
 
  SBI DDRKLAV, 4  ;nastaví bit PORTKLAV.4 jako výstupní (ve výstupním 
      ;registru portu je 00001111b), nastavením 
  NOP    ;do výstupního režimu se na tento bit zapíše log.0 
  NOP 
  IN R16, PINKLAV  ;vstupní registr PORTU klávesnice do R16 
  ANDI R16, 0B00001111 ;vymaskování R16, horní čtyři bity 0, dolní  
      ;čtyři bity původní data 
  CBI DDRKLAV, 4  ;bit PORTKLAV.4 jako vstupní 
  LDI ZL, LO(SL0 * 2) ;převede načtená data pomocí tabulky na číslo klávesy 
      ;registr 30 
  LDI ZH, HI(SL0 * 2) ;horní část tabulky, registr 31 
  LDI R17, 0   ;do R17 nula 
  ADD ZL, R16   ;součet R16 a dolní část registru Z (16 bitů) 
  ADC ZH, R17   ;součet s carry bitem horní části registru Z s  
      ;registrem R17 
  LPM R16, Z   ;přesun obsahu adresy registru Z do R16 
  CPI R16, 255  ;porovnání obsahu R16 s 255 (nic nebylo stisknuto) 
  BRNE KLRT   ;bylo-li něco stisknuto, jde na konec, jinak testuje 
      ;další sloupec 
  ……… atd. 
 
;************* Tabulka klávesnice ***************************************** 
 
SL0:  .DB 255, 255  ;0000,0001 - první sloupec klávesnice 
  .DB 255, 255  ;0010,0011 
  .DB 255, 255  ;0100,0101 
  .DB 255, 14   ;0110,0111 
  .DB 255, 255  ;1000,1001 
  .DB 255, 7   ;1010,1011 
  .DB 255, 4   ;1100,1101 
  .DB 1, 255   ;1110,1111 
 
  ……… atd. 
 
 
Jak je vidět z výše uvedeného programu, postupně se testují jednotlivé řádky klávesnice. Na základě 
čísla stisknuté klávesy, se tato hodnota převede na číslo pomocí tabulky. Pokud není stisknutá žádná 
klávesa, je toto číslo 255. Program je sice napsán pro klávesnici 4x4 klávesy, ale minimální změnou 
programu, tj. drobným upravením tabulek a odstraněním testování čtvrtého sloupce klávesnice, lze 
tento program použít i pro klávesnice 4x3 klávesy. Celý program naleznete na přiloženém disku 
CD-ROM pod názvem „klav4x4.asm“. Funkci klávesnice je možno vyzkoušet v programu 




7.4. Modul reproduktoru a piezosirény 
Tento modul slouží jako ukázka možnosti generování zvuků, melodií či tónu prostřednictvím 
mikroprocesoru. Vlastní modul obsahuje jak klasický reproduktor, tak i piezosirénu s integrovaným 
generátorem. Reproduktor je na tomto modulu připojen na bit sedm (Px.7), piezosiréna je připojena 
na nultý bit (Px.0). Pokud chceme, aby piezosiréna vydávala zvuk, stačí na nultý bit portu přivést 
úroveň logické nuly. Aby reproduktor vydával zvuk, je nutné rozpohybovat jeho membránu. 
Frekvence kmitů membrány reproduktoru poté odpovídá frekvenci zvuku. Membrána se rozkmitá, 
jestliže připojíme reproduktor na obdélníkový signál. Ten budeme vytvářet na portu Px.7 tím, že ho 
uvedeme do stavu log. 0. Počkáme polovinu periody, potom přejdeme na daném bitu do stavu log. 1 
a znovu počkáme polovinu periody tak, jak je vidět na Obr. 7.6. Schéma zapojení modulu je 
vyobrazeno na Obr. 7.7. Deska plošného spoje včetně plánku pro osazení se nachází v příloze C.9.  
 
 
Obr. 7.6: Princip generování zvuku pomocí reproduktoru 
 
 





7.4.1. Program pro obsluhu reproduktoru a piezosirény 
Hlavním úkolem programu je na jednoduchém příkladu ukázat programovou obsluhu reproduktoru 
a piezosirény. Obsluha piezosirény je velice jednoduchá, protože obsahuje vnitřní generátor. Pro její 
aktivaci stačí příslušný bit portu uvést do log 0, tím sepneme tranzistor, který aktivuje piezosirénu. 
Ta generuje tón o frekvenci, která je určena výrobcem této piezosirény, obvykle o frekvenci 3-4 
kHz. Ve vzorovém programu pak piezosiréna pětkrát zapípá pokaždé po dobu jedné vteřiny. 
Program pro obsluhu reproduktoru je o něco složitější, protože reproduktor neobsahuje vnitřní 
generátor. Pro reprodukování jakéhokoliv zvuku pomocí reproduktoru, musíme programově zajistit 
generování příslušné frekvence. Programem generovaná frekvence poté odpovídá tónu vydávanému 
reproduktorem tak, jak je vidět na Obr. 7.6. Ve vzorovém programu reproduktor generuje tón 
o frekvenci 1 kHz po celou dobu běhu programu. 
 
Program pro obsluhu piezosirény 
 
ZAC:  STS POC, R16  ;přesun R16 do POC 
  CBI PORTPIEZ, 0  ;nuluje bit0 portu reproduktoru 
  RCALL DELAY   ;zpoždění 
  SBI PORTPIEZ, 0  ;nastaví bit0 portu reproduktoru 
  RCALL DELAY   ;zpoždění 
  LDS R16, POC  ;přesun POC do R16 
  DEC R16   ;dekrementace R16 
  CPI R16, 0   ;porovnání R16 s hodnotou 0 
  BRNE ZAC   ;pokud se nerovná 0, skoč na ZAC 
      ;toto je jedna perioda signálu 
  RJMP PC   ;opakuje v nekonečné smyčce 
 
;***********podprogramy********************************************************* 
;********** zpoždění 500 ms (f=1MHz)*************************************************** 
 
DELAY:  LDI R17, 231  ;do R17 číslo (0-256) 
DL1:  LDI R18, 206  ;do R18 číslo (0-256) 
DL2:  LDI R19, 6   ;do R19 číslo (0-256) 
DL3:  DEC R19   ;dekrementace R19 
  BRNE DL3   ;není-li výsledek 0, skočí na DL3 
  DEC R18   ;dekrementace R18 
  BRNE DL2   ;není-li výsledek 0, skočí na DL2 
  DEC R17   ;dekrementace R17 
  BRNE DL1   ;není-li výsledek 0, skočí na DL1 
  RET 
 
 
Program pro obsluhu reproduktoru 
 
ZAC:  CBI PORTREP, 7  ;nuluje bit 7 portu reproduktoru 
  RCALL DELAY   ;volání zpoždění 
  SBI PORTREP, 7  ;nastaví bit 7 portu reproduktoru 
  RCALL DELAY   ;volání zpoždění 
      ;toto je jedna perioda signálu 
  RJMP ZAC   ;opakuje v nekonečné smyčce 
 
;*********** podprogramy ********************************************************* 
;********** zpoždění 500 ms (f=1MHz) ********************************************* 
 
DELAY:  LDI R17, 5   ;do R17 číslo (0-256) 
DL1:  LDI R18, 33   ;do R18 číslo (0-256) 
DL2:  DEC R18   ;dekrementace R18 
  BRNE DL2   ;není-li výsledek 0, skočí na DL2 
  DEC R17   ;dekrementace R17 
  BRNE DL1   ;není-li výsledek 0, skočí na DL1 
  RET 
 
 
Uvedené programy zobrazují pouze část zdrojového kódu vzorových programů. Kompletní 
programy pro obsluhu piezosirény a obsluhu reproduktoru se nachází na přiloženém disku  
CD-ROM pod názvy „piezo.asm“ a „repro.asm“.  
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7.5. Modul LCD 
Modul LCD displeje obsahuje řadič a dvojřádkový LCD displej, kde na každém řádku lze zobrazit 
16 znaků. Každý znak je složen z 35 bodů organizovaných do matice 5x7 bodu. Komunikaci 
s displejem je možné realizovat pomocí 4bitové či 8bitové sběrnice. V tomto modulu je využita 
4bitová komunikace. LCD displej je založen na řadiči HD44780 od firmy HITACHI a nabízí velké 
množství funkcí. Podstatnou výhodou LCD je velmi dobrá zobrazující schopnost, jednoduchost 
programové obsluhy a jednoduchost zapojení, ale také cena. Displeje se vyrábí v několika 
variantách 8x2, 16x1, 16x2, 16x4, 20x2, 20x4, 24x2, 24x4, 40x2, 40x4, které se liší počtem sloupců 
a řádků. Na displeji je možno zobrazovat všechny znaky ASCII, popřípadě si i vytvořit svoje 
vlastní. Popis a označení pinů tohoto displeje je vidět v Tab. 7.1. Schéma modulu je zobrazeno na 
Obr. 7.8. Deska plošného spoje modulu LCD displeje včetně plánku pro osazení se nachází 
v příloze C.4.  
 
Tab. 7.1: Zapojení pinů MC1602E-SYL 
Pin Popis pinu 
1 Gnd  
2 +5V 
3 nastavení kontrastu 
4 Register select 
5 Read/Write 
6 Enable 
7–14 DB0-DB7 (data bits) 
15 podsvícení (anoda) 












7.5.1. Program obsluhy LCD 
Program obsluhy LCD displeje 7] vychází z požadavků pro komunikaci s řadičem HD44780 8] 
obsaženým v tomto displeji. Program je tvořen tak, že uživatel se již nemusí starat o vlastní 
komunikaci, pouze odesílá potřebná data, která chce na displeji zobrazit. Vzorový program je 
navržen tak, aby dokázal spolupracovat se všemi displeji obsahující výše uvedený řadič. 
 
Program pro komunikaci s LCD 
 
LOOP:  LDI R16, 2   ;nastaví kurzor na první řádek třetí (0,1,2) políčko 
  RCALL RAD1 
LOOP2:  LDI R16, 'A'  ;do R16 ascii kód písmene a 
  RCALL VYSDATA   ;vyslání dat, zobrazí na aktuální pozici a aktuální 
      ;pozici inkrementuje 
  LDI R16, 'H'  ;do R16 ascii kód 
  RCALL VYSDATA   ;vyslání dat 
  LDI R16, 'O'  ;do R16 ascii kód 
  RCALL VYSDATA 
  LDI R16, 'J'  ;do R16 ascii kód 
  RCALL VYSDATA   ;vyslání dat 
  LDI R16, 9   ;nastaví kurzor na první řádek 10té políčko 
  RCALL RAD1   ; nastavení prvního řádku 
  LDS R16, STA  ;do R16 proměnná - např. STA 
  ORI R16, 0B00110000 ;doplněním 11 v bitu 4 a 5 se z bcd tvaru čísla stane 
      ;jeho ascii kód 
  RCALL VYSDATA 
  LDS R16, DES  ;do R16 proměnná - např. DES 
  ORI R16, 0B00110000 ;doplněním 11 v bitu 4 a 5 se z bcd tvaru čísla stane 
      ;jeho ascii kód 
  RCALL VYSDATA   ;vyslání dat 
  LDI R16, '.'  ;do R16 ascii kód 
  RCALL VYSDATA   ;vyslání dat 
  LDS R16, JED  ;do R16 proměnná - např. JED 
  ORI R16, 0B00110000 ;doplněním 11 v bitu 4 a 5 se z bcd tvaru čísla stane 
      ;jeho ascii kód 
  RCALL VYSDATA   ;vyslání dat 
  LDI R16, $DF  ;0B11011111 ; do R16 ascii kód stupně 
  RCALL VYSDATA   ;vyslání na displej 
  LDI R16, 'C'  ;do R16 ascii kód C 
  RCALL VYSDATA   ; 
  RCALL TEXT1   ;zavolá podprogram TEXT1, který vypíše na LCD text z 
      ;tabulky 
LOOP1:  RJMP LOOP1   ;zastaví program v nekonečné smyčce 
 
TEXT1:  LDI R16, 3   ;nastaví kurzor na první řádek třetí (0,1,2) políčko 
  RCALL RAD2   ;nastavení druhého řádku 
  LDI ZL, LO(2 * TABTEXT1) ;do registru Z (16 bitový reg.) začátek tabulky 
  LDI ZH, HI(2 * TABTEXT1) 
  RCALL ZOBR   ;volání podprogramu pro zobrazení 
  RET 
 
TABTEXT1: .DB 'DIPLOMKA', 255 ;text z tabulky zobrazený na displeji 
 
 
V uvedené ukázce je nastíněna jak základní myšlenka odesílání jednotlivých znaků, popřípadě 
celých řetězců znaků, tak i proměnných získaných například z měření teploty či z jiných zdrojů na 
displej. Struktura programu je navržena následovně. Pokud případný uživatel zapojí displej podle 
modulu uvedeného na Obr. 7.8, nemusí se již starat o to, jakým způsobem probíhá vlastní 





7.6. Modul dynamického displeje 
Dynamický displej využívá nedokonalosti lidského oka, které není schopno zaznamenat změny 
častěji než zhruba 50krát za sekundu. Kvůli snížení počtu bitů potřebných k připojení displeje 
k procesoru, se displej zapojí podle Obr. 7.9. Zobrazování znaků na jednotlivých 
sedmisegmentovkách se provádí postupně. Nejdříve na datové vodiče přivedeme číslo pro 
sedmisegmentovku č. 1. Potom sepneme tranzistor T1 přivedením log 0 na příslušný bit portu 
procesoru (Px.4). Tím se rozsvítí znak na sedmisegmentovce č. 1. Dále čekáme 2 ms, displej 
zhasneme tím, že rozepneme tranzistor T1. Přivedeme na datové vodiče číslo pro 
sedmisegmentovku č. 2 a sepneme tranzistor T2. Opět čekáme 2 ms atd. Vše se opakuje do poslední 
tedy čtvrté sedmisegmentovky a poté znovu pro první. Vzhledem k tomu, že se toto provádí velmi 
rychle, blikání displeje není vidět.  
Výhodou dynamického displeje je malé množství vodičů potřebných pro připojení k procesoru. Pro 
srovnání – statický čtyřmístný displej s dekodéry potřebuje 4x4 - 16 vodičů, kdežto dynamický 
displej vystačí se sedmi vodiči. Nevýhodou ovšem je složitý program pro obsluhu a potřeba 
neustálého zapisování dat na displej. Schéma modulu dynamického displeje je zobrazeno na Obr. 
7.9. Deska plošného spoje tohoto modulu včetně plánku pro osazení součástkami se nachází 













7.6.1. Program obsluhy dynamického displeje 
Dynamický displej je další variantou možnosti zobrazení požadovaných údajů z mikroprocesoru. 
Níže uvedený vzorový program obsluhuje právě takovýto typ displeje. Nevýhodu tohoto typu 
displeje vidíme v jeho obsluze. Displej musíme obsluhovat každé dvě milisekundy, aby se nám 
jednotlivé znaky na displeji jevily jako statické. Toto lze především u složitějších programů zajistit 
použitím vhodného přerušení, v kterém se bude periodicky tato obsluha vykonávat. V tomto 
vzorovém programu přerušení použito není, přesto je zajištěno, že displej je periodicky obsluhován. 
V případě použití přerušení by se obslužný program pouze umístil do vektoru přerušení s vhodným 
časováním. 
 
Program obsluhy dynamického displeje 
 
DISP:  LDI R20, 255  ;zhasnutí displeje 
  OUT PORTDISP, R20  ;jednotky do R20 
  LDS R20, JED  ;rozsvícení jednotek 
  ORI R20, 0B11110000 ;vymaskování jednotek 
  OUT PORTDISP, R20  ;R20 na port dynamického displeje 
  CBI PORTDISP, 7  ;vynulování bitu (rozsvícení) 
  RCALL DELAY   ;volání zpoždění 
  SBI PORTDISP, 7  ;nastavení bitu (zhasnutí) 
  LDS R20, DES  ;desítky do R20 
  ORI R20, 0B11110000 ;vymaskování desítek 
  OUT PORTDISP, R20  ;R20 na port dynamického displeje 
  CBI PORTDISP, 6  ;vynulování bitu (rozsvícení) 
  RCALL DELAY   ;volání zpoždění 
  SBI PORTDISP, 6  ;nastavení bitu (zhasnutí) 
  LDS R20, STA  ;rozsvícení stovek 
  ORI R20, 0B11110000 ;vymaskování stovek 
  OUT PORTDISP, R20  ;R20 na port dynamického displeje 
  CBI PORTDISP, 5  ;vynulování bitu (rozsvícení) 
  RCALL DELAY   ;volání zpoždění 
  SBI PORTDISP, 5  ;nastavení bitu (zhasnutí) 
  LDS R20, TIS  ;rozsvícení tisíců 
  ORI R20, 0B11110000 ;vymaskování tisícovek 
  OUT PORTDISP, R20  ;R20 na port dynamického displeje 
  CBI PORTDISP, 4  ;vynulování bitu (rozsvícení) 
  RCALL DELAY   ;volání zpoždění 
  SBI PORTDISP, 4  ;nastavení bitu (zhasnutí) 
  RET 
 
; *********** podprogram pro zpoždění 2 ms ************************************** 
 
DELAY:  LDI R17, 3   ;do R17 číslo 3 (255) 
DL1:  LDI R18, 155  ;do R18 číslo 155 (256) 
DL2:  LDI R19, 1   ;do R19 číslo 1 (256) 
DL3:  DEC R19   ;dekrementace R19 
  BRNE DL3   ;není-li výsledek 0, skočí na DL3 
  DEC R18   ;dekrementace R18 
  BRNE DL2   ;není-li výsledek 0, skočí na DL2 
  DEC R17   ;dekrementace R17 
  BRNE DL1   ;není-li výsledek 0, skočí na DL1 
  RET    ;ukončení podprogramu 
 
 
Aby bylo možné na displeji vyzkoušet všechny číselné hodnoty, je třeba připojit na další port modul 
klávesnice. Vzorový program je navržen následovně. Pokud stisknete libovolné číslo na klávesnici, 
stisknuté číslo se zobrazí na displeji. V případě znaků se zobrazí pokaždé jiný typ symbolu. 
Obsluha dynamického displeje se opakuje v nekonečné smyčce. Program naleznete na přiloženém 





7.7. Modul maticového displeje 
Jedná se o displej složený z 35  diod LED uspořádaných do obdélníku 5x7. Jeho vnitřní zapojení 
můžete vidět na obrázku Obr. 7.10. Tento displej nelze připojit k procesoru přímo, protože procesor 
nemá 35 bitů na portech. Musíme proto využít možnost ovládat maticový displej dynamicky. Na 
modulu je zvolena varianta, ve které jsou na sloupce posílána data (5 diod LED) a jednotlivé řádky 
(7) jsou postupně spínané dekodérem 1 z 8, přičemž jeden vývod dekodéru zůstane volný. Aby 
nedocházelo k zatěžování jak portů procesoru, tak výstupů dekodéru 1 z 8, jsou v tomto modulu 
využity pro proudové posílení těchto výstupů budiče sběrnice. Schéma zapojení celého modulu je 
vidět na Obr. 7.11. Deska plošného spoje včetně jejího plánku osazení se nachází v příloze C.7.  
 
 









7.7.1. Program obsluhy maticového displeje 
Program maticového displeje vyžaduje podobnou obsluhu jako program dynamického displeje. Je 
tedy nutné programově zajistit obsluhu maticového displeje 50krát za sekundu, tedy každé dvě 
milisekundy, aby se zobrazované znaky či symboly jevily staticky. V případě tohoto programu je 
obsluha vykonávána přerušením z časovače. Displej by samozřejmě bylo možno obsluhovat v rámci 
hlavního programu, ale to by v tomto případě bylo značně neefektivní a přinášelo by to spoustu 
problémů právě s periodickou obsluhou tohoto typu displeje. 
 
Program obsluhy maticového displeje 
 
ZOBR_ZN: LDI R16, 0B11011000 ;posledních 5 bitů - sloupce matice 
  STS RAD0, R16 
  LDI R16, 0B11011000 ;posledních 5 bitů - sloupce matice 
  STS RAD1, R16 
  LDI R16, 0B00100000 ;posledních 5 bitů - sloupce matice 
  STS RAD2, R16 
  LDI R16, 0B00100000 ;posledních 5 bitů - sloupce matice 
  STS RAD3, R16 
  LDI R16, 0B00100000 ;posledních 5 bitů - sloupce matice 
  STS RAD4, R16 
  LDI R16, 0B10001000 ;posledních 5 bitů - sloupce matice 
  STS RAD5, R16 
  LDI R16, 0B01110000 ;posledních 5 bitů - sloupce matice 
  STS RAD6, R16 
  RET 
 
ZOBR_A:  LDI ZL, LO(2 * TAB_A) ;do registru Z (16bitový reg.) začátek tabulky 
  LDI ZH, HI(2 * TAB_A) 
  LDI XL, LO(RAD0)  ;do registru X (16bitový reg.) začátek RAD0 
  LDI XH, HI(RAD0) 
  CLR R18   ;vynuluj R18 
  CLI    ;a R21 (horní byt - 0) 
RDLA:  LPM R16, Z+   ;čtení z paměti programu z adresy Z 
  ST X+, R16   ;R16 do reg X a inkrementace X 
  INC R18   ;inkrementace R18 
  CPI R18, 8   ;porovnej s číslem 8 
  BRNE RDLA   ;dokud se nerovná 8, opakuj 
  SEI    ;globální povolení přerušení 
  RET 
 
TAB_A:  .DB 0B00100000, 0B01010001 ;0,1 A 
  .DB 0B10001010, 0B11111011 ;2,3 
  .DB 0B10001100, 0B10001101 ;4,5 
  .DB 0B10001110, 0B00000000 ;6,7 
 
 
Ve výše uvedeném zdrojovém kódu je naznačena hlavní programová smyčka zobrazující symbol 
tzv. smajlíka, poté se na displeji postupně zobrazí nápis „AHOJ“. Pomocí vhodně sestrojené tabulky 
jsme schopni zobrazit libovolný znak o rozměrech 5x7 piksel. Je tedy jenom na programátorovi, 
jaké znaky bude na displeji zobrazovat. Tabulku pro jednotlivé znaky vytvoříme podle klíče 
zobrazeného na Obr. 7.12. Obrázek představuje jeden řádek maticového displeje. V zeleném poli 
jsou uvedena čísla pozic jednotlivých řádků, a v modrém poli se nachází binární hodnota uvedeného 
řádku. Pro poslední řádek je tedy v modrém poli uvedena hodnota 1102. Modré pole není pro vlastní 
chod programu potřebné, slouží pouze pro lepší orientaci ve vytváření tabulky. Kompletní program 
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7.8. Modul sériového displeje s registry 74595 
Registr 74595 9] se skládá z 8bitového posuvného registru, 8bitového paralelního registru, 
a 3stavového výstupního budiče. Sériový registr má hodinový vstup SCLK, sériový datový vstup 
DS, resetovací vstup SCLR a sériový datový výstup QS8. Hodinový vstup nástupnou hranou 
posouvá data v sériovém registru ze vstupu DS. Poslední bit dat je na výstupu QS8 a tento výstup 
slouží k propojení s dalším obvodem. Vstup SCLR provede resetování všech bitů sériového 
registru. Všech osm bitů sériového registru je připojeno na vstupy paralelního registru. Přepis do 
paralelního registru se provádí nástupnou hranou na hodinovém vstupu RCLK.  Tím dostaneme 
data na vstupy výstupních budičů. Tyto budiče jsou ovládané vstupem EN. Bude-li EN ve stavu 
log1, budou všechny výstupy ve stavu vysoké impedance. V opačném případě budou na výstupech 
data z paralelního registru. Protože displej je zapojený bez dekodérů, znamená to, že je možno 
zobrazit libovolný znak na každém z displejů. Vnitřní zapojení celého posuvného registru je vidět 
na Obr. 7.13. Schéma modulu displeje je zobrazeno na Obr. 7.14. Deska plošného spoje včetně 
osazovacího plánku se nachází v příloze C.6. 
 
 
Obr. 7.13: Vnitřní zapojení registru 74595 (převzato z 9]) 
 
 
Obr. 7.14: Schéma sériového displeje s registry 74595 
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7.8.1. Program obsluhy displeje s registry 74595 
V následujícím programu je popsána obsluha sériově ovládaného displeje. Komunikace s registry 
a zobrazení požadovaného znaku na displeji probíhá podle komunikačního protokolu stanoveného 
výrobcem obvodů 9]. Tento typ displeje umožňuje zobrazení prakticky libovolného znaku, který 
nám povolí použitý displej. V zdrojovém kódu obsluhy tohoto typu displeje je použita tabulka, kde 
jsou jednotlivé znaky deklarovány. 
 
Program displeje s obvody 74595 
 
DISP595: LDS R20, SEG0  ;jednotky do R20 
  RCALL VYSLI   ;převede R20 z BCD na kod pro sedmiseg. a vyšle 
  LDS R20, SEG1  ;desítky do R20 
  RCALL VYSLI   ;převede R20 z BCD na kod pro sedmiseg. a vyšle 
  LDS R20, SEG2  ;stovky do R20 
  RCALL VYSLI   ;převede R20 z BCD na kod pro sedmiseg. a vyšle 
  CBI PORT595, 6  ;RCK do log0 
  SBI PORT595, 6  ;nástupná hrana na RCK 
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  CBI PORT595, 6  ;sestupná RCK 
  CBI PORT595, 3  ;EN do log.0 
  RET 
 
VYSLI:  LDI ZL, LO(2 * TAB595) ;do registru Z (16bitový reg.) začátek tabulky  
      ;registr 30 
  LDI ZH, HI(2 * TAB595) ;horní část tabulky registr 31 
  CLR R21   ;nulování R21 
  ADD ZL, R20   ;sečtení Z (16bitů) a reg R20 (dolní byt - naše  
      ;číslo) 
  ADC ZH, R21   ;a R21 (horní byt - 0) 
  LPM R16, Z   ;čtení z paměti programu z adresy Z 
  LDI R21, 8   ;nastaví R21 (počítadlo) 
VYS01:  SBI PORT595, 0  ;nastaví data do log1 
  SBRS R16, 0   ;přeskočí následující instrukci, je-li bit0 v R16  
      ;v log1 (data zůstanou v log1) 
  CBI PORT595, 0  ;data do log0 
  CBI PORT595, 7  ;CLK do log0 
  SBI PORT595, 7  ;CLK do log1 - nástupná 
  ROR R16   ;rotuje R16 doprava  
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  NOP    ;bez instrukce – krátké zpoždění 1 str. cyklus 
  CBI PORT595, 7  ;CLK sestupná 
  DEC R21   ;dekrementuje počítadlo 
  BRNE VYS01   ;pokud není 0, tak skočí na VYS01 
  RET 
 
TAB595:  .DB 0B00000001, 0B11001111 ;0,1 
  .DB 0B10010010, 0B00000110 ;2,3 
  .DB 0B11001100, 0B00100100 ;4,5 
  .DB 0B00100000, 0B10001111 ;6,7 
  .DB 0B10000000, 0B10000100 ;8,9 
  .DB 0B11110000, 0B11111110 ;t ,- (10,11) 
  .DB 0B10110001, 0B10011100 ;C ,stupeň (12,13) 
  .DB 0B00000000, 0B11111111 ;rozsvíceno,zhasnuto (14,15) 
 
 
Zdrojový kód programu ukazuje princip obsluhy registrů použitých v tomto typu displeje. Zároveň 
je v něm uveden příklad tabulky pro zobrazení jednotlivých znaků na displeji modulu. Tabulka 
znaků je sestavena podle klíče zobrazeném na Obr. 7.15. Kompletní vzorový program nalezne na 
přiloženém disku CD-ROM pod názvem „disp595-3.asm“. 
 
segment displeje 
H A B C D E F G 
Obr. 7.15 : Dekódovací tabulka displeje s obvody 74595  
30 
 
7.9. Modul sériové komunikace RS232 
Sériová linka RS232 12] patří ke klasickým standardům sériové komunikace mezi jednotlivými 
zařízeními. Základním rysem této komunikace je jednoduchost komunikačního protokolu, 
hardwarová nenáročnost a relativně vysoká spolehlivost. Sériovou komunikaci pomocí sériové 
linky RS232 je možno realizovat pomocí třech vodičů: dvou datových (TxD, RxD) a země (GND). 
Maximální udávaná délka komunikace je 15 m. Tuto délku je možno prodloužit použitím vhodné 
kabeláže až na 50 m. Kapacita této kabeláže však nesmí překročit hodnotu 2500 pF. Pokud chceme 
komunikovat se zařízením, které využívá logiky TTL (úroveň H je +5 V, úroveň L je 0 V), musíme 
použít vhodný převodník této úrovně na logiku RS232 (úroveň H je -12 V, úroveň L je +12 V). 
K tomuto účelu se nejčastěji používá převodník MAX232. Na Obr. 7.16 je nakresleno výrobcem 
doporučené zapojení tohoto převodníku. Schéma tohoto modulu je zobrazeno na Obr. 7.17, deska 
plošného spoje včetně jejího osazení se nachází v příloze C.8. Ve schématu uvedeného modulu jsou 
ještě doplněny dvě indikační diody LED, přičemž zelená dioda LED signalizuje aktivitu na datovém 




Obr. 7.16: Výrobcem doporučené zapojení obvodu MAX232 
 
 




7.9.1. Program pro sériovou komunikaci 
Programy pro komunikaci po sériové lince můžeme rozdělit na tři části. V prvním případě může být 
procesor pouze ve funkci vysílače, v druhém případě ve funkci přijímače. Ve  třetí variantě 
je procesor jak ve funkci vysílače, tak i přijímače. Velkou výhodou dnešních procesorů 
je samostatnost řízení datové komunikace, kterou dosáhneme díky správnému nakonfigurování 
parametrů komunikace a s tím spojené nastavení mikroprocesoru. Uživatel pouze vyhodnocuje 
přijatá data, popřípadě vkládá data pro odeslání. 
 
Program pro vysílání dat po sériové lince: 
 
  .SECT INIT 
 
  INIT_RWM   ;inicializace RWM 
 
  LDI R16, 0B00000010 ;asynchronní mód U2X = 1 
  OUT UCSR0A, R16 
  LDI R16, 0B00001000 ;povolení vysílání 
  OUT UCSR0B, R16 
  LDI R16, 0B10000110 ;asynchronní mód, 1 stop bit, 8 bitů rámec 
  OUT UCSR0C, R16 
  LDI R16, LO(51)  ;nastavení rychlosti 2400 baudů pro 1 MHz 
  OUT UBRR0L, R16 
  LDI R16, HI(51)  ;nastavení rychlosti 2400 baudů pro 1 MHz 
  OUT UBRR0H, R16 
  LDI R16, 0   ;R16 do nuly 
  STS POC, R16  ;pomocná POC do nuly 
  RJMP MAIN 
 
  .ENDSECT 
 
;********** hlavní program ***************************************************** 
 
  .SECT MAIN 
 
  LDS R16, POC  ;pomocná POC do R16 
  INC R16   ;inkrementace R16 
  STS POC, R16  ;R16 do pomocné POC 
  OUT UDR0, R16  ;R16 na sériový kanál 
OPAK:  SBIS UCSR0A, TXC  ;čekání na příznak vyslání celého bytu 
  JMP OPAK   ;smyčka - dokud nepřijde příznak od sériového kanálu 
  SBI UCSR0A, TXC  ;nulujeme příznak nastavením do log1 !!! 
  RJMP DELAY   ;podprogram zpoždění 1 s 
  RJMP MAIN 
 
  .ENDSECT 
 
;********** podprogramy ******************************************************** 
 
  .SECT DELAY 
 
  LDI R17, 231  ;do R17 číslo 
DL1:  LDI R18, 206  ;do R18 číslo 0 (256) 
DL2:  LDI R19, 6   ;do R19 číslo 0 (256) 
DL3:  DEC R19   ;dekrementace R19 
  BRNE DL3   ;není-li výsledek 0, skočí na DL3 
  DEC R18   ;dekrementace R18 
  BRNE DL2   ;není-li výsledek 0, skočí na DL2 
  DEC R17   ;dekrementace R17 
  BRNE DL1   ;není-li výsledek 0, skočí na DL1 







Program pro příjem dat po sériové lince 
 
PRIJEM:  SBI UCSR0A, RXC  ;nuluje příznak 
  IN R16, UDR0  ;přesun do R16 
  OUT PORTLED, R16  ;přijatá data na port LED 
  RETI 
 
  .SECT INIT 
 
  INIT_RWM   ;inicializace RWM 
 
;**** uživatelská inicializace ************************************************ 
 
  LDI R16, 0B00000010 ;asynchronní mód U2X = 1 
  OUT UCSR0A, R16 
  LDI R16, 0B10010000 ;povolení přerušení, povolení příjmu 
  OUT UCSR0B, R16 
  LDI R16, 0B10000110 ;asynchronní mód, 1 stop bit, 8 bitů rámec 
  OUT UCSR0C, R16 
  LDI R16, LO(51)  ;nastavení rychlosti 2400 baudů pro 1 MHz 
  OUT UBRR0L, R16 
  LDI R16, HI(51) 
  OUT UBRR0H, R16  ;nastavení rychlosti 2400 baudů pro 1 MHz 
  SEI 
  LDI R16, 255 
  OUT DDRLED, R16  ;nastavení portu LED jako výstupní 
  RJMP MAIN 
 
  .ENDSECT 
 
 
Z uvedených zdrojových kódů je vidět velice jednoduchá a programově příjemná obsluha sériové 
linky. Pokud budeme chtít přijímat či vysílat data po sériové lince, stačí nám pouze implementovat 
uvedenou část programu do našeho projektu. Samozřejmě si můžeme uvedené programy dále 
upravit, například do jednoho celku. V tomto případě by procesor pracoval v plně duplexním 
režimu komunikace, tedy přijímal i vysílal data přes sériovou linku. Podrobnější informace 
o nastavení procesoru pro sériovou komunikaci jsou uvedeny v 12] a 4]. Programy sériové 







Smyslem celého systému modulů je seznámit studenty na praktických příkladech s programováním 
jednočipových mikroprocesorů řady ATmega. Počet modulů a jejich množství má umožnit pokrytí 
základních připojovaných periferií k mikroprocesorům. Protože tento vytvořený text má sloužit 
především studentům středoškolského studia, nejsou zde rozebírány vyšší principy funkce 
programu. V textu je vždy počítáno s tím, že posluchač se již alespoň v základech orientuje 
v  nastaveních portů mikroprocesoru a dalších otázkách této problematiky. Přípravek a jeho 
jednotlivé periferní moduly jsou koncipovány tak, aby si studenti sami mohli moduly vyrobit za 
pomoci běžně dostupných metod výroby DPS. Výše uvedené programy k jednotlivým modulům 
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A/D - (Analog/Digital) analogově/ digitální 
ALU - (Arithmetic Logic Unit)) Aritmeticko-logická jednotka 
AVR - Označení rodiny 8bitových procesorů typu RISC 
bit - Základní datová jednotka 
byte - Jednotka množství dat v informatice 1 byte = 8 bitů  1B = 8b 
CISC (Complex Instruction Set Computer) počítač s kompletní instrukční sadou 
CPU - (Central Processing Unit) Procesor 
DS - (Data Serial) sériový datový vstup 
EEPROM - (Electrically Erasable Programmable Read-Only Memory) elektricky 
mazatelná a programovatelná paměť 
EN - (ENable) povolovací vstup 
FLASH - Nevolatilní (semipermanentní) elektricky programovatelná (zapisovatelná) 
paměť s libovolným přístupem 
GND - (GrouND) zem 
I/O - (Input/Output) Vstup/Výstup 
ISP - (In-System Programming) schopnost mikroprocesorů a programovatelných 
logických obvodů být programovány uvnitř obvodu bez nutnosti jejich 
vyjmutí a vložení do zvláštního, k tomuto účelu sloužícího zařízení 
JSA Jazyk symbolových adres – assembly language (assembler)  
kHz kilohertz  
LCD - (Liquid Crystal Display) displej z tekutých krystalů 
LED - (Light Emitting Diode) světlo vyzařující dioda 
LIFO - 
(Last in-First out) Zásobník, v němž poslední uložená data jsou čtena jako 
první  
MHz - Megahertz  
MLW10 - Konektor se zámkem obsahující 10 pinů 
ns - nanosekunda s 
PWM (Pulse Width Modulation) Pulzně šířková modulace 
RCLK - (paRallel CLocK) paralelní hodinový signál 
RISC - (Reduced Instruction Set Computer) počítač s redukovanou instrukční sadou 
RxD - (Receive Data) příjem dat 
SCLR - (Serial Clear) sériový resetovací vstup 
SP - (Stack Pointer) ukazatel vrcholu zásobníku 
SPI - (Serial Peripheral Interface) je sériové periferní rozhraní. Používá se pro 
komunikaci mezi řídicími mikroprocesory a ostatními integrovanými obvody 
SRAM - (Static Random Access Memory) polovodičová paměť, která k uchování 
svých dat nepotřebuje jejich periodickou obnovu 
SREG - (Status REGister) stavový registr 
TTL - (Transistor-Transistor-Logic) tranzistorově-tranzistorová logika 
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A SEZNAM ZÁKLADNÍCH INSTRUKCÍ MIKROPROCESORU 
ATMEGA162 
 
INSTRUKCE PRO PŘESUNY 
MOV  Rd, Rr Rd  Rr d 0,31 ; r 0,31  Přesune obsah registru Rr  do registru Rd  
LDI Rd, K Rd  K d 16,31 ; K 0,255  Do registru Rd zapíše konstantu  
LDS Rd, k Rd (k) d 0,31 ; k 0,65535  Do registru Rd přesune obsah adresy k (přímé adresování)      
LD Rd, Z Rd (Z) d 0,31 ; Z Do registru Rd přesune obsah adresy uložené v 16bitovém registru Z 
(nepřímé adresování)     
 
LD Rd, Z+ Rd (Z), 
Z=Z+1 
d 0,31 ; Z Do registru Rd přesune obsah adresy uložené v 16bitovém registru Z 
(nepřímé adresování), potom Z inkrementuje         
 
LD Rd, -Z Z=Z-1, 
Rd (Z) 
d 0,31 ; Z Dekramentuje Z a potom do registru Rd přesune obsah adresy uložené 
v 16bitovém registru Z (nepřímé adresování)     
 
STS k, Rr (k)  Rr  k 0,65535 ; r 0,31  Obsah registru Rr přesune na adresu k  
ST X, Rr (X)  Rr X ; r 0,31  Obsah registru Rr přesune na adresu X  
PUSH Rr STACK  Rr r 0,31  Obsah registru Rr přesune do zásobníku  
POP Rd Rd  STACK d 0,31  Obsah aktuální adresy zásobníku přesune do registru Rd  
IN Rd, A Rd I/O(A) d 0,31 ; A 0,63  Do registru Rd přesune obsah adresy A (porty, SFR)  
OUT A, Rr I/O(A)  Rr A 0,63 ; r 0,31  Obsah registru Rr  přesune na adresu v A (porty, SFR)  
LPM  Rd ,Z Rd (Z) d 0,31 ; Z Do registru Rd přesune obsah adresy v paměti programu uložené 
v 16bitovém registru Z     
 
LPM  Rd ,Z+ Rd (Z), 
Z=Z+1 
d 0,31 ; Z Do registru Rd přesune obsah adresy v paměti programu uložené 




LSL  Rd C b7, 
b7 b6........ 
b1 b0, b0 0 
d 0,31  Posune bity v registru Rd vlevo, C b7, b0 0  
LSR Rd C b0, 
b0 b1........ 
b6 b7, b7 0 
d 0,31 ; Posune bity v registru Rd vpravo, C b0, b7 0  
ROL Rd C b7, 
b7 b6........ 
b1 b0, b0 C 
d 0,31   Posune bity v registru Rd vlevo, C b7, b0 C      
ROR Rd C b0, 
b0 b1........ 
b6 b7, b7 C 
d 0,31  Posune bity v registru Rd vpravo, C b0, b7 C  
SWAP Rd b(7-4) b(3-0) 
b(3-0) b(7-4) 
d 0,31  Vymění dolní a horní čtyři bity registru Rd  
BSET s SREG(s) 1 s 0,7  Obsah  s-tého bitu v SREG nastaví na log1  
BCLR s SREG(s) 1 s 0,7  Obsah  s-tého bitu v SREG nastaví na log0  
SEC  C 1  Nastaví příznak Carry do log1  
SEN  N 1  Nastaví příznak Zaménka do log1  
SEZ  Z 1  Nastaví příznak Zero do log1  
SEI  I 1  Nastaví příznak Global interrupt enable do log1  
SES  S 1  Nastaví příznak S do log1  
SEV  V 1  Nastaví příznak V do log1  
SET  T 1  Nastaví příznak T do log1  
SEH  H 1  Nastaví příznak H do log1  
CLC  C 0  Nastaví příznak Carry do log0  
CLN  N 0  Nastaví příznak Zaménka do log0  
CLZ  Z 0  Nastaví příznak Zero do log0  
CLI  I 0  Nastaví příznak Global interrupt enable do log0  
CLS  S 0  Nastaví příznak S do log0  
CLV  V 0  Nastaví příznak V do log0  
CLT  T 0  Nastaví příznak T do log0  
CLH  H 0  Nastaví příznak H do log0  
SBI A,b I/O(A,b) 1 A 0,31 ; b 0,7  Nastaví bit b v adrese A do log1 (porty, SFR)  
CBI A,b I/O(A,b) 0 A 0,31 ; b 0,7  Nastaví bit b v adrese A do log0 (porty, SFR)  
BST Rr, b T  Rr (b) r 0,31 ; b 0,7  Přesune bit b z registru Rr  do bitu T  




INSTRUKCE PRO VĚTVENÍ PROGRAMU 
RJMP  k  k -2K,2K  Relativní skok, skočí na adresu k (obsáhne celý adresový prostor 8K 
paměti programu) 
 
IJMP   Z – 16b  Nepřímý skok, skočí na adresu v 16b  registru Z  
JMP k  k 0,4M   Skočí na adresu k    
RCALL k  k -2K,2K  Skočí na podprogram k  
ICALL   Z – 16b Skočí na podprogram, jehož adresa je uložena v 16b registru Z  
CALL k   k 0,4M  Skočí na podprogram, jehož adresa je uložena v 16b registru Z  
RET    Návrat z podrogramu  
CPSE Rd, Rr  d 0,31 ; r 0,31  Je-li Rd= Rr  přeskočí následující instrukci, jinak pokračuje na 
následující instrukci  
 
CP Rd, Rr  d 0,31 ; r 0,31  Porovná registry Rd a Rr a nastaví příznaky  
CPI Rd, K  d 16,31 ; 
K 0,255  
Porovná registr Rd s konstantou K a nastaví příznaky  
SBRC Rr,b  r 0,31 , b 0,7  Přeskočí následující instrukci, je-li bit b v registru Rr  log0, jinak 
pokračuje na násl. instrukci 
 
SBRS Rr,b  r 0,31 , b 0,7  Přeskočí následující instrukci, je-li bit b v registru Rr  log1, jinak 
pokračuje na násl. instrukci 
 
SBIC A,b  A 0,31 , b 0,7  Přeskočí následující instrukci, je-li bit b v A (SFR registru, PORT)   
log0, jinak pokračuje na násl. instrukci 
 
SBIS A,b  A 0,31 , b 0,7  Přeskočí následující instrukci, je-li bit b v A (SFR registru, PORT)   
log1, jinak pokračuje na násl. instrukci 
 
BRBS s,k  s 0,7 , k -64,63  Skočí na návěští k, je-li bit v SREG v log1, jinak pokračuje na další 
instrukci 
 
BRBC s,k  s 0,7 , k -64,63  Skočí na návěští k, je-li bit v SREG v log0, jinak pokračuje na další 
instrukci 
 
BREQ k  k -64,63  Skočí na návěští k, je-li bit Z v SREG v log1, jinak pokračuje na další 
instrukci (při předchozím porovnání byly registry stejné) 
 
BRNE k  k -64,63  Skočí na návěští k, je-li bit Z v SREG v log0, jinak pokračuje na další 
instrukci (při předchozím porovnání nebyly registry stejné) 
 
BRCS k  k -64,63  Skočí na návěští k, je-li bit C v SREG v log1, jinak pokračuje na další 
instrukci  
 
BRCC k  k -64,63  Skočí na návěští k, je-li bit Z v SREG v log0, jinak pokračuje na další 
instrukci  
 
BRSH k  k -64,63  Skočí na návěští k, je-li bit C v SREG v log0, jinak pokračuje na další 
instrukci (při předchozím porovnání byly registry Rd Rr , 
neznaménkové) 
 
BRLO k  k -64,63  Skočí na návěští k, je-li bit C v SREG v log0, jinak pokračuje na další 
instrukci (při předchozím porovnání byly registry Rd<Rr, 
neznaménkové)  
 
BRMI k  k -64,63  Skočí na návěští k, je-li bit N v SREG v log1, jinak pokračuje na další 
instrukci (po předchozí instrukci má výsledek nejvyšší bit v log1) 
 
BRPL k  k -64,63  Skočí na návěští k, je-li bit N v SREG v log0, jinak pokračuje na další 
instrukci (po předchozí instrukci má výsledek nejvyšší bit v log0) 
 
BRGE k  k -64,63  Skočí na návěští k, je-li bit S v SREG v log0, jinak pokračuje na další 
instrukci (při předchozím porovnání byly registry Rd Rr ,znaménkové) 
 
BRLT k  k -64,63  Skočí na návěští k, je-li bit S v SREG v log0, jinak pokračuje na další 
instrukci (při předchozím porovnání byly registry Rd<Rr, znaménkové) 
 
BRHS k  k -64,63  Skočí na návěští k, je-li bit H v SREG v log1, jinak pokračuje na další 
instrukci (při předchozí instrukci došlo k přenosu mezi 3. a 4. bitem) 
 
BRHC k  k -64,63  Skočí na návěští k, je-li bit H v SREG v log0, jinak pokračuje na další 
instrukci (při předchozí instrukci nedošlo k přenosu mezi 3. a 4. 
bitem) 
 
BRTS k  k -64,63  Skočí na návěští k, je-li bit T v SREG v log1, jinak pokračuje na další 
instrukci (Bit T slouží k bitovým přesunům BST, BLD) 
 
BRTC k  k -64,63  Skočí na návěští k, je-li bit T v SREG v log0, jinak pokračuje na další 
instrukci (Bit T slouží k bitovým přesunům BST, BLD) 
 
BRVS k  k -64,63  Skočí na návěští k, je-li bit V v SREG v log1, jinak pokračuje na další 
instrukci (při předchozí instrukci došlo k přetečení) 
 
BRVC k  k -64,63  Skočí na návěští k, je-li bit V v SREG v log0, jinak pokračuje na další 
instrukci (při předchozí instrukci nedošlo k přetečení) 
 
BRIE k  k -64,63  Skočí na návěští k, je-li bit I v SREG v log1, jinak pokračuje na další 
instrukci (I-Global Interrupt Enable) 
 
BRID k  k -64,63  Skočí na návěští k, je-li bit I v SREG v log0, jinak pokračuje na další 






ARITMETICKÉ A LOGICKÉ OPERACE 
ADD  Rd, Rr Rd Rd+Rr d 0,31 ; r 0,31  Sečte registry Rr  a Rd, výsledek do Rd  
ADC  Rd, Rr Rd Rd+Rr+C d 0,31 ; r 0,31  Sečte registry Rr  a Rd a Carry bit, výsledek do Rd  
ADIW Rd, K Rd+1:Rd  
Rd+1:Rd +K 
d {24,26,28,30};K 0,63  K 16bitovému registru Rd+1:Rd přičte číslo K, výsledek 
v Rd+1:Rd  
 
SUB Rd, Rr Rd  Rd-Rr d 0,31 ; r 0,31  Odečte od registru Rd obsah registru Rr, výsledek do Rd      
SUBI Rd, K Rd  Rd-K d 16,31 ; K 0,255  Odečte od registru Rd  číslo K, výsledek do Rd      
SBC  Rd, Rr Rd Rd-Rr-C d 0,31 ; r 0,31  Odečte od registru  Rd obsah registru Rr  a Carry bit, výsledek 
do Rd 
 
SBCI Rd, K Rd  Rd-K d 16,31 ; K 0,255  Odečte od registru Rd  číslo K, výsledek do Rd      
SBIW Rd, K Rd+1:Rd  
Rd+1:Rd -K 
d {24,26,28,30};K 0,63  Od 16bitového registru Rd+1:Rd odečte číslo K, výsledek 
v Rd+1:Rd  
 
AND Rd, Rr Rd  Rd AND Rr d 0,31 ; r 0,31  Provede logický součin Rr  a Rd, výsledek do Rd      
ANDI Rd, K Rd  Rd AND K d 16,31 ; K 0,255  Provede logický součin Rd  a K, výsledek do Rd      
OR Rd, Rr Rd  Rd OR Rr d 0,31 ; r 0,31  Provede logický součet Rr  a Rd, výsledek do Rd      
ORI Rd, K Rd  Rd OR K d 16,31 ; K 0,255  Provede logický součet Rd  a K, výsledek do Rd      
EOR Rd, Rr Rd  Rd  Rr d 0,31 ; r 0,31  Provede exklusivní součet Rr  a Rd, výsledek do Rd      
COM Rd Rd  $FF-Rd  d 0,31  Provede jednotkový doplněk registru Rd, výsledek do Rd      
NEG Rd Rd  $00-Rd  d 0,31  Provede dvojkový doplněk registru Rd, výsledek do Rd      
SBR Rd, K Rd  Rd v K d 16,31 ; K 0,255  Maskování log1 na pozicích log1 v K, ostatní beze změn  
CBR Rd, K Rd  Rd AND 
($FF-K) 
d 16,31 ; K 0,255  Maskování log0 na pozicích log1 v K, ostatní beze změn  
INC  Rd Rd  Rd +1 d 0,31  Inkrementace registru Rd      
DEC  Rd Rd  Rd -1 d 0,31  Dekrementace registru Rd      
TST Rd Rd  Rd AND Rd d 0,31  Registr Rd zůstává nezměněn, pouze dojde k nastavení 
příznaků Z (zero) a N (znaménko)   
 
CLR Rd Rd  $00  d 0,31  Vynulování registru Rd      
SER Rd Rd  $FF  d 0,31  Nastaví všechny bity registru Rd do log1      
MUL Rd, Rr R1:R0  Rd * Rr d 0,31 ; r 0,31  Provede součin Rr  a Rd, výsledek do R1 a R0  
FMUL Rd, Rr R1:R0  Rd * Rr d 16,23 ; r 16,23  Provede součin Rr  a Rd, výsledek do R1 a R0 a výsledek 







B SEZNAMY SOUČÁSTEK 
 
Modul LED: 
Reference Hodnota/Typ Cena/ks Popis 
C1 100nF/50V 1 Kč Keramický kondenzátor 
R1 - R8 150R/0.6W 0,50 Kč Metalizovaný rezistor 0,6 W 
D1 - D8 LED 3 mm 1 Kč Dioda LED 3 mm zelená 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
IC1 74HCT245 8 Kč Budič sběrnice 
 
Modul tlačítek: 
Reference Hodnota/Typ Cena/ks Popis 
TL1-TL8 P-B1715 15 Kč Spínací tlačítko 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
 
Modul klávesnice: 
Reference Hodnota/Typ Cena/ks Popis 
KL1 F-KV-16KEY 120 Kč Maticová klávesnice 4x4 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
 
Modul LCD: 
Reference Hodnota/Typ Cena/ks Popis 
R1,R2 1K0/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
T1,T2 BC327 1,50 Kč NF univerzální PNP tranzistor 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
LCD1 MC1602E-SYL 210 Kč LCD displej 2x16 (řádků x znaků) 
 
Modul dynamického displeje: 
Reference Hodnota/Typ Cena/ks Popis 
C1 100nF/50V 1 Kč Keramický kondenzátor 
R1 - R7 150R/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
R8 - R10 1K0/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
T1 - T4 BC327 1,50 Kč NF univerzální PNP tranzistor 
DISP1 - DISP4 HD-A812RD 26,50 Kč Displej 20 mm červený SA 
IO1 D147 10 Kč Dekodér pro 7segmentový displej 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
 
Modul maticového displeje: 
Reference Hodnota/Typ Cena/ks Popis 
C1 - C3 100nF/50V 1 Kč Keramický kondenzátor 
R1 - R5 150R/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
DISP1 TA20-11GWA 58 Kč Maticový displej 7x5 diod 
IO1,IO2 74HCT245 10 Kč Budič sběrnice 
IO3 74HCT138 10 Kč Dekodér 1 z 8 





Modul sériového displeje 595 displeje: 
Reference Hodnota/Typ Cena/ks Popis 
C1 - C3 100nF/50V 1 Kč Keramický kondenzátor 
D1 1N4007 1,50 Kč Univerzální usměrňovací dioda 1 A 
DISP1 - DISP3 HD-AA11RD 28 Kč Displej 25 mm SA červený 
IO1 - IO3 74HCT595 10 Kč Budič sběrnice 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
 
Modul sériové komunikace RS232: 
Reference Hodnota/Typ Cena/ks Popis 
C1 - C4, C6 1uF/50V 1 Kč Elektrolytický kondenzátor 
C5 100nF/50V 1 Kč Keramický kondenzátor 
R1,R2 150R/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
R3,R4 1K0/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
D1, D2 LED 3 MM 1 Kč Dioda LED 3 mm (červená, zelená) 
T1,T2 BC337 1,50 Kč NF univerzální NPN tranzistor 
IO1 MAX232IN 10 Kč Převodník RS232/5 V 
CON1 MLW10G 5 Kč Konektor MLW - 10 pinů 
CON2 CAN9V90 9 Kč Konektor CANNON 9 pinů do DPS 
 
Modul reproduktoru: 
Reference Hodnota/Typ Cena/ks Popis 
R1,R2 1K0/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
T1, T2 BC327 1,50 Kč NF univerzální PNP tranzistor 
REP1 KPE242 29 Kč Siréna se stálým tónem 4,1 kHz 
REP2 LP-34KC08-1 55 Kč Mini reproduktor 8 /3W 
 
Řídicí modul verze 1 a verze 2: 
Reference Hodnota/Typ Cena/ks Popis 
C1, C2, C8,C9 100nF/50V 1 Kč Keramický kondenzátor 
C3, C4,C5 22pF 1 Kč Keramický kondenzátor 
C6 470uF/25V 4 Kč Elektrolytický kondenzátor 
C7 10uF/50V 1,50 Kč Elektrolytický kondenzátor 
R1 150R/0,6W 0,50 Kč Metalizovaný rezistor 0,6 W 
D1 1N4007 1,50 Kč Univerzální usměrňovací dioda 1 A 
D2 LED 5 MM 1 Kč Dioda LED 5 mm zelená 
IO1 ATMEGA162-16PU 135 Kč Mikroprocesor omega 162  
Q1 Q 11,059 MHZ 10 Kč Krystal 11,059 MHz 
U1 7805-STM 7,50 Kč Integrovaný stabilizátor 5 V 
JP1 S1G20 6,50 Kč Lámací kolíky jednořadé – 4 piny 
CON1 AK500/2 7,20 Kč Svorkovnice jednořadá RM = 5 mm 
CON2  MLW06G 21,50 Kč Konektor MLW - 6 pinů 
CON3 - CON6 MLW10G 5 Kč Konektor MLW - 10 pinů 
- SOKL40 4 Kč 40pinová patice pod procesor 







C NÁVRH DESEK 
C.1 DESKA PLOŠNÉHO SPOJE MODULU LED A JEJÍ OSAZENÍ 
 
 
Deska plošného spoje modulu LED v poměru 1:1 
 
 





C.2 DESKA PLOŠNÉHO SPOJE MODULU TLAČÍTEK A JEJÍ OSAZENÍ 
 
 










C.3 DESKA PLOŠNÉHO SPOJE MODULU KLÁVESNICE A JEJÍ OSAZENÍ 
 
 
Deska plošného spoje modulu klávesnice v poměru 1:1 
 
 






C.4 DESKA PLOŠNÉHO SPOJE MODULU LCD A JEJÍ OSAZENÍ 
 
 






















C.6 DESKA PLOŠNÉHO SPOJE MODULU SÉRIOVĚ OVLÁDANÉHO DISPLEJE 
74595 A JEJÍ OSAZENÍ 
 
 
Deska plošného spoje modulu sériově ovládaného displeje 74595 displeje v poměru 1:1 
 
 
























Deska plošného spoje modulu sériové komunikace RS232 v poměru 1:1 
 
 





C.9 DESKA PLOŠNÉHO SPOJE REPRODUKTORU A JEJÍ OSAZENÍ 
 
 
Deska plošného spoje modulu reproduktoru v poměru 1:1 
 
 






C.10 DESKA PLOŠNÉHO SPOJE ŘÍDICÍHO MODULU VERZE 1 A JEJÍ OSAZENÍ 
 
 
Deska plošného spoje řídicího modulu verze 1 v poměru 1:1 
 
 






C.11 DESKA PLOŠNÉHO SPOJE ŘÍDICÍHO MODULU VERZE 2 A JEJÍ OSAZENÍ 
 
 
Deska plošného spoje řídicího modulu verze 2 v poměru 1:1 
 
 





D TECHNICKÉ VÝKRESY 
D.1 TECHNICKÝ NÁKRES CHLADIČE ŘÍDICÍHO MODULU VERZE 1 
 
