Systems and control 8 to 13 with C-programming and industrial microcontrollers by C.B. Price (7152122)
 
 
 
This item was submitted to Loughborough’s Institutional Repository by the 
author and is made available under the following Creative Commons Licence 
conditions. 
 
 
 
 
 
For the full text of this licence, please go to: 
http://creativecommons.org/licenses/by-nc-nd/2.5/ 
 
Systems and Control 8 to 13 with  
C-Programming and Industrial Microcontrollers 
 
 
Abstract. The development and use of an Intel 8051 family microcontroller board is described. Targeted at 
school-based Design and Technology classes for years 8 - 13, the board can be used to drive robots and 
other technology constructions.  It is programmed in 'C' using a PC and a removable serial link. 
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1. Introduction 
 
There are a number of excellent commercial kits useful for teaching systems and 
control (SC) available for education. In setting up SC at Malvern College, we opted to 
engage our electronics expertise in the design and development of our own in-house 
microcontroller system.  This research project aimed to  develop a system while 
simultaneously teaching with it, to explore how pupil feedback could be directly 
incorporated in the design. This is truly a systems approach!  This paper describes the 
evolution of the hard and software, over the 6-month design and development period. 
In particular the emergence of pupil capability is described and examples of direct 
influence of this on the system design. Our work involved pupils from years 8 to 13 
with particular emphasis on years 8,9 and 10,11. In section 2 of this paper we 
introduce aims of the research and details of the system. Sections 3 and 4 describe 
how the system was used in teaching. The dynamics of the evolution of the system are 
discussed in section 6. 
 
2. Overview of System 
 
 
The broad aim of the project was to give pupils a small microcontroller board which 
they could program from a PC and then disconnect to incorporate into their 
constructions and run their programs autonomously. As starting point for class 
activity, we opted to set the board on top of a Lego buggy rigged out with simple, 
robust sensors which we also developed. This would form the start of the learning 
experience. 
 
The initial system was conceived as a small microcontroller board using the Intel 
8051 industry-standard chip with RAM, digital sensing inputs, control outputs and  an 
EPROM containing monitor code allowing communication with a PC. The final 
design included a dedicated bi-directional motor drive and a protected 8-bit bit-
addressable i/o port. Pupils developed their programs in the ‘C’ language on the PC, 
downloaded and ran the code on the microcontroller board, having disconnected the 
board from the serial link. The choice of the high-level, industry (and higher 
education) standard language ‘C’ was made explicitly - in effect, we presented our 
pupils with a real professional development system. We hold the general view that 
D&T teaching should mirror industrial practice, and specifically that since investment 
in learning a programming language takes time, it is of great importance which 
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language is learned. It is erroneous to teach ‘general programming practices’ through 
a ‘general language’. The magic lies in the details.  
 
The project was run over a 6-month period. Design and development took 3 months 
work and involved pupils from years 8, 10 and 12 experimenting with a wire-wrapped 
prototype and umbilical buggy. Teacher objectives and pupil capability were then 
correlated and a final product was specified, designed and manufactured. This was 
used in teaching during the remaining 3 month (implementation)  period. The project 
itself constituted a genuine D&T activity, but pedagogical use of this has not yet been 
made. Vital criteria were established and choices were made; cost, functionality, 
board contents, type of i/o interface connector. Details are available on the Malvern 
College web site. 
 
Teaching objectives for the 3-month implementation period for the object year groups 
8,9 and 10 are summarized in Table 1, grouped into ‘programming’ and ‘ control 
action’.  These objectives emerged early on in this period. The system was offered to 
several year 10 pupils as a solution strategy for their GCSE projects. One pupil has 
implemented a coded door-lock,  producing his own circuit, PCB-layout and software. 
 
 
3. Learning the System 
 
We divided our teaching into two phases, ‘Learning the System’, described in this 
section, and ‘Problem Solving’ described in Section 4. Both the year 9 and year 10 
classes were given the same instructions. Pupils worked in pairs sharing a PC, 
microcontroller board and Lego buggy with front and rear collision sensors, left and 
right motors and two ‘eyes’ pointing downwards. One single demonstration of the 
compiler, linker and loader software proved sufficient for even the weakest child, (the 
only problem was one case of lack of general computer literacy in 30 pupils). 
 
There were two task scenario’s within this phase;  first programming the on-board 
LED's and second programming the buggy to move and interact. These were designed 
to teach ‘C’ in a structured yet open way, allowing pupils to display their originality 
and not stifling their creativity.  Listing 1 shows two programs. The first, a 
demonstration, introduces syntax, gets everybody going and shows how quickly the 
microcontroller executes the program, a point often ignored. Following a short 
discussion, pupils will then type in, compile and run the second program which 
flashes light1 on and off. They learn the ‘forever’ loop, and the idea of a function, 
‘Wait()’ which takes as parameter 100’ths of a second, returning to the concept of 
CPU speed.  At this point  we have used a single period of lesson time, and pupils 
know how to control things, so they are given a challenge: "To make the lights 
behave in any interesting way." Pupils are free to program at will, additional syntax is 
introduced where requested and appropriate, (code blocks, functions, variables). Pupil 
differentiation starts to emerge at this stage.  
 
Our software is configured so that the second encounter cannot reference the LED’s. 
The output instructions now take the form of motor drive commands. Class discussion 
discovers how to use two motor drives to turn the robot, also the ‘if()’ statement is 
introduced to provide sensory input capability. First, the class is given the program in 
Listing2 and asked to discover its function., but only after suggesting what it would 
do. 
They are then asked to modify and extend this program to produce some simple 
actions, e.g., on frontal collision, stop, reverse for 1 second, turn right for 3 seconds 
and move off again. This ‘programmed’ worksheet approach is an effective way 
forward for most abilities yet we never stifle the better pupil who already wants to 
move onto problem solving. 
 
Our pupils’ reaction to this work surprised us somewhat. The only complaint we 
received was of boredom in typing in long identifiers. We quickly installed 
abbreviations! We did note that there is a fair conceptual distance between the pure 
control of the lights and the input-output feedback sensory control of the buggy.  
Weaker pupils worked notably slower on the latter exercises, even though they 
succeeded in almost all tasks. 
 
 
4. Applying the System – Problem Solving 
 
 
We anticipated the need to provide differentiated work at this point and so established 
two alternative routes through the problem-solving phase, leaving the choice of route 
open. Tasks aimed at the more able pupils included detecting and moving around an 
obstacle, getting out of a small space, counting black lines on a white surface. These 
tasks involved development of advanced programming concepts such as variables, 
more advanced decision structures, and use of function calls. The pupils who chose 
these tasks had recognized that they were complex and so succeeded well. 
 
The tasks aimed at the less able pupil centered around the theme of giving the buggy a 
personality or behavioral trait, such as ‘Timid’, ‘Indecisive’, ‘Drunk’, ‘Sportsman’. 
Programming these tasks involved more bias towards control, and less to sensing, 
allowing simpler feedback loops to be implemented. The weaker pupils demanded to 
be able to program the lights (we agreed) again indicative of their preference for 
simple control.. 
 
 
5. Years 7 and 8 – The Robot Challenge 
 
To evaluate the system outside of Malvern College, we enlisted the help of year 7 and 
8 pupils from several local schools, lending them a system for one month. We 
provided a few hours of training and an invitation to return after a month with a team 
of four to tackle an unknown D&T ‘Challenge’. We also gave teams the opportunity 
to demonstrate any interesting task they had done with the system. Again anticipating 
groups of varied ability we provided two challenges, first the personality challenge 
already used and second a constructional challenge designed to cater for teams of 
varied composition - programmers, builders. The actual challenge, given only on the 
day, was to build an automatic hoist to load cars from a quayside onto a ferry boat. 
The hoist had to detect and raise a car to a given height, stop, and return to the start so 
that it could automatically cycle. 
 
Once more we were surprised by the results.  Not only that all teams completed the 
challenge successfully, but how the teams had organized themselves. Within each 
teams the children  became either programmers or constructors or else assumed other 
well-defined team functions while maintaining excellent communication with each 
other. This is not a trivial result. For example, the hoist software structure depended 
on the number and placement of the limit switches, as well as on the motor drive 
mechanism.  Yet our system has sufficiently well-defined components  to allow an 
iterative solution to the challenge to emerge. 
 
An informal evaluation of the system was provided by this challenge. Many pupils 
and several teachers had already experience of other SC packages, driven by closed 
form or iconic software constructors. Most judged that ‘C’-programming was possible 
at this level, and several that it was desirable, forming a clear step in a thread of SC 
development. It was pointed out that our present software lacks the provision of 
interrupts. This was a design choice. 
 
6. The Dynamics of the Development 
 
An important aspect of this project was the integration of the system design and 
development into the teaching. The dynamics of this development is shown in Table 2 
where columns indicate the year group and time runs vertically downwards. Initial 
work leading to the specification was conducted in parallel across years 7 and 8, 10 
and 11, and year 12.  Use in the classroom started with year 9. This rapidly generated 
spin-off activities with some pupils using the hardware in their own constructions. 
Others in year 9 moved onto ‘Pure-C’ programming on a PC. Feedback from the 
initial year 9 lessons led to the introduction of a stop-go button and software 
abbreviations. Year 12 and 13 pupils becoming aware of the activity turned to C and 
even Java. One form 13 pupil extended the ‘personality’ software by writing a 
random number generator.  Form 10 also latched onto ‘C’-programming, one pupil 
wrote a least-squares function fit to experimental data using Microsoft C. .  A critical 
mass of interest appeared around DT classes which ignited many of the better pupils. 
 
 
7. Evaluation and Conclusions 
 
 
The year 9 and 10 work was evaluated formally by an end of term examination.  
Unseen programs were given and the pupils were required to comment on, annotate 
and extend the code. All pupils of all ability were able to complete these three tasks. 
When informally asked to evaluate this part of their course (complemented by aircraft 
building, graphics, resistant materials work) over 80% of pupils responded positively. 
The only criticism concerned the amount of typing needed to write a program. 
 
Pupils were clearly motivated by the realization that they were using industry-
standard kit and language - the 8051 chip is used in our building alarm system.  
 
The generation of so much spin-off activity is testimony to the usefulness of our 
approach, a rich and wide educational environment suddenly appeared in our midst. 
 
Perhaps the use of  ‘C’ remains questionable. Pupils had no problem with this, even 
those who had experience of other techniques. Many saw the advantage of writing 
logical control programs in this written language. We maintain that an early 
investment in teaching a general web-wide language, if a language is to be taught, is 
correct. 
 
The in-school development of this kit has proved to be a more valuable activity than 
we ever imagined. We are pursuing this approach by developing several boards, with 
8051-derivative chips suitable for data acquisition, networking and multiprocessing 
options. 
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 8 Mechanism motor control, Limit 
switch sensing 
 
Control Action 
9 Robot Motor Control, Collision, 
light, sound sensing 
 10 Free choice for GCSE 
 8 Sequences, decisions 
 
Programming 
9 Sequences, loops, decisions. 
Variables and counting 
 10 Any programming construct 
required 
 
Table 1. Teaching Objectives. 
 
 
 
 
 
 
 
 
main() { 
 
  light1 = On; 
  light2 = Off; 
 
} 
 
 
main() { 
 
  forever { 
    light1 = On; 
    Wait(100); 
    light1 = Off; 
    Wait(100); 
  } 
 
} 
 
Listing 1. To starter programs. The first switches lights 
1 and 2 on and off once. The second loops forever 
flashing light1 with a period of 2 seconds 
 
 
 
main() 
 
  forever { 
 
    RightMotor(GoForwards); 
    LeftMotor(GoForwards); 
 
    if(FrontSensor == Pressed) { 
      RightMotor(GoBack); 
      LeftMotor(GoBack); 
      Wait(100); 
    } 
 
  } 
} 
 
Listing 2.  The robot moves forwards until it collides, 
then it reverses for a second and continues forwards 
again. 
 
 
 
 
 
 7,8 9 10,11 12 
 C programming with 
prototype 
  Experiments with 
wire wrap, Lego 
robot on umbilical. C 
programming. 
PHASE I Design, 
Development and 
Make 
  GCSE Project code 
lock hard and 
software 
 
    Building robot 
sensors 
 Application of 
Sensors 
   
  Control of Lights and 
Lego buggies 
  
  Build hardware ears 
and mouth 
  
  Learn Visual C  Learn Visual C and 
Java 
  Add software 
abbreviations, Stop-
Go switch 
  
PHASE 2 Imple-
mentation of the 
development 
 Give the Lego 
buggies personalities 
Personality 
programming 
Random number 
generator 
  Problem solving 
activities 
Problem Solving  
 Loan of Robots  C-programming of 
function fit to 
science data. 
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Table 2. Dynamic Evolution Diagram. Time runs vertically downwards showing key elements in the development of 
the hardware, software and learning program across the year groups. Not all pupils passed through each element in 
the diagram. 
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