Abstract-Dialogue systems have been a rapidly growing area in the field of human computer interaction. They can be applied in various fields, such as education, business and healthcare. Due to its complexity, the design and development of a dialogue system is time consuming and costly. It is highly desirable for a generic dialogue system, especially dialogue management that is independent of specific domains. Methods for domain independent dialogue systems have been proposed in previous research, however each of them has its own limitations. This paper presents a new approach, a task ontology model for domain independent dialogue management. An abstract task ontology is developed and based on that a generic dialogue manager is created. Knowledge about a specific task is modeled in its task ontology and retrieved by an ontology reasoning component situated in the dialogue manager. Thus the dialogue system based on this model is task or domain independent. The dialogue system has been experimented with two different tutorial tasks: the book borrowing and the online train ticket booking. The results indicate that the dialogue system can be readily applied to tasks from different domains. This paper has implications on future research and development of domain independent dialogue systems and its application in tutoring and training in virtual environments. It also contributes to the knowledge sharing and reuse of human computer interfaces.
INTRODUCTION
Conversational human computer interaction has been a research topic for many years. However, it is not until the past two decades or so, with the advancement of speech technology, language processing and dialogue modeling, that spoken dialogue systems have been developed and entered into commercial use. [1] In recent years, research on dialogue systems has been further extended to multimodal dialogue systems which support not only speech but also text, graphics, gestures and other user input modes as well as multimedia system output. A multimodal dialogue system typically consists of components that process input information and generate output message as well as a central piece of dialogue management, the dialogue manager that coordinates the entire system and controls the dialogue process. [2] Dialogue systems have had a wide range of applications, such as customer service, personalized service and training in various fields. They have great potential to many other areas as well. On the other hand, the design and development of a dialogue system requires the collaboration of both experts with domain knowledge and computer specialists on dialogue system design. It is often time consuming and costly to develop a workable spoken or multimodal dialogue system. [2] It is highly desirable to create a generic dialogue system, especially the dialogue manager which is independent of tasks from different domains. [3] Some approaches have been proposed in literature to accomplish the domain independent dialogue management. They all tried to separate what is used to deal with specific domains or tasks from other constituents of the dialogue manager. However the development of some parts of the dialogue manager based on these approaches still requires the involvement and collaboration of both dialogue system developers and experts for specific domains. This paper proposes a task ontology model for domain independent dialogue management. In this model, the knowledge of a specific task is modeled in its task ontology which is independent from dialogue control. An abstract task ontology is created and a generic dialogue manager is developed in which the abstract ontology is used to direct system interaction with users. A dialogue system based on this model is independent of specific tasks or domains.
II. RELATED WORK

A. Previous Research on Domain Independent Dialogue
Management A number of studies already focused on the multi-domain or domain independent dialogue management in literature. These studies can be categorized into four major types of approaches to this problem. The first is the agent-based architecture. Lin et al. [4] suggested a multi-agent architecture for multi-domain spoken dialogue systems. This architecture applies different Spoken Dialogue Agents (SDA) to handle different domains and a User Interface Agent (UIA) for users to access the correct SDA through a domain switching protocol. The SDAs are developed independently and then cooperate with one another to help achieve user's multiple goals. The multi-agent architecture has been adopted by a number of multi-domain systems. [5] Another approach is to create a service manager for each specific task. [6] The proposed dialogue system architecture consists of input/output manager, dialogue manager and service manager. The service manager handles all domain specific information. The third type of method adopts domain experts to support multi-domain dialogue management. Komatani et al. [7] use domain experts to control dialogues in each domain and a central module to select proper domain and control the domain experts in a multidomain dialogue system. Lee et al. [8] introduces a multidomain dialogue system using the example-based dialogue modeling framework and the domain spotting technique. The common problem of these approaches is that they all need to develop a new piece of component, such as a new agent, a new service manager or a new domain expert when adding or adapting to a new task or domain in a dialogue system.
The last approach to domain independent dialogue management is the agenda or task tree based generic dialog modeling [3] . In this approach, large tasks are decomposed into smaller and more easily handled subtasks. The RavenClaw dialogue management framework is a recent work based on this approach. [9] It adopts a two-tier, plan-based framework in which domain-specific aspects of the dialog control logics are separated from domain independent ones. In this framework, knowledge of a task is modeled in its task tree; and then the dialogue plan for the particular task is formed based on its task tree. Different tasks have different dialogue plans, so part of the dialogue management is still task specific.
B. Ontology Applications in Dialogue Systems
Ontology has been utilized in dialogue systems to capture domain knowledge and to provide shared knowledge source in literature. Flycht-Eriksson and Jonsson [10] proposed an architecture of dialogue systems in which ontologies are applied for various tasks, including question analysis, dialogue interaction and information extraction. In the architecture, ontologies provide shared knowledge sources for the cooperation among different components of the dialogue systems. Van Oijen et al. [11] presented an ontology-driven, goal-based dialogue system for agent training. In the system, ontologies are used for capturing domain knowledge and the knowledge of agent role. Bickmore et al. [12] proposed an ontology-based framework for health counseling dialogue systems. The framework implements an ontology of behavior change concepts and a task model for the intervention of system and users. The ontology captures the knowledge in health behaviour change counseling.
Pardal and Mamede [13] intended to extend a dialogue system to new knowledge domains by using ontologies. They created the Cookcoach dialogue system on the Carnegie Mellon University OLYMPUS framework [14] which incorporates the RAVENCLAW dialogue management [9] . An ontology, OntoChef was developed for the cooking domain. The OntoChef contains modules specifically for cooking domain, including actions, food, recipes, utensils, units and measure. The dialogue system supports different recipes, but it only applies for cooking domain. Zhang [15] proposed an ontology-based requirement model for interactive requirement elicitation. In this model, concepts, including function, quality and softgoal along with relationships among these concepts and rules are set up particularly for requirement elicitation.
However, none of the abovementioned work supports domain independent dialogue management.
C. Task Models
Task models describe the possible activities and their relationships in tasks. They have been used in supporting the design of user interfaces and interactive systems. [16] There are many representations for task models. The first is the Hierarchical Task Analysis (HTA) which is the basis for many other methods. In HTA, tasks are described in terms of operations and plans. Operations are activities to reach a goal while plans are their conditions. Tasks are hierarchically decomposed into a series of subtasks, thus a task hierarchy is modeled. [17] The second is the Goals Operators Methods Selectors (GOMS) which represents tasks as well as their goals. In GOMS, activities in a task are described in terms of Goals, Operators, Methods, and Selection rules. Goals are the states for users to pursue; and methods are possible ways to reach a goal. Operators describe the steps of a method. The selection rules are the criteria for a method. [18] Another is the Groupware Task Analysis (GTA). The GTA focuses on group users or organizations and their activities rather than single users. [19] In GTA, a task model contains three different aspects of the task world, including agents, work and situation. Agents refer to humans or systems that play different roles. Work is performed by tasks; and tasks can be identified at different levels of complexity, such as the unit task and the basic task. Unit tasks and basic tasks can be further decomposed into system actions or user actions. The situation of a task world includes the environment for the performance of a certain task and the description of the objects in the environment. The description of an object includes its structure and attributes.
Welie [20] developed a task world ontology that describes concepts and their relationships based on GTA. The ontology includes concepts of task, goal, role, agent and event. The task can be unit task or basic task. A unit task should consist of one or more basic tasks. These concepts have different relationships between each other, such as uses, triggers, plays, performed_by, has, subtask/subgoal, subrole, influence, responsible and used_by. It has been used for user interface design. The limitation of GTA along with task world ontology and other GTA variants is that they only support sequential tasks. The temporal relation between tasks cannot be precisely specified under this type of task model. ConcurTaskTrees (CTT) [16] resolves the problem of specification of time relation in GTA and its variants. CTT is a graphical notation for the description of tasks and their relationships. It has hierarchical structure and graphical syntax. CTT has a rich set of operators to specify the temporal relationships between tasks, including enabling, disabling, choice, concurrency, interruption, optionality and iteration, etc.
All these representations are mainly used as task analysis tools. They are generally adopted to support the process of system design and do not contain sufficient and necessary information to automatically generate interactive systems. [21] III.
IV. METHODOLOGY
This paper proposes a task ontology model which applies ontology and task model into the dialogue system design to achieve the domain independent dialogue management.
In the proposed model, the knowledge of a specific task is modeled in its task ontology which is independent from dialogue control. An abstract task ontology is created and a generic dialogue manager is developed in which the abstract ontology is used to direct system interaction with users. The abstract task ontology can be instantiated to task ontologies for tasks in different domains. Through the reasoning component which connects task ontologies, the generic dialogue manager can accomplish a particular task through interaction with users without any modification. Thus the design and development of dialogue management and dialogue systems are isolated from domain knowledge of a specific task; and the dialogue system can be readily applied to new areas.
A. Proposed Task Ontology Model
This model is expanded from the task world ontology by Welie [20] . The concepts of agent, object and task and their relationships in the task world ontology have been adopted in this model. However the task world ontology does not detail the decomposition of a task and the possible relationships among its subtasks. To overcome this problem, this model uses Hierarchical Task Analysis [17] method to decompose a task into a set of subtasks. It adopts the concepts of basic task, unit task and their specifications of user action and system feedback from CTT [16] . Some of the temporal relationships among tasks presented in CTT [16] , such as sequence and choice, are adapted and modeled into relations in the task ontology model as well. This model also develops concepts, relationships and properties which cannot be represented in previous task models but suitable for an ontology, such as disjoint relationship and data properties. The proposed task ontology model is illustrated in Fig. 1 . 
1) Concepts
The concepts in this task ontology model are illustrated in Fig. 1 with class and subclass diagram notations. Object and Agent represent the context in which a task is executed. Object is used by a task; and agent performs a task. Both Object and Agent have Status. Tasks are activities that help users to achieve their goal. There are three types of tasks: CompositeTask, UnitTask and BasicTask. BasicTask has UserAction and SystemOperation. The UserAction models the action users may take in a task; while SystemOperation is the operation that system would have. Some tasks may have Choice for users to choose and the selection users makes would guide the system to move forward.
All concepts created in the task ontology model are described as follows: a) Task: activities to reach a certain goal. There are three types of task defined in this model: CompositeTask, UnitTask and BasicTask representing the different decomposition level in a task hierarchy.
• CompositeTask: a task that users want to achieve his goal. CompositeTask is on the top level of task decomposition. It is further decomposed into one or more UnitTasks.
• UnitTask: in the middle of task decomposition hierarchy. There can be one or more levels of UnitTask. UnitTask composes CompositeTask. It is also decomposed into one or more BasicTasks.
• BasicTask: in the bottom of a task hierarchy. e) Choice: options that users may have in a task. What users choose will direct the next step the system takes. f) UserAction: actions that users should take in order to fulfil a task. It applies only to BasicTask.
g) SystemOperation:
an action done by system in a task. Similar to UserAction, it is only meaningful for BasicTask.
2) Relationships
Among these concepts, there are 14 relationships defined in the model. The relationships can be categorized into 9 types. Except HAS relationship, all other types of relationships are constructed as object properties in the proposed ontology model. a) SC: the superclass-subclass relationship. Task is the superclass. Its subclasses, CompositeTask, UnitTask and BasicTask represent different decomposition levels of a task.
b) DI:
DecomposeInto. CompositeTask is on the top of a task hierarchy. It can be decomposed into one or more UnitTask. UnitTask is in the middle of a task hierarchy which can be further decomposed into one or more BasicTask. c) FI: the first UnitTask containing in a CompositeTask decomposition or the first BasicTask in a UnitTask decomposition. It is used to define the execution order within a CompositeTask or UnitTask.
d) NE:
Next defines which is the next task or action the system will take after the current task is completed. Next, along with First represent the sequential relationships among tasks and subtasks. 
i) HAS:
there are four types of HAS relationship, including hasStatus, hasChoice, hasUserAction and hasSystemOperation. They are constructed as data properties in the proposed model. The data property allows the task ontology to have values representing the status of an agent or an object, the options users have, the actions users should take, or the operations in system side in a task.
• hasStatus: represents the Status of Agent or Object. The value can be Available or Unavailable.
• hasChoice: a task may have choice. It represents options users may have in a task and what users choose directs the following actions the system would take. The value can be a list of options presenting to users.
• hasUserAction: represents actions users should take in a task. It only applied to BasicTask. The value is a string of explanation to users. Depending on the size of information, the value could be a file.
• hasSystemOperation: represents operations system have in a task. It is only meaningful in a BasicTask. The value is a string of explanation to users. Depending on the size of information, the value could be a file.
Here are some of the notations for these relationships:
• SC: Subclass(x, y), x∈{ Task }, y∈{ CompositeTask, UnitTask, BasicTask }
• DI: DecomposeInto(x, y), x∈{CompositeTask}, y∈{ UnitTask }
• FI: First(x, y), x∈{CompositeTask }, y∈{UnitTask}
• NE: Next(x, y), x∈{Task}, y∈{Task}
• US: Uses(x, y), x∈{Task}, y∈{Object}
• PF: Performs(x, y), x∈{Agent}, y∈{Task}
• HAS: hasChoice(x, y), x∈{Task}, y∈{Choice}
• HAS: hasUserAction(x, y), x∈{BasicTask}, y∈ {UserAction}
3) Rules and restrictions
Besides relationships, rules and restrictions are also defined in the proposed model. There are 14 rules in total. The following are some examples:
The relationship DecomposeInto is irreflexive.
• First(x, x) is invalid
The relationship First is irreflexive.
The subclasses of task: CompositeTask and UnitTask are disjoint with each other.
• Uses (x, y) → usedBy(y, x)
Uses and usedBy are inverse object properties.
10 restrictions are also set up in the proposed model. Here are some examples:
• The domain for Uses is Task, and the Range is Object Task uses only Object.
• The domain for the data properties of has UserAction and hasSystemOperation is BasicTask
Only BasicTask has the data property hasChoice.
• The domain for the data property hasChoice is Task
Only Task has the data property hasChoice.
• CompositeTask is equivalent to:
Task and ((DecompostInto some UnitTask) and (DecomposeInto min 1 UnitTask) and (First min 1 UnitTask))
Composite is Task that can be decomposed into at least one UnitTask; and it has at least one UnitTask as its First object property.
These rules and restrictions are used for consistency check for ontology inference and validation after an ontology is constructed. It will help ensure a task ontology based on this model is valid.
B. The Domain Independent Dialogue Manager
Previous approaches to the domain independent dialogue management tend to split the dialogue manager (DM) into a generic dialogue management component and a domain specific dialogue management component. Based on the proposed task ontology model, the structure of the DM is modified to make the DM domain independent. An ontology reasoning component is added to the DM and replaces the domain specific dialogue management component in previous approaches. It is able to retrieve domain specific knowledge from the task ontology. Fig. 3 illustrates the difference between (1) the DM structure of the previous approaches and (2) the structure of modified DM. The modified DM based on the proposed task ontology model includes the Generic Dialogue Management and an ontology reasoning component. The ontology reasoning component is invoked by the Generic DM. In the modified DM, only the task ontology is specific to a certain task; and all other components are independent of specific tasks or domains. The creation of the task ontology for a specific task is independent of the development of the dialogue manager. Thus a dialogue system based on this dialogue manager is task or domain independent.
(1) The DM Structure in Previous Approaches (2) The Modified Structure of the DM Figure 3 .
the Comparison of the Previous and Modified
Structure of the DM Fig. 4 illustrates the dialogue management process of a dialogue system based on the modified dialogue manager. In the beginning of the dialogue, the user can select from a list of tasks available in a dialogue system. Once the user selects a particular task, the dialogue system will find the root of the task, the composite task. Then the system will start to go through the task tree till the entire task is completed. 
A. Abstract Task Ontology
Based on the proposed task ontology model, an abstract task ontology is created using Protégé 4.1. In the implementation, only 3 levels of task decomposition are considered. For more complicated tasks, the abstract task ontology can be easily expanded to contain multiple levels of unit tasks, such as UnitTask1, UnitTask2, etc. The relationships between different levels of unit tasks and between other classes are the same with those between composite tasks and unit tasks. All rules and restrictions in the ontology stay unchanged as well.
B. The Domain Independent Dialogue System
A domain independent dialogue system is developed based on proposed method. The system consists of the proposed dialogue manager, an Input/Output controller and a dialogue interface. The dialogue manager connects with the dialogue interface via the Input/Output controller.
The information of all utterances, slots and options for users comes from the task ontology for a specific task. The reasoning component of the dialogue manager will retrieve the appropriate information from the task ontology and control the dialogue process with users till the task is completed. The information generated by the dialogue manager will be sent to the Input/Output controller which allows the text message displayed on the dialogue interface. Different tasks will have different task ontology. Thus the dialogue system is capable of guiding users to complete various tasks from different domains through interactions with human users.
C. Case Studies
Two instruction tasks from different domains have been experimented in the dialogue system. One is the instruction task for book borrowing service; and another is the online train ticket booking service.
For any task, its task decomposition tree should be developed. Then the task ontology for this particular task could be constructed based on the abstract task ontology. Once the task ontology is created, it can be added to and used by the dialogue system automatically to complete the particular task through dialogue between the system and the user. Another case is the instruction task of online train ticket booking service. This task can be decomposed into a set of unit tasks and basic tasks as illustrated in Fig. 7 . This example is a bit more complicated than the book borrowing task because it contains alternative subtasks as well as sequential tasks. For example, the Round Trip Ticket and One Way Ticket are alternative tasks. Whether the dialogue system goes to Round Trip Ticket subtask or the One Way Ticket subtask depends on user's selection. Such relationship is modeled as the data property hasChoice. The experiment results show that the dialogue system can handle the two tasks from different domain without any modification.
VI. CONCLUSION AND FUTURE WORK
This thesis presents a new approach, the task ontology based dialogue management to achieve domain independent dialogue management. A task ontology model is created combining knowledge and methods from the areas of ontology and task modeling. Knowledge about a certain task in a domain is modeled in its task ontology through ontology instantiation of the model. The structure of the dialogue manager is also modified to contain an ontology reasoning component retrieving task specific knowledge from the task ontology. So the task or domain knowledge is separated from the development of a dialogue system. The task ontology model has been used to create task ontology for two tasks from different domains. Based on the model and the modified dialogue manager, a dialogue system has been developed and experimented with the two tasks. The experimentation demonstrates that the dialogue system is capable of handling different tasks. In other words, the dialogue system is task or domain independent.
Dialogue systems have been used in many areas but all are limited to specific domains. On the other hand, the development and maintenance of a dialogue system is expensive. The method developed in this thesis would promote the knowledge reuse and sharing of dialogue systems and help reduce the development cost. Future work may investigate methods automating the task ontology construction to ease the ontology creation process for various tasks.
