Evaluating the Software Frameworks for Developing

Decentralized Autonomous Organizations by Valiente Blázquez, María-Cruz et al.
 VOLUME XX, 2017 1 
Date of publication xxxx 00, 0000, date of current version xxxx 00, 0000. 
Digital Object Identifier 10.1109/ACCESS.2017.Doi Number 
Results and Experiences from Developing 
DAOs with Aragon: A case study 
María-Cruz Valiente1, Samer Hassan1,2 , and Juan Pavón1 
1Instituto de Tecnología del Conocimiento, Universidad Complutense de Madrid, Spain  
2Berkman Klein Center for Internet and Society, Harvard University, USA  
Corresponding author: María-Cruz Valiente (e-mail: mcvaliente@ucm.es). 
This work was partially supported by the project P2P Models (https://p2pmodels.eu) funded by the European Research Council ERC-2017-
STG (grant no.: 759207)  
ABSTRACT Eleven years have passed since the birth of Bitcoin and seven years since the 
Decentralized Autonomous Organization (DAO) term was first presented by Vitalik Buterin 
in the Ethereum’s white paper in an attempt to move the Bitcoin model beyond cryptocurrency 
applications. However, although since its inception the industry has been experiencing an 
increasing interest and adoption of blockchain-based applications, and DAOs are seen as a 
good alternative to become a business model truly global, reliable and transparent, it is very 
difficult to find real implementations of DAOs and tools that support their development. 
Moreover, research focusing on the current state of technical capabilities of frameworks for 
building DAOs is missing. In this paper, we analyze the main frameworks available for 
building DAOs. One case study with one of these frameworks is used to illustrate the 
discussion. Our research highlights the benefits, limitations and problems that developers face 
when adopting a framework as an approach for DAO development. 
INDEX TERMS Blockchain, DAO, decentralized applications, Ethereum, smart contract, 
software frameworks
I. INTRODUCTION 
Blockchain can be seen as a distributed database that stores 
transactions grouped into blocks, which results in a 
decentralized public digital ledger [1]. The blocks represent 
the history of the blockchain and the transactions change its 
state. In this context, a transaction could be seen as an atomic 
write operation triggered by a user that may alter one or 
several records of the corresponding database (e.g., a 
currency transfer between two accounts will reduce the 
sender’s balance and will increase the recipient’s balance). 
Further, transactions are chosen and ordered in each block 
depending of the blockchain consensus rules [2]. 
Another definition is found in [3], where this paradigm is 
defined as “a fully-distributed, peer-to-peer software 
network which makes use of cryptography to securely host 
applications, store data, and easily transfer digital 
instruments of value that represent real-world money”. In 
fact, the value of each digital instrument or asset could 
represent different items such as ownership, a secret 
password, a list, a message, digital cash, a document, a photo, 
corporate voting shares, or trademarks [3] [4]. 
In an economics context, [5] points out that thanks to its 
consensus algorithm, which replaces the need for trust, and 
the cryptoeconomic incentives available to verify the 
authenticity of transactions, the blockchain technology is a 
good alternative for the design and implementation of 
governance models in organizations and markets. 
Trying to move beyond cryptocurrency applications, by 
the end of 2013 Vitalik Buterin created Ethereum, a general-
purpose blockchain-based distributed computing platform 
[6]. In his white paper [7], Buterin introduced the 
Decentralized Autonomous Organization (DAO) term as a 
way to explore those new organizations’ governance rules 
that could be automated, immutable, and transparently 
embedded in a blockchain.  
A DAO is defined in [8] as “a blockchain entity built on a 
consensus of decisions by its members.” In this way, as stated 
in [8], Bitcoin could be considered as the first prototypical 
DAO due to it created a network-based ecosystem of 
participants aimed at common goal  in terms of 
computational power contribution. In this case, the DAO is 
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also composed of a distributed protocol which provides  
financial services and miners reward. 
A DAO represents an organization that operates without a 
hierarchical management. That is, the participants of a DAO 
hold some voting power and can submit proposals that will 
be approved or rejected through several decision making 
mechanisms [1]. 
As a decentralized organization, a DAO can “provide 
services (or resources) to third-parties or even hire people 
to perform specific tasks. Hence, individuals can transact 
with a DAO in order to access its service, or get paid for 
their contributions.” [9]. 
Therefore, a DAO can be specified in terms of the 
following characteristics: (i) there is no central entity that 
owns or controls it; (ii) it can operate without human 
involvement (iii) the operations performed are unmodifiable 
(i.e., they cannot be removed or altered), which guarantees 
credibility; and (iv) it is shared, which provides transparency 
and public accessibility. Also, as stated in [1], the potential 
benefits of adopting this approach could range over not only 
economic issues, but political, humanitarian, social and 
scientific domains.  
In the last decade, Ethereum and DAOs have gained 
increasing attention in the industry as a means to support 
non-hierarchical organizations that are concerned with 
ensuring sharing, security, transparency, and auditability, 
making their business truly global without any central 
authority or middle-man controlling it.  
However, the complexity to build a DAO from scratch is 
high and, specially for web developers, it is not easy to 
understand all the issues related to it. In fact, there is a lack 
of compliance standards and of valid and real use cases of 
DAOs deployed on the blockchain for the Ethereum 
community, specifically if we compare their added value 
(e.g., in terms of efficiency or new services) with traditional, 
centralized ones. 
As a response to this issue, some open source frameworks 
have recently appeared to support the implementation of 
DAOs, such as Aragon [10], Colony [11] and DAOstack 
[12]. However, it is still difficult to find comprehensive 
material to understand the architecture and many aspects of 
these frameworks needed to build a DAO. There is a lack of 
written documentation on how to use these frameworks in 
order to take advantage of all their characteristics to develop 
DAOs identifying potential improvements to organizations. 
The need for research and other reference materials (e.g., 
books and online resources) that explain DAO development 
with available frameworks and show their application in 
practice is of major importance. 
In this paper the research questions are: What kind of 
problems do developers find when implementing a DAO 
using a framework? What advantages are provided by the use 
of a framework in order to adopt a decentralized approach? 
To the best or our knowledge there are no reports or papers 
that attempt to evaluate existing frameworks as toolkits for 
building DAOs. This paper analyses these frameworks and 
illustrates one of them, Aragon (which is currently the most 
popular), with a case study of a DAO that provides support 
to researchers participating in a common project to manage 
the different tasks that they have to carry out. 
We proceed as follows. Section 2 covers the technical 
issues to take into account when building DAOs. Section 3 
reviews and compares the three main frameworks mentioned 
earlier for a DAO development process. Section 4 presents 
the methodology followed to implement a DAO with the 
Aragon framework using a practical example. Finally, we 
summarize the experience and give and overview of the 
results in Section 5, with some recommendations. 
II. THE DEVELOPMENT OF A DAO  
A. SMART CONTRACTS 
 In 1994 Nick Szabo introduced the term ‘smart contract’ as 
“a computerized transaction protocol that executes the terms 
of a contract” [13]. This definition was adopted by the 
blockchain technology in terms of scripts, and later adapted 
in the context of Ethereum.  
In Ethereum, smart contracts are “immutable computer 
programs that run deterministically in the context of an 
Ethereum Virtual Machine (EVM) as part of the Ethereum 
network protocol” [3]. That is, a smart contract is basically 
a small piece of code deployed on the blockchain and 
executed in a decentralized way by all the nodes in the 
network, it cannot be updated, and it has no legal meaning in 
this context.  
In relation to this, although there are some doubts about 
whether smart contracts are ready or not for recognition by 
law [14] (for example, Spanish Civil Code states that a 
contract “exists from the time where one or several persons 
consent to bind themselves vis-à-vis another or others to give 
something or to provide a service” [15]), as described in 
[16], smart contracts aim to emulate the logic of contractual 
clauses and are able to automatically execute the statement 
of terms and conditions of agreements in terms of trustless 
transactions via integrated enforcement mechanisms. 
Examples of smart contracts are vending machines, phone 
locking by telecom providers and cars incorporating 
automated speed limitations. 
For smart contracts implementation, Ethereum provides 
different high-level languages, but Solidity [17], with a 
syntax similar to JavaScript or Java, is the official and the 
most widely used. The Solidity code gets compiled to the 
EVM (i.e., a stack-based virtual machine that processes all 
the Ethereum state transactions) bytecode, which deploys it 
to the Ethereum blockchain. In this context, the browser-
based Remix IDE [18] can be used in order to compile, 
deploy and test smart contracts in a friendly user manner.  
B. CONTRACT ACCOUNTS vs EXTERNALLY OWNED 
ACCOUNTS (EOAs) 
When a smart contract is deployed to the Ethereum network, 
the code is stored in the blockchain and generates an address 
that acts as the identifier for that smart contract. That address 
enables applications and users to interact with a specific 
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smart contract and invoke its methods via transactions. This 
type of address associated with smart contracts is known in 
Ethereum as contract account. 
In order to access to the Ethereum blockchain and run the 
smart contracts, it is required another type of account known 
as Externally Owned Account (EOA). An EOA is an account 
managed by an individual or organization that has a private 
key which is used to control funds and contracts. 
An EOA is obtained through the use of an Ethereum 
wallet. This wallet is a software application that enables the 
management of EOAs providing a key vault, secure login, 
and token wallet. The most popular browser extension for 
creating a web-based wallet is MetaMask [19]. Chrome, 
Firefox and Brave are supported browsers by MetaMask at 
the time of writing this article.  
Similarly to contract accounts, EOAs are represented by 
addresses, they can send money and store data in the 
Ethereum network, but only EOAs can initiate transactions. 
Besides, each interaction (i.e., contracts deployment and 
transactions) has associated a cost, named as ‘gas’, and 
EOAs must pay ether (ETH), the Ethereum’s native 
cryptocurrency, in order to perform them. 
C. GOVERNANCE 
As defined by [20], governance “is the use of institutions, 
structures of authority and collaboration to allocate resources 
and coordinate the effort and activity in society or in the 
economy”. In this vein, governance rules force organizations 
to think about and formalize its understanding of their 
current decision making processes. Such rules, therefore, 
must specify the roles, who can make different kinds of 
decisions, and define the stakeholders allowed to debate, 
deliberate, agree on, implement, and enforce decisions [21]. 
In Ethereum, through the use of smart contracts, DAOs 
can implement their governance model, where the rules that 
are part of it could be decided based on proposals voted by 
their stakeholders. If a proposal is voted on by a majority of 
their stakeholders, for example, then the corresponding rule 
will be implemented in one or several smart contracts and 
stored in the blockchain. 
Broad categories of governance models that are actually 
being accepted and used are presented in [21], such as 
technocracy, democracy and plutocracy. 
Furthermore, in the blockchain domain, according to [21], 
governance models can be also classified in the next two 
categories depending on the degree of human involvement: 
off-chain governance and on-chain governance. DAOs are a 
good example of on-chain governance since their 
governance rules are implemented in terms of smart 
contracts and executed automatically without any human 
participation.  
D. Decentralized Applications (DApps) 
In Ethereum, developers can program their web applications, 
known as Decentralized Applications (DApps), without 
knowledge about the underlying mechanisms of peer-to-peer 
networks, blockchain, consensus rules, etc. 
DApps are composed of at least: (i) a smart contract that 
acts as a software agent running on the blockchain 
performing predefined or pre-approved tasks without any 
human involvement, and which is under the control of a set 
of business rules [1]; and (ii) a web user interface, where 
React [22] [23], a JavaScript library, is probably the most 
popular framework for DApps developers since it has high 
performance and allows us to focus on business logic. 
Besides, React has a huge and active community composed 
of millions of developers with several online forums. Several 
examples of Ethereum’s DApps can be found in [24]. 
DApps in Ethereum could also include decentralized 
storages, such as the Inter-Planetary File Systems (IPFS) 
[25], where data, files, websites, applications, and so forth, 
which are identified by a hash, are offline distributed in a 
P2P network along the entire Web; and a decentralized 
message service, such as Whisper [3], which provides one-
to-one communication and acts as a ‘decentralized chat’ on 
the Ethereum platform working on a peer-to-peer protocol, 
without any server involved in the process and without any 
relation with the blockchain [26]. The main elements of this 
approach can be seen in Figure 1.  
 
 
FIGURE 1.  The Ethereum Ecosystem. 
From the Ethereum point of view, a DAO could be defined 
as a DApp that can be composed of other DApps, which are 
all immutable and running in a deterministic way on the 
Ethereum platform, and whose business logic is encoded in 
terms of one or more smart contracts. In this way, the code 
(i.e., smart contracts) enforces the governance rules (i.e., 
decision making rules) of a specific DAO. 
 
III. FRAMEWORKS FOR BUILDING DAOs 
A. ARAGON 
Aragon is a framework oriented to the development of DAOs 
built on the Ethereum platform and aimed to create highly 
configurable governance structures. Aragon is defined as 
“software for creating and governing organizations such as 
clubs, companies, gaming guilds, cooperatives, nonprofits, 
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open source projects, and any other type of organization” 
[27]. Aragon currently supports the implementation of 
DAOs on the main Ethereum network (i.e., the Production 
environment known as ‘mainnet’) and the Rinkeby test 
network (i.e., the Test environment known as ‘testnet’). 
From the point of view of Aragon, a DAO is seen as an 
organization made up of smart contracts (i.e. software 
programs) named ‘Aragon apps’, where each smart contract 
is associated with a web user interface implemented in terms 
of React components. 
Aragon provides several pre-configured templates for 
DAOs creation (i.e, pre-configured smart contracts for 
different types of organizations). At the time of writing this 
article, Aragon includes the next categories or governance 
models: Dandelio, Company, Fundraising, Open Enterprise, 
Membership and Reputation. 
On the other hand, in order to help organizations 
implement their customized DAOs, Aragon has created 
aragonSDK [10], a set of libraries, tools and guidelines 
grouped into a set of elements as displayed in Figure 2. 
 
 
FIGURE 2.  aragonSDK. 
 
The Aragon’s smart contract system is built on the module 
named as aragonOS. This system ensures that only 
authorized EOAs and contract accounts have permission to 
perform specific actions in a DAO. That is, the aragonOS 
smart contracts define the rights and obligations of those 
accounts in an Aragon DAO. Under this perspective, a DAO 
in the Aragon domain is seen as a set of aragonOS smart 
contracts. 
The aragonPM is the decentralized package manager that 
handles upgradeability of the smart contracts and the 
corresponding Aragon web React components (i.e., the web 
user interface) that make the functional elements of DAOs. 
The aragonAPI is composed of a set of APIs used to 
interact with aragonOS smart contracts by handling 
transaction pathing, upgradeability, and enabling developers 
to fetch the state from their smart contracts on the 
blockchain. 
The aragonUI represents the toolkit of React User 
Interface (UI) components for Aragon apps that implement 
aragonDS, the system that defines a set of user behaviors and 
guidelines to ensure consistency across all the Aragon 
applications. 
Additionally, Aragon provides the aragonCLI, a 
command line tool that enables developers to create, 
develop, configure, test, and release DAOs through the use 
of templates. 
Finally, the aragonDS specifies the set of user behaviors 
and guidelines that enables us to ensure consistency among 
all the Aragon modules. 
Aragon-based DAOs have the ability to extend their 
functionality using pre-installed Aragon apps or modules 
(source code available in [28]): (i) Tokens: manage 
membership and voting power in a DAO, with the ability to 
mint (i.e., create) new tokens, assign existing tokens, and 
create vestings (i.e., tokens that are held aside for some 
period of time for the team, partners, advisors, and others 
who are contributing to the development of the project, and 
that can be released later); (ii) Voting: create votes that 
execute actions on behalf of token holders, with the ability to 
see all open and closed votes, start a new vote, and poll token 
holders in a DAO about an specific issue; (iii) Finance: 
manage assets of a DAO, budget expenses and record final 
transactions in order to have a history of past transfers, with 
the ability to create new transfers from this module; and (iv) 
Agent: interact directly with any other smart contract on 
Ethereum. 
B. COLONY 
Colony is a general purpose framework mediated by a 
reputation system (i.e., decisions are driven by reputation) 
aimed to help organizations create their own DAOs, named 
‘colonies’, providing financial management, ownership, 
structure and authority. The Colony network is composed of 
a suite of smart contracts which are deployed on the 
Ethereum blockchain. However, although it is planned to be 
included in a near future, at this moment, organizations 
cannot customize colonies with smart contract modules in 
order to implement their specific governance model.  
From the point of view of Colony, a DAO is seen as a 
programmable governable incentive machine, where rules 
are defined in code and can act as: (i) a investment fund; (ii) 
a central financial repository where money moves from one 
address to another; and (iii) a multi-signature wallet (i.e., the 
process of requiring more than one key to authorize a 
transaction in a blockchain) with extra steps, such as a voting 
system. 
According to [29], the structure of Colony is based on 
domains and the permissions that accounts may have in each 
domain. 
In Colony, a domain is like a folder in a shared file system, 
but instead of containing files and folders, it can contain 
subdomains, funding, and ‘expenditures’ (i.e, abstract 
transfer of funds to any Ethereum account). Also, domains 
can be used to represent different concepts such as teams, 
departments and projects. An example is shown in Figure 3, 
where the P2PModels project context is modeled in terms of 
Colony’s domains. 
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FIGURE 3.  Parts of a domain hierarchy for a colony representing the 
context of the P2PModels research project at the University 
Complutense de Madrid (Faculty of Computer Science). 
Related to permissions, access control in a colony is based 
on Ethereum accounts and it is categorized into six different 
types [29]: (i) recovery, which gives access to the colony’s 
emergency ‘recovery’ functionality; (ii), root, which gives 
access to high-level administrative functions in the colony, 
such as upgrading the colony; (iii) arbitration, which gives 
the ability to make domain-specific state changes; (iv) 
architecture, which gives the ability to create new domains 
in a colony, as well as assign permissions in those new 
domains; (v) funding, which gives the financial 
management; and (vi) administration, which gives the ability 
to create and manage expenditures, although funds are not 
allowed in this permission. 
A specific colony must implement the permissioned 
functions defining some arguments which can be evaluated 
on-chain in constant time to determine whether the account 
is authorized to call a privileged function. 
Also, organizations can use their own tokens since every 
colony has its own ERC20-compatible ‘internal token’. 
When these tokens are earned as an expenditure payout, it 
will generate reputation for the recipient address. Colony 
categorizes internal tokens into three main groups: (i) tokens 
as early rewards, which can offer rewards for work before it 
has any revenue or external funding to draw on; (ii) tokens 
representing hours worked, which ensure users doing the 
same amount of work received the same reputation gain; and 
(iii) tokens as performance-based bonus, which enables to 
balance predictable compensation (i.e. salaries) with 
performance-based incentives. 
Finally, units of works or functionalities are represented in 
Colony by tasks. Tasks in Colony are associated with three 
differents roles: (i) manager, who is the responsible for the 
definition and coordination of the delivery of a task; (ii) 
worker, who is the responsible of the execution of a task; and 
(iii) evaluator, who is the responsible for the evaluation and 
validation of a task once it is completed.  
C. DAOSTACK 
DAOstack supports the process of DAO development by 
providing a library of governance protocols and user 
interfaces that eases their creation and management. 
From the point of view of DAOstack, a DAO is seen as a 
network of stakeholders who make non-hierarchical 
decisions about shared resources (e.g., funds), with a set of 
rules encoded on a blockchain, and with no central governing 
body controlling it. In DAOstack, decisions are initiated by 
proposals. 
DAOStack categorizes DAOs into two modes [30]: (i) 
assembly mode, where a large number of software agents are 
interacting in decision making within a single organization 
via its smart contract, assuming that reputation and, 
therefore, decision making power, is fairly distributed; and 
(ii) fractal federal-governance mode, where a few software 
agents are part of a single organization and each software 
agent is itself an organization composed of other agents, and 
so forth.  For DAOstack, the structure of a DAO would be a 
combination of these two modes, seen as a nested mesh 
network of organizations, with other DAOs through shared 
organizations. 
A DAOstack is composed of a set of modules or layers 
[30] [31], as shown in Figure 4. 
The Infra module is the base layer, which provides general 
decentralized decision making, such as the voting system and 
the reputation system of DAOstack. These systems are 
implemented as smart contracts on the Ethereum blockchain. 
The Arc module, also built on Ethereum, is the layer that 
provides registry of DAO building blocks and standard 
components for implementing any type of DAO. That is, this 
layer contains the master contracts that coordinate all the 
pieces of DAOs as a whole, as well as any number of flexible 
‘schemes’ that enable other DAO functions, such as defining 
the types of proposals users can submit. 
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FIGURE 4.  The DAO Stack modules. 
 
The ArcHives module is the layer that provides curated 
registries of DAOs, governance modules, and identities on 
the blockchain for DApp interoperability. 
The ArcGraph module is the caching layer for 
applications, and provides developers with a decentralized 
database that fetches, stores, and organizes information from 
the blockchain, enabling applications built on DAOstack to 
achieve fast load times. 
The DApps module is the user interface layer, which 
contains decentralized applications aimed at creating and 
interacting with DAOs. 
Finally, the DAOs module is the Community layer, which 
contains decentralized organizations built for collaborative 
purposes. 
As stated in [31], since technical knowledge about 
decentralized domain is not a mandatory skill (indeed, it is 
not required to be familiarized with concepts such as,   
Solidity and blockchain), and the framework provides 
predefined DApps where there is no option to add additional 
smart contracts, most users of DAOstack will not be 
blockchain developers or software engineers at all, but rather 
participants that interact with the DAOs modules and, in 
some cases, they will be creators of them. They will basically 
interact through the DApps layer that use Infra, Arc, and 
ArcGraph for their backends.  
D. ARAGON, COLONY AND DAOSTACK COMPARISON 
The comparison among these three frameworks in relation to 
the main functionalities associated with the process of 
building DAOs are summarized in Table I. 
 
TABLE I 
COMPARISON OF ARAGON, COLONY AND DAOSTACK 
Functionality Aragon Colony DAOstack 
Token ✓ ✓ ✓ 
Reputation ✓ ✓ ✓ 
Funds ✓ ✓ ✓ 
Permissions ✓ ✓ ✗ 
Proposals ✗ ✓ ✓ 
Voting system ✓ ✓ ✓ 
Tasks ✗ ✓ ✗ 
Organization 
templates ✓ ✗ ✗ 
New governance 
models ✓ ✗ ✗ 
 
Implementing DAOs with rich functionality requires these 
mechanisms: (i) a voting system; (ii) tokens for membership 
management and the voting power; (iii) ability to create new 
governance models in terms of smart contracts; (iv) 
templates of organization models, and (v) permissions, 
which are of major importance when different roles are 
accessing to a DAO. 
As can be seen in Table 1, among these three frameworks, 
Colony and DAOstack offer prototypes of DAOs, which can 
be configured, but do not provide mechanisms to add smart 
contracts so it is difficult to define new governance models. 
On the other hand, DAOstack does not support the definition 
of permissions and roles. In this sense, Aragon is more 
flexible as it satisfies all the above requirements for DAO 
development.  
Besides, based on our findings searching the Web 
(blockchain-based projects, documentacion, spreadings, 
information dissemination in social networks, and so on), the 
Aragon community is the most active in the field of DAOs 
(e.g., [32] and [33]), and this framework is the most widely 
adopted among developers. [34], [35] and [36] are some 
examples of recent Aragon-based implementations in efforts 
to better understand DAOs in conjunction with collaborative 
communities, business and governance.  
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FIGURE 5.  File structure of the Aragon boilerplate.
In this vein, it is worth highlighting the case of 1Hive [37], 
one of the communities more concerned about DAOs and 
their adoption using the Aragon framework. 1Hive has 
released DAO profiles in Apiary [38], their DAO explorer. 
Apiary aims to help people explore and understand the 
Aragon ecosystem indexing all the Aragon organizations and 
apps on the Ethereum mainnet network and listing all the 
results in the Apiary Browser [39]. 1544 organizations were 
indexed in this browser at the time of this writing. 
IV. DAO development: Task Management Case Study 
Although we have implemented several DAOs focused on 
testing and validating the Aragon framework, the case study 
in this section is complex enough to illustrate DAO 
development using the Aragon framework, as it shows how 
to incorporate new functionality. 
The objective of the case study is to implement a DAO 
that supports collaborative activities of researchers, located 
in different European countries, who participate in common 
European projects. The DAO has to include a DApp that 
manages those tasks necessary to obtain the deliverables 
associated with a specific European project. 
Although, a general overview of the Aragon architecture 
for developing DAOs is missing in the available 
documentation related to this framework, as mentioned 
earlier, we have experimented with some implementations, 
and we have modelled an approach in order to formalize its 
understanding, that is shown in Figure 5. 
In Aragon, DAOs run on browsers which are connected 
with a Web3 provider (at the time of writing this article, the 
next wallets are accepted: MetaMask, Frame [40], Fortmatic 
[41] and Portis [42]) and with the Aragon client, in order to 
execute the smart contracts and sign transactions via 
aragonAPI. The Aragon client searches the whole set of 
proxies for the last version of each smart contract related to 
that DAO. A proxy in Aragon is considered as a type of smart 
contract since it acts as the smart contract that is linked to it. 
Besides, the Aragon client searches the React application 
(i.e., web user interface) associated with each smart contract 
through aragonPM. 
Because smart contracts cannot be changed in the 
blockchain, if we modify a smart contract in Aragon, then a 
new deployment of the DApp must be carried out, and the 
proxy must be updated in order to reference to the last 
version of the corresponding smart; and aragonPM will 
record this change for future executions of that DApp.  
 
FIGURE 6.  File structure of the Aragon boilerplate. 
The process to implement a DAO with Aragon consists of 
a set of several steps that starts with the installation of several 
modules. This phase is apparently easy to tackle, but in 
practice it can be cumbersome, as different errors can appear 
without any clue about the problem.  
We followed the same steps in different machines and 
using different operating systems, and the results and errors 
obtained were different in each case. Most of all were 
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concerned about connection failures, versions that were 
incompatible among them and missing modules.  
Therefore, we had to exert a lot of effort and apply 
different mechanisms in each case in order to solve all these 
errors. In this sense, it was very difficult to find related 
documentation that explaining how we have to proceed in 
such situations. 
An Aragon project consists of four main elements or 
stages: Truffle, configuration files, contracts, and app. 
 
pragma solidity ^0.4.24; 
import "@aragon/os/contracts/apps/AragonApp.sol"; 
contract TaskManager is AragonApp { 
   bytes32 constant public CREATE_TASK_ROLE = keccak256("CREATE_TASK_ROLE"); 
   bytes32 constant public CHANGE_PRIORITY_ROLE = keccak256("CHANGE_PRIORITY_ROLE"); 
   bytes32 constant public DELETE_TASK_ROLE = keccak256("DELETE_TASK_ROLE"); 
   bytes32 constant public COMPLETE_TASK_ROLE = keccak256("COMPLETE_TASK_ROLE"); 
   enum Priority {HIGH, MEDIUM, LOW} 
   struct Task { 
       string name; 
       Priority priority; 
       bool complete; 
   } 
   mapping (uint=>Task) taskList; 
   uint taskCounter; 
   event CreateTask(address sender, string name, Priority priority, uint tId); 
   event ChangePriority(address sender, uint tId, Priority priority); 
   event DeleteTask(address sender,uint tId); 
   event CompleteTask(address sender, uint tId); 
   function initialize() public onlyInit { 
       initialized(); 
   } 
   function createTask(string name, Priority priority) public auth(CREATE_TASK_ROLE)  { 
       Task memory t = Task({name : name, priority: priority, complete: false}); 
       taskList[taskCounter] = t; 
       emit CreateTask(msg.sender, t.name, t.priority, taskCounter); 
       taskCounter = taskCounter + 1; 
   } 
   function changePriority(uint tId, Priority p) public auth(CHANGE_PRIORITY_ROLE)  { 
       taskList[tId].priority = p; 
       emit ChangePriority(msg.sender, tId, p); 
   } 
   function deleteTask(uint tId) public auth(DELETE_TASK_ROLE)  { 
       delete taskList[tId]; 
       emit DeleteTask(msg.sender, tId); 
   } 
   function completeTask(uint tId) public auth(COMPLETE_TASK_ROLE)  { 
       taskList[tId].complete = true; 
       emit CompleteTask(msg.sender, tId); 
   } 
   ... 
}
 
FIGURE 7.  Excerpt of the smart contract TaskManagerApp.sol.
The first stage consists in obtaining the boilerplate code of 
our project. The Aragon boilerplate is conformed to a Truffle 
project [40], which provides the basic artifacts that 
constitutes an Aragon app (i.e., a DApp) for our DAO (see 
Figure 6). 
The second stage consists in filling the configuration files 
which include, among others, the Aragon-specific metadata 
and web-specific configurations for our Aragon app (e.g., 
definition of the user roles). This requires some working 
around as they are not well documented with enough detail. 
In the third stage, new smart contracts associated with the 
Aragon app are created and deployed using aragonOS. The 
smart contract defines the permission roles for the new 
functions, which in the particular case study for a project 
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management DAO are: (i) create a task; (ii) delete a task; (iii) 
change the priority of a task; and (iv) mark a task as 
complete.  
The implementation of a smart contract using Solidity is 
not an easy task even when using Remix in order to create, 
compile, deploy and test it. 
In this vein, it is worth to remark that only one main smart 
contract can be defined in an Aragon app. Hence, we could 
use several auxiliary smart contracts written in Solidity, but 
only one of them can be defined as the Aragon app. In order 
to facilitate the understanding and tracking of the case study 
we only show an excerpt of the contract in Figure 7. 
The fourth stage consists in generating the front-end (i.e., 
web user interface), which is implemented as React 
components, and integrated with aragonUI [43]. In this case, 
we had to understand and use the Aragon React components 
and, although the documentation is well structured and 
defined, and it is being enhanced in each new version of the 
Aragon framework, we suffered from a lack of references 
and support to tackle it for several issues. For example, we 
have several problems when we try to apply some additional 
styles and behavior to some Aragon UI controls since they 
don’t work depending on the version of the framework and 
the new updates. On the other hand, it is not easy to include 
other UI controls apart from the provided by the Aragon 
framework. 
 
 
FIGURE 8.  Aragon DAO for Task Management in a browser.
Finally, once we had implemented and deployed our 
Aragon app in the Ethereum network (see Figure 8), the last 
step is to include this app in our DAO through an Aragon 
proxy. 
To do that, first, we have to create our DAO following the 
steps of the Aragon template that matches with our 
governance or business model (i.e., Dandelio, Company, 
Fundraising, Open Enterprise, Membership or Reputation). 
In our case, we selected the category of ‘Reputation’. That 
is, an organization that uses non-transferable tokens to 
represent reputation (i.e., reputation-weighted voting is used 
to make decisions, and one reputation token equals one vote). 
Second, we have to execute several commands. This 
process requires some expertise on the Aragon platform in 
order to perform complex tasks of permissions assignments 
and resolve several conflicts and unknown errors that usually 
arise during the integration of a DAO with the implemented 
Aragon app. 
VII. RESULTS AND CONCLUSIONS 
This study complements the current research on 
decentralized solutions in particular by focusing on DAOs 
development. The implementation of a DAO from scratch is 
a complex task for any organization. Among the few existing 
frameworks that have recently appeared to support 
development and management of DAOs, Aragon is currently 
the most complete and widely used.  However, we have 
realized that there are still many issues that make its usage 
far from reaching an acceptable level of maturity. The main 
findings include: 
(i) The creation of a DAO involves a lot of mechanisms 
that are not easy to understand and follow, even when using 
a framework such as Aragon, which intends to facilitate this 
task. 
(ii) The maintenance and adoption of smart contracts by 
organizations is a complex process since smart contract’s 
code cannot be changed (i.e., the code of a smart contract is 
immutable), although Aragon supports the implementation 
of a new instance of the DApp, which could be deployed 
updating the proxy(ies) for the last version of the 
corresponding smart contract. 
(iii) Aragon still has to address several DAO programming 
aspects and some modules of the framework are not working 
properly in all the versions and in all the supported operating 
systems versions. 
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(iv) There is no support for multiple languages in Aragon, 
only English. 
(v) Due to new requirements and evolution of the 
Blockchain/Ethereum network, the Aragon boilerplate often 
changes but losing support to DAOs that have been 
implemented with previous versions of the boilerplate or 
could restrict it with a specific approach or UI. 
(vi) More useful and detailed documentation is missing for 
expert and non-expert programmers. It is often difficult to 
understand all the involved files in the implementation of a 
DAO in terms of the Aragon framework since the attached 
boilerplate is not enough. 
Even a simple case study as the one illustrating this article, 
shows that the support for the understanding, generation and 
implementation of DAOs in the context of the blockchain-
based solutions remains a challenge. Moreover, those not 
completely familiarized with blockchain and Ethereum, or 
who have not yet implemented a DApp before outside 
available frameworks, will have a high learning curve, apart 
of the inconsistencies and failures that could appear as a 
consequence of the inevitable and logic evolution of these 
frameworks. There is a need of research in this field in order 
to provide a better understanding enabling the definition and 
formalization of DAOs in the Ethereum community, which 
would minimize the risks and improve the development 
process. 
A deeper research into the requirements and formalization 
of a software framework that could assist to build DAOs in 
order to leverage all of their potential is currently being 
carried out. 
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