The theory of nonlinear optimization traditionally studies numeric computations. However, increasing attention is being paid to involve computer algebra into mathematical programming. One can identify two possibilities of applying symbolic techniques in this field. Computer algebra can help the modeling phase by producing alternate mathematical models via symbolic transformations. The present paper concentrates on this direction. On the other hand, modern nonlinear solvers use more and more information about the structure of the problem through the optimization process leading to hybrid symbolic-numeric nonlinear solvers. This paper presents a new implementation of a symbolic simplification algorithm for unconstrained nonlinear optimization problems. The program can automatically recognize helpful transformations of the mathematical model and detect implicit redundancy in the objective function.
as an automatic "presolving" mechanism [6, 7] . A more recent example is the assistance of (mixed-) integer nonlinear programming solvers, as in the ReformulationOptimization Software Engine of Liberti et al. [8] . In this field, the relaxation of some constraints or increasing the dimension of the problem could be reasonable to achieve feasibility.
However, as the work of Csendes and Rapcsák [5, 12] shows, it is also possible to produce equivalent models of an unconstrained nonlinear optimization problem via symbolic transformations automatically, while bijective transformations between the optima of the models are constructed. This method is capable of eliminating redundant variables or simplifying the problem in other ways.
The present paper is organized as follows. Section 2 summarizes briefly the results of Csendes and Rapcsák [5, 12] and presents a new, proper Mathematica implementation of their method together with a comparison with the earlier reported Maple prototype [2] . Section 3 presents computational results to show that the automatically produced transformations can help a traditional heuristic numeric solver, namely Global [4] , to reduce computation times and function evaluations. Section 4 extends the theory of the mentioned method in two directions: describes parallel substitutions and introduces constraints into the model.
The Simplifier Method

Theoretical Background
We concentrate on unconstrained nonlinear optimization problems of the form
where f (x) : R n → R is a smooth function given by a formula, i.e. a symbolic expression. "Expression" denotes a well-formed, finite combination of symbols (constants, variables, operators, function names and brackets), usually realized in computer algebra systems with a list (for example, a nested list of pointers in Mathematica [16] ), or a directed acyclic graph [13] . In the subsequent description, vectors are denoted by boldface letters, sets by capital letters, and functions by small letters. The meaning of z i depends on context: it denotes the i th element of a vector z or an ordered set Z. We will use the function notation e(z) to represent an e expression, which can contain any variable z i , any real constant, and any function name.
The simplifier method aims to recognize, whether (1) could be transformed into an equivalent formulation, which is better in the following senses: the new formulation has fewer arithmetic operations to execute during evaluation, the dimension of the problem is less, or it is simpler to solve for another reason. Equivalent means here, that a bijective transformation can be given between the optima of the original and those of the transformed problem.
Csendes and Rapcsák [5] showed that an objective function g(y) is equivalent to f (x) in (1), if we get g(y) by the following transformation:
• apply a substitution in f (x):
where h(x) is a smooth function with a range R, and h(x) is strictly monotonic as a function of at least one variable x i ,
• rename the remaining variables:
and
• omit the variables y i without presence in the evolving objective function.
The term appropriate substitution will refer to an y i = h(x) substitution, where
• h(x) satisfies the criteria being smooth, monotonic in at least one variable x i , and its range is equal to R,
• h(x) covers (characterizes all occurrences of) at least one variable x i , that is, x i could be removed totally from the optimization problem by substituting h(x) by y i , and
After applying a transformation with an appropriate substitution y i = h(x), y has at most the same dimension as x. Redundant variables can be eliminated, if h(x) covers two or more variables. In other words, we have the possibility to recognize whether the model can be formalized with a smaller set of variables. However, these are sufficient, but not necessary conditions for simplifier transformations.
For example, consider f (x 1 , x 2 ) = (x 1 + x 2 ) 2 . It is equivalent to minimize g(y 1 ) = y 2 1 , and the optimal values of the original variables x 1 and x 2 can be set by the symbolic equation y 1 = x 1 + x 2 , which is an appropriate substitution. In fact, we can handle an infinite number of global optimum points in this way, which is impossible for any numerical solver.
One of the main goals of the simplifier method is to find appropriate substitutions which would eliminate variables. Csendes and Rapcsák [5] with their Assertion 2 suggest to compute the partial derivatives ∂f (x)/∂x i , factorize them, and search for appropriate substitutions in the factors.
Assertion 2 [5] . If the variables x i and x j appear everywhere in the expression of a smooth function f (x) in a term h(x), then the partial derivatives ∂f (x)/∂x i and ∂f (x)/∂x j can be factorized in the forms (∂h(x)/∂x i ) p(x) and (∂h(x)/∂x j ) q(x), respectively, and p(x) = q(x).
If ∂f (x)/∂x i cannot be factorized, then any appropriate substitution that is monotonic as a function of x i is linear as a function of x i .
Based on this result, we created a computer program to produce equivalent transformations automatically for the simplification of unconstrained nonlinear optimization problems. The naive implementation would realize the following steps: 5. Choose the least complex element of S to be the simplified objective function.
6. Solve the problem with the simplified objective function (if possible).
7. Give the solution of the original problem by executing inverse transformations.
Most of the required steps of the algorithm (partial differentiation, factorization, symbolic integration and substitution) are realized in modern computer algebra systems as reliable symbolic computation methods. On the other hand, our first implementation in Maple showed that even one of the market-leader computer algebra systems has serious deficiency to our requirements in point of substitution capability and interval arithmetic with infinite intervals [2] .
Actually, the exact range calculation for a nonlinear function has the same complexity as computing the global minimum and maximum. However, naive interval inclusion can be applied to verify whether the range of a subexpression is equal to R. Naive interval inclusion is exact for a single use expression (SUE, an expression that contains any variable at most once), but it might produce overestimation for more complex expressions [10] . The possible overestimation can lead to false-positive answers in the range calculation. In other words, L can contain some substitutions with a range which is not equal to R. It means that an additional verification for the range of the produced non-SUE substitutions would be required. On the other hand, most of the substitutions produced in our tests were SUEs.
Naive interval inclusion can also be used for the monotonicity test. A real function f : R n → R is monotone if any x, y ∈ R n such that x ≤ y satisfy f (x) ≤ f (y). Let us use the product order here: (x 1 , . . . , x n ) ≤ (y 1 , . . . , y n ) if x i ≤ y i , i = 1, . . . , n. In the discussed application we need to test whether a function h i (x) is strictly monotonic as a function of a variable x i . Therefore we compute, whether the naive interval inclusion of the partial derivative ∂h i (x)/∂x i contains zero. This approach fits the mathematical definition of monotonicity and is expressive, as a strictly monotone function has a single region of attraction. Unfortunately, overestimation of the naive interval inclusion for non-SUEs can produce false-negative answers in the monotonicity test, so even some monotonic substitutions can be dropped.
Step 3 and Step 4 can be combined to speed up the process and also to ensure that a proper substitution set is applied to f (x). We call a well ordered set H of appropriate substitutions proper if all the formulas h i (x) ∈ H can be substituted by new variables at the same time in a function f (x). That is, the expressions ∀h i (x) ∈ H do not overlap in the computation tree of f (x). Without this property, not all substitutions
2 , the substitutions y 1 = x 1 + x 2 and y 2 = x 2 + x 3 would be also appropriate, but H = {x 1 + x 2 , x 2 + x 3 } is not a proper substitution set because x 1 + x 2 and x 2 + x 3 both refer to the same ocurrence of x 2 . In fact, we prefer to choose the most complex h(x) formula to eliminate a variable, so in this example, the substitution y 3 = x 1 + x 2 + x 3 should be accepted. At this point, and in Step 5, an easily applicable complexity definition for expressions is needed. In our implementation, an expression is said to be more complex than an other one if its representation (a list of pointers in Mathematica) is longer.
Implementation in Mathematica
Compared to our first implementation in the computer algebra system Maple [2] , the new platform Mathematica has several advantages. First of all, the substitution procedures are much better, since the Mathematica programming language is based on term-rewriting. In other words, the capabilities of the basic substitution routine of Mathematica can be extended with regular expression based term-rewriting rules. We have written a specialized substitution routine in about 50 program lines. A dozen (delayed) rules are introduced, and we have combined four different ways for evaluating them, using the expanded, simplified, and also the factorized form of the formula. It is probably the most important part of the program, as simple refinements could have substantial influence on the result quality of the whole simplification process.
Mathematica has also better interval arithmetic implementation: this was crucial for quick and reliable range calculation on the expressions to be substituted. Naive interval inclusion for the enclosure of the ranges have been realized with the standard range arithmetic of Mathematica.
Furthermore, our new program supports the enumeration of all possible substitutions in Step 3, and it still keeps up in running time with the simpler Maple version, which has used simple heuristics to choose one possible substitution. The reasons for that are the application of adequate programming techniques, and some nice properties of the Mathematica system, such as automatic parallelization on list operations. However, a further study on an efficient substitution selection strategy would be welcome.
Let us mention that Mathematica tends to include more and more expert tools to ensure the possibility of writing efficient program code. For example, it has provided utilities to exploit the parallel computing abilities of the graphics processing unit (GPU) using CUDA or OpenCL technology since 2010.
Demonstration of the presented algorithm and our newest program codes will be available at the following homepage:
http://www.inf.u-szeged.hu/~csendes/symbsimp/
Improvements Compared to the Maple Version
Some simple examples follow to demonstrate the advantages of our new Mathematica program compared to the Maple version.
These examples were generated by us and were the problematic ones out of our self-made collection in the test phase of the Maple implementation, so it was obvious to use them to test the new program. See Table 1 for the Maple-based results and Table 2 for the results obtained by the Mathematica version. For the test cases not discussed, the two implementations gave the same output. 
We apply again the evaluation codes from [2] , which describe the quality of the results and the nature of the problem. These codes appear in the "Problem type" and "Result type" columns of Tables 1 and 2 . The letters characterize the actual problem: (A). Simplifying transformations are possible according to the presented theory.
(B). Simplifying transformations could be possible by extension of the presented theory.
(C). Some helpful transformations could be possible by extension of the presented theory, but they do not necessarily simplify the problem (e.g., since they increase dimensionality). 
. We do not expect any helpful transformation. As we had discussed earlier [2] , Maple provides incorrect interval arithmetic, so we needed to use heuristics in the Maple implementation for range calculation. Also the algebraic substitution capabilities of Maple are weak. Almost all mistakes of the early implementation originated from these two reasons, so we introduced "a" and "b" to characterize Maple errors in the paper of Antal et al. [2] . Code "2" is also used when only constant multipliers are eliminated. In short, A1 means that proper substitution is possible and it has been found by the algorithm, while D2 means that as far as we know, no substitution is possible, and this was the conclusion of the program as well. The unsuccessful cases are those denoted by other codes.
The differences between the obtained results are explained next. For the Sin2 test problem, a proper simplification was obtained by the new implementation, while the old one conveyed a more complex, but non-monotonic substitution.
In Exp2, e x1+x2 does not have a range equal to R, but the heuristic range calculation method used in Maple recognized it as an appropriate substitution. The range calculation subroutine in Mathematica proved to be better in this case.
In Sq1, the Maple implementation was not able to recognize the subexpression
Also for the SqCos1 test problem, the new, Mathematica-based method applied a routine to check whether the substitution expression is monotone, so y 1 = x 1 x 2 was eliminated from the substitution list.
In the cases SqExp2-3, also the weakness of the expression matching capability of Maple can be observed, as it was not able to recognize
Computational Test Results on Global Optimization Problems
The new implementation was tested also on standard and frequently used global optimization test problems. The description and even various implementations of these problems can be found in many resources and online collections. One can find the compact mathematical formulation and known optima of all of the mentioned problems for example in Appendix A at Pal [11] . The results are summarized in Table 3 . We extended the test set compared to our earlier paper [2] . In the common cases, most of our new results are identical to what we have obtained with the earlier, Maple-based implementation. The two differences are reported here. For the Schwefel-227 test problem, the Maple version gave the substitution y 1 = x 2 1 + x 2 2 − 2x 1 . This expression characterizes all occurrences of x 2 , but it is not monotonic in any variable, so the Mathematica version had not suggested it for substitution. For Schwefel-32 (n=2), Mathematica found a good substitution, while Maple did not.
All transformations were performed with Mathematica 9.0 under time constraints. In those cases, in which the complete simplifier program had not stopped in 1800 seconds, the message "Stopped." was written to the New variables and Substitutions columns and "1800 <" to the Transformation time column of Table 3. The numerical tests ran on a computer with an Intel i5-3470 processor, 8 GB RAM and 64-bit operating system.
Most of the running time was used by the symbolic formula transformations of the extended substitution routine. In the problematic cases, usually symbolic factorization consumed 1800 seconds. While every transformation in Table 2 finished in less than 0.2 seconds, the running time for the standard test cases vary more. 24 of 45 test cases ran in one second, further 10 analysis required less than one minute, but 7 test cases would require more than a half hour to finish.
Altogether, 45 well-known global optimization test problems were examined, and our Mathematica program offered equivalent transformations for 8 cases. In 
On the Advantages of the Transformations
This section presents numerical test results to verify the usefulness of the transformations of Tables 2 and 3 . We compare the results of a numerical global optimization solver for the minimization of the original and the transformed problem forms, for every cases of Tables 2 and 3 We performed 100 independent runs for every test cases, with the Matlab implementation of a general multi-start solver with a quasi-Newton type local search method, Global with the BFGS local search [4] . The tests were run on the same computer, which was described in Subsection 2.4, with 64-bit MATLAB R2011b. The parameters of Global were set to the defaults.
The solver needs an initial search interval for every variable, so we set the [−100, 100] interval as initial box of every variable in our self-made test cases (Table 2), and the usual boxes for the standard problems (see for example Appendix A in [11] ). In the transformed cases, the bounds were transformed appropriately. Table 4 shows the optimal function values reached by Global with the above mentioned parameters. Fbest denotes the minimal optimum value, Fmean is the mean of the reached optimum values in average of the 100 runs, and Fvar denotes the variance of the reached minimum values. The real global optimum values were reached in every independent run for both of the original and the transformed forms in 8 of 15 cases. In the cases RB and R5, only the transformed form helped the solver to reach the minimum value in all 100 runs. Totally in 5 of 15 cases, the transformed form was easier to solve with Global, the two forms were equivalently difficult to solve in 8 cases, but in 2 cases the original form was slightly more favorable.
Let us compare the number of function evaluations required by the solver in a run (Table 5) . NumEvalmean refers to the mean of the number of function evaluations, and NumEvalvar refers to the variance of the same indicator. The transformed problem needed fewer function evaluations in 12 of 15 cases, and in some cases it outperformed the original form very well. For example, Global needs only 17% of the original function evaluations for finding the optimum of the Rosenbrock problem in the transformed form, 80% of the original with the transformed Branin, and 11% of the original function evaluations with the transformed Sq2 problem. The original form of L8 and R6 was slightly better for the solver in terms of function evaluations, and at L8 also in founding minimum values. The original form of R5 needed fewer function evaluations, but did not enable the solver to find the global optima in every run, while the transformed form did.
Regarding running times (Table 6 ), the transformed problem form allows Global to run a bit quicker than on the original problem form in almost every case. The average relative improvement in the running times of the whole test set is 31.5%. However, this indicator is better for our self-made problems (56.9%) and worse for the standard problems (9.3%).
We can conclude that the equivalent transformations of Table 2 and Table 3 , which seem to be very simple, have a big influence on the performance of a traditional global optimization solver.
Theoretical Extension
We generalize the theoretical results of the papers of Csendes and Rapcsák [5, 12] to allow parallel substitutions and to cover constrained nonlinear optimization problems.
Let us start with an example for parallel substitutions. Consider the following objective function:
It is equivalent to minimize g(y 1 , y 2 ) = y
, which is a two-dimensional problem against the original three-dimensional one. Neither y 1 = x 1 + x 2 + x 3 nor y 2 = x 1 − 2x 2 − 3x 3 is appropriate in the earlier meaning, as they are smooth and monotonic in every variable, but none of the variables are covered by y 1 or y 2 .
However, y 1 together with y 2 characterizes all occurrences of x 1 , x 2 , and x 3 , and H = {x 1 +x 2 +x 3 , x 1 −2x 2 −3x 3 } is a proper set of substitutions, resulting dimension reduction of the aforementioned problem. The theoretical extension aims to handle this kind of parallel substitutions.
The original nonlinear optimization problem that will be simplified automatically now can include constraints, too:
where f (x), c i (x), c j (x) : R n → R are smooth real functions, given by a formula, and i = 1, . . . , p 1 and j = p 1 + 1, . . . , p 2 are integer indexes.
The transformed constrained optimization problem will be Denote by X the set of variable symbols in the objective function f (x) and in the constraint functions c k (x), k = 1, . . . , p 2 . Y will be the set of variable symbols in the transformed functions g(y), and d k (y), k = 1, . . . , p 2 . Remark, that dimension increase is not allowed for the transformation steps, so m ≤ n and |Y | ≤ |X|. At the beginning of the algorithm, Y := X.
Denote the set of the expressions on the left-hand side of the original constraints by C:
Denote by F the expression set of all subexpressions (all well-formed expressions that are part of the original expressions) of f (x) and c k (x) ∈ C. The crucial part of our algorithm is the transformation step. If an H ⊂ F expression set covers a V ⊆ X variable set (that is, none of v ∈ V happens out of H in the original expression of f (x) or c k (x) ∈ C), and |H| ≤ |V |, then apply every substitutions, related to H, to f (x) and C as follows. Substitute a new variable y i in place of h i (x) for all h i (x) ∈ H in f (x) and also in every c k (x) ∈ C. Furthermore, let us update the variable set of the transformed problem:
This will be referred to as a transformation step (corresponding to H). The special case |H| = |V | = 1, p 1 = p 2 = 0 belongs to the algorithm given by Csendes and Rapcsák [5] for the unconstrained case.
Further on, the notation y := H(x) will be used as an abbreviation for the following:
The following assertion is a straightforward generalization of Assertion 1 in [5] .
Proof. Since the substitution equations preserve the values of the constraint functions, each point y of the feasible set of the transformed problem (3) must be mapped from a feasible point x of the original problem (2): y = H(x). The same holds for infeasible points. Denote a local minimizer point of (3) by y * . Now, since the ranges of the transformation functions in H are equal to R, every local minimizer point y * of the transformed problem (3) is necessarily a result of a transformation: let x * be the back-transformed point: y * = H(x * ). Consider a neighborhood N (y * , δ) of y * , where every feasible point y has a greater or equal function value: g(y) ≥ g(y * ), and those feasible points x of (2), for which H(x) = y ∈ N (y * , δ). The latter set may be infinite if the simplification transformation decreases the dimensionality of the optimization problem. Anyway, there is a suitable neighborhood N (x * , δ ′ ) of x * inside this set, for which the relation f (x) ≥ f (x * ) holds for all x ∈ N (x * , δ ′ ) that satisfies the constraints of (2) . In other words, x * is a local minimum point of (2).
The argument for local maximizers is similar.
Corollary 1 is an immediate consequence of Theorem 1:
If H is proper, all the h i (x) ∈ H expressions are smooth and invertible as a function of every variable v ∈ V ⊆ X, and the cardinality of H is less than or equal to the cardinality of V , then the transformation step corresponding to H simplifies the original problem in such a way that every local optimum point x * of the original problem is transformed to a local optimum point y * of the transformed problem.
Summary
This paper examines the possibility and ability of implementing equivalent transformations for nonlinear optimization problems as an automatic presolving phase of numerical global optimization methods.
An extensive computational test has been completed on standard global optimization test problems and on other often used global optimization test functions together with some custom made problems designed especially to test the capabilities of symbolic simplification algorithms. Maple and Mathematica based implementations were compared.
The test results show that most of the simplifiable cases were recognized by our new, Mathematica-based algorithm, and the substitutions were correct. Tests with a numerical solver, namely Global, were performed to check the usefulness of the produced transformations. The results show that the produced substitutions can improve the performance of this multi-start solver.
We have presented some new theoretical results on automatic symbolic transformations to simplify constrained nonlinear optimization problems. However, further investigations would be necessary to build an efficient branch and bound strategy into the algorithm at Step 3-4 to realize good running times for the described parallel substitutions.
As a natural extension of the present application, symbolic reformulations are promising for speeding up interval methods of global optimization. The overestimation sizes for interval arithmetic [1] based inclusion functions were investigated in optimization models [15] . Symbolic transformations seem to be appropriate for a proper reformulation. Obvious improvement possibilities in this field are the use of the square function instead of the usual multiplication (where it is suitable), the transformation along the subdistributivity law, and finding SUE forms. In fact, such transformations usually are performed by the default expression simplification mechanism [14] of an ordinary computer algebra system. The domain of calculation has an important role in this presolve approach, since important features of functions such as monotonicity change substantially within the domain where a function is defined.
