The harmonic potential field of an incompressible nonviscous fluid governed by the Laplace's Equation has shown its potential for being beneficial to autonomous unmanned vehicles to generate smooth, natural-looking, and predictable paths for obstacle avoidance. The streamlines generated by the boundary value problem of the Laplace's Equation have explicit, easily computable, or analytic vector fields as the path tangent or robot heading specification without the waypoints and higher order path characteristics. We implemented an obstacle avoidance approach with a focus on curvature constraint for a non-holonomic mobile robot regarded as a particle using curvature-constrained streamlines and streamline changing via pure pursuit. First, we use the potential flow field around a circle to derive three primitive curvature-constrained paths to avoid single obstacles. Furthermore, the pure pursuit controller is implemented to achieve a smooth transition between the streamline paths in the environment with multiple obstacles. In addition to comparative simulations, a proof of concept experiment implemented on a two-wheel driving mobile robot with range sensors validates the practical usefulness of the integrated system that is able to navigate smoothly and safely among multiple cylinder obstacles. The computational requirement of the obstacle avoidance system takes advantage of an a priori selection of fast computing primitive streamline paths, thus, making the system able to generate online a feasible path with a lower maximum curvature that does not violate the curvature constraint.
Introduction
Due to advances in sensing, actuation, communication, computing, storage, and AI technologies with affordable costs, increasing deployment and applications of intelligent autonomous mobile robots or ground vehicles for long-term operation are prevalent. The integrated platforms at our disposal are intended for missions such as SAR (search and rescue), autonomous driver-less driving, manufacturing, and surveillance in cluttered environments . Along with an increasingly heavy interaction between human and robots, update-to-date but cost-effective implementation or prototyping of intelligent mobile robot systems to accomplish missions autonomously employing recent advances in localization, mapping, and navigation have been the focus of some endeavors put into the robotic systems, as shown, for instance, in References [39, [41] [42] [43] .
Obstacle avoidance and motion planning [2] [3] [4] 31] are essential for the completion of missions in a smooth and optimal manner. A variety of obstacle avoidance algorithms are designed and implemented for navigating a mobile robot to avoid static and dynamic obstacles in open space or in narrow passages. The artificial potential field (APF) approach is one of the most well-known reactive online obstacle avoidance methods applicable in known or unknown environments [5] . The goal position of the robot is assigned as an artificial attractive potential and obstacles are applied as artificial repulsive forces. Then, the collision avoidance path is derived by using the gradient of the linear superposition of each potential. However, by following the gradient path of APF, navigation routes generated by APFs suffer from the local minima due to the presence of obstacles, i.e., the set of trap positions where the gradient of APF vanishes so that the robot gets stuck there, thus preventing the robot from reaching the target or lower the navigation efficiency. The number of obstacles affects the number of local minima significantly [44] . In general, it is desired that no other local minima except the goal exist in APF so that the navigation is efficient. For this purpose, hydrodynamic or harmonic (or velocity) potential functions (HPFs) (see References [7, 9, 15, 17] ) derived from the velocity potential of the solution to the boundary value problem of Laplace's Equation with appropriate boundary conditions in a computational domain are proposed as an appealing class of APFs for navigation. The properties of HPFs such as min-max principle and superposition in the context of path planning were proved in the foundation work [7, 15, 17] . To ensure the repulsion of the flow from the obstacles, one effective way is to impose two types of boundary conditions on the obstacle and domain boundaries for the solution to the Laplace's Equation in a computational domain: Dirichlet type (the potentials on the boundaries of obstacles and domain are assigned a constant high value, i.e., the fluid motion on the obstacle boundary is along the normal direction of the obstacle boundary/wall) and Neumann type (i.e., the flow cannot pass through the boundary, or the fluid motion on the obstacle boundary and wall is parallel to the tangential direction of the obstacle boundary since the normal component is null). For path planning, the HPF has the property of the min-max principle, so that no local minima other than the goal in the interior of cluttered or bounded environments with state constraints of a point robot are defined by Dirichlet boundary conditions or Neumann boundary conditions on the borders of the obstacles and computational domain.
Motion planning based on hydrodynamic potential applies (1) different fundamental elements such as a point sink (representing the goal), a point source (representing the robot location), or a uniform flow (defined as a flow with constant speed in a prespecified direction) plus a doublet (representing the obstacle), and their superposition, or (2) velocity potential solution to the Laplace's Equation with appropriate boundary conditions, to create a new HPF. The gradient of the HPF or the streamline that defines the vector field of the path at every point can be computed efficiently; analytically for a simple obstacle shape such as a circle or numerically. There are a few simulations showing that a vehicle modeled as a point (fluid) particle could smoothly navigate without collision with the (circular, elliptical, rectangle, or arbitrary-shaped) obstacles [6, 8, [11] [12] [13] [14] [15] [16] [17] [18] 26, 30] by following streamlines from a variety of start points in an environment composed of multiple obstacles. To build an APF via hydrodynamics potential, Reference [15] proposed a panel method by first approximating an arbitrarily shaped obstacle by an enclosing polygon (set of panels). Each obstacle panel is treated as a source/sink with the strength adjusted to make the obstacle a repelling potential function by summing the HPF of each panel, i.e., with nonzero outer normal velocity at the obstacle panel representative point. Wang et al. [16] introduced a reactivity parameter to adjust the amplitude of the path's deflection around an obstacle and an optimal 3D path is obtained by a genetic algorithm. For path planning on an unstructured terrain consisting of meshes of different size and geometry of computational domain discretized by finite element, Reference [25] proposed to use a graph search to generate an initial path from the start to the goal, then used streamlines to smooth the initial path.
Planning and optimization of state and input trajectories for stabilizing non-holonomic mobile robots studied in this paper or more general non-holonomic systems such as a car with trailers [33] in multiple obstacles environment subject to bounded state constraints (such as the environment constraint and path and its derivative constraints) and input constraints is challenging. The motion planners have to plan in the full state space (the space of position, heading, speed, curvature, and/or curvature derivative) and deal simultaneously with constraints of collision avoidance and non-holonomic constraint and admissible input (such as the computation of the invariant set or reachable set of the system [31] ). Approaches that can either achieve the optimal or near-optimal position and heading and velocity or higher order derivatives simultaneously or sequentially are proposed for non-holonomic mobile robots. A dipolar potential field is combined with discontinuous state feedback for navigating a non-holonomic mobile robot in the presence of obstacles in Reference [32] . Pontryagin Maximum Principle in variational form was employed in Reference [33] to obtain a convergent sequence of controls for optimal motions of general non-holonomic systems with state and input constraints. New methods to non-holonomic path planning are given in Reference [34] , which proposed to steer the non-holonomic mobile robot without additional constraints via rotation and linear translation using trigonometric switch inputs, a generic APF-based method via deforming a feasible path of non-holonomic systems (e.g., a mobile robot with trailers) without the violating non-holonomic constraint [35] , and the ones based on partial differential equations other than the Laplace's Equation coined by References [7, 24] , which applied a parabolic partial differential equation, and Reference [29] , which used the Navier-Stokes equation of viscous flow for path planning. It is noted that HPF is interpreted in heat conduction, instead of hydrodynamics, in a recent work [28] with a demonstration of a real-time mobile robot navigation experiment.
To produce a feasible path that avoids obstacles in a cluttered environment, waypoint navigation method has been a viable approach used to generate a sequence of waypoints connected via a path primitive [36, 37] for reactive trajectory generation, while the entire path satisfies the smoothness requirement or some other criterion and respects the kinodynamic constraints imposed on the vehicle motion such as the constraints on the instantaneous velocities that can be achieved [2, 22] . However, the path primitives have to be recomputed whenever some of the waypoints built between the start and the goal are changed. Furthermore, the entire path could be lengthy because of many detours. HPF-based non-holonomic path planning for a mobile robot subject to kinodynamic constraints [17, 22, 26] takes advantages of features of streamlines that are very appropriate for building a directional navigation system: (i) Streamlines are rich, thus, enabling the selection of appropriate paths for the planner. The desired state trajectory to be followed by a robot is determined only by the input defined by HPFs, i.e., along a streamline-based trajectory compatible with the kinodynamic constraints of the motion, even in high-speed motion [12] . (ii) In many applications, the smoothness of trajectories is essential. Trajectories generated by HPF approaches are the integral curves of the gradient vector field of HPF. The trajectories that are smooth are readily executable. (iii) Streamlines can be computed offline systematically based on prior obstacle information (distribution, i.e., shape, size, location, and number) without the waypoints and path primitives, thus, being more predictable. (iv) Notably, the HPF-based path planner is a complete [7] and anytime algorithm [10] , in which the streamlines generated cover the free regions of the workspace.
Lau et al. [18] provide a streamline-based kinodynamic motion planning approach to avoid elliptical obstacles, guaranteeing that both velocity and curvature are within limits by adjusting the strength of a source and a sink if a portion of the 3D trajectory violates the kinematic constraints. Recent work [26] used the gradient of HPF as an additional input to alter the motion pattern of a two-wheeled drive mobile robot based on the stabilizing controller design using an invariant manifold to avoid the obstacles, thus, extending the guidance method of Reference [22] based on the HPF only. Along this line of HPF-based non-holonomic path planning work, this work starts with the point that the curvature constraint, viewed as a constrained input to (1), significantly restricts the selection or generation of allowable paths to be followed in a cluttered environment. We elaborate on demonstrating the potential of the hydrodynamics-based motion planning approach of (1) subject to the curvature constraint. An obstacle avoidance system using three primitive streamline-based paths and a path selection strategy that makes the avoidance of small obstacle easier is proposed.
For avoiding multiple obstacles, a pure pursuit algorithm [20, 21] is implemented in this paper for the purpose of enabling a smooth and safe transition using streamline changing between obstacles without violating the curvature constraint. The experiment is conducted for a constant speed circular non-holonomic mobile robot to navigate smoothly in real-world partially unknown environments cluttered with cylinder-shaped obstacles. The Dr. Robot X80 robot (Dr Robot Inc. in Markham, ON, Canada), which was equipped with a low-cost sonar and infrared sensors to detect obstacles during motion, is used as the navigation platform.
The paper is organized as follows. Section 2 gives a brief introduction of a mobile robot with two independently driven wheels for the experiment. Section 3 mentions the harmonic potential field approach for avoiding cylindrical obstacles. Then, we propose three primitive paths based on streamlines and a distance-based path selection strategy of a primitive path for obstacle avoidance of curvature-constrained non-holonomic mobile robots. In Section 4, we propose a new real-time obstacle avoidance system using primitive paths and streamline-changing via the pure pursuit algorithm. Comparisons and the proof of concept experimental result in a simple cluttered environment are presented in Section 5. Section 6 ends with the conclusions of the paper.
The Mobile Robot with Range Sensors

Wheeled Mobile Robot System
We implemented our real-time hydrodynamics-based obstacle avoidance algorithm on Dr. robot X80, a wireless two-wheeled drive mobile robot platform. Figure 1 shows the configuration and the front view of the mobile robot. The X80 mobile robot is an integrated electronic and software robotic system. It can be designed through a set of ActiveX control components (SDK) developed for C/C++. A DUR5200 Ultrasonic Sensor and GP2Y0A21YK Sharp Infrared Sensor are equipped on the mobile robot. The robot platform is further modified to be equipped with a laser scanner, Kinect, and a laptop. The navigation algorithm runs directly on the remote PC through wireless communication. non-holonomic mobile robot to navigate smoothly in real-world partially unknown environments cluttered with cylinder-shaped obstacles. The Dr. Robot X80 robot (Dr Robot Inc. in Markham, ON, Canada), which was equipped with a low-cost sonar and infrared sensors to detect obstacles during motion, is used as the navigation platform. The paper is organized as follows. Section 2 gives a brief introduction of a mobile robot with two independently driven wheels for the experiment. Section 3 mentions the harmonic potential field approach for avoiding cylindrical obstacles. Then, we propose three primitive paths based on streamlines and a distance-based path selection strategy of a primitive path for obstacle avoidance of curvature-constrained non-holonomic mobile robots. In Section 4, we propose a new real-time obstacle avoidance system using primitive paths and streamline-changing via the pure pursuit algorithm. Comparisons and the proof of concept experimental result in a simple cluttered environment are presented in Section 5. Section 6 ends with the conclusions of the paper.
The Mobile Robot with Range Sensors
Wheeled Mobile Robot System
We implemented our real-time hydrodynamics-based obstacle avoidance algorithm on Dr. robot X80, a wireless two-wheeled drive mobile robot platform. Figure 1 shows the configuration and the front view of the mobile robot. The X80 mobile robot is an integrated electronic and software robotic system. It can be designed through a set of ActiveX control components (SDK) developed for C/C++. A DUR5200 Ultrasonic Sensor and GP2Y0A21YK Sharp Infrared Sensor are equipped on the mobile robot. The robot platform is further modified to be equipped with a laser scanner, Kinect, and a laptop. The navigation algorithm runs directly on the remote PC through wireless communication. Figure 2 illustrates the kinematic model of the differential-drive circular mobile robot with radius rRobot. The mobile robot is modeled as a representative point of the circular mobile robot so that its non-holonomic constraint of rolling without the slipping of wheels is described by the kinematics of the non-holonomic unicycle (1) . (1) where (x, y) denotes the coordinates and θ denotes the orientation (heading), U and ω denote the velocity and angular velocity, respectively. As long as the velocity vector is tangent to the path the unicycle follows, the non-holonomic constraint (1) is automatically satisfied. The non-holonomic Figure 2 illustrates the kinematic model of the differential-drive circular mobile robot with radius r Robot . The mobile robot is modeled as a representative point of the circular mobile robot so that its non-holonomic constraint of rolling without the slipping of wheels is described by the kinematics of the non-holonomic unicycle (1) .
Kinematic Model
where (x, y) denotes the coordinates and θ denotes the orientation (heading), U and ω denote the velocity and angular velocity, respectively. As long as the velocity vector is tangent to the path the unicycle follows, the non-holonomic constraint (1) is automatically satisfied. The non-holonomic constraint (1) limits the maneuverability of the vehicle motion so that no instantaneous lateral motion is allowed. The mobile robot is controlled by the low level velocity control of two wheels driven by DC motors independently. The velocities of the mobile robot are determined by the actuated wheel velocities via the one-to-one correspondence given by
where w L and w R denote the left and right wheel velocity, respectively; r is the wheel radius; d is the distance between the two wheels. constraint (1) limits the maneuverability of the vehicle motion so that no instantaneous lateral motion is allowed. The mobile robot is controlled by the low level velocity control of two wheels driven by DC motors independently. The velocities of the mobile robot are determined by the actuated wheel velocities via the one-to-one correspondence given by
where L w and R w denote the left and right wheel velocity, respectively; r is the wheel radius; d is the distance between the two wheels. 
Obstacle Detector
Obstacle avoidance relies on the detection of obstacles for the real-time operation of mobile robots. The sensor configuration is shown in Figure 3 . A DUR5200 Ultrasonic Sensor and GP2Y0A21YK Sharp Infrared Sensor are equipped on the mobile robot. There are three sonars (Sonar 1, Sonar 2, and Sonar 3) and four infrared sensors (IR 1, IR 2, IR 3, and IR 4) on the mobile robot, where θ1 equals 12°, θ2 equals 18°, and θ3 equals 15°. The detecting range of an ultrasonic sensor is from 4 to 255 cm, while the detecting distance range of the IR sensor is between 10 and 80 cm. The sensors' update rate are both 10 Hz. We assume the obstacle is located in the direction of the sensor if only a single sensor detects an obstacle. Otherwise, when two sensors detect an obstacle at the same time, we assume that the obstacle lies on the bisector of these two sensors' directions. Figure 4 shows the detection of an obstacle. For instance, if Sonar 2 detects an obstacle, the obstacle is located in front of the robot with an azimuth angle 0°. Likewise, Sonar 1, Sonar 3, IR 1, IR 2, IR 3, and IR 4 detect the obstacle with azimuths of 45°, -45°, -30°, -12°, 12°, and 30°, respectively. If both Sonar 2 and IR 3 detect an obstacle, then the obstacle's direction will be 6°, which is between Sonar 2 and IR 3. The estimated obstacle location is transformed into the global frame for the motion planner. The 
Obstacle avoidance relies on the detection of obstacles for the real-time operation of mobile robots. The sensor configuration is shown in Figure 3 . A DUR5200 Ultrasonic Sensor and GP2Y0A21YK Sharp Infrared Sensor are equipped on the mobile robot. There are three sonars (Sonar 1, Sonar 2, and Sonar 3) and four infrared sensors (IR 1, IR 2, IR 3, and IR 4) on the mobile robot, where θ 1 equals 12 • , θ 2 equals 18 • , and θ 3 equals 15 • . The detecting range of an ultrasonic sensor is from 4 to 255 cm, while the detecting distance range of the IR sensor is between 10 and 80 cm. The sensors' update rate are both 10 Hz. We assume the obstacle is located in the direction of the sensor if only a single sensor detects an obstacle. Otherwise, when two sensors detect an obstacle at the same time, we assume that the obstacle lies on the bisector of these two sensors' directions. Figure 4 shows 
Obstacle Avoidance Model by Harmonic Potential Field with Curvature Constraint
Extracting the topologically different candidate trajectories from a set of trajectories based on the equivalence relations and optimization schemes is a means of efficient online local trajectory optimization [44] . To provide a collision-free path rapidly to the planner, it is beneficial to extract a priori the streamlines that specify the essential motion pattern details of desired navigation trajectories such as curvature constraint and free of multiple local minima. In this section, we briefly summarize the smooth path produced by the streamlines of the harmonic potential field. Then we present a mobile robot navigation system based on the streamlines of HPF that satisfy the curvature constraint. The system is based on three primitive paths extracted from the streamlines and pure pursuit algorithm for streamline-changing.
Harmonic Potential Function and Streamlines
Harmonic potential functions are solutions to Laplace's Equation, so functions generated by Laplace's Equation do not exhibit local minima [7] . In a two-dimensional computational domain of Euclidean space, the velocity potential φ ∈ ( ) is a solution of Laplace's Equation 
Obstacle Avoidance Model by Harmonic Potential Field with Curvature Constraint
Harmonic Potential Function and Streamlines
Harmonic potential functions are solutions to Laplace's Equation, so functions generated by Laplace's Equation do not exhibit local minima [7] . In a two-dimensional computational domain of Euclidean space, the velocity potential φ ∈ ( ) is a solution of Laplace's Equation As the rays intersect with an obstacle, the nearest intersection point is retained. (a) An obstacle is in front of the robot. Sonar 2 detects an obstacle with distance less than 150 cm, the robot knows the obstacle is located in front of the robot with azimuth angle 0 • . (b) Both Sonar 2 and IR 3 detect the obstacle, and the obstacle's direction will be 6 • , which is between Sonar 2 and IR 3. The distance of the obstacle is the average of the data received from the two sensors.
Obstacle Avoidance Model by Harmonic Potential Field with Curvature Constraint
Extracting the topologically different candidate trajectories from a set of trajectories based on the equivalence relations and optimization schemes is a means of efficient online local trajectory optimization [44] . To provide a collision-free path rapidly to the planner, it is beneficial to extract a priori the streamlines that specify the essential motion pattern details of desired navigation trajectories such as curvature constraint and free of multiple local minima. In this section, we briefly summarize the C 2 smooth path produced by the streamlines of the harmonic potential field. Then we present a mobile robot navigation system based on the streamlines of HPF that satisfy the curvature constraint. The system is based on three primitive paths extracted from the streamlines and pure pursuit algorithm for streamline-changing.
Harmonic Potential Function and Streamlines
Harmonic potential functions are solutions to Laplace's Equation, so functions generated by Laplace's Equation do not exhibit local minima [7] . In a two-dimensional computational domain D of Euclidean space, the velocity potential φ ∈ C 2 (D) is a solution of Laplace's Equation ∇ 2 φ = 0 with the given boundary conditions that govern the flow of the non-viscous, incompressible, irrotational fluid particle motion at every point of the domain. Laplace's Equation can be solved analytically in simple cases or by numerical methods in a general situation. For numerical methods, Laplace's Equation in a computational domain D could be discretized using both the finite difference method or the finite element method, resulting in a system of linear equations for the solution of the potential value in a grid or mesh environment. The Jacobi iteration, Gauss-Seidel iteration, and SOR (successive over-relaxation) iteration methods in a grid environment can be employed to solve the linear equations with an efficient accuracy. A log-space algorithm with GPU acceleration was proposed to fix the numerical precision problem of the numerical solution of a linear system of linear equations at the grid points that have nearly vanishing gradients resulting from discretized Laplace's Equation via the finite difference methods [10] . A streamline indicates the local flow direction: its tangent at every point (vector field) is in the direction of the local fluid velocity associated with the flow defined in Equation (2) .
That is, the gradient of the obtained potential values gives the streamline or the direction of velocity at each grid [7] , offering an explicit specification of the heading of a smooth, natural-looking path for navigation. Higher order path characteristics such as curvature can also be obtained for streamlines, thus, being more predictable.
Consider a mobile robot at x = [x y] T modeled as a fluid particle moving with velocity v x , v y T in the Cartesian space. It moves in the +x-axis direction with a forward/longitudinal speed U to avoid a circular obstacle of radius r Obstacle (or an enlarged r Obs for safety) located at the origin. The velocity potential field φ(x, y) can be represented as the superposition of a uniform rectilinear flow and a doublet [19] as
where A = Ur 2 . According to [19] , the robot's velocity v x , v y T := [u, v] T in the Cartesian coordinate is determined by the gradient ∇φ(x, y)
In practice (and in our experiment in Section 5), we assume that the linear speed U = √ u 2 + v 2 is normalized to unity while its direction of motion is preserved. Then, the normalized velocity and the corresponding acceleration of each point on the streamline in the uniform flow are given by (5) and (6) .
Furthermore, curvature and deviation of curvature can be derived by velocity and acceleration as
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From the above equations, given a start position and a circle with a known radius at the origin, a streamline (integral curve) can be derived by numerical integration of the velocity vector field that specifies the tangent of the path or the robot heading at each point. In addition, the higher order path characteristics such as curvature are easily computable as well, making the path to be followed more predictable. That is, the velocity vector field of streamlines serves as a vector field for the guidance of the robot's motion everywhere in the obstacle-free region. Therefore, in path planning applications, streamlines provide a pool of systematic paths that have an explicit or analytic vector field for the tangent to the path as the path specification, and their higher order path properties such as curvature could be easily computed as well. However, there are several drawbacks for robots to purely follow streamline paths. First of all, we assume that the curvature of unicycle kinematics (1) is constrained by its upper bound. The curvature of streamline it follows has a larger curvature as the distance to the obstacle gets closer. For example, Figure 5 depicts that streamline starting from (−5, 0.2) exhibits the maximum curvature. Second, the paths with a smaller curvature are longer and keep an unnecessary distance with the obstacle. Moreover, for paths with an initial position further than the radius of the obstacle in the direction of the x-axis, it is not necessary to follow a streamline path because a robot can pass the obstacle straightly, such as the paths with a start position further than the radius of obstacle with the x-axis in Figure 5 . Therefore, we provide an improved streamline-based approach in the following section. 4  2  2  4  2  2  2  2   2  4  3  2  2  3  2  2   3  2  2  2  2  2  2  2  2  2  2   24  2  2 2
From the above equations, given a start position and a circle with a known radius at the origin, a streamline (integral curve) can be derived by numerical integration of the velocity vector field that specifies the tangent of the path or the robot heading at each point. In addition, the higher order path characteristics such as curvature are easily computable as well, making the path to be followed more predictable. That is, the velocity vector field of streamlines serves as a vector field for the guidance of the robot's motion everywhere in the obstacle-free region. Therefore, in path planning applications, streamlines provide a pool of systematic paths that have an explicit or analytic vector field for the tangent to the path as the path specification, and their higher order path properties such as curvature could be easily computed as well. However, there are several drawbacks for robots to purely follow streamline paths. First of all, we assume that the curvature of unicycle kinematics (1) is constrained by its upper bound. The curvature of streamline it follows has a larger curvature as the distance to the obstacle gets closer. For example, Figure 5 depicts that streamline starting from (−5, 0.2) exhibits the maximum curvature. Second, the paths with a smaller curvature are longer and keep an unnecessary distance with the obstacle. Moreover, for paths with an initial position further than the radius of the obstacle in the direction of the x-axis, it is not necessary to follow a streamline path because a robot can pass the obstacle straightly, such as the paths with a start position further than the radius of obstacle with the x-axis in Figure 5 . Therefore, we provide an improved streamlinebased approach in the following section. 
Three Primitive Paths with Curvature Constraint
In Figure 6 we show a scenario of three alternative options in which another obstacle is encountered immediately after circumventing one obstacle. Therefore, the robot has to turn sharply to prevent an imminent collision, as shown in Figure 6a . On the other hand, passing the first obstacle with a low curvature streamline allows the robot to pass these two obstacles from the same side while 
In Figure 6 we show a scenario of three alternative options in which another obstacle is encountered immediately after circumventing one obstacle. Therefore, the robot has to turn sharply to prevent an imminent collision, as shown in Figure 6a . On the other hand, passing the first obstacle with a low curvature streamline allows the robot to pass these two obstacles from the same side while there is not enough space to pass through between the two obstacles using a streamline and complying with the curvature constraint, as shown in Figure 6b . The third way shown in Figure 6c is passing the obstacle from there is not enough space to pass through between the two obstacles using a streamline and complying with the curvature constraint, as shown in Figure 6b . The third way shown in Figure 6c is passing the obstacle from the farther side by a sharp turn. The example demonstrates that the different timings for applying these two strategies are related to the upcoming obstacle's position after passing the first obstacle. There are two strategies for local obstacle avoidance based on streamlines. For local obstacle avoidance, a point robot could circumvent an obstacle from its left or its right side. Alternatively, it could also pass an obstacle with maximum curvature via a sharp turn. We first describe the three primitive paths for the avoidance of a single circular obstacle. For multiple obstacles, the same strategy is employed sequentially for every detected obstacle that is to be avoided. The following are the details and procedures of a sharp turn and low curvature turn for avoiding the obstacle by using streamline paths. Three collision-free primitive paths most aligned to the current robot's heading that achieve compliance with the curvature constraint of the mobile robot are proposed by exploiting the richness of the streamlines that cover the computational domain of Laplace's Equation and the rather intuitive property that the deflection and curvature of a streamline become smaller as it is farther from the obstacle. For simplicity of illustration, we refer to Figure 7 . It is assumed that the robot is moving in the +x-direction and a circular obstacle of radius r is located at the origin so that the maximum curvature of streamline occurs at the y-axis.
(A) Continuous-curvature sharp left or right turn Consider the avoidance of the nearest obstacle within the sensing range in front of the robot. Two curvature-constrained streamline-based left or right turn paths could be used as two primitive paths to ensure the safe navigation from the left or right side of the obstacle based on the obstacle's radius. In particular, we look for the two streamlines corresponding to the left turn and right turn with a curvature maximum equal to the maximum curvature max κ . The desired streamline is obtained by shifting the selected streamline in a parallel way until its curvature maximum point grazes the obstacle boundary. Figure 7 illustrates an example of a hydrodynamic streamline path with different curvature constraints. From the curvatures of flow depicted in Figure 7a (similar to the scenario of Figure 5 ), if the initial y-position is further away from the center of the obstacle, a collision-free path is a nearly straight streamline with a smaller curvature. In addition, we identify that the points with local maximum curvature on a streamline are located at the y-axis, assuming that for simplicity the robot is moving forward in the x-direction. In order to verify the curvature constraint for a streamline path, the points of maximum curvature of a streamline have to be found so that it is sufficient to search over the streamlines that satisfy the curvature constraint. In the scenario depicted in Figure 7 , the maximum curvature of a streamline path is smaller when further from the obstacle, and there are two There are two strategies for local obstacle avoidance based on streamlines. For local obstacle avoidance, a point robot could circumvent an obstacle from its left or its right side. Alternatively, it could also pass an obstacle with maximum curvature via a sharp turn. We first describe the three primitive paths for the avoidance of a single circular obstacle. For multiple obstacles, the same strategy is employed sequentially for every detected obstacle that is to be avoided. The following are the details and procedures of a sharp turn and low curvature turn for avoiding the obstacle by using streamline paths. Three collision-free primitive paths most aligned to the current robot's heading that achieve compliance with the curvature constraint of the mobile robot are proposed by exploiting the richness of the streamlines that cover the computational domain of Laplace's Equation and the rather intuitive property that the deflection and curvature of a streamline become smaller as it is farther from the obstacle. For simplicity of illustration, we refer to Figure 7 . It is assumed that the robot is moving in the +x-direction and a circular obstacle of radius r obs is located at the origin so that the maximum curvature of streamline occurs at the y-axis.
(A) Continuous-curvature sharp left or right turn Consider the avoidance of the nearest obstacle within the sensing range in front of the robot. Two curvature-constrained streamline-based left or right turn paths could be used as two primitive paths to ensure the safe navigation from the left or right side of the obstacle based on the obstacle's radius. In particular, we look for the two streamlines corresponding to the left turn and right turn with a curvature maximum equal to the maximum curvature κ max . The desired streamline is obtained by shifting the selected streamline in a parallel way until its curvature maximum point grazes the obstacle boundary. Figure 7 illustrates an example of a hydrodynamic streamline path with different curvature constraints. From the curvatures of flow depicted in Figure 7a (similar to the scenario of Figure 5 ), if the initial y-position is further away from the center of the obstacle, a collision-free path is a nearly straight streamline with a smaller curvature. In addition, we identify that the points with local maximum curvature on a streamline are located at the y-axis, assuming that for simplicity the robot is moving forward in the x-direction. In order to verify the curvature constraint for a streamline path, the points of maximum curvature of a streamline have to be found so that it is sufficient to search over the streamlines that satisfy the curvature constraint. In the scenario depicted in Figure 7 , the maximum curvature of a streamline path is smaller when further from the obstacle, and there are two points with a local maximum curvature in a single path. They lie on the y-axis and are identified first by a binary search presented in Algorithm 1. Algorithm 1 starts with a point (0, yLow_max) with curvature (7) not larger than the maximum κ(0, yLow_max) ≤ κ max (8) This point yLow_max with the largest magnitude |yLow| is identified by increasing the y coordinate from the upper-most border point (0, a) of the obstacle centered at (0, 0) with radius a. Then, Algorithm 1 of binary search is used to locate the point (0, yLow_min) between (0, yLow_max − a) and (0, yLow_max) with a curvature κ equal to the maximum allowed curvature κ max . Then, the streamline path is generated with a velocity U in (5) by numerical integration initialized with (0, yLow_min). In this way, we can find two streamlines S 1 , S 2 with a given maximum curvature with starts at a different location from the current robot position. The streamlines in the region between S 1 , S 2 do not comply with the curvature constraints. The modified streamlines obtained by pulling the streamlines S 1 , S 2 back to the current robot position are the paths, as shown in Figure 7b. points with a local maximum curvature in a single path. They lie on the y-axis and are identified first by a binary search presented in Algorithm 1. Algorithm 1 starts with a point (0, yLow_max) with curvature (7) not larger than the maximum
This point yLow_max with the largest magnitude yLow is identified by increasing the y coordinate from the upper-most border point (0, a) of the obstacle centered at (0, 0) with radius a. Then, Algorithm 1 of binary search is used to locate the point (0,yLow_min) between (0, yLow_max-a) and (0, yLow_max) with a curvature κ equal to the maximum allowed curvature κ . Then, the streamline path is generated with a velocity U in (5) by numerical integration initialized with (0, yLow_min). In this way, we can find two streamlines S , S with a given maximum curvature with starts at a different location from the current robot position. The streamlines in the region between S , S do not comply with the curvature constraints. The modified streamlines obtained by pulling the streamlines S , S back to the current robot position are the paths, as shown in Figure 7b . Among the possible streamlines that can pass a given obstacle in front of the mobile robot, a feasible path with a low curvature using Algorithm 1can be found. This is done by using Algorithm 1 for searching the unique streamline passing (0, yLow_max) with the largest |yLow| satisfying Equation (9) . This streamline is called the low curvature turn path. A low-curvature collision-free path is found by Algorithm 1, a lateral displacement vertical to the moving direction (as Figure 8 shows, along ±y direction) is used to pull the low curvature streamline path back to the current robot position. Figure 8 shows the concept of the low curvature path. Among the possible streamlines that can pass a given obstacle in front of the mobile robot, a feasible path with a low curvature using Algorithm 1can be found. This is done by using Algorithm 1 for searching the unique streamline passing (0, yLow_max) with the largest yLow satisfying Equation (9) . This streamline is called the low curvature turn path. A low-curvature collision-free path is found by Algorithm 1, a lateral displacement vertical to the moving direction (as Figure 8 shows, along ± direction) is used to pull the low curvature streamline path back to the current robot position. Figure 8 shows the concept of the low curvature path. Given an obstacle's radius and the robot's maximum allowed curvature, we can derive three primitive paths which satisfy the curvature constraints as described above. For all three primitive paths, the robot needs to keep a sufficient longitudinal distance with the obstacle to achieve the pursuit of the primitive paths with a stricter curvature constraint, i.e., a lower maximum curvature. In addition, while the maximum curvature constraint decreases, it is more difficult to achieve primitive paths. Excessively restrictive curvature constraint causes no feasible path is found. Moreover, the lateral distance to the obstacle will influence the ability to find a feasible path. Figure  9 demonstrates primitive paths correspond to various initial positions (or relative distance to the obstacle) and curvature constraints. Given an obstacle's radius and the robot's maximum allowed curvature, we can derive three primitive paths which satisfy the curvature constraints as described above. For all three primitive paths, the robot needs to keep a sufficient longitudinal distance with the obstacle to achieve the pursuit of the primitive paths with a stricter curvature constraint, i.e., a lower maximum curvature. In addition, while the maximum curvature constraint decreases, it is more difficult to achieve primitive paths. Excessively restrictive curvature constraint causes no feasible path is found. Moreover, the lateral distance to the obstacle will influence the ability to find a feasible path. Figure 9 demonstrates primitive paths correspond to various initial positions (or relative distance to the obstacle) and curvature constraints. 
Distance-Based Obstacle-Avoiding Path Selecting Strategy
The selecting strategy of quickly computing three primitive streamlines has to identify the situation the robot encounters, depending on the reaction distance to the upcoming obstacle position or lateral displacement relative to the size of the obstacle. The strategy is illustrated in the scenario of 
The selecting strategy of quickly computing three primitive streamlines has to identify the situation the robot encounters, depending on the reaction distance to the upcoming obstacle position or lateral displacement relative to the size of the obstacle. The strategy is illustrated in the scenario of Figure 10 . The robot is initially located at x = −2 with a different lateral distance y related to a cylindrical obstacle at the origin. Let b+ and b− be the points which two sharp turn paths intersect with the line x = −2. Figure 10 at the vertical line x = −2 is partitioned into intervals B+~B− by the labeled points d− to d+ according to the start points of the primitive paths, symmetrically with respect to the current robot position. We define L sharp as the distance between points c+ (the start point with a right sharp turn path) and c− (the start point with a low curvature path). 
The selecting strategy of quickly computing three primitive streamlines has to identify the situation the robot encounters, depending on the reaction distance to the upcoming obstacle position or lateral displacement relative to the size of the obstacle. The strategy is illustrated in the scenario of Specifically, given a current robot configuration and an obstacle of known size and location in front of the robot forward route, we propose the following rules The strategy is according to the relative lateral distance d lat ≤ r obs measured from the center of the obstacle (x obs ,y obs ) in front of the robot, where the current robot location is at a fixed longitudinal distance. The range [−r obs ,r obs ] according to the obstacle size is partitioned manually into three intervals from far to near to reflect the reaction distance as Figure 10 shows. Once an obstacle is sensed by the obstacle detector, the motion planner determines the proper primitive path via Equation (9) for the mobile robot to follow to circumvent the obstacle. This strategy is designed to use a low curvature turn in Intervals A+ and A−, while it pursues a sharp left turn in Interval B+ and a sharp right turn in Interval B− as the obstacle is closer. In addition, this strategy makes the avoidance of a small obstacle easier (with smaller r Obstacle ). Note that for obstacles with the same radius, the paths generated by streamlines of Laplace's Equation according to the same position are identical. Hence, a set of streamline paths can be a priori computed for circular obstacles with different radii and stored and maintained in the dataset. The path obtained by transforming a sample path computed for an obstacle located at the origin to the estimated or true obstacle position could then be re-used to online plan or re-plan the collision-free movement with a reduced time-complexity. In practice, the localization error requires the motion planner to online update the primitive path according to a proposed lateral distance-based path selection strategy. Figure 11 depicts the building blocks of the obstacle avoidance system. The real-time obstacle avoidance system is built by three subsystems, which are the obstacle detector, the motion planner that incorporates the curvature constraint, and the pure pursuit controller used to control the robot to follow the specific primitive path with an allowable angular velocity satisfying the curvature constraint. For the part of the robot's hardware, we used the robot's kinematic model to estimate the robot's own kinematics and the sensors to detect the surrounding environment. The obstacle's global location is estimated by the range data received from sonar and infrared sensors. Our motion planner initially selects a streamline starting from the robot's start position, which is generated based on an a priori known obstacle distribution. The obstacle's location is updated based on new sensor data during the robot's forward motion, and the motion planner will decide whether to enable local re-planning based on a path selection strategy or to retain the original path for the robot to follow. Local re-planning is performed by generating and updating a local subgoal that is on a new primitive collision-free path and the smooth transition between streamlines is enabled via pure pursuit. 
Real-Time Streamline-Based Obstacle Avoidance Strategy
Overview of the Obstacle Avoidance System
The strategy is according to the relative lateral distance d ≤ r measured from the center of the obstacle ( , ) in front of the robot, where the current robot location is at a fixed longitudinal distance. The range [− , ] according to the obstacle size is partitioned manually into three intervals from far to near to reflect the reaction distance as Figure 10 shows. Once an obstacle is sensed by the obstacle detector, the motion planner determines the proper primitive path via Equation (9) for the mobile robot to follow to circumvent the obstacle. This strategy is designed to use a low curvature turn in Intervals A + and A −, while it pursues a sharp left turn in Interval B + and a sharp right turn in Interval B − as the obstacle is closer. In addition, this strategy makes the avoidance of a small obstacle easier (with smaller ). Note that for obstacles with the same radius, the paths generated by streamlines of Laplace's Equation according to the same position are identical. Hence, a set of streamline paths can be a priori computed for circular obstacles with different radii and stored and maintained in the dataset. The path obtained by transforming a sample path computed for an obstacle located at the origin to the estimated or true obstacle position could then be re-used to online plan or re-plan the collision-free movement with a reduced time-complexity. In practice, the localization error requires the motion planner to online update the primitive path according to a proposed lateral distance-based path selection strategy. Figure 11 depicts the building blocks of the obstacle avoidance system. The real-time obstacle avoidance system is built by three subsystems, which are the obstacle detector, the motion planner that incorporates the curvature constraint, and the pure pursuit controller used to control the robot to follow the specific primitive path with an allowable angular velocity satisfying the curvature constraint. For the part of the robot's hardware, we used the robot's kinematic model to estimate the robot's own kinematics and the sensors to detect the surrounding environment. The obstacle's global location is estimated by the range data received from sonar and infrared sensors. Our motion planner initially selects a streamline starting from the robot's start position, which is generated based on an a priori known obstacle distribution. The obstacle's location is updated based on new sensor data during the robot's forward motion, and the motion planner will decide whether to enable local replanning based on a path selection strategy or to retain the original path for the robot to follow. Local re-planning is performed by generating and updating a local subgoal that is on a new primitive collision-free path and the smooth transition between streamlines is enabled via pure pursuit. Figure 11 . The flowchart of the online obstacle avoidance system for a curvature constrained non-holonomic mobile robot based on the primitive streamline paths, a path selection strategy, and a pure pursuit algorithm for streamline changing.
Real-Time Streamline-Based Obstacle Avoidance Strategy
Overview of the Obstacle Avoidance System
Pure Pursuit Controller for Mobile Robots
We assume that an initial streamline is chosen based on the initial robot configuration and an a priori known obstacle distribution, taking into consideration the curvature constraint. This initial path may collide with obstacles. To ensure the safe and smooth navigation, one subsystem of our obstacle avoidance system in Figure 11 is to make the robot redirect from following one streamline to an alternative streamline at a look-ahead distance via a local, online pure pursuit algorithm without violating curvature constraint. Figure 12 shows the plots of a streamline-changing circular path for redirecting the mobile robot from its current pose to a subgoal on another streamline via pure pursuit. The details are as follows.
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Figure 11. The flowchart of the online obstacle avoidance system for a curvature constrained nonholonomic mobile robot based on the primitive streamline paths, a path selection strategy, and a pure pursuit algorithm for streamline changing.
Pure Pursuit Controller for Mobile Robots
We assume that an initial streamline is chosen based on the initial robot configuration and an a priori known obstacle distribution, taking into consideration the curvature constraint. This initial path may collide with obstacles. To ensure the safe and smooth navigation, one subsystem of our obstacle avoidance system in Figure 11 is to make the robot redirect from following one streamline to an alternative streamline at a look-ahead distance via a local, online pure pursuit algorithm without violating curvature constraint. Figure 12 shows the plots of a streamline-changing circular path for redirecting the mobile robot from its current pose to a subgoal on another streamline via pure pursuit. The details are as follows. Pure pursuit is a path tracking method by calculating the curvature of a new circular path for a vehicle to pursuit a subgoal position ahead of the vehicle by leaving the initially planned path from its current position [20, 21] , where the orientation of the subgoal is not concerned. Due to the fact that non-holonomic mobile robots cannot directly move in the lateral direction, a robot pursues a subgoal position ahead of the robot to redirect from its current position along an arc of curvature κ via pure pursuit. Since the obstacle avoidance path can be computed analytically according to the relative position of the robot and obstacle and shape and size of the obstacle, this method has an implementation advantage.
Once a streamline is selected for streamline-changing, the next step is to find a subgoal point Xg which is located after the closest point in the global coordinate. Let a local coordinate system be attached to the robot with its origin set as the rotation center of the robot and the +x-axis of the local frame aligned with the forward motion direction. Then transform a subgoal point Xg in the global coordinate to xg,Robot = [xg yg] T in the local frame with xg and yg denoting the longitudinal and the lateral displacements, respectively:
where XRobot is the current robot position in the global frame, and θ is the heading angle of the robot in the global frame. The subgoal point xgRobot in the vehicle coordinates can be represented with curvature κ and α by geometry: Pure pursuit is a path tracking method by calculating the curvature of a new circular path for a vehicle to pursuit a subgoal position ahead of the vehicle by leaving the initially planned path from its current position [20, 21] , where the orientation of the subgoal is not concerned. Due to the fact that non-holonomic mobile robots cannot directly move in the lateral direction, a robot pursues a subgoal position ahead of the robot to redirect from its current position along an arc of curvature κ via pure pursuit. Since the obstacle avoidance path can be computed analytically according to the relative position of the robot and obstacle and shape and size of the obstacle, this method has an implementation advantage.
Once a streamline is selected for streamline-changing, the next step is to find a subgoal point X g which is located after the closest point in the global coordinate. Let a local coordinate system be attached to the robot with its origin set as the rotation center of the robot and the +x-axis of the local frame aligned with the forward motion direction. Then transform a subgoal point X g in the global coordinate to x g,Robot = [x g y g ] T in the local frame with x g and y g denoting the longitudinal and the lateral displacements, respectively:
where X Robot is the current robot position in the global frame, and θ is the heading angle of the robot in the global frame. The subgoal point x g,Robot in the vehicle coordinates can be represented with curvature κ and α by geometry:
where α is the angle of the arc between the vehicle and the subgoal (see Figure 12 ). The subgoal point to pursue keeps a specific look-ahead distance L = x g,Robot 2 + y g,Robot 2 , since non-holonomic robots cannot correct errors directly with respect to the nearest point on the path. Now the equations of the pure-pursuit curvature control law are derived. The curvature κ of the vehicle is defined as the inverse of the distance r c , also called the radius of curvature, between the vehicle's frame origin and its instantaneous CoR (center of rotation). Second, the curvature also represents the instantaneous change of the vehicle heading angle dθ with respect to the traveled distance ds. Hence, curvature is formally defined as follows:
In implementation, curvature can be defined as the instantaneous change of the heading angle ∆θ with respect to the travel distance U·∆t in one sampling time ∆t. Curvature then could be further related to the robot's velocity and angular velocity. Therefore, the angular velocity of a robot moves along a path at a constant forward speed U could be computed from the path curvature via the following relation (Equation (12)):
where κ = y g,Robot /L 2 [20] . To satisfy the maximum allowable curvature, we regularize the signed curvature as (14) Thus, the motion in the local frame of the robot can be applied to command the motion controller via the inverse kinematics of Equation (1). The displacement ∆X g in the global frame can be derived by exploiting the displacement ∆x Robot in the local frame
A pure pursuit algorithm summarizing this subsection is shown in Algorithm 2.
Algorithm 2. The pure pursuit streamline path.
Input: robot initial pose, target streamline path, look-ahead distance, maximum allowable curvature Output: status, pursuit path While (not timeout or status) do let R(θ) represent the transformation to robot coordinate pClosest← {(x, y)|min{|(x, y)-poseRobot|} and (x, y) in pursuitpath} X g ← {(x, y) | min{|(x, y) − pClosest|} and (x, y) in pursuit path after pClosest} x g,Robot ← R(θ)(X g − X Robot ) (9) Calculate the curvature κ←y g,Robot /L 2 Regularize the curvature constraints (Equation (14)) Set the steering angle of the robot (Equation (13) 
Setting Lookahead Distance
Look-ahead distance is the only parameter in the pure pursuit algorithm, and the reason for the look-ahead distance is that non-holonomic robots cannot correct errors directly with respect to the nearest point on the path [20] . The pure pursuit procedure is summarized in Algorithm 2. The common practice for setting look-ahead distance takes into consideration its effect on path geometry and tracking performance. A longer look-ahead distance results in smoother paths but a worse tracking accuracy. In contrast, a shorter look-ahead can reduce tracking errors more quickly. Yet, due to the curvature constraint, the pure pursuit controller may not be able to follow steering commands, and the robot motion becomes unstable. Therefore, a suitable look-ahead is needed for both stability and tracking performance. Figure 13 illustrates that the pure pursuit path is sensitive to the setting of look-ahead distance. In this example, there is an angle between the x-axis and the line connecting the point robot and the obstacle center. The path with a look-ahead of 0.5 m has an effective and efficient tracking ability. However, the path with too large of a look-ahead distance, 1 m, for example, is smoother but unable to track the path accurately. On the contrary, the path with a shorter look-ahead 0.1 m responds to tracking errors quickly, but the robot's motion is unstable and overdamping because of the curvature constraint. Both paths obtained with a look-ahead of 1 m and 0.1 m lead to a collision with the obstacle. 
Look-ahead distance is the only parameter in the pure pursuit algorithm, and the reason for the look-ahead distance is that non-holonomic robots cannot correct errors directly with respect to the nearest point on the path [20] . The pure pursuit procedure is summarized in Algorithm 2. The common practice for setting look-ahead distance takes into consideration its effect on path geometry and tracking performance. A longer look-ahead distance results in smoother paths but a worse tracking accuracy. In contrast, a shorter look-ahead can reduce tracking errors more quickly. Yet, due to the curvature constraint, the pure pursuit controller may not be able to follow steering commands, and the robot motion becomes unstable. Therefore, a suitable look-ahead is needed for both stability and tracking performance. Figure 13 illustrates that the pure pursuit path is sensitive to the setting of look-ahead distance. In this example, there is an angle between the x-axis and the line connecting the point robot and the obstacle center. The path with a look-ahead of 0.5 m has an effective and efficient tracking ability. However, the path with too large of a look-ahead distance, 1 m, for example, is smoother but unable to track the path accurately. On the contrary, the path with a shorter look-ahead 0.1 m responds to tracking errors quickly, but the robot's motion is unstable and overdamping because of the curvature constraint. Both paths obtained with a look-ahead of 1 m and 0.1 m lead to a collision with the obstacle. Figure 13 . Replanning via pure pursuit paths starting at a fixed position with a set of subgoals determined by different look-ahead distances. The pursuit paths with look-ahead distance 0.1 and 1 intersect with the obstacle, while the pure pursuit path with a look-ahead distance of 0.5 is collisionfree.
Multiple Obstacles Avoidance Strategies
In an environment composed of multiple obstacles, previous researchers provided several different methods to create a guidance vector field. The weighted superposition of a single obstacle is the most commonly used method for multiple obstacles (e.g., Reference [6, 8, 11, 12, 15, 18] ). Though the sum of HPFs is also HPF (hence, free of local minima), the superposition has no guarantee to satisfy the curvature constraint. Hence, we propose a new avoidance strategy for multiple obstacles.
(1) Superposition of multiple obstacles A weighted velocity field of each obstacle vector field not only guarantees no local equilibria in the workspace, but also satisfies the zero Neumann boundary condition on every boundary of an obstacle. In multiple obstacles, the path tangent or vector field at each point corresponds to the streamline of the flow with velocity defined by the weighted superposition of velocity which is induced by an individual obstacle. The total influence of all obstacles in an environment with Start Target path End pursuit x (m) y (m) Figure 13 . Replanning via pure pursuit paths starting at a fixed position with a set of subgoals determined by different look-ahead distances. The pursuit paths with look-ahead distance 0.1 and 1 intersect with the obstacle, while the pure pursuit path with a look-ahead distance of 0.5 is collision-free.
(1) Superposition of multiple obstacles A weighted velocity field of each obstacle vector field not only guarantees no local equilibria in the workspace, but also satisfies the zero Neumann boundary condition on every boundary of an obstacle. In multiple obstacles, the path tangent or vector field at each point corresponds to the streamline of the flow with velocity defined by the weighted superposition of velocity which is induced by an individual obstacle. The total influence of all obstacles in an environment with N obstacles on the velocity field V total can be expressed as the weighted sum of N velocity fields of V 1 , . . . , V N for each obstacle
where w i is the position-dependent weighting function for obstacle i. One can design
with d i denoting the shortest distance between the robot and the obstacle i. This design makes the closest obstacle have the largest weight. In real-time applications, Equation (16) is calculated for only all of the obstacles detected within the sensing range or a user-defined safety zone.
(2) The proposed strategy
We identify three primitive paths once the robot's initial pose, maximum allowable curvature, obstacle's position, and radius are given. Figure 14 summarized the discussions so far as a flowchart of hydrodynamic path planning in combination with pure pursuit in a multiple obstacles situation. In the multiple obstacles situation, we initialize a queue called poseRobotArray to store the robot's initial pose. While the queue is not empty, we assign the first element of poseRobotArray to poseRobot and pop the first element of the queue. Then, we move the robot forward to the target to check whether the path is collision-free. If no obstacles are detected on the path, we store the path into pathArray. Otherwise, we generate three primitive paths to avoid the detected obstacle. For each generated path, we check if it collides with any other obstacle. If it is still collision-free, we store the robot's final pose into poseRobotArray. On the other hand, we check if the collision happened before or after passing the first obstacle. If the collision happened before the first obstacle, we generate three primitive paths to avoid the new obstacle from the robot's initial pose. In contrast, we set the location of the closest point on the path to the original obstacle as poseRobot and then avoid the new obstacle. Finally, we select the optimized path from pathArray.
where is the position-dependent weighting function for obstacle i. One can design = ∏ with denoting the shortest distance between the robot and the obstacle i. This design makes the closest obstacle have the largest weight. In real-time applications, Equation (16) is calculated for only all of the obstacles detected within the sensing range or a user-defined safety zone.
We identify three primitive paths once the robot's initial pose, maximum allowable curvature, obstacle's position, and radius are given. Figure 14 summarized the discussions so far as a flowchart of hydrodynamic path planning in combination with pure pursuit in a multiple obstacles situation. In the multiple obstacles situation, we initialize a queue called poseRobotArray to store the robot's initial pose. While the queue is not empty, we assign the first element of poseRobotArrayto poseRobot and pop the first element of the queue. Then, we move the robot forward to the target to check whether the path is collision-free. If no obstacles are detected on the path, we store the path into pathArray. Otherwise, we generate three primitive paths to avoid the detected obstacle. For each generated path, we check if it collides with any other obstacle. If it is still collision-free, we store the robot's final pose into poseRobotArray. On the other hand, we check if the collision happened before or after passing the first obstacle. If the collision happened before the first obstacle, we generate three primitive paths to avoid the new obstacle from the robot's initial pose. In contrast, we set the location of the closest point on the path to the original obstacle as poseRobot and then avoid the new obstacle. Finally, we select the optimized path from pathArray. 
Comparisons and Experiment
In this section, we demonstrate the proposed algorithm for navigation within multiple circular obstacles via comparisons with other methods to show the planner's performance in a cluttered environment and a proof of concept experiment to show the feasibility. The speed of the robots was Figure 14 . The flowchart of sequential obstacle avoidance by the hydrodynamic path planning with pure pursuit in the multiple obstacles situation.
In this section, we demonstrate the proposed algorithm for navigation within multiple circular obstacles via comparisons with other methods to show the planner's performance in a cluttered environment and a proof of concept experiment to show the feasibility. The speed of the robots was set as 1 m/s for all scenarios and the initial heading direction is aligned in the positive x-axis defined as the forward direction. Two different cases are discussed.
-
Pure pursuit method vs. lane hopping method -Multiple obstacles environment
Comparison of the Pure Pursuit Method and Lane Hopping Method
In order to leave an initially planned streamline and change to another one, lane hopping (streamline changing) [14] is enabled in case the mobile robot (1) is too close to the obstacle (risk of imminent collision) or the current streamline the robot follows violates the curvature constraint. Lane hopping requires that the x coordinate in the two streamline paths before and after hopping is almost the same. In the lane-hopping method, a 2 × 2 filter matrix K f ilter is used to generate the lane-hopping paths. In contrast to the filter matrix, the pure pursuit strategy is easier in application, for only a single value of the look-ahead distance is needed to be tuned. Thus, it is easier to find feasible paths by pure pursuit. Furthermore, the pure pursuit method is also designed to satisfy the curvature constraint for the part of the streamline-changing path, in addition to smoothness. Figure 15 presents that the pursuit of a target path both by pure pursuit and lane hopping. Both the filter matrix K f ilter = 0.1I with I the 2 × 2 identity matrix in lane-hopping, and look-ahead distance L = 0.5 m in pure pursuit are selected manually so that the pursuit paths can achieve their respective subgoal on the selected new streamline to be followed. The maximum curvature of lane hopping (about 10 (1/m)) is remarkably larger than that of pure pursuit (1(1/m)) at the beginning of streamline changing, and the lane-hopping path can achieve the target streamline earlier.
axis defined as the forward direction. Two different cases are discussed.
In order to leave an initially planned streamline and change to another one, lane hopping (streamline changing) [14] is enabled in case the mobile robot (1) is too close to the obstacle (risk of imminent collision) or the current streamline the robot follows violates the curvature constraint. Lane hopping requires that the x coordinate in the two streamline paths before and after hopping is almost the same. In the lane-hopping method, a 2 2 × filter matrix is used to generate the lane-hopping paths. In contrast to the filter matrix, the pure pursuit strategy is easier in application, for only a single value of the look-ahead distance is needed to be tuned. Thus, it is easier to find feasible paths by pure pursuit. Furthermore, the pure pursuit method is also designed to satisfy the curvature constraint for the part of the streamline-changing path, in addition to smoothness. Figure 15 presents that the pursuit of a target path both by pure pursuit and lane hopping. Both the filter matrix = 0.1 with I the 2 2 × identity matrix in lane-hopping, and look-ahead distance L = 0.5 m in pure pursuit are selected manually so that the pursuit paths can achieve their respective subgoal on the selected new streamline to be followed. The maximum curvature of lane hopping (about 10 (1/m)) is remarkably larger than that of pure pursuit (1(1/m)) at the beginning of streamline changing, and the lane-hopping path can achieve the target streamline earlier. 
Multi-Obstacles Environment
Comparison with Streamline Path by Weighting Velocity of Each Single Obstacle
In Figure 16 , the proposed method is compared with the streamline path obtained via the weighting method. The maximum curvature of the pure pursuit path and streamline path are 0.50 (1/m) and 1.44 (1/m), respectively. The maximum curvature of the pure pursuit path is smaller than the streamline path. 
Multi-Obstacles Environment
Comparison with Streamline Path by Weighting Velocity of Each Single Obstacle
Clutter Case: Comparison with Lau's Approach
In this example, we compare our methods with a fluid motion planner provided by Lau et al. [18] in Figure 17 . In the clutter case, there are two feasible paths with curvature constraints of 0.3 (1/m) and 0.8 (1/m), respectively, by our proposed method. On the other hand, the streamline path with curvature constraints 1 (1/m) collides with an obstacle and fails due to a late response. In sum, our proposed method performed well and can have a higher probability to get feasible paths with a small maximum curvature. 
Proof of Concept Experiment and Discussion
In the performed indoor experiment, three aspects related to the feasibility of trajectory generation are presented, which are (1) curvature constraint, (2) arrangement of obstacles, and (3) sensor detection error. First, while the maximum curvature constraint decreases, it is more difficult for robots to achieve primitive paths. Second, a robot needs to keep enough clearance from the obstacle to ensure the pursuit of all the three primitive paths possible. Third, we rely on low-cost sonar and infrared sensors to estimate the obstacle location. Furthermore, in order to guarantee obstacle avoidance, the obstacles are arranged so that only one obstacle is detected within a prespecified look-ahead distance of the mobile robot's current location at a time. Table 1 lists the parameters of the robot platform related to the experiment. 
Clutter Case: Comparison with Lau's Approach
Proof of Concept Experiment and Discussion
In the performed indoor experiment, three aspects related to the feasibility of trajectory generation are presented, which are (1) curvature constraint, (2) arrangement of obstacles, and (3) sensor detection error. First, while the maximum curvature constraint decreases, it is more difficult for robots to achieve primitive paths. Second, a robot needs to keep enough clearance from the obstacle to ensure the pursuit of all the three primitive paths possible. Third, we rely on low-cost sonar and infrared sensors to estimate the obstacle location. Furthermore, in order to guarantee obstacle avoidance, the obstacles are arranged so that only one obstacle is detected within a pre-specified look-ahead distance of the mobile robot's current location at a time. Table 1 lists the parameters of the robot platform related to the experiment. The robot and the obstacle are modeled as a circle defined by its radius r Robot = 0.2 m (Table 1) , r Obstacle = 0.1 m, respectively. The mobile robot is initially located at the origin of the global coordinate system and its initial forward moving direction is the + x-axis. The mobile robot is modeled as a kinematic unicycle (1) with curvature as a constrained input bounded by the maximum curvature ( Figure 2 ) while the tangential speed is held constant with v x = U = 0.5 m/s. The robot pose is obtained by numerically integrating Equation (1), which is directly controlled by the path curvature or angular velocity with the maximum allowable curvature for the mobile robot set as 1.5 (1/m), as shown in Table 1 . Thus, the angular speed is upper bounded by ω ≤ κ max U = 1.5 * 0.5 = 0.75 rad/s. The pure pursuit command rate is 10 Hz, and the safety distance is r Safe = 0.1 m, which is the robot displacement in a period to allow a sharp turn in case of an imminent collision. Given a safety distance r Safe between a robot and a detected obstacle, the radius of the obstacle is enlarged to account for the robot radius as r Obs = r Obstacle + r Robot + r Safe = 0.4 m for guaranteed local obstacle avoidance. In our experiment, the look-ahead distance is equal to the robot radius L = r Robot = 0.2 m. Note that if different subgoals between the obstacles are selected online for streamline changing from the current robot pose, we obtain topologically different paths with different curvatures for sequential obstacle avoidance in an environment with multiple obstacles. This is seen in the experiment in the following.
The distance between the robot's center and the obstacle's center is D = D Sensor + r Obstacle + r Robot , where D Sensor is the range value measured by the sensor. In the case of a circular robot and a circular obstacle, which is the case studied in this paper, the collision-free criterion for safe navigation is that the distance D between the point robot (robot center) and the obstacle center is larger than r Obs , i.e., D > 0.4. In the experiment reported here, a left/right turn is the default action and must maintain at least 0.4 m to a detected obstacle to be avoided. A narrow passage is not considered in this proof of concept experiment, since this default action may cause navigation difficulty, if not an impossibility in such a situation.
Online static cylinder obstacles avoidance
The experimental setup for the task of avoidance of multiple obstacles is operating a mobile robot Dr. Robot X80 in a cluttered indoor environment. Similar to Reference [11] , there are four cylinder obstacles, all assumed to be identical cylinders with radius r Obstacle = 0.1 m, placed at (1, 0), (1.8, −0.6), (2.6, 0) and (2.6, −1.2) in meters, which are distributed around the forward motion route. The velocity field generated by the gradient of the HPF solution to Laplace's Equation for this map is depicted in Figure 18 . We assume the following: (i) We do not consider the navigation between very tight spaces, thus, the obstacles are arranged far apart to avoid the difficulty of APF-based navigation within a narrow passage. We arrange the clearance between any two adjacent obstacles smaller than the sensing range of the sensors but large enough to allow the pure pursuit algorithm to generate a local collision-free path for navigation. Specifically, the minimum distance between two obstacles' centers is 2r Obs = 0.8 m, wide enough for the robot to pass between two obstacles.
(ii) The projection of all obstacles onto the ground plane is an identical circle, but the number of static obstacles and their locations are unknown.
The navigation trajectories generated in the experiment are depicted in Figure 19 , along with Figure 20 showing the corresponding velocities and the path curvature profiles of two navigation paths with nearly the same starting point at the origin. The velocity field covers the free space and does not pass through the obstacles as desired. For the experiment shown here in Figure 19 , the robot starts at the origin and initially follows a straight streamline trajectory with a speed of 0.5 m/s along the +x-axis. Then it confronts the detected obstacles in the front, and two feasible smooth navigation paths are generated for online safe and smooth navigation via the proposed HPF-based planner during the experiment. Different paths are obtained due to the slight variation in the initial position and heading of the mobile robot. It is noted that the portion of the two smooth paths is between two obstacles, thus no collision is guaranteed, and the maximum curvature of either path does not violate the maximum curvature. As remarked in Reference [28] , the smoothness of the trajectory and its gradient is generic due to the physical characteristics of the continuously differentiable velocity potential solution to Laplace's Equation mentioned in Section 3. The map of the environment is created by Hector SLAM, an open source SLAM algorithm available in ROS [23] based on the laser range data processed after the experiment. The robot can autonomously localize itself once new sensor readings are available (within 1 ms). The location of the detected obstacle fluctuates because of sensor noise and detection error. In this scenario, the primitive paths can be computed within 0.2 ms in our implementation. The obstacle avoidance system based on a priori selection of fast computing primitive streamline paths is computationally efficient, and the reaction time is able to handle the situation as obstacles in the front are detected, thus, making the system real-time. We remark that other options of a wide range of more involved trajectories such as B-spline [45] are applicable for the proposed obstacle avoidance system depicted in Figure 11 , not only pertinent to streamlines. The main computational requirement is that the trajectories employed as primitive paths compatible with curvature constraint are a priori computed and could be online selected based on some rules, thus, preventing the generation of infeasible paths. (ii) The projection of all obstacles onto the ground plane is an identical circle, but the number of static obstacles and their locations are unknown.
The navigation trajectories generated in the experiment are depicted in Figure 19 , along with Figure 20 showing the corresponding velocities and the path curvature profiles of two navigation paths with nearly the same starting point at the origin. The velocity field covers the free space and does not pass through the obstacles as desired. For the experiment shown here in Figure 19 , the robot starts at the origin and initially follows a straight streamline trajectory with a speed of 0.5 m/s along the +x-axis. Then it confronts the detected obstacles in the front, and two feasible smooth navigation paths are generated for online safe and smooth navigation via the proposed HPF-based planner during the experiment. Different paths are obtained due to the slight variation in the initial position and heading of the mobile robot. It is noted that the portion of the two smooth paths is between two obstacles, thus no collision is guaranteed, and the maximum curvature of either path does not violate the maximum curvature. As remarked in Reference [28] , the smoothness of the trajectory and its gradient is generic due to the physical characteristics of the continuously differentiable velocity potential solution to Laplace's Equation mentioned in Section 3. The map of the environment is created by Hector SLAM, an open source SLAM algorithm available in ROS [23] based on the laser range data processed after the experiment. The robot can autonomously localize itself once new sensor readings are available (within 1 ms). The location of the detected obstacle fluctuates because of sensor noise and detection error. In this scenario, the primitive paths can be computed within 0.2 ms in our implementation. The obstacle avoidance system based on a priori selection of fast computing primitive streamline paths is computationally efficient, and the reaction time is able to handle the situation as obstacles in the front are detected, thus, making the system real-time. We remark that other options of a wide range of more involved trajectories such as B-spline [45] are applicable for the proposed obstacle avoidance system depicted in Figure 11 , not only pertinent to streamlines. The main computational requirement is that the trajectories employed as primitive paths compatible with curvature constraint are a priori computed and could be online selected based on some rules, thus, preventing the generation of infeasible paths. Figure 19 , where v = 0.5 is the desired constant reference longitudinal/forward/tangential speed and v is the lateral speed of the robot.
Conclusions
Recent developments on navigation methodologies for autonomous unmanned vehicles show that the HPF-based navigation algorithm is an example of the unifying view or framework of a vector field or dynamical systems based vehicle navigation pattern generators inspired from the scalar function of APFs (e.g., Reference [38] ). The streamlines provide a pool of systematic, predictable smooth primitive paths that are integral curves of explicit and easily computable vector fields useful for the specification of the path tangent for directional navigation guidance and higher order path characteristics such as the curvature at each point of the path followed by autonomous vehicles. We demonstrate the practical usefulness of an HPF-based method to generate smooth paths for nonholonomic mobile robots to avoid obstacles via an obstacle avoidance system based on streamlines with a curvature constraint in this paper. First, streamlines extracted from the harmonic potential field are used to design three primitive smooth paths satisfying the curvature constraint for a single obstacle avoidance along with their application situations according to a lateral distance relative to obstacle size. Second, the pure pursuit algorithm is implemented to pursuit streamline-changing paths satisfying the curvature constraint for local multiple-obstacle avoidance situations. The simulation results show that pure pursuit paths in combination with initially planned streamlines can find feasible paths with smaller curvature constraints compared to previous hydrodynamicsbased approaches. Furthermore, a proof of concept experiment was conducted to validate that the obstacle avoidance system based on the a priori selection of fast computing primitive streamline paths is computationally efficient and that the reaction time is able to handle the situation of an obstacle being detected in front of it online. Future work is planned to focus on the extension to 3D space, and toward safe navigation in environments of increasing size and complexity such as moving Figure 19 , where v = 0.5 is the desired constant reference longitudinal/forward/tangential speed and v is the lateral speed of the robot.
Recent developments on navigation methodologies for autonomous unmanned vehicles show that the HPF-based navigation algorithm is an example of the unifying view or framework of a vector field or dynamical systems based vehicle navigation pattern generators inspired from the scalar function of APFs (e.g., Reference [38] ). The streamlines provide a pool of systematic, predictable smooth primitive paths that are integral curves of explicit and easily computable vector fields useful for the specification of the path tangent for directional navigation guidance and higher order path characteristics such as the curvature at each point of the path followed by autonomous vehicles. We demonstrate the practical usefulness of an HPF-based method to generate smooth paths for nonholonomic mobile robots to avoid obstacles via an obstacle avoidance system based on streamlines with a curvature constraint in this paper. First, streamlines extracted from the harmonic potential field are used to design three primitive smooth paths satisfying the curvature constraint for a single obstacle avoidance along with their application situations according to a lateral distance relative to obstacle size. Second, the pure pursuit algorithm is implemented to pursuit streamline-changing paths satisfying the curvature constraint for local multiple-obstacle avoidance situations. The simulation results show that pure pursuit paths in combination with initially planned streamlines can find feasible paths with smaller curvature constraints compared to previous hydrodynamicsbased approaches. Furthermore, a proof of concept experiment was conducted to validate that the obstacle avoidance system based on the a priori selection of fast computing primitive streamline paths is computationally efficient and that the reaction time is able to handle the situation of an obstacle being detected in front of it online. Future work is planned to focus on the extension to 3D space, and toward safe navigation in environments of increasing size and complexity such as moving Figure 19 , where v x = 0.5 is the desired constant reference longitudinal/forward/tangential speed and v y is the lateral speed of the robot.
Recent developments on navigation methodologies for autonomous unmanned vehicles show that the HPF-based navigation algorithm is an example of the unifying view or framework of a vector field or dynamical systems based vehicle navigation pattern generators inspired from the scalar function of APFs (e.g., Reference [38] ). The streamlines provide a pool of systematic, predictable smooth primitive paths that are integral curves of explicit and easily computable vector fields useful for the specification of the path tangent for directional navigation guidance and higher order path characteristics such as the curvature at each point of the path followed by autonomous vehicles. We demonstrate the practical usefulness of an HPF-based method to generate smooth paths for non-holonomic mobile robots to avoid obstacles via an obstacle avoidance system based on streamlines with a curvature constraint in this paper. First, streamlines extracted from the harmonic potential field are used to design three primitive smooth paths satisfying the curvature constraint for a single obstacle avoidance along with their application situations according to a lateral distance relative to obstacle size. Second, the pure pursuit algorithm is implemented to pursuit streamline-changing paths satisfying the curvature constraint for local multiple-obstacle avoidance situations. The simulation results show that pure pursuit paths in combination with initially planned streamlines can find feasible paths with smaller curvature constraints compared to previous hydrodynamics-based approaches. Furthermore, a proof of concept experiment was conducted to validate that the obstacle avoidance system based on the a priori selection of fast computing primitive streamline paths is computationally efficient and that the reaction time is able to handle the situation of an obstacle being detected in front of it online. Future work is planned to focus on the extension to 3D space, and toward safe navigation in environments of increasing size and complexity such as moving obstacles and multiple vehicles scenarios with the complete real-time HPF-based path planner. Additionally, it is also interesting to see the navigation performance under different sensor qualities such as the RGB-D sensor.
