Simulateur d'activités de la vie quotidienne et validation de scénario by Busnel, Pierre
Simulateur d'activites de la vie quotidienne 
et validation de scenario 
par 
Pierre Busnel 
memoire presente au Departement d'informatique 
en vue de l'obtention du grade de maitre es sciences (M.Sc.) 
FACULTE DES SCIENCES 
UNIVERSITE DE SHERBROOKE 
Sherbrooke, Quebec, Canada, avril 2008 
1111 
1*1 Library and Archives Canada 
Published Heritage 
Branch 
395 Wellington Street 
Ottawa ON K1A0N4 
Canada 
Bibliotheque et 
Archives Canada 
Direction du 
Patrimoine de I'edition 
395, rue Wellington 
Ottawa ON K1A0N4 
Canada 
Your file Votre reference 
ISBN: 978-0-494-49469-1 
Our file Notre reference 
ISBN: 978-0-494-49469-1 
NOTICE: 
The author has granted a non-
exclusive license allowing Library 
and Archives Canada to reproduce, 
publish, archive, preserve, conserve, 
communicate to the public by 
telecommunication or on the Internet, 
loan, distribute and sell theses 
worldwide, for commercial or non-
commercial purposes, in microform, 
paper, electronic and/or any other 
formats. 
AVIS: 
L'auteur a accorde une licence non exclusive 
permettant a la Bibliotheque et Archives 
Canada de reproduire, publier, archiver, 
sauvegarder, conserver, transmettre au public 
par telecommunication ou par Plntemet, prefer, 
distribuer et vendre des theses partout dans 
le monde, a des fins commerciales ou autres, 
sur support microforme, papier, electronique 
et/ou autres formats. 
The author retains copyright 
ownership and moral rights in 
this thesis. Neither the thesis 
nor substantial extracts from it 
may be printed or otherwise 
reproduced without the author's 
permission. 
L'auteur conserve la propriete du droit d'auteur 
et des droits moraux qui protege cette these. 
Ni la these ni des extraits substantiels de 
celle-ci ne doivent etre imprimes ou autrement 
reproduits sans son autorisation. 
In compliance with the Canadian 
Privacy Act some supporting 
forms may have been removed 
from this thesis. 
Conformement a la loi canadienne 
sur la protection de la vie privee, 
quelques formulaires secondaires 
ont ete enleves de cette these. 
While these forms may be included 
in the document page count, 
their removal does not represent 
any loss of content from the 
thesis. 
Canada 
Bien que ces formulaires 
aient inclus dans la pagination, 
il n'y aura aucun contenu manquant. 
Le 22 avril 2008 
lejury a accepte le memoire de M. Pierre Busnel dans sa version finale. 
Membres dujury 
Mme Helene Pigot 
Directrice 
Departement d'informatique 
M. Sylvain Giroux 
Membre 
Departement d'informatique 
M. Richard St-Denis 
President-rapporteur 
Departement d'informatique 
Sommaire 
La simulation des activites de la vie quotidienne (AVQ) dans le contexte des habitats 
intelligents a pour but l'obtention rapide et massive de donnees similaires aux sorties des 
capteurs qui composent l'habitat intelligent. Rapide, pour ne pas avoir a observer une 
meme activite pendant plusieurs mois, massive pour obtenir une base de connaissances 
substantielle des activites a observer. Pour atteindre cet objectif, les concepts relatifs 
aux AVQ tels que la composition des activites, les ressources et les parametres que Ton 
souhaite observer doivent etre extraits du monde reel pour etre transposes dans le monde 
de la simulation. 
Le processus de developpement du simulateur d'AVQ prend l'observation du monde reel 
comme point de depart et decrit les etapes qui amenent a l'implementation puis a la 
validation du simulateur. Le simulateur, ayant deja fait l'objet d'un travail de maitrise, a 
ete refactorise pour degager les differents concepts relatifs aux AVQ avant d'etre valide. 
Dans ce contexte, nous abordons d'une part, la methodologie liee a la refactorisation 
du code original du simulateur pour refleter plus precisement le monde reel et faciliter 
l'ajout de fonctionnalites necessaires au bon deroulement de la simulation. D'autre part, 
nous etudions les techniques de validation existantes et proposons celles a implementer 
pour valider le simulateur d'AVQ. Nous implantons deux techniques, le data historical 
validation et la validation par animation, que nous testons sur un scenario observe dans 
le milieu reel. 
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Introduction 
Le vieillissement de la population 
Les pays occidentaux font face a une augmentation de la population vieillissante, 
conjointement a une baisse du taux de natalite. D'apres une estimation du bureau de 
recensement americain, le nombre de personnes agees de 65 ans et plus, etait de 36 millions 
en 2003 et devrait atteindre 72 millions en 2030 et 86.7 millions en 2050 [7]. On retrouve 
des chiffres proportionnellement similaires dans l'ensemble des pays occidentaux. Cette 
situation entraine une augmentation de maladies ou d'accidents dus au vieillissement 
normal ou pathologique qui conduit a la perte d'autonomie et reduit la qualite de vie des 
personnes agees. 
La maladie d'Alzheimer est l'une des maladies les plus connues liees a l'age. Selon le 
sondage precedemment cite, on estimait a 4,5 millions le nombre d'americains atteints de 
la maladie d'Alzheimer en 2000 et que ce nombre atteindrait 13,2 millions en 2050 [6]. 
La maladie d'Alzheimer est une maladie degenerative qui provoque principalement des 
pertes cognitives [4]. Des deficits de memoire, de planification et de jugement entrainent 
une perte d'autonomie. Dans les premiers temps de la maladie, les malades ressentent des 
difficultes lors de la realisation de taches inhabituelles ou complexes, mais restent toutefois 
capables de vivre dans un environnement familier et d'effectuer des taches simples. Les 
risques d'isolement, de malnutrition, de brulures, d'inondations et d'incendies augmentent 
au fur et a mesure de revolution de la maladie. Dans les derniers moments de la maladie, 
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les malades necessitent une assistance continue, qui entraine frequemment un transfert 
en milieu hospitalier. 
Malgre ces handicaps, 92% des personnes agees souhaitent rester chez elles et 40% 
preferent passer les derniers moments de leur vie dans leur maison [7]. Les personnes agees 
dependent de leur famille et d'aides-soignants pour les aider dans leur vie quotidienne, 
ce qui devient rapidement tres difficile pour les aidants [4]. Ann d'alleger le fardeau 
des proches, un environnement intelligent pourrait compenser les pertes cognitives des 
personnes agees en leur fournissant des indices pour realiser plus facilement leurs activites 
de la vie quotidienne (AVQ). 
L'assistance cognitive 
Un habitat intelligent interagit avec l'occupant pour ameliorer ou lui redonner son au-
tonomic grace a l'informatique diffuse [12]. Contrairement au concept de tele-assistance, 
ou l'aidant se situe a l'exterieur, les habitats intelligents sont similaires a un systeme clos, 
compose de l'habitat et de son occupant. L'habitat intelligent est generalement equipe 
de differents types de capteurs connectes a un serveur qui emmagasine et analyse les 
donnees collectees grace a des techniques d'intelligence artificielle. L'habitat intelligent 
peut ensuite intervenir pour eviter des situations a risque et pour aider l'occupant a 
terminer ses activites [17]. 
L'assistance peut se diviser en deux parties : l'assistance physique et l'assistance 
cognitive. Dans la premiere, 1'environnement vise a compenser le handicap physique en 
proposant des outils appropries tels que des telecommandes, la reconnaissance vocale, 
une chaise roulante, etc. Dans le cas de l'assistance cognitive, l'environnement vise a 
compenser les pertes cognitives de l'individu en lui donnant des indices et en interagissant 
avec lui selon les besoins de la situation. 
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Le laboratoire Domus 
Au laboratoire Domus de l'Universite de Sherbrooke, l'assistance cognitive s'oriente 
vers l'aide aux personnes souffrant de troubles cognitifs pour y developper des outils d'as-
sistance cognitive [5]. La creation de ces outils souleve des problemes en matiere d'infor-
matique diffuse et contextuelle, d'intelligence artificielle, de reseautique et de conception 
d'interface [12]. 
Le laboratoire Domus comprend un appartement fonctionnel, parseme de capteurs 
electromagnetiques afin de detecter l'ouverture des portes, de capteurs de mouvement 
ainsi que de tapis tactiles pour localiser l'occupant. L'activite realisee par l'occupant au 
sein de l'appartement est reconnue grace a l'analyse des donnees issues des capteurs. 
Dans la vie quotidienne, nous realisons des activites de manieres differentes. Par 
exemple, lors de la routine matinale, l'un peut se lever a un moment different selon le jour 
de la semaine, aller a la salle de bain puis prendre son petit-dejeuner. II peut egalement 
etre interrompu par un appel telephonique ou decider de rester plus longtemps dans la 
cuisine pour ecouter la radio. II y a done une multitude de deroulements possibles pour 
la meme activite. Les capteurs sont alors actives dans un ordre different, a un moment 
different, et pour une duree differente. Afin d'ameliorer la reconnaissance d'activites, les 
donnees de differents scenarios d'une meme activite doivent etre disponibles pour realiser 
un apprentissage de ces scenarios. Malheureusement, obtenir de telles donnees prendrait 
des mois voire des annees d'enregistrement. Un simulateur d'AVQ est necessaire pour 
generer des sorties capteurs similaires a celles issues de la vie quotidienne ou une activite 
peut etre interrompue ou s'etendre sur une duree variable. 
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Le simulateur d'AVQ 
Abdelkader Ghouraf presente dans son memoire les fondements theoriques d'un si-
mulateur d'AVQ, par exemple les reseaux de Petri, les interruptions, les ressources de 
l'individu et de l'environnement [10], [2]. Cette etude a abouti au developpement d'un 
prototype du simulateur implementant en partie ces fondements. Cependant, l'utilisation 
du simulateur pour produire des agendas d'activites proches de la realite necessite da-
vantage de developpement. Les sorties capteurs produites par le simulateur doivent done 
etre validees arm d'en assurer la coherence avec les donnees de la vie reelle. 
Le chapitre 1 presentera une revue de litterature axee sur la theorie de la simulation, 
les composants de la vie reelle et ceux du monde de la simulation, pour en expliquer 
les principaux fondements. Le chapitre 2 etablira les objectifs a atteindre en matiere de 
maintenance du code d'une part, de validation des sorties du simulateur d'autre part. La 
methodologie entreprise pour atteindre ces objectifs sera ensuite detaillee. Les resultats 
obtenus, tant au niveau du code qu'au niveau de la validation, seront illustres dans le 
chapitre 3 avant d'etre discuter dans la conclusion. 
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Chapitre 1 
Revue de litterature 
Depuis plusieurs annees, la simulation fait l'objet de recherches scientifiques. Les 
protagonistes de ces recherches tentent de standardiser la modelisation de systemes 
complexes. Dans ce chapitre, nous parcourons les differentes etapes de modelisation, 
etablissons les objectifs a atteindre pour chaque etape ainsi que les moyens employes 
pour y parvenir. Ces objectifs concernent d'une part le code du simulateur, c'est-a-dire 
sa structure et sa lisibilite, et la validation des sorties generees par le simulateur d'autre 
part. 
1.1 Theorie de la simulation 
Depuis plusieurs dizaines annees, des travaux de recherche sont effectues pour modeli-
ser rapidement et efficacement des systemes complexes [18], [1], [13]. Le but est de 
mettre au point des simulateurs capables de produire des resultats similaires a ceux 
obtenus dans la realite mais en plus grande quantite et dans un laps de temps plus court. 
Le modele de simulation doit done refleter le plus fldelement possible la realite. Une 
observation fine et une analyse profonde du monde reel sont necessaires lors du processus 
de developpement. Associes a la perception du monde reel, les objectifs du simulateur 
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doivent definir la problematique a resoudre, afin d'elaborer des theories du systeme a 
observer. 
Sargent et al. proposent un cycle de developpement presentant les differentes etapes a 
suivre lors du developpement d'un simulateur et l'etroite relation entre le monde reel et 
le monde de la simulation [18], [1]. La figure 1 illustre le paradigme de Sargent. Celui-
ci part de l'observation du monde reel et des donnees collectees dans ce monde pour 
formuler des theories qui sont, par la suite, exprimees dans le monde de la simulation. 
Les deux prochaines sections presentent le monde reel et le monde de la simulation. 
Monde 
r A p | /Donnees 
, C C I
 ' collectees 
Monde 
simulation 
Figure 1 - Cycle de developpement d'un modele de simulation d'apres Sargent 
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1.2 La realisation des AVQ dans le monde reel 
Dans ce contexte, le monde reel est compose d'un individu realisant des AVQ dans 
un habitat comportant des capteurs. Durant la journee, cet individu prepare son diner, 
fait sa toilette, regarde la television et va se coucher. Parfois ces activites sont realisees 
sans interruption, parfois certaines sont realisees en parallele ou sont interrompues par 
une activite prioritaire comme repondre au telephone pendant la preparation du diner. 
Une journee est divisee en tranches horaires pendant lesquelles certaines activites ont 
plus de probabilites d'etre executees. Ces probabilites dependent des habitudes de vie 
de l'individu observe. Les capteurs repartis dans l'environnement collectent des donnees 
selon les activites realisees. Les theories decrivent les caracteristiques suivantes du monde 
reel : les AVQ et les habitudes de vie, la gestion des interruptions, l'environnement et ses 
capteurs, les ressources liees a l'environnement et celles liees a l'individu. 
1.2.1 Les AVQ et les habitudes de vie 
Selon le guide canadien de l'ergotherapie, une AVQ est une "activite realisee dans le 
but d'assouvir un besoin d'un individu dans le but de prendre soin de sa personne et de 
sa propriete" [3]. L'AVQ se decompose hierarchiquement en taches et sous-taches jusqu'a 
atteindre la forme atomique d'une action perceptible par les capteurs. Par exemple, l'AVQ 
faire le cafe est composee de taches, telles que faire bouillir de I'eau, et d'actions, telles 
que ouvrir le robinet. Une action altere l'etat de l'environnement et de la personne. Apres 
avoir bu un verre d'eau, l'individu n'a plus soif et le verre est vide. Les actions modifient 
egalement les etats des taches et sous-taches dont elles font partie comme decrit dans 
le cycle de vie des activites. Les habitudes de vies representent les routines qui sont 
executees regulierement comme boire du cafe six jours par semaine entre 7h30 et 8h du 
matin et manger des oeufs bacon le dimanche matin. Les habitudes de vie jouent un role 
significatif pour predire et reconnaitre plus precisement les AVQ realisees. 
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1.2.2 Les interruptions 
Puisque nous ne pouvons prevoir un eventuel appel telephonique ou la visite d'un 
ami qui frappe a la porte, nous devons adapter l'activite en cours de realisation en cas 
de situation imprevisible. Dans le monde reel, une activite interrompue peut etre reprise 
ulterieurement, recommencee voire abandonnee. Par exemple, si le telephone sonne pen-
dant que de l'eau est en train de bouillir, Ton peut eteindre l'element de cuisson pour 
repondre en toute securite. Selon la duree de l'appel telephonique, soit l'eau est toujours 
chaude, soit elle a besoin d'etre rechauffee. Dans le premier cas, la tache peut etre reprise, 
dans le deuxieme, il est necessaire de recommencer la tache depuis le debut. Le temps de 
validite de la tache indique la possibilite de la reprendre ou de la recommencer. 
1.2.3 Le cycle de vie des activites 
Les AVQ et les taches evoluent selon un cycle de vie des activites (figure 2). Ce cycle 
comprend neuf etats. 
- Libre 
L'etat libre represente l'etat neutre d'une activite. Pour sortir de cet etat, une 
activite doit etre prevue ou devenir une interruption. Pour y retourner, une activite 
doit prealablement etre completee, abandonnee ou annulee. 
- Prevue 
Une activite est prevue lorsqu'elle fait partie de la liste des activites a simuler. Dans 
cet etat, aucune condition n'est verifiee. 
- Non prevue 
Une activite est non prevue lorsqu'elle fait partie de la liste des interruptions a 
simuler. Dans cet etat , aucune condition n'est verifiee. 
- En attente 
Pour etre mise en attente, une activite doit satisfaire ses preconditions telles que la 
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disponibilite des ressources qui lui sont necessaires. 
Prevue 
Reinitialisation 
Non p revue 
En a t ten te 
efc satisfaites 
En e x e c u t i o n 
I 
Temps d'attente expire 
A n n u l e e 
Figure 2 - Cycle de vie des activites 
En execution 
Une activite entre en execution si les preconditions sont satisfaites et si le temps 
d'attente n'a pas ete depasse. Parmi les preconditions, on retrouve egalement la 
liste des activites devant etre completees avant l'activite en cours. 
Suspendue 
Lorsqu'une interruption se produit et n'est pas ignoree, l'activite en cours est sus-
pendue. Une fois l'interruption traitee, l'activite sera soit recommencee depuis le 
debut (mise en attente puis en execution), soit reprise (en execution), soit aban-
donnee. 
Annulee 
Si une activite en attente n'a toujours pas commence au-dela de son temps de 
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depart maximal. Son temps d'attente est depasse et l'activite est annulee puis 
devient libre. 
- Abandonnee 
Si une activite suspendue n'est pas reprise au dela de son temps de validite, elle est 
abandonnee puis devient libre. 
- Completee 
Lorsqu'une activite atteint son temps d'execution, celle-ci est completee avant de 
devenir libre. 
1.2.4 Les ressources 
Les ressources se definissent par chaque item necessaire a la realisation d'une activite. 
Ces ressources sont soit liees a la personne, soit liees a, l'environnement et peuvent etre 
limitees dans le temps. Ces ressources, essentielles au bon deroulement d'une tache, se 
declinent en trois types. 
- Personnelles 
D'apres la theorie VACP (visuel, audio, cognitif et psychomoteur) de Wickens, les 
ressources personnelles sont composees de quatre composants [19]. Ces compo-
sants representent respectivement la capacite de voir, entendre, se souvenir des 
connaissances procedurales et declaratives, et celle d'accomplir des mouvements. 
Via le simulateur, il est egalement possible d'y ajouter d'autres ressources liees a 
la personne telles que la voix (en cas de commande vocale ou pour repondre au 
telephone), la fatigue (provoquee par une activite eprouvante) ou le stress. 
- Physiques et consommables 
Ce type de ressource regroupe les substances ou produits consommables de la vie 
quotidienne tels que l'eau, le savon ou le lait. 
- Physiques et materielles 
Les ressources materielles comprennent l'equipement de l'appartement tel que les 
10 
electromenagers, les meubles ou les ustensiles de cuisine. 
Ces ressources soutiennent les taches et ont une influence sur leur mise en execution. 
Certaines peuvent etre utilisees pour plus d'une tache simultanement, par exemple, une 
cuisiniere equipee de quatre elements de cuisine peut servir a la fois pour faire bouillir de 
l'eau et cuire des ceufs. Enfin, l'execution d'une activite peut provoquer l'amoindrissement 
d'une ressource voire sa disparition. 
1.2.5 L'environnement 
L'environnement est defini par la configuration des pieces et la repartition des cap-
teurs. La premiere est essentielle pour estimer les chemins possibles entre les pieces de 
l'appartement, la derniere donne des informations sur la position, l'etat physiologique ou 
les actions de l'individu. Les capteurs utilises sont bistables ou analogiques. Un capteur 
bistable est un capteur qui a deux etats de repos, ces deux etats etant stables. Le si-
gnal envoye indique l'etat actuel du capteur. Par exemple, les tapis tactiles, les capteurs 
electromagnetiques et les capteurs de mouvement sont bistables. Un capteur analogique 
envoie des donnees representant une valeur quantifiable telle que la temperature de la 
piece. 
1.3 Le monde de la simulation des activites de la vie 
quotidienne 
Le monde de la simulation des AVQ inclut notre perception de la realite, exprimee 
par des theories a partir desquelles un modele conceptuel est construit [18]. 
Cette partie presente les composants de la simulation des AVQ a partir du modele concep-
tuel represente grace aux reseaux de Petri, jusqu'a l'implementation et sa validation. 
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1.3.1 Le modele conceptuel 
Les reseaux de Petri decrivent les sequences d'activites, les ressources et les eventuelles 
interruptions. Leur principal interet reside dans la richesse d'expression qu'ils permettent 
grace a un langage graphique et a la representation formelle [14], [15]. Les caracteristiques 
dynamiques du systeme sont representees par le reseau de Petri dans le but de comprendre 
son comportement et d'etudier ses performances. 
Les reseaux de Petri se composent de places, de transitions et d:arcs. Un arc entrant 
connecte une place a une transition et un arc sortant connecte une transition a une place. 
Une place peut contenir plusieurs jetons consommables. Lorsqu'une place connectee a une 
transition contient le nombre de jetons requis pour franchir une transition, la transition 
est declenchee, consomme les jetons en entree et produit des jetons dans la place sortante. 
Le nombre de jetons ajoutes dans la place sortante n'est pas necessairement egal au 
nombre de jetons consommes et depend de la transition. L'etat courant du systeme est 
donne par le nombre des jetons repartis dans chaque place du reseau de Petri et est 
appele marquage. 
Dans le simulateur d'AVQ, les places representent, d'une part, les preconditions a 
satisfaire dans le but de franchir la transition, et d'autre part, les postconditions qui sont 
satisfaites apres le declenchement de la transition. Une transition est liee a une activite; 
lorsqu'elle est declenchee, une activite est executee. 
La figure 3 utilise l'activite faire du cafe instantane comme exemple d'utilisation 
d'un reseau de Petri. Les cinq places (de CO a C4) representent les conditions reliees a 
l'environnement, telles qu'avoir de l'eau et avoir une casserole. Les jetons dans les places 
CO, CI et C3 symbolisent les conditions associees et satisfaites. Quand des jetons sont 
dans les places CO et CI, les preconditions sont satisfaites et la transition declenche 
l'evenement El . Dans l'etat suivant, les places CO et CI sont vides et C2 contient un 
jeton. A moins de manquer de cafe soluble, la place C3 contient toujours un jeton. 
Cet exemple presente une activite qui est completee sans interruption. Le cycle de 
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Places 
• II y a de I'eau (CO) 
• II y a une casserole (C1) 
• II y a de I'eau chaude (C2) 
• II y a du cafe moulu (C3) 
• II y a du cafe chaud (C4) 
Transitions 
• L'lndlvldu fait bouillir I'eau (E1) 
• Le cafe infuse (E2) 
(? )co 
)C2 
(S> 
/ 
( # )C3 
>f 
L > 
Figure 3 - Reseau de Petri modelisant l'AVQ faire du cafe instantane 
vie d'une activite decrit precedemment, propose cinq chemins differents pour une tache 
a travers les neuf etats possibles. Ces cinq chemins, qui font partie du reseau de Petri 
global, sont les suivants : 
- La tache est completee sans interruption. 
- Les preconditions de la tache ne sont jamais satisfaites. La tache est annulee une 
fois le temps d'attente depasse. 
- La tache est interrompue puis reprise jusqu'a etre completee. 
- La tache est interrompue trop longtemps, puis est reinitialisee. 
- La tache est interrompue trop longtemps, puis est abandonnee. 
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1.3 .2 L a r e f a c t o r i s a t i o n 
Definition de la refactorisation 
La refactorisation se definit comme un processus de modification du code source d'un 
programme de maniere a ameliorer sa lisibilite et sa reutilisation sans en modifier son 
comportement exterieur [8]. 
L'elaboration d'un logiciel consiste, dans un premier temps, a specifier la structure 
de code, c'est-a-dire, a definir a l'avance la hierarchie des classes et les signatures des 
methodes qui composeront par la suite le code. Lorsque cette structure est etablie, le 
developpeur commence a coder. Cela correspond a l'approche traditionnelle en genie 
logiciel qui comprend les "procedures, methodes, langages, ateliers, imposes ou preconises 
par les normes adaptees a l'environnement d'utilisation afin de favoriser la production et 
la maintenance de composants logiciels de qualite" selon Jaulent [11]. 
La refactorisation differe de l'approche precedente, puisqu'elle se pratique a partir 
de code existant. L'objectif consiste a modifier progressivement la structure du code en 
renommant, en deplagant ou en extrayant des variables et des methodes jusqu'a obtenir 
un code sain. Meme si le programme original etait code de maniere anarchique, celui-ci 
devient de mieux en mieux structure au fur et a mesure de la refactorisation. 
Motivations 
Si l'approche traditionnelle du genie logiciel permet de concevoir un programme sain 
et viable avant meme l'ecriture du code, quel est l'interet de la refactorisation ? 
De nombreux pro jets de programmation voient le jour par une demande de creation de 
petites applications devant repondre a un besoin urgent. Dans cette optique, l'application 
doit etre operationnelle rapidement, sans prendre le temps de penser au cycle de vie du 
programme ou a son architecture. Les lignes de code qui en resultent, produisent le 
resultat demande mais sont bien souvent comprehensibles seulement par celui qui les a 
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ecrites. L'accumulation de nouvelles fonctionnalites, l'ajout et la modification successifs 
de code par d'autres programmeurs, sans reflexion approfondie sur l'architecture globale 
du code, rendront la lisibilite du programme de plus en plus difficile et risquent egalement 
d'amener de nouveaux bogues [8]. 
Les responsables de projets renoncent souvent a retravailler le code existant partant 
du principe suivant "si le programme fonctionne, il ne faut plus y toucher". Pourtant, 
prendre le temps de refactoriser permet d'en gagner considerablement par la suite. 
Difficultes de la refactorisation 
La refactorisation est un processus qui peut s'averer a la fois difficile et risque. 
Elle peut d'une part introduire de nouvelles erreurs tres difficiles a detecter, mais peut 
egalement ramener de plusieurs semaines en arriere le projet de developpement si elle 
est faite de maniere informelle. Le principe meme de refactorisation etant recent, les 
problemes qu'elle peut engendrer ne sont pas encore tous references et solutionnes. 
Etapes de la refactorisation 
Quand devient-il necessaire de refactoriser et comment s'y prendre? II n'existe pas 
de regie precise qui reponde a cette question, cependant, les auteurs d'ouvrages sur la 
refactorisation s'accordent a dire que si le code "sent mauvais", il faut le modifier. En 
d'autres termes, si lors de la lecture du code, celui-ci est incomprehensible, si le role d'une 
classe n'est pas clairement defini, ou si elle comporte un trop grand nombre de variables 
ou des methodes trop longues, une reorganisation s'impose. Ce constat est toutefois laisse 
au libre arbitre du programmeur qui devra utiliser son bon sens et son experience pour 
atteindre les objectifs de refactorisation souhaites. 
II existe plusieurs mecanismes de refactorisation; Fowler en identifie plus de 70 re-
groupes par categorie d'action. Parmi ceux-ci, on retrouve les mecanismes suivants. 
- Composition de methodes 
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Bien souvent, la logique d'une methode est difficile a cerner parce qu'elle est trop 
longue. Des methodes trop longues sont problematiques car elles contiennent trop 
d'informations dimciles a identifier et la maintenance du code est difficile. La com-
position de methodes permet de redessiner l'aspect de certaines methodes souvent 
devenues trop complexes, car trop longues. 
Extract method : Extrait un bout de code pour en faire une methode. 
Replace temp with query : Sert a remplacer une variable temporaire par une 
invocation de methode, toutes les references a cette variable temporaire par la 
nouvelle methode. 
- Deplacement de composants entre objets 
Move method : Cree une nouvelle methode similaire dans la classe qui l'utilise 
le plus. L'ancienne methode est soit supprimee, soit devient une delegation. 
Extract class : Permet a partir d'une classe, d'en creer une seconde, en bougeant 
les champs pertinents de l'ancienne a la nouvelle classe. 
- Simplification des expressions conditionnelles 
Replace conditional with polymorphism : Dependamment du type d'un objet, 
une expression conditionnelle choisit un comportement different. Ce procede rend 
la methode originale abstraite puis deplace chaque branche de l'expression condi-
tionnelle dans une methode surcharged des sous-classes. 
- Organisation des donnees 
Self encapsulate field : Cree des methodes d'acces et de modifications des at-
tributs et fait en sorte que Faeces a ces champs ne se fasse qu'en utilisant ces 
methodes. 
Replace data value with object : Une variable est transformed en objet afin de 
contenir plus de donnees et gerer son propre comportement. 
- Simplification des appels de methodes 
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Rename method : Renomme une methode afin de mieux refleter le but de celle-
ci. 
Add parameter : Modifier une methode necessite parfois d'ajouter un parametre 
parmi ceux deja existant. 
- Gestion de la generalisation 
Form template method : Si, dans une sous-classe, deux methodes realisent des 
operations similaires dans le meme ordre, mais que ces operations sont differentes, 
ce procede extrait les operations dans des methodes ayant les memes signatures 
afin que les methodes originales deviennent les memes, puis utilise pull up method 
pour les remonter dans la superclasse. 
Pull up method : Remonte dans la superclasse, des methodes ayant les memes 
resultats sur les sous-classes. 
Exemples de refactorisation 
La figure 4 illustre l'utilisation de la methode replace conditional with polymorphism 
a partir de code extrait de la version originale du simulateur d'AVQ. 
A la fin de la simulation, la liste des capteurs est parcourue pour en connaitre l'etat. 
Celui-ci est recupere par la methode getEtat(Temps temps) qui existent dans les deux 
classes de capteurs CapteurAstable et CapteurMonostable. Cette methode renvoie l'etat 
du capteur au temps donne en parametre. 
On constate que la meme methode (du moins le meme nom de methode et la meme 
variable donnee en parametre) est appelee pour les deux types de capteur mais qu'une 
conversion de type est employee apres avoir differencie le type de capteur. 
Bien que le traitement differe suivant le type de capteur, il est possible de simplifier ce 
code en utilisant le polymorphisme. Ceci supprime la condition en abstrayant le type de 
capteur. Pour cela, le code commun aux deux types de capteur est d'abord regroupe dans 
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for(int j=0 ; j<VariablesGlobales.capteurs.size(); j + + ) { 
String cl = VariablesGlobales.tab-capteurs 
.elementAt(j).getClass().getName().toString(); 
int stat= - 1 ; 
if (cl.length()==15){ 
CapteurAstable cap = (CapteurAstable) 
VariablesGlobales. capteur s. element At (j)); 
stat = cap.getEtat(temp); 
} else { 
CapteurMonostable cap = (CapteurMonostable) 
VariablesGlobales.capteurs.elementAt(j)); 
stat = cap.getEtat(temp); 
} 
} 
Figure 4 - Exemple de refactorisation (situation initiale) 
une superclasse Capteur qui contiendra une methode abstraite getEtat(Temps temps). 
Les classes CapteurMonostable et CapteurAstable heritent de Capteur et implementent 
la classe getEtat(Temps temps). On evite ainsi une redondance de code dans les classes 
de type de capteur. 
La figure 5 montre le resultat apres modification : 
for(int j=0 ; j<VariablesGlobales.capteurs.size(); j++) { 
Capteur cap = (Capteur) VariablesGlobales.capteurs.elementAt(j); 
int stat = cap.getEtat(temp); 
} 
Figure 5 - Exemple de refactorisation (situation finale) 
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1.3.3 Validation 
Cette partie traite de la validite du modele et des techniques de simulation. De nom-
breuses techniques existent pour valider l'exactitude d'un modele. Cependant aucune 
technique universelle ne pourra conclure de la reussite ou de l'echec d'un modele. II est 
recommande d'utiliser une combinaison de plusieurs techniques de validation pour aug-
menter la validite du modele [18]. Parmi celles proposees par Sargent, trois techniques, 
decrites ci-dessous, conviennent au simulateur d'AVQ pour leurs capacites specifiques de 
validation. 
- Event validity 
Les occurrences du modele de simulation sont comparees a celles du monde reel 
pour voir si elles sont similaires. Dans le simulateur d'AVQ, pour satisfaire a la 
technique event validity, l'agenda des AVQ doit etre comparable aux habitudes de 
vie. Cela requiert de generer des donnees sur une longue periode. Par exemple, 
un individu a l'habitude de boire du cafe cinq fois par semaine et du the deux 
fois par semaine. Pour valider ces habitudes, des donnees sont generees sur un an 
de simulation. Les donnees resultantes doivent refleter les habitudes de vie citees 
ci-dessus. 
- Historical data validation 
Cette technique consiste a comparer les donnees collectees dans le monde reel et les 
donnees obtenues par le simulateur pour determiner le realisme du comportement 
du modele. Par exemple, des sorties capteurs sont recueillies dans l'environnement 
pendant que l'occupant realise des AVQ. Les memes AVQ sont ensuite formulees 
dans un scenario soumis en entree du simulateur. Celui-ci genere alors des sorties 
capteurs qui sont comparees a celles obtenues dans le veritable appartement. Cela 
suppose d'etablir prealablement des criteres de comparaison. 
- Animation 
Le comportement du modele est represente graphiquement pour observer sa fagon 
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d'evoluer en temps reel. Par exemple, une carte affiche la salle ou se deroule l'AVQ, 
met en evidence les capteurs actifs et affiche les valeurs des capteurs analogiques. 
Ce type d'animation est pratique pour verifier la coherence des donnees simulees. 
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Chapitre 2 
Objectifs et methodologie 
Dans la version originale du simulateur, la lecture et la comprehension du code est tres 
difficile. Un tres grand nombre de classes ne represented pas systematiquement un objet 
precis. Aucune hierarchie de classes n'est apparente, des classes d'interfaces graphiques 
sont presentes mais incompletes, certaines methodes sont trop longues et complexes. Dans 
le but de faire evoluer le simulateur, il est necessaire dans un premier temps de retravailler 
le code afin de faciliter ensuite l'etape de validation. 
Ce chapitre etablit les objectifs a atteindre ainsi que les moyens employes pour y par-
venir. Ces objectifs concernent d'une part le code du simulateur, c'est-a-dire sa structure 
et sa lisibilite, et la validation des sorties generees par le simulateur d'autre part. 
2.1 Objectifs 
2.1.1 Objectif A — Maintenance et lisibilite du code 
Etant donne la difficulte de modifier le code pour d'eventuelles ameliorations futures, 
le premier objectif porte sur l'obtention d'une version du code plus lisible, plus facile a 
maintenir et qui reflete les aspects du monde reel. Nous l'avons divise comme suit. 
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A. l Ameliorer la lecture du code et en faciliter la maintenance 
- Ameliorer la comprehension du code 
Rendre le code du simulateur plus lisible et accessible. 
- Respecter les normes de programmation Java 
L'utilisation de normes de programmation permet aux programmeurs une meil-
leure assimilation du code et rend la maintenance du code par un tiers, plus 
aisee. 
A.2 Retrouver l'organisation du monde reel dans les classes 
- Hierarchisation des classes selon les concepts qu'elles representent 
Les classes doivent representer les concepts suivants : la gestion des AVQ et du 
cycle de vie, la gestion des ressources, des capteurs, de l'environnement et du 
temps. 
- Determiner la specificite de chaque classe 
Chaque classe doit correspondre a un objet precis et avoir un but. 
2.1.2 Objectif B — Validation du simulateur 
Le second objectif porte sur la validation du simulateur pour s'assurer que les sorties 
generees par le simulateur correspondent a la realite. Nous desirons aborder la validation 
sous deux aspects distincts. 
B . l Visualiser graphiquement les sorties du simulateur 
L'evolution des principaux concepts du simulateur (le cycle de vie des activites, 
l'utilisation des ressources, l'activation des capteurs, l'utilisation de l'environnement 
par l'individu simule) doit pouvoir etre observee graphiquement. 
B.2 Comparer les sorties du simulateur avec une scene issue du monde reel 
Les sorties capteurs generees doivent etre comparees avec celles obtenues en milieu 
reel. 
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2.2 Methodologie 
Dans la partie suivante, nous etablirons les techniques et la marche a suivre pour 
atteindre les objectifs cites precedemment. 
2.2.1 Modification du code 
Pour atteindre les objectifs de modification de code, les methodes suivantes sont 
appliquees. 
Isoler le code du simulateur : Dans un premier temps, il est necessaire de rendre le 
code plus clair. Le code du simulateur etant melange a des classes d'interfaces 
graphiques, celui-ci doit etre isole pour ne garder que les classes essentielles au 
fonctionnement du simulateur. 
Respecter les normes Java : Pour faciliter la lecture du code par les prochains deve-
loppeurs du simulateur, le respect de certaines normes est necessaire. Ces normes 
sont d'une part, relatives au langage de programmation, en l'occurrence Java. Elles 
concernent les noms de classes (premiere lettre en majuscule, les autres lettres en 
minuscule et le nom doit correspondre au but de la classe), le principe decapsu-
lation doit etre applique (l'acces aux attributs des classes devrait, dans la majorite 
des cas, etre prive ou protege, des methodes de type getter et setter doivent per-
mettre l'acces si necessaire), des commentaires doivent etre presents pour expliquer 
le but d'une classe, d'une methode ou d'une variable. 
D'autre part, des criteres etablis par le laboratoire permettent d'homogeneiser le 
code et d'en assurer la portabilite sur differents types de plateforme. Parmi ces 
criteres, on retrouve la separation du code, des fichiers de ressources (images, fi-
chiers XML, etc.) et des fichiers de configuration, l'utilisation de chemins d'acces 
dans des fichiers de configuration, l'utilisation de fichiers XML ou de bases de 
donnees accessibles a partir de n'importe quelle plateforme pour les donnees. 
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Regrouper les concepts en package : Ranger les classes en package facilite la lec-
ture du code et permet de regrouper les classes par concept. Chaque concept du 
simulateur (AVQ et cycle de vie, ressources, capteurs, etc.) doit etre represente par 
un ensemble de classes contenues dans un package explicite. 
Appliquer les principes de refactorisation : Les principes de refactorisation vus au 
premier chapitre, offrent un cadre pour s'assurer une reecriture formelle. L'objectif 
A peut etre atteint grace a. certains mecanismes de refactorisation; les mecanismes 
comme extract method, substitute algorithm et replace method with method object 
permettent de reduire et de simplifier les methodes trop longues, les mecanismes 
comme move method, move field et extract class vont permettre de deplacer du code 
pour redonner aux classes leur specificite. Ces deplacements permettront egalement 
de reorganiser les classes pour refleter les concepts du monde reel. Ces objectifs 
peuvent egalement etre atteint par d'autres mecanismes de refactorisation. 
Appliquer les design patterns : L'emploi de design patterns s'associe parfaitement 
au processus de refactorisation. La simplification du code passe par certains prin-
cipes de programmation que Ton retrouve dans les design patterns. La representa-
tion d'ensemble comme la composition des zones de l'environnement peut s'imple-
menter avec le modele composite. Le cycle de vie des activites peut etre represente 
par un state design pattern. 
Ajout de nouvelles fonctionnalites : Les modifications du code, dans le but d'en 
simplifier sa lisibilite, ne modifie en rien le comportement du simulateur ou les sor-
ties generees. Certaines fonctionnalites, telle que la composition hierarchique d'acti-
vites ou la gestion des ressources lors d'une interruption, doivent etre implementees. 
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2.2.2 Techniques de validation 
Pour atteindre les objectifs de validation, les techniques de validation suivantes sont 
appliquees. 
Validation graphique : Pour valider graphiquement les sorties du simulateur, nous 
souhaitons disposer d'une interface permettant de suivre revolution de la simu-
lation au cours du temps. Les activites et leurs etats selon le cycle de vie, les 
ressources, les parametres et les deplacements de l'individu simule doivent pouvoir 
etre visualises. Un outil de gestion du temps doit etre implements pour controler 
l'avance rapide, le retour en arriere ou mettre en pause le visionnement de la simu-
lation rendant possible le controle de l'ensemble du visionnement de la simulation 
mais aussi le controle du temps d'une vue par rapport aux autres. Cet outil favo-
risera la comparaison entre des activites simulees a des temps differents, voire des 
activites provenant de scenarios differents. L'interface doit done prendre en charge 
le visionnement de scenarios differents en raeme temps. 
La conception de l'interface passe par l'elaboration d'un prototype lo-fi [16]. Cette 
version simpliste et en papier de l'interface a pour avantage de presenter les vues, 
l'organisation et les enchainements possibles de l'interface et de les corriger si 
necessaires, au fur et a mesure des iterations. Des tests utilisateurs doivent etre ef-
fectues apres chaque iteration pour valider la coherence et l'utilisation de l'interface. 
Ces utilisateurs peuvent etre choisis parmi des etudiants du laboratoire, familiers 
au domaine de recherche mais n'ayant pas travaille sur le simulateur d'AVQ. 
Comparaison avec le monde reel : La validation du simulateur doit egalement pas-
ser par une comparaison avec le monde reel. Pour ce type de validation, nous 
appliquerons la technique historical data validation sur les sorties capteurs issues 
du monde reel et generees par le simulateur. 
Lors de la realisation d'une activite dans le laboratoire, les sorties capteurs peuvent 
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etre enregistrees dans un fichier sous forme d'evenements (a un temps precis, le 
serveur a regu un signal d'activation de tel capteur). Cette meme activite decrite 
dans un scenario et donnee comme entree du simulateur produit en sortie l'agenda 
des activites, des ressources et des parametres. Les parametres qui sont associes 
a des capteurs permettent ensuite de generer des sorties capteurs sous la forme 
d'evenements. 
Pour effectuer cette comparaison, nous partons d'une activite courte (deux a trois 
minutes) que nous realisons dans le laboratoire. Cette activite doit impliquer l'usage 
de ressources, l'activation de capteurs (done le changement d'etat de parametres 
lies aux ressources et aux capteurs) et doit etre organisee en sous-activites. Une 
fois l'activite definie, on demande a un volontaire de la realiser dans le laboratoire 
tout en enregistrant les sorties capteurs et en filmant l'activite. Le film permet de 
reproduire le scenario correspondant a l'activite interpreted, pour etre donne en 
entree du simulateur et generer les sorties capteurs. Nous disposons ainsi de sorties 
capteurs issues du monde reel et du simulateur correspondant a une meme activite. 
Nous pouvons ensuite comparer les deux series de sorties capteurs grace a l'interface 
de validation en observant les activations successives des capteurs. Ces observations 
sont faites selon plusieurs criteres : 
- correspondance entre l'activation d'un capteur avec l'activite en cours (et les 
changements d'etat des parametres), 
- correspondance entre l'activation d'un capteur issu du monde reel et genere par 
le simulateur (laps de temps de difference entre les deux activations), 
- logique de l'enchainement des activations des capteurs. 
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Chapitre 3 
Resultats 
A partir de la methodologie abordee precedemment, les resultats obtenus en matiere 
de modifications du code d'une part, et de validation du modele de simulation d'autre 
part, seront presentes dans ce chapitre. 
Le code du simulateur a ete amplement transforme grace a la refactorisation du code, l'ap-
plication de normes de programmation Java, l'utilisation de design patterns et l'ajout de 
nouvelles fonctionnalites. Les resultats de cette transformation partent de la comprehen-
sion des classes initiales pour finir avec les diagrammes des classes modiflees. 
La validation du modele de simulation necessite une composition de plusieurs techniques. 
La premiere abordee est celle par animation graphique, concretised par le developpement 
d'interfaces permettant de suivre revolution de la simulation. Puis une experience realisee 
dans l'environnement reel sera comparee avec les sorties d'un scenario simule correspon-
dant. 
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3.1 Resultats de refactorisation 
3.1.1 Code original epure 
Plus d'une quarantaine de classes composent le code original du simulateur. On y 
trouve celles essentielles au simulateur ainsi que les interfaces de saisie de donnees. Parmi 
les entrees du simulateur, une petite partie, relative a l'environnement, est stockee dans 
une base de donnees Microsoft Access ©, les autres etant directement ecrites dans le 
code. 
Les interfaces, n'etant pas entierement fonctionnelles car non terminees et non reliees 
a la base de donnees, sont d'abord mises de cote pour isoler le code du moteur du 
simulateur. Les donnees stockees dans la base de donnees sont recopiees dans le code 
de sorte a avoir toutes les donnees d'entree regroupees au meme endroit. Les donnees 
pourront par la suite etre stockees dans des fichiers XML ou dans une une base de donnees. 
Cependant, les objets composant le simulateur seront modifies lors de la refactorisation et 
il sera plus facile de reorganiser les donnees d'entree une fois la refactorisation terminee. 
Apres avoir isole le code du simulateur, les classes restantes de la programmation 
originale du simulateur sont les suivantes 
- Capteurs, Capteurs Astables, CapteursMonostables 
Ces classes contiennent les attributs et les methodes relatifs aux capteurs. Capteur-
sAstable et CapteursMonostables heritent de Capteurs et contiennent toutes deux 
une methode setEtat(...). Cependant, cette methode n'est pas abstraite dans la 
classe mere et necessite l'emploi d'un cast lors du parcours de la liste des capteurs. 
- Compare, Outils 
La classe Compare sert a la comparaison des ressources d'une tache courante 
avec celles necessaires a une tache interruptrice. Outils contient des methodes 
telles qu'une methode de conversion de chaines de caracteres vers des variables 
numeriques, des methodes de connexion a une base de donnees et des methodes 
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d'indentation de texte pour l'affichage. 
- ConditionsElementaires 
Cette classe s'assure du respect des conditions pour qu'un parametre systeme passe 
d'un etat a un autre. 
- Globale-Horloge, Temps 
Temps est un objet de gestion du temps (heures, minutes et secondes) tandis que 
Globale-Horloge gere le temps de la simulation en cours. 
- RessourcesSysteme, RessourcesSystemeRequises 
Ces classes represented les ressources disponibles dans l'environnement et celles 
qui sont requises pour la realisation des taches. 
- Taches 
Cette classe represente les taches accomplies ou a accomplir et contient les ca-
racteristiques comme le temps d'execution et la duree de validite. 
- ParametreSysteme 
Les parametres systeme decrivent les statuts des ressources dont l'etat peut etre 
detecte par des capteurs, c'est-a-dire le robinet est ouvert ou ferme. 
- Transitions, Evenements 
Ces classes contiennent respectivement les changements d'etats des taches et des 
parametres systeme, et sert d'historique de la simulation. 
- VariablesGlobales 
Cette classe contient des variables utiles a la simulation et accessibles publiquement 
sans methode d'acces de type getters et de setters. Parmi ces variables, on retrouve 
la liste des taches, la liste des ressources et la description de l'environnement. 
- Simulateur 
Simulateur est la classe principale. Elle contient la methode main, la methode 
traitement qui determine les etat suivants de chaque tache et diverses methodes 
d'affichage. 
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3.1.2 C o n s t a t s 
Apres une premiere analyse du code original, certains constats ont ete dresses, parmi 
lesquels l'accessibilite et la complexity de la methode principale. Cette partie Justine ces 
constats et decrit la solution pour y remedier. 
Accessibility 
Un des premiers constats sur le code original est l'utilisation de variables et d'attributs 
de classe de maniere friendly sans utilisation de methodes d'acces de type getters et 
setters. Le danger d'une telle utilisation reside dans la possibilite d'affecter une valeur 
sans en verifier la validite. Selon le principe d'encapsulation, une classe ne devrait rendre 
publique que ce qui est necessaire pour son utilisation. 
II est done necessaire d'appliquer ce principe pour redonner un acces logique aux 
attributs et aux methodes de chaque classe. Les attributs qui necessitent d'etre accessibles 
depuis l'exterieur de la classe qui les contient devront l'etre par des methodes d'acces de 
type getters et setters pour en assurer la validite. 
La classe nominee VariablesGlobales, qui contient une multitude d'attributs en libre 
acces, doit etre remplacee par une classe contenant les parametres de la simulation tels que 
la liste des taches a simuler, la liste des ressources et la description de l'environnement. 
La classe resultante est la classe SimulationParameters presentee dans la section 3.1.3. 
Methode principale 
La classe simulateur contient une methode traitement qui gere les taches au cours de 
la simulation. Tant que la simulation n'est pas terminee, la liste des taches est parcourue 
plusieurs fois pour determiner le prochain etat de chaque tache selon le cycle de vie des 
activites. 
Le code de la figure 6 est l'une des boucles de la methode traitement. Dans ces boucles, 
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for(int i=0; i<lestaches.size(); i++) { 
Taches ta = (Taches) lestaches.element At (i); 
if (((ta.getEtat()=="En attente") || (ta.getEtat()=="Non prevue")) 
&&(ta.conditionTemporelleQ) && (ta.conditionInitiale()) 
&&(conditionConflitPosition(ta)) &&: (ExisteAssezRessource(ta))) { 
tache.setEtat("En execution"); 
} 
2 
Figure 6 - Exemple de parcours de la liste des taches 
ce sont toujours les taches qui sont parcourues, seules les conditions pour determiner le 
prochain etat de la tache varient. Ces conditions dependent principalement de l'etat actuel 
de la tache. Ainsi, pour decider de mettre une tache en execution, la boucle du code de la 
figure 6 commence par verifier s'il s'agit d'une tache interruptrice ou en attente, avant de 
verifier les conditions temporelles, les ressources et d'autres conditions. Cette methode 
est done tres longue et tres complexe. 
Ces verifications liees a l'etat actuel de la tache pourraient etre effectuees dans une 
classe representant l'etat actuel de la tache, e'est-a-dire que chaque tache doit contenir un 
attribut etat relatif a son etat courant. Pour cela, l'utilisation d'un state design pattern 
est recommandee. 
Le state design pattern place le comportement associe a un etat particulier dans un 
objet [9]. Appliquer ce patron de conception revient done a creer un objet etat pour 
chaque etat du cycle de vie d'une activite comme le montre le diagramme des classes des 
activites et du cycle de vie dans la section 3.1.3. 
3.1.3 Diagramme des classes 
A la suite du processus de refactorisation, le code est organise en plusieurs paquets 
representant les aspects importants du simulateur tels que les activites et le cycle de 
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vie des activites, l'environnement, les ressources, les capteurs, les classes principales, les 
classes de chargement et de sauvegarde des simulations et des classes permettant le suivi 
de la simulation. La repartition des classes qui en resulte est expliquee dans les parties 
suivantes. 
Activites et cycle de vie 
Les activites dans le simulateur original etaient representees par un vecteur de taches 
et la notion d'AVQ n'etait pas encore implemented. Afin de prendre en compte le principe 
dAVQ (une activite peut etre composee de sous activites et d'actions), la classe originale 
Tache est devenue la classe abstraite Activity dont heritent les classes Task et Action. 
Ceci permet la creation d'une hierarchie d'activites. Ainsi, l'activite Faire le cafe peut 
etre composee de sous-activites telles que Prendre une tasse et Faire bouillir de I'eau, 
elles-memes composees de sous-activites et d'actions. 
II est egalement important de situer une activite par rapport a ses activites superieures 
et precedentes. Les activites superieures sont celles qui se situent hierarchiquement au-
dessus et qui doivent etre en cours d'execution pour que l'activite puisse etre executee, 
tandis que les activites precedentes sont les activites dont l'execution doit etre achevee 
pour que l'activite courante puisse commencer son execution. Les attributs upper Activity, 
subActivities permettent a l'activite de se situer par rapport a la hierarchie de l'AVQ et 
prior Activities sert a lister les activites precedentes. 
Un des autres changements entre le code original et le code actuel concerne la gestion 
du cycle de vie des activites. Le comportement d'une activite depend essentiellement de 
son etat parmi les neuf etats possibles presentes dans la section 1.2.3. Pour alleger les 
tests conditionnels qui veriflaient l'etat de l'activite en cours ainsi que les etats des autres 
activites pour determiner le prochain etat de chaque activite, le state design pattern a 
ete utilise. Ce modele de conception de type comportemental permet d'assigner ou de 
deleguer des responsabilites aux objets. Ces responsabilites sont le cheminement des 
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Task 
activityState: ActivityState 
execute 
(S imulation Parameters): 
void 
State Abandoned 
checkState(Activity, 
SimulationParameters): 
void 
'Q:'m 
StateWafting 
checkState(Activity, 
S i mu lation Parameters): 
void 
getStateQ: int 
Stateln Execution 
checkState(Activity, 
Si mulation Parameters): 
void 
getStateQ: int 
activityState: ActivityState 
execute 
(SimulationParameters): 
void 
ft 
ActivitiesList 
activities: Vector 
addActivity(Activity): void 
getActivity(int): Activity 
areActivitiesReieased (): 
boolean 
Activity 
activitylD: String 
timeSooner: Time 
timeLater: Time 
executionTime: Duration 
validity Time: Duration 
activityState: ActivityState 
upperActivity: Activity 
subActivities: Vector 
prior Activities: Vector 
activityState: ActivityState 
execute 
(SimulationParameters): 
void 
Activites a 
simuler 
StateCancelled 
checkState(Activity, 
SimulationParameters): 
void 
getStateQ: int 
Etat Courant 
ActivityState 
SCHEDULED: static final int 
UNSCHEDULED: static final int 
WAITING: static final int 
IN_EXECUT10N: static final int 
INTERRUPTED: static final int 
ABANDONED: static final int 
COMPLETED: static final int 
CANCELLED: static final int 
RELEASED: static final int 
checkState(Activity, 
SimulationParameters): void 
getStateQ: int 
Statelnterrupted 
checkState(Activity, 
SimulationParameters): 
void 
N StateCompleted checkState(Activity, 
SimulationParameters): 
void 
StateReleased StateScheduled StateUnscheduled 
checkState(Activity, 
SimulationParameters): void 
getStateQ: int 
checkState(Activity, 
SimulationParameters): void 
getStateQ: int 
checkState(Activity, 
SimulationParameters): void 
getStateQ: int 
Figure 7 - Gestion des activites et du cycle de vie 
activites et le respect du cycle de vie. Chaque activite contient un attribut ActivityState 
dont la classe abstraite contient une methode qui verifie l'etat de 1'activite a chaque tour 
d'horloge et le modifie si necessaire. Chacun des neuf etats du cycle de vie est represents 
par un objet heritant de la classe ActivityState et implementant la methode de verification 
de l'etat. Les tests conditionnels de la methode traitement ont ete considerablement 
simplifies et repartis a travers les neuf etats concrets du modele de conception. 
Chaque activite contient une methode execute appelee a chaque tour d'horloge. La 
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consommation des ressources est geree lors de l'appel a cette methode. Les activites et les 
interruptions a simuler sont stockees dans deux instances distinctes de la classe Activi-
tiesList. La figure 7 represente le diagramme des classes relatives a la gestion hierarchique 
des activites et de leur cycle de vie. 
Gestion de l'environnement 
L'environnement pour le simulateur d'activites consiste en une description des zones 
de l'appartement ou nous souhaitons realiser les simulations. Cette description contient 
la configuration des zones ainsi que les transitions et le temps de transition entre ces 
zones. 
Salon 
i v 
t \ 
i \ 
i \ 
Cuisine [. j Salle a manger]. 
Toilette J j Lavabo | | Cote£vier \ J Refrigerateur | 
Figure 8 - Description de l'environnement 
Dans le code original du simulateur, l'environnement de simulation est represente par 
une liste de zones et une matrice de transitions entre ces zones. II est possible de diviser 
l'appartement en pieces comme le salon ou la cuisine. Cependant, si une piece devait etre 
a son tour divise en zones, cette division faisait disparaitre l'appartenance de ces zones 
a la piece, par exemple l'environnement comprenait soit la cuisine comme une zone, soit 
des zones dont l'ensemble composait la cuisine. Cependant, dans le dernier cas, il n'etait 
plus possible de reconnaitre la cuisine comme une piece. 
Pour y remedier, un modele de conception de type structurel a ete utilise. Le modele 
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ZoneComponent 
zonelD: String 
zoneName: String 
nbZone: int 
addZone(ZoneComponent): 
void 
getZone(int): ZoneComponent 
hasChild(): boolean 
ZoneComposite 
zones: Vector 
addZone(ZoneComponent): 
void 
getZone(int): ZoneComponent 
hasChild():boolean 
hasChildQ: boolean 
Environment 
environment: ZoneComponent 
zones: Vector 
transitionsTime: int flfl 
getTransitionTime(ZoneComponent, 
ZoneComponent): int 
Environnement 
de [simulation 
Simulation Parameters 
environment: Environment 
getPathTo(Dijkstra.int): void 
moveToZone (ZoneComponent): 
void 
graph: int flD 
Dijkstra 
launchDijkstra():void 
Figure 9 - Gestion de l'environnement 
composite permet de modeliser les zones dans une structure arborescente rendant pos-
sible une description de l'environnement sur plusieurs niveaux comme illustre dans la 
figure 9. L'appartement peut done etre divise indefiniment en zones. La figure 8 decrit 
une configuration possible de l'environnement. L'appartement est divise en cinq zones 
representant les cinq pieces principales de l'appartement, dont deux pieces divisees en 
trois zones. 
Selon l'activite a realiser, on peut choisir le niveau de description de l'environnement, 
ainsi lorsque le patient fait cuire un plat, on peut choisir la zone cote four ou lorsqu'il 
lave le sol de la cuisine, on choisira la zone Cuisine lors de la simulation. 
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Gestion des ressources 
Le simulateur dispose de la liste des ressources disponibles pour les besoins de la 
simulation. Cette liste contient les ressources liees a l'environnement et celles liees a la 
personne. Chaque ressource est representee par son identifiant, son nom et sa quantite 
totale dans la classe Resource. 
Activity 
actionResources: Vector 
execute (SimulationParameters 
simParam): void 
Action sur 
la ressource 
ActionResource 
resource: Resource 
quantity: int 
action: int 
ResourcesList 
resources: Vector 
addResource(Resource): void 
getResource(int i): Resource 
Liste des 
ressources 
Resource 
resourcelD: String 
resourceName: String 
resourceQuantity: double 
free(Time t, int quantity): void 
allocatefTime t.int quantity): void 
isBeingUsedQ: boolean 
getAvailableQuantityQ: boolean 
ResourceConsumable 
unit: String 
consume(double): void 
Figure 10 - Gestion des ressources 
Dans le cas des ressources consommables, l'unite de mesure et Putilisation sont 
egalement pris en compte grace a la classe ResourceConsumable. Une ressource peut 
etre utilisee totalement ou en partie. Dans le dernier cas, le reste de la ressource est 
disponible pour d'autres activites. 
Lorsque que l'activite entre en execution, elle provoque une interaction avec les res-
sources dont elle depend. Cette interaction est decrite grace a la classe ActionResource 
qui lie l'activite a completer, avec une ressource et sa quantite requise. Les trois actions 
possibles sont 1' allocation et la liberation pour tous les types de ressources, et Yutilisation 
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dans le cas des ressources consommables. L'allocation et la liberation sont realisees res-
pectivement au debut et a la fin de Pactivite tandis que la consommation est simulee 
a chaque tour d'horloge lors de l'appel de la methode execute de la classe Activity. La 
consommation est possible uniquement pour les ressources consommables representees 
par la classe ResourceConsumable qui herite de Resource. La figure 10 presente les classes 
necessaires a la gestion des ressources et leur cohesion avec la classe Activity. 
Gestion des parametres et des capteurs 
Lors de la simulation d'une activite, celle-ci peut modifier l'etat d'un objet ou d'une 
ressource pour mener a bien son execution. La modification de ces etats est realisee grace 
aux parametres. 
1 parameters: Vector 
ParametersList 
addParameter(Parameter): void 
getParameter(int): Parameter 
sensorName: String 
parameter: Parameter 
I conditions: Vector 
Activity 
execute (SimulationParameters 
simParam): void 
Liste des 
parametres 
Parametre 
associe 
Condition de 
• changement -
Parameter 
parameterName: String 
states: Vector 
currentState: int 
getCurrentState{): int 
setCurrentState(Time, int): void 
parameter: Parameter 
parameterState: int 
isTrue{): booelan 
Figure 11 - Gestion des parametres et des capteurs 
Le simulateur dispose de la liste des parametres dont on desire connaitre revolution. 
Ces parametres sont definis par un nom, par une liste d'etats possibles et par l'etat 
courant du parametre. Le premier parametre de la liste correspond a la position du 
patient dont les etats possibles sont les zones decrites dans l'environnement. La figure 11 
illustre les classes responsables de la gestion des parametres et des capteurs. 
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Si l'execution d'une activite necessite qu'un parametre ait un etat precis, la liste 
des conditions contenues dans la classe Activity precise chaque etat a atteindre pour 
tous les parametres concernes. Si la condition est vraie, l'etat souhaite du parametre 
correspond a l'etat courant de ce parametre, il n'y a aucun changement. Autrement, 
l'etat du parametre est modifie grace a la methode setCurrentState qui prend egalement 
en parametre le temps auquel la modification a eu lieu. S'il est necessaire de connaitre 
les sorties capteurs pour un parametre ne comprenant que deux etats, la classe Sensor 
retrouve, dans le parametre qui lui est associe, chaque modification de l'etat du parametre 
au cours du temps. 
Gestion de la simulation 
La figure 12 illustre le fonctionnement du simulateur. Le scenario de simulation qui 
regroupe les entrees du simulateur, c'est-a-dire le temps de simulation, l'environnement, 
les ressources, les parametres, les activites et les interruptions, est charge dans la classe 
SimulationParameters. Cette derniere sert de liaison entre le simulateur et les objets 
necessitant l'acces aux differents composants du scenario. 
SimulationParameters 
startTime: Time 
endTime: Time 
scenarioFileName: String 
environment: Environment 
resources: ResourcesList 
parameters: ParametersList 
activities: ActivitiesList 
interruptions: ActivitiesList 
currentTime: Time 
currentActivity: Activity 
currentlnterruption: Activity 
logger: SimLogger 
moveToZone(Zone): void 
isSimulationTimeOver(): boolean 
log(String): void 
Simulator 
simParam: SimulationParameters 
isSimulationOver(): boolean 
checkState(Activity): void 
simulationProcessQ: void 
logger: Logger 
SimLogger 
log(Level, String): void 
Figure 12 - Gestion de la simulation 
Une fois tous les parametres de simulation charges, la classe Simulator peut lancer le 
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processus de simulation grace a la methode simulationProcess. Celle-ci appelle la methode 
de verification d'etat checkState pour chaque activite et chaque interruption a chaque tour 
d'horloge jusqu'a la fin de la simulation. La simulation est terminee lorsque toutes les 
activites sont finies ou lorsque le temps de simulation est ecoule. 
La classe SimLogger, dont une instance est accessible depuis les parametres de simu-
lation, permet de garder une trace des changements lors du deroulement de la simulation 
comme l'utilisation des ressources, les changements d'etat des parametres, des activites 
et des interruptions. Ces traces sont afnchees en temps reel a l'ecran ou dans un fichier. 
Gestion des transitions 
Activity 
transitions: Vector 
setState(Time, 
ActivityState): void 
Parameter 
transitions: Vector 
setCurrentStatefTime, 
int) : void 
Transition 
objectID: String 
time: Time 
fromState: int 
toState: int 
T Changements d'etats 
getCurrentState(): int 
setCurrentStatefTime, int): void 
Resource 
allocate(Time, double): 
void 
freefTime, double): void 
I transitions: Vector 
Changements 
d'etats 
Utilisation des 
ressources 
Liste des 
transitions 
TransitionsList 
transitions: Vector 
addTransition(Transition): void 
getTransition(int): Transition 
Figure 13 - Gestion des transitions 
Dans la description des reseaux de Petri, lorsque les preconditions d'une activite 
sont reunies telles que le temps de depart de l'activite et les ressources disponibles, une 
transition est declenchee. Les postconditions representent les resultats de l'activite, c'est-
a-dire activite realisee, ressource liberee ou consommee. De ce fait, cette transition marque 
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la realisation d'un changement. Les classes Transition et TransitionsList contiennent et 
listent les transitions pour les activites, les parametres et les ressources. 
A la fin de la simulation, l'ensemble de ces transitions representent revolution de la 
simulation. Ce sont ces donnees qui sont sauvegardees comme l'un des agendas issu du 
scenario simule. Les transitions des parametres sont egalement utilisees pour reproduire 
les sorties des capteurs associes a ces parametres. 
3.1.4 Apport de la refactorisation sur le code 
Le processus de refactorisation a permis de modifier profondement la structure du 
code original pour obtenir le diagramme des classes presente precedemment. En compa-
raison avec le code original, les normes Java sont mieux respectees, la lecture du code 
est facilitee par la correspondance entre le nom des classes et leur but, et par le regrou-
pement des classes en packages. Cette reorganisation des classes constitue egalement une 
meilleure representation du monde reel. Par exemple, l'organisation hierarchique des AVQ 
en taches et actions est dorenavant respectee. Le cycle de vie des activites, qui n'etait pas 
du tout visible dans la structure initiale du code, apparait maintenant clairement dans le 
package des activites. Cette amelioration est due a l'application du state design pattern 
qui, par une delegation du comportement des activites a chacun des neufs etats, permet 
de visualiser, dans le diagramme des classes, l'ensemble des etats du cycle de vie des ac-
tivites. De meme l'environnement etait represents par un vecteur de zones. Un composite 
design pattern permet a present de decouper indefmiment les zones en sous-zones pour 
augmenter le niveau de detail de la description de l'environnement. 
3.1.5 Nouvelles fonctionnalites implementees 
Parmi les nouvelles fonctionnalites implementees lors de la refactorisation du code, 
on retrouve les suivantes. 
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- Decomposition hierarchique des AVQ 
Alors que le simulateur initial ne gerait qu'un vecteur de taches, il est desormais 
possible de decrire les activites a simuler sous la forme d'AVQ en la decomposant 
en taches, sous-taches et actions. 
- Description de l'environnement 
L'environnement peut etre decrit en un nombre indefmi de zones, qui peuvent etre 
composees en un nombre indefini de sous-zones, etc. Cette nouvelle description 
laisse, a l'utilisateur du simulateur, la possibilite de decouper facilement une piece 
de l'appartement en zones. Par exemple, dans la cuisine, on retrouve le cote du 
refrigerateur, la zone evier, le comptoir, etc. 
- Consommation des ressources 
Les ressources de types consommables ont ete ajoutees dans le package ressource 
pour permettre de suivre revolution de la consommation d'une ressource pendant la 
simulation. L'execution d'une activite qui consomme ce type de ressource, engendre 
la diminution de la quantite de cette ressource. 
- Gestion des fichiers XML 
Les donnees, auparavant stockees directement dans le code ou dans une base de 
donnees, sont reparties dans plusieurs fichiers XML. Ces fichiers de configuration 
du simulateur contiennent les AVQ a simuler, les ressources mises a disposition, 
les parametres a observer et la description de l'environnement. Ces fichiers sont 
charges au debut de la simulation. Ces fichiers sont directement modifiables par 
l'utilisateur du simulateur qui n'a plus besoin de toucher au code pour modifier les 
entrees du simulateur. En fin de simulation, les transitions observees sont ecrites 
dans un fichier XML. 
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3.2 Resultats de validation 
3.2.1 Data historical validation 
Cette partie presente le mode operatoire de l'experience realisee en laboratoire dans 
le cadre de la technique data historical validation. 
Pour cette technique de validation, un scenario d'AVQ est choisi. Ce scenario com-
prend la liste des activites, des taches et des actions que l'on souhaite observer et contient 
egalement la liste des ressources mises a disposition de l'occupant. Un volontaire realise 
ces activites dans le laboratoire. Les sorties capteurs engendrees par ses actions sont en-
registrees et la scene est filmee pour s'assurer de la concordance entre les sorties capteurs 
et les actions correspondantes. 
Le meme scenario est alors donne en entree du simulateur d'AVQ et les sorties capteurs 
generees sont comparees avec celles obtenues dans le monde reel. 
Ce scenario a ete realise et fllme une premiere fois sans interruption, puis avec inter-
ruption. L'interruption consiste en un appel telephonique auquel le patient repond lors 
de la preparation du plat. 
Scene observee et simulee 
La scene de reference est la realisation du plat "Tomate-Mozarella". L'occupant est 
assis a la table de la salle a manger. Lorsqu'il se leve, il se dirige vers la cuisine pour 
sortir une tomate et du fromage du refrigerateur. II prepare le plat puis se rassoit a table 
pour manger. 
Decomposition de la scene : Liste des taches et des actions a executer par le volon-
taire lors de l'experience. 
- Lire dans la salle a manger 
- Aller dans la cuisine 
- Prendre l'assiette contenant la tomate et le fromage dans le refrigerateur 
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- Poser l'assiette sur le comptoir 
- Laver la tomate 
- Prendre le couteau dans le tiroir 
- Prendre une nouvelle assiette dans le placard 
- Couper la tomate et le fromage et mettre dans l'assiette 
- Aller dans la salle a manger, poser l'assiette sur la table et manger 
Tableau 1 - Ressources disponibles 
Ressource 
Tomate 
Fromage 
Couteau 
Assiette 
Type 
Consommable 
Consommable 
Materielle 
Materielle 
Quantite 
1 
1 
1 
2 
Ressources disponibles : Le tableau 1 presente les ressources rendues disponibles 
pendant l'experience. L'utilisation de la chaise, de la table et de l'eau est ignoree. 
Tableau 2 - Listes des capteurs utilises 
Identifiant 
IR001 
IR004 
IR005 
TC010 
TC012 
EM001 
EM002 
EM003 
Type 
Infrarouge 
Infrarouge 
Infrarouge 
Tapis tactile 
Tapis tactile 
Electro-Magnetique 
Electro-Magnetique 
Electro-Magnetique 
Emplacement 
Cuisine comptoir 
Cuisine evier 
Salle a manger 
Refrigerateur 
Cuisine evier 
Porte refrigerateur 
Placard (assiette) 
Tiroir (couteau) 
Capteurs et zones observes : La liste et l'emplacement des capteurs sont presentes 
dans le tableau 2. Cette liste comprend essentiellement des capteurs infrarouges, 
electromagnetique et des tapis tactiles. 
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La figure 14 montre la disposition des capteurs dans le laboratoire. Les capteurs 
utilises sont fences. L'experience se deroule dans la salle a manger, la cuisine et le 
salon en cas d'interruption (telephone). 
Figure 14 - Repartition des capteurs 
Simulation de la scene observee : A partir de l'enregistrement video de l'experience 
en laboratoire, les evenements observes sont retranscrits en AVQ, en taches et en 
actions. L'environnement et les ressources sont decrits et les parametres que Ton 
souhaite observer sont decrits dans les flchiers de configurations du simulateur. 
Les entrees du simulateur sont reparties dans six fichiers de configuration. 
- activities.xml 
Contient les activites a simuler sous la forme d'AVQ, de taches et d'actions, les 
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associations entre les activites et les ressources, et les associations entre les acti-
vites et les changements d'etats des parametres. La figure 15 contient un exemple 
de description de l'AVQ haver tomate qui contient trois sous-activites dont une 
tache et deux actions. Cette AVQ est prevue entre 14h37 et 15h, son temps 
de validite est d'une journee, son temps d'execution est nul puisqu'il depend 
du temps d'execution de ses sous-activites. Les activites A2-OuvrirRobinet et 
A2..FermerRobinet sont associees a la ressource RO-TAPK qui correspond au ro-
binet de la cuisine. Les actions engendrees par ces activites sont respectivement 
l'allocation puis la liberation de la ressource. Ces memes activites sont egalement 
associees au parametre Pl-TAPK qui represente l'etat du robinet, soit ouvert 
puis ferme. 
- interruptions.xml 
Contient les interruptions a simuler sous la forme d'AVQ, de taches et d'actions. 
La structure de ce fichier est identique a celle du fichier activities.xml. 
- environment.xml 
Decrit les zones qui composent l'environnement, leurs eventuelles transitions et 
temps de transition. Une zone peut etre une piece de l'appartement, un ensemble 
de pieces ou une partie d'une piece. Pour l'experience, l'accent est mis sur la salle 
a manger, le salon et trois zones de la cuisine comme montre dans la figure 16. 
- resources.xml 
Contient les ressources dont on souhaite observer revolution durant la simu-
lation. La figure 17 montre les ressources et leurs quantites disponibles. Pour 
l'experience, la tomate est considered comme une ressource ordinaire, tandis que 
le fromage est considere comme une ressource consommable. II est done possible 
d'observer sa consommation au cours du temps. 
- parameters.xml 
Contient les parametres dont on souhaite connaitre revolution au cours du temps, 
45 
<activity activityid="Al_LaverTomate" type="task" timesooner="14 :37 :00: 
timelater="15 :0 :0" executionTime= "0 :0 :0" validityTime= "24 :0 :0" 
zoneid="ZL_SINK">Laver Tomate 
<activity activityid= "A2_OuvrirRobinet" type= "action" > 
Ouvrir Robinet<activity> 
<activity activityid= "A2_FermerRobinet" type= "action" > 
Fermer Robinet<activity> 
<activity activityid= "A2_Egoutter" type= "task" 
timesooner="14 :37 :00" timelater="15 :0 :0" executionTime= "0 :0 :2" 
validityTime="24 :0 :0">Egoutter Tomate<activity> 
<activity> 
<resourceuse activityid= "A2_OuvrirRobinet" resourceid= "RO-TAPK" 
quantity="l" action="l" > 
<resourceuse activityid= "A2_FermerRobinet" resourceid= "R0_TAPK" 
quantity="l" action="3" > 
<conditionsensor activityid= "A2_OuvrirRobinet" parameterid= "Pl-TAPK" 
parameterstate= "1" > 
<conditionsensor activityid= "A2_FermerRobinet" parameterid= "Pl-TAPK" 
parameterstate= "0" / > 
Figure 15 - Fichier de configuration : activities.xml 
ainsi que la liste de leurs differents etats possible. La figure 18 montre un exemple 
de parametre qui comprend deux etats, ouvert et ferme. 
- scenario.xml 
Contient une description du scenario, le temps de depart et de fin de la simulation 
et les chemins des cinq fichiers XML precedent. 
Comparaison entre les donnees simulees et la scene observee 
A partir de la scene decrite precedemment, les donnees capteurs recoltees et la video 
de la scene ont ete comparees. Le tableau 3 illustre cette comparaison en montrant d'un 
cote, les observations faites a partir de la video, et de l'autre, les transitions enregistrees 
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<zone type= "zonecomposite" zoneid="ZC_LAB">Laboratoire Domus 
<zone type= "zonecomposite" zoneid= "ZC-KITC" > Cuisine 
<zone type= "zoneleaf" zoneid="ZL_CPT">Comptoir<zone> 
<zone type= "zoneleaf" zoneid="ZL_SINK">Evier<zone> 
<zone type= "zoneleaf" zoneid="ZL_FRID">Refrigrateur<zone> 
<zone> 
<zone type= "zoneleaf" zoneid="ZL_LIVR">Salon<zone> 
<zone type= "zoneleaf" zoneid="ZL_DINR">Salle a manger<zone> 
<zone> 
<transitiontime zonel="ZL_FRID" zone2="ZL_CPT" >3<transitiontime> 
<transitiontime zonel="ZL_FRID" zone2="ZL_SINK">2<transitiontime> 
<transitiontimezonel="ZL_CPT" zone2="ZL_SINK">2<transitiontime> 
Figure 16 - Fichier de configuration : environment.xml 
<resource resourceid= 
Robinet <resource> 
<resource resourceid= 
Couteau <resource> 
< resource resourceid= 
Tomate <resource> 
< resource resourceid= 
-"RCLTAPK" 
"R0_KNIF" 
"Rl_TOMA' 
= "Rl-MOZA 
availableQuantity= 
availableQuantity= " 
availableQuantity= 
' availableQuantity 
unit= "Grams" > Mozarella <resource> 
T ' > 
1"> 
"1"> 
= "50" 
Figure 17 - Fichier de configuration : resources.xml 
en sortie du simulateur. 
3.2.2 Validation par animation 
Cette partie presente le mode operatoire du developpement l'interface de validation. 
Les differentes vues developpees y sont presentees et commentees. 
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<parameter parameterid= "P1_TAPK' 
<statuslist> 
<status>Ferme<status> 
<status>Ouvert<status> 
<statuslist> 
<parameter> 
>Robinet Cuisine 
Figure 18 - Fichier de configuration : parameters.xml 
Objet de l'interface 
L'interface de validation a pour but de faciliter la lecture des sorties du simulateur. 
Ces sorties representent l'agenda de la simulation, c'est-a-dire l'historique de chaque 
changement d'etat d'une activite, d'une ressource ou d'un parametre. 
L'utilisateur de l'interface doit etre capable de charger un scenario, de selectionner un 
ou plusieurs agendas correspondants, de suivre revolution des activites, des ressources 
et des parametres dans le temps. Pour s'assurer que l'interface reponde a ces criteres, un 
prototype lo-fi a ete realise. 
Prototypage 
Un prototype lo-fi de l'interface de validation a ete realise dans le cadre d'un projet de 
baccalaureat pour lequel Nadine Gagnon et Mickael Beaudry ont activement participe. 
Le but de ce prototype etait d'avoir un apergu concret de l'interface de validation avant 
de la developper. Pour cela, les etudiants au baccalaureat ont dessine sur papier plu-
sieurs versions de l'interface afin de mettre au point une interface fonctionnelle en terme 
d'utilisabilite et repondant aux criteres fixes. La derniere version papier est presentee a 
l'annexe A. 
La creation d'un prototype lo-fi inclut des tests-utilisateurs a la fin de chaque itera-
tion. Les premiers tests ont ete effectues par nous-memes pour eliminer les principaux 
defauts d'utilisabilite. Les derniers tests ont ete realises sur des personnes exterieures au 
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Tableau 3 - Comparaison entre les donnees simulees et la scene observee 
Monde reel (video) 
14 :37 :06 Le sujet lit dans la salle 
a manger 
14 :37 :20 Le sujet va dans la cuisine 
14 :37 :22 Ouverture du refrigerateur 
14 :37 :31 Le sujet lave la tomate 
14 :37 :39 Le sujet prend l'assiette 
14 :37 :45 Le sujet prend le couteau 
14 :37 :49 Le sujet coupe la tomate 
14 :38 :30 Le sujet retourne dans la 
salle a manger 
Monde de la simulation (transitions) 
14 :37 :07 Activite Lire : 
En attente -> En Execution 
14 :37 :20 Parametre Position : 
Salle a manger -> Zone refrigerateur 
14 :37 :20 Parametre Porte Frigo : 
Ferme -> Ouvert 
14 :37 :32 Parametre Position : 
Zone comptoir -> Zone evier 
14 :37 :32 Parametre robinet cuisine : 
Ferme -> Ouvert 
14 :37 :32 Ressource robinet cuisine : 
Libre -> alloue 
14 :37 :40 Parametre Placard : 
Ferme -> Ouvert 
14 :37 :45 Parametre Tiroir : 
Ferme -> Ouvert 
14 :37 :46 Ressource Couteau : 
Libre -> alloue 
14 :37 :49 Activite Couper la tomate : 
En attente -> En Execution 
14 :37 :30 Parametre Position : 
Zone comptoir -> Salle a manger 
projet du simulateur. Ceci permet de s'assurer d'une prise en main facile de l'interface 
par n'importe quel utilisateur. Des exemples de l'interface lo-fi se trouvent a l'annexe A. 
L'interface, bien que complexe par le nombre de vues et les fonctionnalites a supporter 
au niveau de la gestion des scenarios et du temps, a ete afflnee grace aux differentes 
iterations de prototypage. Les tests-utilisateurs ont permis de stabiliser la gestion du 
temps, notamment la synchronisation du temps entre les differentes vues. Guidee par les 
commentaires des testeurs, la synchronisation du temps a ete corrigee et simpliflee pour 
permettre de lier des vues au meme temps ou a des temps differents, tout en lancant le 
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deroulement du temps instantanement pour toutes les vues ouvertes. 
De plus, les tests ont demontre l'interet d'utiliser des couleurs pour distinguer les 
scenarios auxquels les vues sont associees lors du visionnement de plusieurs scenarios. 
Finalement, ces tests ont demontre une bonne comprehension des differentes vues et de 
leurs roles de la part des utilisateurs. Ces vues sont expliquees plus en detail dans la 
section suivante. 
Vues de l 'interface de validation 
A partir du prototype lo-fi, l'interface de validation a ete decomposed en plusieurs 
fenetres. 
- Gestionnaire de fenetres 
Permet d'ouvrir un scenario de simulation et parcourir les differents agendas qui 
en decoulent. Un ou plusieurs agendas peuvent etre charges en meme temps. Pour 
chacun des agendas charges, l'utilisateur peut ouvrir cinq vues differentes; la vue 
des AVQ, des ressources, des ressources personnelles, des parametres et le plan du 
laboratoire. 
- Gestionnaire du temps 
Bien que chacune des vues suivantes comprennent une barre de glissement pour 
naviguer dans le temps, ces dernieres sont independantes. Cette fenetre permet de 
declencher le deroulement du temps des vues ouvertes, qu'elles soient toutes au 
meme temps ou non. 
- Vue generale des AVQ 
Permet de visualiser l'agenda des AVQ. La liste des AVQ, des taches et des ac-
tions est afflchee avec leur etat (selon le cycle de vie) et le temps de la derniere 
modification comme indique sur la figure 19. Des filtres permettent de selectionner 
l'amchage des AVQ, des taches, des actions et des interruptions. 11 est egalement 
possible de selectionner certaines activites pour les afHcher dans la vue detaillee des 
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Figure 19 - Vue generale des AVQ 
AVQ. 
Vue detaillee des AVQ 
Permet de visualiser les activites selectionnees dans la vue des AVQ de fagon 
deatillee. Les activites sont representees hierarchiquement sous forme d'arbre. La 
couleur de la branche indique l'etat actuel de l'activite (selon le cycle de vie). 
Vue generale des ressources physiques et personnelles 
Permet de visualiser l'utilisation des ressources au cours du temps. Les ressources 
sont affichees avec leur etat (allocation, liberation ou consommation), leur quantite 
disponible et le temps de la derniere modification. La vue des ressources physiques 
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Figure 20 - Vue generate des ressources 
et personnelles sont identiques mais sont affichees dans deux fenetres distinctes. La 
figure 20 montre la vue generale des ressources physiques. 
Vue detaillee des ressources physiques et personnelles 
Permet un amchage detaille de l'utilisation des ressources dans le temps pour les 
ressources selectionnees dans la fenetre precedente. Chaque changement survenant 
pendant la periode de simulation est affiche sur un meme graphique. Lorsque la 
ressource est consommable, un second graphique affiche la quantite restante. La 
vue detaillee des ressources physiques et personnelles sont identiques mais sont 
affichees dans deux fenetres distinctes. La figure 21 montre la vue detaillee des 
ressources physiques. 
Vue generale des parametres 
Cette vue montre la liste des parametres a observer, leur dernier etat et le temps 
auquel ce dernier etat a ete observe. Les parametres representent les evenements 
qui peuvent etre engendres par des capteurs dans le monde reel comme montre sur 
la figure 22. Tout comme les vues des ressources et des AVQ, certains parametres 
peuvent etre selectionnes pour etre affiches dans la vue detaillee. 
Vue detaillee des parametres 
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Figure 21 - Vue detaillee des ressources 
Permet un affichage detaille des changements d'etat des parametres. Chaque chan-
gement survenant pendant la periode de simulation est affiche sur un meme gra-
phique comme indique sur la figure 23. 
Plan de l'appartement 
Le plan du dessus de l'appartement est affiche dans cette fenetre pour faciliter 
le suivi du parametre position du patient. Les etats de ce parametre peuvent etre 
mise en correspondance avec des capteurs de localisation du patient, tels que les 
tapis tactiles et les capteurs infrarouges, comme indique sur la figure 24. Cette vue 
permet de suivre l'activation de ces capteurs en fonction du parametre position du 
patient. 
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Figure 22 - Vue generate des parametres 
Commentaires sur l'interface de validation 
L'interface de validation permet de suivre avec plus de facilite les sorties du simulateur 
au cours du temps. Grace aux iterations du cycle de prototypage lo-fi, son fonctionnement 
a ete simplifie. Les differentes vues resultantes offrent un suivi des principaux concepts 
du simulateur d'AVQ; les activites et leur cycle de vie, les parametres et leurs etats, 
les ressources et leur utilisation. Pour les futurs utilisateurs du simulateur, l'interface 
de validation est un outil d'interpretation des donnees simulees pour s'assurer d'une 
coherence avec les donnees issues du monde reel. Ces utilisateurs peuvent desormais 
observer une simulation sous divers angles pour valider chaque aspect de leur simulation 
et verifier les temps des transitions a l'ecran. 
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56 
Conclusion 
Contributions 
L'objectif a long terme du simulateur d'AVQ est la generation automatique de sorties 
capteurs pour alimenter une base de connaissances d'AVQ correspondant au compor-
tement sain d'un individu et faciliter la reconnaissance d'activites lors de l'analyse des 
sorties capteurs en milieu reel. 
Le simulateur a fait l'objet d'une precedente maitrise par Abdelkader Ghouraf. Son tra-
vail a permis d'identifier les fondements theoriques du simulation d'AVQ et d'aboutir a 
une implementation initiale du simulateur. 
L'objectif general de ce memoire est de valider les resultats issus de ce simulateur. Cepen-
dant, une refactorisation du code etait necessaire avant de continuer le developpement 
du simulateur. Le travail s'est done deroule en deux etapes; une etape de refactorisation 
pour faciliter la maintenance et ajouter des nouvelles fonctionnalites au simulateur, et 
une etape de validation. 
La refactorisation a demande de suivre les normes de programmation de developpement 
Java, d'utiliser des design patterns autant que possible et de restructurer les objets Java 
pour refleter leur role. Grace aux techniques de refactorisation existante, le simulateur 
d'AVQ a subi un profond changement qui le rend plus facile a utiliser et a maintenir. 
L'etape de validation a necessite plus de travail de recherche pour trouver les differentes 
techniques de validations existantes et determiner les plus eloquentes pour le simulateur. 
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Parmi les techniques trouvees, deux d'entre elles ont ete implementees : historical data 
validation et validation par animation. Pour la premiere technique, des sorties capteurs 
ont ete enregistrees lors d'une experimentation en laboratoire pour etre comparees avec 
celles issues du simulateur pour les merries activites. Cette comparaison est subjective 
puisqu'aucun critere n'a besoin d'etre defini au prealable, mais permet d'assurer une 
premiere correspondance entre les sorties du simulateur et le monde reel. Ce travail a fait 
Pobjet d'un article presente en 2006 dans la conference Summer Computer Simulation 
Conference. 
La validation par animation offre une interface pour visionner graphiquement la simu-
lation. Cet outil a fait l'objet de deux projets de baccalaureat pour definir au mieux 
l'interface au complet avant son implementation. Puis nous l'avons implements et teste 
avec les donnees du simulateur relatives a l'experience en laboratoire. Suite a une simu-
lation, l'utilisateur peut desormais charger ses donnees dans l'interface plutot que de lire 
des fichiers XML manuellement. 
Critiques du travail 
Comme etablis dans le chapitre Objectifs et Methodologie, le travail effectue suivait 
deux axes, la refactorisation du code et la validation du simulateur. 
Bien qu'il soit difficile, voire impossible de determiner la fin de la refactorisation, nous 
pouvons evaluer ses benefices en comparant le code original et le code actuel. La refacto-
risation a cesse lorsque les objets Java et les packages etaient suffisamment representatifs 
de leurs fonctions et lorsque toutes les fonctionnalites (interruptions, hierarchies des acti-
vites, etc.) du simulateur ont ete implementees. Le code est maintenant plus comprehensi-
ble et son evolution sera plus facile a mettre en oeuvre pour les prochains developpeurs. 
L'importance de la refactorisation apparait jusque dans l'implementation de l'inter-
face graphique. Le developpement a ete echelonne sur plusieurs mois, souvent entrecoupes 
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pour realiser d'autres taches. Chaque reprise de la programmation permettait de reviser 
le code pour faciliter la programmation des interfaces suivantes et garder un code ho-
mogene. 
La validation est beaucoup plus difficile a evaluer, et d'autant plus subjective qu'aucun 
critere devaluation n'est preconise par les techniques de validation, mis a part le bon 
sens. Pour la premiere technique basee sur la comparaison entre des donnees reelles et 
d'autres issues du simulateur, l'ordre et le temps des changements d'etats des parametres 
sont compares manuellement pour verifier leur credibilite et leur correspondance avec la 
realite. Ces comparaisons sont bonnes puisque l'on remarque les correspondances entre 
les activites observees sur la video et les transitions des activites, des ressources et des 
parametres obtenues par le simulateur. 
La technique de validation par animation offre, pour sa part, un bon outil d'interpreta-
tion des resultats. L'utilisateur du simulateur peut desormais suivre le deroulement de 
sa simulation sur plusieurs vues dependamment des concepts a observer. II est alors aise 
de comparer la video de l'experience avec les sorties du simulateur en utilisant l'interface 
de validation. 
Travaux futurs de recherche 
Le simulateur d'AVQ necessite encore de la recherche et du developpement pour at-
teindre l'objectif de generation automatique de sorties capteurs. Parmi les prochaines 
etapes, rendre les sorties capteurs aleatoires et creer une interface de gestion de scenarios 
et de gestion de l'environnement sont importantes. Tout d'abord, l'aspect aleatoire sera 
essentiel lorsqu'il faudra generer une quantite massive de donnees. Cela pourra se faire 
en decalant l'horaire de depart des activites, en le propageant sur les sous-activites et 
en modifiant le temps d'execution des taches et sous-taches. Certaines activites peuvent 
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egalement etre executees dans des ordres differents. L'alteration de ces differents pa-
rametres devraient permettre l'elaboration d'une premiere version aleatoire du simula-
teur. La seconde etape, creer une interface de gestion des scenarios et de l'environnement, 
devrait faciliter la creation de scenarios, d'AVQ et de dependances entre les ressources, les 
parametres et les activites. La troisieme etape consiste a etablir un critere d'equivalence 
entre les scenarios pour s'assurer que les scenarios simules sont equivalents a des scenarios 
reels. Enfin, la derniere etape consiste a implementer les fenetres de chargement des 
scenarios et de gestion du temps, comme indique lors du prototypage lo-fi pour observer 
simultanement un ou plusieurs scenarios et synchroniser une selection de vue dans le 
temps. 
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Annexe A 
Extraits du prototype Lo-Fi 
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Annexe B 
Article de conference Validation process of an acti-
vity of daily living simulator 
Article de conference internationale a comite de lecture. Paru dans Proceedings of the 
2006 Summer Computer Simulation Conference (SCSC 06). 2006, pages 356 a 362, en 
collaboration avec Abdelkader Ghouraf et Helene Pigot. 
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Validation Process of an Activity of 
Daily Living Simulator 
Pierre Busnel, Abdelkader Ghouraf, Helene Pigot 
Laboratoire Domus 
Universite de Sherbrooke, QC, Canada 
{Pierre.Busnel, Abdelkader.Ghouraf, Helene.Pigot}@USherbrooke.ca 
ABSTRACT 
This paper presents the development of a 
simulator of Activities of Daily Living in the context 
of smart homes. In such environment, activity 
recognition requires a large amount of data collected 
by sensors dispatched in the house during several 
years of experimentation. For a matter of time and 
convenience, activities in a smart home are 
simulated. Based on theoretical models upon the 
human behaviors, the simulator is implemented with 
object oriented Petri Networks. The activity of daily 
living simulator is under validation process. The 
validation by animation is the first to be applied. 
KEYWORDS 
Petri Networks, smart home, validation, activity 
of daily living, cognitive assistance 
1 SMART HOME AND COGNITIVE 
ASSISTANCE 
The occidental countries face an increasing of 
elders joint to a decreasing birth rate. According to 
U.S. Census Bureau estimations, the population 
aged 65 and older represented 36 million persons in 
2003 and is projected to increase to 72 million in 
2030 and 86.7 million in 2050 [He 2005]. This 
situation increases the health injuries due to normal 
and pathological aging which head toward loss of 
autonomy and fragility reducing the quality of life of 
the aged. 
Alzheimer disease is one of the most known 
disease related to aging. Based on the previous 
census, recent estimations indicate that 4.5 millions 
americans were suffering from Alzheimer disease in 
2000 rising to 13.2 million persons by 2050 [Hebert 
2003]. 
The Alzheimer disease is an irreversible 
stepping disease which causes mainly cognitive 
losses [Reisberg 1982]. Deficits in memory, 
planning and judgement cause a disruption of 
autonomy. In the first steps of the disease, people 
encounters difficulties to perform unusual or 
complex tasks but remains able to stay at home in an 
habitual setting. Risks of isolation, malnutrition, 
fire-burns, water-flow, and fire incidents arise as the 
disease evolves. In the late steps of the disease, 
people needs a continuous supervision, which 
necessitates more often a transfer to a hospital 
setting. 
Despite of the impairments, 92% of the elders 
would like to stay at home and 40% would rather 
spend the end of their life at home. Therefore, they 
rely upon their family and/or caregivers to help them 
in their everyday life. Fulfill all the elders needs 
become rapidly exhausting for the caregivers. To 
alleviate the caregivers burden, an assistive 
environment could enhance the autonomy of the 
elder by providing appropriate cues in order to 
perform safely the activities of daily living (ADL). 
Thanks to ubiquitous and pervasive computing, 
a smart home interacts with the resident to foster 
autonomy [Jorge 2001]. In opposition to tele-
monitoring, where help is provided from an external 
source, smart homes are similar to a closed system 
composed of the home and the resident. The smart 
home is usually equipped with various sensors 
connected to a server that gathers and analyses the 
data thanks to artificial intelligence technics. 
Depending on the diagnosis upon the performance, 
the smart home intervenes to avoid situations risks 
and help people to complete activities. 
Assistance is divided into two types: the 
physical assistance and the cognitive one. In the first 
case, the environment aims to compensate the 
physical handicaps by providing appropriate tools 
such as remote controls, voice recognition, 
wheelchair ... In the case of cognitive assistance, the 
environment aims to compensate the cognitive 
impairments by prompting advices and interacting 
with the individual according to the situation. 
At the Domus laboratory, the cognitive 
assistance is oriented towards people suffering from 
cognitive impairments [Pigot 2003]. The concept of 
assistive devices provide multiple challenges in 
ubiquitous computing, context awareness, artificial 
intelligence, networking and interface conception 
[Jorge 2001]. 
In the Domus laboratory, an apartment is 
equipped of electro-magnetic sensors to detect the 
opening of a door, sensitive rugs and motion sensors 
to locate the resident. The activity performed in the 
apartment is recognized by the sensors data analysis. 
In daily life, people performs activities in various 
manner. For example, in the morning routine, one 
could awake at different time, decides to get to toilet 
or else to go eating breakfast first. He also could be 
interrupted by a phone call or stay longer in the 
kitchen to listen to radio. So, even for the same 
activity the sensors could be triggered in a different 
sequence and at a different time and duration. To 
address recognition issues, data from various 
scenarios of the same activity should be gathered in 
a database to provide regular and abnormal 
behaviors schemes. Unfortunately it would take 
months or even years to obtain such data. A 
simulator of ADLs is then necessary to generate 
resident behaviors similar to the everyday life where 
ADL should be interrupted because of phone call or 
performed on a longer time because of tiredness. 
In the last decades, research has been done to 
find protocols to model complex systems rapidly 
and efficiently. The aim is to develop simulators able 
to produce similar results as those obtained in the 
real world but faster and in a larger amount. 
Therefore, simulation models have to be the more 
accurate as possible. It implies deep analysis of the 
real world during the simulator development. The 
conception of a simulator starts with a description 
phase of the experiment objectives where the 
problem is defined and real world investigated to 
propose system theories. Then, a conceptual model 
is formulated by modeling the previous theories 
leading to the implementation of the simulation 
model. The second phase is iterative to refine 
models [Balci 1994, Nance 1983, Sargent 2004]. 
Both methods integrate validation and verification at 
various steps of the development, but Sargent's 
paradigm includes a closer validation between 
system results and simulation model results (Figure 
1). It is then privileged in the approach of the ADL 
simulator. 
Figure 1 : Real World and Simulation World 
Relationship adapted from Sargent [2004] 
2 REAL WORLD 
The real world is composed of an individual 
performing ADLs at home. All the day, the 
individual prepares lunch, goes to the bathroom to 
wash himself, watches TV or reads journals and 
goes to bed. Sometimes he performs the ADL 
without interruptions, sometimes he performs 
several ADLs in parallel or is interrupted by prior 
situations. For instance, he answers to phone call 
while cooking pasta. The 24 hours day are divided 
into life habits where some ADLs are more likely to 
occur. In a smart home, the sensors dispatched into 
the environment collect data upon the activities 
performed. The system theories describe the 
following characteristics of the real world : the 
ADLs and life habits, the management of 
interruptions, the house map and its sensors, the 
individual abilities and the available resources. 
2.1 ADLs and life habits 
An ADL is an activity performed to fulfill the 
basic needs of an individual in order to take care of 
himself and his house [Carswell 2004]. The ADL is 
decomposed hierarchically in tasks and subtasks 
until reaching the atomic actions perceptible by 
sensors. For instance, the ADL making tea is 
composed of tasks such as boiling water composed 
of actions such as opening the tap. An action 
modifies the status of the environment and the 
person. For instance, after having drunk water, the 
person is no more thirsty and the glass is empty. The 
actions modify also the status of the task and the 
ADL as described below in the activity life cycle. 
The life habits refer to routines which are 
performed on a periodical base; one drinks coffee 6 
days a week for breakfast between 7:30 am and 8:00 
am and eat eggs and bacon on Sunday morning. The 
life habits play a significant role to predict and 
recognize more accurately the ADLs performed. 
2.2 Interruptions 
As one can't foresee when the phone is going to 
ring or a friend to knock at the door, he has to adapt 
the current ADL to unpredictable situations. In the 
real world, an activity interrupted should be 
resumed later or started over again or even 
postponed. For instance, when cooking pasta, while 
the water is boiling, one could be interrupted by a 
phone call and safely turns off the stove before 
answering. Depending of the duration of the phone 
call, the water is still warm or need to be reheated. 
In the first case, we can resume the task, otherwise 
we do have to start boiling water from the 
beginning. The validity time indicates the need to 
resume or restart the task. 
2.3 Activity life cycle 
ADLs and tasks evolve accordingly to a activity 
life cycle, which defines 9 distinct states. The 
released state characterizes all the ADLs and tasks, 
that are not planned in the next period. It could be 
because they are not planned or potentially 
occurring in an interruption, it could be also because 
they have been previously completed. 
The initial state is scheduled when the activity is 
planned in the period or unpredictable if the activity 
is specified as an interruption. When all the 
resources are available, the activity state becomes 
waiting. Then, the activity status is changed to 
execution if all the pre-conditions are fulfilled 
without exceeding the waiting time. Otherwise, the 
activity is cancelled and released. When executed in 
the ideal situation, the activity is then completed and 
released. However, as seen in the previous 
paragraph, activities may be interrupted before their 
completion. Therefore, the partial results of the 
activity depend on the validity time of the activity. 
The validity time determines the delay during which 
the partial results remain valid. The interruption time 
characterizes the period of time during which the 
activity is interrupted. If the interruption time 
doesn't exceed the validity time, the partial results 
remain valid and the activity can be resumed. 
Otherwise, the partial results are invalid and the 
activity is abandoned then released. Once released, 
the activity may be scheduled again. 
2.4 Resources 
The resources are defined by all the items 
needed to perform a task either from the 
environment or related to the individual. They may 
be limited in the time. They are essential for the 
accomplishment of a task. The human resources, 
according to the VACP theory, are described by four 
processing components [Wickens 84]. Standing for 
Visual Audio Cognitive and Psychomotor 
components, they represent respectively the capacity 
to see, to hear, to remember procedural and 
declarative knowledge and, last, the ability to 
accomplish movements. 
The environmental resources are divided into 
consumable and material resources. The first ones 
regroups all the substances or products needed in the 
daily life (water, milk, soap ...). The material 
resources are composed of all the equipments of the 
apartment; from the appliances such as the fridge to 
the pieces of furniture such as the chairs or the 
plates. These resources support the task. Some of 
them could be used for more than one task at a time. 
For instance, a stove is equipped with an oven and 
four cook-tops that can be used simultaneously for 
the tasks cooking eggs and boiling water. 
2.5 Environment 
The environment is defined by the rooms 
configuration and the sensors dispatched. The rooms 
configuration is essential to estimate the paths into 
the environment. The sensors give informations 
about the individual physiological state, his location 
or his actions. Bistable and analog sensors are used. 
A bistable sensor is a sensor that has two resting 
states, both of them are stable. The signal sent 
indicates the current states of the sensor. For 
instance, sensitive rugs, electro-magnetic sensors, 
motion sensors are bistable. An analog sensor sends 
data representing a measurable value. For instance, 
flow-meters, thermometers are analog. 
3 CONCEPTUAL MODEL 
The conceptual model should respect the 
problem entity and express the above system 
theories. The activities performed in a smart home 
are like processes running on a computer; both need 
limited resources and both could be done in parallel 
or be interrupted. The analogy between the task 
executions in a smart home and the computer 
processes leads to the use of Petri Networks to 
simulate ADLs as they have been extensively used 
to simulate computer processes [Peterson 77]. 
The Petri networks describe the activity 
sequences, the resources and the potential 
interruptions. Their main interest lies in the power of 
expressivity they offer thanks to the graphical 
language and the formal representation. The 
dynamic characteristics of the systems are displayed 
on the Petri Networks in order to understand its 
behaviour and to study its performance. 
The Petri Networks are composed of places, 
transitions and arcs. An input arc connects a place to 
a transition and an output arc connects a transition to 
a place. A place may contain consumable tokens. 
When the places connected to a transition contain 
the number of tokens required to cross a transition, 
the transition fires, consumes the tokens from the 
input places and adds some tokens in the output 
places. The number of tokens added in the output 
places is not necessarily equal to the number of 
tokens consumed and depends on the transition. The 
current state of the system is given by the number of 
tokens dispatched in each place of the Petri 
Network. 
In the ADL simulator, the places represent the 
entering conditions to fulfill in order to cross a 
transition or the outgoing conditions that are 
fulfilled after a transition fires. A transition is linked 
to an activity. When it fires, the activity is under 
realization. 
Places 
• CO : There is water 
• C I : There Is a pan 
• C2 : There is hot water 
• C3 : There is soluble coffee 
• C4 : There is hot coffee 
Transitions 
• E l : The person makes the water boil 
• E2 : The person is pouring the water 
on the coffee 
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Figure 2 : Petri Network modeling the activity of 
making instant coffee 
The figure 2 illustrates the activity of making 
instant coffee, the five places (CO to C4) represent 
the conditions related to the environment, such as 
having water and having a pan. The tokens in the 
places CO, CI and C3 symbolize the fulfilled 
associated conditions. When tokens are in the places 
CO and CI, the entering conditions are fulfilled and 
the transition fires the event El. In the next state of 
the Petri Network, the places CO and CI are empty 
and the place C2 contains a token. Unless we ran out 
of soluble coffee, the place C3 always contains a 
token. 
The example of figure 2 presents an activity 
which has been completed without interruption. The 
activity life cycle described above leads to 4 
different paths for a task through the 9 existing 
states. These 4 paths, which are part of the global 
Petri Network, are the following ones : 
- the task is completed without interruption, 
- the task constraints are never satisfied, then the 
task is cancelled after the waiting period is over, 
- the task is interrupted for a short time then is 
resumed until completion, 
- the task is interrupted for a long time then it is 
either reseted or abandoned. 
4 IMPLEMENTATION 
The ADL simulator generates an agenda of the 
ADLs performed at a precise time and place. The 
figure 3 illustrates the simulator inputs and outputs. 
The user determines a global scenario as input 
that regroups : 
- an ADLs scenario, 
- the individual life habits, 
- the unpredictable activities, 
- the resources related to the individual, 
- the environment resources. 
ADLs Scenario ,. 
Life Habits — • 
Unpredictable Activities * 
Environment Person 
1 1 
ADL SIMULATOR 
— • ADLs Agenda 
— » Sensors Output 
Figure 3 : ADL simulator inputs and outputs 
ADLs scenario contains all the ADLs to be 
performed, their decomposition in tasks and actions, 
their validity time and execution time during a time 
period. The same ADL may be described by 
different sequences of tasks and actions. Life habits 
are defined by the frequency and the period when 
the ADLs are usually performed for an individual. 
Unpredictable activities are the interruptions the user 
wishes to occur during a simulation period. They 
may occur or not, and depending on the current ADL 
in execution, they may be ignored or performed. If 
the interruption is performed, the current ADL is 
interrupted as described in the activity life cycle. 
The output ADLs agenda, describes all the 
ADLs, tasks and actions that occurred at a 
determined time. It also contains all the life cycle 
states of an activity and the time the states changed. 
This includes the interruption wether they were 
performed or ignored. 
The figure 4.a illustrates a simplified ADLs 
scenario and the life habits related. It does not 
include the decomposition in tasks and actions. The 
simulation period is from 7:30 to 8:00 am. There is 
two ADLs, washing hands and washing face that 
usually take 40 seconds and 100 seconds 
respectively to perform. The individual is used to 
perform them between 7:40 and 8:00 am. The figure 
4.b shows the unpredictable activities the user 
wished to occur. The phone is to be ringing between 
7:40 and 7:50 am. 
The ADLs agenda on figure 5 is the list of all the 
activities transitions. The ADL washing hands 
started at 7:42 and lasted 42 seconds. Then, the ADL 
washing face started until the end of the simulation, 
100 seconds later. A phone call occurred at 7:43 but 
was ignored. 
ADLs Scenario 
Simulation Period 
7:30 am to 8:00 am 
Activity 
Wash hands 
Wash face 
Duration 
40 s 
100 s 
Life Habits 
Period 
7:40 am to 8:00 am 
7:40 am to 8:00 am 
Figure 4.a : ADLs scenario and Life Habits 
Unpredictable Activities 
Activity 
Phone call 
Duration 
35 s 
Period 
7:40 am to 7:50 am 
Figure 4.b : Unpredictable activities 
ADLs Agenda 
Activity 
Wash Hands 
Wash Hands 
Wash Face 
Wash Hands 
Wash Face 
Phone Call 
Phone Call 
Wash Face 
Transitions 
Scheduled'to Waiting 
Waiting to Execution 
Scheduled to Waiting 
Execution to Completed 
Waiting to Execution 
Unscheduled io Waiting 
Waiting to Cancelled 
Execution to Completed 
Time 
7:42:00 
7:42:00 
7:42:00 
7:42:42 
7:42:42 
7:43:00 
7:43:00 
7:44:22 
Figure 5 : ADLs agenda 
In the ADL simulator, object oriented Petri 
Networks are used to enhance the resources 
expressivity. Object oriented Petri Networks add 
properties to tokens which evolve through time or 
when a transition fires [Sibertin-Blanc 1997]. These 
tokens are objects and can be affected when an ADL 
is performed. For instance, the token representing 
the soap decreases the quantity left each time the 
activity washing hands is performed. The 
environmental and personal resources are 
represented in the simulator by these tokens. An 
ADL consumes or modifies resources from the 
environment and related to the individual, therefore 
the simulator interacts with both of them. 
5 VALIDATION 
In this section, we discuss model validity and 
validation techniques. Numerous techniques are 
proposed to validate the accuracy of a model but no 
universal technique will conclude in the failure or in 
the success of a model. It is recommended to use a 
combination of several validation techniques to 
increase the model validity [Sargent 04]. The 
following sections will describe various validation 
techniques. We will retain for the beginning the 
animation technique. 
5.1 Validation Techniques 
The 3 following validation techniques have been 
chosen for their abilities to validate specific 
properties if the ADL Simulator. These techniques 
are event validity, historical data validation and 
animation. 
5.1.1 Event validity 
According to Sargent [2004], the occurrences of 
the simulation model are compared to those of the 
real system to determine if they are similar. In the 
ADL simulator, to satisfy the event validity, the 
ADLs agenda must be similar to the life habits. It 
needs to generate simulated data for a long period. 
For instance, one's life habit is to drink coffee 5 
times a week and tea twice a week. To validate this 
habit, simulated data will be generated for a year. 
The outputs tendency should reflect the life habits of 
making coffee five times a week and making tea 
twice a week. 
5.1.2 Historical data validation 
Historical data validation consists of a 
comparison between data collected in the real world 
and data obtained through the model to determine 
the realistic model behavior. For instance, data such 
as sensors outputs are collected in the environment 
while a user is performing ADLs. The same ADLs 
are described in a scenario submitted to the ADL 
generator. It generates simulated sensors outputs 
which are compared to the ones collected in the 
apartment. It supposes to establish a distance to 
compare the ADL simulated and the ADL performed 
in the real world. 
5.1.3 Animation 
A graphical display of the model behavior is 
implemented to see how it evolves in real time. For 
instance, a map can display the room where ADLs 
are performed, highlight activated sensors and 
display analog sensors values. Such animation is 
useful to check consistence upon the simulated data. 
5.2 Animation validation technique 
The animation technique of the ADL simulator 
consists in displaying graphically the behavior of the 
model during the simulation of an ADLs series. By 
implementing interfaces for specific views, the user 
is able to oversee the progress of all the aspects of 
the simulations. 
These interfaces represent the following views: 
the map view, the ADLs agenda view, the sensors 
agenda view, the personal resources view, the 
environmental resources view and the time view. 
The map view displays a global view of the 
environment. Motion sensors, sensitive rugs and 
magnetic sensors attached to doors are represented 
on a map dispatched in the rooms of the apartment. 
This view is convenient to locate places where 
ADLs are performed. 
The ADLs agenda view displays a list of all the 
ADLs, tasks and actions in progress or done of the 
current scenario. The user can choose wether to 
display ADLs, tasks or actions. Activities execution 
time and description are also displayed. 
The sensors agenda view shows the list of the 
sensors that are activated or that have been activated 
already with their states and their description. 
The resources view displays the list of the 
resources available associated to their status and the 
quantity left. The resources related to the patient are 
similarly displayed in another view. 
The 5 previous views also give access to detail 
views. The map details view consists in a closer 
view of the selected room or specific angle, the 
ADLs agenda details view shows the hierarchical 
composition of the ADLs tasks, subtasks and actions 
as a tree using different colors to set apart activities 
that are done, in progress or yet to do. The user can 
follow the sequences of tasks and actions in the 
current ADL or even in concurrent ADLs. The 
sensor and resource detail views show status 
changes on a time scale. 
The simulation is controlled through a time 
panel which allows the user to play, pause, fast 
forward or backward the scenario evolution. 
The interface enhances the possibilities to take a 
close look at the simulation, the user can check the 
location, resources or sensors status at a given time 
or on a specific time period. Thanks to the different 
views provided, one could compare different ADLs 
realizations, check the resources evolution related to 
the patient or from the environment and verify the 
consistence of an agenda. 
6 CONCLUSION 
The ADL simulator development and validation 
are complex processes that require a deep 
comprehension of the real world problem entity. The 
model theories used in the simulator are based on 
VACP theory, activity theory, occupational therapy 
theory. 
Petri Networks are widely used in computer 
simulation and are convenient to represent 
chronological events. The object oriented Petri 
Network are needed to express the quantity of 
resources available. The ADLs are simulated with 
object oriented Petri Networks, which represents the 
activity life cycle taking in account the occurrence 
of interruption during activity execution. 
The first validation technic to be implemented is 
the validation by animation. Different views of the 
inputs and outputs simulator are generated allowing 
the user to follow the evolution of data during time 
and to compose different occurrences of the same 
activity. Validations by event validity and historical 
data will then be implemented later. 
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