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1.1 A tanulmány tárgya
A tanulmányban olyan adatkezelési technikákat ill. 
adatbáziskezelési modelleket ismertetünk, melyek egy 
sajátos célt: rendszerleírások, rendszer specifikáci­
ók , illetve általánosságban struktúráit leírások ke­
zelését (tárolását, napra készen tartását, elemzését, 
konzisztenciájának ellenőrzését, riportok és dokumen­
tációk generálását) szolgálják.
Célkitűzését tekintve a tanulmány tárgya a szoftver 
technológia területére tartozik. Az ilyen típusú vizs­
gálatok a szoftver technológia területén mintegy tíz 
éves múltra tekintenek vissza [65] > [ i o 3 #■ [4 9] > ami­
kor is egyfelől nyilvánvalóvá vált, hogy manuális ke­
zelés útján a számítástechnikai rendszerek tervezése 
és kivitelezése során felhalmozódó dokumentum mennyi­
séggel, illetve a bennük foglalt információk össze­
függéseivel egyre kevésbé lehet boldogulni; másfelől, 
ekkorra létrejöttek azok a számítástechnikai alapesz­
közök, melyek ezen információk kezelésének gépi támo­
gatását már siker reményében megközelíthetővé tették.
Vegyük most először szemügyre azokat a sajátosságokat, 
melyek kezelendő információinkra (meglévő vagy terve­
zés alatt álló különféle rendszerek modelljei, speci­
fikációi, leírásai) jellemzőek.
a) Az adatok (leírások) formátuma (változó hosszúságú, 
esetenként nagy méretű alfanumerikus részegységek) 
eléggé tág határok között kötetlen.
b) Alapkövetelmény, az adatobjektumok közötti sokrétű 
kapcsolatok ábrázolása, melyet a kapcsolatok tipi­
zálása (kapcsolatok közötti kapcsolatok) útján cél­
szerű rendszerbe foglalni.
c) A konvencionális adatbázisoknál megszokott procedu- 
rális szükségletek nincsenek, a hangsúly a leírások 
adekvát, a lekérdezések és elemzések céljait szolgá­
ló ábrázolásán van.
8d) A lekérdezés (információ visszanyerés) fő szempontja 
a szelektív struktúráit riportok generálásának lehe­
tősége (valamely egyszerű, világos nyelvi rendszer, 
és azt megalapozó kalkulus útján).
e) Végül, bizonyos alkalmazásokban szükség van típusok 
és kapcsolatok halmazszerű kezelésére.
Ha meglévő eszközeinket nézzük, akkor a felsorolt köve­
telmények egyszerű szövegszerkesztő, ill. szöveges in­
formáció feldolgozó rendszerekkel való lefedését eleve ki­
zárhatjuk. A szokványos univerzális adatbáziskezelő rend­
szerek alkalmazása elvben lehetséges lenne, ezek azonban 
éppen univerzalitásuk miatt a specifikus követelmények 
hatékony kiszolgálásához nem nyújtanak támogatást, leg­
főképpen azonban az adatábrázolás adekvátságának elsőd­
legessége az, ami a hálószerű ill normalizált relációk 
útján történő ábrázolást nehézkessé és - természetelle- 
nessége miatt - itt értelmetlenné teszi.
Ezek az okok azok, amiért világszerte a számos helyen ki­
dolgozott, különféle rendszerleíró nyelvekhez, az ezeken 
a nyelveken leírt objektumok gépi tárolására saját mód­
szereket dolgoztak ki (pl. [50], [47], [59], [22], [ 9 ]).
Mindezek a megoldások azonban ad hoc tárolási technikák­
ra alapultak, anélkül, hogy az ilyen típusú információk 
kezelésének általános kérdéseit vizsgálták volna.
1.2 Az alkalmazott módszer
A módszertani megközelítés tekintetében a tanulmány tár­
gya az u.n. absztrakt adatszerkezetek (főbb referenciá­
kat ld. például [14], [18], [67], [56], [48]) területére
esik. A hagyományos kutatások tárgyától azonban abban 
térünk el, hogy míg az absztrakt adatszerkezetek vizsgá­
latának területe az idézett munkákban döntően a progra­
mozási nyelvekben való procedurális alkalmazásokra esett, 
mi ezzel szemben az absztrakt adatstruktúrák adatbázis 
kezelési (tehát tömeges adatokra, és nem egyes adatobjek­
tumokra) vonatkozó törvényszerűségeit vizsgáljuk.
9(Ez a kutatási irány az absztrakt adatstruktúrák terü­
letén viszonylag új [55], [63].)
A tanulmányban a matematika eszközeire, módszereire és 
formalizmusára építünk (logika, absztrakt algebra, ill. 
formális nyelvek elmélete - mint ahogy ma minden számí- 
tástudománvi absztrakciónak éppen ezek a legfőbb bázi­
sai) . Maga a tanulmány azonban nem matematikai tárgyú. 
Nem tételeket mondunk ki (kivéve a 3.2 fejezetet), ha­
nem logikai konstrukciókat adunk meg, melyek a számítás- 
technikai gyakorlatban végzett tevékenységek, módszerek, 
szerkezetek absztrakciói. E konstrukciók (modellek) ad- 
ekvátsága matematikai eszközökkel nem bizonyítható, ér­
téküket a gyakorlati alkalmazhatósággal lehet mérni. Ez 
az oka annak is, hogy az alkalmazásoknak (méta nyelvi 
rendszerre alapuló konstrukciók) egy teljes fejezetet 
(nyelvi modellek) szentelünk.
1.3 Az eredmények helye
A tanulmány négy fő fejezetre (2.-5.fejezetek) tagoló­
dik. Mindegyikben modelleket (logikai konstrukciókat) 
adunk meg. E négy fejezet közül három számítástudományi, 
egy pedig (a 3.fejezet) matematikai konstrukciókat tár­
gyal .
A 2.fejezetben koncepciókat (koncepcionális modelleket) 
írunk le (hasonló jelleggel, mint ahogy a számítástudo­
mány "klasszikus" koncepciói, a "szemafor", a "monitor", 
a "class", a "cluster", a "fűnél" stb. annak idején be­
vezetésre kerültek). Az itt megadott koncepciók által 
kifejezett absztrakciók gyökere kettős: egyfelől az 
absztrakt adatszerkezetek procedurális alkalmazásainak 
eredményei [14], [18], másfelől a szoftver engineering
specifikációs nyelvei és módszerei, ld. például [50], 
[47] .
A 3.fejezetben koncepcionális modelljeink matematikai 
hátterét adjuk meg. Rámutatunk arra, hogy a modern ma­
tematikai eredmények mennyire nélkülözhetetlenek a szá­
mítástechnikai problémák hibamentes programozói megöl-
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dásainak szempontjából. A fejezet első részében vizsgált 
problémakör kettős általánosítás: egyfelől a klasszikus 
adatbázis relációk [13], [62], másfelől a procedurális
adat absztrakciók [14], [48] kereteibe illeszkedik. A
fejezet második fele tisztán matematikai jellegű. Egy 
"hidat", egy közös magot kisérel megadni a Petri hálók, 
a "path kifejezések" és a "trace nyelvek" három iskolá­
ja között az adatbázis operációk közötti u.n. "liveness 
problem" vonatkozásában. (Az irányzatok reprezentánsai­
ként ld. [58], [54] ill. [45].)
A 4.fejezetben rendszerleíró nyelveket ill. rendszeráb­
rázolási modelleket és módszereket adunk meg. ^Ilyenek 
persze nagy számban készültek már világszerte. Az álta­
lunk megadott modellek és nyelvek azonban mind egyetlen 
keretbe, a 2 .fejezetben megadott méta nyelvi rendszerbe 
illeszkednek, és így a nyelvi objektumok adatbázis objek 
tumokra való leképezését is tartalmazzák. Levezetünk is­
mert nyelveket is (PSL [65], Jackson módszer [21]), és 
megadunk újakat is. ?'
Az 5.fejezetben a szoftver engineering problémakörét egy 
másik oldalról, a szoftver rendszerekben kialakítható lo 
gikai architektúrák oldaláról vizsgáljuk. Ilyen típusú 
modellek kialakítására irányuló kutatások csak a legutób 
bi időben indultak (OSI [20] referencia modell, [60] fo­
lyamatirányítási szoftver modell) és a szoftver technoló 
gia jelentős mértékű javításához éppen ezek Ígérik ma a 
legtöbb lehetőséget. Mi ebben a fejezetben fogalmakat és 
elemeket vezetünk be, melyek általánosságban használha­
tók szoftver rendszerek logikai szerkezetének megadására 
ill. a fent említett értelemben vett referencia modellek 
építésére. Ezek alkalmazásaként egyúttal a korábbi feje­
zetekben ismertetett modellek számítógépen való kivitele 
zésének fő vonalait is bemutatjuk.
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Ebben a fejezetben koncepciókat, pontosabban számítástech­
nikai adatkezelési koncepciókat kifejező modelleket adunk 
meg. Ezek a modellek a bázisukon megvalósítandó számítás- 
technikai rendszereknek (az ISO OSI [20] filozófiája értel­
mében vett) felsőbb szintjeit határozzák meg (az alapjukul 
szolgáló megvalósítási mechanizmusokat ezen a szinten - rész­
letkérdésként - nyitva hagyva. Ezekről az alapul szolgáló 
más modellekről a 3.fejezetben szólunk.) Ezen felső szintű 
modellek a megvalósítandó számítástechnikai rendszereket 
azok célja felől közelítik meg úgy, hogy a megadott koncep­
ciók e rendszerek későbbi részleteinek tervezését már de­
terminálják. (Nem tévesztendők össze tehát az itt megadott 
koncepcionális szintű modellek az ANSI SPARC [ 5 ] termino­
lógia szerinti, u.n. konceptuális sémákkal.)
2.1 Elemi konstrukciók
Ebben az alfejezetben egy igen egyszerű szerkezetű, de egy 
u.n. öndefiniáló sémával rendelkező (automatizált sémekeze- 
lésű) adatbázis modellt mutatunk be, mely egyfelől alapját 
képezi a későbbi fejezetekben szereplő gazdagabb szemanti- 
kájú modelleknek, másrészt, mint a gyakorlatban is reali­
zált rendszer, a specifikációs adatkezelési feladatok egy 
nagyobb területén önmagában is alkalmazhatónak bizonyult.
2.1.1 Információ szerkezet
Mint minden számítástechnikai rendszer koncepciójának ki­
alakításakor, az adatbázis kezelő eszközök tervezésénél is 
az igények oldaláról kell kiindulnunk:
2.1.1.1 Információ elemek
Számítógépben tárolandó és manipulálandó leírások (rendszer­
leírások, specifikációk, dokumentációk) készítésekor az ese­
tek nagy részében egyszerű tőmondatok formájában szokás (sőt
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célszerű) tagolni a leírandó információt. Valamely rend­
szer-részlet specifikációjában például tipikusan efféle 
mondatok szerepelhetnek:
"Hibajelző modul.
Hívja a hibaelemző modul.
Használja a hibakód táblázatot.
Jelzéseit a 2-es konzolon adja."
Stb.
Mint általánosságban és a számítástechnika más területein 
is ismert: a rendszerezés legegyszerűbb, jól bevált módja 
a tipizálás (típusok mint osztályok bevezetése). Fenti ki­
jelentéseket például az alábbi módon tipizálhatjuk:
modul: hibajelző
hívó: hibaelemző
használt adat: hibakód táblázat
kijelzés: 2-es konzol
stb.
ahol az aláhúzott szavak jelenthetik az osztály (típus) ne­
veket .
Matematikai jelölésekkel a fentiek értelmében célszerű te­
hát beszélni u.n. "típusok" egy T halmazáról, melynek te T 
elemei u.n. "értékekből" (e G E) álló halmazok: t G E. Nevez­
zük "információ elemnek", "atomnak" (vagy tipizált mondatnak) 
a (t,e) rendezett párokat, ahol e G t (azaz egy értéket a tí­
pusával együtt). Mármost:
(A1) Az i = (t.,e.) és i2= (t2 ,e2) információ
elemeket akkor és csak akkor tekintjük azonos­
nak, ha t^=t2 és e.|=e2.
(Megjegyzés: Választható természetesen (A1) helyett az annál 
erősebb, az osztályozást kimondó axióma is, mely kizárná, 
hogy azonos értékek különböző típusok mellett előforduljanak. 
A választás helyességét végső soron itt az adatbázis felhasz­
nálójának kényelme dönti el. (A1) választása mellett a gya­
korlati tapasztalatok szóltak.)
2.1.1. 2 Információ szakaszok
Leírások (rendszerleírások, specifikációk) készítésekor 
a mondatokat célszerű csoportokba rendezni. Egy ilyen cso­
port (szakasz) célszerűen valamilyen összefoglaló címet 
visel (vagy megfordítva fogalmazva: mondatai a címet je­
lentő "fejmondatra" vonatkoznak). A 2.1.1.1-beli példa 
is tekinthető ilyen "szakasznak", nézzünk most mégis egy 
másik tjpikus példát (ezúttal angolul):
File address table.
Accessible by super-users.
Maintained by file management modul.
Parts are: directory area, label area,
overflow area.
Storage mechanism is B-tree.
Recovery is based on duplicate storage.
Etc.
Tipizált mondatok (információ elemek) formájába rendezve, 
a fenti információ szakasz például így nézhet ki:
data: file address table
access limitation: super-users only 
maintenance: file management modul 
parts : directory area, 
label area, 
overflow area 
storage mechanism: B-tree 
recovery mechanism: duplicate storage
Most vegyük szemügyre először heurisztikusán azokat 
a szempontokat, melyekkel kívánatos, hogy az információ 
szakaszok rendelkezzenek:
(i) "kötetlenség": egy információ szakasz meg­
adásakor abba tetszés szerinti információ 
elemek beírhatok;
(ii) "változtathatóság11: egy meglévő szakasz a későbbiek
során tetszés szerinti új információ elemek­
kel bővíthető kell legyen, ill. bármely 
hozzá csatolt elem bármikor törölhető kell 
legyen;
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(iii) "multiplikáció": egy típusból, egyazon
szakaszban, tetszés szerinti 
számú információ elem fordulhat 
elő.
E szempontokból már látjuk, hogy a fenti értelemben vett 
információ szakaszokat ésszerűtlen lenne akár hagyományos 
rekordokként, akár (változó hosszúságú) relációkként ke­
zelni. Ehelyett, a jól ismert u.n. "Entity Relationship 
Attribute (ERA)" [12] adatmodell filozófiájának megfele­
lően (részleteiben azonban a későbbiekben majd e modelltől 
némileg eltérően) az információ szakaszokat a fejmondat 
és minden egyes belső mondata között létrehozott bináris 
relációk formájában fogjuk adatmodell szinten ábrázolni. 
Pontosabban:
Valamely i., i2 információ elemekből alkotott (i^  , i2) 
rendezetlen párt ezen információ elemek "kapcsolafának" 
fogjuk nevezni.
Ennélfogva:
(A2) Az (i. ,i2) és (i,,i^) kapcsolatokat
akkor és csak akRor tekintjük azonosnak, 
ha vagy i.j=i3, i2 = i4 , vagy i. =i4, i2 = i3/ 
ahol az egyenlőségjelek az (Á1) axióma 
értelmében vett azonosságot jelentik.
(Megjegyzés: Lehet rendezett párokra alapuló adatmodellt 
is építeni. Ez természetesen mind az általa implikált tá­
rolási módokban, mind a felhasználói dialógus szerkezetek­
ben gyökeresen eltérne az általunk választott rendezetlen 
párokra épülő modelltől. A mi választásunk végső oka a 
felhasználói kényelem — az invertált lekérdezések egysze­
rű módjának biztosítása, ld. később.)
2.1.2 Elsődleges operációk
Mielőtt egy információ feldolgozási dialógust felvázolnánk, 
szükségünk van az eddig megadott elemi információ struktú­
rákon végezhető legegyszerűbb adatbázis műveletek (felvi­
tel, törlés, azonosítás stb.) pontos definícióira.(Ezek a 
műveletek a programozók szemében triviálisaknak szoktak 
tűnni, épp ezért, az információs rendszerek tervezésekor 
a tapasztalatok szerint kevés gondot fordítanak az elemi 
operációk szemantikájának pontos specifikációjára, amely
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azután rendszerint a későbbiekben válik súlyos és "meg­
magyarázhatatlan" hibák forrásává.)
Először jelöléseket vezetünk be.Jelölje
I az adatbázis által az adott pillanatban éppen
tartalmazott információ elemek halmazát. 
(Feltételezzük, hogy kezdetben,az adatbázis inici- 
alizálásakor az iD halmaz üres.) Jelölje
T az ID-be tartozó információ elemek típusainak
halmazát: T = {t : 3 i = (t,e); i S ID).
Jelölje
CD az adatbázis által az adott pillanatban éppen 
tartalmazott információ elemek között { (i,j)} 
kapcsolatok halmazát az (A2) azonossági axió­
mának megfelelő értelemben. (Kezdetben a CD 
halmaz üres.) Jelölje
R azon (t1 ,t2) rendezetlen tipus-párok halmazát,
melyekhez létezik az adatbázisban ilyen típusú 
elemek közötti kapcsolat: Rp = {(tx, t ) :
: 3 ijjji i-^ — (t^ , e ^ ) 6 Ip , Í 2 — ^ 2  , ^2 ) ® í D / 
( ix , i2 ) € Cp }.
2.1.2.1 Elem-műveletek
Valamely (t,e) információ elemre vonatkozóan a felhasználó
háromféle műveletet kezdeményezhet:
1) Az információ elemet fel akarja vinni az adatbázisba. 
Jelölje ezt az operációt:
input (t,e).
2) A nevezett elemet meg kívánja keresni. (Most mindegy, 
miért, akár lekérdezés eredményéhez, akár valamely más 
összetett operáción belül operandusként.) Jelölje ezt 
az operációt:
atom (t,e) .






a) Ha (t,e) 6 Ip, akkor nincs operáció. Az eredmény
"neutrális". Különben:
b) Ha t G Td, akkor az elem felvitelre kerül. (Az
Ip halmaz, és ezen belül az adott t-tipusú 
elemek halmaza kibővül.) Az eredmény: "bő­
vítés". Különben:
c) ((t,e) $ Ip, sőt t Tp.) Az új elem felvitelre
kerül. (Az ID halmazon kívül maga Tp is bő­
vül az új t típussal, melyhez most egyet­
len elem tartozik.) Az eredmény: "séma bő­
vítés" .
atom (t,e)
a) Ha (t,e) 6 Ip, akkor az eredmény "pozitív", (és
az elem, vagy a címe a megfelelő helyen re­
gisztrálásra kerül). Különben:
b) Ha t G Tp, akkor az eredmény "negatív". Különben:
c) (Nincs ilyen típus sem.) Ekkor az operáció "hibás
hívásáról" beszélünk.
delete (t,e)
1 .lépés: atom (t,e).
2 .lépés:
a) Ha az eredmény "pozitív" volt, a (t,e) elem 
minden egyes kapcsolatára vonatkozóan végre­
hajtjuk a "disconnect" operációt (ld . 2 .1 .2 .2) , 
majd a (t,e) elemet az Ip halmazból töröljük. 
Ezután:
a1) Ha a t típusú elemek halmaza üressé 
vált, e típust a Tp halmazból töröljük.
Az eredmény: "séma szűkítés". Különben:
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a2) Az eredmény: "szűkítés".
b) Ha az eredmény "negatív" volt, akkor nincs 
operáció, és most az eredmény: "neutrális". 
Végül:
c) Ha az eredmény "hibás hívás" volt, úgy most 
is az.
2.1.2.2 Kapcsolat-műveletek
Valamely (i1 ,i2), i1=(t1 ,e1), i2=(t2 ,e2) kapcsolatra vo­
natkozóan a felhasználó szintén háromféle műveletet kez­
deményezhet :
1) Kapcsolat létrehozása. Jelölje ezt:
connect (i1,i2).
2) Adatbázisban tárolt kapcsolat megkeresése. Jelölje ezt:
connection (i1 ,i2).




a) Ha (i1,i2) 6 CD, akkor nincs operáció. Az ered­
mény "neutrális". Különben:
b) Ha (t1,t2) G Rp, akkor:
b1) Ha ii0ID , i2eiD, akkor az új kapcsolat regiszt­
rálásra kerül. Az eredmény: "bővítés". Különben
b2) (Az összekapcsolandó elemek valamelyike nincsen 
benne az adatbázisban.) Eredmény: "hibás hívás"
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Különben:
c) Ha tj 6 Td , t2 G Td, akkor az új kapcsolat re­
gisztrálásra kerül. Az eredmény: "séma bővítés". 
Különben:
d) (Valamelyik típus nem létezik.) Eredmény: "hibás
hívás".
connection (i1 ,i2)
a) Ha (i1 ,i2) 6 Cp, akkor az eredmény "pozitív" (és a
kapcsolat, vagy címe megjegyzésre kerül). Különben:
b) Ha ix € ID , i2 € Ip, akkor az eredmény "negatív".
Különben:
c) (Valamelyik elem nem létezik.) Az eredmény: "hibás hívás".
disconnect (i1 ,i2)
1 . lépés: connection (ilfi2).
2 . lépés:
a) Ha az eredmény "pozitív" volt, a kapcsolatot a 
CD halmazból töröljük. Ezután:
a1) Ha a tx, t2 típusú elemek közötti kapcsolatok 
halmaza üressé vált, a (ti,t2) párt az 
halmazból töröljük. Eredmény: "séma szűkítés". 
Különben:
a2) Az eredmény "szűkítés".
b) Ha az eredmény "negatív" volt, akkor nincs operá­
ció és most az eredmény "neutrális". Végül:
c) Ha az eredmény "hibás hívás" volt, úgy most is az.
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2.1.3 Dialógus szerkezet
Információ szakaszokat leírni és számítógépbe feldolgozás­
ra bejuttatni természetesen a régebben elterjedt, un. "kö­
tegelt feldolgozási módokon" is lehet (off-line adathordo­
zókon előkészítve), sőt, néha erre ma is szükség van. Mégis: 
a meghatározó üzemmód ma már az on-line párbeszédes feldol­
gozás, ezért az adatbázis legfőbb interfészeinek kialakítá­
sát is ez kell meghatározza. A dialóg feldolgozás (általában) 
egy képernyő kép támogatásával történik, melyen egyaránt je­
lenhetnek meg a felhasználó által írt és a rendszer által írt 
információk. Esetünkben pl. maga egy a képernyőn látható "in­
formáció szakasz" is létrejöhet olyan módon, hogy egyes részei 
a felhasználótól, más részei pedig a számítógépes rendszertől 
származnak.
(Megjegyzés: Az alábbiakban a dialógus konkrét szintaxisának 
részleteire - pl., hova kell a típusnevet írni, hány szóból 
állhat stb. - nem térünk ki. Ezeket az olvasó [31] ill. [37] 
-ben megtalálhatja.)
2.1.3.1 Kezdeti információ felvitel
Tegyük fel most, hogy az adatbázis üres, és az adatbázis ke­
zelő rendszer olyan állapotban van, hogy adatok fogadására 
alkalmas. Példaképpen ekkor - fő vonalaiban - egy dialógus 
célszerűen az alábbi módon építhető fel:
A felhasználó a képernyőre ír egy bevitelre szánt információ 
elemet. Például:
ACTION: SEARCH NEXT DATA.
A rendszer ezek után végrehajtja e paraméterekkel az "in­
put" operációt (ld. 2.1.2.1). (Az input operáció háromféle 
eredményétől függően a rendszer különféleképpen válaszolhat 
ill. intézkedhet. Például, ha a rendszer által még nem ismert 
típusról van szó - mint ez esetben is - a rendszer kérhet 
u.n. "megerősítést", vajon nem csupán elírásról van-e szó.
Az ilyen típusú részletek azonban - noha az összes felhaszná­
lói igényeket, ergonómiai és egyéb szempontokat maradéktalanul 
kielégítő adekvát dialógus megtervezése igen nehéz feladat - 
ezen értekezésnek nem képezik tárgyát, e részleteket illetően
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[43]-ra hivatkozunk.)
Egészítsük most ki a képernyőn látható információ elemet 
további elemek hozzáadásával egy információ szakasszá pl. 
az alábbi módon :





CONTROLLED BY: DATA ACCESS UNIT.
A rendszer most sorra végrehajtja az
input (INPUT, PREVIOUS DATA) 
input (INPUT, SEARCH CONDITION) 
input (OUTPUT, DATA FOUND) 
stb. ,
majd mindezekre az elemekre és a fej-sorra vonatkoztatott 
"connect" operációkat. Ezzel létrejön az adatbázisban a fenti 
információ szakasz egyfajta reprezentációja (melyből a fenti 
szakasz alkalmas algoritmussal visszanyerhető).
Az adatbázis jelenlegi állapotában tehát:




CONTROLLED BY } .
és









Megjegyzés: látszólagos ellentondásnak tűnhet az eddigiek 
alapján, hogy míg az adatbázis "homogén": nincsenek benne 
sem kitüntetett típusok, sem kitüntetett információ ele­
mek, a relációknak nincs iránya stb., eközben az információ 
szakaszban egy kiemelt elem (a fej) van. Nos, természetesen: 
bármely információ elem elővehető szakasz-fejként is (a hoz­
zá tartozó szakasz elemekként mindazokat az elemeket tekint­
ve, mellekkel kapcsolata van).
Ha tehát most pl. egy újabb "ACTION"-t kívánunk leírni, mond­
juk :
ACTION: NATURAL JOIN.







melyeket ezután csak ki kell tölteni, akár egy űrlapot, 
a különbség azonban az, hogy esetünkben:
a) A szakasz szerkezete továbbra sem válik rögzítetté. 
Bármikor, tetszés szerint, további információkat 
írhatunk hozzá.
b) Már meglévő típusú szakasz elemeket is szabadon 
írhatunk bele (felsorolás, felsorolás bővítés), ill. 
törölhetünk.
Ugyanakkor végezhetünk felvitelt bármely szempont szerint 
"invertált" módon is: ha például szakaszfejként mondjuk az
INPUT: JOIN PARAMETERS.





INPUT: JOIN PARAMETERS 
ACTION:
jelenik meg (persze lehetne más is, mely ez esetben 
szintén megjelenne).
2.1.3.3 Módosító operációk
Az adatbázis "naprakész" állapotban tartásához szükséges 
felhasználói operációkat célszerű a már ismert fogalmak 
bázisán, szintén dialóg interaktív üzemhez tervezve kia­
lakítani. Ennek egy célszerű módja az alábbi.
A módosító operációkat mindig a képernyőn megjelenített 
információ szakaszokon, u.n. "képernyő-szerkesztési"
(screen editor) manipulációk útján végezzük el úgy, hogy 
az u.n. "kurzor"-ral a megváltoztatandó (módosítandó, tör­
lendő,beszúrandó stb.) pontra mutatunk, majd oda bejegyzést 
teszünk (új információt írunk, törlési kódot írunk be stb.). 
A szerkesztés pontos szintaxisa itt részletkérdés, ezért er­
re e szakasz végén csak egy példával utalunk. Az operációk 
megválasztása és szemantikája ezzel szemben igen lényeges.
A gyakorlat (több kisérlet után végül is) az alábbi készlet 
helyességét igazolta:
1. add new item (t,e) (új sor hozzáírása a szakaszhoz)
Aőatbázis_operáció: inPut (t,e) ;
connect ("fej",t,e);
5§E2E2Y2_2EEí-É2Í2:
a) Ha (t,e) már eddig is a szakaszban volt, 
nincs operáció. Különben:
b) Ha t-tipusú elem már szerepelt a szakaszban, 
az új elem a régiek mellett felsorolásra 
kerül. Különben:
c) Az új elem a szakaszt kiegészítő, önálló, 
új elemmé válik.
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2 . delete item (t,e)
^atbáz is_operáció_:
(szakaszbeli sor törlése)
disconnect ("fej", t,e); 
delete (t ,e);
5áE2E2¥2_2E2Eá2i2:
A tétel törlődik és a szakasz értelemszerűen 
átrendeződik. (Jegyezzük meg, hogy az operáció 
előtt mind atom (t,e), mind connection ("fej", 
t,e) szükségképpen "pozitívak" voltak, mivel 
létező szakaszban, létező elemre mutattunk rá.)
3. delete section (t,e) (szakasz megszűntetése)
^^ä£^2 2i2_2E2E2 2i2 : efface (t,e)
(Ezen operációt Id. a 2.1.4.2 pontban. Lényege 
most számunkra a következő:) Hatására az adat­
bázis olyan állapotba kerül, hogy
a) a (t,e) elem újbóli felírása után az előhí­
vott szakasz üres lesz;
b) A korábban a szakaszhoz tartozott elemek közül 
mindazok az adatbázisból is törlődnek, melyek 
semmilyen más szakaszban nem szerepelnek.
(Megjegyzés: a "szakasz törlés" operációnak meg­
adható lenne a fentinél gyengébb és erősebb válto­
zata is. A fenti választás a gyakorlati tapaszta­
latokra alapuló mérlegelés eredménye.)
íS2E2EEY2_2E2íé2i2:
A képernyő kiürül.
(Megjegyzés: A törlések körében maradva bevezethetnénk még 
pusztán kapcsolat törlést is, minthogy az az adatmodell lo­
gikájából kézenfekvőén adódik. A tapasztalat mégis azt mu­
tatja, hogy az editor operációk körében ez felesleges.)
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4. replace item (t,e1 ,t,e2) (a szakaszban kijelölt
információ elem cseréje)
((t,e1) a kijelölt elem, e2 az új érték)
^datbázis_operáció: disconnect ("fej",t,e1);




A megadott sorban az érték rész helyére az új 
érték kerül.
5. rename item (t,e1 ,t,e2) (érték rész megváltoztatása)
^datbázis_operáció: rename (t,e1,t,e2);
(Ld. még 2.1.4.3.) Lényege: Az elem összes kapcso­
latai az új érték dacára változatlanok maradnak. 
(Vegyük észre, hogy az előző operációban a delete 
(t,ex) művelet (ld.2 .1 .2 .1) az összes kapcsolatot 
is felbontotta.)
(Mint előbb.)
(Megjegyzés: Vegyük észre, hogy az adatbázis szemantika szem­
pontjából nem mindegy, hogy pl. valakinek a lakáscíme azért 
változik meg, mert elköltözik, vagy azért, mert átnevezték 
az utcát, amelyben lakik. Utóbbi esetben olyan operációt ész­
szerű használni, mely az utcanév változást egyetlen tranzak­
cióval az összes érintett ott lakókra vonatkozóan elvégzi.
Ez a különbség az utolsó két fenti operáció között.)
Végezetül a következő ábrán egy bevált sémát vázolunk a fel­
sorolt operációk editor manipulációkra való leképezésére.
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r------  átírás = rename
I------ * törlés = delete section
m m w v m v w M ]
» \ r n w i L \\\v m w \M
$----------------  törlés =
Qm\\m\\m\\\\\| delete item
LWWWWWWW^ j
ftwwww^  ia^\v\\\\\N\\^ átírás = replace
M M
O  *-------- —  add new item
2/1. ábra
Editor akciók és adatbázis operációk egy lehetséges
megfeleltetése
2.1.3.4 Keresési, megjelenítési követelmények
Rendezés
Ha az adatbázisban tárolt különféle adatok között nincs 
semmiféle rendezési reláció, a szokásos fizikai szintű 
adatbázis kezelési technikák arra vezethetnek, hogy az 
adatbázisból generált különféle riportok egyenrangú téte­
leinek sorrendje véletlenszerű lesz abban az értelemben, 
hogy az adatbázis tartalmán végrehajtott igen kis válto­
zások a lekért (esetleg igen hosszú) listák tételei sor­
rendjének gyökeres átrendeződéséhez vezetnek. Ez a gya­
korlati használat számára elfogadhatatlan, hiszen egy 
hosszabb dokumentumban valamely részt mindig ott fogunk 
keresni, ahol azt már megszoktuk. Szükséges tehát vala­
milyen ésszerű rendezési elvet követni, mely a kisebb 
változásokra kis mértékben érzékeny.
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Szélsőséges esetben a következő rendezési relációkra
lenne szükség:
a) Magának a TD tipushalmaznak a rendezése.
b) Tq minden t eleméhez egy rendezési reláció ID t- 
típusú elemeinek halmazára.
c) Td minden t eleméhez egy Rt rendezési reláció TD 
azon részhalmaza felett, melynek elemei rD -ben t-vel 
relációban vannak.
d) Végül c)-hez hasonlóan CD minden egyes projekciójá­
nak rendezése.
Ezen kívül, amennyiben az információ szakaszok képernyőn 
való megjelenítése szempontjából nem elégszünk meg a c) 
(esetleg az a)) által indukált rendezéssel, magukhoz a 
szakaszok képernyő képeihez is egy-egy rendezést rendel­
hetünk. (Egy ilyen addició azonban már megbontaná model­
lünk "harmóniáját" abban az értelemben, hogy az adatséma 
önmagában, addicionális információ nélkül, nem határoz­
ná meg egyértelműen az abból generálható riportok szerke­
zetét. (A gyakorlat egyébként ezt a fajta kiegészítést 
nem is teszi szükségessé.)).
A gyakorlati szempontokat megfelelően kielégíti az, ha 
csupán a t , rendezési relációkat kezeljük specifikusan, 
az összes többi rendezési reláció esetében pedig a szá­
mítógép karakterkészletéből következő természetes rende­
zést (a teljes, u.n. "collating sequence"-re kiterjedő 
lexikografikus rendezést választjuk) . esetében a kö­
vetkező megkülönböztetéseket célszerű tenni: lexikogra- 
fikus, numerikus érték szerinti, kronologikus.
Végső soron: a modell szempontjából mindegy, hogy a ren­
dezési relációkat miként választjuk meg. A továbbiak szem­
pontjából annyi lényeges, hogy az a)-d) pontban szereplő 
halmazok mindegyike rendezett.
Yí^szakeresés
Specifikációs adatbázisok esetén a keresés, az eredmény 
előállítás szempontjai, a megszokott kommerciális adat­
bázis alkalmazásokétól (pl. pénzügyi, gazdálkodási,raktá-
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rozási stb. rendszerek) némileg eltérő. Általában nem 
kérdésekre keresünk választ, hanem dokumentumokat ge­
nerálunk . A dokumentumok tartalma kiválasztásának és 
összeszerkesztésének kifejezésére elsősorban nem a lo­
gikai kalkulus formalizmusát, hanem magát az adatleíró 
nyelvet célszerű felhasználni. Az alábbiakban csupán 
egyszerű példákon keresztül érzékeltetjük azt, hogyan 
lehet egy ilyen lekérdező nyelvet kialakítani (egy tel­
jes nyelvi rendszer leírása a [37] dokumentumban talál­
ható meg) .
1. Séma lekérdezése:
Minthogy a séma automatikus kezelésű, és a felhasználás 
során dinamikusan változik, kell legyen eszközünk az ak­
tuális séma dokumentálására. Ilyenek lehetnek a következő 
felhasználói operációk:
?? TYPE Az éppen létező típusok rendezett 
listájának előállítása.
?? SECTION Az összes konstruálható szakaszok 
szerkezetének megadása.
?? <típusnév> Adott típushoz rendelhető szakasz 
szerkezetének megadása.
2. Adatokból konstruált dokumentumok:




Az első típus minden egyes eleméhez 
az összes meglévő második típusú 






Eredmény: "INPUT" adatokként csopor­
tosítva, mindazon "AKCIÓ"-k ki­
gyűjtése, melynek a szóbanforgó 
adat bemenő adata.
? <típusnév-1> (Természetes "join" operáció.)
<típusnév-2>
<típusnév-3>
Az előzőhöz hasonló hierarchikus kifejtés 
egy mélységgel tovább. (Ezt egyébként 
természetesen akármeddig lehet folytatni.)
Lehet magukat a kérdéseket is hierarchikusan felépíteni.








Mindeddig a kérdéseket csupán egyszerű típusnevekből építet­
tük fel, melyek itt egy-egy halmazt (az ilyen típusú összes 
elemek halmazát) reprezentáltak, a kérdés szerkezete által 
megjelölt kapcsolatok létezésével megszorítva. E halmazok 
helyett lehet eleve szűkítéseikből is kiindulni:
a) <típus><érték-1>::<érték-2>





A kérdezési lehetőségek további részleteitől és szeman­
tikájának pontos leírásától itt most eltekintünk (ld.: 
[64]). Célunk ugyanis az adatmodellel szembeni felhasz­
nálói követelmények érzékeltetése volt. Ezzel elérkeztünk 
oda, hogy az u.n. logikai adatmodellt most már megalapozot­
tan lerögzítsük:
2.1,4 Logikai adatbázis modell
A logikai adatmodell (adatbázis modell) az adatbázis sémá­
jának, adatszerkezetének, operációinak absztrakt, lényegi 
részét foglalja össze. A logikai adatmodell a képernyő 
adatszerkezetektől eltérően nem az, amit a felhasználó a 
használat közben közvetlenül lát, hanem a logikai szintek 
közül lefelé haladva az utolsó, amelyet még ismerni kell 
(szabad) ahhoz, hogy az adatbázis működését megértsük. A 
logikai adatmodell nem tartalmazza az adattárolás fizikai 
megvalósításának módját, a tárolási, indexelési, keresési 













Az adatbázis S sémájának az S=(Tq ,Rd) párt nevezzük, 
ahol Tq a típusok, RD pedig a relációk rendezett hal­
maza (korábbi definícióinknak megfelelően, ld.: típus:
2.1.1.1; reláció: 2.1.1.2; TD ,RD: 2.1.2).
Esetünkben (definicó szerint) az adatbázis adattartal­
ma a pillanatnyi sémát egyértelműen meghatározza. Az 
adatbázis inicializálásakor mind az adatbázis, mind a 
séma (pontosabban a TD,RD halmazok) üresek.
Megjegyzés: Definíciónk értelmében sem olyan típusa, sem 
olyan relációja a sémának nem lehet, melyhez az adatbázis­
ban egyetlen adat ill. kapcsolat sem tartozik. Ez egy o- 
lyan invariáns tulajdonság (adatbázis integritás) , mely­
nek mindenkori teljesülését operáció definicóink garantál­
ják .
A sémával kapcsolatos operációkat a 2.1.4.3 szakasz 2/3 
ábráján szemléltetjük.
2.1.4.2 Adatbázis
Adatbázisnak a D=(ID ,Cp) párt nevezzük, ahol Iq az in­
formáció elemek (atomok), Cq pedig a kapcsolatok halmaza 
a 2.1.1.1, 2.1.1.2, 2.1.2-beli definíciók értelmében. TD 
egy osztályozást indukál felett, Rp pedig CD felett, me­
lyekben minden osztály egy-egy rendezett halmaz.
Ez utóbbi fogalmazható úgy is, hogy a séma ill. az adat­
bázis egy-egy univerzum, melyeket homomorfizmus kapcsol 
össze (a séma ill. adatbázis operációra vonatkoztatva - 
bővebben ld. a 3 .fejezetben).
2.1.4.3 Operációk
Adatmodellünk manipulására 28 alapvető operációra van 
szükségünk (melyek segítségével további más, összetettebb 
operációkat is megvalósíthatunk). Az alap-operációkat a 
2/3 ábra foglalja össze.
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SÉMA ADATBÁZIS
típus reláció atan kapcsolat
STÁTUSZ
létezik.: boolean 1. 15. "atom" 22."connection"
számosság: integer
felvitel 17. "input" 24."connect"
UPDATE törlés 18."delete" 25. "disconnect"
átnevezés 19."rename"
VISSZA- első elan
KERESÉS következő elem •00CM
2/3.ábra
Alap-operációk táblázata
E táblázatban azokat a mezőket töltöttük ki, melyekhez 
tartozó operációknak a korábbiakban már nevet adtunk 
és szemantikájukat definiáltuk. A többi mezőnek is ad­
hatunk persze valamely operáció nevet (ld. pl. [43]).
Az üresen hagyott mezőkhöz tartozó operációk jelentése 
és szükséges paraméterei - úgy érezzük - nyilvánvalóak, 
ezért ezek részletezésébe itt nem megyünk bele (megta­
lálhatók pl. [43]-ban).
Gyakorlati szempontok szükségessé teszik a fenti operá­
ció készlet kiegészítését olyan (ezekre visszavezethető) 
további operációkkal, melyek a logikai adatbázis inter­
fész használatát célszerűbbé teszik. Ilyenek felsorolá­
sa [40]-ban található. Itt csak egyet emelünk ki, az in­
formáció elem u.n. erős törlését:
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efface (t,e)
1.lépés: sorra veszünk minden olyan elemet, mely 
a (t,e) elemmel kapcsolatban van. Ezek 
közül a "delete" operáció útján töröl­




A 2.1 fejezetben bemutatott adatmodell szándékosan a le­
hető legegyszerűbb volt, amely az adatbázis kezelő rend­
szerek e kategóriájában megadható. Az egyszerűség persze 
sok esetben előny is, mindenekelőtt arra gondolva, hogy 
a számítástechnikai rendszer felhasználóinak köre egyre 
szélesedik, és a mélyebb, absztraktabb ismeretek a fel­
használók döntő többségétől ma már nem várhatók el.
Mindazonáltal szükség van a specifikációk, leírások ke­
zelésének területén olyan adatmodellekre is, melyek a 
szemantikai jellegű információk ábrázolására gazdagabb 
eszközöket biztosítanak. Itt nem csupán az intelligen­
sebb felhasználókra kell gondolni, ezek az eszközökyaz 
információfeldolgozás egyre magasabb szintű automatizá­
lásának előfeltételei.
2.2.1 Altípusok
Az első lépés az ismertetett adatmodell gazdagítására 
a típusok Td halmazában egy u.n. típus-altípus reláció 
bevezetése. Ennek szükségességét egyszerű példákon mu­
tatjuk be. Tekintsük a következő két információ elemet:
FIZIKUS: FRANKLIN BENJAMIN 
ELNÖK: FRANKLIN BENJAMIN
A felhasználó egyelőre nem tudhatja, hogy e két személy 
azonos-e, vagy sem. Mindenesetre, definiciónk értelmé­
ben (ld. 2.1.1.1) a két információ elem különböző.
Vagy: Tekintsük a következő két információ szakaszt:
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Mivel most is hiányzik az adatbázisból az az információ, 
hogy minden "IGAZGATÓ" egyúttal "SZEMÉLY" is, eddigi esz­
közeinkkel e két szakasz közt nem tudunk kapcsolatot terem­
teni (p^ . join-operációt végezni).
Legyen most >— egy hierarchikus részben rendezési relá­
ció (fa vagy erdő) TD felett. Ha a t, t' 6 TD típusokra 
t >- t', akkor azt fogjuk mondani, hogy minden t' típusú 
információ elem egyúttal t tipusú is (annak egy speciális 
változata) .
Valamely t 6 TD-re jelölje [t] a maximális típust, mely­
nek t altípusa. (Ilyen minden T típushoz egy és csak egy 
létezik, minthogy hierarchiáról van szó.) Ezek után az 
(A1 ) azonossági axiómát a következő módosított formában 
mondjuk ki:
(A3) Az ix = (t^ex) és i2 = (t2 ,e2) információ eleme­
ket akkor és csak akkor tekintjük azonosnak, ha
[tj] = [t2] és ex = e2.
Megjegyzés: látszólag előnyös volna most további korláto­
zást nem tenni (azaz a lehetőségeket gazdagabbnak hagyni). 
(A3) ugyanis lehetővé teszi még pl. a következőt:
Példa:
legyen TD = {SZEMÉLY,
FIZIKUS,
ELNÖK}
és FIZIKUS -< SZEMÉLY
ELNÖK —< SZEMÉLY a rendezés.




azonossága (A3) által kétségtelenül garantálva van.
A példa által illusztrált problémát azonban helyesen mégsem 
így kell megoldani.A (SZEMÉLY, FRANKLIN BENJAMIN) információ 
elem legszűkebb típusa ugyanis ezesetben nem egyértelmű.
Az absztrakt adatszerkezetekkel kapcsolatos évtizedes gya­
korlati tapasztalatok igazolták, hogy az u.n. "szigorú tí­
puskezelés" (strong typing) által nyert előnyök (világosabb 
és konzisztensebb modell, szigorúbb ellenőrzések) a felhasz­
nálás során többet kamatoznak, mint a gazdagabb lehetőségek 
által megengedett "lazaságok".
Jelölje most tmi (t,e) a legkisebb olyan t' típust, melyre 
(A3) értelmében (t ,e)=t',e) , amennyiben ilyen egyértelműen 
létezik. Legyen most (t,e) egy új információ elem (t,e) 
és tegyük fel, hogy ([t],e) 6 ID és tm n^ ([t],e) létezik. 
Ekkor a (t,e) információ elemet illegálisnak nevezzük, ha 
t és tmin ([t],e) a >— reláció szerint nem összehasonlít­
hatók .
(A4) Az adatbázis illegális elemmel nem bővíthető.
(Világos, hogy kezdeti állapotban, mikor ID üres, tmj_n 
létezik ID minden elemére. (A4) pedig garantálja azt, 
hogy tmj_n továbbra is létezni fog ID minden elemére.)
Példa:




Ha most (UTASÍTÁS, U) egy információ elem, akkor ez az 
U érték még bármelyik altípusként is legális. Ha azonban 
egyszer mondjuk bekerült I^-be a (WHILE-CIKLUS,U) infor­
máció elem is, akkor ezentúl U nem minősíthető pl.
"SZELEKCIÓ"-nak, azaz a (SZELEKCIÓ,U) információ elem 
illegális.
A típus-altípus viszony az operációkat is érinti. Erről 
a kérdésről külön fejezetben szólunk (ld. 3.) •
Altípusok alkalmazása esetén a felhasználói interfészen 
is változtatni kell. Ennek egyszerű módja az, ha minden 
sorban a sor t típusa után [t]—t is feltüntetjük (ak­
kor, amikor t i- [t] ) . Ezt először a felhasználó végez­
heti (ezzel definiálja a >— relációt), majd t f [t] ese­





Az (A2) axióma értelmében egy relációt a részvevő két tí­
pus határozott meg (egyértelműen). Ennek feloldásával egy 
lényegesen árnyaltabb modellhez juthatunk.
Legyen N egy tetszés szerinti halmaz "a nevek halmaza", 
egy kitüntetett njj elemmel, melyet a "névtelennek" nevezünk. 
Rendeljünk hozzá minden (i1 ,i2) kapcsolathoz egy n(i1,i,)S 
6 N elemet. (Változatlanul: (i1,i2) = (i2 ,ii) definíciónk
szerint.) Ezek után (A2)-t a következő axiómával helyette­
sítjük :
(A5) Az (ix,i2), (i3,i4) kapcsolatok akkor és csak akkor
azonosak, ha (A2) feltétele teljesül (azaz vagy 
i i =i 3, i2= ii* vagy , i2= i3) és n(ix,i2) =
= n(i3,i„)
Az ugyanolyan két típus közötti és azonos nevű kapcsola­
tok halmazát az ezzel a névvel ellátott relációnak nevez­
zük. A relációk tehát szimbolikusan
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n (t1,t2) alakban írhatók, ahol n 6 N,
t , S  TD
A (tx,t2) párt az n(t1,t2) reláció, és egyúttal az őt 
alkotó kapcsolatok "szignatúrájának" nevezzük.
Az ilyen módon gazdagított adatmodell a felhasználói 
nyelvben például a következő módon alkalmazható. En­
gedjük meg, hogy az információ szakaszok szakasz-bel­
ső soraiba reláció neveket lehessen írni, mondjuk így:
VÁLLALAT: ALFÖLDI KŐBÁNYA.
(IGAZGATÓ) SZEMÉLY: FÖLDES FERENC.
(PÉNZTÁROS) SZEMÉLY: KÖVES GÉZA.
(ELLENŐR) SZEMÉLY: KÖVES GÉZA.
CÍM: 1056 PF. 63.
(A névvel el nem látott kapcsolatoknak a "névtelen" 
n Q G N elemet feleltetve meg.) Ilyen módon, többi 
halmazainkhoz hasonlóan N is a felhasználói dialó­
gusból építhető fel automatikusan, és a rendszer ál­
tal megjelenített szakasz-képekben a nevek szintén 
automatikusan jeleníthetők meg.
Megjegyzés: A figyelmes olvasó nyilván végiggondolta 
már azt, hogy ugyanezt a problémát egy másik módon 
is meg lehetett volna közelíteni. Beszélhettünk volna 
információ elemek szakaszokban betöltött "szerepeiről" 
(mint azt pl. a [24] javaslat teszi). A különbség any- 
nyi, hogy a szerepeknek "irányuk" van (tehát ez eset­





Ezt a megkülönböztetést mi nem érezzük szükségesnek, 




Az altípusok használatára vonatkozóan most egy fino­
mabb megkülönböztetést is kell tennünk. Nem mindegy, 
hogy egy adott szakaszban (tehát relációban) egy sza­
kaszon belüli poziciót
a) eleve végérvényesen és kötelezően valamely 
altípusba tartozónak deklarálunk,
b) vagy esetenként kívánunk ilyen vagy olyan 
(a rendezés szerint esetleg egymással össze 
sem hasonlítható) altípusokba tartozó elemeket 
szerepeltetni (egy főtípuson belül).
Eddigi formalizmusainkkal ez akkor jelent problémát, 
ha felvitelkor az elem szűkebb típusát meg kívánjuk 
adni, azt azonban nem kívánjuk, hogy az adott helyen ez 
az altípus kötelező legyen. Például a
LÉGI JÁRAT: MA 741.
(PILÓTA) NŐ: MAGOS KATALIN.
szakasz megadása után férfiak már más járatokat sem ve­
zethetnének .
E felviteli probléma megoldására a következő formaliz­
must vezethetjük be. A relációbeli szerep számára meg­
adott típus mellett zárójelben adjuk meg az elem aktu­
ális típusát (ha ezt szükségesnek tartjuk). Esetünkben:
LÉGIJÁRAT: MA 741.
(PILÓTA) SZEMÉLY: (NŐ) MAGOS KATALIN,
2.2.4 Záró megjegyzések
A 2.1.4 szakaszban összefoglalt alapmodell gazdagításá­
ra a most bemutatottakon kívül számos egyéb lehetőség 
is nyílik (pl. általános relációk mellett függvénykap­
csolatok bevezetése, bináris relációk mellett általá­
nos n-es relációk megengedése, egymásba skatulyázott
39
hierarchikus input szakasz szerkezetek bevezetése stb.). 
A józan ész azonban a fantázia fegyelmezését követeli. 
(Túl könnyen csúszunk át mindannyian arra a lejtőre, 
mely feleslegesen túlbonyolított, következetlen és kar- 
bantarthatatlan számítástechnikai rendszerek előállítá­
sához vezet.) Ezen fenti, és más további szemantikai 
követelmények már egy más természetű modellt igényelnek, 
mellyel a következő, 2.3 alfejezet foglalkozik.
Az eddig tárgyalt modell és 2.2-beli kiegészítései lezár­
ják azt a részt, ameddig öndefiniáló sémáról (a gép ál­
tal automatikusan és dinamikusan kezelt sémáról) beszél­
hetünk. Mint mondtuk: az eddig bemutatott modellek csupán 
koncepcionális modellek: a rendszer funkciója oldaláról 
a lényeget ragadták ki. Az ezeket a funkciókat ténylege­
sen megvalósító számítástechnikai rendszer (adatbázis ke­
zelő rendszer) kivitelezéséhez még igen nagy számú továb­
bi "részletkérdés" megoldása szükséges. Ezek a [38] , [42] ,
[43], [37] dokumentumokban találhatók meg. Ebben az érte­
kezésben (a későbbi fejezetekben) ezek közül csak a leg­
lényegesebb elemeket (pl. szoftver architektúra) fogjuk 
összefoglalni.
Végezetül még egy megjegyzés. Egy számítástechnikai rend­
szer koncepciójának átgondolásától a gyakorlati felhasz­
nálók által is kipróbáltan, minden igényt kielégítően jól 
működő, befejezett rendszerig vezető út nagyon hosszú 
(sőt, elviselhetetlenül hosszú — ez tulajdonképpen a so­
kat emlegetett "szoftver krízis"). Az első próbaüzemek 
idején mindig számtalan olyan új szempont ("részletkér­
dés") merül fel, melyre a tervezés során még nem is le­
hetett gondolni. A ráfordítások aránya az első, az elő­
írt funkciót hiánytalanul megvalósító, bemutatható, mű­
ködő rendszer, és az idegen felhasználónak megbízhatóan 
átadható, valódi termékszintű szoftver között általában 
egy a tízhez. A köszönet munkatársaimat illeti meg, 
akikkel együtt az öndefiniáló sémakezelésű adatbázis 
koncepciót illetően (az u.n. "MDB" adatbázis kezelő 
rendszerek különböző változatai) sikerült idáig is el­
jutni .
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2.3 Az u.n. "concept" modell
Ezen adatmodell előzményeinek a SIMULA 67 "class" [1 4] 
a Smalltalk "object" [23], ill. a PSL/PSA [65] és az 
ERA [12] adatmodelljei tekinthetők. Az első kettő gon­
dolati hátterében a procedurális alkalmazások voltak, 
így adatbázis kezelési oldaluk nem volt. Utóbbi kettő 
pedig nélkülözte az előbbiekben lévő szemantikai kife­
jező erőt. A "concept" modell egy kisérlet a "class", 
ill. az "object"-nek megfeleltethető fogalmi rendszer 
megadására az adatbázis kezelési környezetben. Az így 
létrejött modell számos publikációban már igen részle­
tesen közlésre került (pl. [30], [33], [15]), ezért itt
legfontosabb elemeinek összefoglalására szorítkozunk.
Az u.n. "concept" modell két részből tevődik össze:
• adatmodell,
• nyelvi rendszer.
Az adatmodell egy relációs típusú modell, melynek a ha 
gyományos modelltől való fő eltérései az alábbiak:
• típusokra alapul (mint az előző alfejezetek
modelljei)
• referencia jellegű (azaz a relációk elemei
maguk is relációk, melynek sajátos 
következményei vannak: pl. 0-oszlopos 
relációk, u.n. "zoom" és "ascent" 
referencia műveletek stb.) ,
• információ finomítást tesz lehetővé
(típus-altípus viszonyok).
2.3.1 Felépítési séma






Szerkezeti és interfész séma
ezzel szemben a működési séma a már ismert modellétől 
eltérő, u.n. kétszintes séma. Az első az u.n. definíciós 
szint, mely
• fogalomdef inic iókat,
• kényszerítési és integritási szabályokat,
• nyelvdefiniciót
dolgoz fel. Ezzel a felhasználó saját maga teremt egyfajta 
"világot", készítendő leírásai, specifikáció, dokumentáci­
ói számára.
A második szinten az első szint fogalmaival kifejezhető, 
a megadott nyelven megfogalmazható leírásokat dolgozunk 
fel. Az első szint a másodikat "vezérli". Csupán az adat­
bázis kezelési oldalra koncentrálva pedig azt is mond­
hatjuk: Az első szint az adatbázis séma szintje, a máso­












Az első lépés, mielőtt bármiről számítógéppel feldolgoz­
ható leírást, specifikációt készíthetnénk, a leírandó 
jelenségkört jellemző fogalomkör azonosítása és formális 
megadása. A fogalmak megadását mi u.n. "attribútumok" se­
gítségével végezzük. Az attribútumok
("szelektor", "típus")
párok, melyek megadasa a kővetkező formában történik.
concept fogalomnév (szelektor-1 : típusnév-1 ,...
... szelektor-n: típusnév-n);
ahol n nemnegatív, szelektor-i tetszés szerinti azonosí­
tó, típusnév-i pedig (vagy u.n. értéktípus-kulcsszó, neve-
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zetesen INTEGER, REAL, TEXT, BOOELAN - a továbbiak­
ban azonban az értéktípusoktól, mint kevéssé érdekes 
esettől eltekintünk; vagy) olyan fogalomnak a neve, 
mely "concept"-ként szintén definiálásra került. (Ez 









concept invariant (condition, associated:module); 
(Megjegyzések:
a) Ismert technika a szelektornevek elhagyása, ahol a tí­
pusnév egyben szelektorként is szolgálhat, ld. fent.
b) Az attribútumok száma természetesen lehet nulla (ez 
esetben a típusba tartozó adatpéldányok u.n. "nulla 
oszlopszámú relációt" alkotnak majd.))
(A7) Fogalmak azonossága: A fogalmakat neveik azonosítják. 
(Azaz két fogalom mindig különböző.)
2.3.2.2 Altípusok
Bármely fogalomnak (concept, típus) tetszés szerinti szá­
mú altípusát lehet definiálni. (A típus-altípus viszonyt 
hierarchikusnak tekintjük. Ez nem szükségszerű, lehetne 
háló, sőt még általánosabb részben rendezés is. A típusok 
tekintetében azonban a gyakorlat a fánál általánosabb struk­
túrát nem indokol. Ez természetesen nem tévesztendő össze 
maguknak az adatszerkezeteknek egymáshoz való viszonyával.)
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A fogalom definíció általános formája ezek után a 
következő:
concept fogalomnév ijs ősfogalom (extra attribútumok
listája)
Értelmezés:
Az altípus örökli mindazokat az attribútumokat, 
amalyekkel az "ős" rendelkezett (tranzitíve 
természetesen), és ezen kívül rendelkezik még 
azokkal az/ extra attribútumokkal, melyek e spe­
ciális fajtára vonatkozóan a listán külön meg­
adásra kerültek. (Ez az elv azonos a SIMULA 67 
[14]-ben programozási nyelvekre alkalmazott 
típus finomítási elvvel, az alábbi eltéréssel.)
A típusok tehát egy erdőt alkotnak. Célszerűségi okokból 
ezt mi kiegészítjük fává, egy "ideális" elem hozzávételé­
vel : Legyen
concept universal;
az egyetlen eleve létező, u.n. "rendszer típus", melynek 
minden fogalom altípusa. Az "is" részt nem tartalmazó 
fogalom definíciókat tehát így is írhatnánk:
concept név is universal (stb.); 
Példák:
(1) concept process;
concept manual-process i_s process; 
concept computerized-process i_s process;
(2 ) concept file (opening:procedure,blocked:boolean); 
concept printfile i_s file (page-size: integer ,
line-length:integer);
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(3) concept input (process data); 
concept usage i_s input; 
concept control i_s input;
Az altípusok bevezetésének fő célja az adatokon végre­
hajtható árnyaltabb típus illeszkedési ellenőrzés lehe­
tővé tétele. Ld. később.
2.3.2.3 Adat objektumok
Tegyük fel, hogy rendelkezésünkre áll egy zárt definíci­
ós egység: fogalmak egy (külső hivatkozást nem tartalma­
zó) halmaza. Ekkor a fogalmaknak "példányait", adat ob­
jektumokat" adhatunk meg, pl. a következő módon:
fogalomnév objektumnév (attribútumok);
ahol "fogalomnév" egy definiált fogalom neve, "objektum­
név" tetszés szerinti azonosító, az "attribútumok" pedig 
más objektumok neveinek (vesszővel elválasztott) soroza­
ta .
Zártsági szabály:
(A8 ) Az attribútum értékekként megadott objektumnevek 
létező objektumok nevei kell legyenek. (Ez cél­
szerűségi okokból nem vonatkozik a feldolgozás 
közbeni ideiglenes állapotokra, ld. [30].)
Illeszkedési szabályok:
(A9) Az attribútum értékekként megadott objektumok szá­
ma azonos kell legyen a fogalom összes (beleértve 
az örökölt attribútumokat is) attribútumainak szá­
mával .
(A10) Egy attribútum értékként megadott objektum típusa 
vagy azonos kell legyen a fogalom definícióban meg 




concept input (process, data); 
concept control ij3 input;







Végül adat objektumok azonosságáról szólunk:
(A11) Az adat objektumokat nevük azonosítja. (Tartalmuk 
nem. Később beszélni fogunk "névtelen" objektumok­
ról is, ezeket azonban úgy tekintjük, hogy "belső 
nevük" van, így szabályunkat nem sértik.)
2.3.2.4 Relációk
Minden fogalomhoz rendelhetünk egy relációt, melyet az 
ilyen típusú objektumok halmaza alkot. A reláció oszlopa­
it az attribútum értékek (pontosabban az értékként meg­
adott objektumokra vonatkozó hivatkozások alkotják). Mi­
vel azonban modellünkben altípusok is szerepelnek, fen­
ti definíciónkat pontosítani kell:
Egy adott típushoz (fogalomhoz) tartozó reláció 
alatt az ilyen típusú, és az e típus altípusai­
ba tartozó összes objektumok halmazát értjük a 
következő értelemben. A relációnak annyi osz­
lopa van, ahány attribútuma az adott típusnak. 
Az altípusokba tartozó objektumok esetén ezen 
objektumoknak csak a fenti oszlopokra vonatkozó
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projekcióit tekintjük. (Ennél még pontosabb 
definíciót a 3.fejezetben fogunk adni.)
Megjegyzés: Sok olyan hagyományos számítástechnikai alkal­
mazási terület van (pl. mesterséges intelligencia szakér­
tői rendszerei, szimulációs lista kezelés, logikai progra­
mozás stb.), melyek régóta (már az adatbázis kezelő rend­
szerek fogalmának létrejötte előtt is) kezeltek igen bo­
nyolult szerkezetű és logikai összefüggésű (absztrakt) 
adatszerkezeteket. Ezt (a programozási nyelvek automatiz­
musai által a fizikai objektumokra végzett leképezést) ma 
egyfajta "inherens", "naív" adatbázis kezelésnek kell te­
kintenünk, mely addig működik, míg az adatok mennyisége 
nem lép át egy kritikus határt. Ahhoz, hogy a szó valódi 
értelmében adatbázis kezelésről beszélhessünk, arra van 
szükség, hogy nemcsak az egyedi, hanem a tömeges adatok­
ra vonatkozóan is (reláció, set stb.) modellünk és operá­
cióink legyenek. A referencia reláció fogalma ebben az 
értelemben tekinthető pl. a SIMULA [14] objektumok töme­
ges adatokra vonatkozó kiterjesztésének is.
Referencia relációban értelmezhetők a szokásos reláció al­
gebrai műveletek. Noha ez a triviális úton nem végezhető 
el (szükség van egy, a Herbrand univerzumhoz, vagy az u.n.
"term-algebra"-hoz hasonló konstrukcióra, ld. 3.fejezet), 
most nem ezt, hanem a "szokatlanabb", a referencia jelle­
gű műveleteket mutatjuk be. (Megjegyezzük, hogy ezek a 
műveletek elsődlegesen nem felhasználói célokat szolgálnak, 
hanem azért szükségesek, mert nélkülük bizonyos fontos lo­










Az operandusként megadott reláció megjelölt 
oszlopát kiválasztjuk (a többi oszlopot el­
ejtjük) , majd a megadott oszlop elemeit hi­
vatkozási tartalmuk szerint (egy lépésben) 
"kifejtjük" (azaz a hivatkozott objektumok­
kal helyettesítjük).
Példa:







ekkor a "férfi.apja" művelet eredménye:
apja felesege
-»■ János -* Teréz
-* Géza Márta
-* János ->■ Judit
"ismeretlen" -*• Eszter
-*■ Géza -> Mária
és a
János Géza -*■ Márta
Géza -> "ismeretlen" ■> Eszter
"férfi.apja .apja" művelet eredménye




Jelölése; szögletes zárójel: 
[reláció]
Jelentése:
Az R reláció "kicsinyítése" olyan egyoszlopos 
relációt jelent, melynek egyetlen oszlopa R- 
típusú, és elemei rende R soraira mutatnak.
(Világos,hogy [R].1 = R .)
2.3.2.5 Adatbázis integritás
A "concept" modell által megvalósított adatbázisok elsődle­
ges integritási tulajdonságai ("primitív invariánsok"), 
azok a tulajdonságok, amelyekről a korábbiakban már szól­
tunk; zártság (2.3.2.1 és 2.3.2.3), típusilleszkedés (2.3.2.2). 
Ezeket az invariánsokat maguk az adatbázis operációk garan­
tálják (ld. 3.fejezet). Most további eszközöket mutatunk be.
Autornatikus_implikációk
Mint tudjuk, egy adatbázis objektumai (ill. az objektumok­
ból alkotott kifejezések) mindig interpretálhatók úgy is, 
mint valamilyen logika Ítéletei ill. predikátumai.
Például az
output (signal S, process P)
adatbázis objektum interpretálható úgy is, hogy a "P fo­
lyamat az S üzenetet küldi" Ítélet igaz. Tételezzük fel 
most például a következő definíciókat:
concept output (signal, process);
concept alarm i_s output (delay-time: real);
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Ez esetben, ha mondjuk az
alarm (áramkiesési-jel, stabilizátor, 0)
objektum az adatbázisban van, vagyis igaz, hogy "a stabi­
lizátor riasztó jelet ad", akkor egyúttal az is igaz, hogy 
"a stabilizátor output-ot ad", minthogy az "alarm" típust 
az "output" fogalom altípusaként definiáltuk. (Vegyük még 
észre, hogy 2.3.2.4-beli általános reláció definiciónk is 
ezzel a logikai szemlélettel ban összhangban.)
Deklarál t_kérr^  szeri tések
Lehetőség van arra, hogy más implikációkat (melyek automa­
tikusan nem jönnek létre) alkalmas formában a definíciós 





implies maintain (user, maintained);
implies use (used, user);
etc.
ahol feltettük, hogy "use" és "maintain" szintén definiált 
fogalmak.
E deklarációknak az a következménye, hogy valahányszor 
az adatbázisba egy új "use-to-maintain" típusú objektumot 
viszünk fel, az implikáció által kijelölt további objektu­
mok (megfelelő mechanizmus útján) szintén automatikusan 
létrejönnek.
Í.22222É22I5
Az objektumokra vonatkozó azonossági axiómánk értelmében 
az attribútum értékek az adatobjektumokat általában nem 
határozzák meg (nem azonosítjuk). Előfordulhat azonban,
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hogy bizonyos fogalmak esetén úgy kívánunk rendelkezni, 
hogy valamely megadott attribútum csoport (esetleg az 
összes együtt) legyen azonosító az objektum számára 
(azaz, kulcs a relációban). Ennek megadási módja a kö­
vetkező (példák):
concept feldolgoz (adat, folyamat); 
function;
deklarálja azt, hogy a teljes attribútum együttes az ob­
jektumot azonosítja; ill.:
concept fájl(cím, hossz, blokkméret, mód); 
function-of cím;
a "cím" attribútumot kulcsként jelöli meg.
E függőségek deklarálásának következménye az, hogy ameny- 
nyiben a rendszerbe olyan adat érkezik, mely valamely füg­
gőségi viszonyt sért, akkor az elutazásra kerül.
-tulajdonságok
A bináris reláció tulajdonságok (pl. antiszimmetria, ir- 
reflexivitás, részben rendezés, háló, fa stb.) gyakran 
igen jól alkalmazhatók az adatokban rejlő szemantikai ösz- 
szefüggések kifejezésére. Ezért e tulajdonságok definíci­
ós szinten való deklarálására is célszerű lehetőséget biz­
tosítani. (Ezt nem részletezzük, ld. (30].)
2.3.3 Nyelvi rendszer
A harmadik definíció csoport, amit a definíciós szinten 
kell megadnunk, magának a leíró nyelvnek a meghatározása, 
amely segítségével megadott fogalmainkat kifejezzük. Mint 
ismeretes, nyelvek definiálására számos elterjedt módszer 
létezik. Mi most mégis egy céljainknak megfelelő, de szo­
katlanabb módot választunk. Ennek első lépése a következő:
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2.3.3.1 Formák
Mivel minden struktúráit leírás (mint már a 2.1 alfeje- 
zetben is láttuk) célszerűen blokkokból (esetleg egymás­
ba skatulyázott blokkok hierarchiájából) épül fel, az 
egyes fogalmak kifejezési módjára vonatkozóan ésszerű 
megkülönböztetéseket tenni aszerint, hogy milyen szöveg- 
összefüggésben hangzanak el. A szövegösszefüggéseket a 
fogalmak attribútumai szerint különítjük el. A fogalmak 
kifejez«.sére szolgáló mondatformák deklarációjának mód­
ját e szellemben egy példán mutatjuk be:
concept use-to-derive (usedrdata, user:process,
derived:data);
form user: uses data to-derive derived; 
form used:used-by user to-derive derived; 
form derived: derived-by user using used;
(A mondatformák természetesen az angol helyett bármely más, 
tetszés szerinti nyelven is megadhatók, függetlenül a fo­
galom definiált nevétől.) E formák jelentése mármost a kö­
vetkező :
Az első forma a "user", tehát az attribútum deklaráció 
szerint egy "process" nézőpontjából hangozhat el. Ha te­
hát a leírásban valamely helyen éppen egy P folyamatról 
beszélve mondunk el rá vonatkozó állításokat, akkor ezek 
között szabad az elsőként definiált mondatot használni, 
pl. :
process P;
uses D to-derive E;
Hasonlóan, ugyanezt az állítást a fordított kontextusokban 
a másik két forma segítségével fejezhetjük ki. (Példáink­
ban az első sor, a "szakaszfej", a kontextust fejezi ki.)
data D;
used-by P to-derive E; 
illetve:
data E;
derived-by P using D;
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(A logikai adatsémában mindhárom fenti állításunk a 
"use-to-derive (D,P,E)" objektumnak felel meg.) Ezek 
után a leírások feldolgozása általánosságban a követke­
zőképpen történik:
2.3.3.2 Nézőpont verem
A leírásokban ezúttal tetszés szerinti mélységű hierar­
chikus szerkezetet (egymásba skatulyázott blokkokat, 
azaz mellé- és alárendelt mondatszerkezeteket engedünk 
meg). Egy tipikus leírás részlet lehet pl. a következő:
1. module M;
2 . part-of subsystem S;
3. generates information 1 1, 1 2;
4. using database D;
5. via interface F;
6 . accesses file J mode read only;
Feldolgozás:
1. Az első sor elfogadásra kerül, ha "module" egy defini
ált fogalom neve.
2. A második mondat akkor elfogadható, ha az egy olyan
deklarált forma, melynek definícióját "module" 
nézőpontból mondtuk ki.
3. A harmadik mondat feldolgozásakor a rendszer először
megvizsgálja, vajon az érvényes mondatformának 
tekinthető-e a legutóbb elhangzott (a "part-of") 
nézőpont felől. Ha ilyen mondatforma e nézőpont­
ból nincsen deklarálva, akkor egy blokk-mélység- 
gel kijjebb lép és megvizsgálja, hogy a "module" 
nézőpontból elfogadható-e. Tegyük fel, hogy igen. 
Ez esetben a külső blokkban továbbra is a "module" 
nézőpont marad érvényes, míg a második szinten a 
"generate" nézőpontba kerülünk. Ekkor fogadjuk a 
negyedik mondatot:
4. Tegyük fel, hogy ez a "generate" nézőpontból kerül el
fogadásra.
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5. Tegyük fel, hogy a "use" nézőpontból érvényes forma. 
Most mindezek elfogadása után a blokkszintek pil­
lanatnyi nézőpontjai a következők:
6 . A hatodik mondat feldolgozásakor e vermet felülről sor 
ra vizsgáljuk, mindaddig,míg olyan nézőpontot nem 
találunk, melyből, mint kontextusból mondatunk el­
fogadható (azaz deklarált mondatforma). E ciklus 
során a nem megfelelő nézőpontokat a veremből eltá­
volítjuk, majd az elfogadott nézőpontot a verem te­
tejére helyezzük. A hatodik mondat feldolgozása u- 
tán tehát a verem állapota a következő:
stb. Mint azt példánkkal érzékeltettük, egy leírás mindig 
mellé- és alárendelt mondatok sorozatából áll (ugyanúgy, 
mint mindennapi beszédünk), melynek feldolgozását egy ve­
rem (az u.n. "nézőpont verem") vezérli. A verem fent vá­
zolt működése a gyakorlatban egy igen hasznos ellenőrzést 
az u.n. "szövegösszefüggés ellenőrzést" teszi lehetővé.
Ez a felhasználói dialógusban a következőképpen valósul 
meg:
Mint láttuk, a leírás blokkjainak vizuális képe hierarchi 
kus. A felhasználónak azonban nem kell saját magának pozi
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cionálnia sorait, hanem egyszerűen a sor elején kezdi 
el írni mindegyiket. A fent bemutatott elemzési mecha­
nizmus során az érvényes (felülről az első érvényes) 
kontextus megtalálása után, maga a rendszer a soron 
belül a mondatot a hierarchiának megfelelő pozicióba 
eltolja. Ez a működési mód azért hasznos, mert "szem­
betűnő": a rendszer használója azonnal vizuálisan ér­
zékeli, mihelyt valamilyen állítást nem a megfelelő 
kontextusban használt.
2.3.3,3 Riport generálás
A "concept" adatmodell vonatkozásában kétféle lekér­
dező rendszerről lehet beszélni. Közvetlenül a logikai 
adatmodell fogalmaira felépíthető egy relációs lekér­
dező rendszer, mely a reláció algebra (referencia re­
láció algebra) operációira épül fel. Egy ehhez tarto­
zó felhasználói interfész kialakítása nem különösebben 
nehéz, ezért itt nem tárgyaljuk (ld. [30]), magukat az 
operáció definíciókat pedig a 3.fejezetben ismertetjük.
Egy másik lekérdező rendszer (a riport generátor rend­
szer) a felhasználói nyelvre építhető. Ez megvalósítha­
tó olyan módon, hogy a felhasználó a kérdéseit (tehát a 
riport specifikációkat) ugyanazon a nyelven fogalmazza 
meg, mint amelyen leírásait készítette (vagyis azon a 
nyelven, melyet éppen ő maga definiált). Ez a módszer 
nemcsak azért előnyös, mert ezt a nyelvet tudja használni 
a "legotthonosabban", hanem mert a generálandó dokumentu­
mok tartalmát és formáját egyidejűleg, egy lépésben lehet 
megadni. Az alábbiakban ennek elemeit mutatjuk be néhány 
egyszerűbb példa segítségével. Az alapforma nagyon hason­
ló ahhoz, amit a 2.1 alfejezetben is alkalmaztunk: Mondat­
formák egy tetszés szerinti hierarchiáját adjuk meg, pl.
REPORT 
<forma - 1>
<forma - 1 .1>
<forma - 1 .2>
<forma - 1 .2 .1>




Maga a kérdésfeltevés akkor korrekt (elfogadható), ha a 
benne szereplő mondatformák a már megismert "nézőpont 
verem"-mechanizmus szerinti feldolgozásban mind legáli­
sak .
Most tegyük fel először, hogy a kérdésben lévő mondat­
formákban értékek nem szerepelnek. (Az értékek helye 
üres, vagy mondjuk megállapodhatunk abban, hogy egyön­
tetűen az értékek helyére egy speciális szimbólumot, 
pl. az "any" szimbólumot írjuk. Például:)
REPORT 
data any;
created by process any;
using information any; 
accessed by process any;
END
A specifikált riport megszerkesztése az ismert módon 
történik: sorra veszünk minden egyes "data" objektumot; 
mindegyik esetében megadjuk a "create" kapcsolatokat, 
ezen belül pedig a "using" kapcsolatokat is egyenként; 
amikor ez utóbbiakat befejeztük, megadjuk a szóbanforgó 
adatra vonatkozóan az összes "access" kapcsolatokat stb.
Az "any" szimbólum tehát az univerzális kvantor szere­
pét játssza. Ezt általánosítva, lehetőség van szabad 
változók használatára is, pl. "any X", mellyel az attri­
bútum értékek között megszorító kapcsolatokat jelölhetünk 
ki. Végül, megadhatunk az attribútum értékek helyén ob­
jektum neveket is (egyelemű halmazokat reprezentálva).
Lehet halmaz specifikációkat is definiálni ugyan ezen a 
nyelven, majd e halmazokat felhasználni a változók he­





A típus-altípus viszonnyal felruházott referencia relációk 
a reláció algebrai műveletek kiterjesztésében számos nyi­
tott kérdést vetnek fel. (Erre igazán akkor derült fény, 
amikor a hagyományos kalkulus kellő ismeretében az operá­
ciók számítógépen való kivitelezéséhez az ismert programo­
zói magabiztossággal hozzákezdtünk.) Ebben az alfejezetben 
azt a formális alapot (egy lehetséges változatot) adjuk 




Definició: Egy hivatkozási univerzum egy véges, cimkézett 
(szinezett), irányított gráf. (A tárgyalás egyszerűsítése 
érdekében címkék gyanánt a továbbiakban mindig sorszámokat 
használunk.)
Példák:
(1) Az üres gráf hivatkozási univerzum.
(2) Az egyetlen szögpontból álló gráf hivatkozási univerzum.






(3 i) (3ii) (3 iii) (3iv) (3v) (3vi)
3/1. ábra
Példák hivatkozási univerzumokra
Yi á i í § _ í: 2
Legyen U egy hivatkozási univerzum. Az egyszerűség ked­
véért jelölje U egyben a gráf szögpontjainak halmazát is. 
Legyen most u 6 U és tegyük fel, hogy az u-ból kiinduló 
élek rendre (az élek számozása szerint) az ux, ..., un 




(2) írható {u} alakban.
(3i) egyetlen u(u) alakú elemből álló halmaz. 
(3ii) esetén az egyetlen elem u(u,u) alakú. 
(3iii) két elemű: ux(u2),
u(Uj ,. . .,u^).





Legyen u 6 U az U hivatkozási univerzum egy szög-' 
pontja. Jelölje |u| az u-ból kiinduló élek számát.
Ekkor
u.i (1 ú i ú  |u|)
-vei fogjuk jelölni az u-ból kiinduló i-edik él végpont­
ját. (Például (3i) esetén: u.1=u, u.1.1=u, míg pl. u.2 
nem definiált.)
3.1.1.2 Rendezett univerzum
Definició: Egy rendezett univerzum egy olyan hivatkozási 
univerzum, melynek szögpontjain egy részben rendezési re­
láció van megadva. Ezt a relációt a továbbiakban "SUB"- 
bal jelöljük.
Példa: a következő univerzum








azaz SUB = Id U {(férfi,ember)} U {(nő,ember)} 
egy rendezett univerzum.
Vizuális_forma
Abban a speciális esetben, mikor a részben rendezés egy 
fa vagy erdő, az előző szakaszbeli formát az alábbi mó­
don terjeszthetjük ki:
u _is u '  ( u 1 , ,  un )
kifejezve, hogy u' a SUB relációban megelőzi u-t. Fenti 
példánk egyszerűbben tehát így is írható:
{ember,
férfi i s _ ember (nő) , 
nő is ember (férfi)}.
3.1.2 Minősített sémák
Mostantól fogva két univerzumot tekintünk, melyek egyike 
számunkra a "típusokat", másika pedig az "adatokat" fogja 
reprezentálni.
3.1.2.1 Homomorf eset
Legyenek U és V hivatkozási univerzumok, Y pedig egy leké­
pezés U szögpontjairól V szögpontjaira:
¥: U -* V.
Azt fogjuk mondani, hogy V az U "minősítő univerzuma" a ¥ 
"minősítésre" nézve, amennyiben
a) |¥(u) | = | u | ,
b) 'i'(u.i) = 'MuJ.i i  ^ | u |
teljesül minden u 6 U szögpontra. (Azaz, ¥ egy homomorfiz­
mus a kiválasztási operációra nézve.) A "minősítés" mint ho- 
momorfizmus tekinthető a típus illeszkedés törvényét kifejező 
axiómának is az altípus nélküli esetben (tehát pl. közönséges 
programozási nyelvek esetén az eljárás paraméterekre vonatkoz­
tatva. Részletesebb példákat ld. [41]-ben.)
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3.1.2.2 Konvex eset
Tegyük fel most, hogy V egy rendezejKt univerzum, és le­
gyen ismét
'V: U -* V 
úgy, hogy
a) | V  (u) | = |u| ,
b) (4'(u.i), ¥(u).i) G SUB i  ^ | u | , Vu.
Mint látható, fenti feltételek a típus-illeszkedés törvé­
nyének típus-altípus viszonyra általánosított formáját 
fejezik ki. Ez esetben a homomorfizmus nem teljesül, ha­
nem csupán egy annál gyengébb tulajdonság: a b) feltétel 
értelmében f u.n. konvex leképezés. (A konvex leképezé­
sek általánosításai a [ 3 ], [4 ]-ben bevezetett morfizmu­
soknak , de kezelhetők ugyanazon általános apparátusok se­
gítségével, melyek [57], [ 2], [1 ]-ben vannak kidolgoz­
va .)
3.1.2.3 Hiányos univerzum
Gyakorlati okok miatt célszerű olyan hivatkozási univer­
zumokat is megengedni, melyekben a gráf egyes élei defi- 
niálatlanok (ju|-ban azonban számításba vannak véve). Ez 
nem okoz gondot, ha az előző pontokban szereplő homomor- 
fizmusra ill. konvexitásra vonatkozó kikötéseket csak a 
definiált esetben követeljük meg. Ezt precízen úgy for­
malizálhatjuk, ha a kiválasztási operációt parciális függ­
vényként értelmezzük, és parciális unáris algebrák közöt­
ti homomorfizmusokra térünk át. (Ennek rutin lépéseit az 
olvasó [41]-ben találja.)
3.1.2.4 Reguláris univerzum
Egy fa-univerzumot (azaz, egy olyan rendezett univerzu­
mot, melyben a SUB reláció hierarchikus) regulárisnak 
nevezünk, ha minden (u,u') G SUB párra a következők tel­
jesülnek :
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a) IuI  ^ |u'|
b) u.i = u #.i i  ^ |u'
Mint látjuk, reguláris univerzumban a SUB reláció által 
alárendelt szögpontok "öröklik" szüleik éleinek cél-szög- 
pontjait (és rendelkezhetnek még további élekkel. Ez pon­
tosan az a mód, ahogy pl. a SIMULA 67 nyelv [14] és a 
concept modell is kezeli az absztrakt adattípusokat.)
з. 1.3 Alap operációk
Ahhoz, hogy a szükséges műveleteket a hivatkozási univer­
zumokra értelmezhessük, az univerzális algebrából ismert
и. n. "term-algebrát" fogjuk használni. (Erre azért van 
szükség, mert operációink az eredetileg vett hivatkozá­
si univerzumokból kivezetnek.)
Először függvény szimbólumokat vezetünk be. Legyen
a) (i1 ,...,ik)PERM egy egyváltozós függvény szimbólum
tetszés szerint k,ilf...,i^ pozitív egészekre, 
ahol s * z -* is * iz;
b) ASCENT egy egyváltozós függvény szimbólum;
c) PROD egy kétváltozós függvény szimbólum
d) JOIN szintén egy kétváltozós függvény szimbólum.
Legyen U egy hivatkozási univerzum. Most "term"-eket de­
finiálunk, és mindegyikhez hozzárendeljük vagy U egy szög­
pontját, vagy egy új szögpontot definiálunk (olyan módon 
azonban, hogy az élek minden esetben U-beli szögpontokhoz 
fognak vezetni):
1) Ha u 6 U, akkor u egy term, és a hozzárendelt 
szögpont önmaga.
Legyen t egy term. Ekkor t.i is term 
0 < i  ^ 11 í . A hozzárendelt szögpont a t-hez 
rendelt szögpontból kiinduló i-edik él végpontja.
2 )
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3) Legyenek t' és t" termek, és a hozzájuk tartozó 
szögpontok rendre
u'(u',... , U]£ / ) ,
u"(új,...,u£„).
Ekkor PROD(t' , t") is term és a hozzá tartozó 
szögpont új szögpont, melynek alakja
u*(u^,...,Uk , U^,.«./U H) •
4) Legyenek t' és t" mint fent. Ekkor JOIN(t',t") 
akkor és csak akkor term, ha k' í 1, k" M
és u£, = u" . A hozzárendelt szögpont új szög­
pont, melynek alakja
U*(u^,. .. , Uk , , U 2 , * * * , U k i ) .
5) Legyen t term, szögpontja u(u1,...,u ). Most 
(± 1 ,...,i^)PERM(t) akkor és csak akkor term, ha 
max(ij,...,ik) á n. A hozzárendelt szögpont új, 
és alakja
u* (u . ,. . . , u . ) .
i k
6) Legyen t mint fent. ASCENT(t) akkor és csak 
akkor term, ha u G U. A hozzárendelt szögpont új 
és alakja
u* (u) .
Definíció; Az összes termek halmazát ü lezárásának nevez­
zük és Ü*-al jelöljük. (Mint láttuk: az U* gráf minden éle 
U-ba vezet.)
3.1.4 Reláció kalkulus
Annak érdekében, hogy konstrukcióink könnyen áttekinthető­
ek legyenek, először a homomorf esetet tárgyaljuk.
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3.1.4.1 Homomorf eset
Legyenek U, V hivatkozási univerzumok és ¥: U -* V homo­
morf leképezés (Id. 3.1.2.1).
Definíció; Legyen u(u1,...#u ) 6 U. Ekkor a 
(V(Ul) ,.. ., f(un))
n-est u szignaturájának nevezzük.
HÍY^tkozási_relációk
Legyen
P = { S : S e  U*, (x,y 0 S -*■ x,y szignaturája azonos)}
P  elemeit relációknak nevezzük (U,V,'F) felett. (Minden 
relációhoz egy egyértelműen definiált szignatura tartozik. 
Ennek hosszát az "oszlopszámnak" nevezzük.)
Legyen
T = iS: S c  U, S a Kér 'F egy osztálya}.
T elemeit minősített relációknak fogjuk nvezni (U,V,VF) fe­
lett. (A minősített relációk minősítése egyértelmű: eleme­
inek képe V-ben.)
Kér ¥ teljes kongruencia osztályait elsődleges relációknak 
nevezzük (U,V,'F) felett. Az elsődleges relációk halmazát p -vei jelöljük.
Definícióink a szokásos reláció definíciókkal összhangban 
vannak, hiszen egy R 0 R azonos hosszúságú n-esekből áll, 
és bármely rögzített i-re (i ú hosszúság) az i-edik elemek 
képei azonosak a V  minősítés szerint. Ny ilvánvalóan : peje R _
Operáció_definiciók
A relációk közül minket csak azok érdekelnek, melyek re­
láció kifejezések útján levezethetők. Ezek mindegyikéhez 
egy szignaturát, és bizonyosokhoz közülük típust is (mi­
nősítést) rendelünk a következő rekurzív módon:
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1 ) Ha R € f ?  akkor definíció szerint R = Vl'”1(v)
valamely alkalmas v 6 V-re. Legyen v = v(v1/...,v )
sign(R) =  (v1,...,v ),
. . deftype(R) =  v.
2) Legyen R egy reláció. R.i akkor és csak akkor re­
láció, ha 1  ^i S R -hossza. Definíciója a követ­
kező :
R.i = {r.i ; r 6 R}.
Tegyük fel, hogy sign(R) = (v1(...,v ) és v.=v.(v{, 
...,v£). Ekkor n
sign(R.i) =  (v',...,v£),
/ . x deftype(R.i) =  v^.
(Ez az operáció az u.n. "zoom" operáció.)
3) Legyenek R', R" relációk. Ekkor PROD(R',R") is egy 




; r' G R', r" G R"}
sign(R') = (v{,...,V^)
sign(R") — ív" V"\  i/ • • • r j^
def,R")) = (v',...,v^, V
4) Legyenek R', R" relációk és szignaturájuk rendre
(v{,...,v£) , (v",... ,v£) . JOIN(R',R") - az u.n.
"természetes join", akkor és csak akkor reláció,ha 
k' £ 1, k" ä 1, és v£,=v" , és definíciója az aláb­
bi :
{JOIN(r',r"); r' GR', r" G R" és r'.k' = r".l}
És
def
(ví Vsign(JOIN(R'R")) 2 , . . • ,
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type(JOIN(R' type(R'), ha létezik és k" = 1 ,különben type(R"), ha létezik, 
és k ' = 1 ,
egyébként nem definiált.
(Természetesen: JOIN(R',R") lehet üres.)
5) Legyen R reláció (vi,...,vn) szignaturával.
(ii,...,i^)PERM(R) akkor és csak akkor reláció, ha 
k S 1 , s f z - * i  ^ i ,  max{ ± 1 , . . . , i, } < n; és 
defimcio]a:
{ (ii,...,ik )PERM(r); r G R)
defsign ((i.,..., i, ) PERM(R) ) =  (v. ,.x K. 1 i ) .
6) Legyen T minősített reláció. Ekkor ASCENT(T) is 
reláció, mégpedig az alábbi:
{ASCENT(t); t 6 T}.
defsign(ASCENT(T)) =  type(T).
7) Végül, megengedjük a szokásos halmazelméleti ope­
rációk alkalmazását azonos szignaturájú relációk 
között (n,U,\)• Ezek a szignaturát nem változtat­
ják .
(Az olvasó könnyen verifikálhat ja, hogy minden bevezetett ope­
rációnk R -beli relációkra alkalmazva szintén R -be tartozó 
- esetleg üres - relációt eredményez.)
Példa
V = (férfi, 
nő,




Legyen ü tetszés szerinti V minősítésű univerzum, és 
tegyük fel, hogy "VÁLÁS" a "válás" elsődleges relációja, 
és legyen például "AMAZON" egy "nő" minősítésű reláció. 
Ekkor a "zoom"
VÁLÁS.1
azon házasságok halmaza, melyek válással végződtek. És 
például a
JOIN(VÁLÁS.1, ASCENT(AMAZON)).1
kifejezés azon férfiak halmazát reprezentálja, melyek ama­
zonoktól váltak el.
3.1.4.2 Konvex eset
Legyen V reguláris univerzum, és V : U -* V konvex 
leképezés. P definiálásánál most óvatosabban kell eljárnunk
Vezessük be a következő jelölést:
(V] = {v' 6 V : SUB(v ' ,v) }
Ekkor
defP = {S c U* : 3 v 6 V hogy S = ¥ ((v] ) } .
Ha tehát R e P , R = Y 1( (v] ) , akkor minden u e R,
u = U(Ui , . . , uk) elemre
I u I * M
teljesül. |u| > v | esetén U'-nak, mint R-beli elemnek a
tartalma alatt az (Uj,...,uiv i) projekciót tekintjük. (A 
gyakorlatban ezt úgy is fogalmazhatjuk: a reláció megje­




A , "PROD", "JOIN", "ASCENT" operációk és szignatu- 
rájuk ugyanúgy definiálhatók, mint korábban. A halmazelmé­
leti operációkkal azonban külön kell foglalkoznunk.
Amikor R valamely reláció művelet operandusa, a végre­
hajtás során a neki megfelelő adatobjektumok tartalmát 
az R szerinti nézőpontból kell tekintetbe venni. Ez a 
legfőbb eltérés az egyszerű homomorf esethez viszonyítva.
Példa: Tekintsük a következő univerzumot:
V = (process, 
data,
use(data,process), 






use U1 (D1 ,P1 ) ; 
use-to-derive UD(D1,P2,D2),







azon adat objektumok halmaza, melyeket a folyamatok fel­
használnak .
Legyenek ezek után S, S' azonos hosszúságú relációk, és szig- 
naturájuk: a  = (vlf...,vn), a '  = (v',...,vn) megfelelően.
A halmazelméleti operációk végrehajthatóságának általános fel­
tétele az alábbi
vagy SUBÍv^v-f) vagy SUBÍv^', v^) 1 < i < n .
E feltétel mellett operációink most már a szokásos úton defi­
niálhatók. Szignaturáik (és típusaik) az alábbiak:
1) sign (S U s')
def (w1, . . . ,wn) , ahol wi = max(v^,v£);
2) sign(S \ S') def o  ;
3) sign (S n S') def '"c£•••rH ahol wj_ = min(vi,v£).
(Fenti általános feltételünk értelmében ezen minimumok és 
maximumok mindig léteznek.) Típust a halmazelméleti operá­
ciókhoz általában nem rendelünk, kivéve:
1) Ha type(S), type(S') és max(type(S),type(S')) mindegyike 
létezik, akkor
deftype (S U S') =  max(type(S),type(S')).
2) Ha type(S) létezik, akkor
deftype (S \ S') — type(S).
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3) Ha type(S), type(S') és min(type(S), type(S')) 
mindegyike létezik, akkor
deftype (S n s') —  min(type(S), type(S')).
Relációk
Ezek után az összes relációk R halmazát most már defini­
álhatjuk rekurzív módon:
R = {S c U* : S levezethető P elemeiből a
bevezetett operációk segítségével}.
Legyen továbbá:
T  = {S € R : S-hez típus van rendelve}.
Nyilvánvalóan most is: P c X c R . (Indukcióval köny-
nyen belátható, hogy T  valamely v=v(v 1 ,...,vn) típusú 
elemének szignaturája (v -l , . . . /Vn) . )
3.1.5 Faktorizáció
3.1.5.1 Hasonlóság
Gyakori eset (például, amikor adatainkat predikátumokként 
kívánjuk tekinteni), hogy maguk a reláció elemek, mint egye­
di objektumok helyett, azoknak csupán a tartalmára kívánunk 
szorítkozni. Pontosabban: bizonyos esetekben nem kívánunk 
különbséget tenni u = u(ux,...,Uk) és u' = u '(u',...,u£,) 
között u ,u' G R, R 0 R valahányszor
(H) k = k' és u. = u? 1 ú i ú  k.
Vizsgáljuk meg most precízen egy ilyen ekvivalencia követ­
kezményeit. Jelölje v a (H) által definiált ekvivalencia 
relációt. Legyen f a 3.1.3-beli 2)-5) függvény szimbólu­
mok bármelyike, és k argumentumainak száma. Ekkor a de­
finíciókból azonnal adódik, hogy
ulf...fU]c, v1,...,V]c 0U* és ui ^ vi 1 ú i‘ ű  k
esetén
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(F) f(ux,...,uk) ^ f(v1,...,vk)
teljesül (valahányszor fentiek léteznek) . Másszóval 'v- 
egy kongruencia reláció a ZOOM, PROD, JOIN, PERM parciá­
lis operációkra nézve. (Ugyanez nem igaz azonban az ASCENT 
operáció esetén.)
3.1.5.2 Redukció
Jelölje u az u 6 U*-hez tartozó hasonlósági osztályt, és 
legyen
^ 'X/R = { u , u 6 R } ,  R € R
(ahol a hasonlóságot az R szerinti nézőpontra vonatkozó 
tartalomra értjük). Ekkor fc-t az R-reláció redukciójának 
nevezzük.
Az előző pontbeli (F) miatt a 3.1.3 2)-5) operációk a fak-
torizáción is definiálhatók:
u*L = (u e u*}1 \j
és ekkor
O» O/ def ----------------------------->
Sőt, tovább menve, ha R € R egy elsődleges relációkból a 
2)-5) operációkkal levezetett reláció, akkor mindegy, hogy 
mikor térünk át a hasonlósági osztályokra, ugyanis (F) 
igaz marad kontextusok szerinti tartalomra is.
Meg j§2Y£ések
1) ASCENT nincs definiálva U*|^-on. Ez a gyakorlatban any- 
nyit jelent, hogy ASCENT operációk előtt nem térhetünk 
át hasonlósági osztályokra.
2) Halmazelméleti operációk U*|% részhalmazaira is alkal­
mazhatók. Ezek szerint beszélhetünk tartalom szerinti 
halmazelméleti műveletekről is. Legyen R1,R2 G R  , ek- 
kor
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R 1 nc R 2def r x n CM
R 1 u c
def y R2 r x u Sí2 ,
R 1 ' c
def ^ R 2 =  Rl \ •CM
<?P$
3) Redukált relációk szignaturáját a természetes módon
definiálhatjuk: sign(&) sign(R). Ezzel az operá­
ció definíciók az eredeti szabályok szerint marad­
nak érvényben.
4) Ezen a.; ponton érdemes megemlíteni a [66] és^[17]-ben
kidolgozott elmélettel való kapcsolatot. R az u.n. 
"quotient relations" egy speciális fajtájának te­
kinthető. A blokkokat indukáló attribútumok éppen 
sign(R) komponensei. így Tompa [66] jelöléseit al­
kalmazva: R = R ^ r j . (Az alkalmazott apparátus egy
általános tárgyalását az olvasó [ 3 ]-ban találja meg.)
3.1.6 Hivatkozási sémák mint elméletek
Ebben a szakaszban röviden rámutatunk, hogy az eddig tárgyalt 
sémák hogyan reprezentálhatok a Burstall-Goguen [11] féle 
értelemben vett elméletek és elmélet morfizmusok útján.
2rL_Nulladik_szint
theory hivatkozási séma;
sorts objektum, típus, boolean;
operations
minősítés: objektum típus,
szelekció-obg: objektum -* objektum, 3 < oj
szelekció-tipg: típus -* típus, 3 < oo
altípus: típus, típus -> boolean, 
univerzális: -* típus,
definiált^: típus -* boolean, 3 < w
< továbbá a szokásos logikai operációk >.
equations
< Ítélet kalkulus egyenletei >,
< az altípus hierarchikus voltát kifejező egyenlet >,
def iniált^ (u) -* definiálta(u) , 0 < 3 < a < m





[illetőleg utóbbi a homomorf esetben:
minősítés o szelekció-obg = szelekció-tip^ o minősítés.]
2^)__Első_ szint
Az alapstruktúrák bővítésére a Burstall-Goguen féle "enrich" 
operációt alkalmazzuk. Vázlat:
enrich theory hivatkozási séma by 
operations
nil: -*■ objektum (a nem definiált érték)
.i: objektum -»■ objektum
prod: objektum, objektum ->■ objektum
join: objektum, objektum objektum
(ix , . . , i},) perm: objektum -* objektum ij^i^^^k
ascent: objektum -*■ objektum
term: objektum -*■ boolean
equations
<3.1.3 2)-6) definícióinak leírása úgy, hogy
a nem definiált értékek "nil" értéket kapnak>,
term(nil) = false,
imply(term(u) = false, u = nil) = true. 
endenrich
(Az egyenleteink száma végtelen, hiszen U* végtelen.)
További kiterjesztésekkel bevezethetjük a relációkat és re­
láció kifejezéseket. (Ekkor a "sort"-ok listáját is bővíte­
nünk kell már. Ezektől a részletektől itt eltérünk. A mód­
szer további részleteit és általánosításait az olvasó a 
[44], [36]-ban találja.)
3.1.7 Kiegészítő megjegyzések
A 3.1 alfejezet eddigi részeiben tárgyalt modellek lehetővé 
teszik azt is, hogy most már ne csak a reláció kalkulust, 
mint az egyik lehetséges adatbázis elemző és lekérdező esz­
közt, hanem a tárgynyelven alapuló második lekérdező nyelvi 
rendszert is algebrai ill. logikai eszközökkel pontosan for-
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malizáljuk. Erre a természetes út az, ha fogalmainkat a 
többszortú logika nyelvére írjuk át a következő módon: 
Valamely f fogalomnak, melynek attribútumai fi,...,f 
megfeleltetünk egy F relációjelet, melynek szórtja
(fo, fi,..., fn)/ ahol f0 = f.
A többszortú nyelvnek csak ezek, és az = lesznek relá­
ciójelei, ezen kívül csak konstansjeleket tartalmaz. Ko­
rábbi axiómáink könnyen átírhatók ezen jelölésrendszerre, 
ld. [41]. így lehetőség nyílik arra, hogy megvizsgáljuk 
lekérdező rendszerünk kifejező erejét, és összehasonlít­
suk más modellekkel. Ezt nem részletezzük, ezeket a [36] 
és [44] tartalmazzák.
A "concept" modellhez hasonlóan, a 2.1-2.2 alfejezetek- 
ben ismertetett öndefiniáló sémakezelésű modellek is köny- 
nyen reprezentálhatók a többszortú logika eszközeivel.Nem 
nehéz belátni, hogy az ott ismertetett lekérdező rendszer­
ben a lekérdezhető formulák mindegyike ekvivalens egy o- 
lyannal, amelyben
a) minden kvantor egzisztenciális,
b) a kvantormentes rész prímformulák konjunkciója.
Ezen egyszerűbb modell esetében tehát csak u.n. "tisztán 
pozitív" információkat tudunk visszakeresni. E kérdéskör 
részletes tárgyalása a [36] dokumentumban található.
3.2 Operáció szinkronizáció
Adatbázis kezelő rendszerek felhasználásánál az u.n. kon- 
kurrens hozzáférés biztosítása napjainkra alapvető követel­
ménnyé vált. Az operációk közötti sorrend és szinkronizá­
ció kifejezésére számos apparátus létezik, ld. például 
[62 ] , [58 ] , [54 ] . Ebben az alfejezetben egy új eszközt
mutatunk be, és rámutatunk az idézett megközelítésekhez 
való kapcsolatára. Ez az alfejezet az előzőkétől függet­




3.2.1.1 Jelölések és konvenciók
Legyen V egy véges halmaz, az u.n. ábécé, és jelölje 
a formális nyelvek elméletében megszokott módon V* a 
V-ből képezhető szavak halmazát. Valamely w 6 V* szó 
esetén jelölje op(w) a benne előforduló szimbólumok 
halmazát. Például:
op(abacca) = {a,b,c}.
Jelölje ops(w) a szóban előforduló, egymástól megkülön­
böztetett szimbólum-előfordulások halmazát. Például 
ops(abacca) így írható:
{a (1) .(2) ,a(3),b(l) ,c (i) c <2) )
Ha W c v* szavak egy halmaza, akkor
cp(W) =  U op(w). 
w6W
Valamely w 6 V* szó mindig tekinthető egy, az ops(w)
halmaz feletti T (teljes) rendezésnek.w
Ha T egy rendezés valamely X halmazon, akkor annak 
megszorítását valamely szűkebb Y c X halmazra T|Y~al 
jelöljük. Ha Wi,w2 6 V*, akkor a konkatenációjukra vo­
natkozó T rendezés nyilván T , T rendezett ösz-
szegeként reprezentálható, úgy hopy opá(Wi) ill. ops(w2)-n 
belül különböző előfordulás-jeleket használunk.
3.2.1.2 Projekció
Legyen w S V* és U c V. Ekkor a
w U
projekciót úgy definiáljuk, hogy az a w-ből az U-hoz nem 
tartozó szimbólumok elhagyásával származtatott új szó.
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Például:
abacca r , = abaa .'ía ,b}
A w I , projekció az üres szó: e. Szavak egymásra való 
projekcióját is bevezetjük:
Wi W  2
def Wi op(w2).
Továbbá halmazok projekcióit ennek általánosításaként 
Legyenek Xi, X2CV*; ekkor
Xi def { (Wi s): wi 0 Xx S = U op ( w 2)} .
W  2 S X  2
(Hasonlóan lehetne beszélni nyelvek projekciójáról is 
most azonban erre nem lesz szükségünk.)
A projekció alábbi tulajdonságai kézenfekvőek:
1) A projekció az egymás utáni alkalmazára nézve 
kommutatív:
w Ui = wU2 U2
w 6 V* , Ui , U 2 c V.
Ui
2) A projekció konkatenációra nézve disztributív:
W l W 2 y  = Wl U w 2 U Wi , w 2 G V* , U c: V .
3) A projekció monoton:
w U] = wU U:
valahányszor ü 2 c u x <= V .
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3.2.1.3 Összefésülés
Legyen wi,w2 6 V* . Az opsfWi), ops(w2) halmazokon 
belül válasszuk meg az előfordulási megjelöléseket úgy, 
hogy a két halmaz diszjunkt legyen. Jelölje P a TWlu TW2 
reláció tranzitív lezárását. P nyilvánvalóan egy részben 
rendezés az ops ( w 1 ) U ops(w2) halmazon. Ezek után a wx||w2 
"összefésülést" a következő halmazként definiáljuk:
i ■ def rWx I t  W2 =  { W : PC Tw } .
Szemléletesen: az összefésülés szavai olyan, az ops(wi) U 
U (w2) szimbólumaiból alkotott szavak, melyekben mindkét 
operandus szimbólumai megőrzik eredeti sorrendjüket. (Pél­
daként ld. még a 3/2.-ábrát.)
Amennyiben wi,w2-ben nincsenek közös szimbólumok, akkor 
nyilvánvalóan
w „  = Wi , w IT = w 2 , w  6 wxW1 W  2
Definíciónk a kézenfekvő módon kiterjeszthető szavakból ál­
ló halmazok összefésülése is.
3.2.1.4 Kompatibilitás
A Wi, w2 6 V* szavakat kompatibiliseknek mondjuk, ha
Wx w2 w2 Wx
teljesül. Ez a feltétel nyilván így is fogalmazható: Legyen 
c = c(wi,w2) = op(wx) n op(w2) a szavak közös szimbólumai­
nak halmaza. Ekkor feltételünk:
Wi c
Amennyiben a két szó azonos szimbólumokból áll (op(wx)=op(w2)), 
akkor a kompatibilitás nyilván az azonossággal ekvivalens. 
Végül, diszjunkt szavak (azaz, op(wi) nop(w2) = 0) mindig 
kompatibilisek, hiszen ekkor
78
A kompatibilitás szimmetrikus, nem tranzitív reláció. 
(Ezek az u.n. "konkurrencia relációk" tipikus tulajdon­
ságai, ld. például [ ] és [ ].)
3.2.1.5 Konkurrens szorzat
Legyen w 6 V*. Egy u 6 V* szót w-re vonatkozóan projek­
tívnek nevezünk, ha
u w = w.
Legyen W c V* szavak tetszés szerinti halmaza. Ekkor a 
®W konkurrens szorzatot úgy definiáljuk, mint azon szavak 
halmazát, melyek W összes elemére nézve projektívek:
__Tdef r®W={ u w, vw 6 W} .
A ®W szorzat magjának W szimbólumaira való vetítését tekint­
jük és így jelöljük:
[®W] def ®W
O p ( W )  .
Nyilván: ®0 = V* és [®0] = 0  és [0{w}] = {w} teljesülnek. 
Két elem esetén a szorzatot így is írjuk: wi® wz. Az alábbi 
3/2. ábra wi®w2 szerkezetét hasonlítja össze wi j [ w2-vel:
w2 =Legyenek például Wi = cacbca, eabefa .
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— n — --n----- w 1
ceaacbbefcaa < -- wi|j w2 egy lehetséges eleme









Szorzat és összefésülés összehasonlítása 
3.2.2 Szorzatra vonatkozó alaptételek
Mint később látni fogjuk, a konkurrens szorzatok ürességének 
ill. befejezhetőségének problémája a szinkronizációk leírásá­
ra általánosan használt Petri hálók [58] egy osztályára vo­
natkozóan az u.n. "liveness problémával " ekvivalens [45 ] .
Ez indokolja e kérdések vizsgálatának fontosságát.
Megemlítjük, hogy a "liveness probléma" általános esetben 
nem megoldott, és most következő tételeink sem adnak eddig 
ismeretlen esetekre megoldást. Az eddig ismert eredményeket 
azonban más megvilágításba helyezik. Az általunk mutatott 
formalizmus alkalmazása különösen abban az esetben lehet előnyös,
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amikor az adatbázis kezelési konkurrencia problémáknak 
azt az esetét vizsgáljuk, melyben a konzisztencia biz­
tosítása magának az adatbázis kezelő rendszernek (és nem 
a felhasználónak) a feladata (bővebben ld. [62]) .
3.2.2.1 Az ürességi probléma
A szorzat ürességének kérdése akkor nem triviális, ha leg­
alább két operandusunk van. Ebben az esetben SW üressége 
ekvivalens [0W] ürességével.
Legyen wi, w2 G V* és válasszuk meg a szimbólum előfordu­
lási sorszámokat (1)-től kiindulva ops(wi) és ops(w2) mind­
kettőjében .
1.Lemma: Ha Wi és w2 kompatibilisek, akkor P = T U T
tranzitív lezárása egy részben rendezés opsgwi) ops (w2 ) 
felett.
Bizonyítás: Az egyetlen dolog, ami bizonyításra szorul, az 
a tranzitív lezárás antiszimmetriája. Tegyük fel, hogy 
(xi,x2) 6 P, (x2,xi) 6 P egyidejűleg. Ha xi,x2 G wi (vagy 
ugyanúgy, ha xi,x2 6 w 2), akkor ez csak úgy lehet, ha 
Xi = x2. Legyen tehát Xi G Wi, w2 G w2. Minthogy (x i ,x 2)G 
6 P*, létezik egy olyan x' szimbólum előfordulás, mely­
re (xi,x') G TW1, (x',x2) G TWz . Hasonló okoskodással a 
másik oldalról nyerjük: 3x", hogy (x2,x ") G Tw , ( x" ,Xi)G
6 TWl . Minthogy TWlc= P*, TW2<cp*, és P* tranzitív, így min­
dent összevetve: Xi = x' = x2 = x" = Xi.
1.Tétel: wi®w2 akkor és csak akkor nem üres, ha
wi, w 2 kompatibilisek.
Bizonyítás:
a) Legyen w G w x ® w2 . A  kommutativitás folytán
w WiL =  W  I I, |wl
Feltételünk szerint
w Wi = Wi , w w2 = w2
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így: Wi W2 W 2 Wi
b) Az előző lemma értelmében P=TW UTW2 tranzitív lezárása
részben rendezés, ezért beágyazható egy T (teljes) rende­
zésbe, amelyet egy [wi0w2]-be tartozó szóval lehet re­
prezentálni .
2. Tétel: Ha (n^ 2) nem üres, akkor az szavak pá­
ronként kompatibilisek.
A bizonyítást ugyanúgy végezhetjük, mint az előző a) esetben. 
Jegyezzük meg azonban, hogy a kompatibilitás n>2 esetén nem elég­
séges feltétel (pl. wi=ab, w2=bc, w 3=ca szorzata üres).
Legyen most X szavak egy véges halmaza: X = {wi,...,w } .
Azt fogjuk mondani, hogy e halmazban az
^ 1  i 2 F • • • /  + 1  _  ^ 1
szimbólum előfordulások egy k hosszúságú ciklust alkotnak, 
ha bármely két egymás utáni elemre (aj, aj + -j ) eTWi; teljesül 
valamely alkalmas i-re. Egy ciklust minimálisnak nevezünk, ha 
semmilyen szimbólumnak sem tartalmazza egynél több előfordulá­
sát .
Az X = {wi,..., wn} halmazt gyengén kompatibilisnek nevezzük, 
ha bármely két wp, Wj elemére
1 £ A W-; 4  e) -*■ w. = w .
J í a 3a a
vagyis bármely adott szimbólumnak vagy ugyanannyi, vagy zérus 
előfordulását tartalmazzák.
2. Lemma: Ciklussal rendelkező gyengén kompatibilis halmaznak 
van minimális ciklusa.
Bizonyítás: Ha a ciklus nem minimális, van olyan szimbóluma, 
mely kétszer fordul elő. Rendezzük át a ciklust ciklikusan 
úgy, hogy a két előfordulás egyikével kezdődjön. Ejtsük el 
a két előfordulás közötti részt a második előfordulással e- 
gyütt. A gyenge kompatibilitás miatt így egy újabb (rövidebb) 
ciklust nyerünk, hiszen abban a szóban, amiben a második elő-
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fordulás megelőzte a rákövetkező elemet, abban (előtte) 
az első is elő kellett forduljon. Ezt az eljárást foly­
tathatjuk .
3. Tétel: ®X akkor és csak akkor nem üres, ha i) X gyengén 
kompatibilis és ii) nincsen ciklusa.
Bizonyítás:
a) Szükségesség, i) következik a 2.tételből. Másrészt 0 
definíciója miatt Tw 3 Tw . minden i-re w G ®X esetén.
Tw tranzitivitása és a ciíclus létezése miatt annak bár­
mely tagja megelőzi önmagát, amiből következik, hogy 
®X üres.
b) Elégségesség. Legyen H = u opsfw^) , és legyen R:
w±GX
R = ((x ,y) : 3 i, (x,y) G T , x i y} .wi
ii) miatt az R* tranzitív lezárás 
ágyazható H egy teljes rendezésébe 
reprezentálhatunk, i) szerint w w . 
sül, így w 6 ®X  ^0. 1
irreflexív, így be- 
, melyet egy w szóval 
=wp minden i-re telje-
Dekompozició
Be lehet bizonyítani, hogy bármely konkurrens szorzat két­
betűs szavak szorzataként is előállítható. Ezt nem részle­
tezzük, a bizonyítást az olvasó [29]-ben megtalálhatja.
3.2.2.2 "Befejezhetőség"
Jelöljük w' —< w formában azt, hogy a w' szó kezdő szele­
te w-nek, azaz 3w", w'w" = w. A —«C reláció nyilvánvalóan 
részben rendezése V*-nak.
4. Tétel: Ha ®{wj_}j_ = -| nem üres, és valamely w' szóra
wí ~ w'| -<wi, Vi (azaz w' mindegyik projekciója a
megfelelő "koordinátának" kezdőszelete), akkor w' kezdő 
szelete egy w 6 ®X; szónak is (vagyis: ha w' "folytat­
ható a koordináták mentén külön-külön, akkor van uni- 
vezális folytatása is").
83
Bizonyítás: Legyenek wV,melyekre w^w^wV' , w^=w' w 
Nyilvánvalóan: w' G ®{wf}. Ezért {w^} szavai gyengén 
kompatibilisek, és ugyanez igaz {w7}-re is. Utóbbi 
nem tartalmaz ciklust, minthogy {w^} sem. így a 3.tétel 
szerint létezik egy w" szó: w" 6 [®{w7}]. Ekkor pedig 
a konkatenációra: w'w" G ®{w.j}, ugyanis (w'w")
= (w" w. ) és wí(w"
op (w" Wj —
1
op (w" W
wi„) = wfwV = w. miatt már csak w" 1 1  1
igazolandó, ez pedig azért tel­
jesül, mert mindegyik wV a közös szimbólumok bármelyi­
kének ugyanannyi előfordulását tartalmazza, így ha egy 
szimbólum w"-ben és Wj_-ben is szerepel, a w£-ra való meg­
szorítás által nem kerülhetett kihagyásra.
A 4.tétel által kifejezett tulajdonság ekvivalens a Lauer 
féle "path-kifejezések" u.n. adekvátságával (életképesség 
ill. operáció sorozat befejezhetősége). Az alábbiakban rö 
viden erre a kapcsolatra mutatunk rá.
Tegyük fel, hogy V elemei operációkat reprezentálnak, 
és tegyük fel, hogy a W], , w2 szavak egy-egy megengedhető 
operáció sorozatot jelölnek. Ekkor wi»w2 elemei pontosan 
azok a sorozatok, melyek a két komponens sorozat konkur- 
ren végrehajtása esetén lehetségesek. Vagy más szavakkal, 
a Petri hálók terminológiáját alkalmazva, wi@w2 elemei a 
wi,w2 szuperponálásával előállított Petri háló lehetséges 
billenés sorozatainak halmaza. Ld. 3/3 -ábra példáját.
Az adekvátság tétele itt így fogalmazható: ha wi®w2 nem 
üres, akkor a hálónak bármely kezdő billenés sorozata be­
fejezhető (azaz nem jut holtpontra).
Megemlítjük még, hogy a konkurrens szorzatok és a Mazur- 
kiewicz [54] féle u.n. trace-nyelvek között is szoros kap 
csolat van. Ez nem ekvivalencia, hanem egy u.n. Galois- 
tipusú kapcsolat. (Ezt nem részletezzük, ld. [29].)
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Wi = adefg 
w 2 = bcdfh
3/3. ábra
Szorzat mint Petri háló
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4. NYELVI MODELLEK
Ebben a fejezetben olyan rendszerleíró nyelveket adunk 
meg, melyek a 2.fejezetben ismertetett metanyelvi rend­
szerre alapulnak, és tipikus alkalmazási területeket 
fednek le.
4.1 Alapvető technikák
Ezen alfejezet a metanyelv tulajdonságaira építve néhány 
olyan technikát mutat be, melyek a különböző tárgynyel­
vekben egyaránt felhasználhatók.
4.1.1 Blokkolt struktúrák ábrázolása
Tegyük fel, hogy bizonyos típusú állításokból hierarchi­
kus (egymásba skatulyázott blokkokból álló) szerkezete­
ket akarunk leírni tetszés szerinti mélységben - ezen a 
szinten most a fogalom konkrét jelentésétől eltekintve. 
Ezt az alábbi típus-pattern alkalmazásával érhetjük el:





concept clause (of : block); 
form of : clause;
concept block ij> clause;
form absolute : block; 
form of : block;
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A következő egyszerű pattern alkalmazható valahányszor 
rekurzív kapcsolatokat akarunk leírni (pl. adatszerke­






concept origin (element, father); function;
concept element;
concept father _is element;
concept terminal i_s element;
Ezen a módon szemantikailag azt ábrázoltuk, hogy minden 
elemnek van őse (apja), a "terminal" elemeknek azonban 
már nem lehet leszármazottja.




Most alkalmazásokra térünk át. Először igen egyszerű, 
de gyakori és általános eseteket tekintünk.
4.2.1 Irányított gráfok
legkülönbözőbb alkalmazása specifikációs és dokumentá 
ciós célokra rendkívül széles körű. Természetesen, a 
gráfok kifejező ereje grafikus formában a legnagyobb, 
azonban a gyakorlati feladatok mérete és a számítógé­
pes analízis szükséglete indokolja adatbázisszerű ke­
zelésüket .




Egy tipikus irányított gráf séma
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Ilyen egyszerű séma ábrázolására az alábbi két fogalmat 
lehet/célszerű használni:
concept entity;
concept relationship(of : entity, to : entity) 
form of : relation-to to; 
form to : relation-from of;
Az ábrát ekkor például így írhatjuk le:
kereskedő : entity;
elfogad : relation-to megrendelés; 
fizet : relation-to gyártó; 
számláz : relation-to vevő;
vevő : entity;
felad : relation-to megrendelés; 
fizet : relation-to kereskedő; 
stb.
(Megjegyzés: a leírásban csak a "relation-to" alakot hasz 
náltuk, a fordított szemléletű riportokban azonban termé 
szetesen ugyanezt a másik formával is lekérdezhetjük.)
4.2.2 Színezett gráf modellek
Egy lépéssel bonyolultabb, amikor a gráf élei vagy szög­
pontjai (vagy mindkettő) színezettek. Az elsőre példa le 
hét egy
4.2.2.1 CODASYL séma
leírása. Vezessük be például a következő fogalmakat: 
concept record;
concept set (owner : record, member : record);
concept chain i s  set;
form member : owned-by owner linked;
concept array _is set;
form member : owned-by owner indexed;
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E fogalmak birtokában pl. ilyen leírások készíthetők
festmény : record;
owned-by festő linked 
owned-by század linked; 
owned-by téma indexed;
festő : record;
owned-by iskola indexed 
év : owned-by század linked; 







Egy érdekesebb példaként gráf szögpontok színezésére 
tekintsük a tipikus vegyipari berendezések közül né­
hánynak egy lehetséges osztályozását:
berendezés
paszív aktív
tartály lefolyó keverő reaktor
szinkron aszinkron
A megfelelő fogalmak például az alábbiak lehetnek:
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concept berendezés:
concept passzív-berendezés is berendezés; 
concept tartály i_s passz ív-berendezés(kapacitás:real); 
form absolute : tartály méret kapacitás;
concept aktív-berendezés _is berendezés (ciklusidő : real) 
concept keverő is aktív-berendezés;
form absolute : keverő periódus ciklusidő
•
I stb., végül: 
concept áram;
concept kimenet (áram,from:berendezés); 
form from: kimenő áram áram;
concept bemenet (áram,to;berendezés); 
form from:bemenő áram áram;
Tekintsünk ezek után egy gyártási sémát, például:
4/2.ábra
Példa szinezett gráf modell leírására
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melynek leírása az alábbi formában történhet:
A : tartály méret 100;
kimenő áram X1, X2;
B: tartály méret 80:
kimenő áram Y1, Y2;
C1:reaktor periódus 20;
bemenő áram X1, Y1; 
kimenő áram U1, S1 ;
stb.
4.2.3 Páros gráfok
Ez a csoport igen tág, felöleli az összes háló modelleket 
(kauzális hálók, esemény-feltétel hálók, predikátum-átme­
net hálók, Petri hálók stb.). Mi most példaként a 4/3 
ábrán egy u.n. kauzális hálót (ld. [58]) mutatunk be:
4/3.ábra
Példa kauzális háló alkalmazására
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A leírásra a következő fogalmakat használhatjuk:
concept process; 
concept condition; 
concept use(process, condition); 
form process : uses condition; 
form condition : used-by process;
concept generation(process, condition); 
form process : generates condition; 
form condition : generated-by condition
Hálónk leírása ezek után a következő:
generálás: process;
generates fordító, táblázatok;









4.2.4 Az SADT modell
E modell alkalmazása a rendszertervezési gyakorlatban igen 
elterjedt, és.ott, ahol akciók és adatok hierarchikus le­
bontásával lehet dolgozni, igen eredményesen alkalmazható.
(A modell ismertetését az olvasó pl. [61]-ban találhatja 









actigram _is diagram; 
datagram i_s diagram; 




concept belong-p(proc: process, into: actigram); 
function;
implies proc(in=into)
concept sub-p(proc:process, of: process); 
function;
implies proc(part-of=of) 
form of: contains proc;
concept data (in: datagram, part-of: data); 
form in: data; 
form part-of: subdata;




concept sub-d(data, of: data); 
function;
form of: contains data;
concept connection(process,data);
concept use is. connection; 
form process: uses data; 
form data: used-by process;
concept control .is use; 
function;
form process: controlled-by data; 
form data: controlls process;
concept derivation .is connection; 
function;
form process: derives data; 
form data: derived-by process;
(Diagramunk leírására vonatkozó példát az olvasó [34]-ben 
találhat.)
4.3 Logikai tervezési modellek
Az u.n. logikai tervezési szint - az előzőekhez viszonyítva - 
fogalmakban már jóval gazdagabb. A tervezésnek ezen a szintjén 
azonban még mindig nem szokás implementációs részletkérdések­
kel foglalkozni. Ezen részletes modellekről a következő alfe- 
jezetben szólunk.
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4.3.1 Információs rendszerek tervezése
E területen az egyik legsikeresebb foqalomrendszernek az 
ISDOS PSL/PSA [65] fogalmai tekinthetők. Ezek fő elemeit - fel­
használva a típus-altípus viszony által nyújtott, az 
eredeti modellhez viszonyított új lehetőséget - a 4/4. 
ábrán látható módon foglalhatjuk új rendszerbe:
information component
logical-inf data interface process
entity set group element
inf-flow data-derivation
generate receive use derive update
subpart usage-purpose
subproc subinf consist to-derive to-update
setpart datapart
4/4 .ábra
A PSL átrendezett fogalmai
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to-derive =P- derivation (process , towards)






Ezen fő vonalak elfogadása után a PSL leíró nyelv (kismér­
tékben módosított változata) az alábbi módon definiálható:
concept information;
form absolute: information;
concept logical-inf i£> information;
conept entity is logical inf; 
form absolute: entity;
concept set is logical inf; 
form absolute: set;
conept data i_s information;
concept element _is data; 
form absolute: element;
concept group is data; 
form absolute: group;
concept component;
concept interface i_s component; 
form absolute: interface;
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concept process _is component; 
form absolute: process;
concept inf-flow(component,information); function;
concept generate _is inf-flow;
form component: generates information;
form information: generated-by component;
concept receive ij3 inf-flow;
form component: receives information;
form information: received-by component;
concept data-derivation(process,information);function
concept use _is data derivation; 
form process: uses information; 
form information: used-by process;
concept derive ij> data-derivation; 
form process: derives information; 
form information: derived-by process;
concept update ijs d£> La-derivation; 
form process: updates information; 
form information: updated-by:process;
concept subpart;
concept subpro is subpart(process,ofiprocess); 
function;
form process: part-of of; 
form of: subpa r: process;
concept subir is subpart;
concept setpart ijs subinf (part :logical-inf ,of : set) ; 
function;
form part: part-of of; 
form of: subpart part;
concept datapart i_s subinf (part :data ,of :group) ; 
function;
form part: part-of of ; 
form of: subpart part;
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concept consist ijs subpart (logical-inf ,of :data) ; 
function;
form logical-inf: consists-of of; 
form of: contained-by logical-inf;
concept usage-purpose(used:information,user:process,
towards:information);
concept to-derive i_s usage-purpose; function; 
implies derive(user,towards); 
implies use(user,used);
form used: used-by user to-derive towards; 
form user: uses used to-derive towards; 
form towards: derived-by user using used;
concept to-update i_s usage-purpose; function; 
implies update(user,towards); 
implies use(user,used);
form used: used-by user to-update towards; 
form user: uses used to-update towards; 
form towards: updated-by user using used;
concept relation;
form absolute: relation;
concept associated(data,to:relation); function; 
form to: associated-data data; 
form data: associated-to to;
concept maintain(relation,process); function; 
form process: maintains relation; 
form relation: maintained-by process;
etc.
Fenti fogalmak alkalmazásával egy információs rendszer 




Folyamatirányítási célú specifikációs nyelvek közül az 
egyik legismertebb a PCSL. Ennek magja az aktivitás ti­


















form alternative-of: alternative; 
form step-of: step seq-no activity; 
form co-element-of: coactivity;
concept alternative is; activity; 
form alternative-of: a-alternative; 
form step-of: step seq-no a-activity; 
form co-element-of: a-coactivity; 
form absolute: a-activity;
concept sequence ius activity 
form alternative-of: s-alternative; 
form step-of: step seq-no s-activity; 
form co-element-of: s-coactivity; 
form absolute: s-activity
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concept parallel .is activity 
form alternative-of: p-alternative; 
form step-of: step seq-no p-activity; 
form co-element-of: p-coactivity; 
form absolute: p-activity;
(Leírási példára, ill. folyamatirányítási rendszerek le­




Ebben a részben a struktúráit programozás ismert jelölé­
seit alkalmazzuk (ld. például [21]).
4.4.1.1 Szekvencia
Szekvenciákból álló blokkok ábrázolására az alábbi fogalom- 
pattern-t alkalmazzuk:




Tételezzük fel tehát az alábbi deklarációkat:
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concept statement(in: control-statement) 
form in: statement;
concept control-statement _is statement; 
concept sequence ij3 control-statement; 
form absolute: seq; 
form in: seq;
Ennek segítségével egyelőre szekvenciális utasításokból 







D : statement; 
end;
4.4.1,2 Iteráció





Legyenek definícióink a következők:
concept iteration _is control-statement (condition : text)
concept while is iteration
form absolute: iter-while condition;
form subord-to: iter-while condition;
concept until _is iteration;
form absolute: iter-until condition;
f jrm subord-to: iter-until condition;








B :  iter-while "key( S ) ^high values"; 
B A :  statement; 
iter-while "0<S^NUM-E";






Ahhoz, hogy az eset-szétválasztást (feltételes utasítást) 
a Jackson féle értelemben [21] megfelelően tudjuk leírni, 
és adatként kezelt ábrázolása is a célnak megfelelő le­
gyen, fogalmainkat gondosan kell megválasztani. Egy, a 







concept select i_s statement; 
form absolute: select; 
form subord-to: select;
concept select-control i_s control-statement (of : select)
concept control-statement _is statement;
concept when i_s select-control (condition: text); 
form of: when condition;














A párhuzamos végrehajtású operációk (blokkok) leírását 







concept parallel-block _is statement; 
form absolute: parblock; 
form subord-to: parblock;
concept parseq i_s control-statement (in :parallel-block) 
form in: co;
Mindezeket összegezve, a struktúráit programozás fogalmait 






Mint ahogy a struktúráit programok is a formális nyelvek 
elméletéből ismert reguláris kifejezésekkel voltak leír­
hatók, és mint tudjuk a környezet-független nyelvek szin­
taxisa is mindig leírható reguláris kifejezésekkel, ugyan­
ezt tehetjük egy szekvenciális adathalmaz szintaxisának 
leírásánál is. Tekintsük pl. az alábbi, a Jackson [21] 
féle formalizmussal ábrázolt adatstruktúrát:
(ahol Jackson reguláris kifejezésekkel ekvivalens forma­
lizmusa szerint ez azt jelenti, hogy a "fájl" egy T1 re­
kordból és a "törzsből" áll, utóbbi T1 vagy T2 típusú 
rekordok sorozata) .









concept select _is data; 
form absolute: select; 
form owner-data: select;
concept owner-data i_s data;
concept sequence _is owner-data; 
form absolute: sequence; 
form owner-data: sequence;
concept iter .is owner-data; 
form absolute : iter ; 
form owner-data: iter;
concept alternative i_s owner-data ( select) 
form select: either; 
form select: or;





T1 : data; 
or;






4.4.2.2 Típus szerkezet ábrázolás
Az ANSI X3 főbb adatszerkezeteit (melyek akár COBOL 
file rendszerek, akár CODASYL adatbázisok tervezésénél 
alkalmazhatók), az alábbi fogalom-fában rendezhetjük 
el:
data (in :grouped-data ,occ: integer)
X  X
grouped-data item (pict: text, length: integer) ;
/ \ / \






D1 : real 4 pict ZD.D occ 12; 
D2 : integer 3;
D3: group occ 5;
D31: integer 2 occ 7; 
D32: text 3 pict XXX; 
end record;
Ezen az úton tovább lehet menni. Az eddigiekre ráépít- 
hetők akár a fájl-kezelő rendszerek, akár az adatbázis 
kezelő rendszerek további specifikumai is. Ezekre vonat­
kozóan [ ]-re utalunk.
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5. ARCHITEKTÚRÁLIS MODELLEK
Ebben a fejezetben a koncepcionális és formális szinte­
ken már megismert adatbázis kezelési modellek realizá­
lásával kapcsolatos általános (technológiai jellegű) 
vonatkozásokról szólunk.
5.1 Egv szoftver struktúrálási módszer
A világirodalom nem szűnő panaszait, újabb és újabb 
javaslatait az u.n. szoftver krízis (a nagy rendszerek 
megbízható realizálásához szükséges, egyre tűrhetetle­
nebb költségek és ráfordítások) kapcsán "lassan már ún- 
juk". Pedig a helyzet lényegesen nem javul. Az automa­
tikus programozás, a teljesen formális szemantikájú spe­
cifikációk, a kimerítő tesztelés ill. verifikálás mód­
szerei ma még csak korlátozott méretek mellett alkalmaz­
hatók .
Van azonban egy lényeges pont, ahol a gyorsabb előrelé­
pés már ma is reális lehetne. Ez a szoftverek u.n. lo­
gikai architektúrájának tervezése, sőt szabályozása,ab- 
ból a felismerésből kiindulva, hogy a szoftver elemek 
és kapcsolataik egy áttekinthető, "megfogható", adekvát 
rendszerbe (rendbe) foglalása még akkor is óriási haszon­
nal jár, ha az egyes részletek többségének szemantikai 
jellegű kézbentartása továbbra is az emberre marad.
Több kezdeményezés mutat ma ebbe az irányba, és minél 
szűkebb egy terület, annál tovább lehet haladni a terü­
letre jellemző architektúrális modell részleteinek ki­
dolgozásában és szabályozásában. A legnagyobb horderejű 
ma e modellek közül az u.n. "Open Systems Interconnec­
tion" referencia-modell [2 0 ], de más területeken is kez­
denek egyes modellek "felnőtté érni" (pl. a [60]-ben is­
mertetett modell a folyamatirányítás területén). Mi most 
ebben a fejezetben ilyen specifikus modellek kialakítá­
sához szükséges általános modell-elemeket vezetünk be 




Nem is olyan régen, a programozásról még mint művészet­
ről volt szokás beszélni (pl. D.E.Knuth [26], [25]). Ma 
sem vitatható persze, hogy minden alkotás, konstrukció 
nélkülözhetetlen kelléke az elegancia, a szépség. Mind­
azonáltal, napjainkban a szoftver készítés meghatározó 
jellemzője az iparszerűség. Ez pedig a művészekétől 
alapjaiban eltérő technológiákat igényel (arról most 
nem is beszélve, hogy a programozók nagyon jelentős ré­
tege művészként sem fogadható el).
í2El^°wn_szemlélet
Hagyományosan a top-down dekompozició a rendszerezés 
legfőbb eszköze. Ennek naív "zooming" értelmezése azon­
ban épp elég jogos kritikát váltott már ki (pl. [51], 
[16]), mivel maga a fejlesztési folyamat a szintek 
folytonos váltogatását igényli, és nem mentes a kudar­
cok által indukált, meg-megújuló rekurzióktól. Mégis: 
valamely fejlesztési cél eléréséhez a top-down megkö­
zelítés - mint iránymutató és mint állandó támasz - 
nem nélkülözhető.
Lokalitás
Napjaink szoftver rendszerei méretük folytán egyetlen 
ember által már nem foghatók fel. Ezért életbevágó, hogy 
olyan nagyobb modulokra legyenek bontva, melyek önmaguk­
ban (környezetük működésének ismerete nélkül) megérthe- 
tők. E moduloknak természetesen számos kapcsolata lehet 
külvilágukkal, azonban csak jól definiált interfészek és 
protokollok útján.
51választhatóság
Ma talán még erősnek tűnhet a megállapítás: szoftvernek 
valójában csak az olyan programot nevezhetjük, melynek 
készítője és tesztelője (átvevője) más-más személy (sze­
mélyek) . Ellenkező esetben a szoftver alkotójától soha 
sem válik elidegeníthetővé. Az elidegenítésnek többféle 
fokozatáról lehet beszélni. "Elválaszthatóság" alatt mi 
a modulokra vonatkozóan azt a követelményt értjük, hogy
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legyen egy olyan jól definiált "felülete" (interfész), 
melynek tesztelése a modul teljes tesztelésével ekvi­
valens. (Ez enyhébb változat.)
Portabilitás
alatt az egyes (kisebb, vagy akár nagyobb) egységek kör­
nyezet függetlenségét értjük, mely feltétele cserélhető­
ségüknek. Ennek eszközei a fent már említettek, de egy 
sor más is. Fontos eszközként tartozik pl. ide a "hiba­
kezelés környezet függetlenségének" elve is, amely azt 
jelenti, hogy a programokban az egyes akciók hívásakor 
nem szabad a programkörnyezetből levezethető (de valójá­
ban implicit) asszerciókra alapítani (és ennek folytán 
kényelemből az akció bizonyos hibás kimeneteleinek ke­
zelésétől eleve eltekinteni), mivel ezáltal a programok­
ban függőségek alakulnak ki (a módosíthatóságot és kar­
bantarthatóságot nagymértékben lerontva).
5.1.2 Dekompozició szintjei
Nagyon fontos észrevennünk azt, hogy a top-down feldol­
gozás során vannak u.n. "abszolút szintek", melyek mind­
egyike a komplexitásának megfelelő, egymástól eltérő, 
sajátos megközelítést igényel. (Egy csomag cigarettát pl. 
más módon kell megvásárolni ill. kifizetmi, mint egy au­
tót.) A szintek abszolút rendje (vázlatosan) az alábbi 
sémát követi:
1. "Felső szintek", amikor olyan méretű és bonyolultsá­
gú dolgokat tekintünk, amelyek egészükben nem 
láthatók át, így ezekről keveset, csak a leg­
lényegesebb dolgokat mondhatjuk el. (Pl. funk­
ció, cél, méret, sebesség, kapcsolatok, köve­
telmények stb.)
2. Egy kitüntetett szint, melyet "modul szintnek" neve­
zünk. Az egyes moduloktól a következő tulajdon­
ságokat követeljük meg:
Ill
• Funkcionálisan specifikálhatok önmagukban 
úgy, hogy más modulokra nem hivatkozunk 
más módon, kizárólag csak interfészein ke­
resztül .
• Minden modul egy
- interfész és egy
- törzs
részből tevődik össze (lehet bármelyikük 
üres, ld. később).
• Modulokat más modulok csak interfészükön 
át használhatnak. A modulok közötti "hasz­
nálat" reláció nem rekurzív.
(Megjegyzés: Bizonyos alkalmazások még egy to­
vábbi-megszorítást is sugallnak, nevezetesen 
azt, hogy a modul szinten további finomítások 
ne történhessenek, azaz modulok ne tartalmaz­
hassanak al-modulokat. Az újabb vizsgálatok 
szerint azonban általánosságban érdemes ezt a 
lehetőséget meghagyni. Ez esetben a modul szint 
nem egyetlen szint, hanem szintek egy sorozata.)
Technológiai szempontból a modulok egy rendszer­
nek azon komponensei, melyek különállóan kivite­
lezhetek (akár pl. egyidejűleg). A modulok kivá­
lasztására vonatkozóan példát az 5.2 alfejeze- 
tekben mutatunk.
3. "Rendszerezési szintek", az egyes modulokon belüli
struktúrák leírására. Ezekre azért van szükség, 
mert az egyes modulok (azaz a "még különállóan 
kezelhető részek") általában még mindig túl na­
gyok ahhoz, hogy rendszerezés nélkül boldogul­
junk velük. Ezeknek a finomításoknak során azon­
ban a környezet független kezelhetőség követel­
ménye tovább már nem tartható fenn, és általá­
ban nézve is: e lépéseket (a következő 4.csopor­
tig) nem korlátozzuk más kötöttségekkel sem.
4. "Operációk szintje". Ezen utolsó szint az, amelyet az
eljárások ill. szubrutinok végső kódja realizál. 
Ezen a szinten lehet jól alkalmazni a formális
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specifikációs és verifikációs technikákat.
Az operációk szintje erősen rekurzív, akciók 
finomítását és felbontását tartalmazza. Erre 
a szintre hárul egy fontos feladat: a hiba 
kezelés és feldolgozás. (Ezt azért fontos 
hangsúlyozni és betartani,mert egy akció va­
lódi funkciója mellett a lehetséges hibás ki­
menetelek száma általában jóval nagyobb, így 
ha a kérdéssel a magasabb szintű specifikáci­
ókban foglalkoznánk, akkor nem volnánk képe­
sek a lényegre koncetrálni.)
5.1.3 Altípusok
Az előző szakaszbeli értelemben vett moduloknak két fő 
osztályát célszerű megkülönböztetni:
Az aktív modulok nem rendelkeznek interfésszel. Ezek a 
rendszer vezérlő moduljai, más modulokat "használnak", 
őket azonban nem lehet használni (hanem csupán működé­
sükbe "beavatkozni" — ezeket a mechanizmusokat azonban 
itt nem részletezzük).
A passzív modulok szolgáltatásokat "ajánlanak", melyek 
interfészeiken jelennek meg. Minden passzív modul ponto­
san egy interfésszel rendelkezik, és tetszőleges számú 
más modul interfészére hivatkozhat (használhatja azt).
Itt jegyezzük meg, hogy az "Open Systems Interconnec­
tion" referencia modell [2 0 ], mint ismeretes, az inter­







rendszerbe kényszeríti. Ez a szigorúan lineáris rend 
azonban általánosságban nem tartható. E helyett mi csu­
pán annyit követelünk meg, hogy az interfész hivatkozási 
reláció részben rendezés legyen.
Az operációk osztályozására vonatkozóan egy szempont az 
előzőekből már automatikusan adódik, nevezetesen, hogy 
az operáció interfész-operáció, vagy nem. Ennél azonban 
van egy sokkal lényegesebb osztályozási szempont:
Alapvető követelmény az, hogy egy-egy operációnak sem a 
specifikációja, sem a kódja nem lehet hosszú. (Ennek 
szükségességét most nem magyarázzuk.) E követelmény úgy 
teljesíthető, ha az operációk igen nagy mértékben al-ope- 
rációkra vannak tagolva (ilyen hívásokból vannak felépít­
ve) , még akkor is, ha igen gyakran egy-egy rész operáció 
hívására a kódon belül csak egyetlen helyről kerül sor. 
Ezeket az operációkat, melyek kreálásának kizárólagos oka 
a modul transzparencia biztosítása: "node operációknak" 
nevezzük (arra utalva, hogy hívásuk egy hívási fával ír­
ható le). Szemben állnak ezzel a "valódi szubrutinok", 
azaz az általános szolgáltatásokat nyújtó operációk, me­
lyek hívása bárhonnan történhet. (Megjegyezzük, hogy ha 
első pillanatra meglepő is, a jól struktúráit rendszerek­







A következő induktív algoritmus alkalmazását javasoljuk:
l_!__légés: Amikor a modul valamely akcióját specifikál­
juk, mindig az összes lehetséges hibás kimenetelt 
is áttekintjük, és egy listán "a potenciális hi­
bák listáját" feljegyezzük. (Az összesét, tehát 
soha nem építünk arra, hogy bizonyos típusú hibák 
a speciális hívási feltételek miatt úgy sem for­
dulhatnak elő) .
2^ _lépés: Amikor az akció belsejének kódját állítjuk elő
(írjuk a programot), a hívott eljárások hibás ki­
meneteleit nem vesszük figyelembe.
3I__lépés: Amikor az első két lépéssel a modul egészére
vonatkozóan elkészültünk, akkor kezdjük el szisz­
tematikusan feldolgozni hívási helyenként a hí­
vott lehetséges hibás kimeneteleit. (Mivel az el­
ső lépés befejezése garantálja azt, hogy a kime­
nő hibalistája kivétel nélkül minden akció számá­
ra elkészült, ezért a 3.lépésnél szükségtelen, 
hogy a hibafeldolgozást — a hívási hierarchia sze­
rinti rendben végezzük; ehelyett az akciókat tet­
szés szerinti sorrendben vehetjük végig.
5.2 Specifikációs adatbázis architektúrák
Az 5.1 alfejezetben összefoglalt elveknek megfelelően 
(részletesebb ismertetésüket ld. [3 9] és [5 1]-ben) adat­
bázis modelljeink architektúrális terveit a [43] és [42] 
dokumentumokban leírt módon készíthetjük el. Ennek fonto­
sabb elemeit foglaljuk össze most.
5.2.1 Modul séma
Első közelítésként azt a séma-magot vázoljuk az 5.1-beli 
terminológiának megfelelően, mely lényegében minden adat­
bázis kezelő célrendszer architektúrájára érvényesnek te­
kinthető. Ezt az 5/1 .ábra vázolja.
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5/1.ábra
Általános adatbázis modul séma-mag
Ábránkon a nyilak az 5.1.2 értelmében vett interfész 
hivatkozásokat ("használat" relációt") jelentik. (5.1.3-mal 
összhangban a vezérlő modulok nem rendelkeznek interfész­
szel.)
Az ábrán szereplő interfészeket egy adott adatbázis kezelő 
rendszer esetén szabványosítani és szigorúan rögzíteni kell.
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Ezzel az architektúra valójában rugalmassá válik, hi­
szen a modulok szükség esetén cserélhetővé válnak. Ez 
különösen fontos a legfelső, a user-I/ 0  modulok esetén, 
hiszen ez sokszor (sajnálatos módon) még azonos gépe­
ken is különböző.
Ezen általános sémába illeszkedve, most megadjuk azt a 
teljes modul sémát, mely az első fejezetben leírt adat­





Mint az ábrán is mutatjuk, minden adatbázis kezelő cél­
rendszerhez háromféle hozzáférési módot kell biztosíta­
ni. A legfontosabb ezek közül az on-line hozzáférés, 
melyet a "dialóg vezérlő modul" valósít meg. Bizonyos 
esetekben azonban az on-line mód nem megfelelő: előfor­
dul, hogy időnként igen nagy adatmennyiségeket kell az 
adatbázisba be-, vagy onnan kivinnünk. Ezt egy másik 
üzemmóddal, a "kötegelt hozzáférés" útján valósítjuk 
meg. Végül szükség van arra is, hogy az adatbázis keze­
lő rendszer (a hagyományos módon) programozási nyelvek­
ből is hozzáférhető legyen. Ennek szabványos volta a 
"program nyelvi hozzáférés"-modulja által biztosítha­
tó. Ezen utóbbi modul (a dolog természeténél fogva) 
passzív modul (a vezérlés ekkor a felhasználási progra­
mokban realizálódik), míg a másik két említett üzemmód 
vezérlése önálló (ld. ábra).
L2 2ikai_adatbázis_m2dul
Itt szigorúan egyetlen modulról van szó (mint azt már 
az általános sémán is jeleztük az 5/1 .ábrán) . Ennek in­
terfésze reprezentálja kifelé azt a felületet, melyet 
az adatbázis használójának tudnia kell (azaz azt, ahogy 
ő látja az adatokat, tekintet nélkül annak fizikai rep­
rezentációjára) .
Fizikai_adatbázis_m2dul
Ma már a fizikai adatábrázolásoknak is jól kialakult, 
gondosan kidolgozott modelljei ismeretesek (ld. például 
[53]). Ezek közül a legfontosabbak a VSAM [26] és a 
hash-technikák [52]. A fizikai adatbázis modell ezen 
(algoritmikusán általában igen összetett) technikákat 
valósítja meg olyan módon, hogy felületére a logikai 
adatmodell leképezhető legyen. (Ezt a leképezést való­
sítja meg az előző, a "logikai adatbázis modul".)
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Alapeszköz
Végül célszerű külön modulban összefogni azokat az alsó 
szintű eszközöket, melyek az összes eddig mondottak ki­
szolgálását (a gép fájl rendszerére építve) lehetővé te­
szik. Ilyenek pl. a lap-kezelés (LRU algoritmus), re­
kord-kezelés stb. Ezen eszközöket célszerű bármely szint­
ről hozzáférhetővé tenni (ezért nem szigorúan réteges 
szerkezetű az 5/2.ábrán megadott modul hozzáférési rend).
5.2.2 Operációs séma
az aktív modulok esetén tekinthető az elsődleges specifi­
kációnak. Példaképpen ezt az 5/3.ábrán a dialógus-vezérlő 
modulra adjuk meg:
5/3. ábra
Állapot- és átmenet diagram
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(Az ábrán látható fő állapotok mellett van természetesen 
egy sor kevésbé lényeges segéd állapot is.) Esetünkben az 
állapot/átmenet diagram az operációs séma leírásának meg­
felelő eszköze, általános esetben azonban más eszközök is 
szóba jönnek, mindenek előtt a különféle háló modellek, 
mint ahogy arra a 4.fejezetben példát is mutattunk.
5.2.3 Interfész szerkezet
Az 5/2.ábrán megjelölt interfészek közül adatbázis kezelé­
si szempontból elsősorban a logikai adatbázis interfész 
és a fizikai adatbázis interfész érdekes. A logikai adat­
bázis interfész nem más, mint magához a logikai adatmodell- 
hez tartozó adatbázis operációk összessége, úgy ahogy azt 
a 2. (ill. formálisan a 3.) fejezetben megadtuk.
A fizikai adatbázis interfész specifikációját példaképpen 
az alábbiakban rövidítve megadjuk a rendezett struktúrák­
kal dolgozó automatikus sémakezelésű modellre:
Az adatok tárolása lapozásra alapuló VSAM technikával tör­
ténik, az [53]-ben leírt elvek szerint. Egyidejűleg több 
VSAM fával dolgozunk. A fa magasságát dinamikusan kezel­
jük. A legalsó szint kivételével a lapok index-lapok, me­
lyek index-rekordokat tartalmaznak. (A szerkezet pontos 
leírása [43]-ben megtalálható.) Az operációk ill. az in­































Mint az ábrából látható, a tulajdonképpeni, lényegi 
VSAM operációk (split, merge stb.) az interfésznek nem 
részei. Ez nem meglepő: e szervezés helyesen mint auto­
matikus szolgáltatás kell megnyilvánuljon, és így az
interfészt használó felsőbb szintek számára már nem 
állhat rendelkezésre.
További részletek és az alsóbb szintű rutinok leírása 
a [43] dokumentumban található.
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