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ABSTRACT 
, Recent developments in computer graphics has provided for the 
direct visualization of objects and processes that had been previously 
limited to printed or plotted output. Although computer graphics can 
produce multicolored and multiviewed displays of objects, it can not 
directly provide for the animation of the changes in objects within a 
process or scene. By making use of the computer graphics technology 
and-recognizing that changes in a process are best represented by 
means of animation, the computer graphics software program ANNIE was 
written by the author in Fortran 77. The software is written for use 
on a VAX 11/780 with DEC VS11 graphics terminal interfacing to create 
the animation of a general two dimensional process. Portability of 
the software was of primary importance in the program's development. 
The animation of the output files produced by a finite element 
simulation of the flat rolling process was investigated to demonstrate 
the program's visualization utility. The program is shown to be a' 
useful tool for the wireframe animation of this typical two dimen- 
sional process. 
CHAPTER 1 
INTRODUCTION 
1.1 Animation of a Process 
Computer graphics is the creation, storage, and manipulation of 
objects and their images via the computer <1>. Because of the recent 
advances in display hardware, computer resources, and improved soft- 
ware, computer graphics is now both technically and economically fea- 
sible. Computer graphics is capable of providing the user with pic- 
torial communication; allowing improved man and machine interaction. 
Pictorial communication is the medium which is both natural and effi- 
cient for human beings and yet is sufficiently precise for computer 
manipulation. Animation is one representative use of computer graph- 
ics. 
Animation is defined as a motion picture made from a series of 
images simulating motion by means of slight progressive changes. A 
process is a series of actions or operations conducing to an end. 
Particularly in manufacturing, a process is a continuous operation or 
treatment. Since a process is a series of actions and animation is a 
T 
series of drawings simulating motion, the action, at any given time 
in the process, can be represented by animation as a frame (or draw- 
ing) of the motion picture simulating the action of the process. 
Therefore, animation of a process is the representation of the series 
of actions of a process through a series of frames of a motion pic- 
-2- 
ture. Thus, animation is a useful' method by which to convey realism 
to the actions taking place in a process as a whole. 
Today some applications of animation are already in common use. 
Computer-produced animated movies of time dependent real or simulated 
objects or processes are becoming' increasingly popular. Some appli- 
cations of animation are found in flight simulators used to train 
aircraft, ship, and space shuttle pilots. Arcade games and interac- 
tive cartooning are also applications of limited animation. These 
last two applications are of a limited type because they only simu- 
late primitive and artificial worlds in real time. 
t 
1.2 The Need to Animate Various Processes 
Until recently, our ability to study, the characteristics of a 
mathematically based figure or model, or simulate a given process was 
limited mainly by the memory size and the processor speed of the cur- 
rent computer. Today, because of the astounding reduction in hard- 
ware price per performance and the greatly improved software.residing 
in the computer, many of these mathematical models or- processes*are! 
being solved by the computer in much more detail arid understanding 
than in the past. For example, we can now model and study such phe- 
nomena as hydraulic flow, relativity, nuclear and chemical reactions, 
physiological systems, and the deformations of materials or struc- 
tures under load to name a few. Almost any model or process, that 
can be mathematically described, can be simulated, in an approximate 
way, by the use of computer software. 
After completing the computer analysis of the mathematical model 
or process, the method of studying the results is accomplished by 
producing a record of the output using various formats or techniques. 
The computer results can be obtained in the form of a printed output 
created by a high speed printer as in Figure 1.2-1. Another media of 
obtaining the computer results is through the use of a drum or flat- 
bed plotter. These plotting devices generate line drawings of the 
results in two dimensions. Figure 1.2-2, created by a Versatec flat- 
bed plotter, illustrates a deformed steel billet at some particular 
time moving through a pair of rollers. Plotters can also represent 
the model or process in the form of graphs, pie charts, histograms, 
flowcharts, diagrams, and layouts using color or other techniques. 
All of these graphical forms attempt to provide visual significance 
to the data. 
Visualizing the characteristics and behavior of a model or proc- 
ess by means of printed output leaves a great deal to be desired. On 
the other hand, plotted output overcomes this handicap by providing 
a picture of the results of the computer analysis at a given instance 
in time or a graphical representation of the parameters of the model 
or process being analyzed. However, both the printed and plotted 
output can not represent the continuous changes of the parameters in 
a process in which time is an additional independent parameter. Only 
animation (as displayed on a raster terminal) can provide the means 
for conveying a mental picture of the results of this class of com- 
puter output. 
.4- 
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FILE: ROLLVAX  OUTPUT RESEARCH SCIENTIFIC COMPUTER CENTER 
NODE SX SY SZ SXV EFF. 
i 
on 
i 
CD 
70 
m 
i 
CD 
3: 
-a 
1 0. 60I747D+04 
2 0. 3578730*04 
3 -0. . 1370990105 
4 -0. 5239360+04 
5 0. .1302930105 
6 0. 673643O+04 
7 0 .2106640*05 
a -0 .8481150*05 
9 0 .3414630*06 
10 -0 .372B40O»04 
11 0. . 7222840*05 
12 -0 .5306250*06 
13 0 .6628840*06 
14 -0 .1735090*05 
15 0 .8861410*05 
16 -0 .8968660*06 
0.2469090*04 
0.302962D+04 
0.2841190*04 
0.4596450*05 
0.3206090*05 
0.1432260*04 
0.7510570*03 
0.1173460*06 
0.3037880*06 
0.1051210+06 
0.6136850*05 
-0.6781490*06 
0.5409850*06 
0.2049490+06 
0.1270800*06 
0.1075640*07 
0.1I7097D*04 
0.2180760*04 
0.1604050*05 
0.4575400*04 
0.9297820*04 
-0.2652810+04 
0.6842410*03 
-0.960606D*05 
0.2914230*06 
-0.6859970+05 
0.2002370>04 
-0.7123700*06 
0.5654200*06 
-0. 129713D*06 
-0.1340430+05 
-0. I22804D + 07 
0.4131020*04 
0.4459530+04 
0.8419170*04 
0. 129094D + 05 
0.7921010*04 
0.271019D*04 
0.4806940+04 
-0.4202130+04 
-0.6298870+04 
0.2620I2D+04 
0.7767460+04 
0.7159290+04 
-0.8867390+03 
0.4279390+04 
-0. I67296D+05 
0.9813420+04 
0.I02750D+05 
0. 1081610+05 
0.3318940+05 
0.52 I 1120+05 
0.3115160+05 
0.3268880+05 
0.4911600+05 
0.7817860+05 
0.8187140*05 
0.I I 15600 + 06 
0.1343340+06 
0. I95930D+06 
0.1 I 17140+06 
0.1685580*06 
0.2036260*06 
0.2876140+06 
PRINCIPAL STRESSES AVERAGED AT NOOES 
TO 
NODE SIG I Pill 1 
1 0. 7696250+04 -22. 116 
2 0. 7772160+04 43. 238 
3 -0. 1829620+05 -20. 579 
4 -o. 830993D+04 13. 379 
5 0. IOI640D+05 19. .887 
\6 0. 7553820+04 16. .783 
7\ 0. 22 14640+05 12. .663 
B\ -0. 842775D+05 -7 .242 
9
  \ 10  x
0. 3424880*06 -9 .245 
-0. .3660930+04 1 .475 
11 ■•• ■■ 0 .7267850*05 -3 .316 
12 -o .5302780+06 ' 2 . 772 
13 0 .662B90D+06 -0 .417 
14 -0 -172534D+05 1 .306 
15 0 .8990400•05 -4 .409 
16 -o .896329O+06 3 . 133 
SIG 2 
-0.4147070+04 
-0.II6300D+04 
0. 1745170+04 
0.49035ID+05 
0.3492630+05 
_-0.2249650+04 
-0.3289310+03 
-0.II78B0D+06 
0.3027630+06 
-0.1054890+06 
-0.6181860(05 
-0.6784960+06 
0.5409790*06 
-0.2050460+06 
-0.1283700*06 
-0.1076180*07 
PHI 2 OUT-OF-PLANE 
67. 884 0. 1 17097D+04 
133. 236 0. 2180760+04 
61 . 421 -0. 1604060+05 
103. ,379 0. 4575400+04 
109. .887 0. 9297820+04 
106. .783 -o. .2652810*04 
102. .663 0. 6842410+03 
82. .758 '0. 9606060+05 
80. .765 0. 2914230+06 
91 . 475 -0. .6859970+05 
86 .604 0 .2002370*04 
92. .772 -0 7123700+06 
89 .583 ^  o .5654200+06 
91 .306 -o . 1297 130*06 
85 .591 0 . 1340430+05 
.93 .133 -o . 1228040*07 
I 
INCREMENT NO. 30 
■ TEST RUN OF SHAPE ROLLING 
FIGURE 1.2-2 - VERSATEC PLOT 
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In general, any process or motion which can be mathematically 
described and analyzed through computer software can also be accu- 
rately represented by animation. Some applications of computer 
graphics animation of two dimensional processes are fluid flow, rigid 
body dynamics, robotics, and finite anaTysts-ofrtiefTjrnratiTjn~pTOcessesr 
Justification for animation of processes in-two dimensions is 
simply the need of a designer of the process to easily see the re- 
sults of the process in an accurately representative form. The crea- 
tion of realistic computer-generated images is, in many instances, 
easier, less expensive, and a more effective way of seeing the pre- 
liminary results than building models or prototypes. Computer as- 
sisted engineering also allows the designer to consider and investi- 
gate alternative designs. Because the computer analysis of a process 
very often contains the digital representation of the position coor- 
dinates of the dependent variables, the two dimensional representa- 
tion of the process is already available for use in creating the 
images required for animation. 
As a result of the need to animate processes in two dimensions, 
the computer program ANNIE was written in Fortran on the VAX 11/780 
residing at Lehigh University. Because animation requires the proper 
hardware and software computer configuration, the VAX 11/780, along 
with the DEC VS11 terminals, was the chosen hardware configuration. 
The-DEC VS11 terminal is a raster terminal, whose screen has a reso- 
lution of 511 pixels horizontally by 479 pixels vertically. The com- 
puter program ANNIE can accurately animate any two dimensional proc- 
ess. . 
A description of the software structure is contained in Chapter 
2 and an example of the application of ANNIE in the animation of the 
flat rolling"process is contained in Chapter 3. 
*■ -■■• ~~S 
'( 
CHAPTER 2 
ANIMATION SOFTWARE STRUCTURE 
2.1 VS11-3D Package 
The DEC VS11. terminal is a raster terminal capable of displaying 
computer generated images on its screen. The screen consists of 
pixels which can display sixteen different colors, one of which is 
background color. Since background color is the same as the normal 
•f 
screen color, background color produces the effect of not displaying 
the pixel. Therefore, images are produced on the terminal's screen 
by displaying or not displaying pixels. The screen consists of 
245,760 pixels and is arranged as a matrix with 512 pixels horizon- 
tally and 480 pixels vertically. As a result of^ this arrangement-," - 
the location of any pixel on the screen is addressable through an in- 
teger screen coordinate system with the origin located in the bottom 
left corner of the screen. These graphic capabilities of the DEC VS11 
terminals are enhanced by the VS11-3D graphics package which resides 
in the VAX 11/780 computer at Lehigh University. 
The VS11-3D package consists of a-set of calls to Fortran sub- 
routines which draw basic geometric entities such as points, lines, 
arcs, symbols, histograms, and alphanumeric data, in any of sixteen 
colors defined by the user. These subroutines enable the user to draw 
graphs, plots, or create any other kind of user defined computer gen- 
erated images. Since the VS11-3D graphics package was written to 
support the DEC VS11 terminals, the package is a hardware dependent 
software package. 
A complete listing of all the subroutines and their correspond- 
ing parameters and.definitions supported by the VS11-3D package can 
be found in the VS11-3D Graphics Package Reference <2>. The partic- 
ular subroutines, which were, utilized by the animation program ANNIE, 
their corresponding parameters, and a brief description of the sub- 
routine's functionality are listed in Table 2.1-1. An example of the 
utilization of one of these subroutines in the animation program fol- 
lows. 
In order to create 'the animation of a process, the objects com- 
prising a particular scene need to be displayed on the screen of the 
VS11 terminal. Since the image of an object displayed at the termi- 
nal cons-ists of the display of pixels, it is necessary to control 
which pixels are displayed or not displayed. The subroutine call to 
POINT provides this capability. The subroutine POINT has three pa- 
rameters, as illustrated in Table 2.1-1. The first parameter IX is 
the X position of the pixel on the screen and the second parameter IY 
is the Y position of the pixel on the screen. The range of IX is 
from 0 to 511 and the range of IY is from 0 to 479 which corresponds 
to the integer screen coordinate system of pixel addresses. The 
third parameter IVIS is a zero if no display of the pixel is desired 
or a one if the pixel is to be displayed. Therefore, in the anima- 
tion program if a pixel is to be displayed-at screen position X value 
of 10 and a Y value of 25, the subroutine POINT would be utilized by 
-10- 
TABLE 2.1-1 - SUBSET OF VS11-3D PACKAGE 
VS11-3D SUBROUTINES USED IN ANIMATION PROGRAM ANNIE 
SUBROUTINE CALL SUBROUTINE FUNCTIONALITY 
CALL INIT Initializes screen and VS11 parameters 
CALL POINT(IX,IY,IVIS) Displays a pixel 
CALL LINE(IDX,IDY,IVIS) Displays a line 
CALL HBASE Sets histogram base 
CALL HISTOY(IMODE,INCMOD,ICOL,X) Displays a histogram 
CALL NEWCOL(ICOLOR) Changes color of entities displayed 
CALL CHAHOL(9HEXAMPLE*.) Displays alphanumeric data 
CALL CHTYPE(ITYCH) Changes alphanumeric type 
CALL CHSIZE(ISIZE) Changes size of alphanumerics 
CALL SEND Sends display file to screen 
incorporating CALL POINT(10,25,1) in the program. The remainder of 
the subroutines in Table 2.1-1 have been utilized in a similar fash- 
ion in the animation program ANNIE so that the objects in the anima- 
tion of the process can be accurately displayed on the DEC VS11 ter- 
minal 's screen. 
A major consideration in the design of the animation program 
ANNIE was portability; software that is hardware independent. The 
VS11-3D graphics package is particular to the present VAX 11/780 - 
DEC VS11 hardware configuration and may not be available or capable 
of being supported on other similarly configured hardware systems. 
Hence to provide portability to the program, only a few of the very 
basic subroutines were used in the development of the animation pro- 
gram. It is anticipated that on different computer systems, these 
basic graphics subroutines could be replaced by the corresponding 
subroutines required by the particular systems on which ANNIE is to 
be utilized. Furthermore, since the primary algorithms are in stand- 
ard Fortran 77 coding, a minimal effort is needed for transference 
of the code from one system to another. 
2.2 Absolute Graphics Package 
The criteria of portability for the animation program ANNIE re- 
quired that many-graphic enhancement features, normally a part of a 
graphics package for object and entity control, be absent. The abso- 
lute graphics package was designed to provide some of these capabil- 
ities. The absolute graphics package contains subroutines which use 
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the VS11-3D subroutines described in section 2.1 and at the same time 
provides the ANNIE program capabilities of object and entity control 
in integer cartesian screen coordinates. 
Table 2.2-1 contains a listing'of the absolute graphics package 
subroutines, the subroutines' parameters, and a brief description of 
each subroutine's functionality. 
One important feature contained in the animation program ANNIE 
through the absolute graphics package was the capability of defining 
a viewport. The VS11-3D graphics package provides for pixels to be 
displayed anywhere within the minimum and maximum integer screen co- 
ordinate area. As described in section 2.1, this area has X coordi- 
nate range of 0 to 511 and Y coordinate range of 0 to 479. A view- 
port is a subset of the entire screen area. That is, a viewport, as 
described by Wolfgang Giloi <3>, is a portion of the screen bounded 
by the lines X=N1, X=N2, Y=M1, and Y=M2, where X and Y are integer 
screen coordinates and Nl, N2, Ml, and M2 are raster units. Note- 
worthy is the fact that Nl, N2, Ml, and M2 are not necessarily the 
minimum or maximum integer screen coordinates. As a result, an ob- 
ject or entity can now be referenced to a smaller screen area and 
control of where on the screen the display of the object or entity in 
the scene of the process being animated is now established. 
The absolute graphics subroutine AVPORT implements the procedure 
for defining a viewport. In order to change the viewport from the 
maximum and minimum screen coordinates, a full screen display, AVPORT 
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TABLE 2.2-1 - ABSOLUTE GRAPHICS PACKAGE 
ABSOLUTE GRAPHICS SUBROUTINES IN ANIMATION PROGRAM ANNIE 
SUBROUTINE CALL SUBROUTINE FUNCTIONALITY 
CALL ACOLOR(ICOLOR) Changes pen color 
CALL ATRUNC(IX,IY)   „. Truncates a pixel to viewport 
CALL AMOVAB(IX,IY) Moves to a pixel on screen - obeys 
truncation 
\ 
CALL AINIT Initializes viewport to entire screen 
CALL AVPORTdXL.IYL.IXH.IYH) Changes viewport limits 
CALL ALINAB(IX,IY,IVIS) Displays a line - obeys truncation 
CALL ABOX(IXL,IYL,IXH,IYH,IVIS) Displays a box on specified screen 
location - obeys truncation 
CALL ADISK(IXO,IYO,IBAD,IVIS) Displays a disk on specified screen 
location - obeys truncation 
is called. For example, if a viewport is desired that will be con- 
tained within the lines of the screen defined by X=10, X=30, Y=10, 
and Y=25, then the call to AVPORT will be CALL AVPORT(10,10,30,25). 
All entities are then displayed in the area of the screen bounded by 
the lines defined above. The lower left hand corner of the viewport 
now becomes the origin and the upper right hand corner becomes the 
new maximum X and Y integer screen coordinates for the area in which 
the object or entity is to be displayed. Figure 2.2-1 illustrates 
this viewport. 
In the process of defining a scene to a viewport, a problem oc- 
curs if a pixel is to be displayed and it lies outside the area of 
the current viewport. The solution to this problem in the absolute  " 
graphics package is the subroutine ATRUNC. ATRUNC has two parameters 
IX and IY which are the integer screen Coordinates of the pixel to be 
displayed. If the pixel to be displayed is within the current view- 
port, then ATRUNC does nothing to the pixel's coordinates. However, 
if the pixel falls outside the current viewport, then the coordinates 
IX and IY of the pixel are replaced with the nearest viewport edge 
coordinates. Essentially, the pixel is truncated to the edge of the 
viewport, thus eliminating the problem of a pixel being displayed be- 
yond the viewport's borders. As a result of the truncation of pixels, 
all subroutines in the absolute graphics package which display pix- 
els in one fashion or another, obey the truncation subroutine ATRUNC- 
for the current viewport. Thereforet jthe_graphic prim.itiyes whjch 
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require this feature are also incorporated in the absolute graphics 
package; for example, subroutine ALINAB. 
Additional graphics capabilities of the absolute graphics pack- 
age are provided by the subroutines ABOX and ADISK. As in the VS11- 
3D package, these two subroutines create new entities. ABOX creates 
a box at specified areas on the screen. The parameters of ABOX are 
IXL, IYL, (which are the integer screen coordinates of the lower left 
pixel of the box), IXH, IYH (which are the integer screen coordinates 
of the upper right pixel of the box), and IVIS. ADISK creates a disk 
at specified areas on the screen. The parameters of ADISK are 1X0, 
IYO (X and Y integer screen position for center of disk), IRAD (in- 
teger radius for disk), and IVIS. Both the box and disk can be sol- 
idly colored (IVIS equals one) or solidly background colored (IVIS 
equals zero). Background color is used to erase the area of the 
screen on which the box or disk occurs. 
In summary, the absolute graphics package contains the important 
features of viewport, truncation, and capabilities of drawing lines, 
disks, and boxes. This package, together with the aforestated VS11- 
3D subset, gives the program ANNIE more flexibility and better con- 
trol in the creation of integer screen coordinate images required for 
the animation. 
2,3 Virtual Graphics Package 
The absolute graphics package has the capability of displaying 
the objects or entities in the animation as integer screen coordinate 
• ' -17- 
images. However, the integer screen coordinate representation, 
(IXS,IYS), required for the display of objects or entities is not 
realistic when considering the animation of processes calculated by 
computer program simulations in such fields as deformation processes, 
hydraulic flow, robotics, etc. The computer simulations of these 
processes normally have as their basis real world coordinates, 
(X,Y,Z). The virtual graphics package enhances the animation of a 
process by providing the capability of transforming the objects and 
the entities of the process in real world coordinates. 
Table 2.3-1 contains a listing of the virtual graphics package 
subroutines, the subroutines' parameters and a brief description of 
each subroutine's functionality. 
The representation and display of the objects or entities in 
the process in real world coordinates is accomplished by the virtual 
graphics package through a mapping of the real world coordinates to 
integer screen coordinates. In general, it may not be necessary to 
map the entire real world coordinate system to the integer screen co- 
ordinate viewport. Therefore, a .limitation is placed upon the real 
coordinate system in the form of a window. A window is a rectangular 
region placed around an area in the world coordinate system which 
contains the information desired to be displayed and/or animated. 
In the virtual graphics package subroutine VWINDOW is used to 
create the window in the real world coordinate system. Suppose a win- 
dow is desired that will be contained within the lines X=-30.0, 
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TABLE 2 
VIRTUAL GRAPHICS 
SUBROUTINE CALL 
CALL FILL(A.B) 
CALL MULT(A,B,C) 
CALL BUILDR(R.THETA) 
CALL BUILDS(S,SSX,SSY) 
CALL BUILDT(T,XMM,YMM) 
CALL VCLEAR 
CALL VCLIP(X1,Y1,X2,Y2,VISFLAG) 
CALL VINIT 
CALL VLINAB(X,Y,IVIS) 
CALL VMOVAB(X,Y) 
CALL VROTA(THETA) 
CALL VROTB(THETA) 
CALL VSCALA(SX.SY) 
CALL .VSCALB(SX.SY) 
.3-1 - VIRTUAL GRAPHICS PACKAGE 
SUBROUTINES IN ANIMATION PROGRAM ANNIE 
SUBROUTINE FUNCTIONALITY 
Fills matrix A with matrix B ) 
Matrix multiplication C = A X B 
Builds rotation matrix 
Builds scaling matrix 
Builds translation matrix 
Sets G(3,3) to identity matrix 
Clips to window edges 
Initializes virtual graphics package 
Displays a line in real coordinates 
Moves to a point in.real coordinates 
Rotates object by multiplying rotation matrix after G(3,3) 
Rotates object by multiplying rotation matrix before G(3,3) 
Scales object by multiplying scaling after G(3,3) 
Scales object by multiplying scaling before G(3,3) 
I 
ro 
O 
TABLE 2.3-1 - VIRTUAL GRAPHICS PACKAGE (CONTINUED) 
VIRTUAL GRAPHICS SUBROUTINES IN ANIMATION PROGRAM ANNIE 
SUBROUTINE CALL 
CALL VTRANA(XM.YM) 
CALL VTRANB(XM.YM) 
CALL VTRANS(X,Y) 
CALL VTROFF 
CALL VTRON 
CALL VVUPORT(IXL,IYL,IXH,IYH) 
CALL VWIND0W(X1,Y1,XH,YH) 
CALL VWTOSCR(XW,YW,IXS,IYS) 
SUBROUTINE FUNCTIONALITY 
Translates object by multiplying translation matrix after 
G(3,3) 
Translates object by multiplying translation matrix before 
G(3,3) 
Transforms object's coordinates according to transformation 
matrix 
Sets TFLAG to false 
Sets TFLAG to true 
Sets yiewport limits 
Sets window limits 
Maps real coordinate point to integer screen coordinate 
pixel 
NOTE: G(3,3) is the current global transformation matrix. 
X=200.0, Y=-10.0, and Y=100.0. Then the call to VWINDOW would be 
CALL VWIND0W(-30.0,-10.0,200.0,100.0). As in Figure 2.3-1, a window 
has been established Wy  the boundaries of these lines. 
A problem occurs if an entity is to be mapped from the real 
world coordinate system to the screen and it lies totally or partial- 
ly outside the area of the current window. The solution to this 
problem in the virtual graphics package is contained in the implemen- 
tation of a clipping algorithm, subroutine VCLIP. 
Clipping is defined as the process which divides each element 
of the total scene into its visible and invisible portions. If an 
entity or object lies totally outside the window edges, it will not 
be mapped to the screen and if the entity or object lies partially 
inside and outside the window, the entity or object will be cut off 
at the window's edge and only the portion lying inside the window 
will be mapped to the screen. The clipping algorithm used in VCLIP 
is the Cohen-Sutherland algorithm as described by J. D. Foley and 
A. VanDam <1>. 
Subroutine VCLIP accomplishes clipping in the following manner. 
Suppose the window is set as described above by.a rectangular area 
defined by the lines X=-30.0, X=200.0, Y=-10.0, and Y=100.0. Also, 
suppose a line exists in this real world coordinate system with an 
endpoint A at X=1.0, Y=1.0 and an endpoint B at X=175.0, Y=180.0, 
Figure 2.3-2. Endpoint A will fit inside the boundary of the window, 
but endpoint B will not. The parameters of subroutine VCLIP are XI 
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arid Yl, which define endpoint A of a line, X2 and Y2-, which define 
endpoint B of a line, and VISFLAG. If VISFLAG equals one, there 
exists a visible part of the line inside the window and if VISFLAG 
equals zero, the line is determined to be outside the window and 
therefore invisible. Therefore, the call to VCLIP for the line de- 
scribed above would be CALL VCLIP(1.0,1.0,175.0,180.0,VISFLAG). 
After the application of the Cohen-Sutherland clipping algorithm is 
complete, VCLIP returns the clipped line endpoints in its parameters 
XI, Yl, X2, and Y2 and also returns the value of VISFLAG to signal 
if any portion of the line is visible in the window. In the above 
example, XI would equal 1.0, Yl would equal 1.0, X2 would now equal 
97.2, Y2 would now equal 100.0, and VISFLAG would now be equal to 
one. The line, as shown in Figure 2.3-2, has been clipped to the 
window's edges and can now be mapped to the viewport. 
The mapping of the real world coordinates contained inside the 
window to the integer screen coordinates contained inside the view- 
port is accomplished through the subroutine VWT0SCR. VWT0SCR has 
four parameters: XW, YW, IXS, and IYS. The real world coordinate of 
a point is passed to subroutine VWT0SCR by the parameters XW and YW. 
After the transformation of the coordinate from real world to inte- 
ger screen, the coordinates of the point are returned through the IXS 
and IYS parameters-. Both the window and viewport limits,^ as set in 
subroutines VWIND0W and VVUP0RT, are used to determine the mapping. 
The equations used in the conversion of real world coordinates to in- 
teger screen coordinates are shown in Table 2.3-2. 
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TABLE 2.3-2 - TRANSFORMATION* EQUATIONS IN SUBROUTINE VWTOSCR 
SUBROUTINE VWTOSCR MAPPING EQUATIONS 
Calculation for integer screen X coordinate: 
IX = ((LIMXHI - LIMXLO)/(WINXHI - WINXLO)) * (XW - WINXLO) 
IXS = LIMXLO + IX     ■ 
Calculation for integer screen Y coordinate: 
IY = ((LIMYHI - LIMYLO)/(WINYHI - WINYLO)) * (Y'W - WINYLO) \ 
IYS = LIMYLO + IY    . 
Where: 
LIMXHI - Largest X integer coordinate defining viewport 
LIMXLO - Smallest X integer coordinate defining viewport 
LIMYHI - Largest Y integer coordinate defining viewport 
LIMYLO - Smallest Y integer coordinate defining viewport 
WINXHI - Largest X real coordinate defining window 
WINXLO - Smallest X real coordinate defining window 
WINYHI - Largest Y real, coordinate defining window 
WINYLO - Smallest Y real coordinate defining window 
XW   - Real world X coordinate of a point inside the window where 
WINXLO £ XW < WINXHI 
YW   - Real world Y coordinate of a point inside the window where 
WINYLO 1 YW £ WINYHI 
IXS   - Transformed integer screen X coordinate 
IYS   - Transformed integer screen Y coordinate 
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View control is an additional feature of the.virtual graphics 
package and is provided by the global transformation matrix G(3,3). 
This matrix is a three by three array, defined initially as the 
identity matrix. Control of an object's rotation, translation, and 
scaling is provided by the transformation matrix. More specifically, 
the subroutines VROTA, VTRANA, VSCALA (or VROTB, VTRANB, and VSCALB) 
contained in the virtual graphics package, along with the transfor- 
mation matrix, allow for an object's rotation, translation, and 
scaling. 
As an example, suppose an object, contained within the window, 
is to be viewed on the screen as a ninety degree rotated image of the 
object. To rotate the image ninety degrees, subroutine VROTA is 
called with THETA set equal to 90.0. VROTA then builds a rotation 
matrix R0T(3,3), Figure 2s3-3, by calling subroutine BUILDR. An up- 
dated transformation matrix G(3,3) is created by multiplying the cur- 
rent transformation matrix by the rotation matrix. Finally, all the 
real world coordinates of the object in question inside the window 
are multiplied by the new transformation matrix G(3,3). As a result, 
when the object is mapped to the integer screen coordinate viewport, 
the object will appear to have been rotated the desired ninety de- 
grees. Any number of combinations of VROTA, VTRANA, and VSCALA (or 
VROTB, VTRANB, and VSCALB) can be applied to the transformation ma- 
trix G(3,3) before mapping from the window to viewport is completed. 
Thus, accumulation of the effects of multiple transformations are 
stored in the current transformation matrix G(3,3) and the object 
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SUBROUTINE BUILDR ROTATION MATRIX 
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FIGURE 2.3-3 - ROTATION MATRIX CREATED BY SUBROUTINE BUILDR 
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will be displayed in the viewport according to these transformations. 
Since clipping occurs after these transformations and before mapping, 
the window's limits must be taken into consideration so as to allow 
for the desired display within the viewport of the image of the 
transformed object. Subroutine VCLEAR is used to reset the transfor- 
mation matrix G(3,3), to the identity matrix. 
The subroutine VTRON and VTROFF are used to control the trans- 
formation matrix. Both subroutines contain a logical variable TFLAG. 
If the current transformation matrix is to perform a rotation, trans- 
lation, scaling, or a combination of these transformations, VTRON is 
called and the logical variable TFLAG is set to true. Then, all co- 
ordinates of the object in question are multiplied by the current 
transformation matrix. Similarly, if VTROFF is called, TFLAG is set 
to false and the transformation matrix is not used and no transfor- 
mation of the object's real world coordinates occurs. 
Since the various subroutines in the virtual graphics package, 
such as VLINAB, VMOVAB, etc., can create entities or objects in the 
integer screen viewport based upon real world coordinates, then these 
subroutines also observe the current transformation matrix, window- 
ing, and viewport. Viewport is observed because these subroutines 
also make use of the absolute and VS11-3D graphics packages. 
In summary, the virtual, graphics package enhances the animation 
program ANNIE by incorporating the ability to describe the objects or 
entities in the animation of processes in real world coordinates con- 
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tained within the window. The virtual graphics package also allows 
transformation of these objects and entities in the form of rotation, 
translation and scaling. Clipping then occurs in the virtual graph- 
ics package and the objects or entities, described inside the window 
for the animation, are mapped to an integer screen viewport. 
2.4 Animation Package 
The animation package consists of the two subroutines INDATA and 
MESH. It is these two subroutines, together with the VS11-3D, abso- 
lute, and virtual graphics packages, that produce the animation. 
The virtual graphics package maps the objects, described by real 
coordinates inside a user defined window, to an integer screen image 
contained inside the viewport. Because of this mapping, the objects 
can be input to subroutine INDATA in arbitrary real world coordinates 
contained within a general window. The order and form of the input 
data documentation for program ANNIE is found in Appendix A. For ex- 
ample, Card 2 (Appendix A) allows the user to input the real coordi- 
nates of the window to subroutine INDATA. 
Since the program ANNIE animates two dimensional processes, the 
objects within the window will be defined by X and Y real coordinates 
only. The representation of the objects are line drawings or wire- 
frames. That is, the object to be animated is divided into four- 
sided polygons, each side consisting of a straight line. Each ver- 
tex of.the polygon is numbered. A vertex shared by adjacent polygons 
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is numbered with only one unique number. The vertices of the poly- 
gons are called nodes and the vertices' numbers are called node num- 
bers. The polygons are called elements. Card 4 (Appendix A) inputs 
to 'INDATA the total number of nodes and elements. Card 5 (Appendix 
A) inputs to INDATA the four ordered nodes associated with each in- 
dividual element with the nodes consistently ordered in either a 
clockwise or counterclockwise fashion. If a clockwise ordering of 
nodes is s,elected for an element, all other elements of the object 
must be ordered in the same fashion. Similarly, if a counterclock- 
wise ordering is selected for an element, all other elements of the 
object must be ordered in the same fashion. Therefore, an element 
can be defined simply by describing the node numbers associated with 
the element and the ordering of the nodes of the element. Figure 
2.4-1 illustrates two elements and their associated nodes. The two 
Card 5's input data lines for the two elements in Figure 2.4-1 are 
shown below and reflect the use of a counterclockwise ordering of 
nodes for these two elements. 
1 2 "5 4 
2 3 6 5 
As a process continues through time, the object's real coordi- 
nates change. Program ANNIE uses these changing coordinates to pro- 
duce animation. A computer simulation of a process normally trav- 
erses through time by dividing the time into time intervals and pro- 
ducing output of the process at these specified time intervals. The 
coordinates of the object in the process at any specified time inter- 
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FIGURE 2.4-1 - TWO ELEMENTS AND ASSOCIATED NODES 
•31-' 
val is normally known and output. Also, the computer simulation of a 
process naturally contains an initial time and a final time and the 
coordinates of the object are normally known and output. Any one of 
these instances of specified times is called a frame and the current 
coordinates of the object can be associated with a frame. Card 4 
(Appendix A) inputs the total number of frames. Card 6 (Appendix A) 
inputs the current frame number (initial frame is one). Card 7 (Ap- 
pendix A) inputs the current real X and Y coordinates of all the 
nodes in the object for the frame specified in Card 6. Cards 6 and 
7 are repeated until all frames for the process are defined. 
Subroutine INDATA stores the information input to it in arrays 
contained within common blocks. The information is then passed to 
subroutine MESH through these common blocks. Subroutine MESH has 
two parameters, IVIS and NINC. NINC is the current frame number. If 
IVIS equals one, then subroutine MESH displays the image of the ob- 
ject input in a preset color on the screen for the current frame. 
If IVIS equals zero, then subroutine MESH displays the image of the 
object input in background color on the screen for the current frame, 
the display of the image is accomplished inside MESH by various calls 
to the virtual graphics package subroutines. 
In the main part of program ANNIE, a DO loop is placed around 
two calls to subroutine MESH. The DO loop's counter I is initialized 
at frame one and terminates as the total number of frames. In the 
first call to subroutine MESH, the current frame number is passed to 
MESH in its-parameter NINC and IVI"S equals one. The first call ap- 
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pears as CALL MESH(1,I). The image of the object in the process is 
displayed on the screen. In the second call to subroutine MESH, 
NINC is not altered, but IVIS equals zero. The image of the object 
in the process is displayed on the screen in background color. In 
other words,>the image is erased from the screen. The second call 
appears as CALL MESH(0,I). After this second call to MESH, the DO 
loop returns to its counter I, increments the counter by one for the 
next frame and again calls subroutine MESH twice. Continuously dis- 
playing and erasing the image of the object for multiple frames pro- 
duces the movement of the image of the object on the screen. Through 
the implementation of the subroutine MESH in this fashion, animation 
of the objects in two dimensional processes are produced by program 
ANNIE. 
Speed of the animation was a major consideration for the design 
of the animation program ANNIE, If the current frames were input to 
the program in subroutine MESH, then the animation would have been 
slower because Input/Output operations are slow. Therefore, the in- 
formation for all the frames of the animation are input initially in 
subroutine INDATA and stored as arrays in common blocks. The incor- 
poration of the common blocks into subroutine MESH passes the infor- 
mation from subroutine INDATA to subroutine MESH without any further 
Input/Output operations. Therefore, subroutine MESH only has to ad- 
dress memory locations for the information of the frames and then 
display the information. This frees subroutine MESH from the slower 
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Input/Output operations and, as a consequence, the animation proceeds 
at a reasonably fast rate. 
In summary, the real coordinates of the object in the process 
are initially input to the animation package subroutines. The ani- 
mation package produces the animation by making uie, of the virtual 
graphics package. The virtual graphics package mcaffies the real co- 
ordinates through rotation, translation, and scaling transformations, 
clips the real coordinates of the object to the window, maps the real 
coordinates of the object to the integer screen coordinates, and 
finally invokes the absolute graphics package. The absolute graphics 
package, along with the VS11-3D graphics package, displays the image 
of the object in the process on the screen. Figure 2.4-2 illustrates 
the flow through these software graphics packages for program ANNIE. 
■34- 
ANIMATION | 
PACKAGE  I 
L 
VIRTUAL 
GRAPHICS 
PACKAGE 
1 
ABSOLUTE 
GRAPHICS 
PACKAGE 
i 
VS11-3D 
GRAPHICS 
PACKAGE 
I 
SCREEN 
FIGURE 2.4-2 - GRAPHICS PACKAGE STRUCTURE OF PROGRAM ANNIE 
-35- 
CHAPTER 3 
FLAT ROLLING CASE STUDY "~r 
3.1 Description of Flat Rolling Case Study 
Flat rolling of a steel billet is the example of a two dimen- 
sional process that was selected for animation by program ANNIE. 
Most simulation programs and the animation program ANNIE in particular 
are not dependent upon units of measure for display purposes provided 
that the units are uniform for all the objects or en-tities in the 
process. Therefore, the units describing the objects and entities 
for the case study will be uniform for any given display and consis- 
tent with the original units of measure in the data. 
A rectangular steel billet measuring three units in length -by 
two units in height is passed between two steel rolls. A plane of 
load and deformation symmetry exists midway between the rolls. 
Hence, the billet under consideration may be viewed as being three 
units in length by one unit in height without any loss of generality. 
The billet is modeled as being divided into nine rectangular four 
noded elements with the origin for the case study established at 
node number one which is located at the lower left-hand corner of the 
billet. Figure 3?f-l illustrates the node numbering of the billet. 
Since' the billet's plane of symmetry is midway between the 
rolls, only the top roll's position relative to-the billet needs to 
be defined. Initial contact with the top roll is at node number 16 
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FIGURE 3.1-1 - NODE NUMBERING SCHEME 
with X coordinate 3.0 and Y coordinate 1.0. The roll radius is 
four units, the roll axis height is 4.8 units above the plane of 
symmetry, and the roll axis X coordinate from the origin of the bil- 
let is 4.2490. After the billet is completely passed between these 
rolls, the resulting billet is reduced in height by twenty percent. 
The Fortran program ROLL was used to simulate the flat rolling 
problem described above. Program ROLL is a finite element Fortran 
program which can simulate two dimensional flat rolling. It accom- 
plishes the simulation by means of a plane strain analysis using 4 
node isoparametric elements. ROLL is an upgraded version of the 
finite element program PAPST <4> and was developed at Bethlehem 
Steel's Homer Research Laboratories. 
As a result of the finite element simulation of the above 
problem, one of the output files created by ROLL contains, at speci- 
fied instances in time, the coordinate locations of each of the bil- 
let nodes as billet deformation occurs through the rolls. Appendix 
B contains an example of the output file ROLLVAX VAXDATA. The first 
nine lines of this output file contain the nodal element definitions 
for the billet. These lines become the Card 5 input data (Appendix 
A) for the animation program ANNIE. The remainder of the file con- 
tains all the frames and their corresponding coordinates of the bil- 
let nodes for the deformed shape that results in the rolling process 
analysis.- These lines become the Card 7 input data (Appendix A) for 
ANNIE.        „ 
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Through the addition of the other required input cards, as de= 
scribed in Appendix A, the input file ROLVAX.DAT is created for the 
animation program ANNIE, this file will now provide the data for 
the animation of the flat rolling problem as described above. An 
example of the ROLVAX.DAT file created from the ROLLVAX VAXDATA file 
provided in Appendix B is given in Appendix C 
3.2 Flat Rolling-Process Visualization Enhancement Package 
The flat rolling enhancement package consists of a few calcula- 
tions and calls to subroutines at appropriate locations in the.pro- 
gram ANNIE. The flat rolling enhancement package demonstrates the 
way one may modify the basic animation program to create a better 
visualization of a process when displayed on the screen. 
As described in section 3.1, the deformation of the billet 
through the rolls is contained in the input data file ROLVAX.DAT and 
program ANNIE can use that information directly to display the billet 
deforming. However, the animated display of only the billet deform- 
ing does not convey the total picture of the flat rolling process. 
Card 1 (Appendix A) contains the flag IROL. If IROL equals zero, 
then only the animation of the deforming billet is displayed, Figure 
3.2-1. However, if IROL equals one, then the flat rolling visualiza- 
tion package is- invoked. . " 
The flat rolling visualization package displays the top roll be- 
neath which the billet is to be deformed. Card 3 (Appendix A) inputs 
-39- 
FIGURE 3.2-1 - DEFORMED BILLET DISPLAY 
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to ANNIE the location of the top roll's center and its radius. RCX 
is the roll axis X coordinate, RCZ is the roll axis Y coordinate, and 
ROLRAD is the roll radius. Conversion of the top roll's center loca- 
tion and radius from real world coordinates to integer screen coor- 
dinates is accomplished by a call to the virtual graphics package 
subroutine VWTOSCR. A call to the absolute graphics package subrou- 
tine AD ISK. then displays the top roll on the screen. 
Also input on Card 3 is NTOUCH, the node number on the billet 
defining the initial touching point on the roll, TOUCHX, the X co- 
ordinate of NTOUCH, and TOUCHY, the Y coordinate of NTOUCH. The flat 
rolling visualization package of ANNIE makes use of NTOUCH to pro- 
vide the rigid body displacement limit for. billet movement. Since 
the window for the flat rolling process has been set in Card 2, the 
billet described by frame number one is initially translated to the 
left of the window and, therefore, located outside the field of view. 
This initial positioning of the billet outside the window provides ad- 
ditional realism to the animation of the rolling process. The initial 
translation is created by the statement CALL VTRANA(WINXLO-TOUCHX, 
0,0). Rigid body billet translation, prior to roll contact, is cre- 
ated by a different call to subroutine VTRANA, Figure 3.2-2. Using 
.incremental X displacements, the statement CALL VTRANA(XINC, 0.0) pro- 
vides for animation of the billet from outside the field of view up 
to the touching of the roll. The rigid body translation halts when 
XINC equals TOUCHX, NTOUCH's X coordinate, Figure 3.2-3. This ani- 
mation uses subroutine calls "to VTRANA and calls to subroutine MESH 
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FIGURE 3.2-2 - DISPLAY OF BILLET TRANSLATION PRIOR 
TO ROLL CONTACT 
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FIGURE 3.2-3 - BILLET AND ROLL INITIAL .CONTACT DISPLAY 
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as described in section 2.4. The billet is then deformed beneath the 
roll, Figure 3.2-4, as described in section 2.4. Finally, since the 
window's right edge, as defined by Card 2, may be somewhat removed 
from the last defined deformed image, the last frame of the deformed 
billet is animated across, Figure 3.2-5, and off the right edge of 
the screen in a fashion similar to the billet animation up to the 
touching point of the roll. 
The flat rolling enhancement package also creates a number of 
smaller rolls, Figure 3.2-6. These rolls are created beneath the 
billet from the left edge of the window to the corresponding X coor- 
dinate defined as the touching point between the billet and the top 
roll. Similar rolls are created beneath the billet from.the X co- 
ordinate position where the deformed billet exits the top roll to the 
right edge of the window. These rolls have a radius of 1/10 of ROL- 
RAD, the radius of the top roll. They are equally spaced across the 
screen and are displayed in the same manner used for displaying the 
top roll. Their visual effect is that of supporting the billet as 
it is animated up to the touching poipi of the roll and again as it 
is animated from the'exiting position after deformation to a position 
off the right edge of the window. 
If the ISYM flag. on.Card 1 is.equal to one, then the billet is 
displayed in total showing both the top and bottom halves of the bil- 
let as defined by the mjdplane of deformation symmetry, Figure 3.2-7. 
If ISYM equals one and IROL equals one, both the top and bottom rolls, 
,^J 
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FIGURE  3.2-4  -DISPLAY OF  BILLET DEFORMING  BENEATH  ROLL 
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FIGURE 3.2-5 - DISPLAY OF BILLET TRANSLATION AFTER DEFORMATION 
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FIGURE 3.2-6 - LARGE AND SMALL ROLLS DISPLAY 
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FIGURE 3.2-7 - SYMMETRIC'DEFORMED BILLET DISPLAY 
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through which the billet is deformed, are displayed and the smaller 
supporting rollers are lowered to accommodate the larger billet, Fig- 
ure 3.2-8. 
In summary, the flat rolling program enhancement of ANNIE pro- 
vides for displaying the top and bottom rolls along with the billet 
supporting smaller rolls. It animates the movement of the undeformed 
billet from the left edge of the window up to the initiation of the 
rolling simulation. It also provides the animation for movement of 
the deformed billet from the exiting position of the roll to the 
right edge of the window. This package enhances the visualization of 
the flat rolling process created by program ANNIE. Similar program 
extensions can be written for other specific processes to be animated 
by program ANNIE, thereby, creating a clearer visualization of the 
specific process animated. 
A description of the necessary files and interactive commands 
for successful interactive execution of program ANNIE on a VAX 11/780 
with DEC VS11 terminals is contained in Appendix A. 
3.3 Results of the Flat Rolling Case Study 
The animation of the flat, rolling process described in section 
3.1 was visually compared to the plotted output obtained from the 
simulation of the problem through program ROLL. As a result of this 
comparison, it was determined that ANNIE'S animation provided for a 
better visualization of the flat rolling process then that obtained 
by plotted output techniques. 
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FIGURE 3.2-8 - SYMMETRIC BILLET AND LARGE AND SMALL 
ROLLS DISPLAY 
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Animation speed and its control is a problem that needs to be 
considered. Executing the exact animation input data at different 
times resulted in differing speeds for the animation. When the VAX 
11/780 was loaded with many users, the animation speed slowed con- 
siderably. Likewise, when the VAX 11/780 was lightly loaded, the 
animation speed progressed at a reasonably fast rate. Solutions to 
this problem are many and varied depending upon the particular comput- 
er configuration the animation program ANNIE will be run in.• 
As far"as using ANNIE on the VAX 11/780 configuration is con- 
cerned, the use of the double buffer capabilities of the DEC VS11 
terminals was investigated and found to produce the animation at a 
consistently fast speed that- was independent of the loading of the 
VAX 11/780. Normally, ANNIE displays each frame of the animation im- 
mediately after it is calculated: In the case where the double buf- 
fer is used, after the frames are calculated they are stored onto a 
file through specific VS11-3D graphics subroutine calls. After all 
the frames are stored, they are replayed one at a time through the 
double buffer'onto the screen of the terminal. The result is a fast 
and load independent animation speed. However, since not all hard- 
ware configurations will contain double buffer terminals and will not 
necessarily support the VS11-3D graphics package, control of the speed 
of the animation by this method may not be feasible and other methods 
to control the speed of the animation may need to be considered. 
Image distortion and pixel color assignment at an image boundary 
are two problems that occurred as the billet was animated between the 
-51- 
top and bottom rolls. Deterioration of the rolls appeared in the vi- 
cinity where billet and roll contacted, Figure 3.3-1. The deteriora- 
tion of the rolls was determined to be caused by either windowing dis- 
tortions or by improper pixel color assignment at the time of billet 
deformation through the rolls. 
Images of objects displayed in the animation will be distorted 
if window and viewport aspect ratios do not correspond. That is, if 
the ratio of the sides of the window do not equal the ratio of the 
sides of the viewport, the mapping of world coordinates to integer 
screen coordinates produce a differently scaled image. Thus the 
image's shape will be compressed with respect to one axis relative to 
the shape in the other axis. Uniformity of unit dimension in all di- 
rections is maintained through subroutine VWTOSCR only when the as- 
pect ratio of the window equals the aspect ratio of the viewport. 
The viewport in progfam ANNIE is rectangular and is set to the 
entire screen with a ratio of the sides as 511/479 or 1.0668. The 
initial window used for the flat rolling animation was square and had 
a ratio of 20.0/20.0 or 1.0000. The result of the differing ratios 
was compression of the rolls in the Y direction of the screen. This 
alleged compression was not visually recognizable since the aspect 
ratios only differed by 0.0668. Nevertheless, a window was chosen 
which was rectangular and whose ratio of its sides was equal to the 
ratio of the. sides of the viewport. After making the proper window 
adjustments to the data in order to establish the correct aspect ra- 
-52- 1 
FIGURE 3.3-1 - DISPLAY OF ROLL DETERIORATION AFTER 
BILLET DEFORMATION 
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tios, the problem was rerun. Deterioration of the rolls still oc- 
curred with no noticeable change from the previous run. However, if 
the difference between the aspect ratios would have been large, then 
image boundary distortion could have been significant. 
After correct aspect ratios were established, deterioration of 
the rolls was then determined to be produced by improper pixel color 
assignment. 
Upon initial execution of program ANNIE, the rolls are displayed 
as blue colored circles are not redisplayed at any time during the 
animation. As the billet is deformed through the rolls, it must pass 
beneath the curved boundary edge of the roll. The coordinates of the 
nodes for the billet deformation are obtained from subsequent frames 
in the input data file. Together with nodal ordering and nodal co- 
ordinates, lines are displayed from one node to another. These lines 
form the elements which, collectively, display the billet. The color 
of the lines for billet display are red. 
Animation for the deformation of the billet through the rolls 
is created by: displaying the billet's elements in red color at a 
particular frame, erasing that particular billet's display (replacing 
the, red color by background color), and then displaying the billet's 
next frame in the color red. If two nodes are in contact with the 
roll and these two nodes describe an elemental edge, then a red Tine 
is drawn between them as part of the deformed billet display. How- 
ever, since the roll is displayed as a colored circle, this red line 
will cut across the blue roll display, Figure 3.3-2. When erased in 
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FIGURE 3.3-2 DISPLAY OF RED ELEMENT. EDGE 
CUTTING ACROSS BLUE ROLL 
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preparation for the next frame display, the red line will be replaced 
by a line in background color. Multiple occurrences of this situa- 
tion results in the appearance of roll deterioration, Figure 3.3-1, 
since some of the blue pixels comprising the roll will have been in- 
advertently replaced by the incorrect background colored pixels. 
One method of resolving this problem is to define the billet 
using edges which take on a curved shape. This solution is not pos- 
sible if the finite element program ROLL is used. ROLL does not sup- 
port elements defined in this manner. 
Another possible solution is to define shorter element edges 
for the billet. Shorter edges can be created by the addition of 
more nodes and, thereby, more elements for the billet. As a result 
of the shorter edges, the contact area deterioration of the rolls 
would not be totally eliminated, but the region effected would be re- 
duced. However, with the addition of more nodes the number of calcu- 
lations needed to display the billet's animation grows considerably 
and as a result the speed of the animation will decrease. 
Redisplaying the blue roll at every frame during the deformation 
process or recording the roll and billet intersection pixels and re- 
placing the.intersection pixels not in background color but in blue 
color are two alternative solutions to the problem. Both solutions 
would also increase the number of calculations between subsequent 
frame display of the deformed billet and would result in decreased 
animation speed. 
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Aside from the roll deterioration and the problem of animation 
speed, program ANNIE realistically animated the two dimensional flat 
rolling process. 
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CHAPTER 4 
CONCLUSION 
4.1 Conclusions and Summary 
One of the major considerations in the design of the animation 
program ANNIE was portability. Even though the program must make 
use of the VAX 11/780 and the DEC VS11 dependent VS11-3D software 
graphics package, these graphics commands were minimized with the bulk 
of the program code being in Fortran 77 language. 
Fortran 77 is a standard language supported by almost all hard- 
w*re Configurations. All hardware configurations supporting a graph- 
ics device must contain a computer graphics software package similar 
in function to the VS11-3D graphics package. It is anticipated that 
the ten primitive VS11-3D graphics package subroutine calls required 
by ANNIE could'be easily replaced by the corresponding subroutine 
|    calls as required by the particular configuration on which ANNIE is 
to be utilized. In this way, portability of the computer graphics 
animation program of two dimensional processes ^achieved in the de- 
sign of program ANNIE. 
It was observed that the control of the speed of the animation 
produced by ANNIE is hardware configuration dependent. The speed of 
the animation produced by ANNIE is dependent on the current load on 
the VAX 11/780 at the time a display is being created. In order to 
eliminate this problem, investigations into the use of the DEC VS11 
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double buffer capabilities lead to an animation whose speed appeared 
to be almost totally independent of the VAX 11/780*s load. However, 
since not all hardware configurations support double buffer termi- 
nals, this solution is not general and may not be satisfactory for 
other hardware configurations on which ANNIE is to be utilized. 
Therefore, the speed of the animation of two dimensional processes as 
produced by the program ANNIE on different hardware configurations 
will vary and is therefore hardware configuration dependent. 
The animation of a particular object in a process is sometimes 
not sufficient in itself as far as describing the entire process. 
Other stationary or animated objects within the environment of the 
given object may also need to .be displayed. Program ANNIE's struc- 
ture allows the programmer to utilize the absolute and virtual, graph- 
ics packages and create a process visualization enhancement package. 
The visualization enhancement package may be used to create a land- 
scape in which the animated object is displayed. The utilization of 
this additional package by program ANNIE results in an excellent 
visualization of the entire process to be animated. 
In summary, the computer graphics program ANNIE can accurately 
animate two dimensional processes and is, therefore, a useful visual 
tool in the designing of two dimensional processes. 
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4.2 Future Work 
Additions that could be made to improve the overall utility and 
capability of program ANNIE would be to include an automatic window 
and viewport aspect ratioing procedure. Automatic ratioing would 
eliminate X or Y coordinate distortions of the objects displayed 
that can occur now if window and viewport aspect ratios differ by a 
large amount. 
Program ANNIE contains a visualization enhancement package for 
the rolling process. The creation of additional enhancement packages, 
to be used for the animation of other processes, may be made as dic- 
tated by the particular process to be animated and should be consid- 
ered as future work. 
If three dimensional processes are to be animated then ANNIE, 
functioning with the equivalent of screen coordinate information, 
should be capable of providing this type of animation. However, the 
translation is not direct and additional future work would be neces- 
sary to obtain this type of animation from program ANNIE. 
-60- 
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APPENDIX A 
INPUT DATA DOCUMENTATION FOR PROGRAM ANNIE 
FORMAT: All -formats are free field formats. Each input entry on a 
card must be followed by at least one space or a comma. 
All variable names beginning with the letters I through N 
inclusive are integer variables. All other variables are 
real variables. 
CARD 1:  ISYM, IROLL 
ISYM = Symmetry flag 
- 0 No symmetry 
= 1 Symmetry in Y direction 
IROLL = Rolling flag 
= 0 Not a rolling problem 
= 1 Rolling problem 
CARD 2: WINXLO, WINYLO, WINXHI, WINYHI 
WINXLO = Smallest X coordinate defining the window 
WINYLO = Smallest Y coordinate defining the window 
WINXHI = Largest X coordinate defining the window 
WINYHI = Largest Y coordinate defining the window 
CARD 3: RCX, RCZ, ROLRAD, NTOUCH," TOUCHX, TOUCHY 
If IROLL equals 0, any values can be entered for Card 3\ 
If IROLL equals 1, then 
■62- 
RCX  = Roll axis Y coordinate 
RCZ  = Roll axis X coordinate 
ROLRAD = Roll radius 
NTOUCH = Node number on billet for initial touching point. 
on roll 
TOUCHX = X coordinate of NTOUCH 
TOUCHY = Y coordinate of NTOUCH 
CARD 4: NNOD, NEL, Inc 
NNOD = Total number of nodes in the object 
NEL = Total number of elements in the object 
INC = Total number of frames 
CARD 5: Nl(j), N2(J), N3(J), N4(J)., J=l ,NEL 
N1(J) = First node number of element J 
N2(J) = Second node number of element J 
N3(J) = Third node number of element J 
N4(J) = Fourth node number of element J 
NOTE: Enter as many Card 5's as necessary to include all the 
elements (NEL). Ordering of the nodes for the elements 
must either be all clockwise or all counterclockwise. 
CARD 6: NINC 
NINC = Frame number 
■63- 
CARD 7: X(I), Y(I), I=1,NN0D 
X(I) = X coordinate for node I 
Y(I) = Y coordinate for node I 
NOTE: Enter as many Card 7's as necessary to include all the 
nodes (NNOD). 
NOTE: Enter as many Card 6 and Card 7's as necessary to include 
total number of frames fINC). 
In order to execute program ANNIE effectively the following files must 
be accessible: 
1. ROLVAX.DAT - Input data file created according to this 
Appendix 
2. ANNIE.EXE - Executable code created from ANNIE.FOR, Fortran 
source 
To interactively execute program ANNIE, type RUN ANNIE-and press 
ENTER*key. 
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APPENDIX B  , 
ROLLVAX VAXDATA 
FILE: ROLLVAX VAXDATA * RESEARCH SCIENTIFIC COMPUTER CENTER 
1 5 6    2 0 0 0 0 0 0 0 0 0 
2 6 7    3 0 0 0 0 0 0 0 0 0 
3 7 8    4 0 0 0 0 0 0 0 0 0 
5 9 10    6 0 0 0 0 0 0 0 0 .0 
6 10 11    7 0 0 0 0 0 0 0 0 0 
7 11 1,2    8 0 0 0 0 0 0 0 0 0 
9 13 14   10 0 0 0 0 0 0 0 0 0 
10 14 15   11 0 0 .0 0 0 0 0 0 0 
11 15 16   12 0 0 6 0 0 0 0 0 0 
X,Y COORDINATES FOLLOW: 
0.0 0.0 
0.0 0.3333 - 
0.0 0.6667 
0.0 1.0000 
1.0000 0.0= ' 
1.0000 0.3333 . 
1.0000 0.6667 
1.0000 1.0000 
2.0000 0.0 
2.0000 0.3333 
2.0000 0.6667 
2.0000 1.0000 
3.0000 0.0 
3.0000 0.3333 : 
3.0000 0.6667 
3.0000 1.0000 
27 SETS OF SIMILAR FRAMES OF THE 16 NODAL GROUPS 
8.4568        0.8558     _65_ 
APPENDIX C 
R0LVAX.DAT 
11 
-10.0 -10.0   10.0000   10.0000 
4.2490 4.8000  4.0000   16 3.0000   1.0000 
16 9 28 
15 6  2 
2 6 7  3 
3 7 .8  4 
5 9 10 6 
6 10 11 7 
7 11 12 8 
9 13 14 10 
10 14 15 11 
11 15 16 12 
1 
0.0 0.0 
0.0 0.3333 
0.0 0.6667' 
0.0 1.0000 
1.0000 0.0               . 
1.0000 0.3333 
1.0000 0.6667 
1.0000 1.0000 
2.0000 0.0 
2.0000 0.3333 
2.0000 0.6667 
2.0000 1.0000 
3.00Q0  0.0 
3.0000  0.3333 
3.0000  0.6667 
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APPENDIX C (CONTINUED) 
3.0000  1.0000 
27 SETS OF SIMILAR FRAMES OF THE 16 NODAL GROUPS 
8.4568  0.8558 
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