TAL: Text Adventure Language by Andrew Wilson & Nathan Liu Contents
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
TAL: 
Text Adventure Language 
 
Andrew Wilson  Nathan Liu  
Contents 
 
1 – Introduction to TAL  4 
1.1 Background                                 4 
1.2 Advantages  of  TAL                  4 
1.2.1  Intuitive           4 
1.2.2  P o r t a b l e            4  
1.2.3  Simplicity            5 
 
2 - Tutorial  6 
 2.1  Introduction  6 
  2.2 Variable Declaration  6 
  2.3 Object Declaration  6 
 2.4  Location  Declaration  7 
  2.4.1 Location Methods  7 
 2.5  Function  Declaration  8 
 
3 – Reference Manual 
  3.1 Lexical Conventions  10 
 3.1.1  Introduction  10 
 3.1.2  Comments  10 
 3.1.3  IDs  10 
 3.1.4  Keywords  10 
 3.1.5  Strings  11 
 3.1.6  Integers  11 
 3.1.7  Boolean  11 
 3.1.8  Scope  11 
 3.1.8  Scope  12 
 
 3.2  Statements  12 
 3.2.1  Introduction  12 
 3.2.2  Expressions  12 
 3.2.3  Locations  13 
 3.2.4  Objects  13 
 
 3.3  Functions  14 
 3.3.1  Introduction  14 
  3.3.2 Built-In Functions  14 
 3.3.2.1  Query  14 
  3.3.2.2 If Then Else  14 
 3.3.2.3  Print  15 
 3.3.2.4  Goto  15 
 3.3.2.5  EverythingIn  15 
  3.3.3 Function Declaration  15   3.3.4 Function Invocation  15 
 3.4  Tutorial  16 
 
4 – Project Plan  19 
4.1 Processes  19 
4.2 Programming Style  19 
4.3 Project Timeline  19 
4.4 Roles  20 
4.5 Development Environment  20 
4.6 Project Log  20 
 
5 – Architectural Design  21 
5.1 Major Components  21 
5.2 Implementation  22 
 
6 – Test Plan  23 
6.1 Test Suite  23 
6.2 Manual Testing  23 
6.3 Implementation  23 
 
7 – Lessons Learned  24 
 
8 – Appendix  25  
Part 1 
 
Introduction to TAL 
 
1.1  Background 
TAL is a language designed specifically for developers to quickly create text 
based interactive programs utilizing sets of locations or states, which are at the core 
of any text adventure game.  Through TAL, developers are able to designate the 
locations that make up the composition of the program. TAL locations and programs 
are defined under Java syntax in order to create quick integration into any system 
with Java. 
 
The location system in TAL is designed to be modular and are representative 
of non-deterministic state-machines. Locations represent the developers’ programs’ 
states, and users provide the input to determine the flow. Syntax is rooted in Java; 
locations and objects possessing similarities to Java’s class declaration making the 
switch to TAL very easy. TAL converts these simplified states into complete Java 
classes making TAL the perfect language to use whenever such a flow is necessary. 
 
1.2  Advantages of TAL 
 
1.2.1 Intuitive 
The syntax of TAL is made so that people experienced in Java and C/++ are 
able to get right into development. The syntax for locations and objects are very 
similar to that of classes and methods. TAL is not strictly typed allowing for 
variables to be used without worry.  
 
 
1.2.2 Portable 
TAL is first parsed into an AST, which is then walked and outputted into a 
set of java files. The translation of TAL code into Java code makes it useable on any 
machine with the Java Virtual Machine. This leaves developers with fewer worries 
about compatibility. 
 1.2.3 Simplicity 
The small amount of keywords and few TAL specific syntax rules all 
contribute to the simplicity and learning curve of TAL. Simplicity supplements the 
simple textual nature of programs possible through TAL. Due to the strict state-like 
organization of TAL, programs in TAL are very linear. This assists in the 
development of TAL programs by make it very easy to debug and read. 
 
  
Part 2 
 
Tutorial 
 
2.1 Introduction 
TAL is specialized towards writing text-based adventures. You create a 
location to designate the world, then create smaller locations in that world for your 
users to visit. They do so by inputting text, and your program will set them on the 
right path, informing them of their location as you wish. The names to all variables, 
objects, and locations can only have alphanumeric characters and the underscore 
character. In addition, they must start with a letter. 
 
Example: 
location worldLocation{ 
 //Your  code  here! 
} 
 
 
2.2 Variable Declaration 
Variables are not strictly typed, so there is no strict declaration or use. The 
declaration of a variable is the first instance it is used. It will have a default value 
until assigned. Variables can only store strings, Booleans, or integers. Variables can 
be used in place of literals and are useful in storing data or replacing numbers or 
large amounts of text with a short name. 
 
Example: 
Some_Thing = 1; 
AnotherVar = “This is a variable!”; 
 
 
2.3 Object Declaration 
Objects are like structs in that they store accessible information but nothing 
else. Objects are unique from variables in that they are required to have a location. 
In addition, developers are able to check the location of an object to create further 
interaction for their users.  
All objects have a variable called location, which references the location 
object in which it is stored. This must be set within all objects.  
 
Examples: 
object spikes { 
  location = keyRoom; 
  damage = 10; 
} 
 
object goldenKey { 
   location = keyRoom; #Compiler error if this attribute missing. 
   description = "a shining golden key"; 
} 
 
2.4 Location Declaration 
Locations are the primary scopes that contain blocks of code, and they 
contain the majority of the program logic. There are four ways to use a location:  
 
a start location: Every TAL program must have a Start location named such. This is 
where the logic begins.  
 
general locations: These are the locations that contain game logic and usually end 
with a goto statement to another location. 
 
end locations: These locations are where the program can terminate. The program 
terminates when the block code finishes executing without encountering a goto 
statement.  
 
Storage: Locations that do not get visited fall into this category. Locations of this 
type are often placeholder names for the location field of objects. 
 
Example: 
location start { #This location must be in every TAL file. 
  description = "Welcome to the Golden Key Adventure!"; 
  
 print(description); 
  
  goto centerRoom;  
} 
 
2.4.1 Location Methods 
There are several built-in methods. These include query, everythingIn, and goto. 
Query is another block of code on its own with the following format:  
query { 
  case “text” { 
  #actions 
 } 
 default  { 
  #default  actions 
 } 
} 
 
By calling query, you invoke a request for player input in the form of text. The text 
is compared to each case’s, resulting in that case’s set of actions if there is a match. 
If there are no matches, the programmer can define a default that is run. Query 
blocks are also loops. Even when a case is executed the block will continue to loop 
until a break statement is encountered. Therefore, every goto statement should be 
followed with a break. 
 
goto is a function call that exits the current location and brings the user to the passed 
location. If there is no goto call within a location, it will loop infinitely. 
 
Example: 
if(var == 1) 
 goto  location1; 
else 
 goto  location2; 
 
everythingIn loops through the objects currently in the passed location. While in the 
everythingIn scope, there is an additional keyword object which refers to the current 
iteration’s referenced object. 
 
Example: 
everythingIn Inventory { 
 print(object.description); 
} 
 
2.5 Function Declaration 
Functions are blocks of code accessible at any point within a location or 
another function block. Functions are able to return primitives to be used in 
expressions in addition to executing actions. Functions may also be passed primitive 
values that can be referenced in the scope of the function. 
 
Example:  
function damage(a, b) 
{ 
  return a – b; 
}  
Functions are invoked by their name followed by the parameters in parentheses, if 
any. 
 
Example: 
object sword { 
 location  =  start; 
  damage = 10; 
} 
 
location start{ 
 helath  =  100; 
  health =damage(health, sword.damage); 
} 
  
Part 3 
 
TAL Language Reference Manual  
 
 TAL  is a language that supports the quick creation of ‘Choose Your Own 
Adventure’ games where your only interaction is through text. It supports game 
locations and game objects in order to liven up your world. Algorithmic functions 
and variables are supported to allow you to create unique game experiences. 
 
3.1 Lexical Conventions 
 
3.1.1 Introduction 
 Tokens  in  TAL include IDs, integers, keywords, operators, and strings. 
Whitespace is used only as a token separator. All location, variables, objects, and 
functions are identified by an ID. Variables are either of type string, boolean, or 
integer. 
 
3.1.2 Comments  
  Comments are supported in single lines. All text that follows the pound 
symbol, #, before the next carriage return is considered a comment. 
 
Example: 
location Inventory { #this room is for storage. do not goto 
… 
} 
 
3.1.3 IDs 
  IDs must begin with a letter, and may contain letters, integers, and 
underscores. Letters are defined as a-z, A-Z. TAL is case sensitive, but there are no 
case requirements on IDs. All locations, variables, objects, and functions must have 
an ID. 
 
3.1.4 Keywords 
  The following keywords represent built-in functions or significant words to 
the parser. They may not be used as IDs for anything but their designed purpose. 
   function 
 location 
 object 
 goto 
 true 
 false 
 return 
 continue 
 default 
 everythingIn 
global 
while 
 if 
 else 
 query 
 case 
 print 
 println 
 
3.1.5 Strings 
  String literals are composed of all characters between double quotations, 
“ and “. String variables are assigned a string literal as its value. 
 
3.1.6 Integers 
  Integers will be comprised of the digits 0-9. Floating point is not supported. 
Variables support storage of signed integer values. 
 
3.1.7 Booleans 
  Boolean true and false are supported as expressions.  
 
3.1.8 Scope 
  There are two scopes: global and local. Global scope includes all objects, 
locations, and functions. Although TAL supports the nesting of locations, and thus 
objects and functions within those blocks, they are not in a separate scope for 
references. The code executed for each location is only that immediate block, it does 
not visit any nested locations. Variables however maintain block local scope. 
 
3.1.9 Variables 
  Variables can store a string, Boolean, and integer at any time. They will 
always be treated as the type of the last assignment. For example:  
first = “andrew “; 
last = “wilson” 
println (first + last); #this will print “Andrew Wilson”. 
 
first = 5; 
last = 7; 
println (first + last); #this will print “12”. 
 
 
3.2. Statements 
 
3.2.1 Introduction   
  Statements include the following: assignment, location declaration, object 
declaration, object definition, and function call. Expression evaluation is included 
under function calling. 
 
  TAL is based around the use of locations. At all times, the user of your 
program will be in a location. The entirety of the program must be within a location. 
 
Complete statements must end with a semi-colon ‘;’. 
 
3.2.2 Expressions 
  Expressions must always evaluate to true or false; strings and integers as 
expressions are not allowed. Supported expression functions: 
 
 Equality   =  = 
 NotEqual   !  = 
  
  These functions may be used to test the validity of locations, constants, and 
variables. The following are used strictly in integer comparisons: 
  
GreaterThan    > 
 LessThan   < 
 GreaterThanEqual  >= 
 LessThanEqual  <= 
 
  Boolean expressions may be evaluated together with the following: 
 
Conjunction   and 
 Disjunction   or  Negation   not 
 
  Arithmetic is also supported: 
 
 Minus   - 
 Plus   + 
 Mulitply  * 
 Divide   / 
 
3.2.3 Locations 
  Locations are blocks of code that represent your user’s position and available 
actions in the world you create. All code must be within a single location that is 
your program. 
 
Example: 
location GoldenKey{ 
 object  spikes{ 
  …  
 } 
location keyRoom { 
    description = "This room has a golden key lying on the floor."; 
   
  print(description);  
   
    print("spikes on the floor hurt you!"); 
  PlayerHealth  =  calculateDamage(PlayerHealth, spikes.damage); 
} 
 
function calculateDamage(a, b){ 
 … 
} 
} 
 
Visiting a location must result in leaving that location or ending the adventure.  
 
3.2.4 Objects 
  Objects exist within locations at all times. Every object must have its location 
field defined. They can contain their own private fields, and are like dynamic C 
structs in this regard. The currently referred to object within everythingIn blocks is 
referenced by object. To access a field from an object, you use the name of the 
object, add a period, then add the name of the field. 
 
Example: 
object spikes { 
  location = keyRoom;   damage = 10; 
} 
 
location start { 
 print(spikes.damage); 
} 
 
3.3. Functions 
 
3.3.1 Introduction 
Functions in TAL are useful for storing code that will be used repeatedly. 
Functions accept as parameters any number of primitives. They can also return a 
single primitive through an optional return statement.  
 
3.3.2 Built-In Functions 
3.3.2.1 Query 
  Queries are used to get user input in the form of strings and allow user 
interaction within locations. 
  
Example: 
query { 
  case "get key" { 
  if(goldenKey.location  !=  Inventory){ 
   print("You  got  the  goldenKey"); 
   goldenKey.location  =  Inventory; 
      description = "This room is empty."; 
  }  
  e l s e   {  
      print("you already picked up the key!"); 
  }  
 } 
  case "go back" { 
  goto  centerRoom; 
 } 
 default  { 
  print("I  don't  understand."); 
 } 
} 
 
3.3.2.2 If … Then … Else … 
  If statements take an expression and evaluates it. If it evaluates to true, the 
immediate code block is executed. If it evaluates to false, then the else code block is 
executed. If statements can be nested and used within all code blocks. 
 
 
 3.3.2.3 Print & Println 
  Print is the call to system to print out the passed text to console. Println 
executes a carriage return after the text is displayed. 
 
3.3.2.4 Goto 
  Goto statements expect a Location name after the word goto. A goto 
statement causes the program to begin executing the code in specified location. 
 
3.3.2.5 everythingIn 
  everythingIn is a special function that loops through all objects that have their 
location equal to the passed location and runs its code block for each one. Reference 
to the current object it is looping over is done with “object.” References to the 
objects’ fields are allowed. Calls to object within an everythingIn block will 
reference the current object its iterator is at.  
 
Example: 
location start{ 
 everythingIn  start{ 
  print(object.name); 
 } 
} 
 
 
3.3.3 Function Declarations 
  Declarations begin with “function,” followed by its name and its passed 
variables in parentheses, separated by white space; the function’s code block follows. 
 
Example: 
function greeting(){ 
 print(“Hello  World!”); 
} 
 
 
3.3.4 Function Invocations 
  Functions are invoked by name as standalone or within another function call.  
 
3.4 Tutorial 
  Trying to write your first TAL program? Here’s a little help to doing so. 
 
  Every TAL program must have a location that holds everything else in it. 
After that, you must make sure you have a location named “start.” This is where 
your user will begin in your program.  
Example: 
location yourNameHere { 
 location  start{ 
 
 } 
} 
 
The above is what every program should start with. To finish the traditional 
HelloWorld, add the line ‘print(“Hello World!”);’ in your start location. 
location yourNameHere { 
 location  start{ 
  print(“Hello  World!”); 
 } 
} 
 
 
This is, of course, not the only way to do HelloWorld. Lets see the same with a 
function: 
 
Example: 
location yourNameHere { 
 function  greeting(){ 
 
 } 
 location  start{ 
 
 } 
} 
 
First we remove the print line from start, and create the function block. Now we 
need to put the code to print inside the function so it will do something when we call 
it. After that, we make a call to the greeting function inside start. 
 
Example: 
location yourNameHere { 
 function  greeting(){ 
  print(“Hello  World!”); 
 } 
 location  start{ 
  greeting(); 
 } 
} 
 
 On the other hand, instead of printing HelloWorld as a string literal, we could print 
it as a string variable. Variables allow you to store information for use later as well as in multiple areas of your code, depending on their scope. If they are in the overall 
location, then they are considered global. If they are inside another function or 
location, then they are considered local. Global variables can be used anywhere. 
Local variables are usable in the function or location it is declared in. 
 
Example: 
location yourNameHere { 
  hiworld = “Hi World”; #this is a global variable, it can be used in any location or function 
 function  greeting(){ 
    helloworld = “Hello World”; #this is a variable too, but only usable in greeting 
  print(helloworld); 
 } 
 location  start{ 
  greeting(); 
  print(hiworld); 
 } 
} 
 
Lastly, we can store the variable inside an object. Objects are another way of storing 
information. They are accessible anywhere, so they are similar to global variables, 
but allow for additional organization. 
 
Example: 
 
location yourNameHere { 
 object  messages{ 
  location  =  start; 
  hiworld  =  “Hi  World”; 
  helloworld  =  “Hello  World”; 
 } 
 function  greeting(){ 
  print(messages.helloworld); 
 } 
 location  start{ 
  greeting(); 
  print(messages.hiworld); 
 } 
} 
 
Now, to make a program that your users can interact with, you need to make 
extensive use of query and goto. Using query to give your users a choice, and goto 
to change locations depending on that choice, you can create a large number of areas 
for users to explore and make use of. Such programs can be seen in Part 8. 
 Query can optionally have a default block at the end. In the possibility the user does 
not input a valid case, this is the code that will run. You will often want to tell your 
user that their input was invalid. Part 4 
 
Project Plan 
 
4.1 Processes 
  We held at least one meeting a week, often more, and kept updated daily 
through e-mails on progress, setbacks, or decisions that needed to be made. Phone 
meetings were held when setbacks or decisions needed to be handled to resume 
work as soon as possible. 
 
  Code was done primarily on Andrew’s laptop due to its portability. Stable 
versions were backed up at all times after every addition. Work was divided to 
prevent any conflicts, and all work was integrated by Andrew to maintain 
consistency. 
 
4.2 Programming Style 
•  File comments follow import statements 
•  Open brackets are at the end of the opening statement 
•  Close brackets are lined up with the beginning opening statement 
•  All statements within brackets are indented once from opening statement 
alignment. All code is done in Eclipse; indent is standardized. 
•  Method names’ first words begin lower-cased, all other words are capitalized. 
•  Variables should begin with an underscore whenever possible in generated 
code to prevent any potential naming errors. 
•  TAL core classes will begin with TAL. Each TAL interface should have its 
own package, and each implementation of TAL interfaces should be within 
that package. 
 
4.3 Project Timeline 
 
2/03/07  Project Proposal Completed 
3/04/07    Language Reference Manual Completed 
4/10/07    Lexer and Parser Completed 
4/16/07    Grammar Testing Starts 
5/06/07    Symbol Table Completed 
5/08/07    Code Generation and Testing Completed  
 
4.4 Roles 
  Andrew was responsible for writing and implementing the majority of the 
code to maintain organization and a consistent style. He wrote the AST, walkers, 
and Symbol Table. Structured the outputted example Java code for use in writing the 
generate functions. 
 
  Nathan was responsible for documenting the language and maintaining 
consistency between grammar, architecture, and resulting Java code via testing. He 
wrote the LRM and Final Report.  
 
  Both are responsible for the grammar. 
 
4.5 Development Environment 
  
  TAL was developed entirely in Eclipse, using the ANTLR extension to 
develop the grammar and AST. The symbol table, heterogeneous tree, java output 
generator, and Compiler driver were written in Java.  
 
04.6 Project Log 
1/31    First meeting; decided upon play scripting language; Began grammar 
2/03   Formally defined first draft of ASL grammar; wrote Proposal 
2/07   Proposal submitted 
2/14   Cut features down to core of TAL; re-designed grammar and language 
2/21   Discussed architecture of TAL in regards to outputted Java; LRM written 
3/5   LRM submitted 
3/30   Work on lexer/parser begins 
4/2   Parsing resulting lexer/parser finished; AST visualization 
4/10   Meeting with professor; began AST walker 
4/14   AST walker completed; work on symbol table begins 
5/1   Symbol table working; began generate functions 
5/6  Symbol table finished, testing begins; Post Compiler finished 
5/8  Code Generation finished; testing finished 
 Part 5 
 
Architectural Design 
 
5.1 Major Components 
  The major components of TAL are divided between the front-end and back-
end. The front-end, is composed of the lexer and parser, and tree walker. The lexer 
and parser create the homogeneous AST from the inputted TAL code. Then the 
walker walks the first AST and converts it into a Heterogeneous tree built in Java. 
The backend performs all of the work on the heterogeneous java tree. The backend 
first supplies the tree to the symbol table which resolves all of the ID references, and 
then the backend supplies a Java Generator to the tree. The java generator is passed 
down through the generate methods in every node collecting the final java output to 
be written to file.  
 
 
 
 5.2 Implementation 
 
Lexer Andrew 
Parser Andrew 
AST Walker  Andrew 
Symbol Table  Andrew 
Generator Andrew 
Post Compiler  Nathan Part 6 
 
Test Plan 
 
6.1 Test Suite 
  Our testing methods were primarily manual. While automatic testing is 
quicker and more efficient, there is a considerable amount of testing involved in the 
automation to ensure correct results. For this reason, much of our testing was 
manual to ensure accuracy. 
 
6.2 Manual Testing 
  Non-automated tests were designed to verify the accuracy of the parser into 
the AST during development. Small tests were used to verify added or changed 
features in the grammar. Manual testing also took place when verifying the 
generated code for all programs by running and ensuring the proper execution of 
java code. 
 
6.3 Implementation 
  Nathan was responsible for designing and testing to maintain grammar 
parsing accuracy as well as Java functionality.  
Part 7 
 
Lessons Learned 
 
Nathan Liu: 
  The actual thought of creating a programming language and a compiler to 
execute it sounded well beyond the scope of normal abilities at first. However, 
working on this project has opened my eyes to how modular and subtle each part is 
contributing towards the final product. ANTLR was an invaluable tool, to avoid the 
tedious aspects, and focus on what was important to the project. 
  As a generally inexperienced programmer, working alongside Andrew has 
taught me a lot about processes involved in larger projects. Coding through ANTLR 
and designing an actual language provided application to what was other-wise ‘just 
theory’.  
  In regards to team processes, I have found that getting a schedule and 
planning things may be easy to say, but keeping to them harshly when you 
seemingly have time is far more difficult. Things will always take longer than 
planned, and that time is needed as a buffer. 
  Overall, while the project was demanding, it was a challenge and one I can 
confidently say I learned from; a drastic difference from others. 
 
Andrew Wilson: 
        Actually trying to implement a compiler made me learn many things. First and 
foremost, I think I learned to appreciate on a whole new level how hard it is to 
schedule the time needed to complete a long term programming project. Every time 
I completed a feature of the compiler, I would discover two new features that needed 
to be implemented that I hadn’t factored into the timeline. I felt as if every time I 
took one step forward, the finish line took two steps away. 
        Second of all, I don’t think I really appreciated the differences from an 
implementation perspective of building a compiler verses an interpreter, and the 
problems that were going to be involved in trying to compile an untyped language 
into a typed language. Most of our problems during the end of the semester were 
related to trying to resolve type ambiguities in the TAL code with the strict typing 
requirements of Java. If I were to build this compiler again, I would probably have it 
compile into Perl. SAMPLE TAL CODE 
(Java Ouput Below) 
 
 
# The Golden Key Adventure 
# Written in T.A.L  
 
location AdventureLand { 
  PlayerHealth = 100; 
  PlayerName = "Link"; 
  description = "the golden key game"; 
  
  
  object goldenKey { 
    location = keyRoom;  
    description = "a shining golden key"; 
 } 
  
  object spikes { 
  damage  =  10; 
  location  =  keyRoom; 
 } 
  
  location Inventory { #this room is for storage. do not goto 
    description = "the inventory";   
 } 
  
  location Limbo { #this is also a storage class, do not goto. 
    description = "stores objects not in the game yet"; 
 } 
  
  location start { #This location must be in every TAL file. 
    description = "Welcome to the Golden Key Adventure!"; 
   
  println(description); 
   
    print("Your Health Is: "); 
  println(global.PlayerHealth); 
   
  goto  centerRoom;   
 } 
  
  location centerRoom { 
    description = "You stand in an empty room with northern and 
eastern doors."; 
   
  println(description); 
   
  query  { 
      case "go north" { # '==' does literal string compare. 
    goto  keyRoom; 
    break; 
   }  
   case  "go  east"  { 
    goto  endRoom;     break; 
   }  
   case  "show  inventory"  { 
    println("Your  Inventory:  "); 
    everythingIn  Inventory  { 
     println(object.description); 
    }      
   }  
      default { #optional & does not execute if any other 
case is valid.  
    println("Huh?  I  don't  understand."); 
   }  
  }  
 } 
  
  location keyRoom { 
    description = "This room has a golden key lying on the 
floor."; 
   
  println(description);   
   
    println("spikes on the floor hurt you!"); 
  global.PlayerHealth  =  calculateDamage(global.PlayerHealth, 
spikes.damage); 
   
    print("Your Health Is: "); 
  println(global.PlayerHealth); 
   
  query  { 
   case  "get  key"  { 
    if(goldenKey.location  !=  Inventory){ 
     println("You  got  the  goldenKey"); 
     goldenKey.location  =  Inventory; 
     description  =  "This  room  is  empty."; 
    }  
    else  { 
     println("you  already  picked  up  the 
key!"); 
    }  
   }  
   case  "go  back"  { 
    goto  centerRoom; 
    break; 
   }  
   default  { 
    defaultMessage  =  "I  don't  understand"; 
    println(defaultMessage); 
   }  
  }  
 } 
  
  function calculateDamage(a, b){ 
    return (a - b); 
 } 
  
  location endRoom { 
      description = "This room is empty except for a large iron 
door."; 
   
  println(description); 
   
  query  { 
   case  "unlock  door"  { 
    if((goldenKey.location  ==  Inventory))  { 
     println("Behind  the  door  you  find  eternal 
happiness!"); 
     println("Congratulations,  you  win."); 
     break; 
    }  
    else  { 
     println("The  door  is  locked!"); 
          println("It appears you need to find a 
key."); 
    }  
   }  
   case  "go  back"  { 
    goto  centerRoom; 
    break; 
   }  
   default  { 
    println("I  don't  understand."); 
   }  
  }  
 } 
} 
 JAVA Output for Above TAL Code 
package output; 
 
import java.util.Hashtable; 
import java.util.Scanner; 
import java.util.Set; 
import java.util.Iterator; 
 
public class AdventureLand { 
 
  public interface Location { 
  public  void  execute(); 
 } 
 
  public interface Object { 
    public Hashtable fields = new Hashtable(); 
    public void setLocation(Location l); 
  public  Location  getLocation(); 
 } 
 
 Location  current,  next; 
  Hashtable locations = new Hashtable(); 
  Hashtable objects = new Hashtable(); 
  Hashtable functions = new Hashtable(); 
  Hashtable globalFields = new Hashtable(); 
  Scanner input = new Scanner(System.in); 
 
  private class Inventory implements Location { 
    TALType description = new TALType("the inventory"); 
   
    public void execute() { 
  }  
 } 
   
  private class start implements Location { 
    TALType description = new TALType("Welcome to the Golden Key Adventure!"); 
   
    public void execute() { 
   System.out.println(description); 
   System.out.print("Your  Health  Is:  "); 
   System.out.println(  (TALType)globalFields.get("PlayerHealth") ); 
   next  =  (Location)locations.get("centerRoom"); 
  }  
 } 
   
  private class spikes implements Object { 
    Hashtable fields = new Hashtable(); 
  Location  location; 
   
  public  spikes(Location  l){ 
   location  =  l; 
  }  
   
    public void setLocation(Location l){ 
   location  =  l;   }  
   
  public  Location  getLocation(){ 
   return  location; 
  }  
   
 } 
   
   
  private TALType calculateDamage(TALType a , TALType b){ 
  TALType  returnValue  =  new  TALType(); 
  returnValue.set((a).subtract((b))); 
  return  returnValue; 
 } 
 
  private class endRoom implements Location { 
    TALType description = new TALType("This room is empty except for a large iron 
door."); 
   
    public void execute() { 
   System.out.println(description); 
   //QUERY  BLOCK: 
   d o {  
    String  userInput  =  input.nextLine(); 
    userInput.toLowerCase(); 
    if(false){} 
    else  if(userInput.equals("unlock  door")){ 
     if((((Object)objects.get("goldenKey")).getLocation()) == 
((Location)locations.get("Inventory"))){ 
      System.out.println("Behind  the  door  you  find  eternal 
happiness!"); 
      System.out.println("Congratulations,  you  win."); 
      b r e a k ;  
     }  
     e l s e   {  
      System.out.println("The  door  is  locked!"); 
      System.out.println("It  appears  you  need  to  find  a 
key."); 
     }  
    }  
    e l s e   i f ( u s e r I n p u t.equals("go back")){ 
     next  =  (Location)locations.get("centerRoom"); 
     b r e a k ;  
    }  
    e l s e   {  
     System.out.println("I  don't  understand."); 
    }  
   }  while(true); 
 
  }  
 } 
   
   
  public void run(){ 
  initComponents(); 
   while(next  !=  null){ 
   current  =  next; 
   next  =  null; 
   current.execute(); 
  }  
 } 
 
 private  class  goldenKey implements Object { 
    Hashtable fields = new Hashtable(); 
  Location  location; 
   
  public  goldenKey(Location  l){ 
   location  =  l; 
  }  
   
    public void setLocation(Location l){ 
   location  =  l; 
  }  
   
  public  Location  getLocation(){ 
   return  location; 
  }  
   
 } 
   
   
  public static void main(String[] args) { 
  AdventureLand  program  =  new  AdventureLand(); 
  program.run(); 
 } 
 
   
  public void initComponents() { 
 
  //Init  Global  Vars. 
  globalFields.put("PlayerHealth" , new TALType(100)); 
  globalFields.put("PlayerName" , new TALType("Link")); 
    globalFields.put("description" , new TALType("the golden key game")); 
   
  //Initialize  All  Locations. 
    Location Inventory = new Inventory(); 
  locations.put("Inventory",  Inventory); 
    Location Limbo = new Limbo(); 
  locations.put("Limbo",  Limbo); 
    Location start = new start(); 
  locations.put("start",  start); 
    Location centerRoom = new centerRoom(); 
  locations.put("centerRoom",  centerRoom); 
  Location  keyRoom  =  new  keyRoom(); 
  locations.put("keyRoom",  keyRoom); 
    Location endRoom = new endRoom(); 
  locations.put("endRoom",  endRoom); 
   
  //Initialize  All  Objects. 
  Object  goldenKey  =  new  goldenKey(keyRoom); 
  objects.put("goldenKey",  goldenKey);     goldenKey.fields.put("description" , new TALType("a shining golden key")); 
    Object spikes = new spikes(keyRoom); 
  objects.put("spikes",  spikes); 
  spikes.fields.put("damage"  ,  new  TALType(10)); 
   
  //Initialize  All  Functions. 
   
   
  next  =  start; 
 } 
  private class Limbo implements Location { 
    TALType description = new TALType("stores objects not in the game yet"); 
   
    public void execute() { 
  }  
 } 
   
  private class keyRoom implements Location { 
    TALType description = new TALType("This room has a golden key lying on the floor."); 
   
    public void execute() { 
   System.out.println(description); 
      System.out.println("spikes on the floor hurt you!"); 
  
 ((TALType)globalFields.get("PlayerHealth")).set(calculateDamage((TALType)globalFields.get("
PlayerHealth") , (TALType)((Object)objects.get("spikes")).fields.get("damage"))); 
   System.out.print("Your  Health  Is:  "); 
   System.out.println((TALType)globalFields.get("PlayerHealth")); 
   //QUERY  BLOCK: 
   d o {  
    String  userInput  =  input.nextLine(); 
    userInput.toLowerCase(); 
    if(false){} 
    else  if(userInput.equals("get  key")){ 
     if((((Object)objects.get("goldenKey")).getLocation()) != 
((Location)locations.get("Inventory"))){ 
      System.out.println("You  got  the  goldenKey"); 
     
 ((Object)objects.get("goldenKey")).setLocation((Location)locations.get("Inventory")); 
      description.set("This  room  is  empty."); 
     }  
     e l s e   {  
      System.out.println("you  already  picked  up  the  key!"); 
     }  
    }  
    e l s e   i f ( u s e r I n p u t.equals("go back")){ 
     next  =  (Location)locations.get("centerRoom"); 
     b r e a k ;  
    }  
    e l s e   {  
     TALType  defaultMessage  =  new  TALType("I  don't 
understand"); 
     System.out.println(defaultMessage); 
    }  
   }  while(true); 
   }  
 } 
   
  private class centerRoom implements Location { 
    TALType description = new TALType("You stand in an empty room with northern and 
eastern doors."); 
   
    public void execute() { 
   System.out.println(description); 
   //QUERY  BLOCK: 
   d o {  
    String  userInput  =  input.nextLine(); 
    userInput.toLowerCase(); 
    if(false){} 
    else  if(userInput.equals("go  north")){ 
     next  =  (Location)locations.get("keyRoom"); 
     b r e a k ;  
    }  
    else  if(userInput.equals("go  east")){ 
     next  =  (Location)locations.get("endRoom"); 
     b r e a k ;  
    }  
    else  if(userInput.equals("show  inventory")){ 
     System.out.println("Your  Inventory:  "); 
   
     /*EVERYTHING  IN  CODE*/ 
     Set  objectSet  =  (Set)objects.keySet(); 
     Location  loc  =  (Location)locations.get("Inventory"); 
     for(Iterator  itr  =  objectSet.iterator();  itr.hasNext();){ 
      O b j e c t   c u r r entObject = (Object) 
objects.get((String)itr.next()); 
      if(currentObject.getLocation()  ==  loc){ 
       //All  Statement  Code  must  be  generated 
here: 
      
 System.out.println(currentObject.fields.get("description")); 
      }  
     }  
 
    }  
    e l s e   {  
     System.out.println("Huh?  I  don't  understand."); 
    }  
   }  while(true); 
 
  }  
 } 
   
} package output; 
 
/** 
 * The universal datatype in TAL. 
 * All primitives of boolean, int, or string are actually 
 * TALType in java.  
 * @author awilson 
 */ 
public class TALType { 
  
  public String  stringValue; 
  public int   intValue; 
  public boolean booleanValue; 
 
  private boolean isString = false; 
  private boolean isInt = false; 
  private boolean isBoolean = false; 
  
  /* CONSTRUCTORS */ 
  public TALType(int i){ 
  isInt  =  true; 
  intValue  =  i; 
 } 
  
  public TALType(String s){ 
  isString  =  true; 
  stringValue  =  s; 
 } 
  
  public TALType(boolean b){ 
  isBoolean  =  true; 
  booleanValue  =  b; 
 } 
  
  public TALType(){ 
 
 } 
  
  public TALType(TALType t){ 
  if(t.isBoolean()){ 
   set(t.booleanValue); 
  }  
  else if(t.isInt()){ 
   set(t.intValue); 
  }  
  else { 
   set(t.stringValue); 
  }  
 } 
  
  public String toString(){ 
  if(isBoolean()){ 
   return (new Boolean(booleanValue).toString()); 
  }  
  else if(isInt()){ 
   return (new Integer(intValue).toString()); 
  }    else { 
   return stringValue; 
  }  
 } 
  
  public void setBooleanValue(boolean b){ 
  isBoolean  =  true; 
  isInt  =  false; 
  isString  =  false; 
  booleanValue  =  b; 
 } 
  
  public void setIntValue(int i){ 
  isBoolean  =  false; 
  isInt  =  true; 
  isString  =  false; 
  intValue  =  i; 
 } 
  
  public void setStringValue(String s){ 
  isBoolean  =  false; 
  isInt  =  false; 
  isString  =  true; 
  stringValue  =  s; 
 } 
  
  public void set(boolean b){ 
  isBoolean  =  true; 
  isInt  =  false; 
  isString  =  false; 
  booleanValue  =  b; 
 } 
  
  public void set(int i){ 
  isBoolean  =  false; 
  isInt  =  true; 
  isString  =  false; 
  intValue  =  i; 
 } 
  
  public void set(String s){ 
  isBoolean  =  false; 
  isInt  =  false; 
  isString  =  true; 
  stringValue  =  s; 
 } 
  
  public void set(TALType t){ 
  if(t.isBoolean()){ 
   set(t.booleanValue); 
  }  
  else if(t.isInt()){ 
   set(t.intValue); 
  }  
  else { 
   set(t.stringValue); 
  }   } 
  
  public boolean isBoolean(){ 
  return isBoolean; 
 } 
  
  public boolean isString(){ 
  return isString; 
 } 
  
  public boolean isInt(){ 
  return isInt; 
 } 
  
  public boolean getBooleanValue(){ 
  return booleanValue; 
 } 
  
  public int getIntValue(){ 
  return intValue; 
 } 
  
  public String getStringValue(){ 
  return stringValue; 
 } 
  
 /*OPERATOR  OVERRIDES*/ 
  
  public TALType add(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue + r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue + r.stringValue); 
  }  
 } 
  
  public TALType subtract(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue - r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue); 
  }  
 } 
  
  public TALType times(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue * r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){    return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue); 
  }  
 } 
  
  public TALType divide(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue / r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue); 
  }  
 } 
  
  public String toType() { 
  if(isInt){ 
   return ".intValue"; 
  }  
  else if(isBoolean){ 
   return ".booleanValue"; 
  }  
  else { 
   return ".stringValue"; 
  }  
 } 
} 
  
 
 
 
 
 
 
 
 
 
Source Code  - Complete Listing 
package src; 
 
import src.TALLexer; 
import src.TALParser; 
import src.TALWalker; 
 
import generators.*; 
 
import java.io.File; 
import java.io.FileInputStream; 
 
import src.nodes.*; 
import src.exceptions.*; 
import antlr.ASTFactory; 
import antlr.CommonAST; 
import antlr.collections.AST; 
import antlr.debug.misc.ASTFrame; 
 
/** 
 * This is the core Compiler class. 
 * This manages the lexer and parser. 
 * Uses the walker to convert the AST to a heterogeneous tree. 
 * Applies the symbol table to the tree 
 * and then calls Generate after passing a Generator. 
 * @author awilson 
 * 
 */ 
public class Compiler { 
  
  private String programName; 
  
 public  Compiler(){ 
   
 } 
  
  public void compile(String sourceFile){ 
  try{ 
    
   File  input  =  new  File(sourceFile); 
   FileInputStream  fis  =  new  FileInputStream(input); 
    
   / *  
       * Consider building pre-compiler here: 
       *  -Reads test.tal for include statements; 
       *  -If it finds an include statement it merges the files.        *  -Then passes the completely merged file to the lexer. 
     */ 
    
   TALLexer  lexer  =  new  TALLexer(fis); 
   TALParser  parser  =  new  TALParser(lexer); 
    
   parser.program(); 
   CommonAST.setVerboseStringConversion(true, 
parser.getTokenNames()); 
    
      ASTFactory factory = new ASTFactory(); 
   AST  r  =  factory.create(0, "AST ROOT"); 
   r.setFirstChild(parser.getAST()); 
    
      //Uncomment to see Parser Generated Homogeneous AST. 
      //final ASTFrame frame = new ASTFrame("TAL AST", r);  
  
   //frame.setVisible(true); 
    
      TALWalker walker = new TALWalker(); 
   ProgramNode  program  =  walker.program(r.getFirstChild()); 
   
   SymbolTable  symbolTable  = program.getSymbolTable(); 
   symbolTable.parseSymbols(); 
    
      //Attempts to print out a toString() decent of the Heterogeneous 
Java AST. 
   //System.out.println(program.toString()); 
    
   programName  =  symbolTable.getProgramName(); 
   DefaultGenerator  generator  =  new 
DefaultGenerator(symbolTable.getProgramName()); 
    
   program.generate(generator); 
    
   System.out.println("Compile  Successful."); 
     
  }  
  catch(Exception  e){ 
   System.err.println(e.toString()); 
   System.exit(1); 
  }  
 } 
  public String getProgramName(){ 
  return  programName; 
 } } 
package src; 
 
import java.io.*; 
import src.Compiler; 
 
/** 
 * @author nliu 
 */ 
public class PostCompiler { 
 
 String  programName; 
 
  
  public static void main(String[] args){ 
  try  { 
   System.out.println(args[0]); 
   String  file  =  args[0]; 
    
      Compiler _c = new Compiler(); 
   _c.compile(file); 
    
      String _name = _c.getProgramName();  
    
   Runtime  rt  =  Runtime.getRuntime(); 
      Process _javac = rt.exec("javac -sourcepath antlr.jar:compiler.jar " 
+ _name + ".java"); 
    
   System.out.println("JavaBuild:  "  +  _javac.waitFor()); 
   //Create  manifest  file 
    
      File _manifest = new File("manifest.txt"); 
   if(_manifest.createNewFile()){ 
    System.out.println("Manifest  created"); 
    BufferedWriter  _bw  =  new  BufferedWriter(new 
FileWriter(_manifest)); 
    System.out.println("Main-Class:  "  +  _name); 
    _bw.write("Main-Class:  "  +  _name  +  "\n"); 
    _bw.close(); 
        Process _jar = Runtime.getRuntime().exec("jar cvfm " + 
_name + ".jar manifest.txt " + _name + "*.class"); 
    System.out.println("Jar  Created:  "  +  _jar.waitFor()); 
     
        File _bash = new File(_name + ".sh"); 
    _bw  =  new  BufferedWriter(new  FileWriter(_bash)); 
    System.out.println("Bash  file  created");     _bw.write("java  -jar  "  +  _name); 
    _bw.close(); 
   }  
   e l s e {  
    _manifest.delete(); 
    System.out.println("Error:  Manifest.txt already existed"); 
   }  
    
  }  
  catch(Exception  e){ 
   e.printStackTrace(); 
  }  
 } 
} 
 package src; 
 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Hashtable; 
import java.util.Iterator; 
import java.util.LinkedList; 
import java.util.ListIterator; 
import java.util.Set; 
import java.util.Vector; 
 
import src.exceptions.*; 
import src.nodes.*; 
import src.nodes.expressions.*; 
import src.nodes.statements.*; 
 
 
/** 
 * The Symbol Table used to Compile TAL programs. 
 * @author awilson 
 */ 
public class SymbolTable { 
 
 LocationDefNode  rootLocation; 
  Hashtable symbolTable = new Hashtable(); 
  Hashtable middleTable = new Hashtable(); 
  Vector locationsList = new Vector(); 
  Vector objectsList = new Vector(); 
 Vector  functionsList = new Vector(); 
 String  programName; 
  
  private final int GLOBALSCOPE = 0; 
  private final int LOCATIONSCOPE = 1; 
  private final int OBJECTSCOPE = 2; 
  private final int FUNCTIONSCOPE = 3; 
  private final int EVERYTHINGINSCOPE = 4; 
  private final int LOOPSCOPE = 5;  //NOT USED  
  
 /** 
   * This kick starts symbol resolution on the Java Tree. 
   */ 
 public  void  parseSymbols() throws TALRootException { 
   
    //Decompose the root location into elements. 
  StatementBlockNode  localStatements  = 
rootLocation.getStatementBlock();   Vector  localObjects  =  rootLocation.getObjects(); 
   
    for(Iterator itr = localObjects.iterator(); itr.hasNext();){ 
   ObjectDefNode  currentObject = (ObjectDefNode)itr.next(); 
   objectsList.add(currentObject.getID()); 
   symbolTable.put(currentObject.getID(), currentObject); 
  }  
   
  Vector  localFunctions  =  rootLocation.getFunctions(); 
    for(Iterator itr = localFunctions.iterator(); itr.hasNext();){ 
   FunctionDefNode  currentFunc = (FunctionDefNode)itr.next(); 
   functionsList.add(currentFunc.getID()); 
   symbolTable.put(currentFunc.getID(),  currentFunc); 
  }     
   
  Vector  localLocations  =  rootLocation.getLocations(); 
    for(Iterator itr = localLocations.iterator(); itr.hasNext();){ 
   LocationDefNode  currentLoca  = (LocationDefNode)itr.next(); 
   locationsList.add(currentLoca.getID()); 
   symbolTable.put(currentLoca.getID(),  currentLoca); 
  }  
   
  if(!locationsList.contains("start")) 
   throw  new  TALRootException("This program does not contain a 
start location.\n" + 
          "Every legal TAL program must have a location 
named 'start'."); 
   
  try{ 
   Hashtable  table  =  parseStatementBlock(localStatements, 
GLOBALSCOPE); 
   if(table.size()  >  0)  { 
    symbolTable.putAll(table); 
   }  
  }  
  catch(StatementParseException  e){ 
    
      System.err.println("Error in the global scope:\n"); 
   if(e  instanceof  NonAssignmentStatementException){ 
    System.err.print("Description:  The  statement"  + 
      "   [   "   +  
((NonAssignmentStatementException)e).toString() + " ] "  
            + "is not legal in the global scope.\n"  
      +  "The  global  scope  only  allows  assignment 
statements.\n"); 
    System.exit(1);    }  
   e l s e   {  
    System.err.println(e.toString()); 
    System.exit(1); 
   }  
  }  
   
    /* Until we know we are handling assignments right. */ 
    for(Iterator itr = localObjects.iterator(); itr.hasNext();) { 
   ObjectDefNode  currentObject = (ObjectDefNode)itr.next(); 
   symbolTable.put(currentObject.getID(),  parseObject( 
currentObject )); 
  }  
   
    for(Iterator itr = localFunctions.iterator(); itr.hasNext();) { 
   FunctionDefNode  currentFunction = (FunctionDefNode)itr.next(); 
   symbolTable.put(currentFunction.getID(), 
parseFunction(currentFunction)); 
  }  
 
    for(Iterator itr = localLocations.iterator(); itr.hasNext();) { 
   LocationDefNode  currentLocation = (LocationDefNode)itr.next(); 
   symbolTable.put(currentLocation.getID(), 
parseLocation(currentLocation)); 
  }  
 } 
  
 /** 
   * @param currentLocation 
   * @throws LocationParseException 
   */ 
  public Hashtable parseLocation(LocationDefNode currentLocation)  
  throws  LocationParseException, ObjectParseException,  
  FunctionParseException 
 { 
    Hashtable localSymbols = new Hashtable();  
   
  StatementBlockNode  localStatements  = 
currentLocation.getStatementBlock(); 
  Vector  localObjects  =  currentLocation.getObjects(); 
  Vector  localFunctions  =  currentLocation.getFunctions(); 
  Vector  localLocations  =  currentLocation.getLocations(); 
   
  if(localLocations.size()  >  0);  //Throw illegal nested location exception. 
 
    middleTable = new Hashtable();   try  { 
   Hashtable  table  =  parseStatementBlock(localStatements, 
LOCATIONSCOPE); 
   if(table.size()  >  0)  localSymbols.putAll(table); 
  }  
  catch(StatementParseException  e){ 
    
   System.err.println(  "Error  in the block:\n\tlocation " + 
currentLocation.getID() +  
      " {\n\t   .\n\t   .\n\t   .\n\t}\n"); 
   if(false){  //Define  for  special  errors. 
   }  
   e l s e   {  
    System.err.println(e.toString()); 
    System.exit(1); 
   }  
  }  
    middleTable = new Hashtable(); 
   
  return  localSymbols; 
 } 
  
 /** 
   *  
   * @param currentObject 
   * @return 
   * @throws ObjectParseException 
   */ 
  public Hashtable parseObject(ObjectDefNode currentObject)  
  throws  ObjectParseException 
 { 
    Hashtable localSymbols = new Hashtable(); //this is probably unnecessary. 
  StatementBlockNode  localStatements  = 
currentObject.getStatementBlock(); 
   
  try{ 
   Hashtable  table  =  parseStatementBlock(localStatements, 
OBJECTSCOPE); 
   if(table.size()  >  0)  localSymbols.putAll(table); 
  }  
  catch(StatementParseException  e){ 
    
   System.err.println(  "Error in the block:\n\tobject " + 
currentObject.getID() +  
        "   { \ n \ t       . \ n\t   .\n\t   .\n\t}\n"); 
   if(e  instanceof  NonAssignmentStatementException){      
     
    System.err.print("Description:  The  statement"  + 
      "   [   "   +  
((NonAssignmentStatementException)e).toString() + " ] "  
      +  "is  not  allowed  inside  object  blocks.\n"   
      +  "Object  blocks  only  allow  assignment 
statements.\n"); 
    System.exit(1); 
   }  
   else  if  (e  instanceof  MultipleLocationDefsException){ 
    MultipleLocationDefsException  excp  = 
(MultipleLocationDefsException)e ; 
    System.err.print("Description:  The  second  location 
assignment statement" + 
      "   [   "   +  
excp.getSecondAssignment().toString() + " ]\n"  
      +  "conflicts  with  the  original  location 
assignment statement" + 
      "  [  "  +  excp.getFirstAssignment().toString() 
+ " ]\n" 
            + "Object blocks can only have one location 
assignment statement."); 
    System.exit(1); 
   }  
   e l s e {  
    System.err.println(e.toString()); 
    System.exit(1); 
   }  
  }  
   
  / *  
     * StatementNodeBlocks should have an optional Location Identifier 
attribute. 
     * After Parsing is done, ask the StatementBlock for the location subtree. 
     * Add it as an attribute of the ObjectDefNode. 
     * Will want easy access for generating. 
     *   
    */ 
 
 currentObject.setLocationAssignment(localStatements.getLocationAssignment()); 
   
  return  localSymbols; 
 } 
    public Hashtable parseFunction(FunctionDefNode currentFunction) throws 
FunctionParseException{ 
    Hashtable localSymbols = new Hashtable(); //This is probably not needed. 
  StatementBlockNode  localStatements  = 
currentFunction.getStatementBlock(); 
   
  try{ 
    
   Vector  args  = 
currentFunction.getFunctionHeader().getArguments(); 
    
   for(Iterator  argsItr  =  args.iterator();  argsItr.hasNext();){ 
    ExpressionNode  currentArg = (ExpressionNode) 
argsItr.next(); 
    if(!(currentArg  instanceof  IDNode)) 
     throw  new  StatementParseException("Description: 
The function argument " + 
              " [ " + currentArg.toString() + " ] is 
illegal.\n" + 
       "Function  arguments  should  be  a 
comma seperated list of IDs."); 
   }  
 
   //For  use  when  generating Java version of function. 
   if(localStatements.hasReturnStatement())  { 
    currentFunction.setHasReturnStatement(true); 
   }  
    TALType  returnValue  =  new  TALType(); 
    currentFunction.setReturnValue(returnValue); 
   
 localSymbols.put(currentFunction.getFunctionHeader().toString(), returnValue); 
     
  }  
  catch(StatementParseException  e){ 
    
   System.err.println(  "Error  in the function:\n\tfunction " + 
currentFunction.getID() +  
        "   { \ n \ t       . \ n\t   .\n\t   .\n\t}\n"); 
   if(false){  //Placeholder  until  needed. 
    System.err.print(""); 
    System.exit(1); 
   }  
   e l s e {  
    System.err.println(e.toString()); 
    System.exit(1); 
   }    }  
  return  localSymbols; 
 } 
  
 /** 
   * The money symobl matching block. 
   * Perhaps the second argument should be an enumerated type so that each caller 
   * can say what kind of caller it is and what special conditions it would like to see 
checked. 
   */ 
  public Hashtable parseStatementBlock(StatementBlockNode statementBlock, int 
callerScope)  
  throws  StatementParseException 
 { 
    Hashtable localSymbols = new Hashtable(); //used to keep track of if a var 
has been introduced in scope. 
    Vector statements = (Vector)statementBlock.getStatements();  
    Hashtable symbols = new Hashtable(); 
  AssignmentNode  locationAssignment  = null; //For limiting objects to one 
location assignment. 
   
    for(ListIterator itr = statements.listIterator(); itr.hasNext();) { 
   StatementNode  currentStatement  =  (StatementNode)itr.next(); 
    
      if( (callerScope == OBJECTSCOPE || callerScope == 
GLOBALSCOPE) &&  
    !(currentStatement  instanceof  AssignmentNode)  ) 
    t h r o w   n e w  
NonAssignmentStatementException(currentStatement.toString()); 
    
   if(currentStatement  instanceof  AssignmentNode){ 
    AssignmentNode  assignment  =  (AssignmentNode) 
currentStatement; 
    LValNode  lVal  =  (LValNode)assignment.getLValue(); 
    ExpressionNode  rVal  = 
(ExpressionNode)assignment.getRValue(); 
     
    //Deal  with  rVal 
    if(rVal  instanceof  BooleanExpressionNode){ 
      
    }  
    else  if(rVal  instanceof  StringNode){ 
      
    }  
    else  if(rVal  instanceof  NumberNode){ 
          }  
    else  if(rVal  instanceof  ExpressionFuncCallNode){ 
      
    }  
    e l s e {  
    }  
     
     
    / / D e a l   w i t h   l V a l       
    if(lVal  instanceof  IDNode){ 
      
          //The following 2 ifs, handle the unique location 
lVal. 
     if(lVal.getID()  ==  "location"  && 
locationAssignment != null) 
      t h r o w   n e w  
MultipleLocationDefsException(locationAssignment, assignment); 
     if(lVal.getID()  ==  "location"  &&  callerScope  != 
OBJECTSCOPE)  
      t h r o w   n e w  
StatementParseException("Description: The assignment statement [ " +  
        a s s i g n m e n t . t o S t r i n g ( )   +   "   ]   "  
+ 
        " i s   n o t   i n s i d e   a n   o b j e c t  
block.\n" + 
        "Location  assignments  are 
only legal inside object blocks."); 
      
          //These 3 ifs make sure there are no name overlap 
errors. 
     i f ( l o c a t i o n s L i s t .contains(lVal.getID())) 
      t h r o w   n e w  
StatementParseException("Description: The identifier " + lVal.getID() +  
        "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
        "is  already  being  used  as  the 
name of a location.\n" + 
        "Variable  names  cannot 
overlap with Location, Object, or Function names."); 
     i f ( o b j e c t s L i s t .contains(lVal.getID())) 
      t h r o w   n e w  
StatementParseException("Description The identifier " + lVal.getID() +  
        "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
        "is  already  being  used  as  the 
name of an object.\n" +         "Variable  names  cannot 
overlap with Location, Object, or Function names."); 
     if(functionsList.contains(lVal.getID())) 
      t h r o w   n e w  
StatementParseException("Description: The identifier " + lVal.getID() +  
        "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
        "is  already  being  used  as  the 
name of a function.\n" + 
        "Variable  names  cannot 
overlap with Location, Object, or Function names."); 
      
          //This block for if its a legal location assignment 
inside an object block. 
          //We already checked above that we are in 
OBJECTSCOPE. 
     //Handle  both  lVal  and  rVal  here. 
     if(lVal.getID()  ==  "location"  && 
locationAssignment == null){  
      locationAssignment  =  assignment; 
       
      / / D o   s o m e   e r r o r   checking on rVal. Must be a 
known location. 
      if(!(rVal  instanceof  IDNode)) 
       t h r o w   n e w  
StatementParseException("Description: The right hand of" + 
         "   [   "   +  
assignment.toString() + " ] " + 
         "cannot  be  resolved  to 
a location name.\n" 
         +   " O b j e c t   l o c a t i o n  
attributes must refer to named location blocks."); 
       
      IDNode  objectLoc  =  (IDNode)  rVal; 
     
 if(!locationsList.contains(objectLoc.getID()))  
       t h r o w   n e w  
StatementParseException("Description: The right hand of" + 
         "   [   "   +  
assignment.toString() + " ] " + 
         "cannot  be  resolved  to 
a location name.\n" 
         +   " O b j e c t   l o c a t i o n  
attributes must refer to named location blocks."); 
            
 statementBlock.setLocationAssignment(assignment); 
      c o n t i n u e ;  
     }  
      
          //Now, decide if its a def or a ref: 
     if(localSymbols.containsKey(lVal.getID())){ //This 
is a ref to a local Var. 
       
      i f ( c a l l e r S c o p e   = =   O B J E C T S C O P E   | |  
callerScope == GLOBALSCOPE) 
       t h r o w   n e w  
StatementParseException("Description: Duplicate variable definition "  
         +   "   [   "   +  
assignment.toString()+ " ]\n" 
         +   " T h e   i d e n t i f i e r   "   +  
lVal.getID() + " has already been defined."); 
       
      String  name  =  lVal.getID(); 
      V a r D e f N o d e   d e f   =  
(VarDefNode)localSymbols.get(name); 
       
      T A L T y p e   v a r ;  
      if(rVal  instanceof  NumberNode){ 
       v a r   =   n e w  
TALType(Integer.parseInt(rVal.toString())); 
      }  
      else  if(rVal  instanceof 
BooleanExpressionNode){ 
       v a r   =   n e w  
TALType(Boolean.parseBoolean(rVal.toString())); 
      }  
      e l s e   {  
       v a r   =   n e w  
TALType(rVal.toString()); 
      }  
       
      VarRefNode  reference  =  new 
VarRefNode(def); 
      reference.setValue(var); 
       
      int  index  =  statements.indexOf(assignment); 
      statements.setElementAt(reference,  index); 
     }  
     else  if(  middleTable.containsKey(  lVal.getID()  )       
){        
      String  name  =  lVal.getID(); 
      V a r D e f N o d e   d e f   =  
(VarDefNode)middleTable.get(name); 
       
      T A L T y p e   v a r ;  
      if(rVal  instanceof  NumberNode){ 
       v a r   =   n e w  
TALType(Integer.parseInt(rVal.toString())); 
      }  
      else  if(rVal  instanceof 
BooleanExpressionNode){ 
       v a r   =   n e w  
TALType(Boolean.parseBoolean(rVal.toString())); 
      }  
      e l s e   {  
       v a r   =   n e w  
TALType(rVal.toString()); 
      }  
       
      VarRefNode  reference  =  new 
VarRefNode(def); 
      reference.setValue(var); 
       
      int  index  =  statements.indexOf(assignment); 
      statements.setElementAt(reference,  index); 
       
     }  
     else{  //This  is  a  local  Var  Def. 
      String  name  =  lVal.getID(); 
      T A L N o d e   v a r ;  
      if(rVal  instanceof  NumberNode){ 
       v a r   =   n e w  
TALType(Integer.parseInt(rVal.toString())); 
      }  
      else  if(rVal  instanceof 
BooleanExpressionNode){ 
       v a r   =   n e w  
TALType(Boolean.parseBoolean(rVal.toString())); 
      }  
      else  if(rVal  instanceof 
ExpressionFuncCallNode){        
       v a r   =   r V a l ;  
      }  
      e l s e   {         v a r   =   n e w  
TALType(rVal.toString()); 
      }  
       
      VarDefNode  definition  =  new 
VarDefNode(var); 
      definition.setName(name); 
      int  index  =  statements.indexOf(assignment); 
      statements.setElementAt(definition,  index); 
      localSymbols.put(name,  definition); 
      i f ( c a l l e r S c o p e   = =   L O C A T I O N S C O P E  
)middleTable.put(name, definition); 
     }  
      
    }  
    else  if(lVal  instanceof  AnonymousObjectRefNode){ 
     if(callerScope  !=  EVERYTHINGINSCOPE)   
      t h r o w   n e w  
StatementParseException("Description: the identifier " + lVal.toString()   
        +   "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() +  
        "  ]  is  not  legal  outside  of  an 
EverythingIn statement."); 
      
    
 statementBlock.setEverythingInObjectAttrib(lVal.getID()); 
    }  
    else  if(lVal  instanceof  GlobalVarRefNode){ 
     if(callerScope  ==  GLOBALSCOPE)  //Don't  have  to 
throw this.  
      t h r o w   n e w  
StatementParseException("Description: The identifier " + lVal.toString()   
        +   "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
        "is  not  necessary  in  the  global 
scope."); 
     
     String  name  =  ((GlobalVarRefNode)lVal).getID(); 
     if(symbolTable.containsKey(name)){ 
      VarRefNode  reference  =  new 
VarRefNode((VarDefNode)symbolTable.get(name)); 
      T A L T y p e   v a r ;  
       
      if(rVal  instanceof  NumberNode){ 
       v a r   =   n e w  
TALType(Integer.parseInt(rVal.toString()));       }  
      else  if(rVal  instanceof 
BooleanExpressionNode){ 
       v a r   =   n e w  
TALType(Boolean.parseBoolean(rVal.toString())); 
      }  
      else  if(rVal  instanceof 
ExpressionFuncCallNode){ 
       StringBuffer  value  =  new 
StringBuffer(); 
       ExpressionFuncCallNode 
functionCall = (ExpressionFuncCallNode) rVal; 
       value.append(functionCall.getID()  + 
"("); 
        
       if(functionCall.getNumArguments() 
> 0){ 
        / / E a c h   a r g u m e n t   i s   a n  
Expression Node.  
        V e c t o r   a r g u m e n t s   =  
functionCall.getArguments(); 
         
        for(Iterator  iter  = 
arguments.iterator(); iter.hasNext();){ 
         E x p r e s s i o n N o d e  
currentArgument = (ExpressionNode) iter.next(); 
         i f ( c u r r e n t A r g u m e n t  
instanceof ObjectAttributeRefNode){ 
         
  ObjectAttributeRefNode currentNode = 
(ObjectAttributeRefNode)currentArgument; 
          S t r i n g  
objectName = currentNode.getObjectName(); 
          S t r i n g  
attribName = currentNode.getAttributeName();   
         
 value.append("(TALType)((Object)objects.get(\"" + objectName + 
           
 "\")).fields.get(\""  +  attribName + "\")"); 
         }  
         e l s e  
if(currentArgument instanceof GlobalVarRefNode){ 
         
  GlobalVarRefNode currentNode = (GlobalVarRefNode)currentArgument; 
          S t r i n g   n a m e o  
= currentNode.getID();          
 value.append("(TALType)globalFields.get(\"" + nameo + "\") , "); 
         }  
         
        }  
       }  
 
       v a l u e . a p p e n d ( " ) " ) ;  
       v a r   =   n e w  
TALType(value.toString()); 
      }  
      e l s e   {  
       v a r   =   n e w  
TALType(rVal.toString()); 
      }  
       
      reference.setValue(var); 
      reference.isGlobal(true); 
      int  index  =  statements.indexOf(assignment); 
      statements.setElementAt(reference,  index); 
     }  
     e l s e   {  
      t h r o w   n e w  
StatementParseException("Description: The global variable " + 
        name  +  "  does  not  exist."); 
     }        
    }  
    else  if(lVal  instanceof  ObjectAttributeRefNode){ 
     if(callerScope  ==  GLOBALSCOPE)   
      t h r o w   n e w  
StatementParseException("Description: The identifier " + lVal.toString()   
        +   "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
        "is  not  valid  in  the  global 
scope."); 
      
     i f ( c a l l e r S c o p e   = =   O B J E C T S C O P E )    
      t h r o w   n e w  
StatementParseException("Description: The identifier " + lVal.toString()   
        +   "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
        " i s   n o t   l e g a l   i n s i d e   a n  
object."); 
        //Could  try  and  append  to  the 
exception the name of the parent object. 
              //Else,  handle  as  should  be  handled.   
     //Needs  to  handle,  AlmaMater.location; 
     String  objectName  = 
((ObjectAttributeRefNode)lVal).getObjectName(); 
     String  attributeName  = 
((ObjectAttributeRefNode)lVal).getAttributeName(); 
      
     if(objectsList.contains(objectName)){ 
       
      VarRefNode  reference  =  new 
VarRefNode(null); 
      reference.isObjectAttribRef(true); 
      reference.isLocationSetter(true); 
      reference.setObjectName(objectName); 
      reference.setAttributeName(attributeName); 
       
      T A L T y p e   v a r ;  
       
      if(rVal  instanceof  NumberNode){ 
       v a r   =   n e w  
TALType(Integer.parseInt(rVal.toString())); 
      }  
      else  if(rVal  instanceof 
BooleanExpressionNode){ 
       v a r   =   n e w  
TALType(Boolean.parseBoolean(rVal.toString())); 
      }  
      e l s e   {  
       v a r   =   n e w  
TALType(rVal.toString()); 
      }  
       
      reference.setValue(var); 
 
      int  index  =  statements.indexOf(assignment); 
      statements.setElementAt(reference,  index); 
     }  
     e l s e   {  
      t h r o w   n e w  
StatementParseException("Description: The object " + 
        objectName  +  "  does  not 
exist."); 
     }    
      
    }  
    e l s e   {            //Not sure how this could get thrown. 
     throw  new  StatementParseException("Description: 
The identifier " + lVal.toString() +  
       "   i n   t h e   s t a t e m e n t   [   "   +  
assignment.toString() + " ] " + 
       "is  not  a  legal  left  hand  value  for  an 
assignment.\n" + 
       "Variable  names  must  begin  with  a 
letter and contain only letters, numbers, or the '_' character."); 
    }  
      
 
   }  
   else  if(currentStatement  instanceof BreakNode){ //Only valid in 
While || Query Scope. 
     
    //No  IDs  in  these  Statements. 
   }  
   else  if(currentStatement  instanceof ContinueNode){ //Only valid in 
While || Query Scope. 
 
    //No  IDs  in  these  statements. 
   }  
   else  if(currentStatement  instanceof  EverythingInNode){ 
 
    EverythingInNode  everythingin  =  (EverythingInNode) 
currentStatement; 
    StatementBlockNode  block  = 
everythingin.getStatementBlock(); 
    IDNode  locationParameter  = 
everythingin.getLocationParameter(); 
     
    if(!locationsList.contains(locationParameter.getID())) 
     throw  new  StatementParseException("Description: 
The location " + 
       l o c a t i o n P a r a m e t e r . g e t I D ( )   +   "  
specified in the line [ " + 
       " E v e r y t h i n g I n   "   +  
locationParameter.getID() + " ] " + 
       "is  not  a  valid  location  identifier."); 
     
     
    symbols.put(("everythingIn-"+everythingin.getID()), 
parseStatementBlock(block, EVERYTHINGINSCOPE)); 
   }  
   else  if(currentStatement  instanceof  FuncCallNode){    
    FuncCallNode  functionCall  =  (FuncCallNode) 
currentStatement; 
    
    if(functionCall.getID().equals("print") || 
functionCall.getID().equals("println")){ 
     functionCall.setPrintFlag(true); 
    }  
      
    Hashtable  functionSymbols  =  new  Hashtable(); 
    if(functionCall.getNumArguments()  >  0){ 
          //Each argument is an Expression Node.  
     Vector  arguments  =  functionCall.getArguments(); 
      
     for(Iterator  iter  =  arguments.iterator(); 
iter.hasNext();){ 
      ExpressionNode  currentArgument  = 
(ExpressionNode) iter.next(); 
       
      if(currentArgument  instanceof  IDNode){ 
       I D N o d e   c u r r e n t I D   =  
(IDNode)currentArgument; 
       String  name  =  currentID.getID(); 
        
       V a r D e f N o d e   d e f   =  
(VarDefNode)localSymbols.get(name); 
       V a r R e f N o d e   r e f e r e n c e   =   n e w  
VarRefNode(def); 
       i n t   i n d e x   =  
arguments.indexOf(currentArgument); 
       arguments.setElementAt(reference, 
index); 
      }  
      else  if(currentArgument  instanceof 
StringNode){ 
       S t r i n g N o d e   c u r r e n t S t r i n g   =  
(StringNode)currentArgument; 
       //String  name  =  currentID.getID(); 
        
       V a r D e f N o d e   d e f   =   n e w  
VarDefNode(new TALType(currentString.toString())); 
       V a r R e f N o d e   r e f e r e n c e   =   n e w  
VarRefNode(def); 
       i n t   i n d e x   =  
arguments.indexOf(currentArgument);        arguments.setElementAt(reference, 
index); 
      }  
      else  if(currentArgument  instanceof 
AnonymousObjectRefNode){ 
       AnonymousObjectRefNode 
currentNode = (AnonymousObjectRefNode)currentArgument; 
       String  attrib  =  currentNode.getID(); 
        
       V a r D e f N o d e   d e f   =   n e w  
VarDefNode(new TALType(attrib)); 
       V a r R e f N o d e   r e f e r e n c e   =   n e w  
VarRefNode(def); 
       reference.isAnonRef(true); 
       i n t   i n d e x   =  
arguments.indexOf(currentArgument); 
       arguments.setElementAt(reference, 
index); 
      }  
      else  if(currentArgument  instanceof 
GlobalVarRefNode){ 
       GlobalVarRefNode  currentNode  = 
(GlobalVarRefNode)currentArgument; 
       String  name  =  currentNode.getID(); 
        
       V a r D e f N o d e   d e f   =   n e w  
VarDefNode(new TALType("null")); 
       d e f . s e t N a m e ( n a m e ) ;  
       V a r R e f N o d e   r e f e r e n c e   =   n e w  
VarRefNode(def); 
       r e f e r e n c e . i s G l o b a l ( t r u e ) ;  
       i n t   i n d e x   =  
arguments.indexOf(currentArgument); 
       arguments.setElementAt(reference, 
index); 
      }  
      else  if(currentArgument  instanceof 
ObjectAttributeRefNode){ 
        
      }  
      else  if(currentArgument  instanceof 
NumberNode){ 
        
      }  
      e l s e {  
              }  
     }  
    }  
     
    symbols.put(functionCall.getID(),  functionSymbols);   
   }  
   else  if(currentStatement  instanceof  GotoNode){ 
 
    GotoNode  gotoNode  =  (GotoNode)  currentStatement; 
    IDNode  destination  =  (IDNode)gotoNode.getDestination(); 
     
    if(!(locationsList.contains(destination.getID()))) 
     throw  new  StatementParseException("Description: 
The statement " + 
              " [ " + gotoNode.toString() + " ] " + 
"does not refer to a known location.\n" 
       +   " G o t o   s t a t e m e n t s   m u s t   r e f e r   t o   t h e  
name of a defined location."); 
     
    symbols.put(("gotoRef"),  gotoNode.getDestination()); 
   }  
   else  if(currentStatement  instanceof  IfNode){ 
 
    IfNode  ifNode  =  (IfNode)  currentStatement; 
    ExpressionNode  expression = ifNode.getExpression(); 
     
    expression.resolveIDs(symbolTable); 
     
    //Handle  Block  Children. 
    StatementBlockNode  thenBlock = ifNode.getThenBlock(); 
    symbols.putAll(parseStatementBlock(thenBlock, 
callerScope)); 
     
    StatementBlockNode  elseBlock = ifNode.getElseBlock(); 
    if(elseBlock  !=  null){ 
     symbols.putAll(parseStatementBlock(elseBlock, 
callerScope)); 
    }  
   }  
   else  if(currentStatement  instanceof  QueryNode){ 
 
    QueryNode  queryStatement  =  (QueryNode) 
currentStatement; 
    Hashtable  queryBlockSymbols  =  new  Hashtable(); 
     
    DefaultCaseNode  defaultCase;     if(queryStatement.hasDefaulCase()){ 
     defaultCase  =  queryStatement.getDefaultCase(); 
     StatementBlockNode  defaultCaseBlock  = 
defaultCase.getStatementBlock(); 
     H a s h t a b l e   t a b l e   =  
parseStatementBlock(defaultCaseBlock, callerScope); 
     queryBlockSymbols.put("default  case",  table); 
    }  
     
    Vector  cases  =  queryStatement.getCases(); 
    for(Iterator  iter  =  cases.iterator();  iter.hasNext();){ 
     QueryCaseNode  currentCase  =  (QueryCaseNode) 
iter.next(); 
      
     H a s h t a b l e   t a b l e   =  
parseStatementBlock(currentCase.getStatementBlock(), callerScope); 
     queryBlockSymbols.put(currentCase.getID(), 
table); 
    }  
     
    symbols.put("Query  Block",  queryBlockSymbols); 
     
   }  
   else  if(currentStatement  instanceof  ReturnNode){ 
 
     
    ReturnNode  returnStatement  =  (ReturnNode) 
currentStatement; 
     
    if(callerScope  !=  FUNCTIONSCOPE) 
     throw  new  StatementParseException("Description: 
The return statement " + 
       "  [  "  +  returnStatement.toString()  +  " 
] is only legal inside a function block."); 
     
    //Should  factor  out  logic  for handling expression subtrees.  
    if(returnStatement.hasExpression() && 
returnStatement.getExpression().containsID() ) { 
     Vector  IDReferences  = 
returnStatement.getExpression().getIDs(); 
      
     for(Iterator  iter  =  IDReferences.iterator(); 
itr.hasNext();){ 
      TALNode  currentNode  = 
(TALNode)iter.next();       symbols.put(currentNode.toString(), 
currentNode); 
     }  
    }  
     
    //If  there  is  no  condition,  then there is nothing to put in the 
symbol tree. 
         
   }  
   else  if(currentStatement  instanceof  WhileNode){ 
 
    WhileNode  whileStatement  =  (WhileNode) 
currentStatement; 
    Hashtable  whileSymbols  =  new  Hashtable(); 
     
    ExpressionNode  expression  = 
whileStatement.getExpression(); 
    StatementBlockNode  whileBlock  = 
whileStatement.getStatementBlock(); 
     
    //Handle  the  Expression  child. 
    if(expression.containsID()){ 
     Vector  expressionIDs  =  expression.getIDs(); 
     for(Iterator  iter  =  expressionIDs.iterator(); 
iter.hasNext();){ 
      TALNode  currentNode  = 
(TALNode)iter.next(); 
      whileSymbols.put(currentNode.toString(), 
currentNode); 
     }  
    }  
     
    //Handle  the  block. 
    whileSymbols.put("block", 
parseStatementBlock(whileBlock, LOOPSCOPE)); 
     
    symbols.put("while  Statement",  whileSymbols); 
   }  
   e l s e   {  
    System.err.println("Found  an  Unexpected  Node  while 
Parsing a StatementBlock!");  
    //  Throw  an  error.   
   }  
  }  
   
  return  localSymbols;  } 
  
 //Getters  and  Setters  for the root tree node. 
 public  void  setRootLocation(LocationDefNode rootLocation){ 
  this.rootLocation  =  rootLocation; 
  programName  =  rootLocation.getID(); 
 } 
  
  public String getProgramName(){ 
  return  programName; 
 } 
  
  public LocationDefNode getRootLocation(){ 
  return  rootLocation; 
 } 
  
  public String toString(){ 
    StringBuffer sb = new StringBuffer(); 
   
    Set keys = symbolTable.keySet(); 
    for(Iterator itr = keys.iterator(); itr.hasNext();){ 
   Object  nextKey  =  itr.next(); 
   sb.append((String)nextKey); 
   sb.append("\n"); 
  }  
   
  return  sb.toString(); 
 } 
  
} package generators; 
 
import java.io.File; 
import java.io.FileOutputStream; 
import java.io.PrintStream; 
import java.util.Collection; 
import java.util.Hashtable; 
import java.util.Iterator; 
import java.util.List; 
import java.util.Set; 
import java.util.Vector; 
 
 
/** 
 * A container for a collection of Vector<String>s  
 * Used to store the output of the TAL Compiler during generation. 
 * @author Andrew Wilson 
 */ 
public class DefaultGenerator implements Generator{ 
 
  Hashtable buffers = new Hashtable(); 
 PrintStream  printer; 
 String  programName; 
 Vector<String>  cursor; 
  StringBuffer expressionBuffer = new StringBuffer(); 
 int  numIndents; 
  
  public StringBuffer getExpressionBuffer(){ 
  return  expressionBuffer; 
 } 
  
  public void setCursor(Vector<String> c){ 
  cursor  =  c; 
 } 
  
 public  Vector<String>  getCursor(){ 
  return  cursor; 
 } 
  
  public void setIndent(int n){ 
  numIndents  =  n; 
 } 
  
 public  int  getIndent(){ 
  return  numIndents; 
 }   
  public void indentIn(){ 
  numIndents++; 
 } 
  
  public void indentOut(){ 
  numIndents--; 
 } 
  
  public String generateIndent(){ 
    StringBuffer sb = new StringBuffer(); 
   
    for(int i = 0; i < numIndents; i++){ 
   sb.append("\t"); 
  }  
   
  return  sb.toString(); 
 } 
  
  public DefaultGenerator(String p){ 
  programName  =  p; 
   
  cursor  =  newVector("globalscope"); 
  generateMain(newVector("main")); 
  generateRun(newVector("run")); 
 } 
  
 private  void  generateMain(Vector<String> sv){ 
  sv.add(newline()); 
  sv.add("public  static  void main(String[] args) {"); 
  indentIn(); 
      sv.add(generateIndent()+programName+" program = new " + 
programName + "();"); 
   sv.add(generateIndent()+"program.run();"); 
  indentOut(); 
  sv.add("}\n"); 
 } 
  
 private  void  generateRun(Vector<String> sv){ 
  sv.add(newline()); 
  sv.add("public  void  run(){"); 
  indentIn(); 
   sv.add(generateIndent()  + "initComponents();\n"); 
   sv.add(generateIndent()  + "while(next != null){"); 
   indentIn(); 
   sv.add(generateIndent()  +  "current  =  next;");    sv.add(generateIndent() + "next = null;"); 
   sv.add(generateIndent() + "current.execute();"); 
   indentOut(); 
   sv.add(generateIndent()  +  "}"); 
  indentOut(); 
  sv.add("}\n");   
 } 
  
  public Vector<String> get(String name){ 
  return  (Vector<String>)buffers.get(name); 
 } 
  
 public  Vector<String>  newVector(String name){ 
  Vector<String>  newest = new Vector<String>(); 
  buffers.put(name,  newest); 
  return  newest; 
 } 
  
 public  void  setProgramName(String p){ 
  programName  =  p; 
 } 
  
  
 /** 
   * Should be last call to the Generate. 
   * Emits the complete Java program. 
   */ 
 public  void  writeOutput(){   
  try  { 
      File javaSource = new File("output\\"+programName+".java"); 
   printer  =  new  PrintStream(new  FileOutputStream(javaSource)); 
    
   //printer.println("package  output;\n"); 
   printer.println("import  java.util.Hashtable;"); 
   printer.println("import  java.util.Scanner;"); 
   printer.println("import  java.util.Set;"); 
   printer.println("import  java.util.Iterator;\n"); 
    
      printer.println("public class " + programName + " {\n"); 
    
   indentIn(); 
    
   //Interface  Definitions 
   printer.println(generateIndent() + "public interface Location {"); 
   indentIn();  //Anything  that  belongs in the Location Interface Here: 
    printer.println(generateIndent()  +  "public  void  execute();");    indentOut(); 
   printer.println(generateIndent()  +  "}\n"); 
    
   printer.println(generateIndent() + "public interface Object {"); 
      indentIn(); //Anything that belongs in the Object Interface Here: 
   printer.println(generateIndent() + "public Hashtable fields = new 
Hashtable();"); 
   printer.println(generateIndent()  +  "public  void 
setLocation(Location l);"); 
   printer.println(generateIndent()  +  "public  Location 
getLocation();"); 
   indentOut(); 
   printer.println(generateIndent()  +  "}\n"); 
    
    
   printer.println(generateIndent() + "Location current, next;"); 
   printer.println(generateIndent() + "Hashtable locations = new 
Hashtable();"); 
   printer.println(generateIndent() + "Hashtable objects = new 
Hashtable();"); 
   printer.println(generateIndent() + "Hashtable functions = new 
Hashtable();"); 
   printer.println(generateIndent() + "Hashtable globalFields = new 
Hashtable();"); 
   printer.println(generateIndent()  +  "Scanner  input  =  new 
Scanner(System.in);\n"); 
   indentOut(); 
    
   //Program  Goes  Below: 
   indentIn(); 
    Collection<Vector>  blocks  = 
(Collection<Vector>)buffers.values(); 
    for(Iterator  blocksIter  =  blocks.iterator(); 
blocksIter.hasNext();){ 
     Vector<String>  currentBlock  = 
(Vector<String>)blocksIter.next(); 
     for(Iterator  itr  =  currentBlock.iterator(); 
itr.hasNext();){ 
      S t r i n g   c u r r e n t L i ne = (String)itr.next(); 
      printer.println(generateIndent()  + 
currentLine); 
     }  
    }  
   indentOut(); 
   printer.println("}");    
  }    catch(Exception  e){ 
   System.err.println(e.toString()); 
   System.exit(1); 
  }  
 } 
 
  public String newline(){ 
  return  "\t"; 
 } 
  
  //Old Crap from First Attempt at Generator. 
  public void generateClassHeader() {} 
  public void print(String line) {} 
  public void println(String line) {} 
 public  void  generateClassClose() {} 
  public void generateDriverCode() {} 
  public void tabIn() {} 
  public void tabOut() {} 
 
} package generators; 
 
import java.util.Vector; 
 
/** 
 * Interface contact point for all nodes to generate their output. 
 * @author awilson 
 * 
 */ 
public interface Generator { 
 
  public void generateClassHeader(); 
  public void print(String line); 
  public void println(String line); 
  public void generateClassClose(); 
  public void generateDriverCode(); 
  public void indentIn(); 
  public void indentOut(); 
  public String generateIndent(); 
  public void setIndent(int n); 
  public int getIndent(); 
  public String newline(); 
  public Vector<String> newVector(String name); 
  public Vector<String> get(String name); 
  public void writeOutput(); 
  public Vector<String> getCursor(); 
  public void setCursor(Vector<String> c); 
  public StringBuffer getExpressionBuffer(); 
  
} package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class FunctionParseException extends TALRootException { 
 
} 
 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class IllegalFunctionStatementException extends 
FunctionParseException { 
 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class IllegalLocationAssignmentException extends 
StatementParseException { 
 
 String  des; 
  
  public IllegalLocationAssignmentException(String d){ 
  des = d; 
 } 
  
  public String toString(){ 
  return des; 
 } 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class IllegalLocationStatementException extends 
LocationParseException { 
 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class IllegalObjectStatementException extends 
ObjectParseException{} package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class IllegalStatementException extends TALRootException { 
 
  public String toString(){ 
  return "Illegal Statement Exception."; 
 } 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class LocationNotFoundException extends TALRootException { 
 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class LocationParseException extends TALRootException { 
 
} 
 
package src.exceptions; 
 
import src.nodes.statements.AssignmentNode; 
 
/** 
 * @author awilson 
 */ 
public class MultipleLocationDefsException extends 
StatementParseException { 
 
 AssignmentNode  firstAssignment, secondAssignment; 
  
  public MultipleLocationDefsException(AssignmentNode 
firstAssignment, AssignmentNode secondAssignment) { 
  this.firstAssignment = firstAssignment; 
  this.secondAssignment = secondAssignment; 
 } 
  
  public AssignmentNode getFirstAssignment(){ 
  return firstAssignment; 
 } 
  
  public AssignmentNode getSecondAssignment(){ 
  return secondAssignment; 
 } 
 } 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class NonAssignmentStatementException extends 
StatementParseException { 
 
 String  illegalStatement; 
  
  public NonAssignmentStatementException(String statement){ 
  illegalStatement = statement; 
 } 
  
  public String toString(){ 
  return illegalStatement; 
 } 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class ObjectLocationValueNotFoundException extends 
StatementParseException { 
 
} 
 
package src.exceptions; 
 
/** 
 * @author awilson 
 */ 
public class ObjectParseException extends TALRootException { 
 
} 
 
package src.exceptions; 
 
/** 
 * Primary Exception object used by Symbol Table 
 * thrown in parseStatement() blocks to the parent location or 
 * object of that statement. 
 * @author awilson 
 * 
 */ 
public class StatementParseException extends TALRootException { 
 
 String  cause; 
  
  public StatementParseException(){ 
   
 }   
  public StatementParseException(String cause) { 
  this.cause = cause; 
 } 
  
  public String toString(){ 
  return cause; 
 } 
} 
 
package src.exceptions; 
 
/** 
 * Baseclass for exceptions used by symbol table to 
 * check for catchable compile-time errors. 
 * @author awilson 
 * 
 */ 
public class TALRootException extends Exception { 
 
 String  message; 
  
  public TALRootException(String m) { 
  message = m; 
 } 
 
  public TALRootException(){ 
   
 } 
  public String toString(){ 
  return message; 
 } 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.List; 
import java.util.Vector; 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Used as a child of function call nodes. 
 * Contains an Expression Node for each Argument. 
 * @author awilson 
 * 
 */ 
public class ArgListNode extends TALNode {  
  Vector arguments = new Vector(); 
  
  public ArgListNode(ExpressionNode arg){ 
  arguments.add(arg); 
 } 
  
 public  void  addArgument(ExpressionNode arg){ 
  arguments.add(arg); 
 } 
  
 public  int  getNumberOfArguments(){ 
  return  arguments.size(); 
 } 
  
  public Vector getArguments(){ 
  return  arguments; 
 } 
 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
    Iterator itr = arguments.iterator(); 
  if(itr.hasNext())  sb.append(itr.next().toString()); 
   
  while(itr.hasNext()){ 
   sb.append(",  "  +  itr.next().toString()); 
  }  
   
  return  sb.toString(); 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
} 
 
package src.nodes; 
 import generators.Generator; 
 
/** 
 * Base class for all BlockNodes 
 * @author awilson 
 * 
 */ 
public class BlockNode extends TALNode{ 
 
  @Override 
  public boolean generate(Generator writer) { 
  // TODO Auto-generated method stub 
  return false; 
 } 
 
  @Override 
  public String toString() { 
  // TODO Auto-generated method stub 
  return null; 
 } 
 
  @Override 
  public boolean validate() { 
  // TODO Auto-generated method stub 
  return false; 
 } 
 
} 
 
package src.nodes; 
 
import java.util.Hashtable; 
import java.util.Vector; 
import src.nodes.expressions.*; 
import src.nodes.statements.AssignmentNode; 
import generators.Generator; 
 
/** 
 * Common base class of all expression related nodes. 
 * Implement Expression utils here. 
 * @author awilson 
 * 
 */ 
public abstract class ExpressionNode extends TALNode{ 
 
  protected final int INT_TYPE =    3; 
  protected final int STRING_TYPE = 5; 
  protected final int BOOLEAN_TYPE =  7; 
  protected final int UNKNOWN_TYPE =  11; 
  
    ExpressionNode lVal, rVal; 
  
  public String evaluate(){ 
  return  toString(); 
 } 
  
  //public abstract int getType(); 
  public abstract boolean containsID(); 
  public abstract Vector getIDs(); 
  
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
  
  public abstract String generateExpression(Generator writer); 
  
 @Override 
  public String toString() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean isString() { 
  return  false; 
 } 
 
  public void resolveIDs(Hashtable localSymbols){ 
 
 } 
 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; import java.util.List; 
import java.util.Vector; 
 
import src.nodes.expressions.IDNode; 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * This Node used by the function Definition Node. 
 * It stores the funcID and arguments. 
 * @author awilson 
 * 
 */ 
public class FuncHeaderNode extends TALNode { 
 
 IDNode  functionID; 
  Vector argList = new Vector(); 
  
  public Vector getArguments(){ 
  return  argList; 
 } 
  
  public FuncHeaderNode(TALNode id){ 
  functionID  =  (IDNode)id; 
 } 
  
  public void addArgument(TALNode arg){ 
  argList.add((ExpressionNode)arg); 
 } 
  
  public void resolveFunctionID(){ 
   
 } 
  
  public String getID(){ 
  return  functionID.getID(); 
 } 
 
 @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append(functionID.getID()  +  "("); 
    Iterator itr = argList.iterator(); 
  if(itr.hasNext())  sb.append(itr.next().toString()); 
     while(  itr.hasNext()  ){ 
   sb.append(",  "  +itr.next().toString()); 
  }  
   
  sb.append(")"); 
   
  return  sb.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
    StringBuffer sb = new StringBuffer(); 
    sb.append("private TALType " + getID() + "("); 
   
    for(Iterator itr = argList.iterator(); itr.hasNext();){ 
      IDNode currentArg = (IDNode) itr.next(); 
   sb.append("TALType  "  +  currentArg.getID()  ); 
   if(itr.hasNext())  sb.append("  ,  "); 
  }  
  sb.append("){"); 
  sv.add(writer.generateIndent() + sb.toString()); 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
  
  public String toReferenceID(){ 
    Integer numArgs = new Integer(argList.size()); 
    String id = new String(functionID.getID() + "(" + numArgs.toString() + 
")"); 
  return  id; 
 } 
 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
import java.io.FileWriter; import java.util.Iterator; 
import java.util.Map; 
import java.util.Vector; 
 
import src.nodes.TALType; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Top Level Node, used to define functions in TAL. 
 * @author awilson 
 * 
 */ 
public class FunctionDefNode extends TALNode { 
 
  FuncHeaderNode funcHeader;  
 StatementBlockNode  statementBlock; 
  boolean hasReturnStatement = false; 
  private TALType returnValue; 
  
  public void setHasReturnStatement(boolean b){ 
  hasReturnStatement  =  b; 
 } 
  
  public boolean hasReturnStatement(){ 
  return  hasReturnStatement; 
 } 
  
 public  FunctionDefNode(TALNode  header, StatementBlockNode statements){ 
  funcHeader  =  (FuncHeaderNode)header; 
  statementBlock  =  statements; 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
  
  public FuncHeaderNode getFunctionHeader(){ 
  return  funcHeader; 
 } 
  
 public  void  setStatementBlock(StatementBlockNode body){ 
  statementBlock  =  body; 
 } 
  @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append("function  "  +  funcHeader.toString() + "{\n"); 
  sb.append(statementBlock.toString()); 
  sb.append("}\n"); 
  return  sb.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
  Vector<String>  sv  =  writer.newVector(getID()); 
  writer.setCursor(sv); 
  sv.add(writer.newline()); 
   
  funcHeader.generate(writer); 
   writer.indentIn(); 
   sv.add(writer.generateIndent()  +  "TALType  returnValue  =  new 
TALType();"); 
   //Function  Body  Generated  Here: 
   Vector  statements  =  statementBlock.getStatements(); 
   if(statements  !=  null){ 
    for(Iterator  itr  =  statements.iterator();  itr.hasNext();){ 
     ((StatementNode)itr.next()).generate(writer); 
    }  
   }  
    
   sv.add(writer.generateIndent() + "return returnValue;"); 
   writer.indentOut(); 
  sv.add(writer.generateIndent()  +  "}\n"); 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public String getID() { 
  return  funcHeader.getID(); 
 } 
 
 public  void  setReturnValue(TALType returnValue) {   this.returnValue  =  returnValue; 
 } 
  
  public TALType getReturnValue(){ 
  return  returnValue; 
 } 
 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.Vector; 
 
import src.nodes.expressions.IDNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
/** 
 * Top Level Node represents the definition of a Location Block. 
 * Contains an locationID and a statement block. 
 * @author awilson 
 * 
 */ 
public class LocationDefNode extends TALNode { 
 
  IDNode locationID;  
 StatementBlockNode  statementBlock; 
  Vector objects = new Vector(); 
  Vector functions = new Vector(); 
  Vector locations = new Vector(); 
  boolean isRootLocation = false; 
  
  public boolean IsRootLocation(){ 
  return  isRootLocation; 
 } 
  
  public void setIsRootLocation(boolean value){ 
  isRootLocation  =  value; 
 } 
  
  public LocationDefNode(TALNode id){ 
  locationID  =  (IDNode)id;  } 
  
  public String getID(){ 
  return  locationID.getID(); 
 } 
  
 public  void  setStatementBlock(TALNode block){ 
  statementBlock  =  (StatementBlockNode)block; 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
 
  public Vector getObjects(){ 
  return  objects; 
 } 
  
  public Vector getFunctions(){ 
  return  functions; 
 } 
  
  public Vector getLocations(){ 
  return  locations; 
 } 
  
  public void addObject(TALNode obj){ 
  objects.add(obj); 
 } 
  
  public void addLocation(TALNode loc){ 
  locations.add(loc); 
 } 
  
  public void addFunction(TALNode func){ 
  functions.add(func); 
 } 
  
  public String toString(){ 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append("location  "  +  locationID.toString() + "{\n"); 
  sb.append(""  +  statementBlock.toString()); 
   
    for(Iterator itr1 = objects.iterator(); itr1.hasNext();) { 
   sb.append(itr1.next().toString());   }  
   
    for(Iterator itr2 = locations.iterator(); itr2.hasNext();) { 
   sb.append(itr2.next().toString()); 
  }  
   
    for(Iterator itr3 = functions.iterator(); itr3.hasNext();) { 
   sb.append(itr3.next().toString()); 
  }  
   
  sb.append("}\n"); 
  return  sb.toString(); 
 } 
  
  public boolean generate(Generator writer) { 
  if(isRootLocation){ 
 
    
   Vector<String>  sv  =  writer.newVector("initComponents"); 
   sv.add(writer.generateIndent()  +  "public  void  initComponents() 
{\n"); 
   
   writer.indentIn(); 
   sv.add(writer.generateIndent() + "//Init Global Vars."); 
   statementBlock.generate(writer, GLOBALSCOPE); 
   sv.add(writer.newline()); 
   sv.add(writer.generateIndent()  + "//Initialize All Locations."); 
   writer.indentOut(); 
    
      for(Iterator itr = locations.iterator(); itr.hasNext();){ 
    LocationDefNode  currentLocation  = 
(LocationDefNode)itr.next(); 
    String  id  =  currentLocation.getID(); 
     
    writer.indentIn(); 
    sv.add(writer.generateIndent() + "Location " + id + " = new 
" + id + "();"); 
    sv.add(writer.generateIndent() + "locations.put(\"" + id + 
"\", " + id + ");"); 
    writer.indentOut(); 
     
    currentLocation.generate(writer); 
   }  
   sv.add(writer.newline()); 
    
   writer.indentIn();    sv.add(writer.generateIndent()  + "//Initialize All Objects."); 
   writer.indentOut(); 
   for(Iterator  itr  =  objects.iterator();  itr.hasNext();){ 
    ObjectDefNode  currentObject = (ObjectDefNode)itr.next(); 
    String  id  =  currentObject.getID(); 
     
    writer.indentIn(); 
    sv.add(writer.generateIndent() + "Object " + id + " = new " 
+ id + "(" + currentObject.getLocationID() +");"); 
    sv.add(writer.generateIndent() + "objects.put(\"" + id + "\", 
" + id + ");"); 
    writer.indentOut(); 
     
    currentObject.generate(writer); 
   }  
   sv.add(writer.newline()); 
    
   writer.indentIn(); 
   sv.add(writer.generateIndent()  + "//Initialize All Functions."); 
   writer.indentOut(); 
      for(Iterator itr = functions.iterator(); itr.hasNext();){ 
    FunctionDefNode  currentFunction  = 
(FunctionDefNode)itr.next(); 
     
    writer.indentIn(); 
    sv.add(writer.generateIndent()  +  ""); 
    writer.indentOut(); 
     
    currentFunction.generate(writer); 
   }  
   sv.add(writer.newline()); 
    
   writer.indentIn(); 
   sv.add(writer.generateIndent() + "next = start;"); 
   writer.indentOut(); 
    
   sv.add(writer.generateIndent()  +  "}"); 
   //sv.add(writer.newline()); 
  }  
  else  {  //Generate  Location Code for a normal location. 
   Vector<String>  sv  =  writer.newVector(locationID.getID()); 
   writer.setCursor(sv); 
   sv.add("private  class  "  +  locationID.getID() + " implements 
Location {"); 
   writer.indentIn(); 
   statementBlock.generate(writer, LOCATIONSCOPE);    writer.indentOut(); 
   sv.add("}"); 
   sv.add(writer.newline()); 
  }  
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
} 
 
package src.nodes; 
 
import java.util.Vector; 
 
/** 
 * Garuntees support for getID(). 
 * Satisfys the ExpressionNode requirements, which don't really apply 
 * because they always are true for LVals - which are always IDs. 
 * @author Andrew Wilson 
 */ 
public abstract class LValNode extends ExpressionNode { 
 
  public abstract String getID(); 
 
  public boolean containsID() { 
  return false; 
 } 
 
  public Vector getIDs() { 
  return null; 
 } 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.List; 
import java.util.Vector; 
 
import src.nodes.expressions.IDNode; 
 
import antlr.Token; import antlr.collections.AST; 
 
/** 
 * Part of ObjectDefNode. 
 * Similar to a statement block, but handles special location assignment for Objects. 
 * Also only allows assignment statements. 
 * @author awilson 
 * 
 */ 
public class ObjectBlockNode extends TALNode { 
 
 TALNode  locationAssignment; 
 String    locVal; 
  Vector assignments = new Vector(); 
  
  public ObjectBlockNode(TALNode loc){ 
  locationAssignment  =  loc; 
  locVal  =  ((IDNode)loc).getID(); 
 } 
  
  public String getLocation(){ 
  return  locVal; 
 } 
  
  public Vector getAssignments(){ 
  return  assignments; 
 } 
  
  public String toString(){ 
    StringBuffer sb = new StringBuffer(); 
    sb.append("\tlocation = " + locationAssignment.toString()+ ";\n"); 
    for(Iterator itr = assignments.iterator(); itr.hasNext(); ){ 
   sb.append("\t"  +  itr.next().toString()+ "\n"); 
  }  
  return  sb.toString(); 
 } 
  
  public void addAssignment(TALNode node){ 
  assignments.add(node); 
 } 
  
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false;  } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
} 
 
package src.nodes; 
 
import generators.Generator; 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.expressions.*; 
import src.nodes.statements.*; 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Top Level Node, Defines Objects. 
 * Contains Object ID, and the block of assignments for that object. 
 * @author awilson 
 * 
 */ 
public class ObjectDefNode extends TALNode { 
 
  IDNode objectID;  
 StatementBlockNode  statementBlock; 
 AssignmentNode  locationAssignment; 
  
  public ObjectDefNode(TALNode id, StatementBlockNode block){ 
  objectID  =  (IDNode)id; 
  statementBlock  =  block; 
 } 
  
  public String getID(){ 
  return  objectID.getID(); 
 } 
  
 public  void  setLocationAssignment(AssignmentNode la){ 
  locationAssignment  =  la; 
 } 
    public AssignmentNode getLocationAssignment(){ 
  return  locationAssignment; 
 } 
  
  public String getLocationID(){ 
  return  ((IDNode)locationAssignment.getRValue()).getID(); 
 } 
  
  public String toString(){ 
    StringBuffer sb = new StringBuffer(); 
  sb.append("object  "  +  objectID.toString() + " {\n"); 
  sb.append(statementBlock.toString()); 
  sb.append("}\n"); 
  return  sb.toString(); 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
  
 public  void  setStatementBlock(StatementBlockNode body){ 
  statementBlock  =  body; 
 } 
  
  public boolean generate(Generator writer) { 
   
    Vector<String> sv = writer.newVector(objectID.getID()); 
  writer.setCursor(sv); 
  sv.add("private  class  "  +  objectID.getID() + " implements Object {"); 
  writer.indentIn(); 
  sv.add(writer.generateIndent()  +  "Hashtable fields = new Hashtable();"); 
   
  writer.getExpressionBuffer().append(objectID.getID()); 
  statementBlock.generate(writer, OBJECTSCOPE); 
    StringBuffer sb = writer.getExpressionBuffer(); 
  sb.delete(0,  sb.length()); 
  sv.add(writer.newline()); 
   
  //Write  Object  Constructor 
  sv.add(writer.generateIndent()  +  "public " + objectID.getID() + "(Location 
l){"); 
  writer.indentIn(); 
  sv.add(writer.generateIndent()  +  "location  =  l;"); 
  writer.indentOut(); 
  sv.add(writer.generateIndent()+ "}"); 
  sv.add(writer.newline());    
  //Write  Location  Setter 
  sv.add(writer.generateIndent()  +  "public void setLocation(Location l){"); 
  writer.indentIn(); 
  sv.add(writer.generateIndent()  +  "location  =  l;"); 
  writer.indentOut(); 
  sv.add(writer.generateIndent()+ "}"); 
  sv.add(writer.newline()); 
   
  //Write  Location  Getter 
  sv.add(writer.generateIndent()  +  "public Location getLocation(){"); 
  writer.indentIn(); 
  sv.add(writer.generateIndent() + "return location;"); 
  writer.indentOut(); 
  sv.add(writer.generateIndent()+ "}"); 
  sv.add(writer.newline()); 
   
  writer.indentOut(); 
  sv.add("}"); 
  sv.add(writer.newline()); 
  return  true; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
} 
 
package src.nodes; 
 
import generators.Generator; 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Iterator; 
import java.util.List; 
import java.util.Vector; 
import antlr.Token; 
import src.SymbolTable; 
import antlr.collections.AST; 
 
 
/** 
 * Root Node for Heterogeneous AST 
 * Contains Lists of Assignments, Objects, Locations, and Functions.  * @author awilson 
 * @param <SymbolTable1> 
 * 
 */ 
public class ProgramNode extends TALNode{ 
 
 TALNode  rootLocation; 
 SymbolTable  symbolTable; 
 String  applicationName; 
  
  //Require Program Name as Paramater of Constructor? 
 public  ProgramNode(){ 
  applicationName  =  ""; 
 } 
  
  public ProgramNode(String name){ 
  applicationName  =  name; 
 } 
  
  public void setSymbolTable(SymbolTable table){ 
  symbolTable  =  table; 
 } 
  
  public SymbolTable getSymbolTable(){ 
  return  symbolTable; 
 } 
  
  public void setRootLocation(TALNode n){ 
  rootLocation  =  n; 
 } 
  
 /** 
   * Calling toString() on program should return a string of logical equivelency to 
the input program. 
   *  
   */ 
  public String toString(){ 
    StringBuffer sb = new StringBuffer(); 
  sb.append(applicationName  +  "\n\n"); 
  sb.append(rootLocation.toString()); 
   
  return  sb.toString(); 
 } 
  
 /** 
   * Generates the file header.    * Then calls all of the blocks. 
   * Then generates the closing main code. 
   */ 
  public boolean generate(Generator writer) { 
  rootLocation.generate(writer); 
  writer.writeOutput(); 
  return  true; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Iterator; 
import java.util.List; 
import java.util.Vector; 
 
import src.exceptions.*; 
import src.nodes.statements.*; 
import src.nodes.expressions.*; 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Standard Container Node for Statements. 
 * Most Code Blocks TAL are StatementBlockNodes. 
 * @author awilson 
 * 
 */ 
public class StatementBlockNode extends TALNode { 
 
  Vector statements = new Vector(); 
  boolean hasReturnStatement = false; 
 String  EverythingInObjectAttrib; 
  AssignmentNode locationAssignment = null; //Only used by ObjectDefNodes 
  //make sure not duping location assignment in statements vector. 
    public  StatementBlockNode(){ 
   
 } 
  
  public boolean hasReturnStatement(){ 
  return  hasReturnStatement; 
 } 
  
 public  void  setEverythingInObjectAttrib(String a){ 
  EverythingInObjectAttrib  =  a; 
 } 
  
  public void setHasReturnStatement(boolean b){ 
  hasReturnStatement  =  b; 
 } 
  
 public  void  setLocationAssignment(AssignmentNode la){ 
  locationAssignment  =  la; 
 } 
  
  public AssignmentNode getLocationAssignment(){ 
  return  locationAssignment; 
 } 
  
 public  void  addStatement(StatementNode statement){ 
  statements.add(statement); 
 } 
  
  public Vector getStatements(){ 
  return  statements; 
 } 
  
 /** 
   * Returns all ID nodes in the statements Vector. 
   * @return 
   */ 
  public Vector getAllIDs(){ 
    Vector localIDNodes = new Vector(); 
   
    for(Iterator itr = statements.iterator(); itr.hasNext();){ 
   localIDNodes.addAll(  ((StatementNode)itr.next()).getAllIDs() ); 
  }  
   
  return  localIDNodes; 
 } 
    public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
    for(Iterator itr = statements.iterator(); itr.hasNext(); ){ 
   sb.append("\t"  +  itr.next().toString()+ "\n"); 
  }  
   
  return  sb.toString(); 
 } 
 
  public boolean generate(Generator writer) { 
   
  return  false; 
 } 
  
 public  void  generate(Generator writer, int scope){ 
  if(scope  ==  GLOBALSCOPE){ 
   Vector<String>  sv = writer.getCursor(); 
   Vector<String>  init  =  writer.get("initComponents"); 
   sv.add(writer.newline()); 
 
      for(Iterator itr = statements.iterator(); itr.hasNext();){ 
    VarDefNode  currentVar = (VarDefNode) itr.next(); 
    String  name  =  currentVar.getName(); 
    init.add(writer.generateIndent() + "globalFields.put(\"" + 
name + "\" , " + currentVar.generateExpression(writer) + ");"); 
   }  
 
  }  
  else  if(scope  ==  LOCATIONSCOPE){ 
   Vector<String>  sv = writer.getCursor(); 
      Vector nonDefStatements = new Vector(); 
    
      for(Iterator itr = statements.iterator(); itr.hasNext();){ 
    StatementNode  current  = (StatementNode)itr.next(); 
    if(current  instanceof  VarDefNode){ 
     VarDefNode  currentDef  =  (VarDefNode)  current; 
     currentDef.generate(writer); 
    }  
    e l s e   {  
     nonDefStatements.add(current); 
    }  
   }  
    
   sv.add(writer.newline());   
   sv.add(writer.generateIndent() + "public void execute() {");    writer.indentIn(); 
   for(Iterator  itr  =  nonDefStatements.iterator(); itr.hasNext();){ 
    ((StatementNode)itr.next()).generate(writer); 
   }    
   writer.indentOut(); 
   sv.add(writer.generateIndent()  +  "}"); 
  }  
  else  if(scope  ==  OBJECTSCOPE){ 
   Vector<String>  sv = writer.getCursor(); 
   Vector<String>  init  =  writer.get("initComponents"); 
   String  parentName  =  writer.getExpressionBuffer().toString(); 
   //Make  sure  you  set  the constructor over in the initObjects buffer. 
    
   statements.remove(locationAssignment); 
   sv.add(writer.generateIndent() + "Location location;"); 
    
      for(Iterator itr = statements.iterator(); itr.hasNext();){ 
    VarDefNode  currentVar = (VarDefNode)itr.next(); 
    String  name  =  currentVar.getName(); 
    init.add(writer.generateIndent() + parentName + 
".fields.put(\"" + name + "\" , " + currentVar.generateExpression(writer) + ");"); 
    //currentVar.generate(writer); Fields are contained in 
Hashtable. 
   }    
    
 
   //System.out.println("Removed  a  statement."); 
  }  
  else  if(scope  ==  FUNCTIONSCOPE){ 
    
  }  
 } 
 
  public boolean validate() { 
  return  false; 
 } 
 
  public String getEverythingInObjectAttrib() { 
  return  EverythingInObjectAttrib; 
 } 
 
 
 
} 
 
package src.nodes; 
 import java.util.Vector; 
 
public abstract class StatementNode extends TALNode{ 
 
  public abstract Vector getAllIDs(); 
} 
 
package src.nodes; 
 
import generators.Generator; 
import antlr.BaseAST; 
import antlr.Token; 
import antlr.collections.AST; 
 
 
/** 
 * Base class for all heterogeneous tree nodes. Extends Antlr.BaseAST. 
 * Set any root requirements for nodes here. 
 * Do we want to require generate() at this level? 
 *  
 * @author awilson 
 */ 
public abstract class TALNode extends BaseAST{ 
  
  protected final int GLOBALSCOPE = 0; 
  protected final int LOCATIONSCOPE = 1; 
  protected final int OBJECTSCOPE = 2; 
  protected final int FUNCTIONSCOPE = 3; 
  protected final int EVERYTHINGINSCOPE = 4; 
  protected final int LOOPSCOPE = 5;  
  
 /** 
   * Need to consider using a FileWriter abstraction that allows for better control of 
individual 
   * file names, folder structures, etc. See TAL.generators package. 
   * @param writer 
   * @return 
   */ 
  public abstract boolean generate(Generator writer); 
  
 /** 
   * toString() required for all nodes for Debugging purposes. 
   */ 
 public  abstract  String toString(); 
  
 /** 
   * Not sure if I'll implement this, but might be useful for type checking. 
   * @return    */ 
  public boolean validate(){ 
  return  true; 
 } 
  
  //Satisfy here so I don't need them in every object. 
  public void initialize(AST arg0) {} 
  public void initialize(Token arg0) {} 
  public void initialize(int arg0, String arg1) {} 
} 
 
package src.nodes; 
 
import generators.Generator; 
 
/** 
 * All primitives in TAL are of TALType 
 * @author awilson 
 * 
 */ 
public class TALType extends TALNode{ 
  
  public String  stringValue; 
  public int   intValue; 
  public boolean  booleanValue; 
 
  private boolean isString = false; 
  private boolean isInt = false; 
  private boolean isBoolean = false; 
  
  /* CONSTRUCTORS */ 
  public TALType(int i){ 
  isInt = true; 
  intValue = i; 
 } 
  
  public TALType(String s){ 
  isString = true; 
  stringValue = s; 
 } 
  
  public TALType(boolean b){ 
  isBoolean = true; 
  booleanValue = b; 
 } 
  
  public TALType(){ 
   
 } 
  
  public TALType(TALType t){ 
  if(t.isBoolean()){ 
   set(t.booleanValue); 
  }    else if(t.isInt()){ 
   set(t.intValue); 
  }  
  else { 
   set(t.stringValue); 
  }  
 } 
  
  public void setBooleanValue(boolean b){ 
  isBoolean = true; 
  isInt = false; 
  isString = false; 
  booleanValue = b; 
 } 
  
  public void setIntValue(int i){ 
  isBoolean = false; 
  isInt = true; 
  isString = false; 
  intValue = i; 
 } 
  
  public void setStringValue(String s){ 
  isBoolean = false; 
  isInt = false; 
  isString = true; 
  stringValue = s; 
 } 
  
  public void set(boolean b){ 
  isBoolean = true; 
  isInt = false; 
  isString = false; 
  booleanValue = b; 
 } 
  
  public void set(int i){ 
  isBoolean = false; 
  isInt = true; 
  isString = false; 
  intValue = i; 
 } 
  
  public void set(String s){ 
  isBoolean = false; 
  isInt = false; 
  isString = true; 
  stringValue = s; 
 } 
  
  public void set(TALType t){ 
  if(t.isBoolean()){ 
   set(t.booleanValue); 
  }  
  else if(t.isInt()){ 
   set(t.intValue); 
  }    else { 
   set(t.stringValue); 
  }  
 } 
  
  public boolean isBoolean(){ 
  return isBoolean; 
 } 
  
  public boolean isString(){ 
  return isString; 
 } 
  
  public boolean isInt(){ 
  return isInt; 
 } 
  
  public boolean getBooleanValue(){ 
  return booleanValue; 
 } 
  
  public int getIntValue(){ 
  return intValue; 
 } 
  
  public String getStringValue(){ 
  return stringValue; 
 } 
 
  public boolean generate(Generator writer) { 
  return false; 
 } 
  
  public String generateExpression(Generator writer) { 
  return toString(); 
 } 
 
  public String toString() { 
  if(isInt) return (new Integer(intValue)).toString(); 
  else if(isBoolean) return (new 
Boolean(booleanValue)).toString(); 
  else return stringValue; 
 } 
  
  /*OPERATOR OVERRIDES*/ 
  
  public TALType add(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue + r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue + r.stringValue); 
  }  
 }   
  public TALType subtract(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue - r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue); 
  }  
 } 
  
  public TALType times(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue * r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue); 
  }  
 } 
  
  public TALType divide(TALType r){ 
  if(isInt && r.isInt()){ 
   return new TALType(intValue / r.intValue); 
  }  
  else if(isBoolean && r.isBoolean()){ 
   return new TALType(booleanValue); 
  }  
  else { 
   return new TALType(stringValue); 
  }  
 } 
 
  public String toType() { 
  if(isInt){ 
   return ".intValue"; 
  }  
  else if(isBoolean){ 
   return ".booleanValue"; 
  }  
  else { 
   return ".stringValue"; 
  }  
 } 
} 
 
package src.nodes; 
 
import java.util.Vector; 
 
import generators.Generator;  
/** 
 * @author awilson 
 */ 
public class VarDefLNode extends LValNode { 
 
  private String id; 
  private String value; 
  
  private boolean isString = false; 
  private boolean isInt = false; 
  private boolean isBoolean = false; 
  
  public boolean isString(){ 
  return  isString; 
 } 
  
  public boolean isInt(){ 
  return  isInt; 
 } 
  
  public boolean isBoolean(){ 
  return  isBoolean; 
 } 
  
  public void setIsString(boolean b){ 
  isString  =  b; 
 } 
  
  public void setIsInt(boolean b){ 
  isInt  =  b; 
 } 
  
  public void setIsBoolean(boolean b) { 
  isBoolean  =  b; 
 } 
  
  public VarDefLNode(String value){ 
  this.value  =  value; 
 } 
  
  public String getValue(){ 
  return  value; 
 } 
  
  public void setValue(String v){   value  =  v; 
 } 
  
  public String getID(){ 
  return  id; 
 } 
  
  public void setID(String id){ 
  this.id  =  id; 
 } 
  
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
   
  if(isString)sv.add(writer.generateIndent() + "String " + value); 
  if(isInt)sv.add(writer.generateIndent() + "int " + value); 
  if(isBoolean)sv.add(writer.generateIndent() + "boolean " + value); 
  return  false; 
 } 
 
  public String toString() { 
    return ("String " + value); 
 } 
 
  public boolean validate() { 
  return  false; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("TALType " + value); 
 } 
 
} 
 
package src.nodes; 
 
import java.util.Vector; 
 
import src.nodes.expressions.*; 
 
import generators.Generator; 
 
/** 
 * Standard Variable Def Node for Symbol Table. 
 * @author awilson  */ 
public class VarDefNode extends StatementNode { 
 
  private String name; 
  private TALType value; 
  private ExpressionFuncCallNode funcCall; 
  boolean isFuncCall = false;   
  
  public VarDefNode(TALNode v){ 
  if(v  instanceof  TALType){ 
   value  =  (TALType)v; 
  }  
  else  { 
   isFuncCall  =  true; 
   funcCall  =  (ExpressionFuncCallNode)v; 
   value  =  new  TALType(); 
  }  
 } 
  
  public TALType getValue(){ 
  return  value; 
 } 
  
  public String getName(){ 
  return  name; 
 } 
  
  public void setName(String n){ 
  name  =  n; 
 } 
 
  
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  if(!isFuncCall) 
      sv.add(writer.generateIndent() + "TALType " + name + " = new 
TALType(" + value.toString() + ");"); 
  e l s e  
      sv.add(writer.generateIndent() + "TALType " + name + " = new 
TALType(" + funcCall.generateExpression(writer) + ");"); 
  return  false; 
 } 
 
  public String toString() { 
  return  null; 
 }  
  public boolean validate() { 
  return  false; 
 } 
 
  
  public String generateExpression(Generator writer) { 
    return ("new TALType(" + value.toString() + ")"); 
 } 
 
 @Override 
  public int getType() { 
    // TODO Auto-generated method stub 
  return  0; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes; 
 
import java.util.Vector; 
 
import src.nodes.TALType; 
 
import src.nodes.expressions.*; 
import src.nodes.statements.*; 
import generators.Generator; 
 
/** 
 * Standard Variable Reference, Points to a Variable Def Node. 
 * @author awilson 
 */ 
public class VarRefNode extends StatementNode { 
 
 VarDefNode  def; 
  boolean isGlobal = false; 
  boolean isObjectAttribRef = false; 
 TALType  value; 
  String attributeName, objectName; 
  private boolean isLocationSetter;   private boolean isAnonRef; 
  
  public VarRefNode(VarDefNode d){ 
  def  =  d; 
 } 
  
  public void setValue(TALType v){ 
  value  =  v; 
 } 
  
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  if(isGlobal) 
   sv.add(writer.generateIndent()  + "((TALType)globalFields.get(\"" 
+ def.getName() + 
   "\")).set("  +  value.toString()  +");"); 
  else  if(isObjectAttribRef  &&  !isLocationSetter) 
   sv.add(writer.generateIndent()  + 
"((TALType)((Object)objects.get(\"" + 
     objectName  +  "\")).fields.get(\""  +  attributeName  + 
"\")).set(" + 
     value.toString()  +  ");"); 
  else  if(isObjectAttribRef  &&  isLocationSetter){ 
   sv.add(writer.generateIndent() + "((Object)objects.get(\"" + 
     o b j e c t N a m e   +   " \ " ) ) . s e t L o c a t i o n ( "   +  
     "(Location)locations.get(\""  +  value.toString()  + 
"\")"  
     +   " ) ; " ) ;  
  }  
  else  { 
   sv.add(writer.generateIndent() + def.getName() + ".set(" + 
value.toString() + ");");       
  }  
  return  false; 
 } 
 
  public String toString() { 
  return  value.toString(); 
 } 
 
 
  public boolean validate() { 
  return  false; 
 } 
 
  public String getID() {   return  null; 
 } 
  
  public String generateExpression(Generator writer) { 
        TALType val = def.getValue(); 
        if(isObjectAttribRef){ 
                return (def.getName() + val.toType());         
        } 
        else if(isGlobal){ 
   return  (  "(TALType)globalFields.get(\"" + def.getName() + "\")" ); 
        } 
        else if(isAnonRef){ 
          return ("currentObject.fields.get(\"" + def.getValue().toString() + "\")"); 
        } 
        else if(def.getName() != null){ 
                return (def.getName());                         
        } 
        return (def.getValue().toString()); 
 } 
 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
  public void isGlobal(boolean b) { 
  isGlobal  =  b; 
 } 
 
  public void isObjectAttribRef(boolean b) { 
  isObjectAttribRef  =  b; 
 } 
 
  public void setObjectName(String objectName) { 
  this.objectName  =  objectName; 
   
 } 
 
 public  void  setAttributeName(String attributeName) { 
  this.attributeName  = attributeName;  
   
 } 
 
  public void isLocationSetter(boolean b) { 
  isLocationSetter  =  b; 
 }  
  public void isAnonRef(boolean b) { 
  isAnonRef  =  b; 
 } 
 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Tree Hierarchy. 
 * Represents Logical And: && 
 * @author awilson 
 */ 
public class AndExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
  public AndExpressionNode(TALNode l, TALNode r){ 
  lVal  =  (ExpressionNode)l; 
  rVal  =  (ExpressionNode)r; 
 } 
 
  
  public String toString() { 
  return  lVal.toString()  +  " and " + rVal.toString(); 
 } 
 
  
  public boolean generate(Generator writer) { 
  return  false; 
 }  
 
  public boolean validate() { 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") && (" + 
rVal.generateExpression(writer)+")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.LValNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * This node should only be found inside EverythingIn blocks. 
 * @author awilson 
 */ 
public class AnonymousObjectRefNode extends LValNode{ 
 
 IDNode  objectAttribRef;   
  public AnonymousObjectRefNode(ExpressionNode n) { 
  objectAttribRef  =  (IDNode)n; 
 } 
 
  public String toString() { 
  return  "object."  +  objectAttribRef.toString(); 
 } 
 
 
  public boolean generate(Generator writer) { 
  return  false; 
 } 
 
 
  public boolean validate() { 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  true; 
 } 
 
 @Override 
  public Vector getIDs() { 
  Vector  id  =  new  Vector(); 
  id.add(objectAttribRef); 
  return  id; 
 } 
 
  public String getID() { 
  return  objectAttribRef.getID(); 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Represents a boolean value: true or false. 
 * @author awilson 
 * 
 */ 
public class BooleanExpressionNode extends ExpressionNode { 
 
 boolean  value; 
  
  public BooleanExpressionNode(boolean v) { 
  value  =  v; 
 } 
 
  public boolean isString(){ 
  return  false; 
 } 
  
  public boolean isInt(){ 
  return  false; 
 } 
  
  public boolean isBoolean(){ 
  return  true; 
 } 
  
 @Override 
  public String toString() { 
  if(value)  return  ("true"); 
  else  return  ("false"); 
 
 } 
 
  public boolean generate(Generator writer) { 
   
  if(value)  writer.print("true"); 
  else  writer.print("false"); 
  return  false; 
 }  
  
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  
  public boolean containsID() { 
  return  false; 
 } 
 
 @Override 
  public Vector getIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("new TALType(" + (new Boolean(value)).toString() + ")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy 
 * Represents Arithmetic Division, "/" 
 * @author awilson 
 *  */ 
public class DIVExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
 public  DIVExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
  
  public String toString() { 
    return lVal.toString() + " / " + rVal.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) {     return ("(" + lVal.generateExpression(writer) + ") / (" + 
rVal.generateExpression(writer)+")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy. 
 * Represents the equality operation "==" 
 * @author awilson 
 * 
 */ 
public class EQExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
  public EQExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
  
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
  
 @Override 
  public String toString() { 
    // TODO Auto-generated method stub 
    return lVal.toString() + " == " + rVal.toString();  } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 /** 
   * Need to do something special for string Equality. 
   */ 
  public String generateExpression(Generator writer) { 
  if(lVal.isString()  &&  rVal.isString()){ 
   return  ((lVal.generateExpression(writer))+ ".equals((" + 
rVal.generateExpression(writer)+ "))" ); 
  }  
  else  { 
      return ("(" + lVal.generateExpression(writer) + ") == (" + 
rVal.generateExpression(writer)+")"); 
     
  }  
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.Vector; 
 
import output.TALType; 
 
import src.nodes.ArgListNode; 
import src.nodes.ExpressionNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Parent node to a function call. 
 * Function name is funcID. 
 * The arguments are contained in the argList node. 
 * @author awilson 
 * 
 */ 
public class ExpressionFuncCallNode extends ExpressionNode { 
 
 TALNode  funcID,  argList; 
 
  public ExpressionFuncCallNode(TALNode id){ 
  funcID  =  id; 
 } 
  
  public void addArguments(TALNode args){ 
  argList  =  args; 
 } 
  
  public int getNumArguments() { 
  return  ((ArgListNode)argList).getNumberOfArguments(); 
 } 
  public Vector getArguments(){ 
  return  ((ArgListNode)argList).getArguments(); 
 } 
 @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append(funcID.toString()  +  "("); 
    if(argList != null) sb.append(argList.toString()); 
  sb.append(")");    
  return  sb.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  false; 
 } 
 
  public Vector getIDs() { 
  return  new  Vector(); 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    StringBuffer sb = new StringBuffer(); 
  sb.append(((IDNode)funcID).getID()  +  "("); 
  Vector  args  =  getArguments(); 
   
    for(Iterator itr = args.iterator(); itr.hasNext();){ 
   ExpressionNode  currentArg = (ExpressionNode) itr.next(); 
   sb.append(currentArg.generateExpression(writer)); 
   if(itr.hasNext())  sb.append("  ,  "); 
  }  
   
  sb.append(")"); 
   
  return  sb.toString(); 
 } 
 
  public String toReference() { 
    StringBuffer sb = new StringBuffer(); 
  sb.append("((TALType)functions.get(\""); 
  sb.append(toReferenceID());   sb.append("\"))"); 
   
  return  sb.toString(); 
 } 
  
  public String toReferenceID(){ 
    Integer numArgs = new 
Integer(((ArgListNode)argList).getNumberOfArguments()); 
    String id = new String(((IDNode)funcID).getID() + "(" + 
numArgs.toString() + ")"); 
  return  id; 
 } 
 
  public int call() { 
    // TODO Auto-generated method stub 
  return  0; 
 } 
  
  public String getID(){ 
  return  ((IDNode)funcID).getID(); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy. 
 * Represents ">=" 
 * @author awilson 
 * 
 */ 
public class GEExpressionNode extends ExpressionNode{ 
   ExpressionNode lVal, rVal; 
  
  public GEExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
 
  public String toString() { 
    return lVal.toString() + " >= " + rVal.toString(); 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") >= (" + 
rVal.generateExpression(writer)+")");  } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.LValNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Means of access to global scope variables from within loc, obj, and func blocks. 
 * @author awilson 
 * 
 */ 
public class GlobalVarRefNode extends LValNode{ 
 
 TALNode  globalVarRef; 
  
  public GlobalVarRefNode(TALNode var) { 
  globalVarRef  =  var; 
 } 
 
 
 @Override 
  public String toString() { 
    // TODO Auto-generated method stub 
  return  "global."  +  globalVarRef.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override   public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public boolean containsID() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public Vector getIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
  public String getID() { 
  return  globalVarRef.toString(); 
 } 
 
 
 @Override 
  public String generateExpression(Generator writer) { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 /** 
 * Part of the Expression Hierarchy 
 * Represents ">". 
 * @author awilson 
 * 
 */ 
public class GTExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
  public GTExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
  public String toString() { 
  return  lVal.toString()  + " > " + rVal.toString(); 
 } 
  
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs;  } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") > (" + 
rVal.generateExpression(writer)+")"); 
 } 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.LValNode; 
import src.nodes.LocationDefNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Currently the container Node for all Strings in TAL. 
 * Supposed to only contain IDs. 
 * Will probably get reworked once Symbol Table is Complete. 
 * @author awilson 
 */ 
public class IDNode extends LValNode{ 
 
  public String value; 
  boolean locDef = false; 
  
 public  IDNode(String  v){ 
  value  =  v; 
 } 
  
  public String toString(){ 
  return  value; 
 } 
  
  public String getID(){ 
  return  value;  } 
  
  public void setID(String i){ 
  value  =  i; 
 } 
  
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public void resolveIDs(Hashtable localSymbols) { 
  if(localSymbols.containsKey(value)){ 
   Object  temp  =  localSymbols.get(value); 
      if(temp instanceof LocationDefNode || temp instanceof 
Hashtable){ 
    locDef  =  true; 
   }  
  }  
 } 
  
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean containsID() { 
  return  true; 
 } 
 
 @Override 
  public Vector getIDs() { 
    Vector ids = new Vector(); 
  ids.add(this); 
  return  ids; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
  if(locDef){ 
   return  ("(Location)locations.get(\""  +  value  +  "\")"); 
  }  
  return  value;  } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy. 
 * Represents "<=". 
 * @author awilson 
 * 
 */ 
public class LEExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
 public  LEExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
  public String toString() { 
    return lVal.toString() + " <= " + rVal.toString(); 
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false;  } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") <= (" + 
rVal.generateExpression(writer)+")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy 
 * Represents "<". 
 * @author awilson 
 *  */ 
public class LTExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
 public  LTExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
 
  public String toString() { 
  return  lVal.toString()  + " < " + rVal.toString(); 
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
  
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 
 @Override   public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") < (" + 
rVal.generateExpression(writer)+")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy 
 * Represents Arithmetic subtraction: "-" 
 * @author awilson 
 * 
 */ 
public class MINUSExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
  public MINUSExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
  public String toString() { 
  return  lVal.toString()  + " - " + rVal.toString(); 
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
  @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
  return  ("("  +  lVal.generateExpression(writer) + ").subtract((" + 
rVal.generateExpression(writer)+"))"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/**  * Part of the Expression Hierarchy. 
 * Represents Logical Inequality. "!=" 
 * @author awilson 
 * 
 */ 
public class NEQExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal; 
  
 public  NEQExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
 
  public String toString() { 
  return  lVal.toString()  +  " != " + rVal.toString(); 
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs());   return  IDs; 
 } 
 
 
 @Override 
  public String generateExpression(Generator writer) { 
  if(lVal.isString()  &&  rVal.isString()){ 
   return  ("!("  +(lVal.generateExpression(writer))+  ".equals(("  + 
rVal.generateExpression(writer)+ ")))" ); 
  }  
  else  { 
      return ("(" + lVal.generateExpression(writer) + ") != (" + 
rVal.generateExpression(writer)+")"); 
     
  }  
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy 
 * Represents Logical Negation. 
 * @author awilson 
 * 
 */ 
public class NotExpressionNode extends ExpressionNode { 
 
 ExpressionNode  rVal; 
  
  public NotExpressionNode(ExpressionNode node){ 
  rVal  =  node; 
 } 
   
 @Override 
  public String toString() { 
    // TODO Auto-generated method stub 
  return  "not  "  +  rVal.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public boolean containsID() { 
  return  rVal.containsID(); 
 } 
 
 
 @Override 
  public Vector getIDs() { 
  return  rVal.getIDs(); 
 } 
 
  public String generateExpression(Generator writer) { 
  return  ("!"  +  rVal.generateExpression(writer)); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode;  
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Stores all numbers currently. 
 * Keeps them as strings, until we figure out how to do type conversion. 
 * @author awilson 
 * 
 */ 
public class NumberNode extends ExpressionNode{ 
 
 String  value; 
  
  public NumberNode(String v){ 
  value  =  v; 
 } 
  
  public String toString(){ 
  return  value; 
 } 
  
  public boolean isString(){ 
  return  false; 
 } 
  
  public boolean isInt(){ 
  return  true; 
 } 
  
  public boolean isBoolean(){ 
  return  false; 
 } 
  
 @Override 
  public boolean generate(Generator writer) { 
  writer.print("\""+  value  +  "\""); 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
   public boolean containsID() { 
  return  false; 
 } 
 
  public Vector getIDs(){ 
  return  new  Vector(); 
 } 
 
  public String generateExpression(Generator writer) { 
    return ("new TALType(" + value + ")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
import src.nodes.ExpressionNode; 
import src.nodes.LValNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Used for access to fields of objects. 
 * primarily for changing the location value. 
 * @author awilson 
 * 
 */ 
public class ObjectAttributeRefNode extends LValNode { 
 
  IDNode objectID, attribute; 
  
 public  ObjectAttributeRefNode(ExpressionNode o, ExpressionNode a) { 
  objectID  =  (IDNode)o; 
  attribute  =  (IDNode)a; 
 } 
 
  public String toString() { 
  return  objectID.toString()+ "." + attribute.toString(); 
 } 
   
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  true; 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.add(objectID); 
  IDs.add(attribute); 
  return  IDs; 
 } 
 
  public String getID() { 
  return  null; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
  if(attribute.getID().equals("location")){ 
   return  (  "((Object)objects.get(\"" + objectID.getID() + 
"\")).getLocation()" );  
  }  
  e l s e {  
    
  }  
  return  null; 
 } 
 
  public String getObjectName() { 
  return  objectID.getID(); 
 } 
 
  public String getAttributeName() { 
  return  attribute.getID();  } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy. 
 * Represents logical Or: "||" 
 * @author awilson 
 * 
 */ 
public class OrExpressionNode extends ExpressionNode { 
 
  ExpressionNode lVal, rVal; 
  
 public  OrExpressionNode(ExpressionNode l, ExpressionNode r){ 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
  
  public String toString() { 
  return  lVal.toString()  +  " or " + rVal.toString(); 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false;  } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") || (" + 
rVal.generateExpression(writer)+")"); 
 } 
 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
import src.nodes.VarDefNode; 
import src.nodes.statements.AssignmentNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy 
 * Represents Arithmetic Addition: "+" 
 * @author awilson 
 * 
 */ 
public class PLUSExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal;   
 public  PLUSExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
  public String toString() { 
  return  lVal.toString()  + " + " + rVal.toString(); 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
  
  public void resolveIDs(Hashtable localSymbols){ 
 
 } 
  
  public boolean isString(){ 
  return  (lVal.isString()  &&  rVal.isString()); 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ").add((" + 
rVal.generateExpression(writer)+"))"); 
 } 
 
  public int getType() { 
    // TODO Auto-generated method stub 
  return  0; 
 }  
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Very Similar to IDNode, these two nodes need to be verified. 
 * Container for a String. 
 * @author awilson 
 * 
 */ 
public class StringNode extends ExpressionNode { 
 
 String  value; 
  
  public StringNode(String v){ 
  value  =  v; 
 } 
  
  public String toString(){ 
    return ('"' + value + '"'); 
 } 
  
  public boolean isString(){ 
  return  true; 
 } 
  
  public boolean isInt(){ 
  return  false; 
 } 
  
  public boolean isBoolean(){ 
  return  false; 
 } 
  
  public boolean generate(Generator writer) {   writer.print("\""+  value  +  "\""); 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  false; 
 } 
 
  public Vector getIDs() { 
  return  new  Vector(); 
 } 
 
  public String generateExpression(Generator writer) { 
    return ("new TALType(\"" + value + "\")"); 
 } 
} 
 
package src.nodes.expressions; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Hashtable; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Part of the Expression Hierarchy. 
 * Represents Arithmetic multiplication: "*" 
 * @author awilson 
 * 
 */ 
public class TIMESExpressionNode extends ExpressionNode{ 
 
  ExpressionNode lVal, rVal;   
 public  TIMESExpressionNode(ExpressionNode l, ExpressionNode r) { 
  l V a l   =   l ;  
  r V a l   =   r ;  
 } 
 
  public String toString() { 
  return  lVal.toString()  + " * " + rVal.toString(); 
 } 
 
 @Override 
  public void resolveIDs(Hashtable localSymbols) { 
  lVal.resolveIDs(localSymbols); 
  rVal.resolveIDs(localSymbols); 
 } 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
  public boolean containsID() { 
  return  (  lVal.containsID()  ||  rVal.containsID()); 
 } 
 
  public Vector getIDs() { 
    Vector IDs = new Vector(); 
  IDs.addAll(lVal.getIDs()); 
  IDs.addAll(rVal.getIDs()); 
  return  IDs; 
 } 
 
 @Override 
  public String generateExpression(Generator writer) { 
    return ("(" + lVal.generateExpression(writer) + ") * (" + 
rVal.generateExpression(writer)+")"); 
 } 
 
} 
 package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.*; 
 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * All purpose Assignment Node. 
 * Represents "=" 
 * Can be found globally or as a statement. 
 * @author awilson 
 * 
 */ 
public class AssignmentNode extends StatementNode{ 
 
  LValNode lValue;  
 ExpressionNode  rValue; 
  
  public AssignmentNode(TALNode lv, TALNode rv){ 
  lValue  =  (LValNode)lv; 
  rValue  =  (ExpressionNode)rv; 
 } 
  
  public LValNode getLValue(){ 
  return  lValue; 
 } 
  
 public  ExpressionNode  getRValue(){ 
  return  rValue; 
 } 
  
  public void setLValue(TALNode lv){ 
  lValue  =  (LValNode)lv; 
 } 
  
  public void setRValue(TALNode rv){ 
  rValue  =  (ExpressionNode)rv; 
 } 
    public String toString(){ 
  return  lValue.toString()  +  "  = " + rValue.toString() + ";"; 
 } 
  
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  sv.add(writer.generateIndent()  +   
    lValue.generateExpression(writer)  +  "  =  "  + 
rValue.generateExpression(writer) + ";"); 
  return  true; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.StatementNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Placeholder node for break statements. 
 * @author awilson 
 * 
 */ 
public class BreakNode extends StatementNode{ 
 
    public BreakNode() { 
    // TODO Auto-generated constructor stub 
 } 
 
 
 @Override 
  public String toString() { 
    // TODO Auto-generated method stub 
  return  "break"; 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  sv.add(writer.generateIndent()  +  "break;"); 
  return  false; 
 } 
 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.StatementNode; 
 
import antlr.Token; 
import antlr.collections.AST;  
/** 
 * Placeholder node for continue statements. 
 * @author awilson 
 * 
 */ 
public class ContinueNode extends StatementNode{ 
 
  public ContinueNode() { 
    // TODO Auto-generated constructor stub 
 } 
 
 @Override 
  public String toString() { 
    // TODO Auto-generated method stub 
  return  "continue"; 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  sv.add(writer.generateIndent() + "continue;"); 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector;  
import src.nodes.StatementBlockNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Optional final case for Query Blocks, always executes as last case if defined. 
 * @author awilson 
 * 
 */ 
public class DefaultCaseNode extends StatementNode { 
 
 StatementBlockNode  statementBlock; 
  
  public DefaultCaseNode(StatementBlockNode n){ 
  statementBlock  =  n; 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
 
 @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
    sb.append("case " + '"' + "default" + '"' + " :\n"); 
  sb.append(""  +  statementBlock.toString()); 
   
  return  sb.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub   return  false; 
 } 
 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.Set; 
import java.util.Vector; 
 
import output.TALType; 
 
import src.nodes.StatementBlockNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
import src.nodes.expressions.IDNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Unique Code Block to the TAL Language. 
 * Allows programmer to execute a statement block of code over all 
 * objects at the location of the locationID node. 
 *  
 * NOTE: Only supports a single object.[field] reference. 
 *  
 * Only runs the code over objects that are both in the location and contain the desired 
field. 
 * @author awilson 
 * 
 */ 
public class EverythingInNode extends StatementNode { 
 
  IDNode locationID;   StatementBlockNode  statementBlock; 
 String  objectAttrib; 
 String  locationName; 
  
 public  EverythingInNode(TALNode loc, TALNode block){ 
  locationID  =  (IDNode)loc; 
    statementBlock = (StatementBlockNode) block; 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
  
 public  IDNode  getLocationParameter(){ 
  return  locationID; 
 } 
  
  public String getID(){ 
  return  locationID.getID(); 
 } 
 @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append("EverythingIn  "  +  locationID.toString() + ":\n"); 
  sb.append(statementBlock.toString()); 
  return  sb.toString(); 
 } 
 
  public boolean generate(Generator writer) { 
  objectAttrib  =  statementBlock.getEverythingInObjectAttrib(); 
  locationName  =  locationID.getID(); 
   
  Vector<String>  sv = writer.getCursor(); 
  sv.add(writer.newline()); 
  sv.add(writer.generateIndent()  + "/*EVERYTHING IN CODE*/"); 
  sv.add(writer.generateIndent()  +  "Set  objectSet = (Set)objects.keySet();"); 
  sv.add(writer.generateIndent()  +  "Location  loc  = 
(Location)locations.get(\"" + locationName + "\");"); 
 
  sv.add(writer.generateIndent()  +  "for(Iterator itr = objectSet.iterator(); 
itr.hasNext();){"); 
  writer.indentIn(); 
   sv.add(writer.generateIndent()  + "Object currentObject = (Object) 
objects.get((String)itr.next());");    sv.add(writer.generateIndent()  + "if(currentObject.getLocation() 
== loc){"); 
   writer.indentIn(); 
    sv.add(writer.generateIndent()  +  "//All  Statement  Code 
must be generated here:"); 
     
    //NEED  TO  ITERATE  THROUGH  STATEMENT 
BLOCK HERE. 
    Vector  statements  =  statementBlock.getStatements(); 
    for(Iterator  itr  =  statements.iterator();  itr.hasNext();){ 
     StatementNode  currentStatement  = 
(StatementNode) itr.next(); 
     currentStatement.generate(writer); 
    }  
 
   writer.indentOut(); 
   sv.add(writer.generateIndent()  +  "}"); 
  writer.indentOut(); 
  sv.add(writer.generateIndent()  +  "}\n"); 
   
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.Vector; 
 import src.nodes.ArgListNode; 
import src.nodes.ExpressionNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
import src.nodes.VarRefNode; 
import src.nodes.expressions.IDNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Parent node to a function call. 
 * Function name is funcID. 
 * The arguments are contained in the argList node. 
 * @author awilson 
 * 
 */ 
public class FuncCallNode extends StatementNode { 
 
  IDNode funcID;  
 ArgListNode  argList; 
 boolean  isPrintFunction; 
 
  public FuncCallNode(TALNode id){ 
  funcID  =  (IDNode)id; 
 } 
  
  public void addArguments(TALNode args){ 
  argList  =  (ArgListNode)args; 
 } 
  
  public String getID(){ 
  return  funcID.getID(); 
 } 
  
  //Returns a vector of expression Nodes. 
  public Vector getArguments(){ 
  if(argList  !=  null)  return  argList.getArguments(); 
  return  new  Vector(); 
 } 
  
 public  int  getNumArguments(){ 
  if(argList  !=  null)  return  argList.getNumberOfArguments(); 
  return  0; 
 } 
  @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append(funcID.toString()  +  "("); 
    if(argList != null) sb.append(argList.toString()); 
  sb.append(")"); 
   
  return  sb.toString(); 
 } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  if(isPrintFunction){ 
 
   Vector  arguments  =  getArguments(); 
   VarRefNode  input  =  (VarRefNode)arguments.get(0);   
   String  text  =  input.generateExpression(writer); 
    
   if(funcID.getID().equals("print")){ 
    sv.add(writer.generateIndent() + "System.out.print("+ text 
+");"); 
   }  
   e l s e {  
    sv.add(writer.generateIndent() + "System.out.println("+ 
text +");");   
   }  
  }  
  e l s e {  
      StringBuffer sb = new StringBuffer(); 
   sb.append(getID()  +  "("); 
   if(getNumArguments()  >  0){ 
    Vector  args  =  getArguments(); 
    for(Iterator  itr  =  args.iterator();  itr.hasNext();){ 
     ExpressionNode  currentArg = (ExpressionNode) 
itr.next(); 
     sb.append(currentArg.generateExpression(writer)); 
     if(itr.hasNext())  sb.append("  ,  "); 
    }  
   }  
   sb.append(");"); 
   sv.add(writer.generateIndent() + sb.toString()); 
  }  
  return  false;  } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
 public  void  setPrintFlag(boolean b) { 
  isPrintFunction  =  b; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.*; 
import src.nodes.expressions.*; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Represents "goto" keyword for moving between locations. 
 * destination is next location block to be executed. 
 * @author awilson 
 * 
 */ 
public class GotoNode extends StatementNode{ 
 
 IDNode  destination; 
  
  public GotoNode(TALNode loc) { 
  destination  =  (IDNode)loc;  } 
 
 
  public String toString() { 
  return  "goto  "  +  destination.toString() + ";"; 
 } 
 
  public TALNode getDestination(){ 
  return  destination; 
 } 
 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  sv.add(writer.generateIndent()  +  "next = (Location)locations.get(\""+ 
destination.getID() +"\");"); 
  //sv.add(writer.generateIndent() + "break;"); 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.StatementBlockNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode;  
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Parent Node for All If statements: 
 * Has an expression node, and up to two statementblocks. 
 * @author awilson 
 * 
 */ 
public class IfNode extends StatementNode { 
 
  ExpressionNode expression;  
  StatementBlockNode thenBlock, elseBlock; 
  
  public IfNode(TALNode expr, TALNode then){ 
  expression  =  (ExpressionNode)expr; 
  thenBlock  =  (StatementBlockNode)then; 
 } 
  
  public void addElseBlock(TALNode eb){ 
  elseBlock  =  (StatementBlockNode)eb; 
 } 
  
 public  ExpressionNode  getExpression(){ 
  return  expression; 
 } 
  
  public StatementBlockNode getThenBlock(){ 
  return  thenBlock; 
 } 
  
  public StatementBlockNode getElseBlock(){ 
  return  elseBlock; 
 } 
  
 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append("if("  +  expression.toString() + ") { ... }"); 
    //if(thenBlock != null ) sb.append(thenBlock.toString()); 
  if(elseBlock  !=  null  )  sb.append(" else { ... } "); 
   
  return  sb.toString(); 
 }  
  
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
   
  String  expr  =  expression.generateExpression(writer); 
   
   
  sv.add(writer.generateIndent()+ "if(" + expr + "){"); 
  writer.indentIn(); 
   Vector  thenStatements  =  thenBlock.getStatements(); 
      for(Iterator itr = thenStatements.iterator(); itr.hasNext();){ //print 
then block 
    ((StatementNode)itr.next()).generate(writer); 
   }  
  writer.indentOut(); 
  sv.add(writer.generateIndent()  +  "}"); 
  if(elseBlock  !=  null){ 
   sv.add(writer.generateIndent()  +  "else  {"); 
   Vector  elseStatements  =  elseBlock.getStatements(); 
   writer.indentIn(); 
    for(Iterator  itr  =  elseStatements.iterator();  itr.hasNext();){  // 
print else block 
     ((StatementNode)itr.next()).generate(writer); 
    }  
   writer.indentOut(); 
   sv.add(writer.generateIndent()  +  "}"); 
  }  
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements;  
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.StatementBlockNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
import src.nodes.expressions.IDNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Represents a single Case within a Query Block. 
 * ID is used to match against input string. 
 * If it matches the statements should be executed. 
 * @author awilson 
 * 
 */ 
public class QueryCaseNode extends StatementNode { 
 
 IDNode  caseID; 
 StatementBlockNode  statementBlock; 
  
  public QueryCaseNode(TALNode id, TALNode block){ 
  caseID  =  (IDNode)id; 
  statementBlock  =  (StatementBlockNode)block; 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
  
  public String getID(){ 
  return  caseID.getID(); 
 } 
  
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
    sb.append("case " + '"' + caseID.toString() + '"' + " :\n"); 
  sb.append(""  +  statementBlock.toString()); 
   
  return  sb.toString();  } 
 
 
 @Override 
  public boolean generate(Generator writer) { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.List; 
import java.util.Vector; 
 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Parent Node to the query Block. 
 * This block tries to match user input against the  
 * list of its casees. Finally it executes the default block 
 * if it is defined. 
 * @author awilson 
 *  */ 
public class QueryNode extends StatementNode { 
 
  Vector cases = new Vector(); 
  DefaultCaseNode defaultCase = null; 
  
 public  QueryNode(){ 
   
 } 
  
  public Vector getCases(){ 
  return  cases; 
 } 
  
  public DefaultCaseNode getDefaultCase(){ 
  return  defaultCase; 
 } 
  
  public boolean hasDefaulCase(){ 
  return  (defaultCase  !=  null); 
 } 
  
  public void addCase(TALNode c){ 
  cases.add((QueryCaseNode)c); 
 } 
  
 public  void  addDefault(TALNode d){ 
  defaultCase  =  (DefaultCaseNode)d; 
 } 
 
 @Override 
  public String toString() { 
    StringBuffer sb = new StringBuffer(); 
   
  sb.append("\n\tquery:  \n"); 
    for(Iterator itr = cases.iterator(); itr.hasNext(); ){ 
   sb.append("\t"  +  itr.next().toString()+ "\n"); 
  }  
   
    if(defaultCase != null) sb.append("\t" + defaultCase.toString()+ "\n"); 
   
  return  sb.toString(); 
 } 
 
 @Override 
  public boolean generate(Generator writer) {  
  try  { 
  Vector<String>  sv = writer.getCursor(); 
   
  sv.add(writer.generateIndent() + "//QUERY BLOCK:"); 
  sv.add(writer.generateIndent()  +  "do{"); 
  writer.indentIn(); 
   sv.add(writer.generateIndent() + "String userInput = 
input.nextLine();"); 
   sv.add(writer.generateIndent() + "userInput.toLowerCase();"); 
   sv.add(writer.generateIndent()  +  "if(false){}"); 
      for(Iterator itr = cases.iterator(); itr.hasNext();){ 
    QueryCaseNode  currentCase  =  (QueryCaseNode) 
itr.next(); 
    String  caseName  =  currentCase.getID().toLowerCase(); 
    sv.add(writer.generateIndent()  +  "else 
if(userInput.equals(\"" + caseName + "\")){"); 
    writer.indentIn(); 
     Vector  caseStatements  = 
currentCase.getStatementBlock().getStatements(); 
     if(caseStatements  !=  null){ 
      for(Iterator  iter  =  caseStatements.iterator(); 
iter.hasNext();){ 
      
 ((StatementNode)iter.next()).generate(writer); 
      }  
     }  
    writer.indentOut(); 
    sv.add(writer.generateIndent()  +  "}"); 
   }  
   if(defaultCase  !=  null){ 
    sv.add(writer.generateIndent()  +  "else  {"); 
    writer.indentIn(); 
     Vector  defaultStatements  = 
defaultCase.getStatementBlock().getStatements(); 
     if(defaultStatements  !=  null){ 
      for(Iterator  iter  = 
defaultStatements.iterator(); iter.hasNext();){ 
      
 ((StatementNode)iter.next()).generate(writer); 
      }  
     }  
    writer.indentOut(); 
    sv.add(writer.generateIndent()  +  "}"); 
   }  
  writer.indentOut();   sv.add(writer.generateIndent() + "} while(true);\n"); 
   
  }  
  catch(Exception  e){ 
   System.err.println("Exception  in Query Generate Block: " + 
e.toString()); 
  }  
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * Placeholder node for Return Statements. 
 * Optionally has an expression it can return.  
 * @author awilson 
 */ 
public class ReturnNode extends StatementNode{ 
 
  ExpressionNode expression = null;   
  public ReturnNode() { 
 } 
  
  public void addExpression(TALNode e){ 
  expression  =  (ExpressionNode)e; 
 } 
 
  public boolean hasExpression(){ 
  return  (expression  !=  null); 
 } 
  
 public  ExpressionNode  getExpression(){ 
  return  expression; 
 } 
  
 @Override 
  public String toString() { 
    if(expression != null) return "return " + expression.toString() + ";"; 
  return  "return;"; 
 } 
 
 @Override 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  if(hasExpression()){   
   sv.add(writer.generateIndent() + "returnValue.set(" + 
expression.generateExpression(writer) + ");"); 
  }  
  else  { 
   sv.add(writer.generateIndent() + "returnValue = new 
TALType()"); 
  }  
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null;  } 
 
} 
 
package src.nodes.statements; 
 
import generators.Generator; 
 
import java.io.FileWriter; 
import java.util.Iterator; 
import java.util.Vector; 
 
import src.nodes.ExpressionNode; 
import src.nodes.StatementBlockNode; 
import src.nodes.StatementNode; 
import src.nodes.TALNode; 
 
import antlr.Token; 
import antlr.collections.AST; 
 
/** 
 * The parent node for while blocks. Currently the only looping in TAL. 
 * We should consider also implementing for loops. 
 * Contains an expression and a statementblock. 
 * @author awilson 
 */ 
public class WhileNode extends StatementNode{ 
 
  ExpressionNode expression;  
 StatementBlockNode  statementBlock; 
  
  public WhileNode(TALNode exp, TALNode block){ 
  expression  =  (ExpressionNode)exp; 
  statementBlock  =  (StatementBlockNode)block; 
 } 
  
 public  ExpressionNode  getExpression(){ 
  return  expression; 
 } 
  
  public StatementBlockNode getStatementBlock(){ 
  return  statementBlock; 
 } 
  
 @Override 
  public String toString() {     StringBuffer sb = new StringBuffer(); 
   
  sb.append("while("  +  expression.toString() + ")\n"); 
  sb.append(""  +  statementBlock.toString()); 
   
  return  sb.toString(); 
 } 
 
  public boolean generate(Generator writer) { 
  Vector<String>  sv = writer.getCursor(); 
  sv.add(writer.newline()); 
   
  String  expr  =  expression.generateExpression(writer); 
   
  sv.add(writer.generateIndent()  + "while(" + expr + "){"); 
  writer.indentIn(); 
   Vector  whileStatements  =  statementBlock.getStatements(); 
      for(Iterator itr = whileStatements.iterator(); itr.hasNext();){ 
    ((StatementNode)itr.next()).generate(writer); 
   }  
  writer.indentOut(); 
  sv.add(writer.generateIndent()  +  "}"); 
  sv.add(writer.newline()); 
   
  return  false; 
 } 
 
 @Override 
  public boolean validate() { 
    // TODO Auto-generated method stub 
  return  false; 
 } 
 
 @Override 
  public Vector getAllIDs() { 
    // TODO Auto-generated method stub 
  return  null; 
 } 
 
} 
 // Created By Andrew Wilson 
// Created: 3/26/07 
 
header{package src;} 
//**************** LEXER BEGINS HERE ********************** // 
class TALLexer extends Lexer; 
options { 
 testLiterals  =  false;  
  k = 2;  
} 
 
//Basic Tokens: 
PLUS        :  '+'  ; 
MINUS        :  '-'  ; 
TIMES        :  '*'  ; 
DIV         :  '/'  ; 
ASSIGN       :  '='  ; 
LBRACE           :  '{'  ; 
RBRACE           :  '}'  ; 
LPAREN       :  '('  ; 
RPAREN       :  ')'  ; 
SEMI        :  ';'  ; 
COMMA             :  ','  ; 
GE                  : ">=" ; 
LE                  : "<=" ; 
GT                  : '>'  ; 
LT                  : '<'  ; 
EQ                  : "==" ; 
NEQ                 : "!=" ; 
DOT         :  '.'  ; 
 
//Complex Tokens: 
protected  LETTER     :  ('a'..'z' | 'A'..'Z') ; 
protected  DIGIT      :  '0'..'9' ; 
NUMBER       :  (DIGIT)+  ; 
STRING       :  '"'! ('"' '"'! | 
~('"'))* '"'! ; 
WS                  : (' ' | '\t')+ { 
$setType(Token.SKIP); } ; 
NL                  : ('\n' | ('\r' '\n') => '\r' 
'\n' | '\r')  
                        {$setType(Token.SKIP); 
newline(); }; 
COMMENT        :  "#" ( ~( '\n' | '\r' 
) )* 
                      { $setType(Token.SKIP); 
} ; 
ID options{testLiterals=true;}  : LETTER (LETTER | DIGIT | '_')* ; 
 
 
 
//*************** PARSER BEGINS HERE ************************* // 
  
class TALParser extends Parser; 
options{  
 buildAST  =  true;  
  k = 2;  } 
 
tokens{ 
 OBJECT_BLOCK; 
 OBJECT_ATTRIB; 
 ANON_REF; 
 STMT_BLOCK; 
 ARG_LIST; 
 FUNC_CALL; 
 LOCATION_BLOCK; 
} 
 
// Top Level Components. 
program      :  (loc_block)  EOF!; 
loc_block    :  "location"^ ID LBRACE!  
      (  obj_def 
      |  func_def   
      |  loc_block 
      |  include_stmt   
      |  assignment 
      |  loop_stmt   
      |  func_call_stmt 
      |  if_stmt 
      |  return_stmt 
      |  everythingIn_stmt 
      |  goto_stmt 
      |  query_stmt 
         ) *    
         RBRACE!  ; 
 
 
//Primary Group Components: 
obj_def      :  "object"^ ID stmt_block ; 
func_def    :  "function"^ func_header stmt_block ; 
object_block    : LBRACE! (assignment)* RBRACE! //Is this still 
being used? 
      {#object_block  = 
#([OBJECT_BLOCK,"Object Block"], object_block); }; 
stmt_block      : LBRACE! (statement)* RBRACE! 
      {#stmt_block  = 
#([STMT_BLOCK,"Statement Block"], stmt_block); };       
func_header     : ID^ LPAREN! (ID (COMMA! ID)* )? RPAREN! ; 
 
//Statements: 
statement    :  assignment 
     |  func_call_stmt 
     |  return_stmt 
     |  if_stmt 
     |  loop_stmt 
     |  break_stmt 
     |  continue_stmt 
     |  everythingIn_stmt 
     |  goto_stmt 
     |  query_stmt 
     ;  
    
// Statement Rules: assignment      : l_value ASSIGN^ expression SEMI!;      
func_call_stmt     : func_call SEMI! ; 
return_stmt    :  "return"^ (expression)? SEMI! ;  
if_stmt      :  "if"^ expression stmt_block ("else" 
stmt_block)? ; 
loop_stmt    :  "while"^ expression stmt_block; 
break_stmt    :  "break"^ SEMI! ; 
continue_stmt   :  "continue"^ SEMI! ; 
everythingIn_stmt : "everythingIn"^ ID stmt_block ;  
goto_stmt      :  "goto"^ ID SEMI! ; 
query_stmt      : "query"^ LBRACE! (query_case)+ 
(default_case)? RBRACE! ; 
query_case      : "case"^ STRING stmt_block ;   
default_case     : "default"^ stmt_block ; 
 
// Epression Rules: 
expression      : logic_term ( "or"^ logic_term )* ; 
logic_term      : logic_factor ( "and"^ logic_factor )* ; 
logic_factor  :  ("not"^)? relat_expr ; 
relat_expr      : arith_expr ( (GE^ | LE^ | GT^ | LT^ | EQ^ | 
NEQ^) arith_expr )? ; 
arith_expr      : arith_term ( (PLUS^ | MINUS^) arith_term )* ; 
arith_term      : r_value ( (TIMES^ | DIV^) r_value )* ; 
 
 
// Leaf Nodes: 
l_value       : ID  
     |   "global"^ DOT! ID 
     |  obj_attrib 
     |   "location" //Gets handled in Walker at 
Object_Block 
     |  anon_ref  ; 
    
r_value      :  ID 
     |   "global"^ DOT! ID  
     |  anon_ref 
     |  obj_attrib   
     |  func_call   
     |  STRING   
     |  NUMBER   
     |   "true"  
     |   "false"  
     |  LPAREN!  expression  RPAREN!  ;   
     
anon_ref    :  "object" DOT! (ID | "location") 
      {#anon_ref  =  #([ANON_REF, 
"Anonymous Object Reference"], anon_ref); };  
obj_attrib      : ID DOT! (ID | "location") //Used to change 
object's location.  
      {#obj_attrib  =  #([OBJECT_ATTRIB, 
"Object Attribute"], obj_attrib); };   
func_call      : ID LPAREN! (arg_list)? RPAREN!  
      {#func_call  =  #([FUNC_CALL, 
"Function Call"], func_call); }; 
arg_list      : expression ( COMMA! expression )*  
      {#arg_list  =  #([ARG_LIST,"Arguments 
List"], arg_list); };    
 
 
//**************************** 
//Include Statements will not throw Compiler errors. 
//But they will be ignored in first version of TAL. 
//Left in for potential later implementation w/ nested location 
scoping. 
include_stmt     : "include"^ STRING SEMI! ; 
//**************************** 
 
//*************************** WALKER BEGINS HERE 
********************************// 
{  
  import src.nodes.*; 
  import src.nodes.expressions.*; 
  import src.nodes.statements.*; 
  import antlr.BaseAST; 
}    
class TALWalker extends TreeParser; 
 
{  
 
  SymbolTable symbolTable = new SymbolTable(); 
  
} 
 
program returns [ProgramNode p] 
  {  
   p  =  new ProgramNode(); 
   p.setSymbolTable(symbolTable); 
   TALNode  a,  b; 
  }  
  :#("location" a=l_value  
       { StatementBlockNode block = new 
StatementBlockNode(); 
        LocationDefNode location = new LocationDefNode(a); 
       location.setIsRootLocation(true); 
   }    
   (next:.   
   {  
         
    if(next != null){ 
     if(next.getText().equals("location")){ 
      location.addLocation( 
loc_block(#next) ); 
     }  
     else if 
(next.getText().equals("function")){ 
      location.addFunction( 
loc_block(#next) ); 
     }  
     else if 
(next.getText().equals("object")){ 
      location.addObject( 
loc_block(#next) ); 
     }       else if 
(next.getText().equals("include")){ 
      //Implement This. 
     }  
     else { 
      block.addStatement( 
statement(#next) ); 
     }  
    }  
   })*) 
   {  
    location.setStatementBlock(block); 
    symbolTable.setRootLocation(location); 
    p.setRootLocation(location); 
     
   }  
  ;  
 
loc_block returns [TALNode r] 
  {  
   r  =  null; 
   TALNode  a; 
   StatementBlockNode  b; 
  }  
  :#("object" a=l_value b=stmt_block) 
   {  
    r   =   new ObjectDefNode(a, b); 
     
   }    
    
    |#("location" a=l_value  
       { StatementBlockNode block = new 
StatementBlockNode(); 
        LocationDefNode location = new LocationDefNode(a); 
   }    
   (next:.   
   {  
         
    if(next != null){ 
     if(next.getText().equals("location")){ 
      location.addLocation( 
loc_block(#next) ); 
     }  
     else if 
(next.getText().equals("function")){ 
      location.addFunction( 
loc_block(#next) ); 
     }  
     else if 
(next.getText().equals("object")){ 
      location.addObject( 
loc_block(#next) ); 
     }  
     else if 
(next.getText().equals("include")){ 
      //Implement This. 
     }       else { 
      block.addStatement( 
statement(#next) ); 
     }  
    }  
   })*  ) 
   {  
    location.setStatementBlock(block); 
    r  =  location; 
     
   }    
    |#("function" a=func_header b=stmt_block ) 
   {  
    r   =   new FunctionDefNode(a, b); 
     
   }  
  ;  
    
func_header returns [FuncHeaderNode r]  
  {  
   r  =  null;  
  }  
  :#(i:ID  {r  =  new FuncHeaderNode(new IDNode(i.getText())); } 
   (arg:ID  {r.addArgument(new IDNode(arg.getText())); }  
)* 
      ) 
  ;  
 
//Confirm this is no longer in use and then delete.   
object_block returns [ObjectBlockNode r]  
  {  
   TALNode  a,  b; 
   r  =  null;  
  }  
  :#(OBJECT_BLOCK 
    #(ASSIGN  "location" b=l_value) {r = new 
ObjectBlockNode(b); } 
    (#(ASSIGN  a=l_value  b=expression) 
{r.addAssignment(new AssignmentNode(a, b));} )*  
      ) 
  ;    
 
stmt_block returns [StatementBlockNode r] 
  {  
   r  =  new StatementBlockNode();  
  }  
    : #(STMT_BLOCK (more:.   
   {    
    StatementNode  n  =  statement(#more); 
    if(n instanceof ReturnNode) 
r.setHasReturnStatement(true); 
    r.addStatement(  n  );   
   }    
       )*) 
  ;  
 
statement returns [StatementNode r]    {  
   TALNode  a,  b; 
   r  =  null;  
    
  }  
    :#(ASSIGN a=l_value b=expression)  
      { 
       r  =  new AssignmentNode(a, b);  
      } 
  |#("everythingIn" a=l_value b=stmt_block)  
   {  
    r   =   new EverythingInNode(a, b);  
   }  
  |#("while" a=expression b=stmt_block)  
   {  
    r   =   new WhileNode(a, b);  
   }    
  |#("query" {QueryNode q = new QueryNode(); } 
   (a=query_case  {q.addCase(a);})+   
   (b=default_case  {q.addDefault(b);})?  )   
   {r  =  q;} 
  |#("if" a=expression b=stmt_block (elsep:. elseb:.)? )  
   {  
    IfNode  ifNode  =  new IfNode(a, b); 
     
    if(elsep != null ) ifNode.addElseBlock( 
stmt_block(#elseb) ); 
     
    r  =  ifNode; 
   }  
  |#("goto" a=l_value) 
   {  
    r   =   new GotoNode(a); 
   }  
  |#("return" (condition:.)? ) 
   {  
    ReturnNode  rNode  =  new ReturnNode(); 
    if(condition != null ) rNode.addExpression( 
expression(#condition) ); 
 
    r  =  rNode; 
   }  
    |#(FUNC_CALL a=l_value (args:.)? ) 
   {  
    FuncCallNode  funcCall  =  new FuncCallNode(a); 
    if(args != null) funcCall.addArguments( 
args_list(#args) ); 
     
    r  =  funcCall; 
   }  
  | ( "break") 
   {  
    r   =   new BreakNode(); 
   }  
  | ( "continue") 
   {  
    r   =   new ContinueNode();    }    
  ;  
 
args_list returns [ArgListNode r] 
  {  
   ExpressionNode  a,  b; 
   r  =  null; 
  }  
    :#(ARG_LIST a=expression {r = new ArgListNode(a);}  
               (b=expression {r.addArgument(b);} )* 
      ) 
  ;  
 
query_case returns [StatementNode r]  
  {  
   TALNode  a; 
   r  =  null; 
  }  
  :#("case" str:STRING a=stmt_block) {r = new 
QueryCaseNode(new IDNode(str.getText()), a);}  
  ;  
   
default_case returns [StatementNode r]  
  {  
   StatementBlockNode  a; 
   r  =  null; 
  }  
  :#("default" a=stmt_block) {r=new DefaultCaseNode(a);}  
  ;  
 
expression returns [ExpressionNode r]  
  {  
   r  =  null; 
   ExpressionNode  a,  b;    
  }  
  :#("or"  a=expression b=expression)  
   {  
    r   =   new OrExpressionNode(a, b); 
   }  
  |#("and" a=expression b=expression) 
      { 
       r  =  new AndExpressionNode(a, b); 
      } 
  |#("not" a=expression)  
   {  
    r   =   new NotExpressionNode(a); 
   }  
    |#(GE a=expression b=expression)  
   {  
    r   =   new GEExpressionNode(a,b); 
   }  
    |#(LE a=expression b=expression)  
   {  
    r   =   new LEExpressionNode(a,b); 
   }  
    |#(GT a=expression b=expression)  
   {      r   =   new GTExpressionNode(a,b); 
   }  
    |#(LT a=expression b=expression)  
   {  
    r   =   new LTExpressionNode(a,b); 
   }  
    |#(EQ a=expression b=expression)  
   {  
    r   =   new EQExpressionNode(a,b); 
   }  
    |#(NEQ a=expression b=expression)  
   {  
    r   =   new NEQExpressionNode(a,b); 
   }  
  |#(PLUS  a=expression  b=expression) 
      { 
       r  =  new PLUSExpressionNode(a,b); 
      } 
    |#(MINUS a=expression b=expression)  
   {  
    r   =   new MINUSExpressionNode(a,b); 
   }  
    |#(TIMES a=expression b=expression)  
   {  
    r   =   new TIMESExpressionNode(a,b); 
   }  
    |#(DIV a=expression b=expression)  
   {  
    r   =   new DIVExpressionNode(a,b); 
   }  
  |num:NUMBER   
   {  
    r = new NumberNode(num.getText());  
   }  
  |str:STRING   
   {  
    r = new StringNode(str.getText());  
   }  
  | "true"  
   {  
    r   =   new BooleanExpressionNode(true); 
   }  
  | "false"  
   {  
    r   =   new BooleanExpressionNode(false); 
   }  
  |(i:ID)   
   {  
    r   =   new IDNode(i.getText()); 
   }  
  |#(ANON_REF  "object" rf:.)  
   {  
    if(#rf.getText().equals("location")) r = new 
AnonymousObjectRefNode(new IDNode("location")); 
    else r = new 
AnonymousObjectRefNode(l_value(#rf)); 
   }    |#("global" a=l_value)  
   {  
    r   =   new GlobalVarRefNode(a); 
   }  
    |#(FUNC_CALL a=l_value (args:.)? ) 
   {  
    ExpressionFuncCallNode  funcCall  =  new 
ExpressionFuncCallNode(a); 
    if(args != null) funcCall.addArguments( 
args_list(#args) ); 
     
    r  =  funcCall; 
   }  
    |#(OBJECT_ATTRIB a=l_value ref:. )  
   {  
    if(#ref.getText().equals("location")) r = new 
ObjectAttributeRefNode(a, new IDNode("location") ); 
    else r = new ObjectAttributeRefNode(a, 
l_value(#ref) ); 
   }  
  ;  
   
l_value returns [LValNode r]  
  {  
   LValNode  a; 
   r  =  null;  
  }    
  :(i:ID)   
   {  
    r   =   new IDNode(i.getText()); 
   }  
  | ( "location") 
   {  
    r   =   new IDNode("location"); 
   }  
  |#(ANON_REF  "object" rf:.)  
   {  
    if(#rf.getText().equals("location")) r = new 
AnonymousObjectRefNode(new IDNode("location")); 
    else r = new 
AnonymousObjectRefNode(l_value(#rf)); 
   }  
  |#("global" a=l_value) //is this in use anymore? 
   {  
    r   =   new GlobalVarRefNode(a); 
   }  
    |#(OBJECT_ATTRIB a=l_value ref:. )  
   {  
    if(#ref.getText().equals("location")) r = new 
ObjectAttributeRefNode(a, new IDNode("location" ) ); 
    else r = new ObjectAttributeRefNode(a, 
l_value(#ref) ); 
   }  
  ;  
 
 