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El proyecto presente tiene como finalidad estudiar el funcionamiento y las 
posibilidades que ofrece el sistema operativo móvil Android comenzando por 
un enfoque analítico de sus características hasta llegar a la realización de una 
aplicación que ejemplifique sus funcionalidades básicas. 
 
El primer capítulo, se busca describir las tecnologías usadas en el entorno de 
trabajo, mostrando sus pros y sus contras, además de incluir varios ejemplos 
de uso para facilitar la comprensión del proyecto. 
 
El siguiente capítulo, se centra en el eje de este proyecto, el sistema operativo 
Android. Primero se presentará brevemente su origen para dar paso al estudio 
de los recursos que ofrece así como el tipo de aplicaciones que se desarrollan 
en él y las herramientas que ayudan a su implementación. 
 
En el tercer capítulo se pasará a un enfoque práctico, mostrando ejemplos de 
implementación de las diferentes partes así como configuraciones necesarias 
para el correcto funcionamiento de las aplicaciones. 
 
Por último, se mostrará la aplicación desarrollada en la cual se aúnan todos 
los conceptos explicados a lo largo del proyecto. Se detallarán las funciones 
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The present project aims to study the performance and the potential of the 
Android mobile operating system from an analytical approach of its features to 
reach a final application that exemplifies their basic functions.  
  
The first chapter seeks to describe the technologies used in the working 
environment showing their pros and cons and also to include several examples 
of use to facilitate understand the project. 
 
The next chapter focuses on the core of this project, the operating system 
Android. First we will briefly take a sight of his roadmap then we study his 
resources, the type of applications that can develop it and the tools used in its 
implementation. 
  
The third chapter will be a practical approach showing examples of 
implementation of the different pieces and settings for the right performance of 
the applications. 
 
Finally the application will be displayed which combine all the concepts 
explained throughout the project. It will be detailed the implemented functions 
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Las redes sociales han supuesto una revolución en los últimos años en lo que 
la utilización y concepción de Internet se refiere. Han promovido la aparición de 
varias empresas que han sabido rentabilizar su uso, pero sobretodo han 
modificado la manera de comunicarse entre personas. Hace unos años, la 
manera más habitual de comunicarse sobre Internet eran las aplicaciones de 
mensajería instantánea y los emails, lo cual solía limitar los contactos a 
personas cercanas o conocidas y la manera de comunicarse era básicamente 
texto. Con la entrada de las redes sociales, el número de contactos por usuario 
ha crecido exponencialmente, se ha motivado el uso de grupos por 
preferencias afines y la comunicación ha pasado a ser más visual y variada con 
la inclusión de fotos, videos, aplicaciones y widgets 
 
Por otro lado, las aplicaciones móviles también han sufrido algunos cambios. 
Básicamente, los móviles se usaban para llamar, SMS y juegos. Gracias a la 
evolución hardware, el rango de uso se ha ampliado a varios campos, como el 
audiovisual o la navegación por Internet. La mezcla de estos usos ha generado 
una demanda de aplicaciones que permitan realizar estas acciones de manera 
sencilla e intuitiva haciendo que los móviles sacien las mismas necesidades 
que los ordenadores de toda la vida. 
 
Por lo tanto, no era de extrañar que las redes sociales aparecieran en los 
móviles, dado que dotan a estas de una visión más realista de su uso que es el 
mantener unidos a grupos de personas estén donde estén. En estas redes se 
puede realizar lo mismo que en las de redes fijas como intercambiar videos, 
archivos... y a la vez dotarlas de nuevas funcionalidades como la 
geolocalización. 
 
Para poder realizar este proyecto se preparó un escenario básico para 
establecer un sencillo prototipo de red social entre móviles. A partir de ahí se 
estudiaron las tecnologías e herramientas necesarias para una primera 
implementación. El motivo de la elección de Android como elemento principal 
de la aplicación recae en su reciente aparición en el mercado, por lo que es 
objeto de ser estudiado para descubrir sus posibilidades. Existen multitud de 
aplicaciones que muestran sus funcionalidades por separado pero pocas que 
las unifiquen y les den un sentido práctico. Por otro lado, el hecho de que sea 
abierto, permite la posibilidad de desarrollar cualquier aplicación propia y usarla 
en el dispositivo, lo cual lo convierte en un campo de pruebas perfecto para 
experimentar y desarrollar nuevas ideas. Por último, gracias a su completo 
SDK y su emulador permite ahorrar costes en el desarrollo y poder testear las 
aplicaciones de una manera rápida y sencilla 
 
Aunando todos los conceptos explicados, en este proyecto se ha buscado 
desarrollar una aplicación para Android que, emulando un prototipo de red 
social, muestre además las funcionalidades básicas y las posibilidades que 
ofrece este sistema operativo abierto para móviles. 
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1. ENTORNO DEL PROYECTO 
 
1.1. Tecnologías utilizadas 
 
Dentro de este proyecto, Android conforma la base sobre la que se desarrolla 
la aplicación. Sin embargo, son necesarias una serie de tecnologías 
adicionales para que la aplicación cobre su sentido social y pueda aportar las 
funcionalidades que caracterizan a este tipo de redes. En este proyecto en 
particular las tecnologías usadas son las descritas a lo largo de este primer 

















Fig. 1.1 Relaciones entre las tecnologías usadas 
 
Tal y como se puede observar, las tecnologías crean dependencias entre sí:  
 
 Para poder almacenar información se precisan bases de datos, las 
cuales se acceden mediante el lenguaje SQL. 
 La aplicación solicita mediante HTTP la información que necesita y se le 
es devuelta en forma de ficheros XML. 
 El lenguaje PHP permite realizar scripts que atiendan a las peticiones de 
la aplicación, automatizando las búsquedas en la BBDD y la posterior 
devolución de resultados. 
 Por último, los protocolos TCP y XMPP permiten la comunicación entre 
los dispositivos con Android para que interactúen entre ellos. 
 Todas las tecnologías juntas conforman un prototipo de red social. 
 
A continuación, se describen con claridad las diferentes tecnologías conceptos, 
explicando su funcionamiento, sus pros y sus contras. 
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1.2. Red Social 
1.2.1. ¿Qué es una Red Social? 
 
Una red social es el medio donde distintas personas interactúan, como por 
ejemplo chats, foros, juegos en línea, spaces, etc. Debido al éxito de estas 
redes en Internet, muchas compañías han desarrollado también software 
dirigido a promover relaciones entre internautas, ya sea con fines laborales, 
lúdicos o de cualquier tipo. 
 
La idea sobre la que se crearon las redes sociales actuales en Internet es la 
teoría de los Seis Grados de Separación [1], según la cual toda la gente del 
planeta está conectada a través de no más de seis personas. La primera red 
social en surgir en Internet es la web classmates.com [2], en 1995 y creada por 
Randy Conrads. Con esta red social se pretendía que la gente pudiera 
recuperar o mantener el contacto con antiguos compañeros del colegio, 
instituto, universidad, etcétera. Más tarde, a partir de 2003 las redes sociales se 
comienzan a hacer más populares a partir de la creación de sitios como 
MySpace [3], Friendster [4], Orkut [5] (Google), Yahoo! 360 [6], Facebook [7], 
etc. Para consultar una lista más amplia de las diferentes redes sociales 
existentes en Internet, ver [8]. 
 
En las redes sociales de Internet tenemos la posibilidad de interactuar con 
otras personas aunque no las conozcamos, el sistema es abierto y se va 









En general, los servicios de redes sociales permiten a los usuarios crear un 
perfil para ellos mismos, y se pueden dividir en dos grandes categorías:  
 
 Redes sociales internas (ISN), comunidades cerradas y privadas 
pertenecientes a una empresa, asociación… en el cual se precisa de 
una invitación para entrar. 
 Redes sociales externas (ESN) como, por ejemplo, MySpace y 
Facebook.  
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En estas comunidades, un número inicial de participantes envían mensajes a 
miembros de su propia red social invitándoles a unirse al sitio. Los nuevos 
participantes repiten el proceso, creciendo el número total de miembros y de 
enlaces de la red de forma geométrica. Los sitios ofrecen características como 
actualización automática de la libreta de direcciones, perfiles visibles, la 
capacidad de crear nuevos enlaces mediante servicios de presentación y otras 
maneras de conexión social en línea.  
 
 
1.2.2. Puntos fuertes de una Red Social 
 
Las aplicaciones web que soportan redes sociales, operan en tres ámbitos, las 
llamadas 3Cs, de forma simultánea: 
 Comunicación (nos ayudan a poner en común conocimientos). 
 Comunidad (nos ayudan a encontrar e integrar comunidades). 
 Cooperación (nos ayudan a hacer cosas juntos). 
 
Mediante estas 3 acciones, las posibilidades que ofrecen las redes sociales son 
muy amplias, permitiendo desarrollar aplicaciones complejas dentro del ámbito 
de la Web 2.0 [9] y [10]. 
 
1.2.3. Puntos débiles de una Red Social 
 
El mayor problema de las redes sociales recae en la privacidad de la 
información personal de los usuarios y por lo tanto, de su seguridad. Un 
ejemplo puede ser la uti lización de las direcciones de correo de los usuarios 
para acciones de spamming. 
 
Por otro lado, aunque los datos sean públicos su uso por parte de empresas o 
estudios puede ser considerado, dependiendo del tipo de datos y su gestión, 
como invasión de la intimidad. Además también se deben proteger estos datos 
contra posibles delincuentes. 
 
Por último, dada la gran proliferación de usuarios y aplicaciones dentro de las 
redes sociales, estas pueden ser una perfecta vía de transmisión para virus 
informáticos. 
 
1.3. Bases de Datos 
1.3.1. ¿Qué es una base de datos? 
 
Una base de datos (BBDD) es un conjunto de datos pertenecientes a un mismo 
contexto y almacenados sistemáticamente para su posterior uso. Dentro de 
esta definición global, en este PFC nos centraremos en las BBDD en formato 
digital, las cuales permiten almacenar una gran variedad de tipos de datos.  
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Las aplicaciones pueden ir desde la gestión de empresas hasta el uso en 
entornos científicos, pasando también, por ejemplo, por su uso en servicios 
web. Gracias a las BBDD, son posibles por ejemplo, los foros y más 
recientemente, las redes sociales.  
  
Para poder gestionar y manipular las BBDD se precisa de unos programas 
denominados sistemas gestores de bases de datos (SGBD, en inglés DBMS, 
Database Management System) que permiten almacenar y posteriormente 
acceder a los datos de forma rápida y estructurada (ver ANEXO I). 
 
De entre los diferentes tipos de BBDD (ver ANEXO II) la más usual, y la que se 
utilizará en el PFC presente, es la BBDD del tipo dinámico relacional. Fueron 
enunciadas por Edgar Frank Codd en 1970 [11]. Las BBDD relacionales (ver 
Fig. 1.3) se basan en el uso de relaciones o tablas, que a su vez están 
compuestas por registros (las filas de una tabla), llamados tuplas, y campos 
(las columnas de una tabla). La principal ventaja de estas BBDD es que no 
importa el orden en el que se almacenan los datos. Para poder introducir datos 
o extraerlos se uti lizan consultas a la BBDD. También permiten ordenarlas 
tomando cualquier campo como criterio y generar informes que contienen sólo 
determinados campos de cada tupla o registro. 
 
 
Fig. 1.3 Ejemplo de estructura de BBDD relacional1 
 
Entre las ventajas de este modelo están: 
 
 Garantiza herramientas para evitar la duplicidad de registros, a través de 
campos claves o llaves. 
 Garantiza la integridad referencial: Así al eliminar un registro elimina 
todos los registros relacionados dependientes. 
 Favorece la normalización por ser más comprensible y aplicable.  
 
1.3.2. Puntos fuertes de una Base de Datos 
 
 Proveen facilidades para la manipulación de grandes volúmenes de 
datos (consistencia, modificaciones con impacto mínimo, seguridad). 
 Las facilidades anteriores bajan drásticamente los tiempos de desarrollo 
y aumentan la calidad del sistema desarrollado si son bien explotados 
por los desarrolladores. 
 Usualmente, proveen interfaces y lenguajes de consulta que simplifican 
la recuperación de los datos. 
                                                 
1
 Extraído de http://en.wikipedia.org/wiki/Image:Relational_db_terms.png  
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1.3.3. Puntos débiles de una Base de Datos 
 
 Necesidad: si se tienen muy pocos datos no es eficiente el uso de una 
BBDD. 
 Complejidad: los DBMS son software muy complejos y las personas que 
vayan a usarlo deben tener conocimiento de las funcionalidades del 
mismo para poder aprovecharlo al máximo. 
 Tamaño: la complejidad y la gran cantidad de funciones que tienen 
hacen que sea un software de gran tamaño, que requiere de gran 
cantidad de memoria para poder correr. 
 Coste del hardware adicional: los requisitos de hardware para correr un 
DBMS por lo general son relativamente altos, por lo que estos equipos 
pueden llegar a costar gran cantidad de dinero. 
 
1.4. SQL 
1.4.1. ¿Qué es SQL? 
 
SQL (Structured Query Language o Lenguaje de Consulta Estructurado) [14]  
es un lenguaje declarativo de acceso a BBDD relacionales que permite 
especificar diversos tipos de operaciones sobre las mismas. Una de sus 
características es el manejo del álgebra y el cálculo relacional permitiendo 
lanzar consultas con el fin de recuperar, de una forma sencilla, información de 
interés de una base de datos, así como también hacer cambios sobre la 
misma.  
 
La primera version de SQL fue desarrollada en IBM por Donald D. Chamberlin 
y Raymond F. Boyce a principios de los 70. Esta versión, inicialmente llamada 
SEQUEL, fue diseñada para manipular y recuperar datos almacenados en una 
BBDD relacional original de IBM (System R). IBM patentó esta versión de SQL 
en 1985, mientras que el lenguaje SQL no fue formalmente estandarizado 
hasta 1986, por el ANSI. Las siguientes versiones del estándar de SQL fueron 
realizadas como estándares ISO. 
 
El lenguaje SQL se divide en varios sub-elementos, algunos de los cuales se 
pueden ver en Fig. 1.4. 
 
 
Fig. 1.4 Sub-elementos del lenguaje SQL2 
 
 Statements – Tienen un efecto persistente en esquemas o en los datos  
 Queries – Retornan datos basandose en un criterio. 
                                                 
2
 Extraído de http://en.wikipedia.org/wiki/Image:SQL_ANATOMY_wiki.svg#file  
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 Expressions – Producen valores para las tablas 
 Predicates – Especifican condiciones que pueden ser evaluadas por 
SQL para limitar los efectos de los statements o queries. 
 Clauses – Constituyen componentes de los statements o queries. 
 
La operación más común en SQL es la query o petición, la cual se realiza 
mediante la palabra clave SELECT (ver Fig. 1.5). Para más ejemplos de 
statements ver el ANEXO III.  
 
SELECT * FROM ejemplo WHERE valor1 > 100 ORDER BY campo1; 
Fig. 1.5 Ejemplo de Query Select 
 
1.4.2. Puntos fuertes de SQL 
 
Es un lenguaje declarativo de "alto nivel" que gracias a su orientación al 
manejo de conjuntos de registros, y no a registros individuales, permite una alta 
productividad en codificación y la orientación a objetos, pudiendo realizar en 
una sola sentencia varias operaciones de lenguaje de bajo nivel.  
 
1.4.3. Puntos débiles de SQL 
 
SQL, al ser un lenguaje declarativo, especifica qué es lo que se quiere y no 
cómo conseguirlo, por lo que una sentencia no establece explícitamente un 
orden de ejecución. El orden de ejecución interno de una sentencia puede 
afectar gravemente a la eficiencia del DBMS, por lo que se hace necesario que 
éste lleve a cabo una optimización antes de la ejecución de la misma. Muchas 
veces, el uso de índices acelera una instrucción de consulta, pero ralentiza la 
actualización de los datos. Dependiendo del uso de la aplicación, se priorizará 
el acceso indexado o una rápida actualización de la información, llegando a un 
compromiso 
 
Además, hay otros aspectos que afectan negativamente a SQL: 
 
 Las diferentes implementaciones de SQL son inconsistentes y 
normalmente, incompatibles entre desarrolladores. 
 La sintaxis de SQL puede llegar a ser compleja dando lugar a peticiones 
erróneas y que, por lo tanto, alteren de manera negativa la BBDD. 
  
1.5. HTTP 
1.5.1. ¿Qué es HTTP? 
 
HTTP [15] (HyperText Transfer Protocol o protocolo de transferencia de 
hipertexto) es el protocolo usado en cada transacción de la Web (WWW). 
HTTP fue desarrollado por el consorcio W3C [16] y la IETF [17], colaboración 
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que culminó en 1999 con la publicación de una serie de RFCs, siendo el más 
importante de ellos el RFC 2616 [18], que especifica la versión 1.1. 
 
HTTP define la sintaxis y la semántica que utilizan los elementos software de la 
arquitectura web (clientes, servidores, proxies) para comunicarse. Es un 
protocolo orientado a transacciones y sigue el esquema petición-respuesta 
entre un cliente y un servidor. Al cliente que efectúa la petición (un navegador o 
un spider) se lo conoce como "user agent" (agente del usuario). A la 
información transmitida se la llama recurso y se la identifica mediante un URL. 
Los recursos pueden ser archivos, el resultado de la ejecución de un programa, 
una consulta a una base de datos, la traducción automática de un documento, 
etc. 
 
HTTP es un protocolo sin estado, es decir, que no guarda ninguna información 
sobre conexiones anteriores, sin embargo, el desarrollo de aplicaciones web 
necesita frecuentemente mantener estado. Para esto se usan las cookies, que 
es información que un servidor puede almacenar en el sistema cliente. Esto le 
permite a las aplicaciones web instituir la noción de sesión, y también permite 
rastrear usuarios ya que las cookies pueden guardarse en el cliente por tiempo 
indeterminado. Para ver un ejemplo de diálogo HTTP consultar el ANEXO IV. 
 
El formato de las peticiones HTTP se puede ver en la Fig. 1.6. Globalmente 
están formadas por 3 campos principales: 
 
 Request Line - Indica el método utilizado. 
 Header Line – Cabeceras incluidas. 
 Entity Body – El cuerpo del mensaje. Entre el cuerpo y los 2 campos 
anteriores se incluye una línea en blanco. 
 
 
Fig. 1.6 Formato de una petición HTTP3 
 
HTTP define 8 métodos para realizar determinadas acciones, de los cuales 3 
son los más usados: 
 
 HEAD -  Solicita una representación del recurso solicitado, pero sin el 
cuerpo del mensaje 
 GET – Solicita una representación del recurso solicitado con el cuerpo 
del mensaje incluido 
                                                 
3
 Extraído de http://upload.wikimedia.org/wikibooks/en/5/5b/Prj5.jpeg  
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 POST – Envía información para que sea procesada en el recurso 
identificado. La información se incluye en el cuerpo de la petición.  
 
1.5.2. Puntos fuertes de HTTP 
 
 HTTP es un protocolo sin estado, lo que permite que los hosts no tengan 
la necesidad de retener información entre peticiones. 
 Permite conexiones seguras 
 Permite conexiones persistentes, mediante las cuales se reduce el 
tiempo de espera ya que el cliente no debe renegociar la conexión TCP 
después de la primera petición enviada. 
 
1.5.3. Puntos débiles de HTTP 
 
 El hecho de que sea un protocolo sin estado es un inconveniente para 
los desarrolladores web que deben pensar en maneras alternativas de 
mantener el estado de las sesiones. Una de las maneras más utilizadas 
es mediante el uso de cookies. Dicho método también deja al 
descubierto determinados agujeros de seguridad. 
 Las conexiones seguras son eficaces contra fisgones pero no con 
ataques del estilo man-in-the-middle. HTTP sólo protege los datos 
durante el tránsito, una vez en la máquina de destino, dependerá de la 
máquina su seguridad. 
 
1.6. PHP 
1.6.1. ¿Qué es PHP? 
 
PHP [19] es un lenguaje de programación interpretado, diseñado originalmente 
para la creación de páginas web dinámicas, ya que puede ser embebido dentro 
de código HTML (ver Fig. 1.7). Es usado principalmente en interpretación del 
lado del servidor (server-side scripting), tomando código en PHP como entrada 
y sirviendo páginas web en la salida. Mediante extensiones es también posible 




Fig. 1.7 Ejemplo de código PHP embebido dentro de código HTML4 
 
                                                 
4
 http://en.wikipedia.org/wiki/Image:PHPCode_HelloWorld.svg 
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Mientras que PHP fuer originalmente creado por Rasmus Lerdorf en 1995, la 
principal implementación de PHP la produce The PHP Group y sirve como 
estándar de facto para PHP, ya que este no posee una especificación oficial. 
 
El gran parecido que posee PHP con los lenguajes más comunes de 
programación estructurada, como C y Perl, permiten a la mayoría de los 
programadores crear aplicaciones complejas con una curva de aprendizaje 
muy corta. Para ver ejemplos de código PHP consultar el ANEXO V. 
 
Aunque todo en su diseño está orientado a faci litar la creación de página web, 
es posible crear aplicaciones con una interfaz gráfica para el usuario, utilizando  
la extensión PHP-Qt o PHP-GTK. También puede ser usado desde la línea de 
comandos, de la misma manera como Perl o Python pueden hacerlo, a esta 
versión de PHP se la llama PHP CLI (Command Line Interface). 
 
Permite la conexión a diferentes tipos de servidores de BBDD tales como 
MySQL, Postgres, Oracle, ODBC, DB2, Microsoft SQL Server, Firebird y 
SQLite. PHP también tiene la capacidad de ser ejecutado en la mayoría de los 
sistemas operativos, tales como UNIX (y de ese tipo, como Linux o Mac OS X) 
y Windows, y puede interactuar con los servidores de web más populares ya 
que existe en versión CGI, módulo para Apache, e ISAPI. 
 
1.6.2. Puntos fuertes de PHP 
 Es un lenguaje multiplataforma. 
 Capacidad de conexión con la mayoría de los gestores de base de datos 
que se utilizan en la actualidad, destaca su conectividad con MySQL. 
 Capacidad de expandir su potencial utilizando la enorme cantidad de 
módulos (llamados extensiones). 
 Posee una amplia documentación en su página oficial, entre la cual se 
destaca que todas las funciones del sistema están explicadas y 
ejemplificadas en un único archivo de ayuda. 
 Es libre, por lo que se presenta como una alternativa de fácil acceso 
para todos. 
 Permite técnicas de Programación Orientada a Objetos. 
 Biblioteca nativa de funciones sumamente amplia e incluida. 
 No requiere definición de tipos de variables. 
 Tiene manejo de excepciones (desde PHP5). 
 
1.6.3. Puntos débiles de PHP 
 
PHP presenta bastantes problemas de seguridad debidos principalmente a 
vulnerabilidades causadas por no presentar un esquema o reglas de 
programación adecuadas. Además, hay que añadir las vulnerabilidades 
causadas debido a aplicaciones escritas en versiones de PHP antiguas. 
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Por otro lado, PHP es un lenguaje del tipo weakly-typed, es decir, que 
implícitamente convierte los tipos de las variables cuando las usa. Esto provoca 
que no se sepa con seguridad que resultado se obtendrá al tratar con datos de 
diferentes tipos en la misma sentencia. 
 
1.7. XML 
1.7.1. ¿Qué es XML? 
 
XML [20], siglas en inglés de eXtensible Markup Language (lenguaje de marcas 
ampliable), es un metalenguaje extensible de etiquetas desarrollado por el 
World Wide Web Consortium (W3C). Es una simplificación y adaptación del 
SGML y permite definir la gramática de lenguajes específicos (de la misma 
manera que HTML es a su vez un lenguaje definido por SGML). Por lo tanto 
XML no es realmente un lenguaje en particular, sino una manera de definir 
lenguajes para diferentes necesidades. Algunos de estos lenguajes que usan 
XML para su definición son XHTML, SVG, MathML. XML 1.0 se convirtió en 
una recomendación del W3C el 10 de febrero de 1998. 
 
XML no ha nacido sólo para su aplicación en Internet, sino que se propone 
como un estándar para el intercambio de información estructurada entre 
diferentes plataformas. Se puede usar en bases de datos, editores de texto, 
hojas de cálculo y casi cualquier cosa imaginable. Tiene un papel muy 
importante en la actualidad ya que permite la compatibilidad entre sistemas 
para compartir la información de una manera segura, fiable y fácil. La 
estructura de los documentos XML se puede observar en el ANEXO VI. 
 
1.7.2. Puntos fuertes de XML 
 
 Permite separar contenido de presentación. 
 Es extensible mediante la adición de nuevas etiquetas. 
 El analizador es un componente estándar, no es necesario crear un 
analizador específico para cada lenguaje. Esto posibilita el empleo de 
uno de los tantos disponibles. De esta manera se evitan bugs y se 
acelera el desarrollo de la aplicación. 
 Si un tercero decide usar un documento creado en XML, es sencillo 
entender su estructura y procesarlo. Mejora la compatibilidad entre 
aplicaciones. 
 
1.7.3. Puntos débiles de XML 
 
 XML no es especialmente bueno manejando grandes cantidades de 
datos 
 XML se vuelve complicado de entender si hay mucha información en un 
solo documento 
 Ciertos tipos de información (imágenes, otros tipos de información 
binaria) no están muy bien representados en XML. 
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1.8. XMPP 
 
1.8.1. ¿Qué es XMPP? 
 
XMPP (eXtensible Messaging and Presence Protocol, en castellano, Protocolo 
extensible de mensajería y comunicación de presencia) [22], es un protocolo 
abierto y extensible basado en XML, originalmente ideado para mensajería 
instantánea. Es el protocolo principal en el que está basada la tecnología 
Jabber  [23]. 
 
Con el protocolo XMPP queda establecida una plataforma para el intercambio 
de datos XML que puede ser usada en aplicaciones de mensajería instantánea. 
Por lo tanto, los beneficios que aporta XML son heredados por el protocolo 
XMPP. 
 
A diferencia de los protocolos propietarios de intercambio de mensajes como 
ICQ [24], Y! y MSN Messenger [25], XMPP se encuentra documentado y se 
insta a utilizarlo en cualquier proyecto. Existen servidores y clientes libres que 
pueden ser usados sin coste alguno. Por poner un ejemplo, este es el protocolo 
que seleccionó Google para su servicio de mensajería Google Talk [26] en 
agosto de 2005. 
 
XMPP tiene sus bases en el proyecto Jabber de Jeremie Miller, en 1998. 
Después de la liberación de software de Jabber en el 2000, XMPP fue 
publicado como RFC 3920 [27]. 
 
Una característica muy útil del protocolo XMPP son las pasarelas, que permiten 
a los usuarios el acceso a redes con otros protocolos de mensajería 
instantánea u otros tipos de mensajería como SMS o E-mailI (ver Fig. 1.8). Este 
servicio no es proporcionado desde el cliente, sino desde el servidor mediante 
servicios de pasarela que proporcionan conectividad con alguna otra red. Esto 
significa que cualquier cliente XMPP puede ser usado para acceder a cualquier 
red para la que haya una pasarela, sin necesidad de adaptar el cliente o de que 





Fig. 1.8 Ejemplo de pasarela de XMPP5 
 
                                                 
5
 Imagen extraída de http://es.wikipedia.org/wiki/Archivo:Wie_ein_Jabber-
Transport_funktioniert.svg 
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No obstante, existía un pequeño problema de conectividad debido a que gran 
parte de los cortafuegos están configurados para permitir el paso del tráfico 
TCP dirigido al puerto usado por el protocolo HTTP, mientras que por lo 
general se bloquea el puerto utilizado por XMPP. Para solucionar este 
problema, XMPP utiliza HTTP para permitir el acceso a los usuarios que se 
encuentran tras cortafuegos. Por último, para conocer la implementación de 
XMPP en Android se recomienda ver el ANEXO VIII.  
 
1.8.2. Puntos fuertes de XMPP 
 
 Descentralización: La arquitectura de las redes XMPP es similar a la del 
correo electrónico; cualquiera puede poner en marcha su propio servidor 
XMPP, sin que haya ningún servidor central. 
 Estándares abiertos: La IETF ha formalizado el protocolo XMPP como 
una tecnología de mensajería instantánea estándar, y sus 
especificaciones han sido publicadas como los RFC 3920 y RFC 3921. 
El desarrollo de esta tecnología no está ligado a ninguna empresa en 
concreto y no requiere el pago de royalties. 
 Historia: Las tecnologías XMPP llevan usándose desde 1998. Existen 
múltiples implementaciones de los estándares XMPP para clientes, 
servidores, componentes y librerías, con el apoyo de importantes 
compañías como Sun Microsystems [12] y Google. 
 Seguridad: Los servidores XMPP pueden estar aislados de la red pública 
Jabber, y poseen robustos sistemas de seguridad (como SASL y TLS). 
Para apoyar la utilización de los sistemas de cifrado, la XMPP Standards 
Foundation pone a disposición de los administradores de servidores 
XMPP certificados digitales gratis. 
 Flexibilidad: Se pueden hacer funcionalidades a medida sobre XMPP; 
para mantener la interoperabilidad, las extensiones más comunes son 
gestionadas por la XMPP Software Foundation. 
 
1.8.3. Puntos débiles de XMPP 
 
 Sobrecarga de datos de presencia: Típicamente cerca de un 70% del 
tráfico entre servidores son datos de presencia, y cerca de un 60% de 
estos son transmisiones redundantes.  Actualmente se están estudiando 
nuevos protocolos para aliviar este problema. 
 Escalabilidad: XMPP  también sufre el mismo problema de redundancia 
en los servicios de salas de chat y de suscripción. Actualmente se está 
trabajando en su solución. 
 Sin datos binarios: XMPP es codificado como un único y largo 
documento XML, lo que hace imposible entregar datos binarios sin 
modificar. De todas formas, las transferencias de archivos se han 
solucionado usando otros protocolos como HTTP. Si es inevitable, 
XMPP también puede realizar transferencias codificando todos los datos 
mediante base64. 
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2. CONCEPTOS SOBRE ANDROID 
 
2.1 ¿Qué es una plataforma de software? 
 
Una plataforma de software es un elemento crucial en el desarrollo del mismo. 
Mediante el marco de trabajo que proporcionan las plataformas se puede crear 
nuevo software y que este se pueda ejecutar sobre ellas (ver Fig. 2.1). Las 
plataformas de desarrollo típicas incluyen una arquitectura de computadores, 
un sistema operativo (S.O.), lenguajes de programación y sus correspondientes 







Fig. 2.1 Estructura de capas 
 
Las plataformas son comúnmente mencionadas con las APIs (funciones y 
métodos que ofrece una biblioteca para ser utilizada por otro software como 
una capa de abstracción). Un conjunto completo de APIs constituye una 
plataforma software. Estas plataformas son normalmente dependientes de los 
sistemas operativos aunque existen otras en las que no es así. 
 
Java [32] es un ejemplo de plataforma no dependiente del S.O. debido a que 
Java es tanto el lenguaje como la plataforma de desarrollo, la cual incluye la 
Java Virtual Machine (JVM) cuya función es interpretar el bytecode resultante 
de la compilación del código fuente del programa en Java. 
 
2.2 ¿Qué es Android? 
 
Android [33] es una plataforma de software y un sistema operativo para 
dispositivos móviles basada en un kernel Linux, desarrollada por Google [34] y 
más tarde por la Open Handset Alliance [35]. Esta plataforma permite a los 
desarrolladores escribir código en Java que se ejecuten en móviles mediante 
las librerías Java desarrolladas por Google. También se pueden escribir 
aplicaciones en otros lenguajes, como por ejemplo C, para posteriormente ser 
compiladas en código nativo ARM y ejecutarlas, aunque este proceso de 
desarrollo no está soportado oficialmente por Google. La mayor parte de la 
plataforma de Android está disponible bajo licencia de software libre de Apache 
[36] y otras licencias de código abierto. 
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2.2.1 Breve Historia 
 
En Julio de 2005, Google adquirió Android, Inc [37], una pequeña startup de 
California. En esos momentos, la compañía se dedicaba a la creación de 
software para teléfonos móviles. Una vez en Google, el equipo desarrolló un 
S.O. basado en Linux para dispositivos móviles. Más adelante, Google adaptó 
su buscador y sus aplicaciones para su uso en móviles. 
  
En septiembre del 2007, Google tenía varias patentes de aplicaciones sobre el 
área de la telefonía móvil. El 5 de noviembre del mismo año, se anunció la 
fundación de la Open Handset Alliance al mismo tiempo que la creación de la 
plataforma Android. La Open Handset Alliance está formada por un consorcio 
de 34 compañías de hardware, software y telecomunicaciones, entre las cuales 
se incluyen Google, HTC [38], Intel [39] y Motorola [40] entre otras, dedicadas a 
investigar estándares abiertos para dispositivos móviles.  
 
El primer teléfono en el mercado que posee Android es el T-Mobile G1 [41] 
(también conocido como Dream), lanzado el día 22 de octubre de 2008 que 
viene con la versión Android 1.0 preinstalada. Este móvil es el resultado 
conjunto de T-Mobile, HTC y Google. Por último, desde el 21 de octubre de 
2008, Android está disponible como código abierto [42]. Gracias a esto, 
cualquiera puede añadir extensiones, nuevas aplicaciones o reemplazar las 
existentes por otras dentro del dispositivo móvil 
 
2.2.2 Características de Android 
 
 Amplia variedad de diseños (VGA, librerías de gráficos 2D y 3D…) 
 Almacenamiento de datos en BBDD SQLite [13] 
 Conectividad (GSM/EDGE, CDMA, EV-DO, UMTS, Bluetooth y Wi-Fi) 
 Mensajería (SMS y MMS) 
 Navegador Web 
 Máquina virtual de Java 
 Las aplicaciones escritas en Java pueden ser compiladas y ejecutadas 
en la maquina virtual de Dalvik, la cual es una especializada máquina 
virtual diseñada para uso en dispositivos móviles. 
 Soporte de formatos (MPEG-4, H.264, MP3, AAC, OGG, AMR, JPEG, 
PNG, GIF) 
 Soporte para hardware adicional (cámaras de video, pantallas táctiles, 
GPS, acelerómetros…) 
 Entorno de desarrollo (emulador, herramientas de depuración, perfiles 
de memoria y funcionamiento, plugin para Eclipse IDE). 
 
2.2.3 Arquitectura de Android 
 
En la Fig. 2.2 se muestra la composición de la arquitectura de Android. 
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Fig. 2.2 Arquitectura de Android6 
A continuación, se detallarán los diferentes componentes principales de la 
arquitectura de Android: 
 Aplicaciones: Las aplicaciones base incluirán un cliente de email, 
programa de SMS, calendario, mapas, navegador, contactos, y otros. 
Todas las aplicaciones están escritas en el lenguaje de programación 
Java. 
 Framework de aplicaciones: Los desarrolladores tienen acceso completo 
a las APIs del framework usado por las aplicaciones base. La 
arquitectura está diseñada para simplificar el reuso de componentes; 
cualquier aplicación puede publicar sus capacidades y cualquier otra 
aplicación puede luego hacer uso de esas capacidades (sujeto a reglas 
de seguridad del framework). Éste mismo mecanismo permite que los 
componentes sean reemplazados por el usuario. Este framework está 
formado por: 
o Un extenso conjunto de Vistas tales como listas, cajas de texto, 
botones… 
o Content Providers que permiten a las aplicaciones acceder  a 
información de otras aplicaciones o compartir su propia 
información (ver ANEXO VIII). 
o Resource Manager, que proporciona acceso a recursos que no 
son código como pueden ser gráficos, cadenas de texto... 
                                                 
6
 Extraído de http://code.google.com/android/what-is-android.html 
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o Notification Manager que permite a las aplicaciones mostrar 
alarmas personalizadas en la barra de estado. 
o Activity Manager, que gestiona el ciclo de vida de las 
aplicaciones. 
 Librerías: Android incluye un set de librerías C/C++ usadas por varios 
componentes del sistema. Estas capacidades se exponen a los 
desarrolladores a través del framework de aplicaciones de Android, el 
cual interactúa con las librerías mediante JNI (Java Native Interface). 
Algunas son: System C library (implementación librería C estándar), 
librerías de medios, librerías de gráficos, 3d, SQLite, entre otras. Para 
más información sobre JNI consultar el ANEXO X 
 Runtime de Android: Android incluye un set de librerías base que 
proveen la mayor parte de las funcionalidades disponibles en las 
librerías base del lenguaje de programación Java. Cada aplicación 
Android corre su propio proceso, con su propia instancia de la máquina 
virtual Dalvik. Dalvik ha sido escrito de forma que un dispositivo puede 
correr múltiples máquinas virtuales de forma eficiente. Dalvik ejecuta 
archivos en el formato Dalvik Executable (.dex), el cual está optimizado 
para memoria mínima. 
 Núcleo - Linux: Android depende de un Linux versión 2.6 para los 
servicios base del sistema como seguridad, gestión de memoria, gestión 
de procesos, pila de red, y modelo de drivers. El núcleo también actúa 
como una capa de abstracción entre el hardware y el resto de la pila. 
2.3 Android SDK 
 
El kit de desarrollo de software (software development kit o SDK) incluye un 
conjunto de herramientas de desarrollo, tales como un debugger, librerías, un 
emulador (basado en QEMU [43]), documentación, código de ejemplo y 
tutoriales. Está soportado en S.O. Windows, Linux y Mac. El entorno de 
desarrollo (integrated development environment o IDE) oficialmente soportado 
es Eclipse conjuntamente con el plugin ADT [44] proporcionado por Google. 
 
Desde noviembre del 2007 a septiembre del 2008 han ido surgiendo nuevas 
actualizaciones del SDK siendo la última la 1.0, la cual soluciona algunos 
errores de las anteriores y añade nuevas funcionalidades y cambios en las 
APIs [45]. 
 
2.4 Anatomía de una aplicación de Android 
 
Dentro de una aplicación de Android hay cuatro componentes principales: 
Activitity, Listeners, Servicios y Content Provider. Todas las aplicaciones de 
Android están formadas por algunos de estos elementos o combinaciones de 
ellos. 
 
Conceptos sobre Android  19 
2.4.1 Activity 
 
Las Activities (o Actividades) son el elemento constituyente de Android más 
común. Para implementarlas se uti liza una clase por cada Actividad que 
extiende de la clase base Activity. Cada clase mostrará una interfaz de usuario, 
compuesta por Views (o Vistas). Cada vez que se cambie de Vista, se 
cambiará de Actividad, como por ejemplo en una aplicación de mensajería que 
se tiene una Vista que muestra la lista de contactos y otra Vista para escribir 
los mensajes. Cuando cambiamos de Vista, la anterior queda pausada y puesta 
dentro de una pila de historial para poder retornar en caso necesario. También 
se pueden eliminar las Vistas del historial en caso de que no se necesiten más.  
Para pasar de vista en vista, Android utiliza una clase especial llamada Intent 




Un Intent es un objeto mensaje y que, en general, describe que quiere hacer 
una aplicación. Las dos partes más importantes de un Intent son la acción que 
se quiere realizar y la información necesaria que se proporciona para poder 
realizarla, la cual se expresa en formato URI [46]. Un ejemplo seria ver la 
información de contacto de una persona, la cual mediante un Intent con la 
acción ver y la URI que representa a esa persona se podría obtener. 
Relacionado con los Intents hay una clase llamada IntentFilter que es una 
descripción de que Intents puede una Actividad gestionar. Mediante los 
IntentFilters, el sistema puede resolver Intents, buscando cuales posee cada 
actividad y escogiendo aquel que mejor se ajuste a sus necesidades. El 
proceso de resolver Intents se realiza en tiempo real, lo cual ofrece dos 
beneficios: 
 Las actividades pueden reuti lizar funcionalidades de otros componentes 
simplemente haciendo peticiones mediante un Intent. 




Los Listeneres se utilizan para reaccionar a eventos externos (por ejemplo, una 
llamada). Los Listeners no tienen UI pero pueden utilizar el servicio 
NotificationManager para avisar al usuario. 
 
Para lanzar un aviso no hace falta que la aplicación se esté ejecutando, en 








Un Servicio (ver ANEXO IX) es básicamente un código que se ejecuta durante 
largo tiempo y sin necesidad de UI, como puede ser un gestor de descarga en 
el cual se indican los contenidos a descargar y posteriormente el usuario puede 
acceder a una nueva Vista sin que el gestor se interrumpa.  
 
En caso de que haya múltiples servicios a la vez, se les puede indicar 
diferentes prioridades según las necesidades. 
 
2.4.4 Content Provider 
 
En Android, las aplicaciones pueden guardar su información en ficheros, BBDD 
SQLite... Pero en caso de que lo que se quiera sea compartir dicha información 
con otras aplicaciones, lo necesario es un Content Provider. Un Content 
Provider (ver ANEXO IXANEXO VIII) es una clase que implementa un conjunto 
estándar de métodos que permite a otras aplicaciones guardar y obtener la 
información que maneja dicho Content Provider. 
 
2.4.5 Android Manifiest 
 
En Android existe un archivo XML llamado AndroidManifest que, aunque no 
forme parte del código principal de la aplicación, es necesario para su correcto 
funcionamiento. Este archivo es el fichero de control que le dice al sistema que 
tiene que hacer con todos los componentes anteriormente mencionados en 
este apartado que pertenecen a una aplicación en concreto. 
 
 
2.5 Tipos de aplicación de Android 
 
Un Android Package (.apk) es el fichero que contiene el código de la aplicación 
y sus recursos, y que posteriormente se instala en el dispositivo para poder 




Una tarea en Android es lo que el usuario ve como una aplicación y el 
desarrollador ve como una o más Actividades donde el usuario interacciona y 
va pasando de Vista en Vista.  
 
Dentro de las tareas, una actividad toma el papel de punto de entrada (será la 
primera en mostrarse cuando se ejecute la aplicación) y las demás, si hay, 
formarán parte de la misma tarea, a la espera de ser instanciadas. 
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2.5.2 Procesos 
 
En Android, los procesos se ejecutan a nivel de kernel y el usuario 
normalmente no tiene constancia de ellos. Todo el código de la aplicación se 
suele ejecutar en un proceso dedicado pero también se puede especificar si 
sólo se quiere que se ejecute en el proceso una determinada clase o 
componente de la aplicación. 
 
Los principales usos de los procesos son: 
 
 Mejorar la estabilidad o seguridad de las aplicaciones. 
 Reducir la sobrecarga de proceso ejecutando el código de múltiples 
aplicaciones en el mismo proceso. 
 Ayudar al sistema a gestionar los recursos separando partes de código 
pesado en un proceso separado que puede ser eliminado 




En lo referente a threads, Android evita la creación de threads adicionales por 
parte de un proceso, manteniendo la aplicación en un sólo thread al menos que 
no los cree la propia aplicación. Esto repercute de manera importante en las 
llamadas a instancias a Actividades, Listeners y Servicios, ya que sólo pueden 
ser hechas por el thread principal del proceso en el que están corriendo.  
 
Por otro lado, al no crearse un thread por cada instancia, dichas instancias no 
deben realizar operaciones largas o bloqueantes cuando son llamadas, de lo 
contrario, bloquearían todos los demás componentes del proceso. 
 
 
2.6 Ciclo de vida de una aplicación de Android 
 
Cada aplicación de Android corre en su propio proceso, el cual es creado por la 
aplicación cuando se ejecuta y permanece hasta que la aplicación deja de 
trabajar o el sistema  necesita memoria para otras aplicaciones. 
 
Una característica fundamental de Android es que el ciclo de vida de una 
aplicación no está controlado por la misma aplicación sino que lo determina el 
sistema a partir de una combinación de estados como pueden ser que 
aplicaciones están funcionando, que prioridad tienen para el usuario y cuanta 
memoria queda disponible en el sistema. De esta manera, Android sitúa cada 
proceso en una jerarquía de ―importancia‖ basada en los estados comentados, 
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1. Un proceso en primer plano es uno que se requiere para lo que el 
usuario está actualmente haciendo. Se considera en primer plano si: 
 
 Esta ejecutándose una Actividad perteneciente a la pantalla 
con la que el usuario está interactuando. 
 Está ejecutando un BroadcastReceiver 
 Esta ejecutándose un servicio (ver ANEXO IXANEXO VIII). 
 
 
2. Un proceso visible es aquel que contiene una Actividad que es visible al 
usuario mediante la pantalla pero no en primer plano (esta pausada). 
Este proceso solo se eliminará en caso de que sea necesario para 
mantener ejecutándose los procesos en primer plano. 
 
 
3. Un proceso de servicio es aquel que contiene un servicio que ha sido 
inicializado. No son directamente visibles al usuario y el sistema los 
mantendrá a no ser que no pueda servir los dos anteriores. 
 
 
4. Un proceso en background es aquel que acoge una actividad que no 
está actualmente visible al usuario. Mientras que dichos procesos 
implementen bien su propio ciclo de vida, el sistema puede eliminarlos 
para dar memoria a cualquiera de los 3 servicios anteriores. 
 
 
5. Un proceso vacío es aquel que no contiene ningún componente activo 
de ninguna aplicación. La única razón para mantener dicho proceso es 
para mejorar sus inicializaciones posteriores a modo de caché. 
 
 
Para comprender mejor el ciclo de vida de una aplicación de Android, en la Fig. 
2.3 se muestra el diagrama de flujo de dicho ciclo, mencionando también los 
métodos que se llaman durante el transcurso del mismo. 
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Actividad


























Android presenta varias formas de almacenamiento de la información, las 
cuales, se describen en la Tabla 2.1. Es importante notar que en Android todos 
los datos de la aplicación son privados a esta. 




Mecanismo ligero para almacenar y recuperar parejas 
de claves-valor, útil para guardar preferencias 
Ficheros 
Se pueden guardar tanto en el dispositivo como en 
dispositivos extraíbles 
BBDD 
Soporte para crear BBDD SQLite privadas 
pertenecientes al package que las creó 
Content Provider Explicado en 2.4.4 
Red Uso de la red para almacenar y recuperar información 
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2.7.1 Imágenes de disco 
 
Dentro de la categoría de ficheros, encontramos las imágenes de disco, que 
Android usa para poder almacenar los datos y las diferentes configuraciones, 
las cuales simulan particiones flash de disco, por ejemplo, una imagen que 
contenga el kernel del emulador, una imagen para la memoria ram, datos de 
usuario y una imagen para simular una tarjeta SD. 
 
Por defecto, Android guarda localizaciones predeterminadas para estas 
imágenes. Durante el arranque, el emulador busca y lee estos ficheros de 
imágenes. Esta ubicación se puede especificar mediante las opciones de 
arranque del emulador; si no encuentra ninguna imagen, uti liza las direcciones 
por defecto. 
 
El emulador usa tres tipos de imagen: de sistema, de runtime, y temporales. 
 
 Las imágenes de sistema contienen datos del sistema y configuraciones 
por defecto necesarias para que el emulador arranque. Estas imágenes 
son de sólo lectura, ya que no se deben modificar.  
 
 Las imágenes de runtime leen y escriben datos. Son dos: la de datos y 
la de tarjetas SD emuladas.  Cada emulador usa una imagen de datos 
de usuario para guardar  los datos específicos de sesión y usuario, como 
por ejemplo, las aplicaciones instaladas. Si se usan varias instancias de 
emularos a la vez, solo la primera puede usar datos persistentes si no se 
especifican ficheros de imagen diferentes en el arranque.  
Opcionalmente, se pueden crear imágenes de disco que emulen tarjetas 
SD.  Solamente se puede cargar una imagen de disco en la carga del 
emulador. Además una vez cargada una tarjeta SD, no se puede extraer 
de un emulador en funcionamiento, pero si navegar por ella y añadir o 
remover archivos. El emulador soporta tarjetas SDHC emuladas por lo 
que soporta tamaños de hasta 128 gigabytes. 
 Por último están las imágenes temporales, las cuales se eliminan al 
apagarse el dispositivo. Estas imágenes son una copia de la imagen de 
sistema de Android  y la imagen de la memoria caché. 
2.8 Gráficos 
 
Para implementar gráficos 2D y 3D (ver Fig. 2.4), Android utiliza OpenGL ES 
(OpenGL for Embedded Systems) [47], una variante simplificada de la API 
gráfica OpenGL [48] diseñada para dispositivos integrados tales como 
teléfonos móviles, PDAs y consolas de videojuegos. La define y promueve el 
Grupo Khronos [49], un consorcio de empresas dedicadas a hardware y 
software gráfico interesadas en APIs gráficas y multimedia. Existen varias 
versiones, de entre las cuales la versión 1.0 ha sido seleccionada como la API 
oficial para gráficos 3D de Android. 
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Fig. 2.4 Ejemplo de gráfico 3D generado con OpenGL ES 
 
La API original, OpenGL, es una especificación estándar que define una API 
multilenguaje y multiplataforma para escribir aplicaciones que produzcan 
gráficos 2D y 3D. La interfaz consiste en más de 250 funciones diferentes que 
pueden usarse para dibujar escenas tridimensionales complejas a partir de 
primitivas geométricas simples, tales como puntos, líneas y triángulos. Fue 
desarrollada originalmente por Silicon Graphics Inc. (SGI) en 1992 y se usa 
ampliamente en CAD, realidad virtual, representación científica, visualización 
de información y simulación de vuelo. También se usa en desarrollo de 
videojuegos, donde compite con Direct3D [50] en plataformas Microsoft 
Windows. 
 
OpenGL tiene dos propósitos esenciales: 
 
 Ocultar la complejidad de la interfaz con las diferentes tarjetas gráficas, 
presentando al programador una API única y uniforme. 
 
 Ocultar las diferentes capacidades de las diversas plataformas 
hardware, requiriendo que todas las implementaciones soporten la 
funcionalidad completa de OpenGL (utilizando emulación software si 
fuese necesario). 
Dado que la explicación del uso de OpenGL ES no entra dentro del ámbito de 
este proyecto, no se entrará en detalle de su implementación aun así, para 
tener más detalle de como están implementadas estas aplicaciones, en el 
ANEXO XI se muestra brevemente ejemplos de código. 
 
2.9 Direccionamiento en Android 
 
Cada instancia del emulador corre detrás de un router virtual que aísla el 
emulador de las interfaces de red del PC. Un dispositivo emulado no puede ver 
el PC u otro emulador de la red. En su lugar, solo ve que está conectado a 
través de una Ethernet a un router. 
 
Cabe destacar que las mismas direcciones son usadas en todos los 
emuladores que se están ejecutando, reforzando el aislamiento. Para consultar 
el espacio de direcciones de Android, consultar el ANEXO XII. También 
destacar que este direccionamiento es específico al emulador y que 
probablemente sea muy diferente en dispositivos reales. Actualmente, el 
emulador no soporta IGMP [51] o multicast [52]. 




Los recursos en Android son ficheros externos que no son código y que son 
usados y compilados dentro de la aplicación. Android soporta diferentes tipos 
de recursos, incluido XML, PNG y JPEG. Los ficheros XML tienen diferente 
formato dependiendo de que describan. 
 
Los recursos se exteriorizan respecto al código. Los ficheros XML se compilan 
dentro un archivo binario por razones de eficiencia y los strings se comprimen 
en una forma más eficiente de almacenamiento. Es por esta razón que hay 
diferentes tipos de recursos en Android. En general, hay recursos de tres tipos: 
ficheros XML, bitmaps y ficheros raw (por ejemplo, ficheros de sonido). En la  
Tabla 2.2 se muestran los tipos de recursos posibles que hay en Android. 
 
Tabla 2.2  Tipo  de recursos en Android 
 
Tipo Descripción 
Anim Ficheros XML que son compilados en objetos de animaciones 
Drawable 
Ficheros con formato .png, .9.png, .jpg que se compilan en un 
fichero bitmap 
Layout Ficheros XML que se compilan en vistas de pantalla 
Values 
Ficheros XML que se compilan en varios tipos de recursos, para 
definir, por ejemplo, arrays, colores, strings... 
XML 
Ficheros XML arbitrarios que son compilados y pueden ser 
llamados en tiempo de ejecución 
Raw Ficheros arbitrarios que son copiados directamente al dispositivo 
 
2.11 Herramientas de desarrollo 
 
Para poder desarrollar sobre Android hay una serie de herramientas necesarias 
y unos requisitos que hay que tener en cuenta. En el ANEXO XIII se 
especifican todos ellos y se enumeran algunos extras necesarios para este 
proyecto en particular. 
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3. ANDROID EN PRÁCTICA 
 
3.1 Android Manifest 
 
Es el fichero de control que indica al sistema que hacer con todos los 
componentes que conforman la aplicación (por ejemplo, que tipo de 
información puede manejar, que permisos de ejecución tiene, etc). Es 
obligatoria su inclusión el proyecto y se ubica en el directorio raíz de la 
aplicación. Un ejemplo de un AndroidManifest simple es el que se muestra en 
la Fig. 3.1. 
 
 






         
    <application android:label="@string/app_name"> 
     
        <activity android:name=".HelloActivity"> 






            </intent-filter> 
        </activity> 
         
    </application> 
     
</manifest> 
 
Fig. 3.1 Ejemplo básico de AndroidManifest 
 
Como los otros ficheros XML de Android, el fichero AndroidManifest incluye una 
declaración de espacio de nombres. Esta declaración permite usar una 
variedad de atributos estándares de Android. 
 
Los manifiestos incluyen un elemento <application>, que define todas las 
activities que hay disponibles en el package definido. 
 
Cualquier package que sea presentado al usuario como aplicación de alto nivel 
necesitará incluir como mínimo un componente Activity que soporte la acción 
MAIN y la categoría LAUNCHER, tal y como se muestra en el ejemplo de la 
Fig. 3.1 




Las aplicaciones de Android no tienen permisos asociados a no ser que se 
configuren previamente en el AndroidManifest. De esta manera, se evitan 
modificaciones no deseadas en la información del dispositivo. Por lo tanto, para 
poder utilizar las funcionalidades protegidas, se deben incluir los tags <uses-
permission> en el AndroidManifest declarando los permisos necesarios.  
 
Por ejemplo, una aplicación que necesite controlar los SMS entrantes tiene que 













Fig. 3.2 Ejemplo de declaración de permisos 
 
La lista entera  detallada de permisos disponibles se puede encontrar en [53]. 
 
3.2 Interfaz de Usuario 
 
En este apartado se tratará sobre como implementar la UI de una pantalla de 
una aplicación de Android, por ejemplo, que elementos la conforman, como se 




A la hora de diseñar la UI, Android permite hacerlo tanto por código Java como 
por ficheros en lenguaje XML. La primera manera puede llegar a ser muy 
compleja y confusa, mientras que la segunda añade los beneficios y la potencia 
del uso del lenguaje XML. 
 
Android define un gran número de elementos personalizados, cada uno 
representando una subclase de View. Para diseñar una interfaz, se anidan los 
diferentes elementos y se guardan en un fichero XML dentro del directorio 
res/layout de la aplicación  
 
Cada fichero describe una sola pantalla, pero esta puede estar compuesta 
tanto por un elemento simple como un conjunto de ellos. 
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Android dibuja los elementos en el orden que aparecen en el XML, por lo que si 
algún elemento se solapa, se dibujará el último que se lea. Cada fichero XML 
se compila a partir del árbol de elementos por lo que el fichero sólo debe 




<?XML version="1.0" encoding="utf-8"?> 
 
<!-- Demonstrates using a relative layout to create a form --> 
<RelativeLayout 
XMLns:android="http://schemas.android.com/apk/res/android 
    android:layout_width="fill_parent"  
    android:layout_height="wrap_content" 
    android:background="@drawable/blue" 
    android:padding="10px"> 
 
    <TextView id="@+id/label"  
              android:layout_width="fill_parent"  
              android:layout_height="wrap_content"  
              android:text="Type here:"/> 
 
    <EditText id="@+id/entry"  
              android:layout_width="fill_parent"  
android:layout_height="wrap_content"                  
android:background="@android:drawable/editbox_back
ground" 
              android:layout_below="@id/label"/> 
   
    <Button id="@+id/ok"  
              android:layout_width="wrap_content"  
              android:layout_height="wrap_content"  
              android:layout_below="@id/entry" 
              android:layout_alignParentRight="true" 
              android:layout_marginLeft="10px" 
              android:text="OK" /> 
 
    <Button android:layout_width="wrap_content"  
              android:layout_height="wrap_content" 
              android:layout_toLeftOf="@id/ok" 
              android:layout_alignTop="@id/ok" 





Fig. 3.3 Ejemplo de layout declarado en XML 
 
 
La pantalla resultante del anterior fichero XML sería la mostrada en la Fig. 3.4 
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Si la unidad básica funcional de una aplicación de Android son las actividades, 
la unidad básica de la UI son las vistas (views) y los grupos de vistas 
(viewgroups) 
 
Las views son objetos de la clase base android.view.View. Es básicamente una 
estructura de datos que almacena la presentación de una área de la pantalla 
del dispositivo, controlando así diferentes parámetros como pueden ser las 
proporciones, scrolling, etc. 
 
Mediante la clase View podemos implementar subclases llamadas widgets que 
se encargan de dibujar elementos interactivos en la pantalla. A continuación se 
detallarán los usados en este proyecto:           
 
 




      android:id="@+id/label" 
      android:layout_width="fill_parent" 
      android:layout_height="wrap_content" 
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      android:layout_width="fill_parent" 





Fig. 3.6 Ejemplo de widget EditText 
 
 
 Button – Representa un botón, el cual realiza una acción cuando es 






     android:text="Save" 
     android:layout_width="wrap_content" 





Fig. 3.7 Ejemplo de widget Button 
 
 
 ScrollView – Representa a un contenedor para demás Views que puede 
ser desplazado por el usuario, permitiendo que la View sea más grande 





    android:orientation="vertical" 
    android:layout_width="fill_parent" 
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Fig. 3.8 Ejemplo de widget ScrollView 
 
Aparte de widgets simples que se pueden definir con un simple archivo XML, 
existen otros más complejos que necesitan de algunas líneas de código para 
implementarlos: 
 
 Menu – Interfaz para gestionar los elementos de un menu. Por defecto, 
cada Activity soporta un menú de opciones que se activa al pulsar la 
tecla menú. Se pueden añadir elementos a este menú y gestionar los 
clicks en ellos (ver Fig. 3.9). 
 
 
//En la creación del Menu se añaden las opciones que contendrá 
@Override 
public boolean onCreateOptionsMenu(Menu menu) { 
   super.onCreateOptionsMenu(menu); 
  
//Se indica si pertenece a algún grupo, el identificador, el 
//peso dentro del menú y la frase a mostrar. Además se le añade 
//un icono  
   menu.add(0, ALGO, 0, R.string.Algo) 
  .setIcon(R.drawable.icono); 
   return true; 
} 
 
//Si se pulsa algún element del menú, se accede a este método 
@Override 
public boolean onMenuItemSelected(int featureId, MenuItem item) 
{  
    // Se identifica la accion para el item seleccionado 
    switch(item.getItemId()){ 
         case ALGO: 
      //Hacer algo 
      return true; 
    } 
    return super.onMenuItemSelected(featureId, item); 
} 
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Fig. 3.9 Ejemplo de widget Menu 
 
 Menu Contextual – Igual que el menú, pero este se depliega al clicar 
sobre algún elemento de la pantalla (ver Fig. 3.10). 
 
 
//Al elemento escogido para que despliegue el menú, se le añade 
//el siguiente método 
  
Elemento.setOnCreateContextMenuListener(new  
                              OnCreateContextMenuListener() { 
   @Override 
   public void onCreateContextMenu(ContextMenu menu, View v, 
           ContextMenuInfo menuInfo) { 
 
//Se crea el menu de contexto para elegir la accion deseada 
//sobre el elemento elegido 
  menu.setHeaderTitle("Se indica un título"); 
  //Los métodos son los mismos que en la clase menú 
      menu.add(0, ALGO, 0, R.string.Algo) 
   } 
}); 
 
//Al igual que en menú, si se clica algún elemento del menú se 
//accede a un método, en este caso a este: 
@Override 





Fig. 3.10 Ejemplo de widget Menu Contextual 
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//Primero se indica en el fichero XML 
<LinearLayout 
  android:orientation="horizontal"  
  android:layout_width="fill_parent" 
android:layout_height="fill_parent" 
> 
   <ListView  
     android:id="@+id/list_results" 
 android:layout_width="wrap_content" 
 android:layout_height="wrap_content" 




//Una vez declarada, se selecciona en el código de la 
//siguiente manera 
Lista = (ListView) findViewById(R.id.list_results); 
 
//El contenido de la lista se añade mediante el adapter, el 
//cual se explicará más adelante 







Fig. 3.11 Ejemplo de widget List 
 
 Toast – Es una vista que contiene un pequeño mensaje que se muestra 
brevemente al usuario. Cuando la vista aparece, se muestra en una vista 
flotante sobre la aplicación, nunca recibe el foco de acción, intentando 
no estorbar en exceso al usuario, simplemente adevertiendolo de algún 
evento (ver Fig. 3.12). 
 
 
Toast.makeText(this,Mensaje a mostrar, 
               Tiempo que se muestra el mensaje).show(); 
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Fig. 3.12 Ejemplo de widget Toast 
 
 Alert Dialog – Al contrario que el toast, este widget si que recibe el foco 




                 //Indica un título 
           .setTitle(R.string.title) 
                 //Indica un mensaje 
           .setMessage(R.string.bmessage) 
                 //Añade un botón para realizar alguna opción 
           .setPositiveButton(R.string.button,  
                                   okButtonListener) 
                 //Lo muestra 





Fig. 3.13 Ejemplo de widget Alert Dialog 
 
 Notification – Clase para notificar al usuario los eventos que ocurren. En 
este proyecto, las notificaciones se muestran en un icono persistente en 
la barra de estado el cual, cuando es seleccionado, lanza un Intent 
previamente definido. Cada notificación tiene un indentificador único. Si 
se llama a dos notificaciones con el mismo identificador, la última se 
solapará a la primera (ver Fig. 3.14). 
 
 
//Se llama al servicio de notificación 
NotificationManager nm = 
(NotificationManager)getSystemService(NOTIFICATION_SERVICE); 
 
//Detalles del mensaje 
CharSequence from = Algo; 
CharSequence msn = Algo2; 
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//El PendingIntent lanza la actividad que indica el Intent si 
//el usuario selecciona esta notificacion 
PendingIntent contentIntent = PendingIntent.getActivity(this,  
                              0, Intent, 0); 
       
//Texto de aviso de notificacion 
String tickerText = 
getString(R.string.Incoming_message_ticker_text, message); 
 
//Construye el objeto de notificacion 
Notification notif = new Notification(R.drawable.stat_sample,  
                   tickerText,System.currentTimeMillis()); 
 
//Inicializa los campos de la notificacion 
notif.setLatestEventInfo(this, from, msn, contentIntent); 
 






Fig. 3.14 Ejemplo de widget Notification 
 
 Progress Dialog – Una vista que es muestra un indicador de progreso 
con un mensaje opcional (ver Fig. 3.15). 
 
 
//Si se crea un objeto Dialog, se accede a este método 
protected Dialog onCreateDialog(final int id) { 
   final ProgressDialog dialog = new ProgressDialog(this); 
   dialog.setMessage("Mensaje”); 
   //Indica si la duración será fija o indeterminada 
   dialog.setIndeterminate(true); 
   dialog.setTitle("Título"); 
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Fig. 3.15 Ejemplo de widget Progress Dialog 
 
Una vez expuestos los widgets más representativos, cabe notar que existe una 
variedad mucho mayor de Views. Exponerlas aquí sobrepasaría el ámbito del 
proyecto. No obstante, esta lista puede ser consultada en [33] o en el directorio 




Un ViewGroup es un tipo especial de View cuya función es contener y controlar 
un conjunto de Views y/o ViewGroups. Cada ViewGroup tiene la 
responsabilidad de medir el espacio disponible y asignárselo a las Views 
contenidas. La manera más corriente de asignar espacio es adaptarse a las 
dimensiones del contenido de la View o ser tan grande como lo permita el 




Es el más simple de todos, compuesto por un espacio en blanco en la pantalla 
sobre el cual se pueden ir añadiendo objetos, los cuales se van solapando a 




Este ViewGroup alinea todos los elementos en una única dirección (vertical u 
horizontal) y los posiciona uno detrás del otro formando una sola columna o fila. 
LinearLayout permite asignar padding entre los diferentes elementos, así como 
especificar su peso en la pantalla, entre otras características. 
 
El caso del peso es interesante debido a que, según el tipo pantalla que 
estemos mostrando, habrá elementos que nos interesará que se muestren más 
que otros. Mediante el peso, podemos expandir los elementos hasta que 
rellenen el espacio sobrante en la pantalla. El peso por defecto es 0. En la Fig. 
3.16 se muestra un ejemplo de cómo varía la especificación del peso en los 
elementos. 
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Permite a los elementos especificar exactamente las coordenadas (x, y) donde 




Permite a los nodos hijos especificar su posición relativa uno respecto a otro 
(especificada por el ID) o respecto al nodo padre. Si se usa XML para 
especificar esta disposición, se precisa un elemento de referencia antes de 
referirlo. En la Fig. 3.17 se muestra un ejemplo de RelativeLayout, así como las 





Fig. 3.17 Ejemplo de RelativeLayout8 
                                                 
7
 Imagen extraída de http://code.google.com/intl/es-ES/android/images/linearlayout.png 
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Los ViewGroups y las Views se pueden anidar formando un árbol jerárquico, tal 




Fig. 3.18 Árbol de nodos View o Viewgroups9 
 
Para indicar a la pantalla que dibuje el árbol de views pasado como parámetro, 
la Actividad ha de llamar al método setContentView() y pasarle como referencia 
el nodo raíz (ver Fig. 3.19). Una vez pasado, el nodo raíz pide a los nodos hijos 
que se dibujen ellos mismos por turnos y así sucesivamente. 
 
protected void onCreate(Bundle savedValues) 
{ 
   // Llamamos a la superclase. 
   super.onCreate(savedValues); 
 
   // Carga los recursos de la vista 
   // El fichero XML se encuentra  en 
   // res/layout/hello_activity.XML 
    setContentView(R.layout.hello_activity);   
}  
 
Fig. 3.19 Visualización de un archivo de layout por pantalla 
 
Una vez cargada la interfaz gráfica, podemos obtener el control sobre un 
elemento tal y como se indica en la Fig. 3.20. 
 
 




Fig. 3.20 Obtención de control sobre un elemento de la pantalla  
                                                                                                                                               
8
 Imagen extraída de http://code.google.com/intl/es-ES/android/devel/ui/layout.html 
9
 Extraído de http://code.google.com/intl/es-ES/android/images/viewgroup.png 
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Por otro lado, Android implementa automáticamente algunas notificaciones de 
eventos sobre elementos de la pantalla, como por ejemplo onFocusChange, 
que indica que el foco de la pantalla ha cambiado. Sin embargo, hay otras que 
no están implementadas nativamente y es trabajo del usuario registrarlas e 
implementarlas. En la Fig. 3.21 se muestra a modo de ejemplo la 
implementación de una acción por parte del usuario en respuesta a un click 
sobre un botón determinado. 
 
 
public class SendResult extends Activity 
{ 
    protected void onCreate(Bundle savedValues) 
    { 
        ... 
        // Escucha pulsaciones del botón 
        Button button = (Button)findViewById(IDBoton); 
        button.setOnClickListener(mBotonListener); 
    } 
 
private OnClickListener mBotonListener = new 
OnClickListener() 
     { 
        public void onClick(View v) 
        { 
            setResult(RESULT_OK); 
            finish(); 
        } 




Fig. 3.21 Implementación de acciones ante eventos 
 
 
3.2.4 Adapter Views 
 
Para poder interaccionar entre el código de la aplicación y los elementos de la 
UI se precisa de una subclase llamada AdapterView. Estos objetos, una vez 
instanciados en el código, pueden realizar dos tipos de tareas: 
 
 Rellenar la pantalla con datos (ver Fig. 3.22). 
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// Obtiene un Spinner y lo enlaza con el ArrayAdapter que  
// referencia al array de Strings 
Spinner s1 = (Spinner) findViewById(R.id.spinner1); 
ArrayAdapter adapter = ArrayAdapter.createFromResource( 








private OnItemClickListener mMessageClickedHandler = new 
OnItemClickListener() { 
    public void onItemClick(AdapterView parent, View v, int 
position,  long id) 
    { 
        // Se muestra un mensaje 
        Toast.makeText(mContext,"Tienes un evento”,           
        Toast.LENGTH_SHORT).show(); 
    } 
}; 
 
// Gracias al AdapterView se puede reaccionar frente a la 
//pulsación de un elemento de la lista, en este caso 
//mostrándolo en un historial de elementos seleccionados 
mHistoryView = (ListView)findViewById(R.id.history); 
mHistoryView.setOnItemClickListener(mMessageClickedHandler);  
 
Fig. 3.23 Atender a eventos con AdapterView 
 
3.3 Geolocalización y Mapas 
 
El SDK de Android incluye dos packages que proporcionan soporte primario 
para montar servicios de localización: android.location y 
com.google.android.maps. 
 
El primero contiene varias clases relacionadas con los servicios de localización 
y, además, incluye el servicio LocationManager el cual proporciona una API 
para determinar la localización del dispositivo. LocationManager no puede ser 
instanciado directamente sino que se debe obtener un controlador, tal y como 






Fig. 3.24 Creación de un LocationManager 
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Cuando se obtiene el control de un LocationManager, se pueden realizar las 3 
siguientes acciones (ver Fig. 3.25): 
 
 Solicitar una lista de todos o algunos de los LocationProviders 
disponibles. 
 Registrarse o desregistrarse para actualizaciones periódicas de la 
posición. 
 Registrarse o desregistrarse de eventos cuando el dispositivo se 




//Solicitación de un LocationProvider concreto (gps) 
myLocation = myLocationManager.getLastKnownLocation("gps"); 
 
//Registro para actualizaciones periódicas (2 argumento) y para 





Fig. 3.25 Acciones posibles con un LocationManager 
 
Cuando se usa el emulador se deben introducir los datos de la ubicación. Se 
puede utilizar tanto el DDMS (ver ANEXO XIV) como el comando geo (ver Fig. 
3.26). 
 
geo fix -121.45356 46.51119 4392 
Fig. 3.26 Ejemplo de uso del comando geo 
 
En el segundo package (com.google.android.maps), se obtienen varias clases 
relacionadas con el rendering, control y dibujo sobre mapas. La más importante 
es la clase MapView que automáticamente dibuja un mapa básico de Google 
Maps cuando lo añades al layout de la aplicación (ver Fig. 3.27).  
 
 
// Crea un Mapa y lo muestra por pantalla 
myMapView = new MapView(this, ""); 
setContentView(myMapView); 
 
Fig. 3.27 Inclusión de mapas en la pantalla de Android 
 
Para poder obtener un MapView, se necesita previamente un API Key  de 
Google Maps (ver ANEXO XV). Además, para poder hacer uso de esta clase, 
se ha de añadir el permiso en el manifiesto (Ver Fig. 3.28) dado que no es un 
package estándar de Android. Como último requisito, es necesario tener la 
configuración regional del ordenador donde corre el emulador seleccionada en 
Estados Unidos para que reconozca la puntuación de las coordenadas. 
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<uses-library android:name="com.google.android.maps" /> 
Fig. 3.28 Permiso para poder utilizar la librería de mapas de Android 
 
Después de todo el procedimiento, se puede trabajar sobre la vista del mapa 
con la clase Overlay (ver Fig. 3.29) 
 
 
// Se obtiene el control de capas del objeto MapView 
overlays = myMapView.getOverlays(); 
// Se crea un objeto Overlay y se define una capa para el mapa 
MyLocationOverlay myLocationOverlay = new MyLocationOverlay(); 




Fig. 3.29 Ejemplo de obtención de capas de un MapView 
 
3.4 Bases de datos 
 
Android soporta BBDD Sqlite y proporciona funciones de control que permiten 
almacenar datos complejos en forma de objeto, como por ejemplo los datos de 
tipo Contacto. Para crear una BBDD, se debe extender a la clase 





private static class DatabaseHelper extends SQLiteOpenHelper {    
    DatabaseHelper(Context context) { 
        super(context, DATABASE_NAME, null, DATABASE_VERSION); 
    } 
 
    @Override 
    public void onCreate(SQLiteDatabase db)    
         db.execSQL(DATABASE_CREATE); 




Fig. 3.30 Clase para instanciar una BBDD SQlite  
 
 
Una vez creada, se debe obtener el handler sobre ella para poderla llamar y 









// Obtención de Handler 
mDbHelper = new DatabaseHelper(mCtx); 
mDb = mDbHelper.getWritableDatabase(); 
 
// Cierre de la BBDD 
mDbHelper.close(); 
 
Fig. 3.31 Obtención de control de BBDD SQlite 
 
Cuando tenemos el control de la BBDD se pueden realizar acciones con ella 
como ingresar nuevos valores, borrarlos o hacer peticiones de búsqueda (ver 




// Necesario para ingresar valores en la Tabla 




// Devuelve el rowID para el usuario en caso contrario, 
devuelve -1 
return mDb.insert(DATABASE_TABLE, null, initialValues); 
 




mDb.delete(DATABASE_TABLE, KEY_ROWID + "=" + rowId, null) 
 
Fig. 3.33 Borrar valor en BBDD SQlite 
 
Cursor mCursor = mDb.query(true, DATABASE_TABLE, new String[] { 
KEY_ROWID, KEY_NAMEUSER, KEY_PASSWORD}, 
KEY_NAMEUSER + "='" + user + "' and " + KEY_PASSWORD + "='" + 
password + "'",null,null, null, null, null);    
 
if (mCursor != null) { 
    mCursor.moveToFirst(); 
} 
Fig. 3.34 Buscar valores en BBDD Sqlite 
 
Cualquier BBDD creada para una aplicación será accesible por su nombre por 
cualquier clase en dicha aplicación, pero no fuera de ella . 
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3.5 Configuración SD Card 
Para crear la tarjeta SD emulada se precisa de la herramienta mksdcard, que 
se incluye en el SDK. Esta utilidad crea una imagen de disco FAT32 que se 
puede cargar en el emulador durante el arranque. El comando utilizado es el 
mostrado en la Fig. 3.35 
 
mksdcard <size> <file> 
 
// Por ejemplo 
mksdcard 1024M sdcard1.iso 
 
Fig. 3.35 Uso de la aplicación mksdcard 
 
 
Para navegar por la tarjeta se utiliza la vista File Explorer del plugin ADT de 
Ecplise. Para poder insertar o extraer algún elemento del sistema de ficheros 




Fig. 3.36 Explorador de la SDcard 
 
3.6 Media APIs 
 
La plataforma Android es capaz de reproducir audio y video, tanto de ficheros 
locales como via streaming. Para conseguirlo, se utiliza la clase 
android.media.MediaPlayer. 
 
Para lograr reproducir un fichero (normalmente de audio) se hace lo siguiente: 
 
1. Poner el fichero dentro del directorio /res/raw del proyecto, donde el 
plugin de Eclipse lo pueda encontrar y hacerlo referenciable mediante la 
clase R. 
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2. Crear una instancia de MediaPlayer, referenciando al recurso usando los 
métodos adecuados (ver Fig. 3.37). 
 
 
MediaPlayer mp =  
           MediaPlayer.create(context,R.raw.sound_file_1); 
mp.start(); 
 
Fig. 3.37 Reproducción de fichero en Android 
     
 
Para parar la reproducción se llama al método stop(). Si se quiere reiniciar la 
reproducción, se llama a los métodos reset() y prepare() antes de llamar a 
start() otra vez. Para pausar, llamar al método pause(). 
 
En la Fig. 3.38 se muestra el código para reproducir archivos desde una URL. 
 
    





Fig. 3.38 Reproducción de fichero via URL por Android 
 
 
3.7 Otros ejemplos 
 
 
Dada la limitación de páginas en la memoria del proyecto, se han intentando 
mostrar los ejemplos básicos de Android. No obstante, si se tiene interés en 
profundizar en el tema, ejemplos de códigos más complejos se pueden 
observar tanto en el ANEXO IX como en la página oficial de Android [33].   
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4. CREANDO UNA APLICACIÓN PARA ANDROID 
 
4.1 Presentación de la aplicación 
 
 
La idea final de este proyecto era desarrollar una aplicación para Android a 
modo de ejemplo, en la que se aunaran todas las tecnologías descritas a lo 
largo del proyecto conjuntamente con las funcionalidades de Android. 
Asimismo, para lograr la implementación de la aplicación era preciso la 
utilización de  de cierto hardware y software, el cual viene especificado en el 
ANEXO XIII. 
 
Para realizarlo se pensó en una especie de red social simplificada, en la que 
gracias a la aplicación, los usuarios se pudieran comunicar entre ellos y tener 
alguna funcionalidad extra, como la indicación de la localización, streaming de 
archivos de audio entre terminales, etc.  
 






Servidor http Apache con scripts PHP

















Fig. 4.1 Escenario de la aplicación 
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Dentro de este escenario podemos diferenciar varios componentes: 
 
 Terminales o emuladores de Android - Son los dispositivos que 
contienen la aplicación y la pueden ejecutar. En este proyecto se han 
sustituido terminales reales por emuladores de Android ejecutados en 
PCs o portátiles. Pueden comunicarse entre ellos, con el servidor central 
para obtener información de otros usuarios o con otras redes para otros 
servicios (realizar llamadas, navegar por Internet...).  
 
 Servidor http - Es un servidor centralizado que contiene un servidor 
Apache y una BBDD MySQL, la cual contiene toda la información 
necesaria de los usuarios. Los terminales le realizan peticiones de 
búsquedas en base a una serie de tags y el servidor, mediante scripts 
PHP, realiza la búsqueda y retorna el resultado en formato XML. 




Aparte de los elementos que componen el escenario hay 3 tipos de usuario que 
pueden interactuar con él: 
 
 Administrador 
 Usuario no autenticado 
 Usuario autenticado 
 
 
Como resultado de este planteamiento, surgió la aplicación para Android que 
se presenta, la cual permite realizar comunicaciones con servidores externos e 
interacciones entre varios tipos de terminales, que es lo que al fin y al cabo se 
desea en un móvil con tanto énfasis social. 
 
 
4.2 Casos de uso de la aplicación 
 
Una vez presentada la aplicación se detallarán los posibles casos de uso. En la 
Fig. 4.2, se pueden observar rápidamente las diferentes acciones que hay, las 
interrelaciones entre ellas y que usuarios, de los anteriormente mencionados, 
pueden realizarlas. 
 
Además, se engloban los casos de uso dentro de su área de funcionamiento, 
que como se pueden comprobar, son 3: 
 
 La aplicación en si, Droidbuc, 
 El móvil en general, Android y 
 Exterior al móvil. 
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Fig. 4.2 Casos de uso de la aplicación 
 
4.3 Detalles de acciones posibles 
 
Una vez enumerados los diferentes casos de uso, se detallarán cada una de 
ellas en las siguientes tablas (ver Tabla 4.1. a Tabla 4.13) 
 
Tabla 4.1 Caso Gestión de la BBDD Central 
Nombre Gestión de la BBDD Central 
Descripción Mantener y gestionar las tablas correspondientes a los 
datos de los usuarios de la aplicación Droidbuc 
Actores -Administrador 
Precondiciones Loguearse en la BBDD 
Flujo Normal 1- El administrador accede a la BBDD correspondiente 
dentro de MySQL 
2-Gestiona las tablas según corresponda 
Excepciones Si no se loguea correctamente, se deniega el acceso a la 
BBDD 
Postcondiciones Los cambios realizados en las tablas afectan a las 
búsquedas de los usuarios de la aplicación Droidbuc 
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Tabla 4.2 Caso Uso del resto del móvil 
Nombre Uso del resto del móvil 
Descripción Uso de las funcionalidades del móvil que no sean de 
Droibuc como llamadas, SMS, juegos…  
Actores -Usuario no autenticado 
-Usuario autenticado 
Precondiciones Ninguna 






Tabla 4.3 Caso Registro 
Nombre Registro 
Descripción Realiza un registro tanto en el móvil como en la BBDD 
externa para identificarse como usuario único 
Actores -Usuario autenticado 
Precondiciones No exista ningún registro anterior en ese móvil 
Flujo Normal 1-Rellenar los campos de Login y Pass 
2-Clickar en el botón OK 
3-Comprobación de que el Login es único y acceso a la 
aplicación 
4-Si es la primera vez, hay que añadir tags al usuario 
Excepciones Existe un registro anterior 




Tabla 4.4 Caso Login 
Nombre Login 
Descripción Acceder a la aplicación una vez registrado 
Actores -Usuario autenticado 
Precondiciones Haya habido un registro previo 
Flujo Normal 1-Rellenar los campos de Login y Pass 
2-Clickar en el botón OK 
3-Comprobación de que el Login y el Pass es correcto y 
acceso a la aplicación 
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Tabla 4.5 Caso Añadir Tags 
Nombre Añadir tags 
Descripción Añade tags al usuario logueado 
Actores -Usuario autenticado 
Precondiciones Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar la opción Añadir Tags del menú de la 
aplicación 
2-Escribir los tags 
3-Clicar en Enviar 
Excepciones Fallo en la conexión al enviar los tags 




Tabla 4.6 Caso Demo JNI 
Nombre Demo JNI 
Descripción Demostración del uso de la librería JNI para ejecutar 
código nativo en Android 
Actores -Usuario autenticado 
Precondiciones Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar la opción Demo JNI del menú de la 
aplicación 






Tabla 4.7 Caso Paint 
Nombre Paint 
Descripción Demostración del uso de la librería OpenGL para mostrar 
gráficos 2D y 3D 
Actores -Usuario autenticado 
Precondiciones Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar la opción Paint del menú de la aplicación 
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Tabla 4.8 Caso Explorador 
Nombre Explorador 
Descripción Permite listar los contenidos de la tarjeta SD y 
reproducirlos en caso de archivo de audio o visualizarlos 
en caso de imágenes 
Actores -Usuario autenticado 
Precondiciones -Estar registrado y logueado en la aplicación 
-Tener contenido dentro de la tarjeta SD 
Flujo Normal 1-Seleccionar la opción Explorador del menú de la 
aplicación 






Tabla 4.9 Caso Borrar Usuario Propio 
Nombre Borrar Usuario Propio 
Descripción Eliminación de la cuenta de usuario tanto en la aplicación 
como en la BBDD externa 
Actores -Usuario autenticado 
Precondiciones Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar la opción Borrar Usuario del menú de la 
aplicación 
Excepciones Fallo en la conexión al enviar la petición 




Tabla 4.10 Caso Cerrar Droidbuc 
Nombre Cerrar Droidbuc 
Descripción Salir de la aplicación al menú principal de Android 
Actores -Usuario autenticado 
Precondiciones Estar registrado y logueado en la aplicación 
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Tabla 4.11 Caso Búsqueda de Amigos 
Nombre Búsqueda de Amigos 
Descripción Buscar usuarios por afinidad a un tag 
Actores -Usuario autenticado 
Precondiciones -Los usuarios estén online 
-Los tags existan 
-Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar la opción Buscar del menú de la aplicación 
2-Escribir el tag por el cual buscar 
3-Clicar en buscar 
4-Retorno del servidor con una lista de los usuarios online 
que poseen ese tag, si los hay. 




Tabla 4.12 Caso Mensajería Instantánea 
Nombre Mensajería Instantánea  
Descripción Mensajería sobre XMPP entre dos terminales utilizando 
los servidores de GTalk 
Actores -Usuario autenticado 
Precondiciones -Los usuarios estén online 
-Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar el usuario con el que se quiere conversar 
2-Inicializar las opciones (opcional) 
3-Escribir el mensaje 
4-Enviarlo y esperar respuesta 




Tabla 4.13 Caso GPS 
Nombre GPS 
Descripción Emulación de servicio de localización con visualización 
sobre mapas 
Actores -Usuario autenticado 
Precondiciones -Los usuarios estén online 
-Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar el usuario con el que se quiere localizar 
2-Modificar la visualización del mapa resultante  
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Tabla 4.14 Caso Listar MP3 
Nombre Listar Mp3 
Descripción Permite obtener una lista de los archivos de audio que se 
encuentren en la tarjeta SD del usuario seleccionado 
Actores -Usuario autenticado 
Precondiciones -Los usuarios estén online 
-Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar el usuario deseado 
2-Visualizar la lista con los archivos de audio  




Tabla 4.15 Caso Enviar Información de Contacto 
Nombre Enviar información de contacto  
Descripción Permite enviar la información de contacto al usuario que 
deseemos 
Actores -Usuario autenticado 
-Poseer una entrada de información de contacto con el 
nombre de usuario de la aplicación 
Precondiciones -Los usuarios estén online 
-Estar registrado y logueado en la aplicación 
Flujo Normal 1-Seleccionar el usuario al que se le quiere enviar la 
información 
2-Buscar la info de contacto y enviarla 
Excepciones No encontrada la información de contacto 
Postcondiciones Se crea una entrada en la agenda del usuario destino con 
la nueva información de contacto 
 
 
4.4 Resultado final 
 
A lo largo de todo el proyecto, se han detallado las diferentes partes que lo 
componen así como las tecnologías usadas para su correcto funcionamiento. 
También se han expuesto ejemplos de las características de Android y 
presentado el escenario final de la aplicación y sus funcionalidades. 
 
Por último, tan sólo queda mostrar el aspecto de la aplicación a través de unas 
capturas de las principales partes. Para ello, se referencia a los anexos, donde 
se muestran con detalle las capturas y se expone un breve manual de usuario 
de la aplicación desarrollada.  
 
Para las vistas de la parte del administrador de la BBDD se recomienda ver 
tanto el ANEXO XVI como el ANEXO XVII. Por último, para las capturas de 
Android y de la aplicación Droidbuc se recomienda ver el ANEXO XVIII. 





La realización de este proyecto me ha aportado conocimientos sobre varias 
tecnologías pero sobretodo de cómo desarrollar una aplicación que las unifique 
a todas y tengan una función práctica. Además, a través de su estudio he 
podido constatar un mercado emergente que cada día realiza más avances y 
terminará dotando a las personas de un nivel de comunicación muy elevado 
pero sobretodo, de una accesibilidad inmediata. Por lo tanto, con este proyecto 
siento que contribuyo en alguna manera en este avance. 
 
Por otro lado, el desarrollo para Android ha sido, a mi parecer, muy interesante 
dado el gran abanico de posibilidades que ofrece, siendo imposible recogerlas 
todas en un proyecto y menos en una sola aplicación. Aun a pesar de las 
limitaciones que ofrece el emulador enfrente a un dispositivo real, es un buen 
punto de partida para familiarizarse con el entorno y probar prototipos de 
aplicaciones de una manera rápida y sencilla. 
 
Con el resultado obtenido se han cumplido las expectativas iniciales de 
desarrollar un prototipo de red social móvil sobre la nueva plataforma Android 
y, a la vez, experimentar con el nuevo sistema operativo para móviles y hacer 





Con este proyecto se abren varias líneas de investigación y desarrollo, desde la 
mejora de la aplicación presentada como la implementación en dispositivos 
reales. A medida que aparezcan nuevos SDK con funcionalidades mejoradas y 
otras de nuevas, las posibilidades se irán ampliando, pudiendo desarrollar 
aplicaciones más y más complejas. 
 
En cuanto a las mejoras de la aplicación en si, a parte de las obvias de la UI, 
destacan el manejo de medios multimedia y un uso más elaborado del 
protocolo XMPP. La geolocalización es otro elemento a tener en cuenta, dado 
que es uno de los impulsores del uso de las aplicaciones móviles  
 
Por otro lado, la implementación en dispositivos es interesante, a parte del 
estudio del rendimiento y del funcionamiento de la aplicación en escenarios 
reales, por la libertad de desarrollo que ofrece Android. Esta libertad impulsaría 
de manera notable la evolución natural de estas redes si la gente se motivara a 
experimentar con Android, que es en parte también lo que busca este proyecto. 
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Por último, no hay que olvidar la competencia y sus productos en este terreno. 
En estos momentos el competidor más fuerte es sin duda el IPhone [54] de 
Apple [55]. Las similitudes entre ambos dispositivos son varias, destacando 
Android en su planteamiento de desarrollo de aplicaciones abierto. Será 
interesante seguir la evolución de ambas marcas en un futuro cercano y ver las 




En lo que se refiere al impacto medioambiental de este proyecto habría que 
hacer dos consideraciones. En cuanto a contaminación directa, se podría decir 
que es nula, ya que todo el proyecto se puede realizar en un solo portátil el cual 
se abastece de electricidad y no genera residuos ni contaminación. Por otro 
lado, en contaminación indirecta si que podríamos hablar de cierta polución 
debido a la generación por parte de las centrales de la electricidad que necesita 
el portátil para funcionar.  
 
Como nota anecdótica, pero también a tener en cuenta por la poca 
concienciación que hay, en [56] se muestra la noticia del cálculo aproximado de 
la contaminación de una búsqueda en Google, que fue desmentido 
rápidamente por la empresa [57], dando unos valores más realistas en los que 
se puede ver que es mucho menor, por lo que se puede deducir que si los 
servidores de Google producen poca contaminación un portátil producirá 
infinitamente menos. 
 










[8] http://en.wikipedia.org/wiki/List_of_social_networking_websites  
[9] http://www.oreillynet.com/pub/a/oreilly/tim/news/2005/09/30/what-is-web-
20.html 
[10] http://es.youtube.com/watch?v=6gmP4nk0EOE (Video explicativo de 
manera visual de lo que es la Web 2.0) 
[11] E.F. Codd, "A Relational Model of Data for Large Shared Data Banks". 





























[37] B. Elgin. "Google Buys Android for Its Mobile Arsenal" (HTML) (en 











[47]  http://www.khronos.org/opengles/ 
[48] http://www.opengl.org/ 
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ANEXO I.EJEMPLOS DE DBMS 
 
 
En este anexo, se mostrarán dos DBMS a modo de ejemplo. Dichos DBMS 
serán utilizados dentro de este proyecto, por lo que conviene tener una idea 




MySQL10 es un sistema de gestión de base de datos relacional, multihilo y 
multiusuario con más de seis millones de instalaciones. La empresa encargada 
del desarrollo de MySQL es MySQL AB (desde 2008, subsidaria de Sun 
Microsystems). MySQL está desarrollado en su mayor parte en ANSI C. 
 
Michael Widenius, uno de los fundadores de MySQL AB, creó en una API SQL 
a la cual llamó MySQL, la cual permitía conectar tablas usando rutinas de bajo 
nivel ISAM (ver Fig. I.1). Mediante APIS desarrolladas posteriormente, se 
permite a aplicaciones creadas bajo diferentes lenguajes de programación, 
acceder a BBDDs MySQL. 
 
 
Fig. I.1 Funcionamiento de la API MySQL11 
 
Una de las mayores aplicaciones de MySQL es su uso en aplicaciones web, 
especialmente combinada con el uso de PHP. Mediante MySQL se consiguen 
lecturas muy rápidas de la BBDD pero puede presentar problemas de 
integridad cuando se produce una alta concurrencia en la modificación de 




 Extraído de http://www.akadia.com/img/mysql_storage_engine.gif  
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datos.  Precisamente estas características definen el uso de aplicaciones de 
web (alta lectura, baja concurrencia en la modificación de datos) por lo que 
MySQL es una elección acertada. 
 




 Digg - Sitio de noticias. 
 Flickr - Usa MySQL para gestionar millones de fotos y usuarios. 
 NASA 




SQLite es un DBMS relacional y que está contenido en una librería en C 
relativamente pequeña (~500KB). SQLite es un proyecto de dominio público 
creado por D. Richard Hipp. 
 
A diferencia de los DBMS cliente-servidor, el motor de SQLite no es un proceso 
independiente con el que el programa principal se comunica. En lugar de eso, 
la librería SQLite se enlaza con el programa pasando a ser parte integral del 
mismo. El programa utiliza la funcionalidad de SQLite a través de llamadas 
simples a subrutinas y funciones. Esto reduce la latencia en el acceso a la base 
de datos, debido a que las llamadas a funciones son más eficientes que la 
comunicación entre procesos. El conjunto de la base de datos (definiciones, 
tablas, índices, y los propios datos), son guardados como un sólo fichero 
estándar en la máquina host. 
 
Varios procesos o hilos pueden acceder a la misma base de datos sin 
problemas y ser respondidos en paralelo. En cambio, un acceso de escritura 
sólo puede ser servido si no se está sirviendo ningún otro acceso 
concurrentemente. En caso contrario, el acceso de escritura falla devolviendo 
un código de error (o puede automáticamente reintentarse hasta que expira un 
timeout configurable). 
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ANEXO II. CLASIFICACIÓN DE BBDD 
 
 
Dependiendo de la función para la que estén destinadas, las BBDD pueden 















Fig. II.1 Clasificación de las BBDD por su función 
 
 
Dada la gran variedad de  BBDD, estas se pueden dividir en varios modelos de 
datos, es decir, la manera que tienen de almacenar y recuperar la información:  
 
 Jerárquicas 
 De red 
 Relacionales 
 Multidimensionales 
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ANEXO III. EJEMPLOS DE STATEMENTS DE SQL 
 
 
Dentro de los statements tenemos dos grupos de elementos principales, entre 
otros. Estos dos grupos son el lenguaje de definición de datos (en inglés Data 
Definition Language, o DDL) y el lenguaje de manipulación de datos (Data 
Manipulation Language, o DML). 
 
El DDL es el que se encarga de la modificación de la estructura de los objetos 
de la base de datos. Existen 3 operaciones básicas:  
 
 CREATE – Crea un objeto dentro de la BBDD (ver Fig. III.1). 
 
 
CREATE TABLE ejemplo (    
    id            INTEGER   PRIMARY KEY, 
    campo1        CHAR(50)  NULL, 
    campo2        CHAR(75)  NOT NULL, 
    fecha1        DATE      NULL 
); 
 
Fig. III.1 Ejemplo de Query Create 
 
 ALTER - Para modificar cualquier objeto existente en la BBDD (ver Fig. 
III.2). 
 
ALTER TABLE ejemplo ADD valor1 INTEGER; 
 Fig. III.2 Ejemplo de Query Alter 
 
 DROP – Para eliminar cualquier BBDD, tabla, objeto… (ver Fig. III.3). 
 
DROP TABLE ejemplo; 
Fig. III.3 Ejemplo de Query Drop 
 
Un DML es el subconjunto del lenguaje SQL que se encarga de añadir, 
actualizar y eliminar datos: 
 
 INSERT – añade filas (tuplas) a una table existente (ver Fig. III.4). 
 
 
INSERT INTO ejemplo (campo1, campo2, fecha1) VALUES 
('prueba1', 'prueba2', NULL); 
 
Fig. III.4 Ejemplo de Query Insert 
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 DELETE – borra una o más filas de una tabla (ver Fig. III.5). 
 
 
INSERT INTO ejemplo (campo1, campo2, fecha1) VALUES 
('prueba1', 'prueba2', NULL); 
 
Fig. III.5 Ejemplo de Query Delete 
 
 
 UPDATE – modifica los valores de un conjunto de filas (ver Fig. III.6). 
 
 
UPDATE ejemplo SET campo1 = 'prueba3' WHERE campo2 = 
'prueba2'; 
 
Fig. III.6 Ejemplo de Query Update 
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ANEXO IV. EJEMPLO DE DIÁLOGO HTTP 
 
 
A continuación se muestra un breve y simple intercambio de mensajes entre un 
cliente y un servidor HTTP. 
 
El cliente hace una petición get al servidor para solicitar el recurso index.html 
(ver Fig. IV.1). 
 
GET /index.html HTTP/1.1 
Fig. IV.1 Ejemplo de petición Get 
 
El servidor responde con el mensaje que se puede ver en la Fig. IV.2, 
indicando el tipo de respuesta, la fecha, información sobre el servidor, cuando 
fueron modificados por última vez los datos, su longitud, el estado de la 
conexión y el tipo de formato de los datos. 
 
 
HTTP/1.1 200 OK 
 Date: Mon, 23 May 2005 22:38:34 GMT 
 Server: Apache/1.3.3.7 (Unix) (Red-Hat/Linux) 
 Last-Modified: Wed, 08 Jan 2003 23:11:55 GMT 
 Content-Length: 438 
 Connection: close 
 Content-Type: text/html; charset=UTF-8 
 
Fig. IV.2 Ejemplo de mensaje de respuesta HTTP 
 
Los tipos de respuesta están cifrados según el siguiente código: 
 
 1xx – De información. Indican una respuesta provisional, la petición aun 
se está tratando. 
 2xx – De éxito. La petición se recibió, se entendió y se aceptó. 
 3xx – De redirección. El cliente tiene que realizar una acción adicional 
para completar la petición. 
 4xx – De error en el cliente. 
 5xx – De error en el servidor. 
 
Para más detalle en los tipos de respuesta, consultar 12 
                                                 
12
 http://en.wikipedia.org/wiki/List_of_HTTP_status_codes  
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La sintaxis de PHP, como se ha comentado antes, es muy parecida con los 
lenguajes de programación estructurada, pero hay que tener en cuenta algunos 
aspectos propios de PHP. PHP sólo parsea código dentro de sus delimitadores, 
todo lo que se encuentre fuera se envía directamente a la salida y PHP no lo 
trata. Los delimitadores de apertura y cierre tienen la sintaxis de <?PHP y ?>. 
Las variables son prefijadas con el símbolo $ y su tipo no necesita ser 
especificado previamente. Las funciones if, for y while son similares a las de C 
y C++. 
 
Por otro lado, PHP tiene cientos de funciones predefinidas, las cuales se 
pueden consultar en su sitio web. Sin embargo, actualmente PHP no soporta 
programación de hi los aunque si soporta programación orientada a objetos.  
 
Para este proyecto, se han realizado varios códigos para controlar y gestionar 
el acceso a la BBDD por parte de los usuarios de la aplicación, los cuales 
permiten modificar registros en la BBDD y a su vez enviar respuestas a las 
peticiones realizadas. El listado de códigos es el siguiente: 
 
 Connect.php – Se encarga de conectarse a la BBDD indicada. 
 Disconnect.php – Se encarga de desconectarse de la BBDD indicada. 
 Addtagsdb.php – Añade tags a nuestro usuario una vez haya sido 
creado. 
 Checkregister.php – Comprueba si el usuario pasado ya existe en la 
BBDD. 
 Deleteuserdb.php – Borra el usuario de la BBDD así como sus tags 
asociados. 
 Filldb.php – Crea un usuario y los tags correspondientes a partir de los 
datos pasados. 
 Searchdb.php –Devuelve una lista de usuarios que poseen el tag 
pasado como parámetro. 
 Setonline.php – Pone en estado online al usuario pasado como 
parámetro. 
 Setoffline.php - Pone en estado ofline al usuario pasado como 
parámetro. 
 
No entra en el ámbito de este proyecto analizar cada uno de los códigos, pero 
a modo de ejemplo de código PHP, se mostrará el código del fichero Filldb.php 
en la al ser uno de los más completos en cuanto a operaciones se refiere en 
este proyecto (ver Fig. V.1). Asimismo, también muestra la interacción entre el 










// Inicializacion de variables a partir de la petición POST 
// recibida. Dentro de la petición POST se encuentran todas     
  // las variables necesarias. 
  $login = $_POST['login']; 
  $password = $_POST['password']; 
  $tags = $_POST['tags']; 
  $address = $_POST['address']; 
  $db_name = "android_app"; 
  $space = " ";         
       
  // Conexión a la BBDD 
// include "connect.php"; 
// Host del MySQL (generalmente localhost) 
$dbhost="localhost"; 
// Aqui debes ingresar el nombre de usuario para acceder a la   
// base   
$dbusuario="root";  
// Password de acceso para el usuario de la linea anterior 
$dbpassword="";  
// Seleccionamos la base con la cual trabajar 
$db="android_app";         
   
// Conexión a la BBDD 
$conexion = mysql_connect($dbhost, $dbusuario, $dbpassword); 
mysql_select_db($db, $conexion) or die(mysql_error());; 
  
  // Insercion en la tabla de usuarios 
  $query_insert_user= 
  "INSERT INTO user  
VALUES ('', '".$login."', '".$password."', '".$address."',  
'online')"; 
  
  // Ejecutamos la insercion 
  mysql_query($query_insert_user) or die(mysql_error()); 
   
  // Recuperamos el ID del usuario que acabamos de insertar 
  $last_ID_user = mysql_insert_id(); 
                                                                                                       
  // Extraemos las diferentes tags                     
  $tags_separate = explode(" ", $tags); 
                                       
  // Para cada tag, comprobamos si ya existe 
  for ($i=0;$i<sizeof($tags_separate);$i++) 
  { 
    $query_select="SELECT ID_tag FROM tag WHERE tagname =   
                               '".$tags_separate[$i]."'"; 
    $data = mysql_query($query_select) or die(mysql_error()); 
   $info = mysql_fetch_array( $data ); 
     
    // En caso afirmativo, actualizamos la tabla de relaciones 
    if($info){ 
     // Insertamos en la tabla de relaciones directamente 
      $query_update_relation_user_tag = 
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     "INSERT INTO user_tag  
      VALUES ('".$last_ID_user."', '".$info['ID_tag']."')"; 
            
      // Ejecutamos la insercion 
      mysql_query($query_update_relation_user_tag) or            
      die(mysql_error());  
    } 
    // En caso negativo, creamos la entrada para esa tag y    
    // tambien la de relaciones 
    else 
    { 
      // Primero nsertamos en la tabla de tags 
      $query_insert_tag = 
      "INSERT INTO tag  
      VALUES ('', '".$tags_separate[$i]."')"; 
       
      // Ejecutamos la insercion 
      mysql_query($query_insert_tag) or die(mysql_error()); 
       
       // Recuperamos el ID del tag que acabamos de insertar 
      $last_ID_tag = mysql_insert_id(); 
       
      // Y por ultimo, insertamos en la tabla de relaciones 
      $query_insert_relation_user_tag = 
      "INSERT INTO user_tag  
      VALUES ('".$last_ID_user."', '".$last_ID_tag."')"; 
       
      // Ejecutamos la insercion 
      mysql_query($query_insert_relation_user_tag) or    
      die(mysql_error());   
    } 
  } 
   
  // Cerramos la conexion a la BBDD 
// include "disconnect.php"; 
mysql_close($conexion); 
   
?> 
 
Fig. V.1 Ejemplo de código PHP 
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ANEXO VI. ESTRUCTURA DE UN DOCUMENTO XML 
 
La estructura de un documento XML se compone de diferentes partes llamadas 
elementos, los cuales se indican mediante el uso de etiquetas. Una etiqueta es 
una marca que indica la existencia de un elemento (el cual contiene 
información). Las etiquetas tienen la forma <nombre>, donde nombre indica el 
nombre del elemento. En la Fig. VI.1 , se puede observar un ejemplo de 
estructura de un documento XML y en el ANEXO VII se describe el uso de 
XML-Parser para poder leer e interpretar documentos XML. 
 
 
<?XML version="1.0" encoding="ISO-8859-1" ?> 
  
<!DOCTYPE Edit_Mensaje SYSTEM "Lista_datos_mensaje.dtd"  
[<!ELEMENT Edit_Mensaje (Mensaje)*>]> 
  
<Edit_Mensaje>    
      <Mensaje> 
  
          <Remitente> 
               <Nombre>Nombre del remitente</Nombre> 
               <Mail> Correo del remitente </Mail> 
          </Remitente> 
           <Destinatario> 
               <Nombre>Nombre del destinatario</Nombre> 
               <Mail>Correo del destinatario</Mail> 
          </Destinatario> 
  
          <Texto> 
               <Asunto> 
Este es mi documento con una estructura 
muy sencilla no contiene atributos ni 
entidades.... 
               </Asunto> 
               <Parrafo> 
Este es mi documento con una estructura 
muy sencilla no contiene atributos ni 
entidades.... 
               </Parrafo> 
          </Texto> 
 
     </Mensaje> 
</Edit_Mensaje> 
 
Fig. VI.1 Ejemplo de estructura de un documento XML 
 
 
Más detalladamente, se pueden definir diferentes partes en un documento 
XML: 
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 Prólogo – No obligatorio. Describen la versión XML, el tipo de 
documento y otras cosas. 
 
 Cuerpo – Obligatorio. El cuerpo debe contener un y sólo un elemento 
raíz. 
 
 Elementos – Los elementos XML pueden tener contenido (más 
elementos, caracteres o ambos), o bien ser elementos vacíos. 
 
 Atributos  –  Los elementos pueden tener atributos, que son una manera  
de incorporar características o propiedades a los elementos de un 
documento. Deben ir entre etiquetas. 
 
Para que un documento se considere bien formado ( well-formed) debe cumplir 
con todas las definiciones básicas de formato y pueden, por lo tanto, analizarse 
correctamente por cualquier analizador sintáctico (parser) que cumpla con la 
norma. Además, para que un documento sea considerado válido para un uso 
concreto, deberá especificar la relación entre los distintos elementos que lo 
conforman. Esta relación se especifica en un documento externo (DTD 
(Document Type Definition, Definición de Tipo de Documento) que deber ser 
llamado desde el documento XML.  
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ANEXO VII. EJEMPLO DE XML-PARSER 
 
 
SAX (Simple API for XML) es una API de analizador sintáctico en serie para 
XML. SAX proporciona un mecanismo para leer datos de un documento XML. 
Es una alternativa popular a DOM. 
 
Un parser que implemente SAX funciona como un analizador por stream, con 
una API lanzadora de eventos. Es decir, el usuario define unos métodos que 
serán llamados cuando ocurren determinados eventos duran el análisis del 
documento XML. Los eventos que incluye SAX son: 
 
 Nodos de texto XML 
 Elementos XML 
 Instrucciones de proceso XML 
 Comentarios XML 
 
Los eventos se lanzan cuando se encuentran dichos elementos, y otra vez 
cuando se encuentra la correspondiente etiqueta de final de elemento. Los 
atributos se pasan como argumentos a los métodos. Un ejemplo del 




<?XML version="1.0" encoding="UTF-8"?> 
<RootElement param="valor1"> 
    <PrimerElemento> 
        Algo 
    </PrimerElemento> 
    <SegundoElemento param2="valor2"> 
        Otra cosa 
    </SegundoElemento> 
</RootElement> 
 
Fig. VII.1 Documento para aplicar SAX 
 
Dado el documento XML de ejemplo de la Fig. VII.1, si le aplicamos un 
analizador sintáctico SAX obtendríamos la siguiente secuencia de eventos:  
 
 Prólogo XML con atributo versión igual a ―1.0‖ y atributo encoding igual a 
―UTF-8‖ 
 Comienzo de elemento XML llamado RootElement con atributo param 
igual a ―valor1‖. 
 Comienzo de elemento XML llamado PrimerElemento 
 Nodo de texto XML con datos igual a ―Algo‖ 
 Final de elemento XML llamado PrimerElemento 
 Comienzo de elemento XML llamado SegundoElemento con atributo 
param2 igual a ―valor2‖. 
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 Nodo de texto XML con datos igual a ―Otra cosa‖ 
 Final de elemento XML llamado SegundoElemento 
 Final de elemento XML llamado RootElement 
 
El análisis mediante SAX es unidireccional, es decir, que los datos no pueden 
ser releídos a no ser que se inicie el análisis otra vez. SAX presenta ciertas 
ventajas enfrente de otros parses como DOM. Mientras que en DOM se debe 
tener todo el documento XML en memoria antes de procesarlo, en SAX no 
hace falta, lo que permite menor utilización de memoria y más rapidez de 
análisis (debido a la naturaleza por eventos). 
 
Aun así, SAX presenta algunos inconvenientes, como por ejemplo, la validación 
por DTD. Dado que se establecen relaciones entre los diferentes elementos 
que componen el documento XML, se necesita mantener en memoria los 
elementos analizados anteriormente, para validar dichas relaciones, cosa que 
SAX no realiza. También se imposibilita el acceso inmediato a algún elemento 
del documento XML, ya que previamente se debe analizar elemento a 
elemento hasta dar con el deseado. 
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ANEXO VIII. XMPP EN ANDROID 
 
 
En un principio, Android incluía soporte para XMPP cuya primera 
implementación fue proporcionada mediante la librería Smack [28], 
desarrollada por Jive Software [29]. En posteriores versiones del SDK se limitó 
a un servicio de IM pasándose a llamar GTalkService para que, en las últimas 
versiones (0.9 y 1.0) se eliminase su funcionalidad. Esta medida se debió a que 
Rich Cannings (investigador de seguridad de Google) descubriera varias 
vulnerabilidades [30] que podían revelar información sobre los usuarios. 
 
Para poder solucionar los problemas de certificados de seguridad con los 
servidores de Google y poder realizar comunicaciones sobre XMPP se debe 
aplicar un parche a la librería Smack. Dicho parche es una rápida solución que 
desactiva la negociación SSL en el fichero ConnectionConfiguration.Java entre 
otras cosas, eliminando por una parte dicha seguridad, pero permitiendo 
realizar comunicaciones XMPP sobre Android. Dicho parche se puede 
encontrar en [31]. 
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ANEXO IX. EJEMPLOS DE CÓDIGO DE ANDROID 
 
 
En este anexo se recopilan una serie de ejemplos de código de elementos de 





El uso de servicios en Android es muy simple. La manera de crearlos se hace 
mediante un Intent (ver Fig. IX.1). 
 
 
// Se crea un Intent para indicar la clase que implementa el  
// servicio y se llama al método startService para que inicie 
// el servicio 





// Cuando se quiera finalizar el servicio, se vuelve a indicar 
// y se llama al método stopService para detenerlo           
Intent svc = new Intent(this, MyService.class); 
stopService(svc);  
 
Fig. IX.1 Creación y destrucción de un servicio 
 
El funcionamiento de un servicio normalmente se basa en una clase principal 
que lo gestiona y una serie de threads que realizan algún tipo de tarea en 
background (ver Fig. IX.2). 
 
 
// En la clase se extiende a Service para que se ejecute como 
// un servicio 
public class MyService extends Service { 
 
  // El resto de métodos son idénticos a los de una Activity 
  @Override 
  public void onCreate() { 
  super.onCreate(); 
           //Donde se realiza toda la actividad 
  startService(); 
  } 
 
  @Override 
  public void onDestroy() { 
 super.onDestroy(); 
 shutdownService(); 
  } 
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private void _startService() { 
  
     // Se suele crear un temporizador que lanza un hilo  
     // el cual realiza algún tipo de tarea     
     timer.scheduleAtFixedRate(new TimerTask() { 
  public void run() { 
   Thread cThread = new Thread(new   
                                             ClaseEjemplo()); 
   cThread.start(); 
   } 
  }, 0, UPDATE_INTERVAL); 
 } 
 
private void _shutdownService() { 
    //En la destrucción del servicio se destruye el timer 
 if (timer != null) timer.cancel(); 
  } 
} 
 
Fig. IX.2 Funcionamiento de un Service 
 
 
 Content Providers 
 
Existen varios tipos de Content Providers en Android. Su uso, no obstante, es 
similar. Funcionan como BBDD y sus registros se indican mediante URIs. En la 
Fig. IX.3 se pueden observar un ejemplo sencillo de extracción e inserción en 
un Content Provider 
 
 
//Obtención de un valor de un Content Provider 
//Se obtiene la URI para la tabla People en el content provider 
//Contacts 
Uri mContacts = People.CONTENT_URI; 
   
// Se obtiene el contenido del Content como si fuera una BBDD 
Cursor managedCursor = managedQuery(mContacts,  
                           projection,  
                           null,  
                           null, 




//Inserción de un valor en un Content Provider 
ContentValues values = new ContentValues(); 
//Se añade un valor indicando el tipo que es del Content 
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//Se inserta el valor anterior en la URI del Content  
//Provider destino          
Uri uri = 
getContentResolver().insert(Contacts.People.CONTENT_URI,  
                            values); 
 
Fig. IX.3 Extracción e insercción en un Content Provider 
 
 
 Paso entre actividades 
 
El paso entre actividades es un procedimiento típico en Android el cual se 
realiza mediante Intents, tal y como se ve en la Fig. IX.4 
 
 
// Se crea un Intent indicando la clase que se debe ejecutar 
Intent i_menuapp = new Intent(this, MenuDB.class); 
// Se llama al metodo startActivityForResult indicando el 





// En la clase destino, una vez realizada la tarea se indica 
// el resultado de la operación  
setResult(RESULT_OK); 





// Otra vez en la clase original, el método onActivityResult 
// se encarga de escuchar los resultados de las Activity 
// lanzadas 
@Override 
protected void onActivityResult(int requestCode, int  
                               resultCode, Intent intent) { 
 super.onActivityResult(requestCode, resultCode, intent); 
   
 switch (requestCode) { 
   // Si fue ejecutada la actividad Ejemplo 
   case requestCode_ejemplo: 
      if (resultCode == RESULT_OK) 
  // Hacemos algo 
  break; 
     } 
} 
 
Fig. IX.4 Ejemplo de paso entre actividades 
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En caso de que se quiera pasar información entre actividades, los Intents 
también lo permiten (ver Fig. IX.5). 
 
 
//En la Activity origen se pasa la información en el Intent 




//En la Activity destino se recupera la información asi 
getIntent().getExtras().getString("Algo"); 
 





Existen varias maneras de implementar Listeners en Android. Por ejemplo, hay 
clases ya implementadas que actúan como Listeners específicos, como en la 
Fig. IX.6 que actua como Listener de cambios de localización 
 
 
//Clase que implementa el listener específico con sus métodos 
//correspondientes 
class myLocationListener implements LocationListener { 
  @Override 
public void onLocationChanged(Location location) { 
    //Aqui se entrará siempre que se produzca el evento 
    //que controla el listener 




//Se instancia el listener 
LocationListener listener = new myLocationListener(); 
myLocationManager.requestLocationUpdates(strProvider,    
                             MINIMUM_TIME_BETWEEN_UPDATE, 
                             MINIMUM_DISTANCECHANGE_FOR_UPDATE,  
                             listener);  
 
Fig. IX.6 Ejemplo de clase Listener  
 
 
Por otro lado, en Android existen varios métodos implementados que funcionan 
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//Reacciona al crearse un menu 
public boolean onCreateOptionsMenu(Menu menu) {} 
 
//Reacciona al seleccionar algún item de una lista 
public boolean onOptionsItemSelected(MenuItem item){}  
 
//Reacciona al pulsar cualquier tecla 
public boolean onKeyDown(int keyCode, KeyEvent event) {} 
 





La utilización de un parser SAX  en Android es muy sencilla y requiere de poco 
pasos. Primero de todo, obviamente, se debe crear el handler (Fig. IX.8) que 








/* Obtenemos un SAXParser de la SAXParserFactory */ 
SAXParserFactory spf = SAXParserFactory.newInstance(); 
SAXParser sp = spf.newSAXParser(); 
 
/* Obtenemos el XMLReader del SAXParser creado*/ 
XMLReader xr = sp.getXMLReader(); 
XMLHandler XMLh = new XMLHandler(); 
xr.setContentHandler(XMLh); 
         




Fig. IX.8 Creación de SAX Parser 
 
Una vez se reciba el archivo, hay tres funciones básicas: detectar la etiqueta de 
comienzo (Fig. IX.9), leer los datos de dentro del elemento (Fig. IX.10) y 
detectar la etiqueta de fin de elemento (Fig. IX.11). 
 
 
public void startElement(String uri, String localName, String 
name, Attributes attributes) throws SAXException { 
 
   if (localName.trim().equals("login")) { 
    inLogin = true; 
       Log.d("Droibuc_SAX", "Login element found"); 
 }  
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    else if (localName.trim().equals("state")) { 
    inState = true; 
    Log.d("Droibuc_SAX", "State element found"); 
 } else if (localName.trim().equals("address")) { 
    inAddress = true; 
    Log.d("Droibuc_SAX", "Address element found"); 
 }  
} 
 





public void characters(char[] ch, int start, int length) 
throws SAXException { 
   
 String chars = (new String(ch).substring(start, start +   
                    length)); 
   
 if(inLogin)currentUser.login = chars; 
 if(inState)currentUser.state = chars; 








public void endElement(String uri, String localName, String 
name)throws SAXException { 
   
 if (localName.trim().equals("login")) 
  inLogin = false; 
 else if (localName.trim().equals("state")) 
  inState = false; 
 else if (localName.trim().equals("address")) 
  inAddress = false; 
 else if (localName.trim().equals("user")){ 
  parsedUsers.add(currentUser); 
  currentUser = new UserXML(); 
     } 
   
} 
 








Para poder utilizar XMPP en Android se debe utilizar la librería Smack 
debidamente parcheada para evitar el problema con los certificados de 
seguridad. Una vez agregado el .jar de la librería a nuestra aplicación e 
importar las clases necesarias en el código, ya se puede hacer uso de ella. Su 
uso es muy sencillo, y en la aplicación presente se hará uso tan sólo del 
establecimiento de conexión y el envío de mensajes de texto. 
 





// Creamos una conexión 
ConnectionConfiguration connConfig = 
new ConnectionConfiguration(host,   
Integer.parseInt(port), service); 
 
XMPPConnection connection = new XMPPConnection(connConfig); 
 
// Nos conectamos al servicio y hacemos el login 
connection.connect(); 
connection.login(username, password); 
             
// Ponemos el estado en disponible 




Fig. IX.12 Establecimiento de conexión en XMPP 
 
En Fig. IX.13, se muestra como se realizar el envío de mensajes. 
 
 
//Indicamos el destinatario y el mensaje 
String to = mRecipient.getText().toString(); 
String text = mSendText.getText().toString(); 
 
//Creamos el objeto mensaje y a través de la conexión 
anteriormente creada lo enviamos. 




Fig. IX.13 Envío de mensajes en XMPP 
 
Por último, en Fig. IX.14 se prepara la recepción de los mensajes. 
 




public void setConnection (XMPPConnection connection) { 
   this.connection = connection; 
//Añadimos un listener para escuchar los paquetes que nos 
//envían 
 
     PacketFilter filter = new  
MessageTypeFilter(Message.Type.chat); 
      
 //Procesamos el paquete recibido 
connection.addPacketListener(new PacketListener() { 
        public void processPacket(Packet packet) { 
           Message message = (Message) packet; 
           if (message.getBody() != null) { 
             String fromName = 
      StringUtils.parseBareAddress(message.getFrom()); 
              
     //Obtenemos los valores que nos interesan y los  
guardamos 
   messages.add(fromName + ":"); 
             messages.add(message.getBody()); 
              
// Actualizamos la lista de los mensajes 
recibidos 
             mHandler.post(new Runnable() { 
                public void run() { 
                   setListAdapter(); 
                 } 
             }); 
           } 
        } 
     }, filter); 
} 
 
Fig. IX.14 Recepción de mensajes en XMPP 
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ANEXO X. JAVA NATIVE INTERFACE 
 
 
Java Native Interface  (JNI) es un framework de programación que permite que 
un programa escrito en Java ejecutado en la máquina virtual java (JVM) pueda 
interactuar con programas escritos en otros lenguajes como C, C++ o 
ensamblador. 
 
El JNI se usa para escribir métodos nativos que permitan solventar situaciones 
en las que una aplicación no puede ser enteramente escrita en Java, como por 
ejemplo en el caso de que la biblioteca standard de clases no proporcione 
soporte para funcionalidades dependientes de la plataforma También se usa 
para modificar programas existentes escritos en algún otro lenguaje, 
permitiéndoles ser accesibles desde aplicaciones Java. Muchas de las clases 
de la API estándar de Java dependen del JNI para proporcionar funcionalidad 
al desarrollador y al usuario, por ejemplo las funcionalidades de sonido o 
lectura/escritura de ficheros. El desarrollador debe asegurarse que la API 
estándar de Java no proporciona una determinada funcionalidad antes de 
recurrir al JNI, ya que la primera ofrece una implementación segura e  
independiente de la plataforma. 
 
Dado que puede ser usado para interactuar con código escrito en otros 
lenguajes como C++, también se usa para operaciones y cálculos de alta 
complejidad temporal, porque el código nativo es por lo general más rápido que 
el que se ejecuta en una máquina virtual, como es el caso del cálculo del 
algoritmo de Mandelbrot en la aplicación de este proyecto. 
 
Para poder usar JNI primero de todo hay que definir el código en archivos .c o 
.cpp por separado. Cuando la máquina virtual invoca a la función, le pasa un 
puntero a JNIEnv, un puntero a jobject, y cualquier número de argumentos 
declarados por el método Java, tal y como se ve en la Fig. X.1. 
 
 
JNIEXPORT void JNICALL Java_ClassName_MethodName 
   (JNIEnv *env, jobject obj, jfloat float, jint int…) 
{ 
     //El método nativo se implementa aquí 
} 
 
Fig. X.1 Implementación de funciones con JNI 
 
El puntero JNIEnv *env es una estructura que contiene el interfaz hacia la 
máquina virtual. Incluye todas las funciones necesarias para interactuar con la 
JVM (Java Virtual Machine) y para trabajar con los objetos Java. 
 
Una vez esté definido el código usando JNI hay que crear el fichero .h  usando 
la API de Java como muestra la Fig. X.2. 
 




Javah -classpath$SDK/android.jar; ../bin/classes; 
com.alfray.mandelbrot.NativeMandel 
 
Fig. X.2 Creación de fichero .h 
 
 
A continuación creamos la librería .so a partir del fichero .c y .h usando la 






I/usr/include -fpic -c 
com_alfray_mandelbrot_NativeMandel.c 
 
$TOOLCHAIN/bin/arm-eabi-ld -T  




Fig. X.3 Creación de la librería .so 
 
 
Por último, introducimos la librería dentro del sistema de ficheros de la 
aplicación de Android. Android no soporta oficialmente el uso de JNI en las 
aplicaciones que se desarrollan para él, aunque si lo utiliza dentro de su 
framework para acceder a librerías nativas. No obstante, es posible utilizarlo si 
introducimos la librería .so en algún directorio con permisos de lectura y 
escritura como es el propio directorio de la aplicación y a continuación lo 
referenciamos desde el propio código de la aplicación para usarlo (ver Fig. X.4 







Fig. X.4 Llamada a la librería .so desde el código de la aplicación 
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Fig. X.5 Directorio de la aplicación Droidbuc 
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ANEXO XI. OPENGL ES 
 
 
Tal y como se ha dicho en el Apartado 2.8, Android uti liza la API OpenGL ES 
1.0 para generar gráficos 2D y 3D. Existen varios ejemplos en la página de 
Android. No obstante, en este anexo se detallarán brevemente los ejemplos 
usados en la aplicación Droidbuc. La idea de estos ejemplos es demostrar el 
uso de OpenGL ES por parte de Android, sin entrar en la implementación de 
aplicaciones complejas. 
 
Las dos aplicaciones escogidas son: 
 
 GL Surface View – Demuestra como hacer renderizado OpenGl. 
 Touchpaint – Demuestra el manejo de eventos de contacto con la 
pantalla mediante el uso de una sencilla aplicación de dibujo. 
 
 
En el primer ejemplo, se muestra como mostrar gráficos por la pantalla del 
emulador. La manera es sencilla, tal y como se hace con todas las vistas en 




// Se crea un SurfaceView para mostrar objetos OpenGL 
mGLSurfaceView = new GLSurfaceView(this); 
 
// En esa superficie se renderiza el objeto, en este caso 
// un cubo 
mGLSurfaceView.setRenderer(new CubeRenderer(false)); 
 
// Se muestra en pantalla 
setContentView(mGLSurfaceView); 
 
Fig. XI.1 Mostrar gráficos 3D en Android 
 
 
La clase GLSurfaceView es una implementación de SurfaceView dedicada a 
mostrar objetos OpenGL encima de superficies. Una clase SurfaceView se 
dedica a dibujar superficies embebidas dentro de la jerarquía de vistas. Gracias 
a este clase se puede controlar la forma de la superficie, el tamaño, la posición 
en pantalla… No obstante, la clase encargada de la renderización del objeto 3D 
es la clase CubeRenderer (ver Fig. XI.2), mientras que la definición del objeto, 















// Se escoge la posición de la cámara 
gl.glMatrixMode(GL10.GL_MODELVIEW); 
gl.glLoadIdentity(); 
gl.glTranslatef(0, 0, -3.0f); 
gl.glRotatef(mAngle, 0, 1, 0); 
gl.glRotatef(mAngle*0.25f,  1, 0, 0); 
 
// Se dibuja el objeto en función de la definición de la 





Fig. XI.2 Renderización del objeto OpenGL 
 
 
Una vez tenemos el objeto renderizado, la clase GLSurfaceView lo coge y lo 
ubica en la superficie que a continuación se mostrará por pantalla, tal y como 
muestra la Fig. XI.1 
 
En el segundo ejemplo, se muestra otra forma de dibujar gráficos en Android 
mediante el uso de Canvas y otros elementos. Básicamente, para dibujar algo, 
se precisa de cuatro elementos: un bitmap para acoger los pixeles, un objeto 
Canvas para atender a las llamadas de dibujo, una primitiva de dibujo 
(rectángulo, línea…) y un objeto Paint (para describir el color y el esti lo del 
dibujo).  
 
En este ejemplo, se utilizan los listeneres onTrackballEvent y onTouchEvent 
para detectar el movimiento del puntero sobre la pantalla y dibujar puntos 
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// Indica la presion realizada 
int pressureLevel = (int)(mCurPressure*255); 
// Indica el color 
mPaint.setARGB(pressureLevel, 255, 255, 255); 
// Acoge la petición de dibujo 
mCanvas.drawCircle(mCurX, mCurY, mCurWidth, mPaint); 
// Le pasa las coordenadas resultantes de la llamada a 
//canvas y se las pasa a la primitiva de dibujo 
mRect.set(mCurX-mCurWidth-2, mCurY-mCurWidth-2, 
         mCurX+mCurWidth+2, mCurY+mCurWidth+2); 




Fig. XI.3 Dibujar gráficos usando canvas 
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ANEXO XII. CONFIGURACIONES DE RED 
 
 
Mediante la configuración de varios parámetros del fichero run de la aplicación 
o el uso de la consola, el emulador permite simular varias características de la 
red. 
 
Para simular diferentes niveles de latencia se pueden utilizar las diferentes 
opciones que indica la Tabla XII.1. Los valores están en milisegundos. 
 
Tabla XII.1 Valores de nivel de latencia emulables 
Valores Descripción Comentarios 
Gprs GPRS (min 150, max 550) 
Edge EDGE/EGPRS (min 80, max 400) 
Umts UMTS/3G (min 35, max 200) 
None Sin latencia (min 0, max 0) 
<num> Emula una latencia exacta  
<min>:<max> 





El emulador también permite simular varias tasas de transferencia, indicadas 
en la Tabla XII.2. Los valores están en kilobits/sec. 
 
Tabla XII.2 Valores de tasa de transferencia emulables 
Valores Descripción Comentarios 
Gsm GSM/CSD (Up: 14.4, down: 14.4) 
Hscsd HSCSD (Up: 14.4, down: 43.2) 
Gprs GPRS (Up: 40.0, down: 80.0) 
Edge EDGE/EGPRS (Up: 118.4, down: 236.8) 
Umts UMTS/3G (Up: 128.0, down: 1920.0) 
Hsdpa HSDPA (Up: 348.0, down: 14400.0) 
Full Sin límite (Up: 0.0, down: 0.0) 
<num> 
Especifica la misma tasa tanto 
para subida como bajada 
 
<up>:<down> 
Especifica una tasa para 




Por último, hay que entender como está formado el direccionamiento interno 
del emulador, para terminar de emular correctamente un entorno real y crear 
bien las redirecciones necesarias. 
 
Como se dijo en el Apartado 2.9, cada emulador está detrás de un router 
virtual. Cada router gestionar el espacio de direcciones 10.0.2.x/24. Estas 
direcciones son asignadas tal y como indica la Tabla XII.3 
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Tabla XII.3 Espacio de direcciones de Android 
Direcciones Comentario 
10.0.2.1 Dirección del Router  
10.0.2.2 Alias especial para la interfaz de loopback  
10.0.2.3 Primer servidor DNS 
10.0.2.4 / 10.0.2.5 / 
10.0.2.6 
Opcional segundo, tercero y cuarto servidor DNS 
10.0.2.15 Dirección propia del emulador  
127.0.0.1 Dirección loopback del emulador 
 
Para poder interconectar dos emuladores y mantener una sesión TCP entre 
ellos hay que aplicar previamente una redirección de puertos, la cual se explica 
a continuación. 
Primero, hay que determinar el puerto correspondiente al emulador que se 
quiere redireccionar. A continuación, teclear en consola el comando de la Fig. 
XII.1 
telnet localhost 5554 
Fig. XII.1 Comando para conectarse al emulador 
Una vez conectados, se usa el comando redir para añadir una redirección, tal 
y como muestra la Fig. XII.2. 
redir add <protocol>:<host-port>:<guest-port> 
Fig. XII.2 Comando para añadir una redirección al emulador 
Donde protocol es tcp o udp, y indica el mapeo entre el emulador accedido y 
el que se quiere interconectar. Para borrar una redirección usar el comando 
redir del. Para ver la lista de todas las redirecciones, usar redir list. 
A modo de ejemplo, se muestra como conectar dos emuladores según un 
escenario hipotético donde ambos están en el mismo PC y en un emulador se 
arranca un servidor HTTP mientras que el otro se realiza peticiones a dicho 
servidor. 
 Emluador 1 escucha en 10.0.2.15:80 
 En la consola del Emulador 1, aplicar el comando redir add 
tcp:8080:80 
 Emulador 2 se conecta a 10.0.2.2:8080 
 Conexión establecida en sentido Emulador 21. 
 
Notar que cada redireccionamiento tiene sentido único y que no puede 
utilizarse en modo full-duplex, por lo que hay que realizar un 
redireccionamiento por cada canal de comunicación. Todo este procedimiento 
se puede automatizar usando un script bash de consola que incluya los 
comandos de las Fig. XII.1 y Fig. XII.2 
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En este anexo, se enumerarán brevemente algunas herramientas de desarrollo  
para Android que vienen con el SDK, además de requisitos hardware y 
software para que el proyecto salga adelante. 
 
En cuanto a las herramientas del SDK se tiene: 
 
 Android Eclipse Views – El plugin de Android para Eclipse añade un número 
de vistas para poder debugar la aplicación. Una de las más importantes es 
el LogCat, un visor de logs del dispositivo que puede ser filtrado en 5 
categorias: 
 
o V — Verbose (Prioridad más baja) 
o D — Debug 
o I — Info 
o W — Warning 
o E — Error 
o F — Fatal 
o S — Silent (Alta prioridad)  
 
 Emulator Console – Algunas funciones en tiempo real del emulador, como 
el envoi de SMS, pueden ser accedidas usando la consola del emulador 
mediante telnet a localhost y puerto, normalmente, 5554. 
 
 Android Debug Bridge (ADB) – Proporciona acceso a funciones del 
emulador, incluido el redireccionamiento de puertos. 
 
Por otro lado, para realizar el proyecto se han necesitado dos portátiles 
distintos: 
 
 Acer Travelmate 4101LMi, CPU Intel Pentium M730 1.6 GHz, 512MB de 
Ram,  60GB de disco duro y S.O. Windows XP 
 Asus A6000, CPU DUO T2300E, 1024 MB de Ram, 100 GB de disco 
duro y S.O. Ubuntu Desktop 8.10  
 
El motivo de uso de dos portátiles, aun pudiendo implementar la aplicación en 
uno slo, es debido a que a medida que la aplicación se volvió más pesada fue 
necesario utilizar un portátil más potente que pudiese cargar los dos 
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En cuanto a software, se ha utilizado lo siguiente: 
 
 Windows XP 
 
o IDE Eclipse 3.4 Ganymede 
o Android SDK 1.0, release 2 
o Wampserver 2.0f  
o TortoiseSVN 1.5.7 
o Subversion 1.5.5 
o Smack API 3.1.0 
 
 Ubuntu Desktop 8.10 
 
o IDE Eclipse 3.4 Ganymede 
o Android SDK 1.0, release 2 
o Apache 2.2.11 
o MySQL 5.1.30  
o PHP 5.2.8  
o Smack API 3.1.0 
 
 
Por último, en lo referente a dispositivos móviles reales, según Andy Rubin, 
director de plataformas móviles de Google, los requisitos mínimos para los 
móviles con Android son memorias RAM de 32 MB, 32 MB de memoria flash y 
un procesador de 200 MHz.  No obstante, se espera que estos requisitos sean 
más altos ya que un móvil típico basado en Linux requiere memoria de 
128x128 y un procesador más potente de 200 MHz, especialmente para 
soportar algún tipo de concurrencia. Además, algunas aplicaciones necesitarán 
de hardware adicional, como puede ser el GPS. Si nos atenemos a estas 
especificaciones, un procesador ARM9 sería suficiente para correr Android  en 
un dispositivo móvil real. 
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ANEXO XIV. DDMS 
 
Android viene con una herramienta de debug llamada Dalvik Debug Monitor 
Service (DDMS) (Fig. XIV.1), que proporciona servicios de redirección de 
puertos,  capturas de pantalla del dispositivo, información de los threads del 
dispositivo, logcat y simulación de llamadas, SMS y geolocalización, entre otras 
funcionalidades. DDMS se encuentra en el directorio tolos del SDK. DDMS 
actúa como intermediario entre el IDE y las aplicaciones que funcionan en el 
emulador. 
 
Fig. XIV.1 Interfaz de la herramienta de debug DDMS 
En la parte izquierda superior se muestran los emuladores encontrados. Para 
interactuar con el que se desee se debe seleccionar previamente en esta lista. 
Si se despliega el menú de cada emulador se pueden ver los procesos que 
está corriendo así como si están en ejecución o en debug. 
En la parte derecha ofrece información general sobre el emulador 
seleccionado.  De las tres vistas, en este proyecto interesa la de File Explorer 
que permite navegar por el sistema de ficheros del emulador, pudiendo añadir 
o eliminar librerías a las aplicaciones, así como ficheros de audio, imágenes… 
a la tarjeta SD emulada. 
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En la parte central se puede apreciar diferentes controles para emular 
funciones: 
 Emular llamadas 
 Enviar SMS 
 Simular GPS 
Esta última se explicará un poco más por la importancia que tiene dentro del 
proyecto. Los datos de localización se pueden enviar de varias maneras a 
través del DDMS: 
 Manualmente, indicando las coordenadas. 
 
 Usando un fichero GPX que describa una ruta al dispositivo. Primero hay 
que cargar el fichero y a continuación dar al botón de play para ir 
enviando la ruta al dispositivo. Se puede ajustar la velocidad a la que se 
envía la información al emulador, que por defecto es una coordenada 
por segundo. 
 
 Usando un fichero KML. El proceso es el mismo y es el usado en este 
proyecto por la facilidad de generar rutas gracias a la aplicación Google 
Earth. El fichero KML es parseado a elementos <coordinates> como 





Fig. XIV.2 Ejemplo de elemento coordinate
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Para poder mostrar aplicaciones de geolocalización es necesario el uso de la 
clase MapView, tal y como se explica en el apartado 3.3, para poder integrar 
Google Maps en la aplicación y mostrar mapas ya que proporciona un wrapper 
con su API. 
 
Para poder acceder a dicha API es necesario registrarse en el servicio de 
Google Maps y aceptar los Términos de Servicio antes de que la clase 
MapView pueda mostrar los mapas. El registro es simple, gratuito y consta de 
dos partes: 
 
1. Registrar la firma MD5 en el certificado que se usará para firmar la 
aplicación. Entonces, el servicio de registro de Mapas proporcionará una 
clave para la API que estará asociada al certificado de la aplicación. 
2. Añadir la referencia a la clave en cada MapView (tanto en los archivos 
XML como directamente en el código). 
 
En el caso de este proyecto, al estar en fase de debug, la aplicación se firmará 
en modo debug (el SDK utiliza automáticamente un certificado de debug). Para 
generar una firma MD5 con el certificado de debug, primero hay que localizar el 
debug keystore. En Windows XP se encuentra en C:\Documents and 
Settings\<user>\LocalSettings\ApplicationData\Android\debug
.keystore y en Linux en ~/.android/debug.keystore 
 
Una vez localizada la keystore se usa la herramienta keytool para obtener la 
firma MD5 (Fig. XV.1). 
 
 
$ keytool -list -alias androiddebugkey \ 
-keystore <path_to_debug_keystore>.keystore \ 
-storepass android -keypass android 
 
Fig. XV.1 Obtención de la firma MD5 
 
Una vez obtenida, se accede a la página http://code.google.com/android/maps-
API-signup.html (ver Fig. XV.2) y se siguen los siguientes pasos: 
 
1. Se introduce la cuenta de Google 
2. Se aceptan los Términos de Servicio de la API de Android Maps. 
3. Se pega la firma MD5 en la casilla correspondiente. 








Fig. XV.2 Web para obtener la key para la API de Maps 
 
 
Una vez obtenida la clave, hay que añadirla a la aplicación. En el caso de los 
ficheros XML se añade como atributo en los elementos <MapView> tal y como 











Fig. XV.3 Inclusión de la API Key en un fichero XML 
Para los objetos MapView declarados en el código directamente, se añade la 
clave como parámetro en el constructor (ver Fig. XV.4) 
 
mMapView = new MapView(this, " APIKey "); 
 
Fig. XV.4 Inclusión de la API Key directamente en el código 
 
Por último, hay que añadir la librería externa com.google.android.maps en el 












<application android:name="MiAplicacion" > 
       <uses-library android:name="com.google.android.maps" /> 
       ... 
</application> 
 
Fig. XV.5 Inclusión de la librería com.google.android.maps en la aplicación 
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ANEXO XVI. INSTALACIÓN DEL SERVIDOR CENTRAL 
 
 
El acrónimo LAMP se refiere a un conjunto de subsistemas software necesario 
para alcanzar una solución global, en este caso configurar sitios web o 
Servidores dinámicos con un esfuerzo reducido. 
 
En las tecnologías LAMP esto se consigue mediante la unión de las siguientes 
tecnologías: 
 
 Linux, el sistema operativo; 
 Apache, el servidor web; 
 MySQL, el gestor de bases de datos; 
 Perl, PHP, o Python, lenguajes de programación. 
 
La combinación de estas tecnologías es usada para definir la infraestructura de 
un servidor web, utilizando un paradigma de programación para desarrollo.  
 
A pesar de que en origen estos programas de código abierto no han sido 
específicamente diseñados para trabajar entre sí, la combinación se popularizó 
debido a su bajo coste de adquisición y ubicuidad de sus componentes (ya que 
vienen pre-instalados en la mayoría de las distribuciones Linux). Cuando son 
combinados, representan un conjunto de soluciones que soportan servidores 
de aplicaciones. 
 
A continuación, se detallan los pasos a seguir para instalar un servidor LAMP 
en una distribución Ubuntu. En primer lugar se instalarán los paquetes 
necesarios para a continuación realizar las configuraciones necesarias.  
Para instalar el servidor web apache2 webserver, utilizar el siguiente comando: 
sudo apt-get install apache2 
Si se obtiene el siguiente error:  
apache2: Could not determine the server's fully qualified 
domain name, using 127.0.0.1 for ServerName 
Editar el siguiente fichero:  
/etc/apache2/httpd.conf 
Y añadir al final del fichero la siguiente línea: 
ServerName localhost 
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Para instalar sólo PHP5, usar el siguiente comando: 
Sudo apt-get install  PHP5 
Para usar MySql con PHP5 instalar los siguientes paquetes  
mysql-server libapache2-mod-auth-mysql PHP5-mysql  
Antes de acceder a la base de datos por consola se necesita escribir  
mysql -u root 
En la consola MySql escribir :  
mysql> SET PASSWORD FOR 'root'@'localhost' = PASSWORD('tu 
contraseña'); 
 
// Si se ha realizado con éxito mostrará:  
Query OK, 0 rows affected (0.00 sec)  
 
Para acceder a la BBDD MySql de manera gráfica instalar el paquete 
phpMyadmin (ver ANEXO XVII) 
 
Una vez instalado todo, el uso del servidor LAMP es sencillo: 
 
// Para arrancarlo usar el comando: 
sudo /usr/sbin/apache2ctl start 
 
// Para pararlo usar 
sudo /usr/sbin/apache2ctl stop  
 
// Finalmente, para reiniciarlo, ejecutar:  
sudo /usr/sbin/apache2ctl restart 
 
Para poder acceder a los scripts PHP, estos se deben incluir en el directorio 
/var/www 
 
Por otro lado, en caso de que se quiera instalar el servidor central en Windows 
también existe la posibilidad. Existe un paquete de instalación llamado Wamp13 
(tan sólo cambia la L de Linux por la W de Windows) que permite la instalación 
del servidor con tan sólo bajar el instalable. Las funcionalidades son las 
mismas en ambos servidores. En el caso de Windows se nos mostrará un 
icono en la barra de tareas que nos facilitará el acceso a las diferentes 
aplicaciones (ver Fig. XVI.1). 
 
                                                 
13
 http://www.wampserver.com/en/ 
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Fig. XVI.1 Menú del servidor Wamp 
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ANEXO XVII. BBDD EXTERNA 
 
 
Para poder trabajar con la BBDD MySQL cómodamente, es aconsejable el uso 
de una interfaz gráfica que evite tener que escribir los comandos SQL y permita 
agilizar el trabajo de gestión de la BBDD.  En este proyecto, se ha escogido la 
herramienta phpMyAdmin14, la cual se integra perfectamente en el servidor 
LAMP y posee una interfaz muy sencilla e intuitiva. 
 
phpMyAdmin es una herramienta escrita en PHP con la intención de manejar la 
administración de MySQL a través de páginas webs, utilizando Internet. 
Actualmente puede crear y eliminar BBDD, crear, eliminar y alterar tablas, 
borrar, editar y añadir campos, ejecutar cualquier sentencia SQL, administrar 
claves en campos, administrar privilegios, exportar datos en varios formatos y 
está disponible en 50 idiomas. Se encuentra disponible bajo la licencia GPL. 
 
Este proyecto se encuentra vigente desde el año 1998, siendo el mejor 
evaluado en la comunidad de descargas de SourceForge.net como la descarga 
del mes de diciembre del 2002. 
 
Para poder comenzar a utilizarla primero hay que activar el servidor Apache2 
(ver Fig. XVII.1) tal y como se haría también para que funcionase la BBDD 




Fig. XVII.1 Inicialización del servidor Apache2 
 
 
Para poder acceder a phpMyAdmin, hay que teclear en un navegador web la 
dirección http://localhost/phpmyadmin en caso de estar trabajando en local, o 
sustituyendo localhost por una dirección IP o un dominio en caso de que el 
servidor esté ubicado en un PC remoto y se disponga de acceso al gestor. A 
continuación, aparecerá una pantalla de á una pantalla de login como la de la 
Fig. XVII.2. 
 
Una vez obtenido el acceso se mostrará la pantalla principal (ver Fig. XVII.3). 
Desde aquí se puede acceder a las BBDD ya creadas (barra lateral de la 
izquierda) o crear una nueva desde el formulario que se presenta. Una vez 
creada la BBDD se puede añadir las tablas que se quieran y configurarlas. A 
                                                 
14
 http://www.phpmyadmin.net/home_page/  
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continuación se mostrará una pantalla parecida a la de la Fig. XVII.4 desde 
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Fig. XVII.4 Visualización de BBDD 
 
 
En la barra lateral izquierda se mostrarán ahora las diferentes tablas de la 
BBDD. Clicando sobre ellas se puede acceder a su composición y, si poseen 
algún contenido, visualizarlo y gestionarlo (ver Fig. XVII.5 a Fig. XVII.10 ). 
 
En este proyecto en concreto, ha sido necesaria la creación de tres tablas: 
 
 Tag – Contiene lo valores de los elementos tags (identificador y 
nombre del tag). Ver Fig. XVII.5 y Fig. XVII.6. 
 
 User – Contiene los valores del usuario (identificador, login, pass, 
dirección y estado). Ver Fig. XVII.7 y Fig. XVII.8. 
 
 User_Tag – Contiene las relaciones entre usuarios y tags. Ver Fig. 
XVII.9 y Fig. XVII.10. 
 
 
Como se puede comprobar, cada tabla tiene un atributo identificador, el cual es 
único para cada registro de la tabla, permitiendo referenciarlo rápidamente. 
Este identificador es autoincrementable, es decir, cada vez que se crea un 
registro nuevo se autoincrementa automáticamente respecto al anterior.  
 
Por otra parte, como bien indica la tabla user_tag esta BBDD es de tipo 
relacional del tipo many-to-many (un usuario puede tener varios tags y 
viceversa). Por lo tanto los campos de la tabla user_tag no son más que los 
identificadores de las tablas tag  y user creando una relación única entre sí. De 
esta manera, cuando se elimina un usuario, sus relaciones de tags también son 
eliminadas y viceversa. 
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Fig. XVII.7 Visualización de tabla user 
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Fig. XVII.10 Visualización de los valores de la tabla user_tag 
 
 
Por último, en caso de que se quiera trasladar la BBDD a otro servidor se 
puede exportar un fichero que contenga su configuración y contenido, 
ahorrando tener que volverla a crear desde cero. En la Fig. XVII.11 se muestra 
el menú de exportación, el cual es muy sencillo. Tan sólo hay que escoger las 
tablas que exportaremos y en que formato (en este caso en formato SQL) y 
dejar las otras opciones por defecto. 





Fig. XVII.11 Menú de exportación de phpMyadmin 
 
 
Con el fichero obtenido, en la ubicación del nuevo servidor hay que elegir la 
opción de importar (ver Fig. XVII.12), buscar el fichero SQL y la migración se 




Fig. XVII.12 Menú de importación de phpMyadmin 
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En este Anexo se presentará un manual de usuario de la aplicación más 
detallado para el uso correcto de la aplicación. De los 3 posibles actores en el 
escenario de la aplicación, sólo el usuario autenticado hace verdadero uso de 
ella, por lo que el manual tan sólo se centrará en dicho usuario y las opciones 
que tiene dentro de Droidbuc. 
 
Dado que la aplicación se basa en un emulador, hay parámetros que hay 
configurar antes de lanzarla. En primer lugar, dentro del IDE Eclipse hay que 
crear un fichero run específico a la aplicación, tal y como se muestra en la Fig. 
XVIII.1. Aquí se especifica el nombre de que mostrará la aplicación dentro del 
emulador, el nombre del proyecto asociado al fichero run y la actividad de la 




Fig. XVIII.1 Configuración del fichero run del aplicación 
 
 
Si se pasa a la pestaña target (ver Fig. XVIII.2) se pueden configurar otros 
parámetros como por ejemplo, si se desea escoger el emulador que lanzará la 
aplicación o que se elija automáticamente, el tamaño de la pantalla, 
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configuración de parámetros de red, borrado de los datos de usuario y lo que 




Fig. XVIII.2 Pestaña target del fichero run de la aplicación. 
 
En este proyecto esas son las opciones más interesantes, el resto quedan 
fuera del ámbito de este proyecto. Una vez configurado todo correctamente, se 
pueden aplicar los cambios y lanzar la aplicación, con lo que se recomienda 
pasar a la vista DDMS (ver Fig. XVIII.3) la cual muestra abundante información 
sobre todo lo que ocurre en el emulador. 
 
Una vez lanzada la aplicación, y en el caso de este proyecto, se necesita 
configurar una redirección de puertos para que los emuladores se puedan 
comunicar. Para tal propósito, se utiliza la herramienta redir desde un terminal. 
Primero hay que hacer un telnet al puerto de escucha del emulador y una vez 
accedido indicar las redirecciones, tal y como muestra la Fig. XVIII.4. 
 
Por último, ya se puede acceder a la aplicación y probar sus funcionalidades. 
La primera pantalla que aparecerá será la que se muestra en la Fig. XVIII.5. 
Para desbloquear el emulador, hay que pulsar la tecla menu, con lo que 
aparecerá el escritorio de Android. Para acceder al listado de aplicaciones 
instaladas, se despliega la pestaña del escritorio y se accederá a la vista que 
muestra la Fig. XVIII.6. 
 


















Fig. XVIII.4 Ejemplo de uso de la herramienta redir 
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Fig. XVIII.6 Listado de aplicaciones instaladas en el emulador 
 
A continuación, se explicarán las diferentes acciones que se pueden realizar en 
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 Registro y Login 
 
Al ser una aplicación enfocada a las redes sociales, se ha incluido un registro 
previo antes de utilizarla por primera vez y un logueo en las siguientes 
ocasiones para evitar su uso por parte de terceras personas que intenten 
suplantar nuestra identidad. 
 
En la Fig. XVIII.7 se observa la primera pantalla de la aplicación que permite 
identificarse/registrarse o salir de ella. 
 
 
Fig. XVIII.7 Pantalla de registro o login de la aplicación 
 
 
Si se selecciona identificación o login, se pasará a la vista de la Fig. XVIII.8 
donde se mostrará un formulario para introducir el nombre de usuario y el 
passwod. Si se clic sobre cancel se mostrará la vista de la Fig. XVIII.9 
indicando que el registro/login es obligatorio para el uso de la aplicación. 
 
En cambio, si se introduce un nombre de usuario que ya esté en uso o que no 
exista, se mostrará la vista de la Fig. XVIII.10 alertando del problema. 
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Fig. XVIII.10 Mensaje de advertencia de registro/login no encontrado 
 
 
Una vez realizado el login o el registro correctamente, se accederá al menú 
principal de Droidbuc (ver Fig. XVIII.11 ), a la vez que se iniciará el servicio que 





Fig. XVIII.11 Menú principal de Droidbuc 
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 Menú principal 
 
Dentro de la vista principal, si se clica sobre el botón menú se desplegará el 
menú principal de la aplicación (ver Fig. XVIII.12). 
 
 
Fig. XVIII.12 Menú principal de la aplicación 
 
Si dentro de un intervalo predeterminado, no se presiona ningún botón, el 
salvapantallas saltará hasta que se presione algún botón (ver Fig. XVIII.13) 
 
 
Fig. XVIII.13 Salvapantallas de Droidbuc 
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A continuación, se especificarán las acciones posibles seleccionables a través 
del menú principal. 
 
o Añadir tags 
A través de esta vista (ver Fig. XVIII.14), se pueden añadir tags a nuestro 
registro en la BBDD externa conforme se adecuen a nuestras aficiones y 
seamos localizables a personas que realicen búsquedas con esos tags. 
 
Fig. XVIII.14 Vista de añadir tags 
 
o Borrar Usuario Propio 
Si en algún momento se desea eliminar el usuario creado para la aplicación 
Droidbuc, con tan solo clicar en Borrar Usuario del menú principal se eliminará 
el usuario de ambas BBDD, mostrando el mensaje de la Fig. XVIII.15 
 
Fig. XVIII.15 Mensaje de eliminación de usuario 




o Cerrar Aplicación 
Si se escoge la opción de cerrar aplicación, se saldrá de esta, se finalizará el 




Fig. XVIII.16 Cerrar aplicación Droidbuc 
o Bonus 
Dentro del apartado Bonus se encuentran una serie de aplicaciones que no 
necesitan de conexión con otros Droidbucs pero que permiten distraerse, tal y 
como los gagdtes de las redes sociales reales. Estas aplicaciones son las que 
se muestran en la Fig. XVIII.17 
 
Fig. XVIII.17 Listado de aplicaciones bonus de Droidbuc 
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A continuación, se describirán brevemente estas aplicaciones 
 
 
 Explorador de la tarjeta SD 
 
Mediante este explorador se pueden acceder a los archivos de imagen y audio 
que se encuentran dentro de la tarjeta SD y visualizarlos o reproducirlos (ver 
Fig. XVIII.18). 
 
   
Fig. XVIII.18 Explorador de la tarjeta SD 
 
 Demo JNI 
 
Esta aplicación permite la visualización de una figura fractal (ver Fig. XVIII.19), 
la cual se puede ir aproximando o alejando a elección del usuario y, finalmente, 
guardar como fondo de pantalla. 
 
 
Fig. XVIII.19 Demo JNI 
 




 Demo de paint 
 
La última aplicación bonus permite utilizar el cursor a modo de puntero de 
dibujo (ver Fig. XVIII.20). 
 
 





Dentro del apartado buscar se muestran todas las funciones que permiten 
interaccionar con otros Droidbucs. La vista principal se muestra en la Fig. 
XVIII.21, donde se puede observar el caso de no encontrar ningún resultado, 
tanto porque el tag buscado no exista como porque en ese momento no haya 
ningún usuario conectado con ese tag, y el caso de que se encuentre algún 
usuario con ese tag. 
 
        
Fig. XVIII.21 Pantalla de búsqueda por tags 
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En la Fig. XVIII.22 se muestra el menú contextual que aparece al clicar sobre el 
nombre de algún usuario en la lista obtenida de la búsqueda por tags. Al clicar 




Fig. XVIII.22 Menú contextual 
 
 
o Enviar información de contacto 
 
La primera opción que se presenta es el envío de información de contacto, la 
cual envía el nombre y número de móvil propio al usuario seleccionado, 
grabándolo en su agenda. Si la operación tiene éxito se muestra el mensaje de 
la Fig. XVIII.23 
 
 
Fig. XVIII.23 Mensaje de infomación de contacto enviada 
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En la Fig. XVIII.24, se muestra la agenda del emulador destino, donde se ve el 
propio número de teléfono y en la sección de favoritos, el enviado por el otro 
usuario. 
 
       





En la segunda opción disponible, se puede ver la ubicación emulada del 
contacto que elijamos. Para ello, debemos insertar la ubicación mediante el 
DDMS. En este proyecto, utilizamos la opción de utilizar un fichero KML para 
cargar las coordenadas (ver Fig. XVIII.25). 
 
 
Fig. XVIII.25 Carga de coordenadas utilizando un fichero KML 
 
AL clicar sobre la opción, aparecerá un mapa con la representación en puntos 
del usuario elegido (punto rojo) y nosotros mismos (punto verde) unidos por 
una línea (ver Fig. XVIII.26). Mediante el menú podemos hacer Zoom IN o 
Zoom Out, y cambiar de tipo de vista. Estas opciones también se pueden 
realizar pulsando los atajos que se indican 
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Como tercera opción está el servicio de mensajería instantánea sobre XMPP. 
Nada más entrar en el menú principal, con la activación del servicio (ver Fig. 





Fig. XVIII.27 Logueo en el servicio Gtalk mediante el protocolo XMPP 
 
Si se quiere enviar un mensaje a algún contacto online, se accede a la opción 
del menú contextual y aparecerá la vista de la Fig. XVIII.28, donde se puede 
enviar el mensaje directamente, o modificar las opciones de conexión (otro 
servidor, otra cuenta…) 




       
Fig. XVIII.28 Vista del servicio de mensajería instantanea sobre XMPP 
 
Una vez enviado el mensaje, en el dispositivo receptor aparecerá una 
notificación conforme ha recibido un nuevo mensaje. Si se despliega la 
notificación y se clica sobre el mensaje, se abrirá la vista del chat y se podrá 
responder al usuario (ver Fig. XVIII.29). 
 
        
Fig. XVIII.29 Notificación de recepción de mensaje instantáneo  
 
Por último, en la Fig. XVIII.30 se puede observar como la conversación se va 
mostrando a medida que llegan los mensajes, tanto propios como ajenos.  
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Fig. XVIII.30 Log de la conversación 
 
 
o Listar MP3 
 
Como última opción, se puede acceder a la lista de archivos .mp3 que el 
usuario escogido tenga en su tarjeta SD, mostrando la lista por pantalla, tal y 




Fig. XVIII.31 Lista de archivos .mp3 
 
 
Por último, en la Fig. XVIII.32 se muestra una breve información general sobre 
la aplicación, como es el tamaño de la misma y los permisos que posee. 
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Fig. XVIII.32 Información general sobre la aplicación 
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