This paper presents a decentralized guidance and control scheme to combine a heterogeneous swarm of component satellites into a large satellite structure. Building on prior work, the Swarm Orbital Construction Algorithm was made more realistic and correct by changing the docking and collision avoidance criteria and implementing a nonlinear correction in the convex optimization solver. The algorithm was then extended to function in a simulated perturbed 6-DOF spacecraft environment. This required the addition of an attitude barrier function to the target assignment algorithm as discussed in the previous paper, as well as the selection of a realistic range for actuator performance and spacecraft shape parameters. Simulation results are presented using a swarm of CubeSat-class satellites.
I. Introduction
Design and construction of large space systems is often constrained by factors that have more to do with surviving launch than the intended mission, like launch vehicle fairing size or ability to withstand launch loading. Satellites constructed in space would not experience these design constraints, allowing for lighter, more capable satellites. Start to finish construction in orbit is not yet possible, but improvements can still be made through recent advances in swarm spacecraft guidance and control 1, 2, 3 and autonomous rendezvous and docking. 4 With two types of satellites, a rod and a multiport connector, a wide variety of shapes can be created to support many different missions. The advantages of such a mission are clear: increased reliability due to redundancy, increased flexibility, ability to reconfigure for future missions, and ability to self-repair. 5 In prior work, a modified version of the Swarm Assignment and Trajectory Optimization (SATO) algorithm was used to solve a target assignment and collision-free path planning problem as applied to the in-orbit construction scheme outlined above. 6 The algorithm developed uses a decentralized auction algorithm with model predictive control using sequential convex programming (MPC-SCP) and is suitable for limited type heterogeneity in the swarm and docking satellites. The algorithm takes in a shape without pre-assigned target positions and solves the optimal assignment and collision-free trajectory generation together. The assignment is performed using a distributed auction with a variable number of targets, and strict bonding rules to address the heterogeneity. MPC-SCP is used to generate the collision-free trajectories, with a modification to relax collision constraints on agents targeting neighboring positions to allow the agents to dock before reaching the target. This paper will fix shortcomings of the previously presented algorithm and apply it to a realistic 6-DOF satellite simulation environment.
A. Preliminaries
The construction scheme uses a heterogeneous swarm with two types of agents, a rod and a connector. The rod is a rectangular prism with two docking ports located on the ends. The connector satellite is a regular hexagonal prism with six docking ports along the sides. The mission concept is illustrated in Figure 1 . The steps are as follows:
Step 1 The components enter into loose, collision-free J 2 invariant passive relative orbits.
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Step 2 The components determine their desired final position in the assembly and move to take the position using a modified version of SATO.
Step 3 Along the path to the final position, components assigned to neighboring positions dock and proceed combined.
Step 4 Finally, a complete structure is made once all components have reached their final destination. In order to execute this algorithm while incorporating attitude control, assumptions about mass properties and systems engineering configurations for the agent types must be made. The mass and volume advantages of the swarm will be most effective if the agents are kept small, in the CubeSat class. The rod agent can use a standard 2U Cubesat bus, but the connector agent will require a new bus to be developed. Each side of the regular hexagon must be the same as the face of a CubeSat to allow docking. The size and shape parameters for the two agent types are listed below in Table 1 . The body frame definitions for the two agent types are shown in Figure 2 . The docking ports will combine features of existing magnetic docking ports 7 .
8 The docking ports are assumed to be hermaphroditic, electromagnet-based with a rigidizing component so the electromagnets can be turned off. The use of magnets also helps to compensate for the less favorable performance of CubeSat actuators. The docking system is also assumed to allow docking at a set of angles, for now we assume 0 and 90
• . This makes the generation of 3D shapes possible, though limiting the out of plane dock angles limits the possible final shapes.
B. Background
Many examples of decentralized swarm guidance schemes exist, but the swarms are typically homogeneous. 9, 10, 11, 12 The heterogeneous swarm guidance schemes typically use centralized algorithms. One heterogeneous swarm used a hierarchical decentralized scheme for coordination of land and air vehicles, but the agents were coordinated centrally among the different types.
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A similar modular swarm construction mission was demonstrated using a homogeneous swarm of rectangular boats constructed in a brick pattern.
14 Though this demonstration involved a homogeneous swarm with a planar construction and centralized guidance and assignment, the assembly scheme docks along the way to the final location similar to the present paper.
The field of robotic self-assembly has many interesting and innovative mechanisms. The systems that are applied to space assembly are typically multi-use robots with multiple end-effectors like the MoleCubes, 15 which have an interesting reconfiguration technique where the cubes rotate along a diagonal axis to switch the location of two faces. This actuation type could be very useful in the in-space construction scheme we have defined. Another interesting actuation type with space applications is used by the MIT M-Blocks. The M-Blocks are cubes that have magnetic edges and an internal flywheel which allows them to pop up and latch on to make various configurations. 16 Self-assembling robotics applied to space applications is very limited. The Transformable Robotic Infrastructure-Generating Object Network (Trigon) system uses robotic self-assembly for in space construction to facilitate human planetary missions. 17 The Trigon system is multi-use and can build structures from rovers to habitats using a "kit-of-parts", a set of Trigon parts. Each Trigon part is essentially a face with actuators along the edges that can interact to self-assemble by moving parts along the structure. 17 In orbit, some methods propose a free-flying tether robot which can dock with components to combine them into an overall structure 18 . 19 CalPoly's PolyBots perform self-assembly using two types of agents with hermaphorditic docking ports. The two agent types are similar to our design, a node and a segment. Though the system architecture is similar to our concept, PolyBots are mainly for surface operations and can be connected to form an arbitrary robot. The flexibility of the segment agent allows the PolyBot chains to be used for locomotion and manipulation.
20 This paper will go over the current Swarm Orbital Construction Algorithm (SOCA) in Section II, then go into improvements made to SOCA for robustness and correctness in Section III and end with simulation results from the improved SOCA algorithm in Section IV. The result of this paper is to present a more coherent, robust, and correct algorithm for inorbit construction using a decentralized algorithm to guide and control a heterogeneous, docking swarm of satellites.
II. Swarm Orbital Construction Algorithm Overview
The Swarm Orbital Construction Algorithm (SOCA) is based on the Swarm Assignment and Trajectory Optimization (SATO) algorithm. The SATO algorithm solves a target assignment and collision-free path planning problem by implementing a decentralized auction algorithm with optimal trajectory generation.
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The two main parts of this algorithm are the target assignment auction, Variable Swarm Distributed Auction Algorithm (VSDAA), and trajectory generation, Model Predictive Control using Sequential Convex Programming (MPC-SCP). The two algorithms are run sequentially over the course of the SATO algorithm so that the initial assignments and trajectories can be updated as agent connectivity changes or collision avoidance is needed. All agents are assumed to know of the set of target locations, and have a limited communication radius.
The previously presented modified SATO algorithm, now referred to as SOCA, added a barrier function to the auction algorithm to sort rod and connector terminal positions based on the number of docks required at a terminal position. It also changed the MPC-SCP collision avoidance constraint and added a docking constraint to allow agents with neighboring target locations to approach and dock. The problem statements for the assignment auction (Problem 2 and the trajectory generation (Problem 3)for SOCA are shown below.
Problem 1 (Auction Cost).
(1)
where C(x 0 , x f ) is the cost required for an agent to go from x 0 to x f (the solution to Problem 1) and B(n, N T (x f )) is the barrier function to prevent agents from targeting locations they cannot accommodate.
is the number of docks required at a target and n is the maximum number of docks an agent can perform based on its type (6 for connectors, 2 for rods).
Problem 3 (Trajectory Generation)
.
subject to the following constraints: (a) the dynamics, state, and control constraints
(b) the initial and terminal conditions obtained from Problem 2
(c) the convexified constraint of collision avoidance
where
and R comm is the communication radius of each agent. Also, D j is the set of agents that are assigned to dock with agent j and P j is the set of agents that have a higher priority than j (see Morgan et al. 21 ).
III. Improving SOCA SOCA had some areas which could be improved to be made more realistic and correct. In addition to the overall changes, some improvements have been made to the MPC-SCP algorithm to improve accuracy and robustness. The improvements made to address these issues are detailed below.
A. Algorithmic Changes
The two main issues addressed since the previous paper are the allowance of improper assignments and the collision avoidance constraint preventing valid docks.
Improper Assignments
The barrier function used initially would not be sufficient to properly assign all input configurations. A potential improper assignment is illustrated in Figure 3 . In assignments with underutilized connectors, with one or two docks required, it is necessary to augment the barrier function to include the angle between the docks so that improper assignments are avoided. This requires that the angle of the docks are encoded in the desired configuration that all agents have access to. The angle barrier function becomes more complicated in 3D configurations, and the choice of barrier function depends on the geometries of the chosen swarm. For planar configurations, the angle barrier function can act on the angle between docking agents, some multiple of 60
• for connectors, or 180
• for rods
for some sigmoid g(n, N T (x f )) like
where θ is the dock angle allowed by the agent type, either 60
• for connectors or 180
• for rods, and Θ(x f ) is the angle required for docking at terminal position x f . In 3D configurations, the connector geometry we have chosen is the same as 2D, but we opt to utilize the all of the dock orientations allowed by the hermaphroditic docking port. The barrier function for the planar case can also be used for this configuration since the out of plane angle does not affect the choice between the rod and the connector. Adding this barrier function and providing the required dock angles successfully eliminates this problem, as shown in Figure 4 . 
Avoiding Collision with Docked Agents
The previous implementation also required that agents avoid docking with an approaching agent that is not in its docking set, even if that agent is already docked with an agent in its docking set. This caused agents to avoid docking until the final time step to avoid collision with the other agent. This is fixed by simply adjusting the collision avoidance radius of agents in this position. Each agent, j, knows the set of agents it intends to dock with based on the assigned terminal positions. As agent j docks with another agent i, agent i is added to the assembly set of agent j, A j set and vice versa. This set is communicated to other agents in j's dock set, which then reduce the collision avoidance radius for those agents to double the docking radius. This does not affect the convexity of the collision avoidance constraint because the radius changes between time steps.
B. Sequential Convex Programming Upgrades
The following improvements are aimed at enhancing the robustness and validity of the MPC-SCP algorithm.
Second-Order Cone Programming
The convexified collision avoidance constraint in Problem 3 introduces a lot of error in the estimation of the other agents' trajectories. One way to make the algorithm robust to that error is to use second order cone programming to frame the constraint. 22 This method uses ellipsoidal error profiles around the estimated trajectory. The collision avoidance constraint is defined as:
for each agent j with neighbor agents i, where the nominal trajectories are denoted with bars. Since all but
, this can be expressed as a linear inequality, a j r j ≤ b j , with the constants given as:
We then introduce error ellipsoids into this linear inequality to increase robustness, with the ellipsoids defined using:
This implies the Second Order Cone Constraint:
Then for any error direction q: 
Substituting the assumed error ellipse constraints
Through manipulation, we arrive at the new collision avoidance constraint:
The ellipsoidal error profile P allows the error in the nominal trajectory to be fitted to the on-board sensors more realistically. This is particularly important with the swarm configuration since CubeSat sensors are less capable.
Nonlinear Dynamics Correction
Though MPC-SCP trajectory generation converged on a solution, the solution did not necessarily follow the actual spacecraft dynamics. This was due to the linearization done in the optimization loop. The losses due to linearization accumulated over the trajectory and could become substantial over long duration simulations. A nonlinear correction step was added to the MPC-SCP portion of SOCA to reduce these errors. The details and convergence proofs of SCP with nonlinear correction will be presented thoroughly in an upcoming paper, but a brief explanation and optimality proof is presented below. For a discretized non-convex problem (NCP) with nonlinear dynamics and convex or convexified constraints like spacecraft guidance with collision avoidance, the solution can be approximated using sequential convex programming. This is done by linearizing the dynamics and generating a solution iteratively using the previous solution as a nominal trajectory until the optimization converges on a solution, like in MPC-SCP. For SCP with nonlinear correction, the nominal trajectory for the next SCP iteration is taken as the numerically integrated nonlinear dynamics using the initial conditions and the current SCP-generated control trajectory: 
where f k is the nonlinear dynamics, w is the SCP iteration, and n indicates a nominal trajectory. This SCP optimization process along with nonlinear dynamic correction step (28) can be shown to tend to zero using the triangle inequality and the above conditions.
Note that lim w→∞ u k − u w−1 k = 0 and SCP convergence implies that the inequality constraint function
in the convex problem increases as w increases, thereby expanding the size of the feasible region that tends toward that of the NCP. The optimality of SCP with nonlinear correction follows from this 
under the following condition for each g i (x k , u k ) in the convex problem
where J(x, u) is the convex cost function of the non-convex and the convex problem.
Proof Sketch. This theorem starts with some value of w in which there is a feasible solution to the original NCP such that (x This theorem shows that a sequence of SCP optimal solutions (x w k0:T , u w k0:T −1 ) and feasible solutions (x w n,k0:T , u w k0:T −1 ) to the NCP has a nonincreasing cost. We can now show that a sequence of optimal solutions exists and converges to an optimal solution (KKT point) of the NCP.
Theorem 2 (Convergence of SCP to KKT Point). If (x w , u w ) is a feasible solution to the NCP for some w 0 , then a sequence of optimal solutions ({x w }, {u w }) exists. If each optimal solution is unique, the sequence converges to (x ∞ , u ∞ ), which is a KKT point of the NCP.
Proof
) satisfies the NCP constraints, which form a closed and bounded set, there is an infinite subsequence ({x wi }, {u wi }) that converges. Let the convergence point be called (x ∞ , u ∞ ). Because the cost function (J(u)) is continuous over a closed and bounded set, J(u wi ) converges to J(u ∞ ) by the Weierstrass theorem. 24 Additionally, the cost function is decreasing as SCP iterates. Therefore, the cost function of the entire sequence (J(u w )) converges to
from the SCP convergence condition is a KKT point of the NCP. Since x ∞ is a fixed point of M , it is a solution to SCP(x ∞ , u ∞ ) and as such, it is a feasible solution to the NCP as shown in the Theorem 1 proof sketch. Additionally, the SCP problem is convex so any solution to this problem is a KKT point (x ∞ , u ∞ )=SCP(x ∞ n , u ∞ ) and satisfies stationarity, complementary slackness, and dual feasibility.
C. Updated SOCA Problems
The updated SOCA assignment and trajectory generation problems with the changes discussed above are:
where B(n j , N T (x j,f ) is the docking port barrier function and B ang (n j , N T (x j,f ) is the docking angle barrier function presented above in Equation 15 .
Problem 5 (Updated Trajectory Generation).
(b) the initial and terminal conditions obtained from Problem 4
(c) the new collision avoidance constraint
is the communication radius of each agent, D j is the set of agents that are assigned to dock with agent j and P j is the set of agents that have a higher priority than j, P is the ellipsoidal error profile of the nominal trajectory, and R ij depends on R col or 2R dock if agent i is in the assembly set of j
After the problem above is solved using MPC-SCP, the nonlinear correction step is applied:
where f k is the Runge-Kutta integration of the state with the given control.
IV. Full 6-DOF Spacecraft Dynamics
The algorithm with the above modifications was implemented in a simulation with 54 agents (24 connectors, 30 rods) using using high-fidelity relative orbit dynamics 1 with J 2 perturbations with a virtual chief in a 500 km, 45
• inclination orbit. The attitude dynamics used are Euler's rotational equation. The LVLH frame J 2 perturbed orbital dynamics of each agent j are described by the following equations:
with parameters as defined in Morgan's paper. These equations are then linearized with respect to a nominal orbit found for each agent j for use in MPC-SCP. The attitude dynamics use Euler's rotational equation and attitude kinematics:
where I is the inertia matrix, ω is the angular velocity, τ ext is the external torque vector acting on the body, θ is the vector of 3-2-1 Euler angles, and Z(θ) is the corresponding kinematic transformation matrix for these Euler angles. 25, 26 These equations are linearized with respect to a nominal attitude trajectory.
A. Simulation Results
The first simulation uses 24 connectors and 30 rods targeted to a planar flower shape, though the trajectories to achieve the arrangement are three dimensional. In the figures presenting the results, rod agents are represented by rectangular prisms and connector agents are represented by hexagonal prisms, rotated to the trajectory orientation. The agents begin in J 2 invariant relative orbits, which greatly reduce the energy required to maintain the orbit and would likely be used for agents awaiting docking. The agents have an initial separation of up to 1.5 kilometer and final separation of twenty centimeters. Figure 5 shows the 2D view of the overall trajectories of the agents over the duration of the simulation. The 3D trajectories are shown in Figure 6 . Though the agents are allowed to move in three dimensions, the out of plane motion is minimal (<20 cm) due to the expense of out of plane motion and the planar nature of the target configuration. The scale difference is too large in these figures to show the agents achieve the target configuration since the final separation is so small. Figure 7 shows the position and orientation of all agents at the final time step. The agents reach the desired terminal configuration.
The second simulation uses 10 connectors and 10 rods targeted to a three dimensional folded hexagon shape. Figure 8 shows the 2D view of the overall trajectories of the agents over the duration of the simulation. The 3D trajectories are shown in Figure 9 . The out of plane motion in this simulation is larger than the previous simulation, about one meter. This is still very small, just above the 65 centimeters required of the target shape. Figure 10 shows the position and orientation of all agents at the final time step. Again, all agents reach the desired terminal configuration. 
V. Conclusion
A distributed algorithm has been presented to allow for construction using a heterogeneous swarm of component satellites with limited communication radii. This extends prior work in the field because it is both distributed and heterogeneous, and can function in a complex dynamic environment. The SOCA algorithm was improved to correctly assign the heterogeneous agents for all target sets and avoid collision only where necessary. The algorithm was also made robust to uncertainty in the nominal trajectory. The handling of nonlinear dynamics was improved to make the trajectories commanded by SOCA realistic. The simulation results show SOCA performing assignment and trajectory generation for 20-54 agents in two and three dimensional final configurations with realistic trajectories. In the future, the SOCA algorithm will be tested on a swarm of Crazyflie quadrotors augmented with a docking and safety apparatus. After that, a method for controlling the structure as it evolves and adds control points will be created. Also, some of the reconfiguration mechanisms in ground-based robotic assembly schemes will be evaluated for potential use to lower assembly and reconfiguration costs.
