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Preface
We cheerfully welcome you to SLE 2014, the 7th International Conference on
Software Language Engineering, September 15–16, 2014 in Va¨ster˚as, Sweden! We
have worked to put together a program that has broad appeal to researchers,
industrial practitioners, students, and educators in the ﬁeld of software language
engineering. The conference was also co-located with the 29th IEEE/ACM In-
ternational Conference on Automated Software Engineering (ASE 2014) and
the 13th International Conference on Generative Programming and Component
Engineering (GPCE 2014), along with two workshops: the Industry Track on
Software Language Engineering (ITSLE) and the Parsing@SLE workshop.
The SLE conference series is devoted to a wide range of topics related pri-
marily to the use of artiﬁcial languages in software engineering. SLE brings
together several communities that have traditionally looked at software lan-
guages from diﬀerent and yet complementary perspectives: programming lan-
guages, model driven engineering, domain speciﬁc languages, and semantic web.
Furthermore, SLE crosses a number of diﬀerent technological spaces, including:
context-free grammars, object-oriented modeling frameworks, rich data, struc-
tured data, object-oriented programming, functional programming, logic pro-
gramming, term-rewriting, attribute grammars, algebraic speciﬁcation, etc. Sup-
porting these communities in learning from each other, and transferring knowl-
edge is the guiding principle behind the organization of SLE.
The conference program included a keynote presentation, 16 technical paper
presentations, and 3 tool paper demonstrations. The invited speaker was Prof.
Colin Atkinson (University of Mannheim, Germany), with a talk entitled “From
Language Engineering to Viewpoint Engineering”. An extended abstract of the
keynote presentation is also included in the conference proceedings.
We received 64 full submissions from 75 abstract submissions. From these
submissions, the Program Committee (PC) eventually selected 19 papers: 16
out of 53 research papers (for an acceptance rate of 30%), and 3 out of 8 tool
papers (for an acceptance rate of 37%). Each submitted paper was reviewed
by at least three PC members and discussed in detailed during the electronic
discussion period. Awards were also given out as part of the program for the
overall best paper, the overall best student paper and the best reviewer.
SLE 2014 would not have been possible without the signiﬁcant contributions
of many individuals and organizations. The SLE Steering Committee provided
invaluable assistance and guidance, whilst the Program Committee (and addi-
tional reviewers) undertook with dedication the critical task of reviewing and
discussing the submissions. We are also grateful to members of the Organiz-
ing Committee for making the necessary arrangements and helping to publicize
the conference and prepare the proceedings. We thank the authors for their ef-
forts in writing and revising their papers in accordance with feedback from the
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reviewers. We would also like to thank our sponsors: Google (main sponsor), the
GEMOC initiative, and Itemis. Finally, we would also like to thank the hosting
organization, Ma¨lardalen University.
We hope you enjoy the conference!
August 2014 Benoit Combemale
David J. Pearce
Olivier Barais
Jurgen Vinju
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From Language Engineering
to Viewpoint Engineering
(Invited Talk)
Colin Atkinson
University of Mannheim
B6, Mannheim, Germany
Abstract. As software systems increase in size and complexity, and are
expected to cope with ever more quantities of information from ever more
sources, there is an urgent and growing need for a more view-oriented
approach to software engineering. Views allow stakeholders to see ex-
actly the right information, at exactly the right time, in a way that best
matches their capabilities and goals. However, this is only possible if the
information is represented in the optimal languages (i.e. domain- and
purpose-speciﬁc), with the necessary context information and the op-
timal manipulation/editing features - that is, if information is viewed
from the optimal viewpoints. Rather than merely engineering languages,
therefore, software engineers in the future will need to engineer view-
points, which augment language deﬁnitions (e.g. meta-models, syntax ...)
with context information (e.g. elision, location, perspective ...) and user-
interaction information (e.g. editing pallets, view manipulation services
...). In this talk Colin Atkinson will outline the issues faced in supporting
the ﬂexible and eﬃcient engineering of viewpoints and will present some
key foundations of a fundamentally view-oriented approach to software
engineering.
Keywords: Viewpoint engineering, separation of concerns
As software systems increase in size and complexity, and are expected to cope
with ever more quantities of information from ever more sources, there is an
urgent and growing need for a more view-oriented approach to software engi-
neering. Views allow stakeholders to see exactly the right information, at exactly
the right time, in a way that best matches their capabilities and goals. Domain-
speciﬁc languages are a key foundation for supporting views by allowing them
to display their contents in a customized way, but the current generation of
software language engineering technologies do not go far enough. In particular,
they currently lack the ability to convey the precise relationship between the
information shown in a view and the information it is a view of. They also focus
on describing how model elements should be visualized but provide little or no
support for describing how stakeholders should edit and interact with them.
The premise of this talk is that software language engineering technologies
need to evolve to support an enhanced approach to modeling in which model
content can be set in context relative to the underlying source from which it is de-
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rived – an approach we refer to as “contextualized modeling”. These technologies
would then be more accurately characterized as “view engineering” technologies
rather than “language engineering”” technologies since they would support all
aspects of view deﬁnition, including the context in which the content is to be
interpreted and the mechanisms by which model elements are to be visualized
and edited. Some of the key additional capabilities that the current generation of
language engineering technologies need to support in order to become viewpoint
engineering languages include -
Enriched Designation. The most important context information in a view is
its model elements’ location in the three key hierarchies of the underlying in-
formation model – the classiﬁcation hierarchy, the inheritance hierarchy and
the containment (i.e. ownership) hierarchy. These are supported to various
degrees in today’s language engineering technologies through a mix of ex-
plicit symbolism and location-deﬁning designators (a.k.a. headers) in model
elements. However, they are not supported in a uniform and consistent way,
and are often severely limited in what they can express. In particular most
contemporary language engineering technologies only allow one level of clas-
siﬁcation to be expressed at a time. Fully contextualized modeling requires
a comprehensive, systematic and deep designation notation which allows a
model element’s exact location in each hierarchy to be expressed in its des-
ignator.
Explicit Elision Symbolism. Since views almost always convey only a subset
of the information contained in the underlying model, an important require-
ment in viewpoint engineering is to support the description of what things
are not included in a view, as well as the description of what things are.
This is a challenging task since it involves subtle interactions between ex-
plicit omission statements (e.g. “. . . ” in UML generalization sets), explicit
completeness statements (e.g. complete and disjoint in UML generalization
sets) and background “world” assumptions (e.g. “open world” versus “closed
world” assumption). Fully contextualized modeling therefore requires com-
prehensive and systematic support for elision, both in the form of explicit
elision symbols and elided model element designators.
Explicit Derivation Symbolism. As well as omitting information from the
underlying subject of a view it is possible to derive new information that the
subject does not explicitly contain. Such derivation operations can be driven
by the application of basic characterization relationships such as inheritance
and classiﬁcation (e.g. subsumption) or by more complex inference opera-
tions based on the principles of logic. In both cases, contextualized modeling
must incorporate the ability to express what information in a view has been
derived and what information has been explicitly asserted by a human mod-
eller. This is important for resolving conﬂicts and signalling the weight that
should be given to the information represented within views.
Language Symbiosis. Domain-speciﬁc representations of information have
the advantage that they are optimized for particular classes of stakeholders
or communities of experts, whereas general-purpose languages have the ad-
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vantage that they are widely known and can represent information in quasi-
standard ways. In order to enjoy both beneﬁts simultaneously, contextualized
models should be represented by highly ﬂexible, symbiotic languages that al-
low diﬀerent visualizations of model elements to be mixed and interchanged
at will.
Viewpoint Environment Deﬁnition. A user’s experience of a view is deter-
mined not only by the way in which its contents are displayed, but also by the
way in which the user can interact with the model and, when it is editable,
input information. This impacts all aspects of the environment in which the
view is displayed, including the menu items, the pallets of predeﬁned types
and models elements and the range of operations that can be applied to the
content (e.g. checking, printing, persisting etc.). The engineering of view-
points therefore involves much more than just the engineering of languages
it also involves the deﬁnition of the associated interaction experience.
In this talk Colin Atkinson will introduce the vision of contextualized mod-
eling and explain these key ingredients needed to turn the current generation of
software language engineering technologies into fully ﬂedged viewpoint-engineering
technologies
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