Abstract. System quality aspects such as dependability, adaptability to a changing runtime environment, and concerns such as cost and provider reputation, are increasingly important in a competitive software service market. Service-oriented system quality is not just a function of the quality of a provided service, but the interdependencies between services, the resource constraints of the runtime environment and network outages. This makes it difficult to anticipate how these factors might influence system behaviour, making it difficult to specify the right system environment in advance. Current quality management schemes for serviceoriented systems are inadequate for ensuring runtime system quality as they focus on static service properties, rather than emergent properties. They also offer the consumer only limited control over the quality of service. This paper describes a novel consumer-centred runtime architecture that combines service monitoring, negotiation, forecasting and vendor reputation, to provide a self-managing mechanism for ensuring runtime quality in service-oriented systems.
Introduction
Service-oriented architectures support dynamic composition and reconfiguration of software systems by making advertised functionality and behaviour available on an "as-needed" basis [1] . This model of software deployment offers significant benefits over the traditional model of software deployment as a product, including reduced capital investment, dynamic integration and rapid deployment of platform and network-independent systems [2, 3] . However, as the nature of service-oriented applications continues to vary and the demands on them grow, features such as dependability, adaptability to a changing runtime environment, and concerns such as cost and provider reputation are becoming increasingly important consumer quality considerations.
Current service quality management schemes are largely concerned with predicting system properties based on the static properties of its components [4] . However, the dynamic nature of a system composed from services requires a dynamic runtime approach which is able to detect and respond to emergent problems in the service execution environment, and to the problems that may arise as a result of different services being composed together. Secondly, current quality schemes offer the consumer only limited control over the quality of a service and therefore the system. In summary, the current software service quality frameworks offer the consumer:
• Limited consumer control over service quality. The third-party nature of software services means that a consumer has little control over the quality of services outside the static service level agreement (SLA). SLAs are intended to define the scope, level, and quality of an externally provided service together with associated responsibilities. However, they are difficult to enforce, hard to integrate with specific consumer quality strategies and provide no obvious way of ensuring runtime system quality.
• Poor support for runtime quality. Whilst there are initiatives for monitoring and reporting service quality failings [5, 6] , monitoring alone is inadequate for ensuring runtime quality. To ensure runtime quality, monitoring must be supported with effective (re)negotiation and recovery strategies.
• Limited support for customisation. Current quality assurance approaches for service-oriented systems are restricted to specific quality assurance schemes, limiting their scope for experimentation and customisation (i.e. variability in quality contexts).
• Poor support for resource-restricted systems. Quality assurance is particularly challenging for systems that operate in resource-restricted environments [7] . Not only must a service have an acceptable level of quality; it must be possible to integrate and orchestrate it within the constraints of the runtime environment.
We have developed a self-configuring quality framework that uses an adaptable service brokerage architecture, to integrate consumer strategies with monitoring, (re)negotiation, forecasting and provider reputation as a means for ensuring runtime quality. The rest of this paper is organised as follows: Section 2 reviews current approaches for addressing quality in service-oriented systems. Section 3 describes the architecture of our quality framework. Section 4 describes service strategy formulation and management. Section 5 uses a small case study to illustrate the framework. Section 6 reviews the framework and provides some conclusions.
Background
Service-oriented systems are distributed and composed from numerous services which can be discovered and replaced at runtime. It is possible for several service providers to offer services with common functionality, but with different non-functional qualities. Qualities can be considered as constraints over the functionality of a service [8] .
A characteristic of distributed systems is the volatility of service quality [9] . It is therefore important that mechanisms are in place for managing the overall
