ブルームフィルタを用いた重複ウェブページの削除についての実現 by 李 超
ブルームフィルタを用いた重複ウェブページの削除
についての実現
The implementation of deleting duplicates web pages based on Bloom lter
12N8100023F 情報工学専攻 李　超 LI Chao
1 はじめに
現在、検索エンジンは主にインターネットに存在す
る情報を得る手段として使われている。単にキーワー
ドを入力して、検索ボタンを押せば、ほしい情報が得
られる。しかし、検索エンジンは便利な一方で、重複
ウェブページが存在し、大量の重複情報が検索される
ため、検索エンジンの性能に悪影響を与えている。そ
れだけではなく、大量なウェブ保存空間を占めて、ユー
ザーの利便性と検索エンジンの適合性 (Precision)に
も影響を与える。
重複ウェブページは重複コンテンツとも呼ばれる。
重複コンテンツとは、ドメイン内または複数ドメイン
にまたがって存在する、他のコンテンツと完全に同じ
であるか非常によく似たコンテンツのまとまりを指す。
本研究では、あるナレッジミュニティウェブサイトに
対して、クローラと重複検証システムを実装する。ク
ローラは自動的にこのウェブサイト上のすべてのペー
ジをアクセスし、保存する。そして、保存したウェブ
ページに対して、重複検証システムで重複性を検証す
る。そして、検証した結果より、再現率と適合率に基
づいて検証システムを評価する。更に、類似度の閾値
の設定について検討する。
1) クローラ クローラは、幅優先探索によりウェブサ
イトのすべてのウェブページを訪問し、ページ
の内容を抽出し、データベースに保存すること
である。探索する時、保存したウェブページを
一回だけアクセスするために、ブルームフィル
タを用いて重複アドレスを検証する。
2) 重複検証システム CDC(Content Defined Chunking)
により保存したウェブページを分割し、分割した
文字列をブルームフィルタで重複性を検証する。
2 ブルームフィルタ
ブルームフィルタ（Bloom Filter）は、1970 年に
Burton H:Bloomが考案した空間効率の良い確率的
データ構造であり、要素が集合のメンバーであるかど
うかのテストに使われる (図 1)。ブルームフィルタの
長所は空間効率と計算時間が良いことであり、偽陰性
がないことである。逆に、保存した要素の数が増加す
ると共に、偽陽性率が高くなる。そして、保存した要
素の削除については困難である。
最初に、全て 0 に設定されたM ビットのビット配
列を用意する。同時に k個のハッシュ関数が定義され
ており、それぞれがキー値をM 個の配列位置のいず
れかにマッピングする。ブルームフィルタに要素を追
加するには、それを k個のハッシュ関数に入力して k
個の配列インデックスを得る。そして、それらの位置
のビットを全て 1にする [?]。
まだ、要素がその集合に含まれるかどうかを調べる
には、それを k 個のハッシュ関数に入力して k 個の
配列インデックスを得る。それらの位置のビット群の
ひとつでも 0だった場合、その要素はその集合には含
まれていない。逆に示された全ビットが 1なら、その
要素はその集合に含まれているか、それらのビットは
他の要素を追加したときに偶然全部 1になった（偽陽
性）と考えられる。
図 1: ブルームフィルタより、要素の保存と検証
本研究でブルームフィルタの実装については、ブルー
ムフィルタのバリアントの一つ PBF (Partial Bloom
Filter)を選んだ (図??)。標準的なブルームフィルタ
と違って、一つのサイズはM のビット配列ではなく、
k個のハッシュ関数に対して、k個サイズはスライス
と呼ばれたmのビット配列を用いた。PBFのメモリ
空間のサイズは k m =M である。
図 2: Partial Bloom Filter
ブルームフィルタは以下の 2つの数式で、偽陽率を
コントロールできる [?]。nはブルームフィルタに保存
している要素の個数であり、M はブルームフィルタ
のメモリ空間のサイズである。P はブルームフィルタ
の偽陽率である。
n   M (ln 2)
2
j lnP j (1)
K = log2
1
P
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表 1: 32 Kilobytes のメモリ空間より、複数 PBFの
偽陽率の変化 [?]
P 0:1% 0:01% 0:001% 0:0001%
k 10 14 17 20
m 26214 18724 15420 13107
n 18232 13674 10939 9116
PBFを実装する時、最初に偽陽率は応用しているシ
ステムより設定できる。例えば、表 (??)から、最大の
偽陽率として 0:1%がほしければ、ハッシュ関数は 10
個を用意すれば良い。なぜなら、k = log2 10:001  9:96
であるからである。もし、フィルタのサイズが 32KB
の時には、一つのスライスのサイズは 26214ビットで
あり、最大 18232個要素が保存できる。
3 Webクローラとウェブページ内容の抽出
3.1 Webクローラ
本システムのWebクローラは 4つのシステムモジ
ュールで構成されている (図 3, 4)。
1) ページダウンロードモジュール
ページダウンロードモジュールは、URLに対し
て存在するページをダウンロードするモジュー
ルである。クローラの性能と直接関連している
ので、クローラを設計する時、このモジュール
のスレッド、排他制御などの処理を慎重に考え
なければならない。
2) ページ分析モジュール
ページ分析モジュールは、ウェブページを分析
し、ページの中に存在しているリンクを抽出す
るモジュールである。ページ分析モジュールは
クローラに対して最も重要な部分であり、検索
エンジンの再現率に影響する。
3) リンクフィルタモジュール
リンクフィルタモジュールは、ページ分析モジ
ュールでウェブページを分析する時、抽出した
リンクについて重複性を検証するモジュールで
ある。
4) URL配列モジュール
リンクの保存と管理のモジュールである。配列の
データ構造を持ち、ページダウンロードモジュー
ルにリンク提供する。まだ、リンクを保存する
前にブルームフィルタを用いて、リンクの重複
性検証を行う。
3.2 ウェブページ内容の抽出
ページダウンロードモジュールはページの中にある
すべての内容を保存したが、HTMLは自分自身では
説明できないので、ダウンロードしたページの中身は
かなり無用なものがある。例えば、広告、ウェブペー
ジサイトのナビゲーションなど無用である。このよう
な文字列は検証システムに入ると、再現率に影響が大
きいだろう。できれば、検証システムに入れる前に、
ページの本文だけ残ってほしい。
ここで、JavaのHTMLドキュメント解析API「HTML-
Parser」[?]を用いて、ウェブページを解析し、中身を
抽出する。「HTMLParser」とは、線形まだはネスト化
のいずれかでHTMLを解析するために使用する Java
ライブラリである。解析する時、HTMLのタグを抽
出し、木構造を作る。ほしいタグをフィルタすること
である。
図 3: クローラのシステムモジュール
図 4: 実装したクローラの流れ
抽出したページ内容では、以下の様に、上のナビ
ゲーションバーと右側の広告バーを抜いて、テキスト
だけを残した (図 5, 6)。
図 5: ウェブページ 図 6: 抽出したページ内容
3.3 Webクローラと内容抽出の連動
ウェブページ探索を効率化するために、Webクロー
ラと内容抽出モジュールはマルチスレッド化する。2
つのスレッドを同時に動かして、ウェブページを探索
する。まだ、URL配列が空きの時、スレッドは１秒
または 2秒待つ (図 7)。
図 7: Webクローラと内容抽出の連動
4 重複ページ削除の実現
4.1 重複ページ削除の提案手法
ブルームフィルタを用いて、文章の類似度検証モ
ジュールは三つのステップで行う
まず、CDC(Content definedChunking)により、
文章を分割する。つまり、文章の特徴を抽出する。
そして、抽出した特徴は集合の要素として、ブルー
ムフィルタを生成する。
最後に、閾値を設定し、他の文章との類似度を検証
する。
4.2 Content-Dened Chunking(CDC)
の概略
文章の内容より、Content-Dened Chunking(CDC)
で分割するのは、固定分割のブレークポイントが設定
し値で決めることと違って、文章の内容より計算し、
ある条件を満たすブレークポイントを決める。
ここで、ハッシュ関数の 2つの特徴を利用する。一つ
は、ハッシュコードが同じ時でも、内容は必ずしも同
じではない。ハッシュコードが違うと、内容は必ず違
う。もう一つは、分割した文字列のサイズが大きくな
らないようにするためには、ハッシュ関数での衝突は
できれば、その頻度が多ければ多いほうど良い。この
ようなハッシュ関数を使って、生成したハッシュコード
が設定した値と同じの時、ブレークポイントを決める。
4.3 Rabin F ingerprintアルゴリズム
Rabin F ingerprint アルゴリズムはM.O.Rabinが
1981年提案した。CDCのブレークポイントを決める
ハッシュ関数としてよく使われっている。
具体的には、以下の様に計算する。
最初に、文字列 Aを定義する。
A = amam 1:::a1 (3)
k  bitのRabin Fingerprint は次の順に処理する。
1. 文字列 Aを多項式 A(t)で表現する。
A(t) = amt
m 1 + am 1tm 2 + :::+ a2t+ a1 (4)
2. 既約多項式 P (t)を選ぶ。
P (t) = pkt
k + pk 1tk 1 + :::+ p0 (5)
3. Rabin F ingerprintを計算する。
f(A) = A(t) mod P (t) (6)
例えば、文字列 Aはビットに列で、A = 101010で
あり、4-bit の Rabin F ingerprint を求めるために、
既約多項式 p = 11111を選んだ結果は以下のとおりで
ある:
101010
11111 
10100
11111 
1011 ! f(A)
Rabin F ingerprint は内容より生成したものであ
る。一つのRabin F ingerprintの f(A)は多項式を既
約多項式 P (t)で割った時の余り多項式であり、すべ
ての結果から同じ条件を満たすデータを多く得られる
ため、計算は一回しか行わない。
4.4 可変長分割
図 8: Rabin F ingerprintを用いて、CDCの実現
図??のような、固定しているウィンドウより、一回 1
文字ずつ前に進み、８位の文字のRabinF ingerprint
を計算する。計算した RabinF ingerprintとmarker
値をマッチングして、分割する [?]。
4.5 ブルームフィルタの生成
分割した文字列をハッシュコードに生成し、ブルー
ムフィルタに格納する。一つの文字列は文章の一つの
要素として、要素は 1個ずつ k個ハッシュ関数でハッ
シュコードを生成し、各ハッシュ関数に対するスライ
スにハッシュコードとマッピングする位置に 1を設定
する。
具体的な実現については、0:1%の偽陽率について、
ハッシュ関数の個数 k は log2 10:001 = 9:96. 約 10 に
なる。そして、抽出したウェブページの本文が最大に
16KBと考え、予想している文字列は 256byteであり、
つまり格納する要素数 nは約 64個である。数式 (1)
より、ブルームフィルタのサイズM は 2119:205byte
である。
図 9: 重複ページ削除の流れ
4.6 重複ページ削除の実験結果
適合率 (Precision)とは、検索結果の中にどの程度
正解が含まれるかを示す。本システムより、w0個重複
ウェブページを検索した結果として、その中に、w個が
正解となると、本システムの適合率はPrecision = w0w
である。
再現率 (Recall) とは、正解のうち、どの程度が検
索にヒットするかを示す。本システムより、検索した
結果の中に正しい結果にとって、重複ウェブページの
全体に占める割合を示す。例えば、w0 個重複ウェブ
ページを正しくて検索し、実際に、存在している重複
ウェブページは wnであると。本システムの再現率は
Recall = w0wn である。
表 2: 閾値により、適合率と再現率の変化
閾値 検索し
た件数
誤検数 適合率 (%) 再現率 (%)
1 18 0 100% 15%
0:9 42 2 95:24% 33:33%
0:85 77 6 92:2% 59:17%
0:8 139 24 82:73% 95:83%
0:75 173 56 67:63% 97:5%
0:7 247 131 46:96% 96:67%
一般に、再現率の高いシステムは適合率が低く、そ
の逆に、適合率が高いシステムは再現率が低い傾向に
ある。評価指標が 2つあると、どちらのシステムが優
れているか比較が難しいので、再現率と適合率の調和
平均を取った値を F値（F  measure）という指標で
性能を表す。
F 値 =（2 ×適合率×再現率） =（適合率＋再現率）
実験データより、F値が最も高いのは閾値は 0.8の
時、F = 20:82730:95830:8273+0:9583 = 0:89である (図 8,10,表 2)。
図 10: 適合率と再現率関係
5 結論
本研究では,ブルームフィルタを用いて、CDCによ
りウェブサイト上に存在している重複ウェブページの
削除について提案した。提案システムでは,自動的ウェ
ブサイト上のページを探索し、探索したウェブページ
中の URLを収集する。ブルームフィルタにより、収
集した URLの重複性を検証し配列に保存する。ウェ
ブページを探索する同時に、URL配列からURLを取
り、ページ内容をHTMLParserツールにより、必要
な内容だけを抽出しデータベースに格納する。まだ、
データベースに保存しているウェブページの相互間の
類似率を求め、削除することができる。
実験の結果より、F値（F  measure）を標準とし
て、類似度の閾値が 0:8にセットすることを薦める。
本研究では、重複ウェブページの削除について提案
したが、具体的応用に対してまだ改善することがある。
他のアルゴリズムの性能、効率データに対するコンテ
ストが足りないが、本研究の結果は今後に更に複雑な
研究やシステムに参考されることができるだろう。
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