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Resumen 
 
Este trabajo de final de carrera consiste en la creación y posterior desarrollo 
de un sistema de asignación de tareas a trabajadores polivalentes. Esto es, 
una herramienta que nos organice la distribución laboral a lo largo de un día, 
en franjas y según trabajador, de manera que cada uno de estos empleados 
pueda realizar distintas tareas, según se requiera.  
 
Para poder lograr esto, hemos utilizado Microsoft Access 2003. Este programa 
se basa en la programación mediante lenguaje VBA (Visual Basic para 
Access) y consta de herramientas que generan automáticamente distintas 
utilidades (formularios, subformularios, botones, etc).   
 
A lo largo de estos cinco meses hemos conseguido implementar una base de 
datos, que organiza  automática o manualmente las tareas a desempeñar por 
cada trabajador según la franja horaria. El usuario tiene la opción de escoger 
entre dos opciones: manual o automática. Si escoge la primera, se le muestra 
un formulario donde puede rellenar de forma manual, a su voluntad, qué 
empleados y tareas quiere para un día específico. En el caso de que se escoja 
la forma automática, el sistema asigna de forma completamente aleatoria las 
tareas a los distintos empleados.  En ambos casos, los datos generados en el 
proceso, se almacenan en tablas de datos y se hace recuento del personal 
asignado para cada tarea. Además, se permite al usuario establecer un 
mínimo de empleados (requisitos) para cada franja, que se compara con los 
valores del recuento anterior, previamente almacenado en contadores. En 
caso de no se llegue a este mínimo, se muestra una tabla informando de la 
falta de personal. 
 
Para poder llevar a cabo el diseño final de nuestro proyecto hemos tenido que 
realizar un estudio de las necesidades de gestión posibles en una empresa. 
Más tarde se ha adaptado a una forma genérica para poder usarlo en 
cualquier sector. Para llevarlo a cabo cogimos como ejemplo una tienda de 
ropa, por su simplicidad. Se desarrollaron tres documentos: descripción de 
puestos (tareas), habilidades y conocimientos de los mismos. Además, 
partiendo de los conocimientos de patrones de diseño (MVC, Modelo Vista 
Controlador) obtenidos en anteriores asignaturas, realizamos los diseños UML 
de nuestro ejemplo de la tienda de ropa.  
 
 Una vez completado este estudio de necesidades, realizamos el primer 
ejemplo y toma de contacto con Access dando lugar a la base de datos 
llamada Bershka. Como este ejemplo era básico y concreto, tuvimos que 
rehacerlo para que resultara genérico y aplicable a cualquier tipo de negocio.  
 
El siguiente paso a seguir fue la creación de una nueva base de datos que es 
en realidad la base del proyecto final resultante. 
Esta base de datos tiene la siguiente estructura: se almacena datos de 
trabajadores como nombre, apellido y código de trabajador; así como las 
tareas y las franjas horarias del día. Para poder trabajar con la base de datos 
se usan los diferentes formularios que muestran por pantalla los campos 
necesarios.  
 
Puesto que puede darse el caso de que un usuario quiera acceder a la 
planificación realizada anteriormente, se incorpora como variable el día de 
trabajo. Mediante un filtrado mostramos en el formulario general únicamente el 
día escogido evitando así el buscar entre todo el histórico existente. 
Como la finalidad del programa es hacer la planificación de una jornada 
laboral, después de todo el proceso se da la opción al usuario de visualizar 
mediante un informe de cómo ha quedado esta distribución. 
 
En el caso de la asignación automáticamente mencionada anteriormente, la 
asignación de tareas la realiza el propio programa mediante el uso de una 
función aleatoria (random) sin intervención directa del usuario. 
Para la elaboración de este segundo mecanismo de asignación tuvimos que 
realizar otro estudio previo. En él se analizaron cuales eran las condiciones 
que tenían que cumplir los algoritmos que realizan la asignación, como por 
ejemplo el controlar que un empleado sólo tuviera una tarea asignada por 
franja. Este estudio tenía como objetivo el uso de un programa externo 
llamado Symphony el cual necesita de una matriz (en un fichero .txt) para dar 
como resultado otra matriz que analizará Access para realizar finalmente una 
asignación. Aunque se alcanzó a realizar dicho .txt se descartó el uso de este 
programa dada la complejidad de aprendizaje de funcionamiento del mismo, 
dando como resultado el uso de la función random antes mencionada. 
 
Nuestro conocimiento de C y Java adquirido durante la carrera, hizo que 
orientáramos el código al uso masivo de variables, lo que nos llevaba a un 
código intratable. Por lo tanto, el siguiente paso fue intentar disminuir el uso de 
estas variables, almacenando los valores en tablas pero seguía sin ser 
efectivo. Finalmente y tras muchos esfuerzos, conseguimos dar con lo que a 
día de hoy es nuestro proyecto, gracias al trámite del problema mediante la 
lectura/escritura de tablas, sin apenas usar ninguna variable ya que es una de 
las grandes ventajas que proporciona el programa Access. 
 
Este ha resultado ser un proyecto programado mediante código VBA en su 
totalidad; como se puede ver en el código aportado, no sólo consiste en una 
interfaz que utiliza el usuario, sino que detrás hay una gran cantidad de 
trabajo. 
 
Para terminar,  queremos reflejar que el hecho de aventurarnos en algo 
 totalmente desconocido para nosotros como era VBA,  nos ha aportado 
nuevos y necesarios conocimientos para el futuro.  Gracias a la idea propuesta 
por nuestro tutor, Jordi Olivella, junto con la ayuda prestada por él, estos cinco 
meses de trabajo continuo han dado como fruto este proyecto que os 
invitamos a descubrir a continuación. 
 
 
Muchas gracias por su paciencia y le deseamos que disfrute con nuestro 
trabajo. 
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Overview 
 
This work of final of career consists in the creation and later development of a 
system of assignment of task to multiskilled workers. This is a tool that 
organizes the labour distribution throughout one day, in strips and according to 
the worker, so that each of these personnel could realize different tasks, 
according to what is needed. 
 
To be able to achieve this, we have used Microsoft Access 2003. This program 
uses VBA programming lenguage (Visual Basic for Access) and it is composed 
by tools that generate automatically different utilities (forms, subforms, buttons, 
etc.). 
 
Throughout these five months we have implemented a database, which 
organizes automatically or manually the tasks to carry out for every worker 
according to the time slot. The user is able to choose between two options: 
manual or automatic. If he chooses the first one, the program shows him a 
formulary that has to be refilled with the personnel and tasks that are needed 
for a specific day. In case the automatic form is chosen, the system assigns of 
completely random form the tasks to the different personnel.  In both cases, the 
information generated in the process, is stored in tables of information and 
there the system makes an inventory of the personnel assigned for every task. 
Besides, it is allowed to the user to establish a minimum of personnel 
(requirements) for every strip, which is compared with the values of the 
previous inventory, before stored in accountants. In case of do not arrive to 
those requirements; a table appears showing us the lack of personnel. 
 
To be able to elaborate a final design of our project we have had to realize a 
study of the possible needs of management in a company. Later it has adapted 
to a generic form to be able to use it in any sector. To take it to end, we took as 
example a clothes shop, because of its simplicity. Three documents were 
developed: description of positions (tasks), skills and knowledge of the same 
ones. Besides, departing from the knowledge of design patterns (MVC, Model 
View Controller) obtained in previous subjects, we realize the designs UML of 
our example of the clothes shop. When this study of needs was completed, we 
realized the first example and contact taking with Access giving rise to the 
database called Bershka. This example was basic and concrete. For this, we 
had to make it again in order to do it generic and applicable to any type of 
 business. Since we had never worked with Access until now, the only thing that 
realized in this example was a workers' insertion by a formulary and a report 
that used a query to do a search. 
 
The next step in the elaboration of our project was the creation of a new 
database. This new creation was the base of the final resultant project.  This 
database has the following structure: information of workers as name, surname 
and worker’s code; as well as the tasks and the hour strips of the day. To be 
able to work with the database, the user uses the formularies showed on 
screen and refilling the necessary fields. 
 
Because can be possible that a user wants to consult the planning done 
previously, the program joins a historical of days. To do it, we take the day and 
then it is filtered in the whole historical information of database and it is shown 
in the general formulary. By this way, we avoid to see the information referring 
to antoher day. 
 
The purpose of the program is to do the planning of a labour day. To do this, 
when he whole process finishes, we give to the user the option to visualize it by 
a report the distribution results. 
 
In the case of the automatically assignment mentioned previously, the 
assignment of tasks is done by the program using a random function (random) 
without direct intervention of the user.  To do this second mechanism of 
assignment, we had to realize another previous study. First of all, the study 
establishes the conditions needed to fulfill the algorithms to do the assignment. 
For instance, we can control that an employee has only one task assigned in 
each strip. 
 
In the beginning, we wanted to use an external program called Symphony 
which needs a matrix (in a file .txt). Symphony gives as a result another matrix 
that Access will analyze to do a finally assignment. We managed to realize this 
.txt but we discarded the use of this program due to the complexity of learning 
of its functions. Finally, we choose to use the function random mentioned 
before, using Access. 
 
Our knowledge of C and Java acquired during the career made that we were 
orientating the code to the massive use of variables. It did obtain us an 
unamenable code. Therefore, the following step was to try to diminish the use 
of these variables, storing the values in tables but it still was unsuitable. Finally 
we knew a way to store the informations but not in variables. We started to 
read and write the information in tables; in reality those tables were the 
variable. 
 
 
All this work is based on VBA programming: as you can see in the code, it 
does not only consist in one interface used by users because behind there is a 
great quantity of work.    
 
 
  To finish this overview, we want to express that the fact of risking in something 
totally unknown for us like was VBA; it has contributed to us new and 
necessary knowledge for the future.   We thank the idea proposed by our tutor, 
Jordi Olivella, together with the help given by him, these five months of work 
have given this project and we invite you to discover it right now.    
 
 Thank you for your patience and we wish you to enjoy our project 
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Introducción   1
INTRODUCCIÓN 
 
 
Este trabajo tiene como objetivo el realizar un sistema de asignación de tareas 
a trabajadores polivalentes, es decir, que pueda adaptarse a cualquier tipo de 
trabajador sea cual sea la tarea que llevará a cabo. Este sistema lo realizamos 
mediante el programa Access 2003, resultando así una base de datos 
programada en VBA (Visual Basic para Access). 
 
Lo primero a resaltar en este trabajo, es que esta experiencia en Access 
resultaba totalmente nueva para nosotros. Ninguno de los dos miembros de 
este grupo había tratado nunca con este programa y dada la demanda del 
mismo en el mercado laboral y profesional, decidimos embarcarnos en la 
aventura de su autoaprendizaje. Cabe resaltar, que a pesar de haber estudiado 
lenguajes de programación como C y Java, VBA era algo totalmente novedoso 
para nosotros. 
 
El resultado de toda esta nueva experiencia, se encuentra explicada a 
continuación, empezando por una base de datos simple como primera toma de 
contacto que a día de hoy puede resultar ridícula pero toda una novedad 
compleja en su momento. A continuación y de forma gradual, vamos 
explicando la evolución del proyecto tal y como se ha ido produciendo a lo largo 
de todo este tiempo. El fin de estructurar así este documento es que quede 
claro al lector los problemas encontrados por nosotros a lo largo del desarrollo 
del proyecto y que se comprenda el esfuerzo dedicado al mismo hasta llegar a 
los objetivos marcados al principio de éste. 
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CAPÍTULO 0. ESTUDIO INICIAL 
0.1. Descripción de procesos 
 
0.1.1. Introducción 
Antes de empezar a realizar cualquier cosa en Access, lo primero que 
debíamos hacer era realizar un estudio de las necesidades y tareas de una 
tienda cualquiera, como por ejemplo una sencilla de ropa, con el fin de saber a 
qué nos enfrentábamos y que requería nuestro proyecto. 
Aunque pueda parecer en un principio que no hay mucha relación con el 
tema que realmente nos ocupa el trabajo, que es la programación, este estudio 
inicial se convierte en indispensable para poder empezar el proyecto. 
 
0.1.2. Diagramas 
 
Para empezar, pensamos cuales serían las funciones específicas para 
esta tienda de ropa. Más tarde, para poder aplicar nuestro proyecto a cualquier 
tipo de negocio o empresa, éstas serán genéricas (expresadas mediante un 
código) que el usuario implementa según su criterio. 
Primeramente hacemos una descripción sencilla de tareas y puestos 
posibles: 
 
 
ENCARGADA 
• Supervisión tienda: 
Decisiones alto riesgo. 
Aceptación pedidos proveedores Lunes – Viernes. 
Control de empleados. 
Realización nóminas. 
Repartición vacaciones. 
 
• Atender clientes:  
      Aconsejar estilos y tendencias en moda. 
      Búsqueda de tallas y colores en almacén y en tienda. 
      Resolver dudas de posicionamiento de género en tienda. 
      Recepción y gestión de quejas y reclamaciones.     
 
• Manejo caja: 
Cobrar género. 
Cuadre y cierre de caja. 
Emisión pedidos proveedor. 
 
• Apertura / Cierre tienda 
 
Estudio Inicial     
 
3
 
• Pedido proveedor: 
Revisión y aceptación del pedido. 
 
• Cambio posición / temporadas: 
Decidir el cambio de mobiliario en tienda. 
Cambios de temporada. Pensar en nuevas tendencias. 
--------------------------------------------------------------------------------------------------------- 
• Requisitos encargada: 
Experiencia mínima de 2 años en otra tienda de la misma línea de 
moda. 
Dominio de idiomas. Necesario inglés (tienda situada en centro 
turístico). 
 
CHICAS PROBADORES 
• Colocar / Reponer / Ordenar género: 
Supervisión del estado de estanterías, perchas y otros. 
 
• Control probadores. 
Aviso anomalías (robo de prendas). 
 -------------------------------------------------------------------------------------------------------- 
• Requisitos chicas probadores: 
Sin experiencia. 
       
CHICAS CAJA 
• Manejo caja: 
Cobrar género. 
Cuadre y cierre de caja. 
Emisión pedidos proveedor. 
 
• Pedidos proveedores: 
Recepción informes realizados por las reponedoras. 
Tras la validación del encargado, emisión pedido para proveedor. 
-------------------------------------------------------------------------------------------------------- 
• Requisitos chicas caja: 
Mínimo 1 año experiencia. 
Se valora dominio inglés (pedidos con proveedores internacionales). 
       
CHICAS REPONEDORAS 
• Colocar / Reponer / Ordenar género: 
Supervisión del estado de estanterías, perchas y otros. 
 
• Atender clientes:  
            Aconsejar estilos y tendencias en tienda. 
      Resolver dudas de posicionamiento de género en tienda. 
 
• Recepción mercancía: 
Recibir género del repartidor. 
Firma o sello empresa en factura. 
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Entrada en tienda de las cajas. 
Desembalar y chequero género. 
      Búsqueda de taras. 
      Reclamación al proveedor. 
Consulta encargado sobre colocación género. 
Colocación género. 
 
• Informe reposición género: 
Control de género en tienda. 
Apuntar faltas de tallas y colores. 
Redactado y borrador a las cajeras. 
-------------------------------------------------------------------------------------------------------- 
• Requisitos chicas reponedoras: 
Sin experiencia.  
 
CHICAS FIN DE SEMANA 
• Supervisión tienda: 
Decisiones alto riesgo. 
Aceptación pedidos proveedores urgentes fin de semana. 
Control empleados. 
 
• Atender clientes:  
      Aconsejar estilos y tendencias en moda. 
      Búsqueda de tallas y colores en almacén y en tienda. 
      Resolver dudas de posicionamiento de género en tienda. 
      Recepción y gestión de quejas y reclamaciones.     
 
• Manejo caja: 
Cobrar género. 
Cuadre y cierre de caja. 
 
• Apertura / Cierre tienda 
 
• Pedido proveedor: 
Emisión pedido al proveedor. 
 
--------------------------------------------------------------------------------------------------------- 
• Requisitos chicas fin de semana: 
Experiencia mínima de 2 años en otra tienda de la misma línea de 
moda. 
Dominio de idiomas. Necesario inglés (tienda situada en centro 
turístico). 
 
SEGURIDAD 
• Control interior y entrada tienda: 
Vigilancia por cámara y rutas en tienda. 
 
• Dominio de armas: 
Vigilancia armada en caso de vandalismo. 
--------------------------------------------------------------------------------------------------------- 
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• Requisitos seguridad: 
Experiencia mínima de 3 años. 
Necesaria titulación en centro especializado. 
 
A continuación tratamos de especificar más cada puesto de trabajo, haciendo 
distinción entre habilidades y conocimientos: 
 
ENCARGADO 
 
Descripción general:  
• Dirigir, controlar y  formar el personal en tienda. 
 
Tareas: 
• Control del correcto funcionamiento general en tienda. 
• Formar en las siguientes tareas: 
o Atención al cliente. 
o Mantenimiento de tienda. 
o Caja. 
 
Habilidades y conocimientos: 
• Conocimientos: 
o Saber formar a los empleados: Dominar todos los puestos de trabajo 
para el correcto aprendizaje por parte del nuevo trabajador. 
o Mantenimiento y administración: Conocimiento del negocio y todo lo 
que eso conlleva: técnicas de liderazgo, recursos humanos, técnicas 
de producción, etc. 
o Dominio de idiomas: Castellano, Catalán e Inglés. 
 
• Habilidades: 
o Saber escuchar. 
o Saber actuar en situaciones de conflicto. 
o Saber formar. 
o Saber dirigir. 
o Capacidad de decisión. 
o Saber manejar y cuadrar caja. 
o Saber llevar los probadores. 
o Saber colocar el género y mantener el orden en tienda. 
o Saber abrir y cerrar establecimiento 
o Saber realizar pedidos a proveedores. 
 
DEPENDIENTE 
 
Descripción general:  
• Atender al cliente. 
 
Tareas: 
• Vender al cliente. 
• Asesorar al cliente. 
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• Mantenimiento en tienda. 
o Reposición genero. 
o Organización y limpieza 
 
Habilidades y conocimientos: 
• Conocimientos: 
o Capacidad de convicción. 
o Capacidad de aprendizaje 
o Capacidad de estratega. 
o Capacidad de decisión. 
o Capacidad de iniciativa. 
o Saber trabajar en grupo 
o Saber escuchar. 
o Saber expresarse con claridad. 
o Dominio de idioma. 
 
• Habilidades: 
o Saber manejar y cuadrar caja. 
o Saber llevar los probadores. 
o Saber colocar el género y mantener el orden en tienda. 
 
 
SEGURIDAD 
 
Descripción general:  
• Vigilar y controlar la tienda. 
 
Tareas: 
• Vigilar entrada. 
• Controlar interior de tienda. 
• Ayuda en apertura y cierre de tienda 
 
Habilidades y conocimientos: 
• Conocimientos 
o Seriedad. 
o Valentía. 
o Agilidad. 
o Capacidad de reacción 
o Capacidad de decisión. 
 
• Habilidades 
o Saber mantener la calma. 
o Saber manejar armas. 
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Finalmente, para que todo quede más claro visualmente, usamos un programa 
para hacer diseños en diagramas UML, dando como resultado el siguiente: 
ENCARGADA/O
- Supervisión tienda
- Atender clientes 
- Manejo caja
- Apertura/cierre tienda
- Pedidos a proveedores
- Cambio de posición/temporada del género
------------------------------------------------------------
- Requisitos:
    - Mínimo 2 años de experiencia
    - Idiomas
CHICAS/OS PROBADORES
- Colocar/Reponer/Ordenar género
- Probadores
------------------------------------------------------------
- Requisitos:
  - Sin experiencia
CHICAS/OS CAJA
- Manejo caja
- Pedidos a proveedores
------------------------------------------------------------
- Requisitos:
    - Mínimo 1 año de experiencia
    - Se valora idiomas
CHICAS/OS REPONEDORAS/ES
- Colocar/Reponer/Ordenar género
- Atender Clientes
- Recepción mercancía
- Informe reposición género
------------------------------------------------------------
- Requisitos:
    - Sin experiencia
CHICAS/OS FIN DE SEMANA
- Supervisión tienda
- Atender clientes 
- Manejo caja
- Apertura/cierre tienda
- Pedidos a proveedores
- Cambio de posición/temporada del género
------------------------------------------------------------
- Requisitos:
    - Mínimo 2 años de experiencia
    - Idiomas
SEGURIDAD
- Control interior y entrada del establecimiento
- Dominio armas 
------------------------------------------------------------
- Requisitos:
    - Mínimo 3 años de experiencia
    
                                                                    DISTRIBUCIÓNTAREASDEUNATIENDA DE MODA
   
Fig. 0.1 Diagrama UML 
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Con este estudio inicial, nos aproximamos a las necesidades y requisitos de 
una empresa, pudiendo encaminar así nuestro proyecto de asignación de 
tareas. Gracias a este primer contacto, diseñamos la primera base de datos en 
Acces que a continuación se explica. Sin este estudio, seguramente no 
habríamos sabido como empezar el proyecto ni qué diseñar inicialmente. Lo 
que ahora puede parecer tiempo perdido ha resultado ser los cimientos del 
proyecto final. 
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CAPÍTULO 1. DESARROLLO Y EVOLUCIÓN DEL 
DISEÑO 
1.1. Primer diseño: Base de datos sencilla de una tienda de 
ropa 
1.1.1. Introducción 
 
Como primera aproximación al sistema final que pretendemos conseguir, 
empezamos con un sencillo ejemplo de una tienda cualquiera. Dado que para 
nosotros era totalmente nuevo todo lo que tuviera que ver con Access, supuso 
un reto el realizar este primer paso. 
 Nuestra tienda inicial consta de una portada donde se dan a escoger tres 
funciones. Ésta, al igual que las opciones, son formularios que nos permiten 
trabajar con tablas que primeramente hemos rellenado. Estas tablas son las 
que se muestran a continuación: 
 
 
 
Fig. 1.1 Relación de las tablas 
 
• Empleados: Contiene los datos personales de cada trabajador, así como 
un número único de ingreso a la empresa (idTrabajador)  y un número 
que indica el puesto que ejerce (CodigoPuesto). 
• Empleado-Puesto: Esta tabla relaciona el CodigoPuesto antes 
mencionado con su traducción correspondiente, por ejemplo, un 1 
corresponde a un Encargado. 
• Puesto-Tarea: Esta tabla relaciona cada puesto con las tareas 
correspondientes que le tocan (CodigoTarea). 
• DescripciónTareas: Relaciona cada CodigoTarea con la descripción de 
la misma. 
 
Volviendo a la portada, podemos encontrar tres opciones: Insertar 
Empleado, Búsquedas e Informes. Vayamos por partes: 
 
1.1.2. Insertar empleado 
 
Al hacer click sobre esta acción vamos a parar a otro formulario mediante el 
cual podemos insertar un empleado nuevo en la base de datos. Pero, 
¿cómo hemos hecho para que se abra? Si hacemos clic derecho sobre este 
botón, en propiedades encontramos una opción que nos permite generar un 
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evento mediante código en Visual Basic con el cual indicamos que nos lo 
abra. 
(Véase anexo 1) 
 
El comando  DoCmd.OpenForm  nos permite abrirlo mientras que 
DoCmd.Close     cierra la portada al clikar cualquier botón. 
El formulario para insertar un empleado es bien sencillo: Pide los datos 
necesarios para insertarlos en la tabla Empleados pero no deja rellenar el 
campo Códigopuesto con un número superior a 5 ya que no existe un 
puesto tipificado por encima de éste. 
 
 
 
 
Fig. 1.2 Formulario para insertar empleados 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 1.3 MsgBox de error 
 
 
(Véase anexo 2) 
  
Cada componente de cada formulario está tipificado de forma que todo 
quede más claro a la hora de programar: 
 
- Un botón: cmdNombre 
- Un cuadro para insertar datos: lblNombre 
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- Un cuadro de texto: txtNombre 
 
1.1.3. Búsquedas 
 
Este botón nos lleva a otro formulario que nos da tres posibles opciones 
de búsqueda, según queramos filtrar por id del trabajador, Apellido o Código 
de tarea. Las tres se realizan mediante consultas, según sean numéricas o 
textuales: para buscar por un código por ejemplo, colocamos la consulta 
bajo la tabla que nos interesa y en este caso sería: Entre [Entre Código] Y 
[Entre otro código]. Si fueran strings lo que se busca sería 
[Formularios]![InformeBusqueda]![txtc1]  que indica que busque txtc1 
(apellido). 
 
 
 
Fig. 1.4 Formulario para buscar empleados 
 
1.1.4. Informes 
 
Este botón nos da la opción de mostrar los datos que nos interesen de un 
empleado en concreto mediante un informe. Dentro de éste, también 
podemos escoger otras opciones para que nos muestre en forma de 
informe como son los Stocks, los Pedidos o los Recibos. 
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Fig. 1.4 Formulario para generar informes 
 
 
(Véase anexo 3 para ver el código correspondiente) 
 
 
Este código nos abre el formulario rptEmpleados, que está diseñado 
para que muestre los apellidos y el nombre de un empleado en concreto 
que nosotros pedimos mediante el apellido en un cuadro de texto: 
 
 
 
Fig. 1.5 MsgBox para buscar por apellido 
 
 
Poniendo como ejemplo “Mora” accede a la tabla y obtiene el nombre. Lo 
muestra así: 
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Fig. 1.6 Ejemplo informe - consulta
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1.2. Segundo diseño: Diseño de un sistema de asignación ´
 para cualquier tipo de negocio 
 
1.2.1. Introducción 
 
 Con el objetivo de acercarnos un poco más al diseño final de nuestro 
proyecto, cambiamos la estructura del diseño antes explicado para hacerlo 
más eficaz y realista. Con esta segunda realización, pretendemos conseguir 
que se muestre una tabla por pantalla donde se puedan observar los 
diferentes horarios a lo largo del día, separados por horas y clasificados 
según los nombres de los trabajadores, donde se pueda ver claramente qué 
tarea le corresponde en cada momento a cada uno (en nuestro caso un 
número que se corresponde con una tarea). Además se adjunta una tabla 
donde se puede ver el nivel adquirido por cada trabajador en cada tarea. En 
caso de que a un trabajador se le asigne una tarea que está por debajo del 
nivel 4 (nível máximo, es decir, que son expertos en esta tarea), la casilla de 
éste cambia a un color rojo, advirtiendo así que este trabajador está por 
debajo de su nivel de experto. Si asignamos una tarea que está por debajo 
del nivel mínimo indicado, aparece un prompt indicando que introduzcamos 
un nivel superior. 
 
 
 
 
Fig. 1.7 Vista del nuevo formulario 
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1.2.2. Estructura y programación 
 
 Este formulario se compone de dos subformularios: uno con el horario y 
otro con los niveles de cada trabajador en cada tarea. Junto al nombre, se 
puede observar el nivel mínimo que se exige para cada uno de ellos. A 
modo de ejemplo, podemos ver al trabajador Jordi al cual se le exige un 
nivel mínimo de experiencia de 4. Como se le ha asignado de 8 a 9h la 
tarea 1 y en ésta sólo tiene un nivel 1 de experiencia, la casilla aparece en 
rojo. 
 Para lograr esto, aplicamos un algoritmo para que estudie si el nivel en 
cada tarea asignada está por debajo del mínimo: Usamos el Formato 
condicional, una de las opciones que nos permite el Access, en la que 
escribimos la siguiente condición: 
 
([NT1].[Valor]<>4 Y [ctl8h_9h].[Valor]=1) O ([NT2].[Valor]<>4 Y 
[ctl8h_9h].[Valor]=2)…. 
 
Repitiéndola para las 12 diferentes tareas y los diferentes horarios. Con 
esto, estamos diciendo que si asignamos la tarea 1 de 8 a 9 y ésta es 
diferente de 4 (nivel de experto) aparezca en rojo. 
 
1.2.3. Contadores 
 
A partir de aquí, debíamos implementar un código en VBA que fuera 
contando el número de trabajadores que había para cada franja horaria en 
cada tarea, para saber así si llegaba al número mínimo requerido. 
Para ello, lo primero a implementar debía ser este número mínimo deseado 
de trabajadores para poder compararlo con el número real que hay en cada 
hora. Este número mínimo se implementa en la siguiente matriz: 
Fig. 1.8 Formulario para requisitos 
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 En esta matriz se especifica cuantos empleados mínimos son necesarios 
según la franja horaria y el día. Una vez rellenada, se debe pulsar el botón 
“Ir a Planning” para poder asignar en cada hora los empleados que se 
dedicaran a cada tarea. Hecho esto, apretaremos el botón “Procesar datos” 
el cual lleva detrás el código en VBA que compara cada número de 
empleados asignados en cada tarea con los que se requieren. A 
continuación se informa por pantalla mediante MsgBox el número de 
empleados que faltan para llegar al mínimo requerido. 
 
 
 
 
Fig. 1.9 MsgBox con los empleados que faltan 
 
1.2.4. Conclusiones de este diseño 
 
  Puesto que todos los valores antes mencionados eran 
almacenados en variables, el código se hacía enorme y farragoso y no nos 
permitía llevar un estudio por días y semanas eficaz. Además esta forma de 
mostrar el número de empleados que faltan era visualmente poco atractiva. 
Así que decidimos rehacer todo, de forma que ya no usáramos variables, 
sino que lo almacenásemos todo en tablas de datos. 
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1.3. Tercer diseño: Diseño usando tablas para almacenar 
variables 
 
1.3.1. Introducción 
 
 Dado el ineficiente e inacabable uso de variables que hacíamos hasta 
ahora, optamos por empezar prácticamente de cero el diseño de nuestro 
proyecto. Partimos de un informe llamado “General” que consta de dos 
subformularios: “Subformulario planing” y “Subformulario Niveles”. En el 
primero se muestra una tabla con los empleados, las franjas horarias y las 
tareas que han de realizar, así como el nivel mínimo requerido en éstas. En el 
segundo, se muestra el nivel desarrollado por cada empleado en cada tarea. 
 
 
 
Fig. 1.10 Vista del nuevo formulario 
 
1.3.2. Estructura y programación 
 
 En el encabezado del formulario General, encontramos dos campos 
donde se puede especificar si queremos crear una nueva semana o cargar una 
existente. En el caso de que ya exista se nos informa mediante un MsgBox de 
esto. Esta semana se crea y/o se carga especificando la fecha en formato 
día/mes/año y el número de semana. 
 
 (Véase anexo 4: Código  para poder crear una nueva semana) 
 
 
 
Lo primero que miramos una vez abiertas las tablas que nos interesan 
es que si la semana que estamos creando ya existe en la BB.DD. Si es así 
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mostramos mediante MsgBox un mensaje de error. Si esta semana no existe, 
la añadimos mediante el comando Addnew en la tabla “Planning”, todo esto 
dentro de un bucle que finalice cuando acabe de leer el fichero “Empleados” y 
hacemos que se actualice con  Update. 
 
(Véase anexo 5) 
 
 Esté código es similar al utilizado para crear una nueva semana, sólo 
que utilizamos el comando Edit para poder abrir la semana en cuestión. Si 
coincide el día (“txtCD”) y la semana (“txtCS”) introducidas por el usuario con 
una semana ya creada anteriormente, ésta se abre. 
 
 A parte de poder crear o cargar semanas, el nuevo diseño permite 
establecer un número mínimo de empleados requeridos para cada franja 
horaria. Este número se especifica en la casilla “Seleccione el número de 
empleados” y al pulsar “Procesar Planing” se ejecuta el siguiente código: 
  
(Véase anexo 6)  
 
 Donde cada “resfinalx” es una variable que cuenta el número de 
trabajadores en cada tarea (se incrementa siempre que se selecciona una 
tarea en una franja horaria dando como resultado el número total de personas 
en un día en cada tarea). Este resultado final se compara con el valor mínimo 
que se ha especificado anteriormente. En caso de que no se llegue a este valor 
mínimo se muestra esto por un MsgBox. 
 
 Además hemos creado un método general llamado “MetodoContadores” 
que se encarga de contar cuantos trabajadores hay en cada franja horaria y 
encada tarea. 
 
 (Véase anexo 7) 
 
 Funciona mediante case que según la hora que se le pase y la tarea se 
incrementa uno u otro. Estos parámetros se pasan en cada franja horaria de la 
siguiente forma: 
 
 (Véase anexo 8) 
 
 Estos contadores se almacenan en la tabla llamada “Contadores” con el 
fin de ahorrar variables innecesarias y excesivas. 
 
1.3.3. Conclusiones de este diseño 
 
Aplicando este nuevo diseño, ya podemos obtener un estudio más 
detallado por días y franjas, pero seguimos teniendo muchas variables aunque 
almacenemos éstas en una tabla de contadores. Siguen habiendo tantos 
contadotes como combinaciones de franjas y tareas posibles.
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1.4. Cuarto diseño: Solución al uso masivo de variables 
 
1.4.1. Introducción 
 
 Llegado a este punto se nos plantea un problema (esencial para el 
proyecto): ¿Cómo gestionamos y controlamos la base de datos de forma que 
cumpla unos requisitos por cada franja horaria y tarea? De alguna forma, la 
persona que haga uso de nuestra BB.DD ha de especificar en algún momento 
el número de personas que quiere para cada día, franja horaria y tarea. Para 
que ello se cumpla, debemos de hacer uso de unos contadores que vayan 
almacenando el número de empleados que hay para cada tarea, en cada franja 
horaria según el día. Lo que nos lleva al problema que venimos arrastrando 
desde el principio: el uso indebido y masivo de variables para almacenar estos 
valores. 
 
 Dado la complejidad de nuestro código, decidimos rehacer de nuevo la 
estructura del formulario general, así como de las tablas que se muestran, de 
forma que se pueda efectuar un recuento del número antes mencionado. Estas 
tablas son las siguientes: 
 
 
 
 
Fig. 1.11 Vista del nuevo formulario 
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1.4.2. Estructura y programación 
 
 Como se puede observar, el formulario general cuenta con dos 
subformularios: TablaGeneral y TablaReq. En la primera, se muestra el 
trabajador (código de éste) que hay en cada Franja horaria (codificada también 
por número, es decir, franja 1 corresponde a las 10-11h) según el día y la tarea 
que desempeña. En la segunda, se muestra prácticamente lo mismo, sólo que 
ahora ya no nos interesa el trabajador, sino el número de empleados que hay 
en cada tarea, que queda especificado a voluntad del usuario en la columna 
Requisitos. En caso de que no se llegue a este requisito en un día específico, 
se muestra en qué franja horaria y tarea está fallando esto. 
Puesto que no pudimos reutilizar nada de lo programado hasta ahora, 
empezamos prácticamente desde cero. Además, nos encontramos por primera 
vez con bucles anidados en VBA (aunque sí los habíamos tratado en C y Java).  
 
(Véase algoritmo en anexo 9) 
 
Vayamos por partes: Primera parte? rellenar los contadores. Para poder 
realizar esto, lo primero que debemos saber es el número de personas que se 
han registrado en el subformulario general, para no hacer iteraciones 
innecesarias. Para ello el primer bucle y la variable numEmpleados. Acto 
seguido hemos de centrarnos en un día concreto de la BB.DD, pero ¿Cuál? 
Para ello el usuario puede escogerlo introduciéndolo mediante un MsgBox. Y a 
continuación se ha de recorrer la tabla general. Hemos de posicionarnos en 
cada una de las casillas deseadas con un triple bucle, que recorre por tareas 
(tx), franjas (fx) y empleados (trx). Una vez hallada la posición deseada 
(haciendo uso de la sentencia if), comprobamos que realmente nos 
encontramos en la tarea que toca ( If (rst1("Tarea") = tx) Then ) y abrimos la 
tabla Contadores para incrementar el contador que toca, según día 
especificado, franja y tarea. 
 
Aunque ahora resulta trivial el hecho de abrir la tabla cada vez que 
empezamos los bucles y cerrarla al finalizar para que la recorra desde el 
principio para cada nuevo valor resultó ser para nosotros un auténtico 
quebradero de cabeza que nos llevaba a bucles infinitos y bloqueo del Pc. Por 
no hablar de que el bucle resulta inútil si se pasan por alto los Move 
pertinentes… 
 
Segunda Parte?Comprobar requisitos. Una vez ya tenemos los 
contadores rellenados, hemos de saber si realmente estamos llegando al 
número de empleados deseados según el usuario. Para esto, miramos por 
cada franja, día y tarea, si el contador correspondiente es menor al mínimo 
impuesto en la columna Requisitos                          
 
(Vease anexo 10) 
 
Si no se alcanza este mínimo, se muestra por pantalla mediante un 
MsgBox como el que se muestra: 
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Fig. 1.12 MsgBox que indica donde faltan empleados 
 
 
Todo este algoritmo se lleva a cabo cuando pulsamos el botón Procesar 
planning. 
 
 
 
1.5. Uso de semáforos 
 
1.5.1. Control de tareas principales 
 
 En nuestro proyecto como ya se ha comentado tratamos en principio, 
como ejemplo, una tienda de ropa. Todos sabemos las diferentes tareas que se 
llevan a cabo en ellas, desde el proceso de reponer prendas en tienda, hasta el 
cerrar caja o hacer arreglos en prendas concretas. A partir de ahora no se 
implementaran estas tareas con el fin de hacer genérico y aplicable a cualquier 
empresa nuestro proyecto. 
 
Con el fin de proporcionar a nuestro proyecto un mayor detalle y riqueza en 
contenido hemos añadido a las tablas nuevos componentes. Con estos 
componentes tenemos la capacidad de saber si a un trabajador se le ha 
asignado una tarea que le es principal, es decir se le ha contratado para hacer 
dicha tarea, o excepcional, hace en una ocasión determinada una tarea que no 
es habitual es un trabajo diario. 
 
Para poder realizarlo hemos realizado los siguientes pasos: 
 
1. Creamos una nueva tabla llamada Principal donde se almacena 
la relación de todos los empleados con todas las tareas 
disponibles y un tercer elemento que nos dirá si esa tarea es 
principal o no 
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La tabla tiene el aspecto siguiente: 
 
Fig. 1.13 Tabla Principal vista 
diseño 
 
 
 
 
 
 
 
 
 
Fig. 1.14 Tabla Principal vista formulario 
 
Como se observa en la figura, el campo Principal es un objeto si/no que se 
representa en vista Formulario mediante el casillero de marcado típico  
 
2. Una vez rellanada la tabla Principal pasamos a modificar la 
tabla TablaGeneral, que ya hemos dicho que es donde se 
realiza el planning en cuestión. 
Añadimos entonces un nuevo campo llamado Principal. Este 
nuevo campo también es un objeto si/no.  
Ahora cuando en el planning escojamos una tarea entre las 12 
para cada uno de los trabajadores, se pondrá en marcha un 
nuevo proceso programado también en VBA que comentamos 
a continuación: 
 
(Véase anexo 11) 
 
 
En resumen, este código lo que hace es coger la tarea seleccionada y 
almacenarla en una variable. Un nuevo bucle empieza a recorrer toda la tabla 
Principal buscando la tarea anterior. Cuando la encuentra mira si el campo 
Principal al ser objeto si/no está activado o descactivado. Cuando sabe su valor 
le asigna el mismo al campo Principal pero de la tabla TablaPrincipal, que 
recordemos que es la que se muestra en el formulario, donde se realiza el 
planning. 
Observemos la figura siguiente a modo de ejemplo: 
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Fig. 1.15 Formulario final escenario 1 
 
 
 
 
 
 
 
Fig. 1.16 Campos activos tabla principal 
 
Prueba realizada:  
Partimos con todas las casillas desactivadas, escogemos la tarea 12 
para el trabajador 1 y la tarea 1 para el trabajador 4, automáticamente 
coge el valor almacenado en la tabla Principal y por lo tanto pasan a 
activarse. 
 
1.5.2. Control de nivel requerido por tareas 
 
 Ahora, añadimos un nuevo semáforo que me controle si el trabajador 
dispone de nivel suficiente para realizar la tarea que se le ha sido asignada. 
Este escenario es parecido al anterior, los pasos a realizar son los siguientes: 
 
1. Creamos una tabla llamada NivelMinimo con únicamente un campo 
llamadazo también NivelMinimo. Este campo contiene los valores 
posibles de nivel para cada tarea. En nuestro caso hemos escogido 
que el máximo de conocimiento para una tarea sea el nivel 4. El 
rango por lo tanto esta comprendido entre 1 y 4. 
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        Fig. 1.17 Tabla NivelMinimo en vista diseño 
 
 
 
 
 
 
Fig. 1.18 Tabla NivelMinimo en vista formulario 
 
 
2. Creamos otra tabla llamada Niveles. Esta tabla contiene 13 campos, 
el código de trabajador y 12 campos de nivel (uno para cada tarea). 
De este modo en cada fila de la tabla estará toda la información 
relacionada con cada trabajador. El aspecto de la tabla es la 
siguiente (ejemplo con 4 trabajadores): 
 
 
 
 
 
 
 
 
 
 
Fig. 1.19 Tabla niveles vista diseño 
 
 
 
 
 
 
 
F 
Fig. 1.20  Tabla Niveles vista formulario 
 
 
3. En la tabla TablaGeneral añadimos dos campos nuevos: 
a. Uno es NivelReq que me permitirá escoger en cada momento 
el nivel requerido de tarea para cada momento. 
b. Otro es NivelNecesario que será otro campo si/no que se 
activará solo cuando el nivelReq sea más pequeño que el nivel 
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de conocimiento que tiene ese trabajador para la tarea 
escogida. 
El código en VBA para llevarlo a cabo es el siguiente: 
 
(Véase anexo 12) 
 
Estas líneas de código se ejecutan a la vez que lo comentado en el 
escenario anterior, es decir, cuando mira si la tarea escogida es principal o no. 
Ahora el formulario y la tabla TablaGeneral donde se realiza el planning 
tiene el siguiente aspecto (véase como ahora añadimos la tabla de niveles 
rellenada): 
Fig. 1.21 Formulario final escenario 2 
 
 
Como se observa, ahora también controlamos si se llega a un nivel de 
requerimiento.  
 
 
Prueba realizada: 
Al escoger la tarea 12 para el trabajador 1 primero se coge el valor de 
requerimiento de esa fila, en este caso 2. 
Después se accede a la tabla Niveles y se realiza una búsqueda de 
posicionamiento (trabajador concreto y tarea correspondiente). 
Si el nivel correspondiente a esa tarea es más grande o igual que el que 
tiene en NivelReq, el campo si/no Nivel necesario se activa 
automáticamente. 
 
 
En el caso del trabajador 2, 3 y 4 como las tareas seleccionadas tienen 
un nivel de requerimiento superior al que tiene almacenado en la tabla Niveles 
el campo si/no se mantiene desactivado.  
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1.6. Quinto diseño:Desarrollo de un sistema de asignación 
de tareas a trabajadores polivalentes 
 
1.6.1. Introducción 
 
En este apartado nos disponemos a explicar el diseño mediante VBA de 
un algoritmo que asigna tareas de forma aleatoria a cada trabajador. 
 
Para no complicar el diseño ni la implementación, decidimos crear un 
nuevo formulario llamado GeneralA, al que le corresponden sus respectivas 
tablas similares a las que usábamos antes (EmpleadosA, TablaGeneralA y 
TablaReqA). Para poder llevar a cabo esta asignación automática, decidimos 
añadir a la base de datos hasta 20 empleados, de forma que se diera lugar a 
que las 12 tareas quedaran todas ocupadas o no, dependiendo de la 
distribución aleatoria que hiciera nuestro algoritmo. 
 
 
1.6.2. Estructura y programación 
 
Para empezar, implementamos un código que reparte tareas de forma 
aleatoria, mediante la función random = Int((12 - 1 + 1) * Rnd + 1), a cada uno 
de los empleados para cada una de las franjas: 
 
 (Véase anexo 16) 
 
Para saber qué tarea le corresponde a cada uno, mostramos mediante 
una columna de sí/no (marcada) llamada Asignado, qué tarea y franja le toca a 
cada empleado. 
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Fig. 1.22 Tabla GeneralA (automático) una vez hecho un random 
 
 
Para asegurarnos que inicialmente no hay nada marcado en esta 
columna, hacemos servir un bucle que inicializa ésta a false (no marcado): 
 
 (Véase anexo 17) 
 
Una vez ya tenemos asignadas las tareas de esta forma, toca contar 
cuantos empleados hay realizando cada una de ellas y almacenar estos 
valores en la tabla de contadores, de forma similar a como lo hacíamos en el 
formulario implementado de forma manual: 
 
 
 (Véase anexo 18) 
 
Previamente a esto, la tabla contadores ha de estar inicializada para que 
no dé lugar a errores. Por ello, ejecutamos el siguiente bucle que inicializa los 
contadores a 0: 
 
 (Véase anexo 19) 
 
Llegados a este punto, ya tenemos un recuento de cuantas personas 
están dedicadas a cada tarea. Ahora sólo falta mirar si llegan a un requisito 
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impuesto por el usuario, que impone cual es el mínimo deseado de personal 
para cada tarea en la tabla TablaReqA. 
 
 
 
Fig. 1.23 Tabla RequisitoA (automático 
 
 
Para comprobar que se llega a estos requisitos mínimos, de forma 
similar a lo que hacíamos en el formulario manual, recorremos las dos tablas 
implicadas, TablaGeneralA y TablaReqA. 
 
 (Véase anexo 20) 
 
Si en algún momento el número de empleados es menor al requisito 
impuesto (If (rst3("Tarea") = t) And (rst3("Franja") = f) Then If (rst3("Requisito") 
> c) ) se muestra por pantalla un mensaje para que el usuario arregle esto 
mediante la forma manual. 
 
Cabe resaltar que para agilizar y facilitar la implementación de esta 
forma automática no hemos tenido en cuenta el día. Puesto que esta forma de 
asignación aleatoria no era un requisito de nuestro proyecto y dado el tiempo 
limitado del que disponíamos, esta versión es una versión “simple” (aunque no 
por ello carente de trabajo y dedicación) de lo que en un futuro y con más 
tiempo, podría emplearse para un número de trabajadores y/o tareas variable, 
así como para todos los días deseados y escogido 
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CAPÍTULO 2. DISEÑO FINAL 
  
 
2.1. Introducción 
 
Cuando ya creíamos que el proyecto estaba terminado (o casi), 
pensamos que lo mejor era hacer un ejemplo práctico, aplicado a una tienda de 
informática, para ver si realmente nuestro proyecto era útil. Nos encontramos 
que para que realmente fuera eficaz le faltaban ciertas funciones y 
perfecciones. 
 
 
2.2. Implementación 
 
2.2.1. Inserción de un nuevo empleado 
 
Para empezar, vimos que hacía falta una función que diera de alta un 
nuevo empleado, para no tener que hacerlo a mano. Por ello, implementamos 
un nuevo botón “Nuevo Empleado”, que abre un formulario para poder insertar 
un nuevo trabajador: 
 
 
 
Fig. 2.1 Informe para introducir nuevo empleado 
 
Una vez el usuario ha introducido los datos necesarios y pulsa el botón 
indicado, se lleva a cabo el siguiente código: 
 
 
(Véase anexo 21) 
 
 
Lo primero que realiza este código, es comparar lo que hay escrito en el 
campo de Código trabajador (txtCT) con los ya existentes en la tabla 
Empleados, Principal y Niveles. En caso de que ya exista se muestra un 
MsgBox explicando esto y no se almacena en la tabla en la que ya esté. En el 
caso contrario, se copia el código y el nombre en la tabla correspondiente. 
Puesto que en la tabla Principal ha de estar duplicado tantas veces como 
tareas hay, hacemos un bucle para que lo inserte ese número de veces. Por 
defecto, ponemos el resto de valores a 1 y se indica mediante un MsgBox al 
usuario que cambie estos valores a los deseados. 
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2.2.2. Historial de días 
 
Un fallo que arrastrábamos desde hacía tiempo y que no habíamos 
detectado hasta esta recta final, era el hecho de que en el subformulario 
general de la implementación manual sólo mostraba los empleados que había 
en la tabla, acotando así la distribución de las tareas de un día a una sola 
franja. Para solucionar esto y que realmente se muestre todo la distribución de 
un día, se han de mostrar todos los empleados tantas veces como franjas 
hayan. En caso de que en esta franja concreta no esté realizando ninguna 
tarea, se le asignará el código de tarea 0, que indica que no tiene tarea 
asignada. 
 
En el momento que un usuario quiera introducir un nuevo día, escoge 
éste en el calendario y al pulsar el botón “Nuevo Día” se ejecuta el siguiente 
código: 
 
 (Véase anexo 22) 
 
El código empieza actuando de una forma similar al código anterior: 
primero se asegura de que el día seleccionado (strDia) no esté en la 
tablaGeneral, en la tablaContadores o en la tablaReq con el fin de que no se 
repita. Si no existe, se inserta tantas veces como sea necesario en cada tabla 
mediante bucles, asignando valores por defecto al resto de campos. 
En la tablaGeneral, se inserta el nuevo día tantas veces como número 
de empleados existentes, repitiendo esto tantas veces como franjas horarias. 
En el caso de tablaContadores, se inserta  este día tantas veces como tareas 
haya, repitiéndolo nuevamente este grupo tantas veces como franjas, dando 
como valores todos los posibles (tareas de la 1 a la 12 y franjas de la 1 a la 8). 
En la tablares se inserta igual que en la tablaContadores. 
 
2.2.3. Filtrado de días 
 
Como ya hemos explicado, ahora en el subformulario general aparecerá 
un empleado tantas veces como franjas tiene el día. En el mismo subformulario 
se informa del día en concreto que se está planificando. Todo esto unido, al 
hecho de que en el subformulario aparece toda la información almacenada en 
la tabla general provoca que las cantidades de líneas en pantalla desconcentre 
bastante. 
 
Con el fin de que se muestre en el subformulario la información 
correspondiente al día a planificar, hemos implementado un mecanismo que 
nos permita realizar el filtrado a través del día de trabajo. 
 
Para poder llevarlo a cabo hemos realizado distintos pasos: 
1. Creamos una tabla llamada TablaDía donde se almacena el 
día marcado en el calendario del formulario general. 
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2. Realizamos una consulta con los mismos elementos que tiene  
el formulario general. Dentro de la consulta, en la columna 
correspondiente al día generamos una expresión que 
compruebe si el día de la tabla TablaDía coincide con el que 
aparece en la columna de la tabla general. 
3. Seleccionamos el subformulario de la tablaGeneral desde 
vista diseño. En las opciones referentes a los datos 
seleccionamos como origen de registro la consulta realizada 
en el paso 2.  
4. Creamos un botón que únicamente lo que hace es refrescar el 
formulario general. 
 
De este modo en un sistema con 10 empleados se verá desde el 
subformulario general únicamente 80 líneas (10 empleados * 8 franjas) 
ahorrando el tener que buscar las mismas entre todo el histórico de 
fechas planificadas anteriormente. 
 
 
2.2.4. Informes 
 
Para añadir otra funcionalidad más a nuestro proyecto, decidimos 
generar un informe que muestre cómo están distribuidas las tareas a lo largo 
de un día en concreto. Para ello creamos una consulta de selección que 
muestre los días duplicados en la tablaContadores. Cómo este día coincide con 
el que se escoge en el calendario, es decir, del que se desea información, el 
informe muestra todo lo relacionado con ese día en cuestión.  
 
Desde el formulario general se nos permite la creación de dos tipos de 
informes: 
o Detalle empleado franja/tarea: Este informe lo que hace es 
mostrar todo lo existente en el subformulario general. Es decir me 
aparecen las 80 líneas correspondientes a las 8 franjas de los 10 
empleados planificados previamente. 
 
o Contador empleado/franja/tarea: Este informe muestre la tabla 
TablaContadores filtrando también por el día de trabajo. De este 
modo se el número total de empleados por franja que están 
haciendo una tarea determinada. 
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Fig. 2.2 Informe Detalle empleado franja/tarea 
 
 
 
 
 
 
Fig. 2.3 Informe Contador empleado/franja/tarea 
 
 
En el caso del automático como se realiza una asignación aleatoria de 
tareas, casi siempre se dará el caso de no asignar a un trabajador en alguna 
franja y tarea, quedando a 0.  
 
Por este motivo en éste informe si que nos interesa mostrar los ceros 
obtenidos, puesto que el usuario no sabe la asignación que se ha realizado. 
 
Una vez observado el informe, el empleado sabe los trabajadores por 
asignar y accediendo a la tabla correspondiente (TablaContadoresA) podría 
corregirlo manualmente. 
 
 
2.2.5. Cambios de interfaz 
 
Con el fin de hacer lo más cómodo posible la interacción con la base de 
datos hemos realizado cambios de interfaz facilitando así su trabajo. 
 
1. Se siguen mostrando las tablas básicas: tabla general y tabla 
de niveles. 
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2. Se han realizado tres subapartados ya que engloban todas las 
tareas que se pueden realizar: 
 
a. Inserción a la base de datos:  
i. Nuevo empleado: Tarea de insertar empleado a 
la base de datos 
ii. Nuevo día: Inicializa todo el sistema para el 
nuevo día seleccionado: empleados, contadores 
y requisitos. 
iii. Requisitos: Antes de realizar un planning se 
tendrán que establecer los requisitos para ese 
día. Con este botón accedemos directamente a 
la tabla Tablareq 
 
b. Acciones 
i. Filtrar día: Pone en marcha el proceso explicado 
en 9.2.3 de filtrado de días. 
ii. Procesar planning: Inicia el análisis de las tablas. 
 
c. Informes 
i. Detalle empleado franja/tarea: explicado en 9.2.4 
ii. Contador empleado/franja/tarea: explicado en 
9.2.4 
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Fig. 2.4 Nuevo estilo de la interfaz 
 
 
 
2.3. Detalles 
 
2.3.1. Calendario 
 
Una vez llegados a este punto y superados bastantes retos para 
nosotros como han sido los bucles anidados, “sólo” nos queda hacer una 
interfaz agradable para el usuario, depurar errores y añadir algún que otro 
detalle. 
 
Para empezar, añadimos a nuestro formulario manual, un calendario con 
el que se pueda escoger el día a procesar. Una vez escogido, todos los 
algoritmos de búsqueda usan este día tal y como ya hacíamos antes cuando lo 
introducíamos mediante un MsgBox.  
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Fig. 2.5 Inserción calendario al formulario 
 
Una vez se obtiene el día en que el usuario está interesado, se 
comprueba si realmente está en la base de datos: 
 
 (Véase anexo 23) 
 
 
2.3.2. Tabla TablaFaltaPersonal 
 
Además, como nos parecía algo engorroso y poco práctico a la vista el 
mostrar en qué tareas y franjas faltaban trabajadores cada uno mediante 
MsgBox, decidimos mostrar éstos en una tabla llamada TablaFaltaPersonal 
todos a la vez. Esta tabla muestra la franja y la tarea dónde faltan trabajadores, 
así como el número que hay, el número requerido y los que faltan parar llegar a 
éste (columna Faltan). 
 
 
 
 
  
 
 
Fig. 2.6 Tabla indicando faltantes 
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Nota: En el ejemplo anterior, los campos estaban rellenos de tal forma 
que el día 01/01/2007 se requerían 5 trabajadores en cada tarea y franja. 
En todas se superaba ese número, menos en la franja 1 y la tarea 11, en 
la que sólo habían 2 trabajadores. Es por ello que al pulsar el botón 
procesar aparecía la tabla anterior. 
 
 
Aprovechando los bucles que comparan TablaGeneral y 
TablaContadores, rellenamos la tabla anterior mediante el siguiente código: 
 
 (Véase anexo 24) 
 
Una vez ejecutados los bucles que comparan TablaGeneral y 
TablaContadores para ver donde faltan trabajadores, mostramos la tabla antes 
mencionada mediante el comando: 
 
If y = 1 Then 
    DoCmd.OpenTable ("TablaFaltaPersonal") 
End If 
 
 
Dado que esta tabla tendrá distintos valores cada vez que se pulse el 
botón procesar, hemos de asegurarnos que no da valores equivocados, es 
decir, hemos de borrar cada vez que ejecutemos esta tabla para que no 
muestre valores antiguos: 
 
 (Véase anexo 25) 
 
El código anterior se encarga de recorrer la TablaFaltaPersonal 
contando si tiene algún registro. Si lo tiene (num <> 0) entonces se borra la 
tabla. 
 
La columna de NumeroTrabajadores de tablaContadores no la 
inicializamos a 0 como en el caso anterior puesto que quizá se vayan 
añadiendo trabajadores a lo largo de un día y si cada vez que se procesara se 
inicializara a 0, no llevaría la cuenta de estos empleados. En caso de querer 
hacerlo sería algo sencillo y similar a lo antes realizado (bucles) especificando 
que rst3(“NumeroTrabajadores”)= 0. 
 
 
2.3.3. Portada 
 
Centrándonos más en lo que al diseño se refiere, añadimos un 
subformulario de forma que se abra automáticamente cuando se abre el 
proyecto. Para que esto sea así, Access 2003 nos da la opción de configurarlo 
mediante: 
 
Herramientas – Inicio - Mostrar Formulario/página ? ponemos la nuestra 
(Portada) 
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Este subformulario de inicio, te da la opción de escoger cual de los dos 
Formularios quieres abrir: el manual o al automático: 
 
 
 
Fig. 2.7 Portada inicial 
 
Si pulsamos el botón Manual, éste nos abre el formulario 
correspondiente mediante el siguiente código: 
 
(Véase anexo 26) 
 
El código correspondiente al automático realiza lo mismo, sólo que abre 
el formulario “GeneralA” 
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2.4. Ejemplos 
 
Con el objetivo de que el funcionamiento de nuestro proyecto quede más 
claro y mostrar como se usaría en la práctica, diseñamos dos posibles 
ejemplos a partir de él. Estos dos ejemplos, se basan en las necesidades y 
posible organización de una tienda de informática y una tienda de ultramarinos. 
 
 
 
Fig. 2.8 Ejemplo ultramarinos 
 
 
 
 
Fig. 2.9Ejemplo tienda informática 
 
 
 En el primer ejemplo, la tienda de ultramarinos, consta de cinco 
empleados, cada uno con una serie de tareas que le son propias. Además, 
hemos implementado una serie de tareas específicas para este tipo de 
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negocio. En el segundo ejemplo, hemos realizado el mismo proceso, sólo que 
esta tienda representa un negocio mayor y posee veinte empleados, con sus 
respectivas faenas específicas de una tienda de informática. 
 
Debido a que nuestro proyecto está pensado para cualquier tipo de 
negocio, no hemos rellenado ciertos campos de las tablas del diseño base 
como la descripción de las tareas para que resulte así genérico y aplicable a 
cualquier empresa, como se demuestra en estos dos ejemplos. Por esto, en el 
diseño base no se muestra la descripción de tareas en ningún informe o 
formulario. Es por ello que creemos necesario que en los ejemplos específicos 
se muestren estas descripciones, así que modificamos todos los informes 
(tanto los de la organización manual como el de la automática) para que se 
muestren éstas. 
 
 
Fig. 2.10Fragmento de uno de los informes del ejemplo 1 
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CAPÍTULO 3. DEPURACIÓN Y GESTIÓN DE ERRORES 
 
3.1. Depuración 
 
 Dado que desde los comienzos de este largo proyecto hemos trabajado 
sobre el mismo fichero, nos hemos encontrado en esta recta final código, tablas 
y subformularios no utilizables. Éstos procedían de experimentos anteriores. 
 
 Con el fin de aligerar el peso de nuestro proyecto e intentando que sea 
más fácil su interpretación a nivel de código, hemos depurado el mismo 
borrando líneas inútiles, como por ejemplo el algoritmo que contabilizaba el 
número de trabajadores por franja y tarea en tantas variables como 
combinaciones posibles (recordemos que eran 8 x 12 x 8 = 768 variables 
posibles). 
 
Fig. 3.1 Tabla contadores antiguo escenario 
 
 
3.2. Gestión de errores 
 
 
3.2.1. Gestión de errores automática 
 
El propio Access dispone de una utilidad que nos ha facilitado con 
creces la gestión automática de errores. Con estos nos referimos, por ejemplo, 
al hecho de introducir un tipo de variable (string) en un campo establecido 
como número (integer).  
 
Gracias al asistente que incorpora access, cuando generamos algún 
elemento (botón, subformulario, etc) automáticamente se añaden líneas de 
código como cabeceras y la propia gestión de errores del mismo. 
 
 
  
 
 
 
 
 
 
 
 
 
Fig. 3.2 Código generado automáticamente 
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3.2.2.      Gestión de errores manual 
 
Además, con el objetivo de que el usuario no introduzca un valor no 
permitido dentro de los subformularios, gestionamos nosotros mismos estos 
errores mediante la vista en diseño de las tablas. Para hacer esto: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 3.3 Ejemplo de regla y texto de validación 
 
 
En Regla de validación indicamos mediante la expresión adecuada entre 
qué valores deseados queremos que se encuentre dicho valor. En caso de que 
no se cumpla esta, se muestra el mensaje indicado en el apartado Texto de 
validación. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 3.4 Mensaje correspondiente al texto de validación 
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CAPÍTULO 4. GENERACIÓN DE DATOS PARA USO 
DE SOFTWARE DE PROGRAMACIÓN LINEAL ENTERA 
 
4.1. Introducción 
 
Nuestro sistema a día de hoy permite la asignación manual de cada una 
de las tareas para cada trabajador en las diferentes franjas del día. Con fin de 
hacer el sistema más completo y con mayor riqueza en contenido nos 
planteamos la posibilidad de realizar este proceso de manera automática. 
 
La idea se basa principalmente en utilizar programación LINEAL entera. 
El volumen de trabajo necesario para implementar esta solución sobrepasaba 
el previsto en el proyecto. A pesar de ello, se ha desarrollado una primera 
etapa imprescindible para una solución de este tipo, la generación de la matriz 
de coeficientes del sistema lineal.  
 
 
4.2. Generación de matrices de información 
 
El fichero tendrá tantas matrices como condiciones existen en el 
sistema. 
En el nuestro se nos planteaban tres condiciones, pero dos de ellas se 
pueden englobar en una misma matriz. 
 
Las variables de nuestro sistema son: 
tfdwX ,,,    tfdR ,, tfdY ,,
tfdwX ,,,   Variable binaria [0,1] 
tfdR ,,   Variable requisito. ∑∆  
tfdY ,,   Variable que representa el número de empleados que se deben 
de añadir para alcanzar el requisito  tfdR ,,
  
Los subíndices w, d, f, t corresponden a: 
 
 w: Trabajador con rango [1..W] 
  W: Numero máximo de trabajadores 
d: Día de trabajo  
En la prueba realizada no se tiene en cuenta ya que a la hora de 
gestionar las tareas se hacen siempre sobre el mismo día.
f: franja horaria con rango [1..F] 
  F: Número máximo de franjas 
 t: Tareas con rango [1..T] 
  T: Número máximo de tareas  
 
Las condiciones son las siguientes: 
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  1
..1
,,, =∑
= Tt
tfdwX
tfdtfd
Ww
tfd RYX ,,,,
..1
,, ≥+⎟⎠
⎞⎜⎝
⎛ ∑
=
 
0,, ≥tfdY  
 
Las tercera condición como únicamente controla que el número de 
empleados a añadir en el planning sea positivo no conlleva la creación de 
matriz. La englobamos en la segunda condición que es donde entra en juego. 
 
Las matrices generadas son las siguientes: 
 
4.2.1.  Matriz 1: Correspondiente a condición 1:  1
..1
,,, =∑
= Tt
tfdwX
 
• Estructura de la matriz 1: 
 
           fwt100000000000 
           fwt010000000000 
           fwt001000000000 
           fwt000100000000 
           fwt000010000000 
                   ...           
f, w, t me dirá en todo momento en que franja, trabajador y tarea estoy. 
Los doce dígitos siguientes me marcan la tarea que está realizando el 
trabajador en la franja seleccionada. 
Para no perder la forma de matriz al llegar a las tareas 10, 11 y 12 por 
añadirse un dígito de más lo asignaremos con letras quedando: 
 
tarea 10: "x" 
tarea 11: "y" 
tarea 12: "z" 
 
• Pasos a seguir: 
o Paso 1: Declaro fichero Matriz.txt 
 
Dim MiMatriz(768, 15) As String 
Open "\Matriz.txt" For Output As #1 
 
o Paso 2: Relleno matriz 1 de ceros (inicialización) 
 
For i = 1 To 768 Step 1 
cadena = "" 
For j = 1 To 15 Step 1 
         MiMatriz(i, j) = "0" 
Next j 
Next i 
 
Como para nuestro escenario tenemos 12 tareas, 8 trabajadores y 
8  franjas horarios los límites del bucle son: 
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 Eje vertical: índice i con 768 posiciones (12*8*8) 
 Eje horizontal: índice j  con 15 posiciones: 
Tres primeras fijas fwt que me dicen la franja, 
trabajador y tarea en el que estoy. Rango [111..88Z] 
Las doce siguientes son precisamente las doce 
tareas existentes 
 
De este modo puedo referenciar gracias a los tres primeros 
números en que situación estoy y gracias a las doce columnas 
siguientes sabré que tarea está realizando el trabajador.  
Veamos un ejemplo: 
 
139000000001000 Franja horaria 1 de las 8 existentes 
 Trabajador 3 de los 8 dados de alta 
 Tarea 9 seleccionada 
 
Otro ejemplo:  
 
76X000000000100 Franja horaria 7 de 8 existentes 
 Trabajador 6 de 8 dados de alta 
Tarea 10 seleccionada. Como ya dijimos para 
no perder la forma cuadrada de la matriz a 
las tareas con más de un dígito le damos una 
letra. En este caso 10 = X 
 
o Paso 3: Relleno matriz 1 con los casos posibles 
 
(Véase anexo 13) 
 
Con este bucle recorro todas las combinaciones posibles (768) y 
asigno para cada franja (f) un tarea (t) para el trabajador concreto 
(w). 
 
De este modo evito que en una misma franja horaria un trabajador 
tenga asignada más de una tarea.  
 
o Paso 4: Escribo matriz 1 en fichero 
 
(Véase anexo 14) 
 
 
Recorro de nuevo toda la matriz. Esta vez para cada salto de fila 
almaceno los datos en un string llamado cadena y posteriormente 
lo escribo al fichero #1 definido anteriormente. 
 
La matriz tiene el siguiente aspecto una vez generada: 
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Fig.  4.1. Matriz 1 resultante 
 
 
tfdtfd
Ww
tfd RYX ,,,,
..1
,, ≥+⎟⎠
⎞⎜⎝
⎛ ∑
=
tfdtfd
Ww
tfd RYX ,,,,
..1
,, ≥+⎟⎠
⎞⎜⎝
⎛ ∑
=
4.2.2. Matriz 2: Correspondiente a condición 2 y 3:  
 
 En este caso la estructura cambia. Ahora no tenemos una variable X 
binaria que me asigna una tarea. En este caso se realiza únicamente una 
operación matemática para saber si alcanzamos, o no, el requisito establecido. 
 
• Estructura que tiene la matriz 2: 
 
ftRCY    
    11505   Y=R-C=5-0=5 
    12312 
    13230   Y=R-C=2-3=0!! Aquí entra en juego la 3º condición: Y>=0 
        ... 
    1Z040 
    21110 
        ... 
    8Z040 
 
f: Franja  
t: Tarea  
R: Requisito en función de f, t  
C:Contador actual  
Y=R-C 
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En este caso no nos interesa indexar los trabajadores, por tanto los dos 
primeros dígitos me dirán en cada momento la franja en la que estoy y la 
tarea. 
 
Accediendo a las tablas donde almacenamos los requisitos TablaReq y 
los contadores TablaContadores obtengo las variables para cada uno de 
los casos y se almacena en las variables R y C. 
 
Sólo queda hacer un simple cálculo para saber si alcanzamos, o no, los 
requisitos establecidos. Y entra en juego diciendo el número de 
trabajadores que faltan para cuadrar el planning. 
 
La operación es Y=R-C como ya se ha comentado antes. 
 
• Pasos a seguir: 
 
Los pasos realizados para la elaboración de Matriz2 son los mismos que 
para Matriz1. 
 
El bucle para rellenarla es el siguiente: 
 
 (Véase anexo 15) 
 
 La forma que tiene finalmente Matriz2 es: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4.2 Matriz resultante 
 
 
Para este ejemplo nosotros rellenamos a mano la tabla contadores y 
requisito. 
Pusimos en todos los casos requisito R=5 
En la tabla contadores rellenamos a modo de ejemplo para comprobar 
que el cálculo Y=R-C  lo hiciera correctamente. 
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El experimento salió bien. 
 
 
NOTA:  
Debemos remarcar que este experimento no lo hemos probado finalmente en 
el proyecto.  
 
El motivo de esto es que se ha realizado como una futura utilización, como algo 
añadido al proyecto, para que en un futuro se pueda usar el programa 
symphony (uno de los muchos que existen hoy en día). 
 
Ya que se deseamos realizar una asignación de tareas automática, la 
realizaremos mediante el uso de una función random propia de Access. 
 
Lo explicamos en nuestro siguiente escenario.  
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CONCLUSIONES 
  
Después de finalizar el proyecto, teniendo en cuenta todo lo sucedido en su 
desarrollo podemos concluir lo siguiente: 
 
• Este sistema ha sido desarrollado de tal forma que puede usarse para 
cualquier tipo de empresa, ya que no hemos especificado tareas con tal 
fin. Además, las franjas y trabajadores son fácilmente modificables 
mediante las tablas proporcionadas. 
 
• El sistema de asignación automático se ha realizado usando nuestro 
criterio personal puesto que no era un requisito específico. No 
consideramos un intento fallido el no haber usado el programa Simphony 
puesto que con gran esfuerzo logramos generar las matrices que 
creíamos necesarias para tal fin. Aunque no llegamos a probar el 
funcioamiento del mismo, se optó por realizar mediante Access una 
asignación automática de tareas intentando hacer de la manera lo más 
parecida posible el resultado que nos habría proporcionado Simphony. 
 
• En nuestro proyecto hemos limitado, los cálculos y algoritmos a un 
determinado número de tareas tanto en el caso manual como en el 
automático. Independientemte que el número de tareas se mantenga 
fijo, se permite al usuario la amplicación de la base de datos añadiendo 
nuevos empleados. El motivo de la limitación es que complicaba mucho 
la programación si por ejemplo en vez de 12 tareas como las existentes 
sólo queremos 5. Por lo tanto, podemos decir que es un proyecto 
escalable, que con más tiempo y dedicación a partir de estos cinco 
meses se puede llegar a alcanzar un muy buen sistema de gestión 
aplicable a grandes empresas y/o negocios 
 
• El habernos enbarcado en este proyecto programado en VBA nos ha 
facilitado los conocimientos necesarios para poderlo añadir a C y Java 
que eran los dos lenguajes que se nos habían ensañado a lo largo de 
carrera. Hemos acabado por tanto aprendiendo VBA y hemos 
desarrollado nuestra capacidad de autoaprendizaje y suficiencia que 
todo buen ingeniero técnico ha de tener muy presente. 
 
• Finalizamos explicando el estudio de ambientalización realizado: 
 
Nuestro proyecto como se centra en investigación y desarrollo por 
programación, la interacción con el medio ambiente es prácticamente 
inexistente.  
No hemos realizado ninguna prueba que genere riesgo puesto que todo 
el trabajo realizado se basa en un programa de ordenador. 
 
Si pensamos en el mínimo detalle hemos encontrado algún detalle que si 
podría repercutir en lo que al medio ambiente se refiere. Podemos 
centrarnos en dos casos: 
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1. Uso de red inalámbrica wi-fi: La transferencia de información 
se realiza mediante ondas de radiofrecuencia provenientes de 
un punto de acceso (access point) situado a una distancia 
desconocida de nuestro puesto de trabajo. Hemos investigado 
por la red y no hemos hallado pruebas concluyentes que 
demuestren que estas ondas son perjudiciales para el medio 
ambiente o para los seres vivos. Así como por ejemplo otro 
tipo de ondas sí que son altamente perjudiciales como las 
ondas generadas por electrodomésticos tales como los 
microondas. 
 
2. Uso de la red eléctrica: Para el funcionamiento de la batería 
del ordenador, éste necesita el consumo de la red eléctrica. El 
que hemos realizado nosotros durante los cuatro meses de 
estudio ha representado un porcentaje mínimo del consumo 
medio diario de electricidad por habitante en un hogar español.  
 
Podemos concluir por tanto que nuestro proyecto no ha representado 
amenaza alguna contra el medio ambiente  
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ANEXOS 
 
Anexo 1.  
 
Private Sub cmdAbrirInsertar_Click() 
On Error GoTo Err_AbrirInsertar_Click 
    Dim stDocName As String 
    Dim stLinkCriteria As String 
    stDocName = "Insertar empleado" 
    DoCmd.Close 
    DoCmd.OpenForm stDocName, , , stLinkCriteria 
Exit_AbrirInsertar_Click: 
    Exit Sub 
Err_AbrirInsertar_Click: 
    MsgBox Err.Description 
    Resume Exit_AbrirInsertar_Click 
End Sub 
 
Anexo 2.  
 
Private Sub cmdInsertar_Click() 
If Me.lblCódigoPuesto.Value > 5 Then 
    MsgBox Prompt:="Insertar un código del 1 al 5", Buttons:=vbCritical + 
vbOKOnly, Title:="Código Erróneo" 
TIENDA.[Form_Insertar empleado].Undo 
End If 
End Sub 
 
Anexo 3.  
 
Private Sub cmdInformeEmpleado_Click() 
On Error GoTo Err_cmdInformeEmpleado_Click 
 Dim stDocName As String 
    stDocName = "rptEmpleados" 
    DoCmd.OpenReport stDocName, acPreview 
Exit_cmdInformeEmpleado_Click: 
    Exit Sub 
Err_cmdInformeEmpleado_Click: 
    MsgBox Err.Description 
    Resume Exit_cmdInformeEmpleado_Click 
End Sub 
 
Anexo 4.  
 
Private Sub cmdNuevaSemana_Click() 
'AÑADIR SEMANA A PLANING DE TRABAJO 
Dim db As Database 
Dim rst1, rst2, rst3 As Recordset 
Dim X As Integer 
Set db = CurrentDb 
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Set rst2 = db.OpenRecordset("Empleados", dbOpenDynaset) 
Set rst1 = db.OpenRecordset("Planing", dbOpenDynaset) 
Set rst4 = db.OpenRecordset("Contadores", dbOpenDynaset) 
Do Until rst1.EOF 
    If rst1("Semana") = txtSemana And rst1("Dia") = txtDia Then 
      X = 1 
      MsgBox (" Semana existente en BBDD ") 
      Exit Do 
    End If 
    rst1.Move (1) 
Loop 
If Not X = 1 Then 
    Do Until rst2.EOF 
            rst1.AddNew 
            rst1("Codigo Trabajador") = rst2("Codigo Trabajador") 
            rst1("Semana") = Me.txtSemana 
            rst1("Dia") = Me.txtDia 
            rst1.Update 
rst2.Move (1) 
    Loop 
    rst4.AddNew 
    rst4("Semana") = Me.txtSemana 
    rst4("Dia") = Me.txtDia 
    rst4.Update     
MsgBox (" Semana añadida a BBDD ") 
End If 
rst1.Close 
rst2.Close 
rst4.Close 
End Sub 
 
Anexo 5. 
 
Private Sub cmdCargarPlaning_Click() 
Dim db As Database 
Dim rst1, rst2, rst3 As Recordset 
Dim X As Integer 
Set db = CurrentDb 
Set rst1 = db.OpenRecordset("Auxiliar", dbOpenDynaset) 
Set rst2 = db.OpenRecordset("Niveles", dbOpenDynaset) 
Set rst3 = db.OpenRecordset("Planing", dbOpenDynaset) 
Do Until rst3.EOF 
    If rst3("Semana") = txtCS And rst3("Dia") = txtCD Then 
      X = 1 
      Exit Do 
   End If 
   rst3.Move (1) 
Loop 
If X = 1 Then 
   rst1.Edit 
   rst1("Dia") = txtCD 
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   rst1("Semana") = txtCS 
   rst1.Update 
   DoCmd.Close acForm, "General", acSaveNo 
   DoCmd.OpenForm "General" 
Else 
   MsgBox (" NO EXISTE ") 
End If 
rst1.Close 
rst2.Close 
rst3.Close 
End Sub 
 
Anexo 6. 
 
Private Sub cmdProcesar_Click() 
Dim rst1 As Recordset 
Set db = CurrentDb 
Set rst1 = db.OpenRecordset("Contadores", dbOpenDynaset) 
If (rst1("resfinal1").Value < txtminimo.Value) Then 
  MsgBox ("No hay suficientes empleados en la tarea 1") 
  End If 
If (rst1("resfinal2").Value < Me.txtminimo.Value) Then 
  MsgBox ("No hay suficientes empleados en la tarea 2") 
  End If 
If (rst1("resfinal3").Value < Me.txtminimo.Value) Then 
  MsgBox ("No hay suficientes empleados en la tarea 3") 
  End If 
If (rst1("resfinal4").Value < Me.txtminimo.Value) Then 
  MsgBox ("No hay suficientes empleados en la tarea 4") 
  End If 
If (rst1("resfinal5").Value < Me.txtminimo.Value) Then 
  MsgBox ("No hay suficientes empleados en la tarea 5") 
  End If 
….. 
 
 
 
Anexo 7 
 
Public Function MetodoContadores(hora As Integer, tarea As Integer) 
Dim db As Database 
Dim rst1 As Recordset 
Dim valor As Integer 
Set db = CurrentDb 
Set rst1 = db.OpenRecordset("Contadores", dbOpenDynaset) 
rst1.Edit 
Select Case hora 
    Case 1011 
        Select Case tarea 
            Case 1 
            rst1("C11011").Value = rst1("C11011").Value + 1 
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            Case 2 
            rst1("C21011").Value = rst1("C21011").Value + 1 
            Case 3 
            rst1("C31011").Value = rst1("C31011").Value + 1 
            Case 4 
            rst1("C41011").Value = rst1("C41011").Value + 1 
            Case 5 
            rst1("C51011").Value = rst1("C51011").Value + 1 
            Case 6 
            rst1("C61011").Value = rst1("C61011").Value + 1 
            Case 7 
            rst1("C71011").Value = rst1("C71011").Value + 1 
            Case 8 
            rst1("C81011").Value = rst1("C81011").Value + 1 
            Case 9 
            rst1("C91011").Value = rst1("C91011").Value + 1 
            Case 10 
            rst1("C101011").Value = rst1("C101011").Value + 1 
            Case 11 
            rst1("C111011").Value = rst1("C111011").Value + 1 
            Case 12 
            rst1("C121011").Value = rst1("C121011").Value + 1 
            Case Else 
            MsgBox Error, vbOKOnly 
        End Select 
…. 
 
Anexo 8 
 
Private Sub Ctl11h_12h_BeforeUpdate(Cancel As Integer) 
    Dim hora As Integer 
    Dim tarea As Integer 
    hora = 1112 
    Dim subb As Integer 
    subb = 1 
    tarea = Me.Ctl11h_12h.Value 
    subb = MetodoContadores(hora, tarea) 
End Sub 
 
 
Anexo 9 
 
Private Sub cmdProcesar_Click() 
Dim db As Database 
Dim rst1, rst2, rst3 As Recordset 
Dim tx As Integer 
Dim fx As Integer 
Dim trx As Integer 
Dim dia As String 
Dim strDia As String 
Dim Franja As Integer 
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Dim Contador As Integer 
Dim numEmpleados As Integer 
Dim Tarea As Integer 
Set db = CurrentDb 
 
‘PRIMERA PARTE (RELLENAR CONTADORES) 
Set rst1 = db.OpenRecordset("TablaGeneral", dbOpenDynaset) 
Do Until rst1.EOF 
    rst1.Move (1) 
    numEmpleados = numEmpleados + 1  
Loop 
rst1.Close 
 
strDia = InputBox("¿Día a analizar?", , "00/00/2007") 
           
For tx = 1 To 12 Step 1 
    For fx = 1 To 8 Step 1 
        For trx = 1 To numEmpleados Step 1 
            Set rst1 = db.OpenRecordset("TablaGeneral", dbOpenDynaset) 
              Do Until rst1.EOF 
                  If ((rst1("Codigo Trabajador") = trx) And (rst1("Día") = 
strDia) And (rst1("Franja") = fx)) Then 
If (rst1("Tarea") = tx) Then 
                     Set rst2 = db.OpenRecordset("TablaContadores", 
dbOpenDynaset) 
                      Do Until rst2.EOF 
                          If ((rst2("Día") = strDia) And (rst2("Franja") = fx) 
And (rst2("Tarea") = tx)) Then 
                              rst2.Edit 
                              rst2("NumeroTrabajadores") = 
rst2("NumeroTrabajadores") + 1 
                              rst2.Update 
                              'Exit Do 
                          End If 
                          rst2.Move (1) 
                      Loop 
                     rst2.Close 
                    End If 
                  End If 
                  rst1.Move (1) 
                  Loop 
                  rst1.Close 
         Next trx 
    Next fx 
Next tx 
 
‘SEGUNDA PARTE (COMPROBAR REQUISITOS) 
Set rst2 = db.OpenRecordset("TablaContadores", dbOpenDynaset) 
Do Until rst2.EOF 
    Franja = rst2("Franja") 
    Tarea = rst2("Tarea") 
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    Contador = rst2("NumeroTrabajadores") 
    Set rst3 = db.OpenRecordset("TablaReq", dbOpenDynaset) 
    Do Until rst3.EOF 
        If (rst3("Día") = strDia) And (rst3("Tarea") = Tarea) And 
(rst3("Franja") = Franja) Then 
            If (rst3("Requisito") > Contador) Then 
                MsgBox ("No se llega al mínimo en: " & vbCrLf & 
"Franja: " & Franja & vbCrLf & "Tarea: " & Tarea) 
            End If 
        End If 
        rst3.Move (1) 
    Loop 
    rst3.Close 
    rst2.Move (1) 
Loop 
rst2.Close 
End Sub 
 
 
Anexo 10. 
 
( If (rst3("Día") = strDia) And (rst3("Tarea") = Tarea) And (rst3("Franja") = 
Franja) Then 
 If (rst3("Requisito") > Contador) 
… 
End if 
End if 
 
 
Anexo 11 
 
Private Sub Tarea_BeforeUpdate(Cancel As Integer) 
Dim db As Database 
Dim rst4, rst5 As Recordset 
Dim Tarea As Integer 
Dim CodigoTrabajador As Integer 
Dim tx As Integer 
Dim trx As Integer 
Dim numMax As Integer 
Dim numEmpleados As Integer 
numMax = 0 
numEmpleados = 0 
Set db = CurrentDb 
Set rst4 = db.OpenRecordset("Principal", dbOpenDynaset) 
Do Until rst4.EOF 
    If (rst4("Codigo Trabajador") > numMax) Then 
        numMax = rst4("Codigo Trabajador") 
    End If 
    rst4.Move (1) 
Loop 
rst4.Close 
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Tarea = Me.Tarea.Value 
CodigoTrabajador = Me.Codigo_Trabajador.Value 
For tx = 1 To 12 Step 1 
    For trx = 1 To numMax Step 1 
        Set rst4 = db.OpenRecordset("Principal", dbOpenDynaset) 
            Do Until rst4.EOF 
                If ((rst4("Tarea") = Tarea) And (rst4("Codigo Trabajador") = 
CodigoTrabajador)) Then 
                    Me.Principal = rst4("Principal").Value 
                End If 
                rst4.Move (1) 
            Loop 
      rst4.Close 
    Next trx 
Next tx 
End Sub 
 
 
Anexo 12. 
 
Set rst5 = db.OpenRecordset("Niveles", dbOpenDynaset) 
Do Until rst5.EOF 
    If (rst5("Codigo Trabajador") = CodigoTrabajador) Then 
        If (Tarea = 1) Then 
            If (rst5("N1") >= Me.NivelReq.Value) Then 
                Me.Nivel_necesario = True 
            Else 
                Me.Nivel_necesario = False 
            End If 
        End If 
        If (Tarea = 2) Then 
           If (rst5("N2") >= Me.NivelReq.Value) Then 
                Me.Nivel_necesario = True 
            Else 
                Me.Nivel_necesario = False 
            End If 
        End If 
 
... 
(omitimos el resto de condiciones,  son lo mismo para el resto de 
tareas) 
... 
 
        If (Tarea = 12) Then 
           If (rst5("N12") >= Me.NivelReq.Value) Then 
                Me.Nivel_necesario = True 
            Else 
                Me.Nivel_necesario = False 
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            End If 
        End If 
    End If 
    rst5.Move (1) 
Loop 
rst5.Close 
End Sub 
 
 
Anexo 13. 
 
For f = 1 To 8 Step 1 
    For w = 1 To 8 Step 1 
          For t = 1 To 12 Step 1 
            x = x + 1 
            MiMatriz(x, 1) = f 
            If (t = 10) Then 
                MiMatriz(x, 3) = "X" 
            End If 
            If (t = 11) Then 
                MiMatriz(x, 3) = "Y" 
            End If 
            If (t = 12) Then 
                MiMatriz(x, 3) = "Z" 
            End If 
            If (t < 10) Then 
                MiMatriz(x, 3) = t 
            End If 
            MiMatriz(x, 2) = w 
            MiMatriz(x, t + 3) = "1" 
        Next t 
    Next w 
Next f 
 
Anexo 14. 
 
For i = 1 To 768 Step 1 
cadena = "" 
    For j = 1 To 15 Step 1 
        cadena = cadena + MiMatriz(i, j) 
    Next j 
    Print #1, cadena 
     
Next i 
 
Anexo 15 
 
For f = 1 To 8 Step 1 
    For t = 1 To 12 Step 1 
        x2 = x2 + 1 
        Set rst12 = db.OpenRecordset("TablaReq", dbOpenDynaset) 
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            Do Until rst12.EOF 
            If (rst12("Tarea") = t) And (rst12("Franja") = f) Then 
                Set rst10 = db.OpenRecordset("TablaContadores", 
dbOpenDynaset) 
                Do Until rst10.EOF 
                    If ((rst10("Franja") = f) And (rst10("Tarea") = t)) Then 
                        Contador = rst10("NumeroTrabajadores") 
                        MiMatriz2(x2, 1) = f 
                        If (t = 10) Then 
                            MiMatriz2(x2, 2) = "X" 
                        End If 
                        If (t = 11) Then 
                            MiMatriz2(x2, 2) = "Y" 
                        End If 
                        If (t = 12) Then 
                            MiMatriz2(x2, 2) = "Z" 
                        End If 
                        If (t < 10) Then 
                            MiMatriz2(x2, 2) = t 
                        End If 
                        MiMatriz2(x2, 3) = rst12("Requisito").Value 
                        MiMatriz2(x2, 4) = Contador 
                        Y = MiMatriz2(x2, 3) - MiMatriz2(x2, 4) 
                        If (Y < 0) Then 
                            Y = 0 
                        End If 
                        MiMatriz2(x2, 5) = Y 
                    End If 
                    rst10.Move (1) 
                Loop 
            rst10.Close 
            End If 
            rst12.Move (1) 
        Loop 
        rst12.Close 
    Next t 
Next f 
 
Anexo 16. 
 
For f = 1 To 8 Step 1 
    For w = 1 To 20 Step 1 
        random = Int((12 - 1 + 1) * Rnd + 1) 
        Set rst1 = db.OpenRecordset("TablaGeneralA", dbOpenDynaset) 
        Do Until rst1.EOF 
            If (rst1("Codigo Trabajador") = w) And (rst1("Franja")=f) And 
(rst1("Tarea") = random) Then 
                If (rst1("Asignado") = False) Then 
                    rst1.Edit 
                   rst1("Asignado") = True 
                    rst1.Update 
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                End If 
           End If 
           rst1.Move (1) 
           Loop 
           rst1.Close 
    Next w 
Next f 
 
Anexo 17 
 
 
Set rst1 = db.OpenRecordset("TablaGeneralA", dbOpenDynaset) 
Do Until rst1.EOF 
    rst1.Edit 
    If (rst1("Asignado") = True) Then 
        rst1("Asignado") = False 
    End If 
    rst1.Update 
    rst1.Move (1) 
Loop 
rst1.Close 
Set rst1 = Nothing 
 
 
Anexo 18. 
 
For w = 1 To 20 Step 1 
Set rst1 =db.OpenRecordset("TablaGeneralA", dbOpenDynaset) 
    Do Until rst1.EOF 
    f = rst1("Franja") 
    t = rst1("Tarea") 
    If (w = rst1("Codigo Trabajador")) And (rst1("Asignado") = True) 
Then 
    Set rst2 = db.OpenRecordset("TablaContadoresA", dbOpenDynaset) 
        Do Until rst2.EOF 
        If ((rst2("Franja") = f) And (rst2("Tarea") = t)) Then 
            rst2.Edit 
           rst2("NumeroTrabajadores")=rst2("NumeroTrabajadores") + 1 
            rst2.Update 
        End If 
        rst2.Move (1) 
        Loop 
                         
    rst2.Close 
    End If 
    rst1.Move (1) 
    Loop 
    rst1.Close 
Next w 
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Anexo 19. 
 
Set rst=db.OpenRecordset("TablaContadoresA", dbOpenDynaset) 
Do Until rst2.EOF 
    rst2.Edit 
    If (rst2("NumeroTrabajadores") <> 0) Then 
        rst2("NumeroTrabajadores") = 0 
    End If 
    rst2.Update 
    rst2.Move (1) 
Loop 
rst2.Close 
Set rst2 = Nothing 
 
 
Anexo 20. 
 
Set rst2 = db.OpenRecordset("TablaContadoresA",  
 dbOpenDynaset) 
Do Until rst2.EOF 
    f = rst2("Franja") 
    t = rst2("Tarea") 
    c = rst2("NumeroTrabajadores") 
    Set rst3 = db.OpenRecordset("TablaReqA", dbOpenDynaset) 
    Do Until rst3.EOF 
        If (rst3("Tarea") = t) And (rst3("Franja") = f) Then 
            If (rst3("Requisito") > c) Then 
                MsgBox ("No se llega al requisito en alguna franja: " & vbCrLf 
& "Proceda a modificarlo manualmente") 
            End If 
        End If 
        rst3.Move (1) 
    Loop 
    rst3.Close 
    rst2.Move (1) 
Loop 
rst2.Close 
 
 
Anexo 21. 
 
 
Set rst1 = db.OpenRecordset("TablaGeneral", dbOpenDynaset) 
Do until rst1.EOF 
If (rst1("Día") = strDia) Then 
x = 1 
End If 
    rst1.Move (1) 
Loop 
rst1.Close 
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If (x <> 1) Then 
MsgBox ("El día escogido no se encuentra en la base de datos. Por 
favor, escoja otro") 
Else 
 
……(bucles para mostrar datos de ese día, ya explicados en apartados 
anteriores) 
 
 
Anexo 22. 
 
(Private Sub cmdManual_Click() 
On Error GoTo Err_cmdManual_Click 
 Dim stDocName As String 
    stDocName = "General" 
    DoCmd.OpenForm stDocName, acNormal 
Exit_cmdManual_Click: 
    Exit Sub 
Err_cmdManual_Click: 
    MsgBox Err.Description 
    Resume Exit_cmdManual_Click 
End Sub 
 
 
Anexo 23. 
 
Private Sub addEmpleado_Click() 
Dim db As Database 
Dim x, j, y, z, indice As Integer 
Dim rst1, rst2, rst3, rst4 As Recordset 
x = y = z = 0 
Set db = CurrentDb 
Set rst1 = db.OpenRecordset("Empleados", dbOpenDynaset) 
Do Until rst1.EOF 
    If (Me.txtCT.Value = rst1("Codigo Trabajador")) Then 
        x = 1 
        Exit Do 
    Else 
      rst1.Move (1) 
      End If 
Loop 
rst1.Close 
 
Set rst4 = db.OpenRecordset("Principal", dbOpenDynaset) 
Do Until rst4.EOF 
    If (Me.txtCT.Value = rst4("Codigo Trabajador")) Then 
        y = 1 
        Exit Do 
    Else 
      rst4.Move (1) 
      End If 
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Loop 
rst4.Close 
Set rst3 = db.OpenRecordset("Niveles", dbOpenDynaset) 
Do Until rst3.EOF 
    If (Me.txtCT.Value = rst3("Codigo Trabajador")) Then 
        z = 1 
        Exit Do 
    Else 
      rst3.Move (1) 
      End If 
Loop 
rst3.Close 
If (x = 1) Then 
    MsgBox ("Código de trabajador en uso") 
End If 
If (x <> 1) Then 
    Set rst1 = db.OpenRecordset("Empleados", dbOpenDynaset) 
    Set rst3 = db.OpenRecordset("Niveles", dbOpenDynaset) 
    Set rst4 = db.OpenRecordset("Principal", dbOpenDynaset) 
    rst1.AddNew 
    rst3.AddNew 
    rst4.AddNew 
    'Copiamos el codigo en las tablas correspondientes 
    rst1("Nombre") = Me.txtNombre.Value 
    rst1("Codigo Trabajador") = Me.txtCT.Value 
    rst3("Codigo Trabajador") = Me.txtCT.Value 
    'inicializamos niveles tabla Niveles 
    If (z <> 1) Then 
        rst3("N1") = 1 
        rst3("N2") = 1 
        rst3("N3") = 1 
        rst3("N4") = 1 
        rst3("N5") = 1 
        rst3("N6") = 1 
        rst3("N7") = 1 
        rst3("N8") = 1 
        rst3("N9") = 1 
        rst3("N10") = 1 
        rst3("N11") = 1 
        rst3("N12") = 1 
    End If 
    'añadimos en tabla Principal el nuevo empleado tantas veces como 
tareas 
    'por defecto las tareas se le asignan como no principales 
    'Do Until rst4.EOF 
    If (y <> 1) Then 
        For indice = 1 To 12 Step 1 
            rst4.AddNew 
            rst4("Codigo Trabajador") = Me.txtCT.Value 
            rst4("Tarea") = indice 
            rst4("Principal") = False 
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            rst4.Update 
        Next indice 
    End If 
    rst1.Update 
    rst3.Update 
    rst1.Close 
    rst3.Close 
    rst4.Close 
    MsgBox ("Empleado insertado en BBDD" & vbCrLf & "Se han 
asignado valores por defecto. Modifíquelo según crea conveniente") 
    DoCmd.Close acForm, "General", acSaveNo 
    DoCmd.OpenForm "General" 
End If 
End Sub 
 
 
Anexo 24. 
 
Private Sub Comando82_Click() 
Dim db As Database 
Dim strDia, x, numEmpleados, i, Franja, Tarea, y, z As Integer 
Dim rst1, rst2, rst3, rst4 As Recordset 
x = y = z = 0 
i = 0 
Set db = CurrentDb 
strDia = Me.Calendario 
MsgBox ("El día escogido para procesar es: " & strDia) 
Set db = CurrentDb 
Set rst1 = db.OpenRecordset("TablaGeneral", dbOpenDynaset) 
Do Until rst1.EOF 
    If (rst1("Día") = strDia) Then 
        x = 1 
        Exit Do 
    Else 
    rst1.Move (1) 
    End If 
Loop 
rst1.Close 
Set rst2 = db.OpenRecordset("TablaContadores", dbOpenDynaset) 
Do Until rst2.EOF 
    If (rst2("Día") = strDia) Then 
        y = 1 
        Exit Do 
    Else 
    rst2.Move (1) 
    End If 
Loop 
rst2.Close 
Set rst3 = db.OpenRecordset("TablaReq", dbOpenDynaset) 
Do Until rst3.EOF 
    If (rst3("Día") = strDia) Then 
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        z = 1 
        Exit Do 
    Else 
    rst3.Move (1) 
    End If 
Loop 
rst3.Close 
Set rst1 = db.OpenRecordset("Empleados", dbOpenDynaset) 
Do Until rst1.EOF 
    rst1.Move (1) 
    numEmpleados = numEmpleados + 1 
Loop 
rst1.Close 
If (x = 1) Then 
    MsgBox ("Día existente en BBDD") 
Else 
    Set rst1 = db.OpenRecordset("TablaGeneral", dbOpenDynaset) 
    For j = 1 To 8 Step 1 
        For i = 1 To numEmpleados Step 1 
            rst1.AddNew 
            rst1("Día") = strDia 
            rst1("Tarea") = 0 
            rst1("Codigo Trabajador") = i 
            rst1("Franja") = j 
            rst1("NivelReq") = 1 
            rst1.Update 
        Next i 
    Next j 
    If (y <> 1) Then 
    Set rst2 = db.OpenRecordset("TablaContadores", dbOpenDynaset) 
    For Franja = 1 To 8 Step 1 
    For Tarea = 1 To 12 Step 1 
        rst2.AddNew 
        rst2("Día") = strDia 
        rst2("Tarea") = Tarea 
        rst2("Franja") = Franja 
        rst2.Update 
    Next Tarea 
    Next Franja 
    End If 
    If (z <> 1) Then 
     Set rst3 = db.OpenRecordset("TablaReq", dbOpenDynaset) 
    For Franja = 1 To 8 Step 1 
    For Tarea = 1 To 12 Step 1 
        rst3.AddNew 
         rst3("Día") = strDia 
        rst3("Tarea") = Tarea 
        rst3("Franja") = Franja 
        rst3("Requisito") = 1 
        rst3.Update 
    Next Tarea 
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    Next Franja    
    End If 
    MsgBox ("Día insertado en BBDD" & vbCrLf & "Se han asignado 
valores por defecto. Modifíquelo según crea conveniente") 
    DoCmd.Close acForm, "General", acSaveNo 
    DoCmd.OpenForm "General" 
End If 
End Sub 
 
 
Anexo 25. 
 
Set rst4 = db.OpenRecordset("TablaFaltaPersonal", dbOpenDynaset) 
    num = 0 
    Do Until rst4.EOF 
        num = num + 1 
        rst4.Move (1) 
    Loop 
rst4.Close 
If (num <> 0) Then 
    Set rst4 = db.OpenRecordset("TablaFaltaPersonal", dbOpenDynaset) 
    Do Until rst4.EOF 
        rst4.Delete 
        rst4.Move (1) 
    Loop 
    rst4.Close 
End If 
 
 
Anexo 26. 
 
……. 
If (rst3("Día") = strDia) And (rst3("Tarea") = Tarea) And (rst3("Franja") = 
Franja) Then 
If (rst3("Requisito") > Contador) Then 
Set rst4 = db.OpenRecordset("TablaFaltaPersonal", dbOpenDynaset) 
rst4.AddNew 
rst4("Franja") = Franja 
rst4("Tarea") = Tarea 
rst4("Contadores") = Contador 
rst4("Requisitos") = rst3("Requisito") 
Faltan = rst3("Requisito") - Contador 
rst4("Faltan") = Faltan 
y = 1 
rst4.Update 
rst4.Close 
End If 
End If 
rst3.Move (1) 
Loop 
….. 
