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Abstract. The NoSQL technology is divided into four main models, Column Family, 
Documents, Graphs and Key-Value. To experience the main definition of commands and 
handling, considering the main characteristics dictated by such models, Cassandra tools were 
identified, MongoDB, Neo4j and BerkeleyDB, respectively, in which were possible perform the 
necessary tests. The same commands applied to NoSQL tools were also implemented in 
PostgreSQL SBGD, aiming to differentiate their commands those proposed by NoSQL 
technology. The results identify similar commands and other totally different from commands 
executed in a relational database. 
Resumo. A tecnologia NoSQL está dividida em quatro modelos principais, Família de 
Colunas, Documentos, Grafos e Chave-Valor. Para experimentar os principais comandos de 
definição e manipulação, considerando as principais características ditadas por tais modelos, 
foram identificadas as ferramentas Cassandra, MongoDB, Neo4j e o BerkeleyDB, 
respectivamente, nas quais foram possíveis realizar os testes necessários. Os mesmos 
comandos aplicados nas ferramentas NoSQL, também foram executadas no SBGD 
PostgreSQL, objetivando diferenciar seus comandos dos propostos pela tecnologia NoSQL. 
Os resultados obtidos identificam comandos similares e outros totalmente distintos dos 
comandos executados em um banco de dados relacional. 
1. Introdução 
A utilização em grande escala de Banco de Dados Relacionais nas últimas décadas 
mostra por si só sua importância, onde o mesmo garante ao utilizador a recuperação de 
falhas, integridade, concorrência, rapidez em consultas, segurança de acesso aos dados, 
entre outros benefícios (BRITO, 2014). Apesar da constante evolução tecnológica, esse 
modelo parece ainda dominar o ramo de negócios empresariais e está presente 
diariamente em diversos níveis de usuário. 
O modelo de Banco de Dados Orientado a Objetos tem na sua essência o 
objetivo de estruturar as informações em objetos, esses só podem ser acessados por 
métodos específicos, os quais são impostos pela classe na qual o objeto está associado. 
A criação desse modelo tem sido uma tendência ao se trabalhar com dados mais 
complexos, por isso é bastante usado nas áreas científicas, espaciais e de 
telecomunicações (GALANTE et al., 2014). 
Para unir a estabilidade obtida do modelo relacional e os benefícios das 
linguagens e dos bancos de dados orientados a objetos, deu-se a criação do Banco de 
Dados Objeto-Relacional, nele foram combinados as principais e melhores 
características dos dois modelos, criando praticamente uma tecnologia nova. Os 
benefícios desse modelo vão de um significativo aumento nas funções do sistema 
gerenciador, como na consistência, permitindo definições de padrões e o reuso de 
código (BONFIOLI, 2006). 
Uma nova forma de armazenamento de dados é o modelo NoSQL, onde o termo 
surgiu no final dos anos 90. Entretanto, o conceito que é visto hoje foi reformulado em 
2009, trazendo quatro modelos de dados, o Chave-Valor, Documentos, Famílias de 
colunas e Grafos. Ele surgiu em meio a necessidade de se trabalhar com grandes 
volumes de dados semiestruturados ou desestruturados juntamente com clusters. Entre 
suas principais características estão, o não uso do modelo relacional, seu código na 
maioria das vezes é aberto, não possuem esquema definido e são usados para 
propriedades Web (FOWLER e SADALAGE, 2013). 
2. Metodologia 
As ferramentas estudadas possuem licença gratuita, pois essa concepção de software 
livre facilita o estudo e concede maior liberdade para o usuário explorar mais detalhes 
da aplicação. Além disso, a documentação para sua instalação e utilização é mais 
explorada em artigos e em fóruns, facilitando a realização de testes, no qual o objetivo 
principal do artigo é comparar a linguagem dos bancos de dados NoSQL selecionados 
com a linguagem SQL do modelo relacional. 
O NoSQL é dividido em quatro modelos distintos, dessa forma, utilizou-se um 
banco de dados de cada um dos modelos para serem comparados com o modelo 
relacional. Assim o representante do modelo de Chave-Valor foi o BerkeleyDB, para 
Documentos o MongoDB, Famílias de colunas o Cassandra e para modelos de Grafos o 
Neo4J. Além disso, esses sistemas gerenciadores foram escolhidos devido ao fato deles 
implementarem somente um único modelo NoSQL, diferente de outras ferramentas 
dessa tecnologia. E para o modelo relacional foi utilizado o banco de Dados 
PostgreSQL. 
A pesquisa a ser realizada tem natureza tecnológica, pois parte do conhecimento 
teórico e prático de modelos de banco de dados convencionais, a fim de obter 
informações importantes para serem usadas na explicação e no prosseguimento de um 
estudo mais detalhado sobre o banco de dados não convencional NoSQL. Neste caso a 
pesquisa bibliográfica é fundamental, sendo necessária para o embasamento da 
pesquisa. 
O trabalho consiste também em uma pesquisa experimental, pois será necessário 
realizar testes práticos utilizando um sistema gerenciador que implemente os modelos 
atualmente existentes. A finalidade desse experimento é utilizar as ferramentas 
disponíveis para levantar as características específicas das mesmas por meio dos 
ensaios, para assim fazer um levantando comparativo entre o modelo convencional e o 
NoSQL. 
3. Modelo de Banco de Dados Nosql 
O NoSQL consiste em um modelo diferente do ACID, chamado de BASE (Basically 
Avaliable, Soft State, Eventual Consistency), neste modelo pode haver perca de 
consistência, porém há um ganho de disponibilidade. O BASE tolera falhas parciais, 
não comprometendo o sistema todo de uma vez. A escolha do modelo a ser seguido será 
de acordo com a aplicação, um exemplo são transações bancárias, onde dificilmente 
será usado o modelo BASE pelo fato da persistência ser fundamental nesse tipo de 
transação (BOSCARIOLI e SOARES, 2012). 
3.1 Modelo de Grafos – Neo4j 
A fundamentação desse modelo é interpretar os dados do esquema e transformá-los em 
um grafo dirigido. Os nodos, que são considerados os vértices do grafo e os 
relacionamentos, estes representados pelas arestas e a propriedade, representando o 
atributo, são componentes básicos dessa aplicação. De acordo com Ianni (2013), o 
Neo4J, Infinite Graph, InforGrid, HyperGraphDB, são alguns exemplos de nomes de 
sistemas gerenciadores conhecidos que tomam por base o modelo orientado a grafos. 
O Neo4J implementa algoritmos famosos na área da programação para resolver 
problemas de consulta ao banco, como Dijkstra, Shortest Path (Caminho mínimo), All 
Simple Paths (Todos os caminhos simples), All Paths (Todos os caminhos) e o A*. Ele é 
considerado líder em seu segmento, possuindo sua própria linguagem de consulta, 
denominada Cypher (MULLER, 2012). A Figura 1 mostra o processo de 
armazenamento de informações realizada por esse tipo de banco de dados. 
 
 
Figura 1 – Armazenamento Neo4J 
Fonte: Neo4J (2013) 
3.2 Modelo Família de Colunas – Cassandra  
O modelo em questão se contrapõe aos modelos mais tradicionais, como o relacional, 
onde os dados são mantidos em estruturas denominadas de tabelas. No armazenamento 
em famílias de colunas os dados ficarão em uma tripla, esta corresponde a linha, coluna 
e timestamp, no qual o último tem a função de distinguir diversas versões de um mesmo 
tipo de dado (ALMEIDA e BRITO, 2012). 
Em meio a dificuldade de trabalhar com um grande volume de dados, esse 
modelo foi desenvolvido. Há vários tipos de gerenciadores que trabalham desse modo, 
como o Cassandra, HBase, Hypertable, AmazonSimpleDB, BigTable, entre outros. 
O Cassandra armazena suas informações em um esquema descrito como famílias 
de colunas, o qual se tem uma chave para cada uma dessas colunas para identificá-las 
dentro da aplicação. No corpo da coluna é guardado as informações reais, e há um 
campo para designar a data e a hora deste armazenamento, como pode ser observado um 
exemplo na Figura 2. 
 
Figura 2 – Armazenamento Cassandra 
Fonte: Santana (2014) 
Apesar dessas qualidades do software, ele é visto também como tolerante a 
falhas, descentralizado e de alto desempenho e disponibilidade. Ele não possui uma 
separação de mestre e escravos como em outros gerenciadores de banco de dados. Para 
esse gerenciador os servidores possuem igual importância.  
3.3 Modelo de Documentos - MongoDB 
Este modelo de banco de dados difere das formas tradicionais, em função do 
armazenamento de dados a ser realizado em uma estrutura nominada documentos. 
Sendo que no modelo relacional é comum esses dados estarem em estruturas 
representadas por tabelas, que é considerada sólida. Diferentemente, um documento 
pode ser manuseado de forma mais maleável, pois não possui um esquema (LENNON, 
2011). 
Para se compreender esse banco de dados, pode-se descrever uma sequência de 
fatos, onde a base de dados tem por objetivo guardar diversas coleções, estas por sua 
vez se encarregam de armazenar os documentos, sendo estes um agregado de campos, 
um destes campos é considerado como um par chave-valor. A chave seria simplesmente 
um caractere ou cadeia dos mesmos, e o valor pode ser relacionada ao tipo da chave, 
como ponto flutuante, um vetor, entre outros (LÓSCIO et al., 2011). 
A Figura 3 tem por objetivo ilustrar como o MongoDB organiza suas 
informações, ou seja, o esquema feito pelo banco de dados para armazenar as 
requisições do usuário. Assim, os dados são armazenados dentro de coleções, e dentro 
de uma coleção a disposição das informações parece semelhante a uma tabela do 
modelo relacional. 
 
 
Figura 3 – Armazenamento MongoDB 
Fonte: Fagundes (2014) 
3.4 Modelo Chave-Valor – BerkeleyDB 
Segundo a referência, esse modelo torna os dados cada vez mais escaláveis, comparado 
com os outros modelos da tecnologia NoSQL. Aliado a escalabilidade, o modelo Chave-
Valor possui um bom desempenho em suas tarefas. Pode-se citar alguns gerenciadores 
como exemplos, o Riak, SimpleDB, Redis e o BerkeleyDB, onde o último será usado 
como base de estudo neste projeto (DIEGUES et al., 2013). 
O BerkeleyDB parece ter uma estrutura de armazenamento mais simples que os 
demais bancos analisados dessa pesquisa, por possuir somente uma chave e a outra 
parte se tratar da informação que será armazenada. Na Figura 4 pode-se observar um 
exemplo ilustrado de como esse banco armazena seus dados. 
 
Figura 4 – Armazenamento BerkeleyDB 
Fonte: Burd (2011) 
4. Experimento 
Para realizar o experimento dos bancos de dados NoSQL Cassandra, MongoDB, 
BerkeleyDB e Neo4j, decidiu-se que as operações realizadas, também seriam feitas no 
banco de dados relacional PostgreSQL na versão 9.4, possibilitando a diferenciação dos 
comandos disponíveis na Linguagem de Definição de Dados (DDL) e Linguagem de 
Manipulação de Dados (DML). 
Para exemplificar a diferença na codificação do modelo relacional com o 
NoSQL, têm-se o objetivo de mostrar um código feito utilizando um comando DDL e 
outro DML, para cada um dos modelos, fazendo a comparação equivalente. 
4.1 PostgreSQL  
O primeiro passo para se utilizar o SGBD é a criação da base de dados, assim dando 
início a implementação dos comandos DDL e DML. Os comandos mostrados foram 
retirados da respectiva documentação oficial do banco de dados PostgreSQL e 
implementados através da interface gráfica oferecida pelo banco.  
Usou-se o comando create table para demonstrar como ele é usado de dentro da 
ferramenta, a ideia foi implementar uma tabela com o nome de cliente com alguns 
atributos para exemplificar um dos usos desse comando, como pode ser visto na Figura 
5. 
 
Figura 5 – Comando de criação de tabela 
Fonte: Autoria própria 
No teste do insert foi utilizada a tabela cliente para as informações serem 
guardadas. Assim, a Figura 6 mostra a implementação do comando. 
 
Figura 6 – Comando de inserção 
Fonte: Autoria própria 
4.2 Neo4j 
Como o Neo4j é um banco do modelo de grafos da tecnologia NoSQL, é complicado 
comparar suas características com as dos outros bancos, por exemplo, ele não possui 
nenhuma estrutura semelhante a uma tabela, uma coleção, um documento ou até mesmo 
uma família de colunas. Sua estrutura é baseada em vértices e arestas, onde o primeiro é 
responsável por armazenar os registros e o segundo tem o objetivo de relacionar os 
registros. Os comandos mostrados foram inspirados na documentação oficial do Neo4j 
(NEO4J, 2015). 
Neste SGBD existem diversas formas para o usuário inserir os nós, pois é 
possível criar desde um simples nodo até realizar um relacionamento com outro nodo no 
mesmo comando. Primeiramente foi enfatizado o código para a palavra reservada 
create, assim o quadro 1 mostra três sintaxes utilizando esse comando. 
Create (n) Create (n:cliente {name:"Test "}) Create n-[:knows]->m 
Opção a Opção b Opção c 
Quadro 1 – Sintaxe do comando create 
 Fonte: Autoria própria  
Têm-se três sintaxes relacionadas aos comandos create, começando da esquerda 
para a direita, o primeiro código simplesmente cria um nodo, já o segundo comando, 
além de criar o nó atribuindo um rótulo para o mesmo de cliente, insere uma 
propriedade name com valor “Test”.  
No teste foram implementadas duas dessas sintaxes e usado um recurso da 
interface para mostrar a estrutura do grafo formado, para isso no segundo teste foi usado 
o comando return. Assim os exemplos ficaram conforme a Figura 7 e 8. 
 
Figura 7 – Comando de criação de nodo e inserção de registros 
Fonte: Autoria própria 
O resultado produzido pelo comando apresentado na Figura 7 foi a criação de 
um nodo com rótulo cliente, onde o mesmo possui três registros incluídos neste nó. 
Entretanto, a implementação da Figura 8, mostra a criação de nós utilizando um 
relacionamento. 
 
Figura 8 – Comando de criação de nós com relacionamento 
Fonte: Autoria própria 
4.3 Cassandra 
A linguagem utilizada neste SGBD é a CQL (Cassandra Query Language), com 
bastante semelhança a linguagem SQL, e para as sintaxes descritas nesse capítulo foi 
usada a documentação dos comandos CQL (CASSANDRA, 2015). Esse banco de dados 
utiliza as famílias de colunas para armazenar seus dados, que é semelhante a uma tabela 
no banco de dados convencional. A única diferença é que no modelo relacional a coluna 
é a mesma para todas as linhas, entretanto no Cassandra, a coluna pode ser diferente por 
linha. 
A Figura 9 mostra como foi feita a implementação do teste da família de coluna 
cliente, utilizando o comando create. 
 
Figura 9 – Criação de uma família de colunas 
Fonte: Autoria própria 
Se tratando do comando insert da linguagem CQL, a mesma tem uma 
semelhança evidente em termos de sintaxe com a linguagem SQL. Na Figura 10 é 
mostrada a implementação desse comando utilizando o Cassandra. Caso ocorra a 
inserção de uma linha no modelo de família de colunas com o mesmo valor da chave 
primária, o SGBD não informará ao usuário que essa chave já está sendo usada como no 
modelo relacional, ele sobrescreverá os campos com novos valores. 
 
Figura 10 – Comando de inserção 
Fonte: Autoria própria 
4.4 MongoDB 
No modelo de documentos, os esquemas de armazenamento são divididos em coleções, 
as quais são equivalentes as tabelas no modelo relacional, e dentro dessas pode haver 
diversos documentos, onde estes podem ser interpretados como linhas de um SGBD 
convencional. 
Para a programação do teste para criação de uma coleção, a mesma foi 
implementada com nome de cliente, no banco de dados denominado teste, como 
mostrado na Figura 11 e o retorno “ok”: 1, informa que a transação foi bem-sucedida 
(MONGODB, 2015). Nota-se que não foram criados campos para essa coleção, pois 
esse banco não possui esquema definido. 
 
Figura 11 – Comando para criação da coleção 
Fonte: Autoria própria 
Para realizar uma inserção existem dois comandos dentro do MongoDB, um dele 
é o insert e outro seria o save, o qual o segundo está exemplificado na Figura 12. Ambas 
implementações possuem o intuito de realizarem a inserção de informações em uma 
coleção, porém o comando save pode inserir somente um documento por vez, diferente 
do insert, onde o mesmo aceita a inserção de mais de um documento por codificação. 
 
 
Figura 12 – Comando de inserção utilizando o save 
Fonte: Autoria própria 
4.5 BerkeleyDB  
Este banco possui sintaxe semelhante ao SQL, tal motivo pode ser que o mesmo foi 
criado pela Oracle, o qual é referência no mundo em banco de dados relacionais 
(BERKELEYDB, 2015).  
A tabela pode ser criada com qualquer nome e colocada mais de um campo 
dentro da mesma, sendo importante sempre utilizar o ponto e vírgula ao final do 
comando, para que este possa ser validado e executado pelo Berkeley. O comando de 
criação de uma tabela foi testado conforme a Figura 13. 
 
Figura 13 – Comando para criação de tabela 
Fonte: Autoria própria 
A fim de demonstração, a Figura 14 ilustra o uso do comando insert, mesmo que 
este seja praticamente o mesmo usado no PostgreSQL, usado na pesquisa. 
 
Figura 14 – Comando de inserção de registros na tabela 
Fonte: Autoria própria 
5. Conclusão 
Para compreender essa tecnologia e como tem sido sua evolução no mercado, foi 
necessário distinguir os modelos de Grafos, Família de Colunas, Documentos e Chave-
Valor, identificando seus propósitos e características. 
De posse dessas características, iniciou-se um estudo no sentido de identificar as 
ferramentas disponíveis da tecnologia NoSQL. Na realização dos testes práticos, as 
documentações oficiais de cada um dos bancos de dados estudados foram utilizadas, 
pois as mesmas acrescentaram positivamente no aprendizado das ferramentas. Por se 
tratar de modelos distintos, os testes foram realizados nos principais comandos de 
manipulação de dados disponíveis em cada SGBD, exemplificando e distinguindo-os 
com os mesmos comandos realizados nos SGBD relacionais.  
O banco de dados Cassandra do modelo Família de Colunas se mostrou com 
diversas semelhanças com o modelo relacional, onde não houveram muitas dificuldades 
para a implementação dos testes devido a linguagem CQL. O SGBD possui algumas 
particularidades interessantes, uma delas é o fato de que em uma busca somente pode 
ser pesquisado valores que sejam chave primária, caso contrário um erro é exibido. 
No modelo de Documentos, o MongoDB se mostrou um SGBD com muitos 
recursos e entre os bancos testados, parece ser o mais flexível, sua linguagem é intuitiva 
para o usuário. Possui uma peculiaridade, pois caso seja pedido para se inserir um 
registro em uma coleção que não exista, o banco irá automaticamente criar a coleção e 
assim inserir o registro desejado. 
O Neo4j do modelo de Grafos é um banco de dados com diversos recursos, e 
demonstra ser o mais diferente dos quatro modelos, devido a sua estruturação, elaborada 
em cima de vértices e arestas. Além de ser diferenciado dos demais, o Neo4j parece ser 
o mais complicado de se implementar devido essa outra visão que o usuário deve ter de 
um banco de dados. 
Se tratando do banco de dados BerkeleyDB, do modelo Chave-Valor, o mesmo 
também como o Cassandra, possui similaridades com o modelo relacional em relação a 
sua linguagem. O mesmo tem uma função interessante quando se trata de chave 
primária, onde caso haja um campo na tabela declarado como primary key e tipo 
integer, este campo auto incrementará automaticamente um valor quando nenhum for 
informado pelo usuário.  
Pode-se afirmar que as implementações realizadas permitiram identificar as 
particularidades dos bancos da tecnologia NoSQL entre si, e também quando se tratou 
da diferenciação dos mesmos com o PostgreSQL, do modelo relacional. Assim, pode ser 
observado nos experimentos algumas semelhanças entre os bancos e as particularidades 
de cada um, não cabendo julgar se uma característica é boa ou ruim. 
Com a diferenciação das ferramentas utilizadas, foi possível mostrar algumas 
restrições apresentadas pelos SGBD’s testados e principalmente, ao modelo 
convencional. Benefícios também foram identificados e levantados, pois cada SGBD 
possui os seus próprios. Não foi possível abordar maiores detalhes que cada ferramenta 
pode oferecer, pois são muitas funções, comandos e características, mas acredita-se que 
as que foram levantadas agregam valor ao trabalho. Assim, o conhecimento adquirido é 
importante para que se continue buscando novas formas de banco de dados e mostra a 
grandeza dessa área em termos de conteúdo. 
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