Abstract
Introduction
Several classes of users, both professionals and naives, need to be able to access databases for extracting meaningful information. The traditional interaction style with databases relies on using textual query languages, such as SQL [Date 1987 ]. This kind of language is hard to use by nonprogrammers. Thus, alternative query modalities have been proposed in the literature, often based on using visual representations and direct manipulation interaction mechanisms (see [Batini et al. 1991] for a survey of visual query languages, and [Shneiderman 1983] for the definition of direct manipulation). All the proposed approaches emphasize in principle the role of the final user in the design life-cycle of the query systems. Also, the significance of usability as one of the most important system characteristics is widely recognized ( [Nielsen 1993 , Bevan Macleod 1993 , see also a recent panel on user interfaces at VLDB'94 [Spaccapietra 1994] ). However, very few studies aiming at testing and validating the usability of a system have been proposed in the database field.
[Reisner 1988] is an interesting paper recalling the majority of the experiments done on the ease of use of traditional query languages, mainly SQL and QBE. Other earlier surveys on experiments are [Shneiderman 1978 , Shneiderman 1980 , Thomas 1977 , and a recent one is reported in [Ahlberg Williamson Shneiderman 1993] . A common goal of such experiments is to provide a quantitative estimate of the ease of use. The general approach in order to do this is: 1. define precisely what one is to measure; 2. develop a task for users to perform; 3. measure relevant parameters of user performance (i.e. error rate, time to complete a task, etc.).
Unfortunately, measuring ease of use is not as precise as measuring the quantity of a substance in a physics experiment, it involves cognitive activities and is determined by a large number of variables. To capture at least some aspects of ease of use, experimenters have developed a number of different tasks [Reisner 1988] . The most common are query writing tasks, in which subjects are given questions in natural language and asked to write the corresponding query language statements. The tasks can be used in different kind of tests to capture different facets of ease of use. Two different classes of experiments have been reported in the literature: one aiming at evaluating the ease of use of a single language, the other aiming at establishing which is the easiest to use among two or more languages.
Our approach falls in the second category. We performed a series of experiments in order to compare, based on their usability, QBD*, a diagrammatic query language developed in our Department [Angelaccio Catarci Santucci 1990a; Angelaccio Catarci Santucci 1990b] and SQL.
Analogously to previous experiments, also in our case the task was query writing, and the actual usage experiment was preceded by a teaching period, not part of the variables observed in the experiment. We tried to make as many of the conditions of the experimentation of the two languages the same as we reasonably could (i.e., teaching method, exam questions, exam procedure, method of scoring). We also examined some background information about the various users in order to divide them into equivalence classes and to assign to each language the same set of classes. This is commonly done in experiments to determine whether factors other than the one being measured might influence the experiment results.
It is worth noting that, as far as we know, this is the first rigorous study of comparison between a visual query language and a well-known traditional language, such as SQL. The results of the experiment confirmed our belief (see [Catarci et al. 1994] ) that a visual approach is particularly suited for medium and naive users, and for certain types of queries.
The paper is organized as follows. Section 2 provides a short description of the QBD* system (we assume the reader familiar with SQL). Section 3 introduces the evaluation techniques that have been adopted in the experiment. Section 4 describes the experimental framework and reports the numerical results. In Section 5 a discussion of these results is presented. Finally, conclusions are drawn in Section 6.
QBD*
The QBD* (Query By Diagram) system is a visual query system based on a diagrammatic representation of the Entity Relationship schema [Chen 1976 ] describing the underlying (relational) database. It balances a high expressive power with a noticeable facility of use. Concerning the expressive power, it has been proved to be relationally complete; moreover it includes a significant class of recursive queries (transitive closure) and handles an extension of the relational algebra setoriented operators that we call generalized set-oriented operators [Santucci Sottile 1993] . Through those operators it is possible to compute set-oriented operations on any pair of relational tables sharing the same identifier. The ease of use has been reached through a fully graphical environment. In that environment the user interacts with the system mainly with a mouse-like device, using the keyboard only when necessary. To increase the friendliness of the system a set of helping facilities has been devised. Among them, the most important ones are top down browsing and schema transformation. The former allows for browsing a library of top-down refinements documenting an ER schema at different levels of abstraction. While browsing through the top-down schemata, the user can easily locate the fundamental concepts and links. Top-down browsing may be also used to locate the subschema of interest. The schema transformation allows for converting a schema into a new version closer to the query. As an example it is possible to collapse a path in the schema giving rise to a new concept or to replace an ISA relationship with the child entity.
Nevertheless, the helping facilities of QBD* have not been posed at the user disposal in the experiments. In order to equate it with SQL, the user interacted with the query module only.
The general structure of the QBD* query is based on the location of a distinguishing concept, called main concept (entity or relationship), that can be seen as the entry point of one or more subqueries; these subqueries express possible navigations from the main concept to other concepts in the schema. The attributes belonging to each subquery are determined by the following strategy: the attributes of the main concept are automatically considered (unless explicitly deleted by the user), while the other ones are shown in the result only if requested by the user. The presence of a main concept associates a type with each subquery: as an example, if the main entity is the entity person, the result of the query will be a set of persons (possibly enriched with attributes coming from other concepts), no matter what kind of subsequent operations the user performs to specify it.
The subqueries can be combined together by applying several set-oriented operators on two or more subqueries derived from the same entity. The structure of the involved subqueries being, in general, different, it is impossible to perform simple set-oriented operations, and a more general approach is needed (see [Santucci Sottile 1993] for the specific solution adopted within QBD*).
Once the main concept has been selected, two different types of primitives are available for navigating in the schema. The first one allows the user to follow existing paths on the schema (see Figure 2 .1); the other one (see Figure 2. 2), is used for comparing two concepts by building a new path (relationship) on the schema. Comparison conditions, as well as generic conditions on the attributes, are expressed by means of a simple window mechanism including a suitable set of icons. Roughly speaking, we can say that a path on the schema corresponds to an ordered sequence of natural joins 1 among the pairs <entity, relationship> constituting the path, followed by a final selection and projection. The explicit presence of relationships releases the user from the need of looking for concepts like "foreign keys" and the system can perform in the right way the join operations. On the other hand, comparing two concepts via a new relationship corresponds to a thetajoin between the two involved entities, and it is up to the user the specification of the theta-condition.
Figure 2.1: Schema navigation through existing paths
Queries involving transitive closure are expressed by a visual approach similar to the one in Figure   2 .2b, the difference being the pre-selection of a particular icon, which signals the beginning of a recursive session. However because of standard SQL does not support recursion, this kind of queries has not been included in the experiments. 
Evaluation Technique
Recently, a lot of emphasis has been placed on evaluation techniques, since there are several reasons to evaluate software. People involved in developing software products are interested in evaluations to assist them in making design decisions and to determine whether or not the products achieve the quality measure that must be met. Individuals, who buy the software because they want to use it, need to evaluate the software before purchasing it to check whether it answers key question about usability measures. Even if there is some similarity in the various evaluations, since they are all looking to answer whether the system adequately meets the needs of the user, the above interests are not served by a single evaluation technique. On the contrary, a variety of techniques have been proposed.
The first requirements in order to design a system evaluation are to assess the evaluation purpose, what is being evaluated, who the evaluation is for and, finally, what one hopes to gain. In our case the purpose of the evaluation is to compare two different query systems (a visual one and a traditional one) in order to understand which one is the most easy to use by different user classes. In other words, we are trying to compare the usability of the two systems.
Several different definitions of usability exist [Miller 1971; Shackel Richardson 1991; ISO 1991 ISO 1993 Badre 1993; Maissel et al. 1993] . In particular, in MUSiC [Maissel et al. 1993 ] a very comprehensive definition of usability is given as "the extent to which a product can be used with efficiency, effectiveness and satisfaction by specific users to achieve specific goals in specific environments". From this point of view, the usability is the quality of interaction between the user and the overall system. It can be evaluated by measuring three factors: 1) effectiveness, i.e. the extent to which the intended goals of the system can be achieved; 2) efficiency, i.e. the time, the money, the mental effort spent to achieve these goals; 3) satisfaction, i.e. how much the users feel themselves comfortable using the system. It is worth noting that the usability depends on the overall system, i.e. the context, which consists of the types of users, the characteristics of the tasks, the equipment (hardware, software and materials) and the physical and organizational (e.g. the working practices) environment.
The elements that make up the quality of interaction need in general to be measured. Since the quality of interaction depends on the context of use, there is no general rule for how measures can be combined. Usually we will have to provide at least one measure for each element of the quality of interaction. In our experiments we aimed at measuring the effectiveness and the efficiency of the query systems. The effectiveness has been evaluated by relating the goals or subgoals of using the system to the accuracy and completeness with which these goals can be achieved. In our case the main goal is to extract information from the database by asking queries and the accuracy in achieving such a goal has been measured in terms of the user correctness rate when writing such queries. Measures of efficiency relate the level of effectiveness achieved at the expense of some resources, like mental and physical effort, time, financial cost, etc. In principle, we can consider both the user and the organization point of view, while for our experiment purposes we have measured only the former in terms of time spent carrying out the task. In the latter, we could measure the economic efficiency as the effectiveness in relation to the total cost, which is the labor costs of the user's time, the cost of both resources and equipment used, and the cost of any training required by the user.
Moreover, other kinds of measures can be evaluated. Measures of satisfaction describe the comfort and acceptability of the overall system used by people. Some measures are related to the need to quantify learnability and flexibility, which can be assessed by measuring effectiveness, efficiency and satisfaction across a range of contexts. The learnability of a product may be measured by comparing the usability of a product handled by one user, keeping in mind his/her knowledge and experience. The flexibility of a product handled by users to carry out different tasks can be assessed by measuring usability in different contexts.
The method we adopted in order to measure the effectiveness and efficiency of the systems was the so-called observational evaluation, one of the most well known methods for evaluating usability [Macleod 1992; Bevan Macleod 1993] . Such a method involves real users that are observed when interacting with the system and offers a broad evaluation of usability. We may either apply the observational evaluation by direct observation or record the interaction between users and system. The recording (done by video camera) is more valuable, since it allows to store a lot of information, for examples the critical points during the interaction (when the user has to consult the manual, when and where s/he is blocked, etc.), the time a user spends to perform a task, the mistakes a user makes, and so on. However, it is also very expensive, not for setting up the equipment, but for the time required to analyze the recorded data. For this reason we preferred to rely on a very careful direct observation.
The Experiment Framework
The goal of this section is to describe the overall experiment framework, i.e., the involved users, the queries we chose, the training the users were given, and the experiment results.
1. The Sample Users
The subjects involved in the experiment were undergraduate students, secretaries and professionals for a total of 104 people. They were classified in three categories: 1) Naive users, i.e., persons having little or no knowledge about computer science, for an amount of 58 people;
2) Intermediate users, i.e., persons having a general knowledge about computer science but naive about databases, for an amount of 30 people;
3) Expert users, i.e., persons having a precise knowledge about databases, for an amount of 16 people.
The subjects were assigned to one of two groups: one involved in QBD* tests, the other one in the SQL tests. Each group was composed by 26 naive users, 15 intermediates, and 8 experts. We tried to make the groups as homogeneous as we could in terms of relevant subjects' characteristics, such as educational level, background preparation, employment, sex, and age.
It is worth noting that most subjects were naive users, being the QBD* environment mainly thought for non experts. Nevertheless, in order to get results also on intermediate and expert users, we analyzed the performance of each category separately, as explained in Section 4.4.
2. The Query Classes
The users were expected to answer queries of increasing complexity. At this aim we defined a metric for evaluating the complexity of the queries. Note that here we are not dealing with the expressive power of the queries: with the word complexity we mean the mental effort required to the user to compute the query.
After a discussion involving several experts in query languages, we assigned an initial weight to each relational operator and we used such weights to compute the complexity of a set of queries, slightly adjusting the initial weights on the basis of the total score we got for the measured queries. In this phase, looking at the SQL query structure, we decided to add additional weights taking into account the increase of complexity for the presence of subqueries. The weight is proportional to the subquery depth. In figure 4.1 the correspondence among relational operators and weights is shown.
Operator Weight
Identity/Projection in a (Sub)query n 1.5 (n=depth level)
Renaming 3 Selection n 1.2 (n=number of conditions) Complement 1.5
Self join 3.5 Natural join 1.5
Theta join 1.5
Figure 4.1: Adopted weights in measuring query complexity
In figure 4 .2 we show two examples of the application of the above metrics. 
Figure 4.2 Evaluation of two sample queries
The strategy we adopted for evaluating the query complexity is based on the expertise of the people asked for designating the weights rather than on a formal approach. Nevertheless, the results we got are quite reasonable and do not affect, directly, the comparison between the two environments. In fact, we used the introduced metric to determine three sets of six queries, of low, medium, and high complexity and the QBD* and SQL sets of users were asked to answer the same sets of queries.
Moreover the experiment gave us a significant feedback on the goodness of our metric: the more the query weight increased, the more the users took a large time and made a high number of mistakes in computing them (see Section 4.4). In general, we conjecture that there is a significant relationship between the independent variables, user skill and query classes, and the visual query language used.
More precisely, the naive users (SQL+QBD*) were exposed only to the low complexity set of queries, the intermediate users were exposed to the low and medium complexity sets, the expert users were exposed to all the queries. Each set of queries was composed by six queries. In particular, the low complexity queries consisted of selections on single relational tables (single entities in QBD*), with selection conditions as follows: simple positive (queries Q1, Q2, Q3), simple negative (Q5), multiple in conjunction (Q6), multiple in disjunction (Q4). The medium complexity queries comprised join operations (path navigations in QBD*) with different join and selection conditions. Queries Q1 and Q3 were simple equijoins involving two relational tables, Q2 was a join with a simple positive selection condition on the join result. Queries Q4 and Q5 were similar to Q2, but with a negative condition. Finally, Q6 was the only query of this group containing a join on three relational tables. High complexity queries comprehended both set operations and complex joins. In particular, Q1 was a join among several tables; Q2, Q3, Q4, Q5 involved set operations with growing complexity conditions; Q6 contained a self-join.
3. The Learning Phase
Our goal was to compare the effectiveness and the efficiency of the two approaches to query formulation, i.e., a textual declarative language against a graphical query language, discarding each aspect involving the learning time of the two environments. Following this guideline we set up two exhaustive courses about the two environments, giving to the users all the time they were needing to study them.
The SQL course was about the relational model and the SQL language, the QBD* course was about the Entity-Relationship model and the usage of the QBD* environment. In this way the users were totally acquainted with the query language, the underlying model, and, in the QBD* case, also with the environment implementation. In this way, during the final test, they were free of concentrating exclusively on the query formulation.
From a technical point of view, courses were set on a PC based environment and arranged in a self-learning fashion. Each user was provided with a floppy containing her/his course and was left free to study it. Several check points insured us of the correct learning of the subjects.
The Experiment Results
For each group of users, naives, intermediates, and experts, we measured the number of errors plus the time spent in formulating the query. Thus, the independent variables in the experiment were the type of query language, the users' skill, and the class of queries; the dependent variables were the time in seconds to complete a query and the accuracy of query completion.
In this section we report the figures summarizing the whole experiment, a more detailed discussion about its results is in the next section. For each group of users we report the results obtained for the corresponding classes of queries (low complexity for naive users, low and medium for intermediate users, low, medium and high for the experts). Figure 4 .3 shows the results outcoming from the SQL user groups while figure 4.4 is concerned with the results of the QBD* groups, were the number of correctly completed queries is expressed as a percentage (out of 100) and the answering time is the average time.
SQL Low complexity
Medium complexity High complexity 
Discussion
The hypothesis that a graphical query language would perform better than SQL was confirmed by the experiment results.
In figure 5 .1 we show the comparison of SQL and QBD* in terms of average time (left side) and correct answers (right side) of the low complexity queries per user group. Referring to SQL it is interesting to note that the naive users performed better than the intermediate ones. This is probably due to the fact that the intermediate users were mainly acquainted with some types of procedural languages, then it was difficult for them to learn a declarative language such as SQL. Moreover, they felt themselves confident in solving so easy questions, as a consequence they did not put enough attention in doing it. On the other hand, the naive users were completely unaware of programming techniques, so their mind was free of influences in learning a certain kind of language. Furthermore, even expert users did errors in simple questions. Such errors were mainly due to the need of remembering table names and using a precise syntax. This confirms our believes that even experts can profit from a more flexible query language. 
5.1: Mean answering times and percentage of correctly completed queries for low complexity queries
Referring to QBD*, we noticed that the fourth query, involving the use of the "OR" connective between the selection conditions, gave the most of the problems to the users. This is certainly due to the fact that the system makes use of some default assumptions that can be modified by the user. In this case the default consisted in considering all the selection conditions in conjunction. This means that if the user is interested in using the "AND" connective s/he does not need to specify it, while he should do it for the "OR", but s/he probably tends to forget this different treatment of the two connectives. We noticed that, in general, the use of the default does not help the user, on the contrary, it introduces more error possibilities. 
5.2: Mean answering times and percentage of correctly completed queries for medium complexity queries
In figure 5 .2 we show the comparison of SQL and QBD* for medium complexity queries. As for the SQL users, this set of queries gave the expected results, in the sense that the more experts were the users, the more they performed well.
Referring to QBD* we noticed that in the last question (Q6) both intermediate and expert users forgot to include the attributes not belonging to the main entity in the final result. We recall (see Section 2) that the system automatically includes the main concept attributes in the final result, while the attributes of the other concepts selected along the path have to be explicitly added. Again, we note that having some default rules in the system behavior confuses the users. On the other hand, the users never did "conceptual" errors, such as a wrong choice of the main concept or of the path to be followed. 
Expert users

5.3: Mean answering times and percentage of correctly completed queries for high complexity queries
In figure 5 .3 we show the comparison of SQL and QBD* for high complexity queries. SQL users, even if experts, did not gain great results for this kind of queries. In particular, they found very difficult the use of the self-join in query Q6. Also, the time results were particularly bad compared with the performance of the expert users in simple and intermediate queries.
QBD* users had a main problem in understanding the correct way of composing subqueries through the set operators. It is worth noting that for this last set of queries the differences in performance between the two query languages were significantly reduced, meaning that the main advantage in using a direct manipulation, graphical query language is in composing simple and intermediate queries. When the complexity of the query increases there is a conceptual comprehension gap that needs to be overcome by the user.
Finally, we compared the overall performances of the users by grouping the results on the three query classes. .5 shows the overall average of time completation scores for SQL and QBD*. An ANOVA test yielded no significant difference for naive users on completation time between SQL and QBD* at F(1,10) = 4.59, P< 0.05. There was however a significant difference on the subject's performance between the two systems at F(1,10) = 6.56, P > 0.05 (intermediate users) and F(1,10) = 8, P> 0.05 (expert users).
In summary, we can say that QBD* was superior to SQL in many respects:
-it offers a complete view of the database at a higher abstraction level, which has been particularly appreciated by the users; -the syntax is extremely simple; the user does not need to remember table or attribute names, but just to choose them navigating on the schema;
-the time needed to directly manipulate objects on the screen is less than the time used for writing SQL statements; -the error rate is reduced, in particular for simple queries (but we understand from the experiments that we have to improve the default mechanisms);
-the users find QBD* more attractive, so they are not bored by working with it.
Conclusions and Future Work
This paper describes an experiment aiming at estimating the advantages (or disadvantages) of a visual approach to database querying against a traditional one. In order to do this we compared QBD*, a visual query system based on the direct manipulation of Entity-Relationship diagrams, against the well-known SQL language. The results of the experiment were largely in favor of QBD*.
However, we have to note that QBD* not only adopts direct manipulation mechanisms and a diagrammatic representation of the database, but also an external data model, the Entity-Relationship model, conceptually more expressive than the relational model. This choice was done on purpose, because we believe that the model of the database information presented to the user should be close to his/her mental model of the reality of interest, and far from the database model. So, we think that user interfaces to database systems can gain from the adoption of effective external models and metaphors, expressive visual representations, friendly interaction mechanisms. We recall that the data model and its visual representation are two distinct aspects of the interface and different mappings can be established among them (see [Batini et al. 1993] and [Haber Ioannidis Livny 1994] ), but it is surely a good choice to try to improve both of them.
Our future work along these lines will be the comparison of two visual query systems based on the same conceptual model, but proposing different visual representations, namely iconic and diagrammatic, and interaction mechanisms. We already have two system prototypes and are presently setting up the experiment environment.
