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El avance tecnológico de los dispositivos móviles ha ido creciendo rápidamente en los últimos años. Cada año nace una
nueva  generación  de  smartphones  y  tabletas  incorporando  nuevas  tecnologías.  Estas  permiten  obtener  mayor
información para adicionar nuevas funcionalidades, mejorar la experiencia de usuario y potenciar la comunicación. De
este modo, las aplicaciones móviles permiten establecer un buen canal de transmisión entre una entidad y el usuario. Es
por ello que el objetivo de este trabajo es mejorar la experiencia de los alumnos de la Universidad Nacional de la Plata
mediante el estudio y desarrollo de una aplicación que enriquezca la comunicación entre los alumnos y ella, mejorando el
acceso a la información. Para llevar esto a cabo se desarrolla una interfaz de comunicación genérica y segura que
permita integrar los servicios disponibles en la Universidad y les de acceso a características propias de los dispositivos
móviles. Se implementan también dos extensiones a servicios utilizados por la Universidad para que interactúen con la
aplicación:  SIU Guaraní  y  Moodle.  Por  último se realizan  pruebas de usabilidad para  comprobar  que  el  desarrollo
propuesto cumpla con un cierto nivel de aceptación de los usuarios.
Servicios  de la Universidad, aplicación móvil, api, REST,
usabilidad,  integración,  Moodle,  Guaraní,  Sofware Libre,
experiencia  de  usuario,  Ionic,  Lumen,  Laravel,  Android,
Focus Group.
Se puede desarrollar una solución para facilitar el acceso
a  la  información  por  parte  de  los  alumnos,  que  sea:
abierta  (utilizando  software  open  source  y  estándares
abiertos),  distribuida,  extensible  a  otras  Universidades,
con  una  interfaz  pública  que  pueda  ser  consultada  y
utilizada  por  otros  servicios,  y  que  permita  integrar
aspectos claves de múltiples sistemas.
Estas características ayudan a mejorar la experiencia de
usuario de múltiples sistemas universitarios, manteniendo
una  comunicación  inmediata  con  la  casa  de  altos
estudios.
Se  desarrolló  una  aplicación  móvil  multiplataforma
utilizando Ionic  2.  Se definió  e implementó una interfaz
genérica  a  través  de  una  API  RESTful  que  permite
integrar  la  información  de  cualquier  servicio  de  la
Universidad Nacional de La Plata con la aplicación.
También se crearon dos extensiones que interactúan con
“Mi  Universidad”  para  dos  servicios  utilizados  en  la
Universidad: un plugin para Moodle y una personalización
del sistema SIU Guaraní.
Se  pretende  focalizar  la  implementación  inicial  de  la
aplicación a los alumnos internacionales de la Universidad
Nacional de La Plata. Además, como trabajos futuros se
destacan:  mejorar  contenidos  existentes  e  incorporar
nuevos.  Incorporar  un  motor  de  búsqueda  para  buscar
todo  contenido  "buscable".  Mejorar  la  integración  con
redes  sociales,  permitiendo  la  incorporación  de
novedades  desde  páginas  de  Facebook,  Twitter  y
Google+. Analizar la integración de la API dentro de un
API Gateway. Ampliar  la compatibilidad de la aplicación
con versiones de Android menores a 4.4
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El avance tecnolo´gico de los dispositivos mo´viles ha ido creciendo ra´pida-
mente en los u´ltimos an˜os. Cada an˜o nace una nueva generacio´n de smartp-
hones y tabletas incorporando nuevas tecnolog´ıas (GPS, lector de huellas,
notiﬁcaciones, acelero´metro, ca´mara, etce´tera). Estas permiten obtener ma-
yor informacio´n para adicionar nuevas funcionalidades, mejorar la experien-
cia de usuario y potenciar la comunicacio´n. De este modo, las aplicaciones
mo´viles (apps) permiten establecer un buen canal de transmisio´n entre una
entidad y el usuario o entre los distintos usuarios (que comparten un intere´s
en comu´n).
Los dispositivos mo´viles son formadores de ha´bito en sus usuarios: exis-
te una tendencia a revisar repetitivamente por per´ıodos cortos, contenido
dina´mico, fa´cilmente accesible desde el celular[1]. Estos ha´bitos motivan al
usuario a realizar otras tareas con el tele´fono, incrementando el tiempo total
de su uso.
Para este trabajo, referire´ como “entidad” a la Universidad Nacional de
La Plata (UNLP), sus dependencias y subdivisiones, dentro de las cuales en
sus sistemas guardan una gran cantidad de informacio´n sobre las personas
que all´ı desarrollan sus actividades. Dentro de ese conjunto de datos ﬁguran
los pertenecientes a los alumnos, poblacio´n universitaria a la que apuntare´ y
voy a considerar “usuarios”.
Segu´n un estudio realizado por Google sobre el uso de smartphones en
Argentina, [2] “la penetracio´n de los tele´fonos inteligentes actualmente al-
canza al 24% de la poblacio´n, y sus propietarios dependen cada vez ma´s de
sus dispositivos. El 71% de estos usuarios accede a Internet todos los d´ıas
desde su tele´fono inteligente, y casi nunca sale de su casa sin llevarlo.”. Se
hace evidente el hecho de que los dispositivos inteligentes se han convertido
en un accesorio indispensable para la vida cotidiana, y su aceptacio´n es so-
cialmente masiva, por lo que considero que el desarrollo de una aplicacio´n
que comunique a la “entidad” con los “usuarios” sera´ u´til para mejorar la
experiencia de usuario, por parte de los alumnos, el acceso a la informacio´n
de los servicios de la Universidad, as´ı como tambie´n fomentara´ la presencia
de la misma.
Adema´s, al utilizarse sistemas abiertos e implementados por todas las
Universidades de la Argentina, esta solucio´n podra´ expandirse hacia ellas.
Por lo expuesto se hace evidente la necesidad de uso de las tecnolog´ıas
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arriba mencionadas, para el desarrollo de una aplicacio´n que enriquezca la
comunicacio´n entre los alumnos y la entidad para mejorar su experiencia de
usuario.
Para llevar esto a cabo tambie´n es necesario proveer de una interfaz de
comunicacio´n gene´rica que permita integrar los servicios disponibles en la
Universidad. El resultado de esta integracio´n facilita a los usuarios el acceso
a la informacio´n y brinda la posibilidad de utilizar caracter´ısticas propias
de los dispositivos mo´viles a sistemas externos. Tambie´n les permite tener
acceso al mundo de los smartphones sin requerir el desarrollo completo de
una aplicacio´n mo´vil, agrupando la informacio´n en un solo lugar.
Objetivo
Esta tesina se centra en el desarrollo de una aplicacio´n mo´vil que permita
integrar mu´ltiples servicios de la Universidad Nacional de La Plata (en parti-
cular para este proyecto: SIU Guaran´ı y Moodle), con el objetivo de mejorar
la experiencia de usuario de los estudiantes, potenciando las posibilidades de
comunicacio´n y colaboracio´n entre ellos, la Universidad y sus dependencias,
la sociabilizacio´n de contenidos y la presencia de la Universidad.
De ello se desprenden los siguientes objetivos espec´ıﬁcos:
Analizar la aplicaciones universitarias existentes en Argentina y el mun-
do para determinar las caracter´ısticas ma´s relevantes de este desarrollo.
Analizar las herramientas existentes para llevar a cabo el desarrollo de
una aplicacio´n multiplataforma sobre dispositivos mo´viles, aprovechan-
do las posibilidades tecnolo´gicas que estos poseen.
Analizar la integracio´n de la aplicacio´n mo´vil con los distintos servicios
Web que brinda la Universidad.
Desarrollar una aplicacio´n mo´vil que permita comunicar y representar
la informacio´n obtenida de los distintos servicios.
Deﬁnir (y desarrollar) una interfaz de comunicacio´n (Application Pro-
gramming Interface (API)) gene´rica y segura, que permita integrar los
servicios.
Desarrollar la integracio´n de la aplicacio´n mo´vil con SIU Guaran´ı, con-
tribuyendo a la comunidad de desarrolladores que implementan este
sistema en todas las Universidades Nacionales.
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Desarrollar la integracio´n con Moodle aportando la posibilidad de co-
nexio´n para quienes utilicen este sistema open source.
Se considera que estos objetivos no deben estar orientados solo a la
Universidad Nacional de La Plata, sino que tambie´n contemplen a otras Uni-
versidades Nacionales. Es por ello que, adema´s de requerimientos de disen˜o,
se prioriza el co´digo abierto como un aspecto fundamental en las decisiones
a tomar.
Este desarrollo se implementa utilizando la arquitectura cliente-servidor,
por lo que consta de dos partes:
Del lado del servidor: una API REpresentational State Transfer (REST)
escalable implementada en PHP utilizando JSON como formato de re-
presentacio´n de los datos y OAuth como protocolo de autorizacio´n.
Dicha API permitira´ la comunicacio´n con los clientes mo´viles y los
servicios de la Universidad.
Del lado del cliente: una aplicacio´n mo´vil multiplataforma implemen-
tada para Android que se comunicara´ con la API mencionada anterior-
mente. Utilizara´ la tecnolog´ıa del tele´fono para llevar a cabo las nuevas
operaciones de notiﬁcacio´n y acceso ala informacio´n.
Inicialmente, tambie´n sera´ necesario implementar algunos servicios que
interactu´en con dicha API. Para ello, se desarrollara la integracio´n con:
SIU Guaran´ı: Se va a implementar un conector utilizando el Framework
Sistema de Informacio´n Universitaria (SIU) Chulup´ı (creado por el SIU
y utilizado en Guaran´ı Web, versio´n 2.9 y 3) que permita comunicar e
integrar los recursos de Guaran´ı.
Moodle: Se implementa un conector como plugin de Moodle que per-
mite comunicar las novedades y acceder a otros recursos.
Con la ﬁnalizacio´n de la Tesina se pretende desarrollar el servicio com-
pleto de una aplicacio´n mo´vil para los alumnos de la Universidad Nacional de
La Plata, para contribuir a la mejora en la comunicacio´n con sus estudiantes,
su sociabilizacio´n e integracio´n de sus servicios Web.
Como ana´lisis posterior, se aplican te´cnicas de usabilidad para veriﬁcar
el impacto en el uso de la herramienta. Estas permiten obtener un feedback
de los potenciales usuarios.
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1. Cap´ıtulo I: Contexto
En este cap´ıtulo se busca analizar el contexto sobre el uso de Siste-
mas Operativos mo´viles (en la UNLP, Argentina y el mundo), las aplicacio-
nes universitarias existentes en la actualidad y cuales son sus caracter´ısticas
principales.
1.1. Ana´lisis sobre los Sistemas Operativos Mo´viles
En el mercado actual existe una amplia variedad de empresas que venden
tele´fonos mo´viles inteligentes.
Desde el punto de vista del desarrollo, el 80% de aquellos que desa-
rrollan aplicaciones mo´viles profesionalmente, apuntan a Android como su
plataforma primaria. Con el 53% iOS y 30% el navegador del mo´vil[3].
Figura 1: Porcentaje de desarrolladores que elijen como plataforma primaria
a un sistema operativo.
Particularmente en sudame´rica, el porcentaje de desarrolladores mo´viles
priorizando la plataforma Android es del 38% de manera profesional, ma´s
18% como hobby o proyecto secundario. En segundo lugar esta´ iOS con el
15% profesional y 3% como hobby o proyecto secundario[3].
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Desde el punto de vista del uso, la venta de tele´fonos celulares en todo
el mundo con Android como sistema operativo represento´ el 86,2% del total
de las ventas, frente al 12,9% de iOS y 0,9% entre Windows, BlackBerry y
otros. En Argentina Android representa el 79% de los sistemas operativos
del mercado, Windows 12% e iOS, 3,5%[4].
En particular para la Universidad Nacional de La Plata (como se detalla
en la ﬁgura 2) se mantiene esta proporcio´n de uso con el 80% de usuarios
de Android, 14% iPhone, 4% Windows y Windows Phone y el resto, otros
(Blackberry y sistema no especiﬁcado). En la siguiente seccio´n (1.1.1) se
revisa co´mo fueron tomados estos datos.
Figura 2: Porcentaje de uso de sistemas operativos mo´viles en la UNLP.
De estos hechos se desprende la necesidad de considerar un desarrollo
que permita ser implementado en mu´ltiples plataformas mo´viles. Se tendra´ en
cuenta para el alcance de esta tesis, Android, puesto que es el principal sis-
tema operativo mo´vil del mercado en Argentina[4], adema´s de su importante
adopcio´n en el mundo del desarrollo[3].
1.1.1. Android: Versiones utilizadas en la UNLP
Se analizaron los datos captados mediante la utilidad Google Analytics
sobre los usuarios del sistema Guaran´ı en la Universidad Nacional de La Pla-
ta1. Esta herramienta permite discriminar, en los accesos a su interfaz Web,
por Sistema Operativo y versio´n. En particular para Android, la informacio´n
1Estos datos fueron obtenidos desde el Centro Superior para el Procesamiento de la
Informacio´n (CeSPI), lugar en donde trabajo.
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extra´ıda sirve como un indicador de las versiones que tienen instaladas los
estudiantes.
Los datos se obtuvieron desde el 1 de Enero de 2017 hasta el 6 de Sep-
tiembre de 2017, y comprenden las “fechas pico” del uso del sistema: las
inscripciones a cursadas. Se analizaron 22 instalaciones correspondientes a
todas las Facultades de la Universidad Nacional de La Plata y otras depen-
dencias (como postgrados). Las cantidades cuentan lo que Google denomina
como sesiones : “una sesio´n es el elemento que engloba las acciones del usua-
rio en su sitio web”, y como acciones a “un conjunto de interacciones que
tienen lugar en su sitio web en un periodo determinado”[5]. Cabe destacar
que bajo estos conceptos, un usuario podr´ıa ingresar dos veces al sitio en
diferentes momentos y se contar´ıa como dos sesiones2.
En el cuadro 1 se pueden ver las cantidades por versio´n de Android.
Cuadro 1: Cantidad de sesiones en Guaran´ı desde Android, por versio´n (Enero
a Septiembre 2017)













Del cuadro 1 se desprenden los porcentajes de la ﬁgura 3. En el gra´ﬁco
se puede ver que mas del 94% utilizan la versio´n 4.4 o superiores.
2Inclusive las sesiones pueden ser con dos sistemas operativos distintos (o distintas
versiones).
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Figura 3: Porcentaje de uso en versiones de Android en accesos a Gua-
ran´ı Web
En el anexo A.1 se detallan los valores por Unidad Acade´mica.
1.2. Caracter´ısticas en aplicaciones para el a´mbito uni-
versitario
En la actualidad existen muchas aplicaciones para ayudar en cada as-
pecto de nuestra vida cotidiana, y el a´mbito universitario no escapa a ello.
En este sentido se revisara´n los aspectos caracter´ısticos de las ma´s u´tiles[6]
para poder analizar funcionalidades interesantes que puedan mejorar la ex-
periencia de los estudiantes y fortalecer la presencia de la Universidad.
Los aspectos a considerar sera´n tratados en las siguientes secciones.
1.2.1. Novedades
Es importante para el estudiante estar al tanto de las novedades sobre
las distintas entidades que intervienen en el transcurso de su carrera uni-
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versitaria: materias, Facultad, Universidad, biblioteca, etc. Muchas veces, al
ser estas tan diversas, sus canales de comunicacio´n tambie´n lo son. Es por
ello que surge la necesidad de facilitar la uniﬁcacio´n del punto de acceso a
esta informacio´n. Por otra parte, en los usuarios de smartphones existe una
tendencia a revisar repetitivamente por per´ıodos cortos, contenido dina´mico,
fa´cilmente accesible desde el celular[1]. Por estas razones es que se conside-
rara´ a las “novedades” como uno de los aspectos ma´s relevantes.
Existen mu´ltiples aplicaciones para el manejo de novedades. De hecho,
en muchas de ellas es su principal caracter´ıstica y es por ello que en ocasiones
son adoptadas como la herramienta de publicacio´n de noticias.
Tanto para Android como para iOS existen Facebook, Twitter y What-
sapp.
Figura 4: Captura de pantalla: ejemplo de uso de Facebook para la publica-
cio´n de noticias.
Como principales caracter´ısticas podemos destacar la visualizacio´n en
un lugar comu´n de todas las noticias de nuestro intere´s (y su actualizacio´n
con el gesto pull to refresh) y el recibimiento de notiﬁcaciones, junto con un
indicador visual de la cantidad de novedades.
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1.2.2. Planiﬁcacio´n estudiantil
La planiﬁcacio´n es clave para la vida universitaria de los estudiantes.
En este sentido resulta u´til una herramienta que ayude a organizar fechas y
horarios de cursada, parciales, ﬁnales y entregas en un cronograma. Existen
aplicaciones para manejar esta informacio´n.
En Android esta´ disponible Timetable3: que permite (de manera intuiti-
va) administrar las tareas, exa´menes, permitiendo la sincronizacio´n con otros
dispositivos. Como caracter´ıstica novedosa, silencia el tele´fono en los hora-
rios de clase. Para iOS existe Class Timetable4 similar a la anterior, pero
permitiendo el env´ıo de notiﬁcaciones de tareas o vencimientos y mejores
visualizaciones para las actividades de la semana.
1.2.3. Geolocalizacio´n
La ubicacio´n en cualquier lugar del planeta puede deﬁnirse de manera
simple a trave´s de coordenadas (latitud, longitud y altitud). El auge de los
smartphones y tabletas, el costo cada vez menor del acceso a la red y la po-
pularidad de Internet, hace que haya una “mayor aplicacio´n de la tecnolog´ıa
de geolocalizacio´n en el a´mbito educativo”[7].
Los datos de geolocalizacio´n permiten relacionar una informacio´n con
una posicio´n en el mapa. Esto facilita la visualizacio´n y la identiﬁcacio´n de
patrones sobre zonas geogra´ﬁcas.
Por otra parte, tambie´n permite que los “usuarios encuentren a personas
con intereses similares situadas en un entorno cercano y entren en contacto
con ellas a trave´s de servicios basados en la localizacio´n”[7].
1.2.4. Presencia mo´vil de la Universidad
El te´rmino presencia mo´vil reﬁere al hecho de estar presente en los dis-
positivos mo´viles (smartphones y tablets) estableciendo un canal de difusio´n
de contenidos[8].
3Timetable disponible en Google Play: https://play.google.com/store/apps/
details?id=com.gabrielittner.timetable
4Class Timetable disponible en https://itunes.apple.com/gb/app/
class-timetable/id425121147?mt=8
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Uno de los aspectos importantes de tener una app (adema´s de tener
mejor experiencia de uso que una aplicacio´n Web) es mejorar esta presencia
de la Universidad en el a´mbito de las aplicaciones y tiendas virtuales de
las distintas plataformas mo´viles. En este sentido, uno de sus principales
beneﬁcios es: fortalecer la imagen. La existencia de una aplicacio´n fortalece
el conocimiento de la institucio´n y la comunicacio´n con sus usuarios. De esta
manera, mejora el compromiso de ellos para con la Universidad[9].
1.3. Aplicaciones universitarias existentes
Actualmente existen varias soluciones para dispositivos mo´viles en el
contexto universitario. Tanto aplicaciones que abarcan aspectos puntuales en
el proceso de educacio´n, como plataformas para el desarrollo de herramientas
universitarias. Se analizara´n los aspectos interesantes de las aplicaciones ma´s
importantes en el a´mbito de la Universidad Nacional de La Plata, Argentina
y el mundo.
1.3.1. Informa´tica UNLP
Figura 5: Capturas de pantalla de la aplicacio´n de la Facultad de Informa´tica:
Informa´tica UNLP.
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Desde Mayo de 2016 esta´ disponible la aplicacio´n5 de la Facultad de
Informa´tica. Entre sus caracter´ısticas principales, esta posee:
Cartelera de novedades: con la posibilidad de recibir notiﬁcaciones
al momento de una publicacio´n.
Aulas y horarios: le permite al estudiante conocer que´ materias esta´n
siendo dictadas en ese momento junto con la indicacio´n del aula. In-
forma tambie´n sobre cuales son los d´ıas y horarios de las asignaturas
de su intere´s, y adema´s posee una caracter´ıstica muy interesante: un
esca´ner de co´digo QR para conocer que´ materia se esta´ dictando en el
aula escaneada.
Informacio´n acade´mica e institucional: comunica al usuario acerca
de las carreras y los planes de estudio, el calendario acade´mico y las
fechas de los exa´menes ﬁnales. Tambie´n posee enlaces a la Facultad en
las redes sociales e informacio´n de contacto.
1.3.2. Jursoc UNLP
Figura 6: Captura de pantalla de la aplicacio´n de la Facultad de Ciencias
Jur´ıdicas y sociales: JursocUNLP.
5Informa´tica UNLP disponible en https://play.google.com/store/apps/details?
id=ar.edu.unlp.info.infoUNLP
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El a´rea de informa´tica de la Facultad de Ciencias Jur´ıdicas y Sociales
desarrollo´ una aplicacio´n mo´vil6 para sus estudiantes. En ella se destacan: la
consulta de aulas y horarios de las ca´tedras, notiﬁcaciones sobre cambios en
las mesas de examen, los nu´meros de sorteo utilizados para la inscripcio´n a
cursadas y la geolocalizacio´n del ediﬁcio para se ubicado mediante el GPS.
1.3.3. UNLP: ART Salud
Figura 7: Captura de pantalla de la aplicacio´n UNLP: ART Salud.
Se trata de una aplicacio´n 7 con informacio´n u´til acerca de la aseguradora
de riesgos de trabajo (ART) correspondiente a la Universidad Nacional de
La Plata.
Contiene mapas para ubicar las oﬁcinas de la ART, tele´fonos u´tiles y
una gu´ıa de tra´mites
6JursocUNLP disponible en https://play.google.com/store/apps/details?id=
com.jursocunlp.app&hl=es-419
7UNLP: ART Salud disponible en https://play.google.com/store/apps/details?
id=com.mobincube.tramites_art.sc_HS2EQP
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1.3.4. Kurogo (Modo Labs)
Figura 8: Capturas de pantalla del menu´ principal de aplicaciones realizadas
con Kurogo.
Kurogo es una plataforma desarrollada por Modo Labs para crear apli-
caciones mo´viles (con sistema operativo Android o iOS) orientadas a la fa-
vorecer la comunicacio´n y dar a conocer informacio´n acerca de entidades, en
especial, universitarias, de manera sencilla. Dicha plataforma esta´ organizada
en una serie de mo´dulos (expresados a trave´s ı´conos con texto en la pantalla
principal como se muestran en la ﬁgura 8) que representan datos y activi-
dades de intere´s para el estudiante: servicios que ofrecen, enlaces, eventos,
horarios, tele´fonos y mapas. Se destacan algunas de sus funciones:
Calendario: Agrupados por las categor´ıas a las que pertenecen, se
muestra informacio´n de los eventos relacionados a la universidad, con
la posibilidad de buscarlos, compartirlos y agregarlos al calendario del
dispositivo.
Mensajer´ıa: Le permite a los estudiantes recibir notiﬁcaciones push y
mensajes en forma de avisos en tira8.
Bibliotecas: Permite realizar bu´squedas de libros y art´ıculos y consul-
tar su informacio´n y disponibilidad Mapa: ofrece un mapa completo de
8Los avisos en tira son mensajes breves que aparecen en la parte superior de la pantalla.
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los ediﬁcios internos del campus universitario (de interiores y exterio-
res). Existe tambie´n la posibilidad de realizar bu´squedas.
Emergencias: Permite recibir noticias cr´ıticas de emergencias y acce-
der al listado de tele´fono u´tiles.
Comedor: Da a conocer los menu´s y platos que ofrece el comedor,
junto con sus horarios.
Estacionamiento: Este mo´dulo permite recibir informacio´n en vivo
de los lugares libres para estacionar el automo´vil. Requiere de software
y hardware extra para permitir esta funcionalidad.
Kurogo es utilizada por Universidades como Colgate University, Harvard y
CSUN, entre otras.
1.3.5. Universidad de Harvard
La Universidad de Harvard[10] posee varias aplicaciones mo´viles para
sus estudiantes. La principal, Harvard Mobile, esta´ desarrollada utilizando
Kurogo (antes mencionada) y brinda la informacio´n ba´sica que provee esta
plataforma. Esta´ disponible para iOS, Android y web mo´vil9. Tambie´n dispo-
nen de tres aplicaciones orientadas tours y recorridos virtuales (con diferentes
tema´ticas histo´ricas, culturales y bota´nicas), y otra relacionada con eventos
y noticias de la escuela de salud pu´blica.
9Sitio web optimizado para mo´viles: https://m.harvard.edu/
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1.3.6. Universidad de Oxford
Figura 9: Captura de pantalla de la aplicacio´n oﬁcial de la universidad de
Oxford.
Para la Universidad de Oxford[11] existe una aplicacio´n principal (Ox-
ford University: The Oﬃcial Guide app, disponible solo para iOS) que esta´ cen-
trada en mostrar las novedades y los recorridos tur´ısticos focalizados en dis-
tintas tema´ticas como esculturas, jardines y ganadores del premio Nobel,
entre otras. Permite tambie´n, conocer que´ hay en los alrededores y mostrar
sugerencias de que´ hacer en esa zona.
Existen adema´s otras apps secundarias que permiten ver la revista de la
institucio´n (Oxford Today) y recorrer sus museos (Explore Oxford University
Museums) y un sitio web adaptado con estilos mo´viles en el que sus prin-
cipales funciones son son: conocer las tareas diarias, veriﬁcar el estado del
transporte en colectivo, encontrar un libro de la biblioteca, etce´tera.
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2. Cap´ıtulo II: Ana´lisis y marco teo´rico
2.1. Introduccio´n
Este cap´ıtulo presenta el marco teo´rico y el ana´lisis de las tecnolog´ıas
existentes, para fundamentar el desarrollo propuesto y su implementacio´n.
Es importante destacar que para el marco teo´rico del proyecto propuesto
en esta tesina, surge la necesidad de considerar los mecanismos para:
Brindar un mecanismo gene´rico para integrar informacio´n u´til para el
estudiante, entre distintos sistemas implementados en la Universidad
Nacional de La Plata.
Proveer nuevas operaciones y que estas este´n disponibles para su uso
externo, a trave´s de otros sistemas.
Comunicar datos de intere´s entre el backend y los dispositivos mo´viles.
Representar estos datos en una aplicacio´n mo´vil, de manera sencilla y
que el usuario encuentre co´modo al momento de su utilizacio´n.
Expresar la libertad de uso, copia y modiﬁcacio´n del desarrollo.
En primera instancia se revisan las razones del uso de software libre. En
segundo lugar, puesto que el modelo de aplicacio´n distribuida elegido es el de
cliente-servidor, este apartado continu´a con dos secciones. La primera, revisa
las caracter´ısticas te´cnicas para proveer los recursos (backend, servidor) y la
segunda, detalla sobre el consumidor (frontend, cliente).
Por otra parte, considerara´ algunos de los servicios implementados ac-
tualmente por la Universidad Nacional de La Plata (y sus dependencias) para
lograr su integracio´n. Adema´s, se considerara´ la potencialidad de incorpora-
cio´n de otros servicios pre-existentes a este desarrollo.
2.2. Software libre y de co´digo abierto
El software libre y de co´digo abierto (denominado Free and open-source
software (FOSS)) es aquel que reu´ne ambas caracter´ısticas: la de ser Software
libre y de co´digo abierto. Esto signiﬁca que cualquiera es libre de usar, co-
piar, estudiar y cambiar el software, y adema´s que su co´digo es abiertamente
compartido para motivar a las personas a que mejoren su disen˜o[12].
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Aunque ambos te´rminos parezcan similares y este´n motivados por cues-
tiones en comu´n, existen diferencias: el co´digo abierto se basa en las ventajas
que posee este modelo de desarrollo, mientras que el software libe es un con-
cepto ma´s ﬁloso´ﬁco que trata de las libertades de los usuarios respecto de los
programas.
El software libre se base en que los programas deben respetar cuatro
libertades. A continuacio´n son enumeradas, citando textualmente a la Free
Software Foundation en [12]:
La libertad de ejecutar el programa como se desea, con cualquier
propo´sito (libertad 0).
La libertad de estudiar co´mo funciona el programa, y cambiarlo
para que haga lo que usted quiera (libertad 1). El acceso al co´digo
fuente es una condicio´n necesaria para ello.
La libertad de redistribuir copias para ayudar a su pro´jimo (li-
bertad 2).
La libertad de distribuir copias de sus versiones modiﬁcadas a
terceros (libertad 3). Esto le permite ofrecer a toda la comunidad
la oportunidad de beneﬁciarse de las modiﬁcaciones. El acceso al
co´digo fuente es una condicio´n necesaria para ello. [12]
Los beneﬁcios de estos principios[13] son:
La seguridad: Cuantas ma´s personas vean el co´digo, es ma´s probable
que detecten errores y los corrijan. Esto tiene un impacto directo en el
marco de la seguridad.
La calidad: En relacio´n con el inciso anterior, la cantidad de usuarios
de un desarrollo, tambie´n inﬂuye, ya que permite que estos incorporen
nuevas funcionalidades o las mejoren.
Personalizacio´n: Al permitir modiﬁcaciones, habilita a que estas se
realicen para adaptarse a las necesidades del usuario u organismo.
La libertad: La utilizacio´n de software de co´digo abierto libera el hecho
de “estar atado” a una tecnolog´ıa propietaria.
La interoperabilidad: Suele adhiere ma´s a los esta´ndares libres que el
software privativo, lo que evita estar limitado al uso de formatos cerra-
dos.
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La auditabilidad: La visibilidad del co´digo permite a los usuarios ver
las acciones que este ejecuta.
Las opciones de soporte: El soporte es gratis a trave´s de la asistencia de
la comunidad de usuarios y desarrolladores. Tambie´n existe el soporte
pago, cuando es requerido asegurarse un mantenimiento.
La gratuidad (sin costo): por deﬁnicio´n es gratis.
Las pruebas de un producto: Ayuda a evaluar un software antes de
utilizarlo.
Estos principios motivan su adopcio´n para el desarrollo de software reali-
zado para esta tesina y como una caracter´ıstica requerida en los componentes
que esta utilice.
2.2.1. GNU General Public License versio´n 3
La licencia pu´bica general GNU (GNU General Public License (GNU
GPL)) fue creada por Richard Stallman para el proyecto GNU. Esta brinda
garant´ıas al usuario ﬁnal para utilizar, compartir, estudiar y cambiar el soft-
ware. Su objetivo es declarar que los desarrollos que este´n bajo esta garant´ıa
sean libres y este´n protegidos por copyleft, evitando que futuras modiﬁcacio-
nes por terceros restrinjan las libertades que brinda esta licencia.
En al an˜o 2007 se publico´ la versio´n 3. En l´ıneas generales esta nueva
versio´n incorporo´ los siguientes cambios[14]:
Neutralizar las leyes que proh´ıben el software libre.
Reforzar la proteccio´n contra amenazas de patentes.
Aclarar la compatibilidad de la licencia con otras.
Agregar licencias compatibles.
Habilitar nuevas maneras para compartir el co´digo fuente.
Distribuir menos co´digo fuente (agregando excepciones para librer´ıas
comunes).
Ajustes para hacer mas global a la licencia.
Para terminar, todo el co´digo fuente escrito para el desarrollo de esta
tesina adhiere a la licencia GNU GPL versio´n 3.
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2.3. Infraestructura del backend
En la arquitectura del sofware existen muchas capas entre el usuario y el
procesador f´ısico que ejecuta las instrucciones. Una de ellas, es la denominada
como backend. Esta capa es la que se encarga de manejar la lo´gica de negocios
y el almacenamiento, y su ejecucio´n se hara´ del lado del servidor.
En las siguientes secciones analizaremos las caracter´ısticas te´cnicas re-
queridas por las necesidades planteadas en la introduccio´n de ese cap´ıtulo,
que justiﬁquen las decisiones para este desarrollo (en relacio´n con el backend).
2.3.1. Sistemas distribuidos
Al comienzo de la era de las computadoras modernas, entre 1945 y 1985,
estas eran muy costosas y de gran taman˜o. Adema´s operaban independien-
temente unas de otras.
A mediados de los an˜os 80, ocurrieron dos avances tecnolo´gicos claves
que resultaron en el comienzo de una nueva era para favorecer el desarrollo
de los sistemas distribuidos[15].
El primero es el avance en la potencia de los microprocesadores: se pro-
dujo un gran aumento del poder de co´mputo y a su vez una considerable
reduccio´n en su precio. Esto fue tan vertiginoso que, como indica Tanem-
baum, “si los autos hubieran mejorado a este ritmo en el mismo per´ıodo de
tiempo, un Rolls Royce hoy hubiera costado 1 do´lar y obtendr´ıamos un billo´n
de millas por galo´n. Desafortunadamente, tambie´n ser´ıa probable que tuviera
un manual de 200 pa´ginas explicando co´mo abrir la puerta”[16].
El segundo avance se trata de la aparicio´n de las redes de alta velocidad:
desde las redes de a´rea local, hasta las redes de a´rea amplia, permitieron que
miles de computadoras se conecten entre s´ı. Con velocidades variantes, han
ido evolucionando desde unos pocos Kilobits hasta Gigabits por segundo.
En conclusio´n, estos dos factores hacen que hoy sea posible desarrollar
fa´cilmente sistemas que integren a mu´ltiples computadoras que interactu´an
a trave´s de redes de alta velocidad. Estos sistemas y su interaccio´n deﬁnen
un sistema distribuido.
Tanembaum y Van Steen deﬁnen a los sistemas distribuidos como “una
coleccio´n independiente de computadoras que se muestran a sus usuarios
como un u´nico sistema coherente”[16, p. 2]. De esta manera especiﬁcan que
sus principales objetivos son:
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Hacer que los recursos remotos este´n disponibles de manera controlada
y eﬁciente.
Ocultar que procesos y recursos esta´n f´ısicamente dispersos entre compu-
tadoras distintas.
Ser abiertos. Esto signiﬁca que el acceso a sus servicios este´ establecido
por ciertas reglas esta´ndar que deﬁnan su sintaxis y su sema´ntica.
Ser escalables. Esto es que tenga la posibilidad de crecer sin perder
calidad en el servicio.
Estos objetivos sera´n requerimientos primordiales para llevar a cabo la
integracio´n de los servicios de la Universidad con la aplicacio´n mo´vil.
2.3.1.1 Servicios Web
Segu´n la deﬁnicio´n de la Universal Description, Discovery and Integra-
tion (UDDI), los Servicios Web son “aplicaciones modulares, auto-contenidas
que tienen interfaces abiertas, orientadas a Internet y basadas en esta´ndares”[17].
En te´rminos generales, son la manera de exponer informacio´n y funciona-
lidad de un sistema a trave´s de tecnolog´ıas Web, respetando sus esta´ndares.
El uso de estos es clave, ya que reduce la heterogeneidad existente entre sis-
temas facilitando su integracio´n[18].Esto nos permite utilizar los esta´ndares
Web como medio para comunicar sistemas.
Por estas razones se considera a los servicios Web como interfaz para
realizar la comunicacio´n de las aplicaciones de la Universidad. En las si-
guientes secciones se revisan los distintos tipos de servicios web, describiendo
sus principales caracter´ısticas.
2.3.1.2 SOAP
Simple Object Access Protocol (SOAP) deﬁne un protocolo de env´ıo de
informacio´n estructurada, con un tipo asociado y de manera descentralizada
utilizando como lenguaje XML[19]. Estos datos pueden viajar sobre proto-
colos de transporte existentes como HyperText Transfer Protocol (HTTP) o
Simple Mail Transfer Protocol (SMTP).
Un mensaje en SOAP consta de un elemento “sobre” (en ingle´s Enve-
lope) que dentro contiene otros dos elementos: un encabezado (header) y un




<!-- Contenido del encabezado -->
</SOAP:Header>
<SOAP:Body>
<!-- Contenido del cuerpo -->
</SOAP:Body>
</SOAP:Envelope>
Bloque de co´digo 1: Ejemplo de estructura ba´sica de mensaje XML en SOAP.
Envelope tiene dos hijos: header y body.
Por otra parte, SOAP deﬁne un modelo que le permite indicar a los
receptores del mensaje co´mo deben procesarlo. Modela el concepto de actor
que es quien sabe que´ parte del mensaje le corresponde y cual descartar para
enviar al siguiente.
Sus servicios permiten especiﬁcar un documento WSDL (en formato
XML) utilizado para detallar la interfaz de conexio´n, brindando informacio´n
al usuario sobre los para´metros y sus tipos de dato.
Las fortalezas de SOAP[20] son:
Transparencia e independencia respecto del protocolo de transporte.
El uso de WSDL para describir la interfaz del servicio ayuda a abstraer
detalles del protocolo de comunicacio´n y serializacio´n, as´ı como tam-
bie´n cuestiones de la plataforma sobre el que esta´ implementado (y el
lenguaje utilizado).
Sus debilidades:
Permite la existencia de problemas de interoperabilidad cuando se ﬁl-
tran tipos de datos nativos o construcciones del lenguaje en la interfaz,
atravesando las capas de abstraccio´n.
Produce un desajuste de impedancia que resulta costoso al traducir los




REST[21] es una arquitectura de servicios (cliente-servidor) que se basa
en los esta´ndares de la Web. En ella, los datos y las funciones son conside-
rados recursos y estos son accedidos mediante Uniform Resource Identiﬁer
(URI). Las acciones sobre estos recursos son las deﬁnidas por los verbos del
protocolo HTTP: GET, POST, PUT, DELETE (entre otros). A las API que
implementan la arquitectura REST, se les dicen que son RESTful.
De esta forma, su disen˜o fomenta que lo servicios sean simples, livianos
y performantes.
Sus fortalezas son[20]:
Su sencillez: al utilizar esta´ndares web (HTTP, URI, Multipurpose In-
ternet Mail Extensions (MIME), JavaScript Object Notation (JSON),
XML) deﬁnidos por la World Wide Web Consortium (W3C) e Inter-
net Engineering Task Force (IETF), la infraestructura necesaria para
su implementacio´n, es de uso generalizado.
Servidores y clientes HTTP esta´n disponibles para la mayor´ıa de los
lenguajes de programacio´n, sistemas operativos y plataformas. Adema´s
el puerto 80 generalmente se deja abierto en cualquier conﬁguracio´n de
ﬁrewall.
Infraestructura liviana y econo´mica.
Fa´cilmente escalable gracias a que soporta cache´, balance de carga y
Clustering.
Permite formatos de mensajes livianos como JSON o inclusive texto
plano para tipo de datos simples.
Sus debilidades son:
Su implementacio´n, al ser abierta, a veces no se adapta al correcto uso
de los verbos HTTP.
Para solicitudes idempotentes (utilizando el verbo GET ), existe una
limitacio´n en el taman˜o de la URI de 4KB.
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2.3.1.4 SOAP o REST: Conclusio´n
En base a las ventajas y desventajas de ambas tecnolog´ıas, se realizo´ un
ana´lisis[20, p. 809] y se concluyo´ que es conveniente utilizar REST para inte-
grar servicios a medida a trave´s de la Web y preferir SOAP en la integracio´n
de aplicaciones de negocio y que posean como requisito la calidad de servicio.
En base a lo analizado se concluye que la utilizacio´n de servicios REST
es conveniente para este desarrollo puesto que: provee mayor ﬂexibilidad, es
ma´s liviana, sus tecnolog´ıas son de uso generalizado y se adapta correcta-
mente a las necesidades de conexio´n de los dispositivos mo´viles y de otros
servicios externos que consuman la informacio´n provista. Adema´s facilita la
posibilidad de escalar horizontalmente y permite el uso de cache´.
Por otra parte, para la comunicacio´n con aplicaciones mo´viles, REST
supera ampliamente a SOAP. Una evaluacio´n hecha[22] demostro´ que REST
tuvo una mejor performance debido a mensajes de menor taman˜o y tiempos
de respuesta ma´s cortos, adema´s de su alta ﬂexibilidad y bajo overhead.
La latencia es importante en el a´mbito de las aplicaciones mo´viles ya que
existe una pe´rdida de performance y mayor consumo de red al sobrecargar
los mensajes con datos extra.
En conclusio´n, se recomienda la utilizacio´n de servicios RESTful[22] para
la conexio´n entre el backend y el dispositivo.
2.3.1.5 Disen˜o de una API RESTful
Para la comunicacio´n con otras aplicaciones utilizando REST es nece-
sario deﬁnir una API RESTful que cumpla con sus caracter´ısticas[21]. Estas
son:
Sin estado: No debe almacenar informacio´n de contexto del cliente.
Todos los datos que sean necesarios para la comunicacio´n, se env´ıan
en cada pedido HTTP, inclusive los datos de autenticacio´n (para el
caso de acceso a recursos restringidos). Esto es as´ı para favorecer la
escalabilidad y por ende la performance general de los servicios: la
ausencia de estados en el servidor, elimina la necesidad de sincronizar
los datos de sesio´n entre los distintos nodos[23].
Orientada a recursos: La arquitectura orientada a recursos se basa
sobre el concepto del recurso. Esto signiﬁca que cada uno de ellos es
un componente distribuido que permite ser accedido directamente y es
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manejado a trave´s de una interfaz comu´n esta´ndar[24]. Co´mo acceder
a ellos y que´ acciones realizar, se tratara´n en los dos siguientes puntos.
Acceso mediante URIs: En HTTP y en particular para los servicios
web REST, la URI es la principal interfaz de manipulacio´n de los datos.
Por lo tanto, para ser correcta, debe ser auto-descriptiva: que de manera
intuitiva se pueda predecir, o al menos saber do´nde buscar, el acceso
al recurso. Una manera para lograr esto es deﬁniendo URIs en base
a una estructura jera´rquica (de forma similar a la organizacio´n de los
directorios). De esta forma, existe una rama principal y de ella heredan
sub-ramas que van exponiendo cada uno de los servicios. Se utiliza
como caracter de separacio´n la “barra inclinada”.
Uso de me´todos HTTP: Las acciones que se realicen sobre los recur-
sos deben ser representadas a trave´s de los “verbos HTTP” (deﬁnidos
en el esta´ndar como me´todos HTTP). Existe una asociacio´n directa en-
tre CRUD y las operaciones HTTP[21]. Adema´s, cada una de ellas tiene
una sema´ntica asociada que implica un comportamiento impl´ıcito en la
API (pero bien deﬁnido en el esta´ndar HTTP). Por ejemplo el me´todo
GET es idempotente, lo que signiﬁca que no importa cuantas veces sea
invocado, siempre retornara´ los mismos resultados y no producira´ una
modiﬁcacio´n expl´ıcita (esperada por el usuario) en el sistema.
Representacio´n de los recursos en XML o JSON: la representa-
cio´n de un recurso reﬂeja el estado de este y sus atributos al momento
de su solicitud. La manera en que esta informacio´n es codiﬁcada es lo
que llamamos formato. Comu´nmente se utilizan dos formatos XML y
JSON. Ninguno es superior al orto y su eleccio´n depende de las necesi-
dades del sistema.
En particular, para la presente solucio´n, que no requiere la existencia de
datos complejos, se hace el foco en JSON. Este es ma´s simple (legible)
y compacto (menos overhead) y por ende su transferencia en la red es
ma´s ra´pida. Su uso en soluciones que utilizan JavaScript y AJAX es
ma´s eﬁciente y ﬂexible[25].
Estado de respuesta utilizando co´digos HTTP: estos co´digos son
devueltos siempre en una solicitud HTTP y esta´n deﬁnidos dentro del
esta´ndar[26]. Si bien no indican demasiado en dentro del dominio de
aplicacio´n, se vuelven u´tiles cuando son utilizados por un destinatario
o intermediario gene´rico (como cache´s, proxies o librer´ıas), que com-
prende el protocolo y sabe co´mo actuar ante ciertas respuestas.
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Versionable: el versionado no esta´ dentro de las recomendaciones o
de la especiﬁcacio´n, de hecho va en contra del “purismo de REST” y
es muy discutida la forma de llevarlo a cabo. Sin embargo, existe una
realidad: como el software cambia, tambie´n lo hacen sus APIs, por lo
tanto es un aspecto importante a destacar en su disen˜o.
A medida que el software evoluciona surge la necesidad de incorpo-
rar estos cambios en los servicios. Si estos se hicieran y no se tomase
ningu´n recaudo, se estar´ıan generando incompatibilidades en sistemas
que dependen de estos servicios. Para evitar estos problemas, surge la
necesidad del versionado de APIs.
Como indica Hunt en su art´ıculo[27], existen tres maneras “incorrectas”
de versionar APIs:
• Por Uniform Resource Locator (URL): Incorporando el nu´mero
de versio´n en la URI.
• Encabezado personalizado: Se crea un encabezado HTTP perso-
nalizado indicando la versio´n de la API del request.
• Encabezado Accept : Similar al punto anterior, pero este esta´ deﬁ-
nido en el esta´ndar so´lo que se le incorpora el dato de la versio´n.
Figura 10: Meme que bromea acerca de las discusiones en Internet sobre el
versionado de las interfaces REST
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2.3.2. Autorizacio´n y autenticacio´n
Al deﬁnirse la utilizacio´n de servicios REST para la comunicacio´n, el
siguiente paso es determinar que´ mecanismos de seguridad existen, que sean
compatibles y utilizados por la industria, para restringir el acceso a los re-
cursos.
Se denomina autenticacio´n al proceso de determinar que algo o alguien
es quien dice ser y autorizacio´n a la veriﬁcacio´n de los permisos necesarios
para acceder a un recurso[28].
El desarrollo propuesto requerira´ que se veriﬁque el acceso a la informa-
cio´n de:
los usuarios a trave´s de la aplicacio´n mo´vil y
de las aplicaciones y servicios externos que quieran integrar su infor-
macio´n.
Para ello se revisara´n los mecanismos que ma´s se adecuen para cada caso.
En el siguiente apartado, se investigan las tecnolog´ıas para realizar la
autorizacio´n y autenticacio´n de las diferentes partes intervinientes.
Para la interaccio´n entre:
la aplicacio´n mo´vil y laAPI: se utiliza el protocolo esta´ndar denominado
OAuth, en su segunda versio´n (OAuth 2.0).
aplicaciones externas y la API: se adopta el mecanismo de clave de API
y clave secreta.
A continuacio´n se detallan las caracter´ısticas de cada una.
2.3.2.1 OAuth2
El protocolo OAuth2 permite veriﬁcar que las aplicaciones tengan los
permisos necesarios para el acceso a los datos y operaciones en nombre del
usuario, sin estas conocer sus credenciales (nombre de usuario y contrasen˜a,
por ejemplo)[29].
Este mecanismo adema´s, posibilita la integracio´n entre las aplicaciones
sin compartir o guardar los datos de acceso. Para ello se vale del concepto
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de tokens de acceso de manera que el usuario no tenga que ingresar la clave
en aplicaciones de terceros. Este me´todo sirve para autenticar y autorizar,
por un tiempo limitado, cada solicitud. Desde el punto de vista de la segu-
ridad, esto es u´til, ya que si un atacante se hace del token de acceso, este
expirara´ reduciendo el potencial de dan˜o.
El tipo de acceso elegido para la interaccio´n “aplicacio´n mo´vil-API” es
el denominado Resource Owner Password Credentials Grant ya que existe
conﬁanza entre la aplicacio´n y el el “duen˜o del recurso”, que en este caso es
la API. Este tipo de otorgamiento es apropiado para clientes que son capaces
de obtener las credenciales del duen˜o de los recursos[29]. En la ﬁgura 12 se
puede ver el ﬂujo de los datos desde el cliente hasta la obtencio´n del token
para este tipo de acceso.
Figura 11: Flujo de informacio´n en el proceso de autenticacio´n por Resource
Owner Password Credentials Grant de OAuth2
Oauth2 es ideal para asegurar APIs ya que permite autenticar usuarios
desde dispositivos sobre los cuales no se tiene conﬁanza[30].
Para el caso de esta tesina, se utiliza OAuth2 para la interaccio´n de la
aplicacio´n mo´vil con la API RESTful, manteniendo los requisitos que esta
impone.
2.3.2.2 API Key y API Secret
Cuando no se requiere acceder en nombre del usuario, o realizar acciones
no directamente relacionadas con e´l, OAuth no es necesario. Sin embargo se
desea controlar la identidad del sistema que esta´ intentando acceder a la
informacio´n.
Una forma de realizar esto es a trave´s de claves de API. Este me´todo
consta de dos de ellas: una podr´ıa ser pu´blica e identiﬁca a la aplicacio´n
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del tercero (API key). La otra es secreta y no debe exponerse (API secret).
Ambas funcionan como una suerte de “usuario y clave” que son enviadas en
cada solicitud HTTP. Sin embargo el valor secreto nunca viaja en ninguna
comunicacio´n realizada.
La forma de autenticacio´n en cada pedido es la siguiente:
La API key identiﬁca a una aplicacio´n y puede ser conocida por otras
entidades.
La clave secreta so´lo es conocida por la entidad emisora y la aplicacio´n
externa.
Se procesa la solicitud a enviar, y se adjunta en el encabezado la iden-
tiﬁcacio´n de la aplicacio´n (API key) y la ﬁrma. Esta se genera en base
al resultado de procesar a trave´s de una funcio´n de hash (denominada
Co´digo de autenticacio´n de mensajes en clave/hash (HMAC)), el con-
tenido del pedido y la clave secreta. Al resultado de esta funcio´n se lo
denomina ﬁrma. Esta asegura que no se pueda manipular el mensaje y
que sea originado por quien dice ser.
La solicitud es procesada por el destinatario realizando el mismo proce-
so: aplicando la funcio´n de hash sobre el contenido y la clave secreta... si
el resultado (ﬁrma) es el mismo, signiﬁca que la solicitud fue originada
por el remitente esperado y no fue modiﬁcada.
Este me´todo (HMAC) permite identiﬁcar al remitente que origina la
solicitud y su autenticidad[31] y por ende se pueden controlar (a nivel de
aplicacio´n) sus permisos asociados. Este me´todo es utilizado por Amazon
Web Sevices [32], Facebook, Telegram entre otros.
En particular se utiliza el encabezado HTTP Authorization para trans-
mitir ambos valores (API key y ﬁrma).
Para ﬁnalizar, hay que destacar que las comunicaciones realizadas por
este proceso, deben hacerse a trave´s del protocolo HyperText Transfer Pro-
tocol Secure (HTTPS) (que es HTTP sobre una capa segura en donde la
informacio´n viaja encriptada). Esto nos asegura que ningu´n intermediario
pueda leer el mensaje y adema´s evita el Replay Attack.
28
2.3.3. Lenguaje y Framework
Para el presente desarrollo, en lo que respecta al backend, queda por
deﬁnir el lenguaje sobre el cual se construyen los servicios. Adema´s, para no
“reinventar la rueda” se elige un Framework que cumpla con las necesidades
de REST.
2.3.3.1 PHP
PHP: Hypertext Preprocessor (PHP) es un lenguaje de programacio´n,
Open Source, que se ejecuta del lado del servidor y es utilizado generalmente
para el desarrollo Web.
En su uso tradicional, al recibirse una solicitud HTTPa un recurso ma-
nejado por un script PHP, el servidor Web interpreta este co´digo y genera
una respuesta. Posee adema´s una interfaz por l´ınea de comandos que per-
mite ejecutar scripts desde la consola sin la necesidad de un servidor Web
o un cliente HTTP. Este tipo de ejecucio´n se utiliza habitualmente para la
programacio´n de tareas de rutina, procesamiento de texto y para ejecutar
comandos en Frameworks[33].
Algunas de sus caracter´ısticas destacables son:
Es multiparadigma ya que soporta programacio´n imperativa, funcional,
orientada a objetos y procedural.
Funciona en los principales sistemas operativos: Linux, variantes de
Unix, Windows, Mac OS X, RISC OS, entre otros.
Es compatible con un amplio espectro de bases de datos y soporta su
abstraccio´n mediante librer´ıas nativas como PDO.
Es uno de los lenguajes para la Web, del lado del servidor, ma´s utilizados[34],
con una gran comunidad de desarrolladores y es adoptado por grandes sitios
como: Facebook, Wikipedia, Flickr, Yahoo, Tumblr y Wordpress.com, entre
otros.
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Figura 12: Porcentaje de uso de lenguajes del lado del servidor. Fuente:
w3techs.com [34]
Por estas razones y su amplio uso en aplicaciones Web (manejando soli-
citudes HTTP) lo convierten en una alternativa u´til para la implementacio´n
de una API RESTful. Adema´s, se elige este lenguaje por mi experiencia en
su uso. La versio´n requerida es 5.6 o superior.
No obstante, hace falta el uso de un Framework PHP que provea las
herramientas adecuadas para implementar REST. Analizaremos este aspecto
en la siguiente seccio´n.
2.3.3.2 Lumen
Lumen es un Microframework ultra ra´pido que deriva de Laravel. Esta´ orien-
tado al desarrollo de APIs RESTful.
En s´ı es una versio´n de Laravel con funcionalidad removida para incre-
mentar su performance y velocidad. Se eliminan aspectos que no se utilizan
(o no deber´ıan) en APIs, como por ejemplo el manejo de sesiones o planti-
llas HyperText Markup Language (HTML). Permite en cualquier momento
incorporar funcionalidad y pasarse a un proyecto Laravel.
Entre sus principales caracter´ısticas se destacan:
Es de co´digo abierto.
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Su sintaxis es intuitiva.
Posee una extensa comunidad de desarrolladores dispuestos a resolver
los problemas que surjan.
Bien documentado10.
Completo en recursos: tiene una amplia variedad de extensiones.
Los validadores.
Cabe destacar que la utilizacio´n de Laravel como Framework PHP ha ido
incrementando en los u´ltimos an˜os. Las tendencias de bu´squeda en Google
muestran el intere´s en la comunidad[35] respecto de otros principales entornos
(ver ﬁgura 13).
Figura 13: Tendencia en bu´squedas sobre los principales Frameworks PHP
en los u´ltimos 5 an˜os. Fuente: Google Trends[35]
De acuerdo a un ana´lisis realizado en ambientes productivos por el au-
tor del art´ıculo[36], los tiempos de respuesta y el margen de escalabilidad
del Framework, fueron muy satisfactorios. Las pruebas se realizaron sobre
10Uno de sus principales sitios es https://laracasts.com/
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una cantidad aproximada de 50.000 solicitudes por minuto, y se logro´ tener
respuestas de 6 milisegundos para conﬁguraciones de PHP con HHVM y de
25 milisegundos utilizando PHP-FPM.
La infraestructura utilizada consto´ de 3 nodos con servidores web Nginx
y PHP-FPM (cada uno con seis nu´cleos de 2.6 GHz, 32GB de memoria
RAM, y 2 discos de 128GB de estado so´lido), balanceados con un HAproxy
utilizando round-robin. Los resultados indicados se pueden ver en la ﬁgura
14.
Figura 14: Tiempo de respuesta de las transacciones web con Lumen para
aproximadamente 50k solicitudes por minuto. Fuente: darwinbiler.com [36]
Respecto a la escalabilidad, de acuerdo al gra´ﬁco de la ﬁgura 15, el autor
concluyo´ que como “en un sistema no escalable, la l´ınea tiende a curvarse ha-
cia arriba”, entonces “inclusive si se incrementcen las solicitudes, el tiempo de
respuesta no crece exponencialmente, de esta manera no afecta la experiencia
del usuario ﬁnal”[36].
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Figura 15: Ana´lisis de escalabilidad de Lumen: tiempo de respuesta vs soli-
citudes por minuto. Fuente: darwinbiler.com [36]
Finalmente, es importante destacar que Lumen soporta (a trave´s de
PHP) mu´ltiples motores de bases de datos y el desarrollo se abstrae de las
caracter´ısticas particulares de ellos. Esto signiﬁca que se puede implementar
por cualquier motor soportado por Lumen11, siendo el cambio, totalmente
transparente.
Por todas estas razones se elige a Lumen como Framework de desarrollo
para el proyecto Mi Universidad. La versio´n que se utiliza es la 5.4 (requiere
PHP 5.6 o superior).
2.4. Infraestructura del frontend
Habiendo visto las caracter´ısticas requeridas por el backend, en la si-
guiente seccio´n se revisan las relacionadas con el frontend. Esto implica es-
tudiar cuestiones relevantes para el cliente (en el modelo cliente-servidor),
desde decisiones de interfaz de usuario hasta tecnolog´ıas para implementar
la aplicacio´n mo´vil.
11Actualmente soporta: MySQL, Postgres, SQLite y SQL Server. https://lumen.
laravel.com/docs/5.4/database
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2.4.1. Interfaz de usuario
Los patrones de disen˜o para interfaces mo´viles han ido evolucionando a
trave´s del tiempo. La autora Theresa Neil destaca este aspecto comparando
los cambios en las ediciones de sus libros [37]: si bien no han habido nuevos
patrones de disen˜o, estos han evolucionado para estar ma´s centrados en dis-
positivos mo´viles. Esto signiﬁca que dejan de utilizar meta´foras relacionadas
con aplicaciones Web o de escritorio, para elaborar soluciones centradas en
mo´viles.
En las siguiente secciones se estudian los patrones de disen˜o para inter-
faces mo´viles en base a las necesidades de la aplicacio´n mo´vil (frontend).
2.4.1.1 Patrones de navegacio´n primaria
La navegacio´n organiza el contenido de manera que sea lo mas simple po-
sible encontrar un dato buscado. En particular se llama navegacio´n primaria
a la orientada a moverse entre las categor´ıas ma´s importantes de informacio´n
(similar a los menu´s principales en las aplicaciones de escritorio).
La navegacio´n primaria se divide en dos tipos[37]:
Persistente: las opciones de navegacio´n esta´n siempre presentes: son
inmediatamente visibles y claras al abrir la aplicacio´n. Forman una
estructura simple como un menu´ con listado o pestan˜as.
Transitoria: las opciones de navegacio´n esta´n disponibles durante un
breve per´ıodo de tiempo y deben ser expl´ıcitamente mostradas con un
toque o gesto. Surgen de las restricciones en el taman˜o de las pantallas
de los dispositivos, y la necesidad de mostrar informacio´n que no cabe
en ellas.
2.4.1.2 Navegacio´n persistente
Los patrones actuales de navegacio´n persistente[37] son:
Springboard : Este patro´n consiste en un pantalla dividida por una
grilla invisible en donde cada celda posee una opcio´n que actu´a co-
mo punto de partida para las operaciones principales. Este patro´n fue
popular en el an˜o 2011 debido a las limitaciones existentes (en iOS y
Android) para la visualizacio´n de pestan˜as: solamente se permit´ıan de
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3 a 5 elementos. Es por ello que este patro´n encontraba la forma de
ampliar esta restriccio´n, an˜adiendo inclusive paginado para incluir ma´s
opciones.
Figura 16: Ejemplo de patro´n de navegacio´n springboard a nivel de Sistema
Operativo en iOS
Su desventaja es que aplana a las opciones, iguala´ndolas en nivel de
importancia y no pudiendo reﬂejar informacio´n de herencia entre ellas.
Aunque springboard no es muy utilizado actualmente en aplicaciones,
siguen existiendo implementaciones con algunas variantes que mejo-
ran la interfaz y agregan herencia, como por ejemplo las aplicaciones:
EasyJet, Kurogo (ver ﬁgura 8), Informa´tica UNLP, entre otras.
Tarjetas: Este patro´n es una meta´fora de una pila de tarjetas. Permite
mostrar la informacio´n como si fuera una tarjeta y sus operaciones
relacionadas: apilar, mezclar, descartar y ver reverso. Existen variantes
como las utilizadas por Instagram y Facebook, en donde algunas de sus
operaciones con gestos son removidas en pos de mejorar el estilo.
Menu´ lista: Similar a springboard pero los ı´tems son ubicados en forma
de lista, uno debajo del otro y para cambiar de mo´dulo, es necesario
volver a la lista principal.
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Figura 17: Ejemplo de patro´n de navegacio´n de “Menu´ lista” en iTerminal
Tablero: Similar y combinable con los anteriores, pero brindando (en
un vistazo) la informacio´n ma´s relevante para el usuario, antes de na-
vegar a la opcio´n deseada.
Figura 18: Ejemplo de patro´n de navegacio´n dashboard en Google Analytics
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Galer´ıa: Muestra el contenido12 dentro de una grilla, carrusel o diapo-
sitivas.
Pestan˜as: Recomendadas para una aplicacio´n con una estructura pla-
na, el esquema de pestan˜as, al estar siempre visible en la pantalla prin-
cipal, permite navegar entre categor´ıas con tan solo un toque o gesto.
Android recomienda[38] el uso de pestan˜as si:
• Se espera que el usuario cambie de vistas frecuentemente.
• Se tiene un nu´mero limitado de vistas principales (hasta tres).
• Se desea que el usuario sea consciente de las vistas alternativas.
Skeumo´rﬁca: Este patro´n se caracteriza por ser una interfaz que emula
a un objeto real y su uso. Aunque no es muy comu´n, algunas aplicacio-
nes se valen de este recurso para mejorar la usabilidad cuando tienen
que representar objetos reales. Es muy utilizada en videojuegos, pero
no tanto en aplicaciones. Actualmente esta´ en desuso[39].
Figura 19: Ejemplo de interfaz con patro´n skeumo´rﬁco en aplicacio´n de gra-
badora para iOS
2.4.1.3 Navegacio´n transitoria
Los patrones de navegacio´n transitoria[37] son tres:
12Notar que esta vez se habla de contenido y no de opciones del menu´ u operaciones
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Side drawer (en espan˜ol “cajo´n lateral”): Se trata del componente
contenedor del menu´ que es desplegado desde el lateral de la pantalla
hacia el centro. De ah´ı provine su nombre, ya que es similar al com-
portamiento de un cajo´n: oculto, se despliega, utiliza su contenido y es
cerrado. Existen dos variantes: el que se muestra superpuesto sobre la
pantalla principal y el que desplaza a esta.
Figura 20: Side Drawer con menu´ en aplicacio´n de Netﬂix (desplaza pantalla
principal)
Toggle Menu (en espan˜ol menu´ desplegable o desplegado): Es
similar al anterior, solo que se despliega desde el borde superior de la
pantalla. Una caracter´ıstica clave es que se debe permitir que la misma
accio´n que lo activo´, lo pueda desactivar. El menu´ no debe cubrir toda la
pantalla, dejando visible una porcio´n de la vista principal, permitiendo
desactivarlo al hacer un toque en esta seccio´n.
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Figura 21: Toggle menu con menu´ en aplicacio´n de IMDB
Pie Menu (en espan˜ol “menu´ de torta”, tambie´n conocido como “rue-
da” o “menu´ radial”): se trata de un menu´ contextual circular en don-
de la seleccio´n de las opciones depende de la direccio´n hacia donde se
mueve el puntero (o el toque con el dedo). Esta´ dividido en “porcio-
nes” (alrededor de un centro) que representan las distintas opciones.
Su ventaja se basa en el uso de la memoria muscular para agilizar la
interaccio´n[40].
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Figura 22: Pie menu en assistive touch de iPhone
No obstante, el uso de te´cnicas de interaccio´n que no son basadas en
un puntero (como por ejemplo toques o gestos con el dedo) son pro-
blema´ticas[41].
2.4.1.4 Patrones de navegacio´n secundaria
La navegacio´n secundaria se centra en el movimiento dentro del mo´dulo
seleccionado (por la navegacio´n primaria). Todos los patrones primarios tam-
bie´n se pueden utilizar como secundarios, inclusive combinarse, por ejemplo,
pestan˜as con galer´ıa.
Adema´s existen otros tres patrones secundarios ma´s[37]:
Page swiping (en espan˜ol, “pa´ginas deslizables”): se utiliza para na-
vegar el contenido (agrupado en una pa´gina) desliza´ndolo hacia los
costados. Para indicar este mecanismo, se recomienda mostrar un in-
dicador visual de las pa´ginas disponibles, por ejemplo una barra con
puntos, en donde cada uno representa una pa´gina con contenido.
Scrolling tabs (en espan˜ol, “pestan˜as desplazables”): Es u´til para
mostrar mu´ltiples categor´ıas o vistas del contenido dentro de un mismo
mo´dulo. Pueden ser activadas con un toque o deslizadas en el sentido
de la pestan˜a que se desea acceder.
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Accordion (en espan˜ol, “acordeo´n”): Consiste en mostrar un resumen
o t´ıtulo de cierta informacio´n, y al seleccionarlo, se abre, desplazando
el resto del contenido contiguo y mostrando el detalle. Le permite al
usuario ver ma´s informacio´n, mantenie´ndose dentro de la misma pan-
talla. Es eﬁciente en el sentido que, para ver un contenido, evita que
el usuario tenga que navegar a otra pantalla siendo probable que luego
regrese a ella.
2.4.1.5 Eleccio´n de patrones de navegacio´n
En base a lo expuesto anteriormente, se utiliza el patro´n de Pestan˜as
(persistente) en la navegacio´n primaria para agrupar contenido con las mis-
mas caracter´ısticas. Se considera adecuado ya que en la aplicacio´n no hay mas
de 3 grupos de contenidos y el usuario se espera que frecuentemente visite
todas las vistas. Tambie´n se utiliza Side drawer (transitorio) para mostrar el
acceso a otras operaciones de la aplicacio´n y a contenidos espec´ıﬁcos de cada
servicio asociado. Debido a que estos ı´tems no son de consulta constante, se
considera apropiado este patro´n, ya que no es necesario que el menu´ este´ visi-
ble todo el tiempo y adema´s le permite a este crecer verticalmente a medida
que se suma el contenido de nuevos servicios.
Para la navegacio´n secundaria, dependiendo de la vista, se utilizan los
patrones tarjeta y menu´ lista.
Debido a que todav´ıa no se han visto los aspectos de funcionalidad de
la aplicacio´n, estas elecciones se detallan puntualmente en el cap´ıtulo 3.
2.4.2. Aplicacio´n mo´vil
Al momento de comenzar el desarrollo hay que decidir que´ tecnolog´ıa uti-
lizar para poder crear una aplicacio´n mo´vil. En la actualidad existen varias, y
su diferencia radica en base a las necesidades del desarrollo. En general, nin-
guna es mejor que la otra, pero en particular, de acuerdo a los requerimientos
y necesidades, quiza´s sea ma´s conveniente una por sobre la otra.
En las siguientes secciones se estudian los distintos me´todos, tecnolog´ıas
y lenguajes para desarrollar aplicaciones mo´viles y se analiza cuales son los
ma´s convenientes para Mi Universidad. Este ana´lisis se basa en cumplir con
los siguientes requerimientos:
Que permita la utilizacio´n de caracter´ısticas del dispositivo como co-
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nexio´n a internet, Sistema de Posicionamiento Global (GPS), notiﬁca-
ciones, calendario, ca´mara, etc.
Que sea capaz de brindar una experiencia de usuario de calidad y po-
sibilite la implementacio´n de los patrones de navegacio´n anteriormente
vistos.
Que la aplicacio´n sea potencialmente ejecutada en la mayor cantidad de
dispositivos mo´viles, independientemente de su Sistema Operativo13.
Que el costo de desarrollo sea bajo: para favorecer el mantenimien-
to, implementacio´n y adopcio´n de la aplicacio´n por la UNLP y otras
Universidades.
Existen dos tipos de te´cnicas y tecnolog´ıas de desarrollo para aplicaciones
mo´viles: nativas e h´ıbridas. Estas se discuten en las siguientes secciones.
2.4.2.1 Aplicaciones nativas
Las aplicaciones nativas son aquellas que para su programacio´n se utili-
za el lenguaje espec´ıﬁco del sistema operativo del dispositivo y su desarrollo
esta´ optimizado para este. Esto signiﬁca que la aplicacio´n creada sera´ depen-
diente de la plataforma, no pudiendo ser directamente portada a otras[42].
Las ventajas de utilizar aplicaciones nativas son:
Logran un mejor rendimiento: al eliminar una capa de abstraccio´n, su
co´digo se compilado y utilizar llamadas nativas, permiten una mayor
optimizacio´n.
Mejor look and feel : ya que se utilizan los controles desarrollados para la
plataforma espec´ıﬁca, lo que conlleva a una visualizacio´n e interaccio´n
pulida.
Mayor capacidad de procesamiento gra´ﬁco y acceso a capacidades del
dispositivo: si se desean crear nuevas interfaces, saliendo de lo prees-
tablecido, o implementar juegos, en donde el apartado gra´ﬁco es ma´s
13Para el alcance de esta tesis y por cuestiones de costos de licencia, se utiliza Android
como principal plataforma, pero igualmente debe existir la posibilidad que la aplicacio´n
funcione para otros Sistemas Operativos.
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Cuadro 2: Conocimientos de lenguajes necesarios por plataforma[42]
Plataforma Lenguajes
Apple iOS C, Objective C
Google Android Java (Harmony ﬂavored, Dalvik VM)
RIM BlackBerry Java ( J2ME ﬂavored)
Symbian C, C++, Python, HTML/CSS/JS
Windows Mobile .NET
Windows 7 Phone .NET
Windows 10 Mobile C#, Visual Basic, JavaScript, C++ (plataforma UWP)
HP Palm webOS HTML/CSS/JS
MeeGo C, C++, HTML/CSS/JS
Samsung bada C++
importante. Tambie´n tienen una mayor ﬂexibilidad en la utilizacio´n de
las capacidades del dispositivo.
Como desventajas:
Dependencia a una plataforma debido a diferencias en los lenguajes,
Software Development Kit (SDK), herramientas y APIs de cada una
de ellas.
Mayor costo: debido al hecho que portar la Aplicacio´n mo´vil (App)
a otro sistema operativo signiﬁca una reimplementacio´n desde cero.
Adema´s se multiplican (por cada plataforma) los costos de manteni-
miento, al corregir y agregar nuevas funcionalidades. Por ejemplo para
las interfaces de usuario, no hay ninguna plataforma implemente los
mismos paradigmas.
Mayor curva de aprendizaje: ya que requiere el conocimiento de todas
las caracter´ısticas de cada plataforma (lenguaje, APIs, arquitectura,
ver cuadro 2.
2.4.2.2 Aplicaciones h´ıbridas
Se trata de aquellas aplicaciones que son desarrolladas utilizando las
tecnolog´ıas Web (HTML, JavaScript, Cascading Style Sheets (CSS)). Esto
implica que corran dentro de una contenedor nativo (Apache Cordova/P-
honeGap) brindando una capa de abstraccio´n y un acceso homoge´neo a las
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diferentes capacidades del dispositivo (neutralizando las diferencias entre los
sistemas operativos).
Las ventajas que tienen las aplicaciones h´ıbridas son:
Multiplataforma: una misma aplicacio´n permite ser compilada para
mu´ltiples sistemas operativos mo´viles, lo que permite reutilizar el co´di-
go.
Menor costo: al realizarse un solo desarrollo y mantenimiento multipla-
taforma de una sola versio´n de la aplicacio´n, los costos se reducen.
Menor curva de aprendizaje: ya que al tratarse de lenguajes y tecno-
log´ıas Web, se utiliza el mismo paradigma y solo resta conocer cues-
tiones del Framework de desarrollo. Adema´s estas tecnolog´ıas son son
ampliamente conocidas, por lo que existe una mayor cantidad de re-
cursos humanos.
Como desventajas podemos destacar:
Menor disen˜o: ya que a veces no logra simular completamente el look
and feel de los componentes nativos, adema´s de uniﬁcar comportamien-
tos y estilos de interfaz que son diferentes para cada plataforma.
Menor performance: debido a que corren dentro de un contenedor lo que
produce tiempos extra de parseo, interpretacio´n y ejecucio´n de scripts
en JavaScript.
De acuerdo a los requerimientos establecidos al inicio de esta seccio´n
(apartado 2.4.2), se determina que la aplicacio´n a desarrollar sea h´ıbrida.
Las razones de esta eleccio´n son:
La aplicacio´n desarrollada permite ser ejecutada en las principales pla-
taformas mo´viles (multiplataforma).
Un menor costo que favorece al futuro mantenimiento. En relacio´n con
el punto anterior, como el co´digo desarrollado es uno so´lo, se simpli-
ﬁca la tarea de correccio´n de errores e incorporacio´n de nuevas fun-
cionalidades. Por otro lado es ma´s sencillo conseguir recursos humanos
capacitados en tecnolog´ıas Web que en soluciones nativas mo´viles. Es-
tas ventajas son clave ya que se ajustan a la realidad la Universidad
Nacional de La Plata(y otras universidades).
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En la actualidad, existen Frameworks que posibilitan el uso de todas
las capacidades del dispositivo (detallados en la siguiente seccio´n).
Como caracter´ıstica adversa, aunque las soluciones h´ıbridas no sean tan
performantes y sus componentes visuales no este´n tan pulidos como en las
versiones nativas, la funcionalidad a implementar no requiere de una alta
performance. Por otro lado el Framework elegido simula los componentes
muy satisfactoriamente. A continuacio´n, se ven las caracter´ısticas de este.
2.4.2.3 Apache Cordova
En el an˜o 2009, Nitobi crea PhoneGap, un Framework que intenta ce-
rrar la brecha entre las plataformas mo´viles para el desarrollo de aplicaciones.
Puesto que cada Sistema Operativo implementa sus APIs y su SDK de ma-
nera distinta y en lenguajes distintos, no existe una compatibilidad directa
entre ellos. La solucio´n que encuentra Nitobi para cerrar estas diferencias,
es el uso de esta´ndares. En particular los que mejor se adaptan para esta
solucio´n, son los esta´ndares Web (como HTML5, JavaScript y CSS3). De
esta forma, Nitobi desarrolla un contenedor que dota de una capa JavaScript
capaz de utilizar funcionalidades nativas en los dispositivos mo´viles.
La empresa decide que para que el proyecto funcione mejor se necesita
una mayor participacio´n de colaboradores. Adema´s esto tambie´n producir´ıa
un incremento en su uso. Es por ello que en 2011 dona el co´digo fuente del
Framework a la fundacio´n Apache, pasando a ser un producto Open Source.
Ma´s tarde ese mismo an˜o, Adobe adquiere Nitobi, aduen˜a´ndose de la
marca PhoneGap. No obstante, esta empresa esta´ de acuerdo con la donacio´n,
por lo que el proyecto Open Source sigue adelante.
A principios de 2012, Apache decide renombrar el proyecto para diferen-
ciarlo de PhoneGap. El nuevo nombre es Apache Callback y luego Cordova.
Este es elegido debido a que las oﬁcinas de Nitobi estaban sobre la calle
Cordova en Vancouver, Canada´.
En la actualidad, Cordova se deﬁne como un Framework mo´vil Open
Source que permite utilizar las tecnolog´ıas esta´ndar de la Web como HTML5,
JavaScript y CSS3 para el desarrollo multiplataforma, evitando el lengua-
je nativo de cada plataforma mo´vil. La aplicaciones se ejecutan dentro de
contenedores especiales orientados a cada plataforma y dependen de APIs
esta´ndares para acceder a las capacidades de cada dispositivo como sensores,
datos, estado de la red, etce´tera.[43]
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Como se indica en la ﬁgura 23, la arquitectura de Cordova, consta de
tres componentes:
Figura 23: Arquitectura de Cordova. Fuente: Apache Cordova[43]
Web App: Es el lugar donde reside la aplicacio´n desarrollada. Esta es
implementada como una pa´gina HTML, por lo que permite utilizar to-
dos los recursos Web (ima´genes, estilos, co´digo JavaScript). Esta pa´gina
es renderizada y ejecutada dentro un contenedor, por un componente
denominado WebView.
WebView : Su tarea es la de proveer de interfaz a la aplicacio´n (eje-
cutando el co´digo de la WebApp). Tambie´n se encarga de ser la capa
intermedia que conecta el co´digo creado con el resto de los componen-
tes (Sistema Operativo y extensiones de Cordova para el acceso a las
capacidades del dispositivo).
Extensiones Cordova: Proveen una interfaz entre los componentes
de Cordova, los nativos del dispositivo, sus APIs. Esto permite hacer
llamados nativos desde co´digo JavaScript. Estas extensiones se dividen
en dos: las del nu´cleo (disponibles para todos los dispositivos) y las
creadas por terceros (agregan funcionalidades que no necesariamente
esta´n para todos).
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Existe un repositorio de plugins14 donde se pueden buscar y descargar
las extensiones.
2.4.2.4 Ionic
Ionic es creado por Drifty Co. en 2012. Esta empresa se dedicaba a
desarrollar herramientas para la creacio´n de interfaces mo´viles con jQuery
Mobile y Bootstrap. Decidieron crear su propio Framework de aplicaciones
h´ıbridas basado en las u´ltimas tecnolog´ıas Web y centrado en la performance.
Ionic es un Framework Open Source (licencia MIT) que permite a los
desarrolladores crear aplicaciones h´ıbridas, con buena performance, utilizan-
do Apache Cordova y las principales tecnolog´ıas Web (JavaScript, HTML5,
CSS3, sass). En particular a partir de su versio´n 2, incorpora Angular (versio´n
2.0 y superiores) con TypeScript. Una de sus fortalezas es el look and feel de
sus interfaces ya que se adaptan al disen˜o de las principales plataformas[44].
Su rapidez se debe a la utilizacio´n de animaciones y transiciones de CSS3,
as´ı como tambie´n el uso de Angular, lo que hacen que se utilice la aceleracio´n
por hardware del dispositivo[45].
Se destacan las siguientes ventajas de Ionic frente a la utilizacio´n sola-
mente de Cordova[46]:
Interfaz de usuario y usabilidad: existen decenas de plantillas, ma´s de
700 ı´conos, componentes de interfaz como encabezados, botones, etce´te-
ra, disponibles en varios estilos dependiendo de la plataforma y simu-
lando su comportamiento. La codiﬁcacio´n de la funcionalidad de estos
componentes es simple y sencilla. En cambio en Cordova, se comienza
desde cero con una pa´gina en blanco.
Proceso de desarrollo ma´s conveniente ya que permite probar la mayor´ıa
de las modiﬁcaciones “en vivo” desde el navegador, sin la necesidad de
recompilar la aplicacio´n y ejecutarla en un emulador o dispositivo.
Mayor performance: debido a una versio´n liviana de jQuery se reduce
la manipulacio´n de DOM. Adema´s delega a la Graphics Processor Unit
(GPU) el procesamiento de las animaciones y transiciones debido a
CSS3.
14Disponible en https://cordova.apache.org/plugins/. Para npm: https://www.
npmjs.com/search?q=ecosystem%3Acordova
47
Angular (versio´n 2 y superiores) con TypeScript.
Como segundo aspecto, posee una interfaz de l´ınea de comandos para
generar componentes, compilar la aplicacio´n en distintas plataformas, probar
el desarrollo en un navegador (con un servidor web integrado). Adema´s per-
mite programa´ticamente interactuar con los servicios de la nube que ofrece
Ionic, entre ellos la publicacio´n de aplicaciones en las distintas tiendas de
manera centralizada.
El proyecto posee una amplia comunidad de desarrolladores, con ma´s
de 31.000 estrellas en GitHub15 y 26.000 preguntas en Stack Overﬂow16. En
2015 se crearon mas de 1,3 millones de aplicaciones con Ionic[44]. Adema´s
tiene una gran variedad de plugins para acceder a funcionalidades nativas
del tele´fono, entre otras cuestiones.
Por u´ltimo, Ionic tiene una estructura que favorece al desarrollo de Pro-
gressive Web Apps (PWA). Desde hace un an˜o, los desarrolladores esta´n
realizando actualizaciones para que adema´s de funcionar en mu´ltiples plata-
formas mo´viles, las aplicaciones realizadas con este Framework, tambie´n sean
PWA[47].
Debido a las caracter´ıstica anteriormente mencionadas, se considera a
Ionic como marco de desarrollo para la aplicacio´n h´ıbrida. La versio´n del
Framework utilizada es la 3.4.2.
2.4.2.5 Ionic y versiones de los Sistemas Operativos
El requerimiento mı´nimo de Ionic sobre el sistema operativo de los dis-
positivos mo´viles es[48]:
Para la versio´n 1: iOS 7 o superior, Android 4.1 o superior.
Para la versio´n 2: iOS 8 o superior, Windows 10 Universal App, Android
4.4 o superior17.
En base a lo analizado en la seccio´n 1.1.1, se determina la utilizacio´n
de Ionic 2 puesto que es soportado por ma´s del 94% de los usuarios de
15https://github.com/ionic-team/ionic
16https://stackoverflow.com/questions/tagged/ionic-framework
17Es soportado por Android 4.1 mediante la instalacio´n de Crosswalk
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Android de la Universidad Nacional de La Plata. A partir de la ﬁgura 3 se
desprende el porcentaje de uso de versiones de Android (en alumnos de la
UNLP) compatibles con el Framework utilizado (ver ﬁgura 24).
Figura 24: Porcentaje de uso en versiones de Android compatibles con Ionic2
(igual o mayor a 4.4)
2.4.2.6 Otros frameworks h´ıbridos
Vale la pena mencionar que existen otros Frameworks para el desarrollo
de aplicaciones h´ıbridas que han sido revisados para el presente desarrollo
pero que no fueron utilizados. A continuacio´n se listan y mencionan algunas
de sus principales caracter´ısticas:
React Native: Creado por Facebook, este Framework se basa en React
(JavaScript) y se caracteriza por deﬁnir una interfaces con XML que
traducen a componentes nativos. Tambie´n permite utilizar co´digo na-
tivo cuando se necesita optimizar algu´n aspecto de la aplicacio´n. So´lo
funciona con Android e iOS.
NativeScript: Es Open Source y en la actualidad permite desarrollar
solo para Android e iOS. Se caracteriza por utilizar lenguajes indepen-
dientes a la plataforma que ejecuta, como JavaScript y TypeScript (con
Angular). A diferencia de otras soluciones, no utiliza un WebView y
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Cuadro 3: Tabla comparativa de Frameworks h´ıbridos[50]: Ionic, ReactNati-
ve, Nativescript
Ionic React Native Nativescript
Interfaz Web S´ı No No












Android, iOS Android, iOS,
Windows
Co´digo h´ıbirido 100% 85% 100%










Performance Buena Muy buena Excelente












Amplios (gratis) Media (varios
son pagos)
Documentacio´n Muy buena Buena Buena (provee
soporte pago)
APIs simuladas, sino que a trave´s de XML, implementa una abstraccio´n
entre plataformas que es capaz de traducir las caracter´ısticas comunes
a llamados nativos[49]. Adema´s sus interfaces utilizan componentes na-
tivos de la plataforma.
En la tabla 3 se comparan algunos aspectos de los principales Frame-
works h´ıbridos.
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2.5. Ana´lisis de algunos servicios de la UNLP
Las siguientes secciones examinan algunos de los servicios que actual-
mente se implementan en la Universidad Nacional de La Plata y potencial-
mente permiten su integracio´n con la aplicacio´n desarrollada en le marco de
esta tesina.
En la actualidad existen muchos sistemas funcionando en la Universidad
y sus dependencias, entre los cuales varios son implementados por el CeSPI.
El criterio para la eleccio´n de los sistemas que en esta primer instancia se
integran con la aplicacio´n mo´vil, es debido al alcance y marco de mi trabajo en
esa dependencia. Esto no signiﬁca que se limite solo a ellos, por el contrario,
el objetivo es establecer una interfaz comu´n y mostrar la posible integracio´n
con otros servicios.
2.5.1. SIU Guaran´ı
El SIU tiene sus or´ıgenes en el an˜o 1996 con un pre´stamo del Banco
Mundial. Su objetivo fue la construccio´n de sistemas que mejoren la calidad
y disponibilidad de los datos para mejorar el estado de las instituciones[51].
En 2003 ﬁnalizo´ el ﬁnanciamiento, y a trave´s del Consejo Interuniversitario
Nacional y la Secretar´ıa de Pol´ıticas Universitarias se analizaron medidas
para mantener y ﬁnanciar su funcionamiento.
En el an˜o 2007 se conforma un consorcio de Universidades Nacionales al
que adhieren casi todas ellas, conformando un grupo colaborativo y favore-
ciendo con sus aportes al desarrollo grupal.
En 2013 pasa a formar parte del Consejo Interuniversitario Nacional.
El SIU desarrolla el sistema SIU Guaran´ı para todas las Universidades
Nacionales que integren el consorcio. Este sistema se encarga de gestionar la
actividad acade´mica de los alumnos desde que ingresan a la Universidad hasta
que egresan de alguna de sus carreras. Es implementado por 62 instituciones
educativas18 (entre Universidades Nacionales y otras dependencias) y tiene
mas de 460 instalaciones.
Actualmente el sistema consta de dos partes (denominadas por el SIU




Una interfaz de gestio´n (a la que referiremos como gestio´n) que es una
aplicacio´n de escritorio, utilizada por el personal de la direccio´n de en-
sen˜anza. Esta es capaz de deﬁnir Carreras, planes, calendario, mesas de
examen, comisiones, cursadas, etc. Esta´ desarrollada con Power Builder
y funciona para Windows19.
Una Interfaz Web (a la que llamaremos el Web): es utilizada por
Alumnos, Docentes y Directivos (adema´s de un perﬁl administrador).
Esta´ desarrollada en PHP.
Otro componente importante (en sus versiones 2.x) es su base de datos
ya que hace de nexo entre gestio´n y el Web. Utiliza Informix y gran parte
del funcionamiento (comu´n a ambas interfaces) esta´ implementado a trave´s
de Stored Procedures.
Su amplia utilizacio´n en Universidades de Argentina hace que exista la
necesidad de disen˜ar el sistema considerando cuestiones de funcionamiento
espec´ıﬁco de cada institucio´n educativa. Por ello a partir del an˜o 2014, en
su versio´n 2.8, se reimplementa su interfaz Web y se incorpora el Framework
SIU Chulup´ı.
Esta herramienta es desarrollada por el SIU y sus principales objetivos
son mejorar la performance, ﬂexibilidad y la capacidad de crear personaliza-
ciones que soporten los cambios de versio´n. Adema´s se tuvieron en cuenta
otros aspectos para mejorar la herramienta y la Usabilidad para alumnos y
docentes.
Chulup´ı esta´ desarrollado en PHP, es basado en el paradigma Model
View Controller (MVC) y utiliza un conjunto de librer´ıas de co´digo abierto,
algunas provenientes de Symfony. Este brinda la posibilidad de realizar per-
sonalizaciones (similares a plugins), sin la necesidad de modiﬁcar co´digo del
nu´cleo, y soporta un esquema de versionado que facilita el mantenimiento
del co´digo al publicar nuevas actualizaciones[52].
Actualmente conviven dos versiones de Guaran´ı: la 2.9.x y la 3.x. En esta
u´ltima hay un cambio radical respecto de gestio´n y la base de datos. Por un
lado se deja de utilizar la aplicacio´n de escritorio para implementarse su
funcionalidad desde la Web con el Framework SIU Toba. Por otro, se cambia
19Algunas Universidades la utilizan en Linux con Wine.
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el motor de base de datos a PostgreSQL. Adema´s se replantea el modelo para
incorporar nuevas funcionalidades y que el sistema sea ma´s gene´rico.
Para la interfaz de Alumnos, Docentes y Directivos, se sigue utilizando
Chulup´ı, y solo cambian cuestiones del modelo, manteniendo la vista y el
controlador (en MVC).
En la Universidad Nacional de La Plata, Guaran´ı se implementa por pri-
mera vez en el an˜o 2003 para la Facultad de Ciencias Econo´micas, llegando al
d´ıa de hoy, a 23 instalaciones, incluyendo todas las Facultades (para carreras
de grado), algunos postgrados y otras dependencias de la Universidad[53].
Tambie´n existen implementaciones de Guaran´ı en su versio´n 3.x.
Para esta tesis, se utiliza el esquema de personalizaciones de Chulup´ı
para realizar las modiﬁcaciones necesarias e integrar aspectos u´tiles del siste-
ma de alumnos en la aplicacio´n mo´vil. A su vez, esta personalizacio´n se deja
disponible a la comunidad de Universidades Nacionales para que tambie´n
puedan implementar Mi Universidad.
2.5.2. Moodle
Moodle es una plataforma de aulas virtuales implementada en PHP que
permite a los docentes y estudiantes crear un ambiente de aprendizaje perso-
nalizado a sus necesidades. Este sistema es de co´digo abierto, con una gran
comunidad de colaboradores que aportan co´digo a la plataforma y creando
nuevas extensiones. Su desarrollo es motivado en base a una ﬁlosof´ıa que hace
hincapie´ en la “pedagog´ıa construccionista social”20.
Moodle es utilizado por mas de 100 millones de usuarios en aproxi-
madamente 79 mil instalaciones21 en mu´ltiples idiomas. Particularmente en
Argentina hay alrededor de 1680 sitios registrados de los cuales 9 esta´n rela-
cionados con la Universidad Nacional de La Plata22. Estos son:
“Asignaturas de la Facultad Virtual Informa´tica - Ingenier´ıa” en https:
//asignaturas.linti.unlp.edu.ar/
20Para ma´s informacio´n sobre su ﬁlosof´ıa visitar https://docs.moodle.org/all/es/
Filosof%C3%ADa
21Segu´n https://moodle.net/stats/ en Julio de 2017
22Sitios registrados y pu´blicos en Argentina, disponibles https://moodle.net/sites/
index.php?country=AR
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“AU24 Campus Virtual FCE UNLP” en http://www.au24.econo.
unlp.edu.ar.
“AULA VIRTUAL - FCV” de la Facultad de Ciencias Veterinarias en
http://ead.fcv.unlp.edu.ar
“Campus virtual de la Facultad de Humanidades y Ciencias de la Edu-
cacio´n - Fahce” en http://campus.fahce.unlp.edu.ar
“Campus Virtual Escuela Media 26” en http://campusem26.fahce.
unlp.edu.ar
“Ca´tedras de la Facultad de Informa´tica - UNLP” en https://catedras.
info.unlp.edu.ar
“Cursos - LINTI - UNLP” en https://cursos.linti.unlp.edu.ar
“Docentes en l´ınea” de la Facultad de Humanidades y Ciencias de la
Educacio´n en http://intercambioenlinea.fahce.unlp.edu.ar
“Entorno virtual de aprendizaje basado en software libre - UNLP” en
https://postgrado.linti.unlp.edu.ar
“Facultad de Odontolog´ıa - Entorno de Ensen˜anza Virtual” en http:
//cursos.folp.unlp.edu.ar/moodle.
Este sistema permite el desarrollo de extensiones de diferentes tipos de
acuerdo a sus funcionalidad (bloques, autenticacio´n, mensajer´ıa, etc). Brinda
la posibilidad de asociar funciones a eventos deﬁnidos, permitiendo de manera
ﬂexible extender el comportamiento de su nu´cleo.
Se utiliza este mecanismo de extensiones para desarrollar la integracio´n
ente Moodle y Mi Universidad. En el cap´ıtulo 3 se detallan las caracter´ısticas
te´cnicas espec´ıﬁcas de su implementacio´n as´ı como tambie´n su funcionalidad.
2.5.3. Otros servicios
Existen otros servicios en la Universidad Nacional de La Plataque se
pueden integrar y compartir alguno de sus aspectos en Mi Universidad. Por
ejemplo, el sistema de bibliotecas Meran.
Desarrollado por el CeSPI, Meran es un “Sistema Integrado de Gestio´n
de Bibliotecas (SIGB) que permite administrar los procesos bibliotecarios
y gestionar servicios a los usuarios en forma integrada”[54]. Es de co´digo
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abierto (licencia GNU GPL v3) y esta´ implementado en varias Facultades,
colegios y dependencias de la Universidad Nacional de La Plata23. Este rea-
liza notiﬁcaciones a sus usuarios sobre la disponibilidad en las reservas de
libros, o emite avisos que un ejemplar esta´ listo para retirar. Este tipo de
informacio´n podr´ıa integrarse a la aplicacio´n haciendo uso de las notiﬁca-
ciones y novedades personales. Tambie´n maneja fechas de vencimiento para
regresar los libros prestados, pudiendo este dato ser agregado al calendario
del dispositivo mo´vil.
Dando a conocer en la Universidad, la existencia del servicio Mi Uni-
versidady su documentacio´n, otros servicios internos a dependencias podr´ıan
integrarse y as´ı mejorar la experiencia de los alumnos de la Universidad Na-
cional de La Plata.
23Listado de quienes usan Meran disponible en http://www.cespi.unlp.edu.ar/
articulo/2013/6/14/quienes_usan_meran
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3. Cap´ıtulo III: Desarrollo
En este cap´ıtulo se detallan todas las caracter´ısticas referentes a la crea-
cio´n y funcionalidad de la aplicacio´n mo´vil. Se describen los aspectos te´cnicos
del desarrollo enmarcados por los temas vistos en el cap´ıtulo anterior, ya no
abordados gene´ricamente desde un marco teo´rico, sino particularizados con-
cretamente en el proyecto Mi Universidad.
Figura 25: Pantalla de Mi Universidad para la Universidad Nacional de La
Plata (login)
24




Como se indica al comienzo del cap´ıtulo 2, una de las necesidades es la
posibilidad de indicar que el software desarrollado sea libre para ser usado,
copiado o modiﬁcado. Es por ello que se elige la licencia GNU GPL versio´n
3 para que aplique a este proyecto. Para llevar a cabo esto, se eligio´ como
plataforma de distribucio´n del co´digo fuente a GitHub (utilizando git como
sistema de control de versiones).
Dentro de esta plataforma, el co´digo de Mi Universidad esta´ dividido en
dos:
El backend, con el desarrollo de la API RESTful en Lumen (PHP)
ubicado en https://github.com/tanoinc/mi-universidad-api.
El frontend con el co´digo de la aplicacio´n mo´vil para Ionic en https:
//github.com/tanoinc/mi-universidad-app. Cabe destacar que el
proyecto general esta´ en la rama master, mientras que el personalizado
con la este´tica de la Universidad Nacional de La Plata extiende a este
y se encuentra en la rama unlp.
Por otra parte, bajo esta licencia tambie´n es pu´blico el plugin de Moodle
en https://github.com/tanoinc/moodle-message_miuniversidad25. Res-
pecto a la personalizacio´n para SIU Guaran´ı (en Chulup´ı), quedara´ disponible
para la comunidad de Universidades Nacionales, no pudiendo ser totalmente
pu´blica, debido a limitaciones en la licencia de Guaran´ı.
Por u´ltimo, este informe documental realizado con LaTeX es pu´blico y
esta´ disponible en https://github.com/tanoinc/tesis. Queda libre como
referencia para otras personas interesadas en el proyecto, o simplemente como
modelo para la escritura del informe ﬁnal en LaTeX 26.
3.2. Funcionalidad
En este apartado se describe el funcionamiento del sistema: se revisan
las distintas caracter´ısticas que posee y la interaccio´n entre sus distintos
25El nombre del repositorio es distinto respetando la nomenclatura de plugins deMoodle
26El proyecto de LaTeX creado por Cuesta Luengo y Carbone para su tesis, me ha
servido como base para este informe. Disponible en https://github.com/ncuesta/tesis
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componentes. Antes de continuar, se deben deﬁnir algunos conceptos que
sera´n mencionados en varias ocasiones.
En primer lugar, a cada una de las caracter´ısticas que tendra´ Mi Uni-
versidad se las reﬁere como puntos de integracio´n y a estos, se los deﬁnen
como: una funcionalidad clave, gene´rica y transversal a cualquier servicio,
que tiene el potencial de ser integrada en la aplicacio´n. Cabe destacar que
hay una relacio´n directa entre estos puntos y la deﬁnicio´n de la API, ya que
estos sera´n expuestos a trave´s de ella.
Por otro lado, se le llama servicios externos (o servicios) a aquellos siste-
mas independientes (ajenos al proyecto) que tienen la capacidad de integrar-
se (o ya esta´n integrados) a Mi Universidad . Su comunicacio´n se establece a
trave´s de la API haciendo referencia a los puntos de integracio´n. Adema´s, los
usuarios tienen la posibilidad de an˜adir a sus cuentas personales, los servicios
a los cuales este´n interesados.
Con respecto a los usuarios, se indica como identiﬁcador externo (o id
externo) al valor clave que identiﬁca un´ıvocamente al usuario dentro del servi-
cio externo. Mi Universidad provee de mecanismos para relacionar el usuario
de la aplicacio´n con el proveniente del servicio (en caso que se requiera).
Por u´ltimo, se denomina contextos a las tema´ticas deﬁnidas por los ser-
vicios externos. Estas permiten ser suscritas por los usuarios independien-
temente de si han an˜adido el servicio, deﬁniendo un nivel ma´s ﬁno de gra-
nularidad. La suscripcio´n a contextos es la manera que tiene un usuario de
indicar su intere´s por una tema´tica y recibir toda la informacio´n relacionada
a ella. Los contextos existen en el marco de un servicio y su sema´ntica es
dada de acuerdo a la lo´gica de cada sistema. Dentro de la aplicacio´n se los
denomina “tema” o “tema´tica”.
A continuacio´n, el informe comienza por deﬁnir los puntos de integracio´n.
3.2.1. Novedades
Una de las caracter´ısticas a implementar (referidas en la seccio´n 1.2.1)
es la publicacio´n y notiﬁcacio´n de Novedades (tambie´n referidas como noti-
cias). Se detecta como factor comu´n, que los sistemas y aplicaciones mo´viles
analizadas, tienen algu´n componente de novedades y sus atributos se pue-
den modelar de forma gene´rica. Se trata de uno de los principales puntos de
integracio´n.
Dentro de la Aplicacio´n mo´vil, se destaca a las noticias como el ı´tem
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con mayor relevancia. Es la primer pantalla en aparecer al abrir la aplicacio´n
(estando el usuario logueado), ubicada en la pestan˜a “Inicio”. Su modalidad
de navegacio´n secundaria es de lista y tarjeta (similar a aplicaciones como
Facebook, Instagram y YouTube).
Figura 26: Pantalla de inicio de Mi Universidad (newsfeed)
El a´rea donde se muestran las novedades se denomina newsfeed. Cada
una de ellas indica el t´ıtulo, fecha y contenido de la novedad, el servicio
que la emite, el contexto (si existiera) y el alcance (global, de contexto y/o
personal). Las noticias se muestran intercaladas una a continuacio´n de la
otra, de cualquier servicio y en orden por fecha descendente, siendo las ma´s
recientes, las que primero aparecen.
El alcance es representado por ı´conos dentro de la noticia:
Un “mundo” representa que la novedad es global y puede ser vista
por todos los que hayan an˜adido el servicio que la emite. Este tipo
de noticias pueden ser u´tiles cuando desde el servicio externo se quiera
notiﬁcar a todos sus usuarios. Por ejemplo, desde Guaran´ı una facultad
podr´ıa notiﬁcar a todos sus alumnos que cierto d´ıa hay asueto.
Una “etiqueta” indica que la noticia es enviada en el marco de un
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contexto. Esta novedad le aparecera´ a los usuarios que este´n suscritos
a este. Por ejemplo, desde un sistema de aulas virtuales, en donde para
su lo´gica, un contexto puede ser una materia, se podr´ıa enviar a todos
los interesados en esa materia, el aviso de la publicacio´n de una pra´ctica.
Si no aparece ningu´n ı´cono, indica que el mensaje es personal: so´lo lo
vera´ el usuario al que este´ dirigido.
3.2.2. Calendario
El siguiente punto de integracio´n aborda la planiﬁcacio´n estudiantil por
lo que implementa el calendario y los eventos. Al igual que las novedades, se
destaca su importancia, es por ello que ocupan un lugar relevante dentro de
la aplicacio´n.
Mi Universidad permite a los servicios externos comunicar eventos a sus
usuarios.
Dentro de la aplicacio´n mo´vil, en la pantalla principal, una de las tres
pestan˜as que se muestran es la de calendario. Al acceder a ella, su vista ofrece
tres modalidades de visualizacio´n: por mes, por semana y por d´ıa (navegacio´n
primaria y secundaria con pestan˜as).
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Figura 27: Calendario: en la primera se ve la vista por mes y en la segunda
por d´ıa, luego de haber hecho un toque sobre el evento que ﬁgura en pantalla.
De esta manera se permiten recorrer las fechas cercanas a la actual,
dando saltos por distintos criterios de acuerdo a la amplitud temporal con-
siderada.
En la parte inferior de la pantalla ﬁgura el listado de eventos del d´ıa
seleccionado (en el caso de la vista por mes), o sobre el calendario (para las
vistas por semana y d´ıa). Al hacer un toque sobre el evento, la aplicacio´n
ofrece la opcio´n de guardarlo en el dispositivo. Esto permite la integracio´n
con otras herramientas, como por ejemplo el calendario de Google, ayudando
a la planiﬁcacio´n del usuario.
Sus propiedades son: nombre, descripcio´n, fecha, duracio´n y ubicacio´n.
Adema´s, al igual que las novedades, los servicios externos pueden optar por
enviar una notiﬁcacio´n a los usuarios en la creacio´n de un evento. Estos
tambie´n pueden estar asociados a un contexto, ser globales o personales,
regulando de esta manera su visibilidad y alcance.
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3.2.3. Contenidos
El u´ltimo punto de integracio´n remite a los contenidos. Estos son glo-
bales a todo el servicio y ﬁgurara´n solamente cuando este sea an˜adido por el
usuario a la aplicacio´n. En dichas condiciones, los contenidos aparecera´n en
el menu´ lateral izquierdo (ver Side drawer en la seccio´n 2.4.1.3).
Los contenidos son recursos gene´ricos ofrecidos por la aplicacio´n que
representan cierto tipo de informacio´n para el usuario. Se caracterizan por:
Ser generales a un servicio: ya que pertenecen a estos, son pu´blicos
(dentro del servicio) y esta´n siempre disponibles.
Ser pasivos, al no iniciar la interaccio´n con el usuario sino que este debe
acceder a ellos para consultarlos.
Tener un rol secundario frente a los otros punto de integracio´n, es por
ello que se separan en un menu´ aparte. Los contenidos no deber´ıan tener
la importancia como para ﬁgurar entre las pestan˜as principales27.
27Podr´ıa ser que de acuerdo con el comportamiento de los usuarios, la importancia var´ıe,
llevando a tener que cambiar la representacio´n del contenido, por ejemplo, movie´ndolo a
una pestan˜a.
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Figura 28: Contenidos y suscripciones: Se ve la opcio´n de suscripcio´n y debajo
contenidos (de prueba) asociados al servicio de la UNLP. Este contiene dos
mapas y un texto.
Los servicios externos tienen la posibilidad de crear los contenidos que
deseen. Para el alcance de esta tesis se deﬁnen dos tipos de contenidos: mapas
(de Google) y texto. A continuacio´n se describen.
3.2.3.1 Mapa de Google
Este contenido muestra un mapa (de Google Maps) sobre el cual dibujar
informacio´n. Al abrirse el mapa, este realiza una solicitud HTTP a una URL
externa para obtener datos de:
Marcadores: Representan puntos en el mapa asociados con un ı´cono y
un texto.
Centro: Indica las coordenadas geogra´ﬁcas en donde centrar la vista
del mapa.
Pol´ıgonos y l´ıneas: para ser trazados sobre el mapa, pudiendo indicar
caminos o a´reas.
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Este mecanismo permite de generar mapas dina´micos en base a una soli-
citud externa28. Opcionalmente (actualmente no implementado) se proveera´n
mecanismos para cachear la informacio´n de los mapas.
En la ﬁgura 29 se ve un ejemplo de mapa con el dibujo del recorrido
del colectivo Universitario. Se utilizan pol´ıgonos y marcadores. El indicador
verde muestra la posicio´n actual del usuario ayudando a visualizar la parada
ma´s cercana.
Figura 29: Contenidos Mapa de Google: Ejemplo
Una funcionalidad interesante es que permite enviar informacio´n del
usuario que accede al mapa: Cuando este lo abre, se env´ıan los datos de
id externo y posicio´n geogra´ﬁca a la URL especiﬁcada por el servicio. Este
la procesa y genera los datos de marcadores, centro y pol´ıgonos. De esta
manera se pueden realizar operaciones en base a la posicio´n de la persona
que consulta el mapa.
Por otra parte, la API provee me´todos para consultar las posiciones
geogra´ﬁcas de otros usuarios. Todo ello se puede integrar para generar un
28El formato de estos datos se especiﬁca en la documentacio´n
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mapa dina´mico y personalizado al usuario.
3.2.3.2 Texto
Se tratan de contenidos simples, muestran un texto con formato (enca-
bezados, pa´rrafos, listas, tablas, etce´tera) con informacio´n esta´tica similar a
la de un documento. La API permite recibir el contenido del texto en formato
Markdown (texto plano). Este es mostrado y renderizado cuando el usuario
consulta por esta opcio´n en el menu´.
Es u´til para mostrar contenidos informativos, relativamente esta´ticos,
que contienen texto.
3.2.4. Notiﬁcaciones
Las notiﬁcaciones reﬁeren a la acciones que realiza el dispositivo mo´vil
para llamar la atencio´n del usuario ante la ocurrencia de un nuevo evento. En
particular para la aplicacio´n mo´vil Mi Universidad , se utilizan notiﬁcaciones
push y estas se dan con nuevas noticias o eventos del calendario. Para enviar
enviarlas se utiliza un servicio externo prove´ıdo por Ionic29. Este se encarga
de abstraer la implementacio´n de las APIs de cada plataforma mo´vil. Estas
son las que se encargan de conectar con el dispositivo mo´vil.
Si bien se destaca a esta caracter´ıstica como una funcionalidad impor-
tante, no se considera un punto de integracio´n ya que no tiene entidad por
s´ı sola y siempre depende de otros puntos, como las novedades o el calendario.
El comportamiento de las notiﬁcaciones se deﬁne comu´n a todos los pun-
to de integracio´n “notiﬁcables”. De acuerdo a su alcance y a sus destinatarios,
estas se comportan:
Globales
• Con usuarios asociados: Notiﬁcan a todos los usuarios que utilizan
los servicios externos (se ignora listado de usuarios espec´ıﬁcos ya
que la noticia es global).




• Con contexto asociado: Notiﬁcan a todos los usuarios que utilizan
los servicios externos y a los interesados en el contexto.
No globales
• Con destinatarios: Notiﬁcan solamente a los usuarios del listado
asociado.
• Sin destinatarios: No notiﬁcan a nadie en particular. Este caso no
deber´ıa existir, puesto que no tiene sentido que un ı´tem no tenga
destinatarios, no sea global y no tenga asociado un contexto. No
podr´ıa ser visto por nadie.
• Con contexto asociado: Notiﬁcan a todos los usuarios interesados
en el contexto. Adema´s puede tener o no destinatarios particula-
res.
Puesto que el objetivo de enviar una notiﬁcacio´n es el de destacar un
cierto contenido, se considera importante que el usuario pueda llevar un se-
guimiento de lectura de los elementos notiﬁcados y resaltarlos por sobre otros
de menor relevancia. Es por ello que en la pantalla principal de la aplicacio´n,
se muestra una pestan˜a espec´ıﬁca con el listado de notiﬁcaciones. La meta´fo-
ra utilizada para esta pestan˜a es una “campana” con una insignia (badge)
que indica el nu´mero de notiﬁcaciones recientes.
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Figura 30: Notiﬁcaciones: Pantalla de notiﬁcaciones del usuario
La pantalla de notiﬁcaciones (ﬁgura 30), tiene una navegacio´n secundaria
de tipo lista con informacio´n de cada notiﬁcacio´n. Tambie´n posee un ı´cono
que indica su tipo, como meta´fora para novedades y calendario de eventos.
Al tocar sobre un ı´tem de la lista, este se marca como le´ıdo (torna´ndose gris)
y se accede al detalle del mismo.
3.2.5. Suscripciones
Existe una seccio´n de suscripciones que le permite al usuario an˜adir
nuevos servicios de la universidad y revisar que´ contextos poseen estos.
El proceso de agregar un nuevo servicio depende de los requisitos del
mismo. Actualmente se deﬁnen dos modalidades de an˜adido:
Libre: Cualquier usuario de la aplicacio´n puede an˜adir el servicio. Este
proceso es directo: al hacer un toque sobre el boto´n “An˜adir”, el servicio
queda automa´ticamente asociado a la cuenta del usuario.
Requiere autenticacio´n: Solo usuarios que puedan autenticarse ante el
servicio pueden an˜adirlo. Al an˜adirlo se abrira´ una pantalla de login con
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el sistema externo. Luego de ingresar (si sus credenciales son correctas)
este sistema deber´ıa mostrar una pantalla con los permisos que utiliza
y, si estos son aceptados, enviar a la API de Mi Universidad los datos
del id externo. De esta forma quedara´ asociada la cuenta del sistema
externo con Mi Universidad .
Al requerir autenticacio´n se produce un intercambio de identiﬁcadores
de usuario entre Mi Universidad y el servicio externo (ver ﬁgura 31). Cuando
se inicia la solicitud, la aplicacio´n genera un token u´nico y se lo env´ıa al sis-
tema externo mediante una redireccio´n. Al identiﬁcarse el usuario, el servicio
env´ıa este dato a Mi Universidad junto con el identiﬁcador de su usuario. De
esta manera, Mi Universidad enlaza sus datos con el id externo, pudiendo
referenciarse a la persona directamente con la identiﬁcacio´n del servicio.
Figura 31: Interaccio´n de Mi Universidad al an˜adir un servicio con autenti-
cacio´n
Siempre que se necesite hacer una referencia a un usuario se utilizara´ el
identiﬁcador externo. Por ejemplo al enviar desde Guaran´ı una novedad per-
sonal a un usuario, solo hay que indicar su nu´mero de inscripcio´n (clave
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primaria de las personas) y el mensaje30.
Otro aspecto a destacar es que el usuario puede acceder al listado de
contextos (o temas) de cada servicio y realizar la suscripcio´n a los que sean
de su intere´s (sin necesidad de an˜adir el servicio). Desde esta pantalla tambie´n
puede cancelarlas (ﬁgura 32). Esto es u´til para indicar el intere´s sobre una
tema´tica y recibir las novedades y eventos asociados a ella.
Figura 32: Pantalla de suscripcio´n a temas
3.2.6. Otras
Existen otras funcionalidades que no tienen tanta entidad como las an-
teriormente mencionadas, pero que resulta interesante describir.
Pull to refresh : Para cada vista que posea un listado dina´mico de
elementos, estos se pueden refrescar con el gesto pull to refresh (“des-
lizar para recargar”). Este consiste en deslizar la pantalla hacia abajo
30Existen otros atributos irrelevantes para el ejemplo
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para actualizar los contenidos. Esta es una caracter´ıstica comu´n en las
aplicacio´n actuales (mencionadas en la seccio´n 1.2.1)
Login :Respecto al ingreso del usuario a la aplicacio´n, el sistema per-
mite hacerlo de dos maneras:
• Con el login de Mi Universidad, mediante un usuario registrado
desde un formulario en la aplicacio´n. Existe la posibilidad de res-
tablecer su contrasen˜a, enviando un co´digo al correo electro´nico
del usuario. Este es usado para validar que la persona sea la duen˜a
de la casilla de correo (y por ende del usuario registrado a ella).
• Con la cuenta de Facebook, enlazando su perﬁl con Mi Universi-
dad.
Figura 33: Pantalla de login y registro
Internacionalizacio´n (i18n): La aplicacio´n soporta mu´ltiples lengua-
jes que toma de la conﬁguracio´n del dispositivo. Para el alcance de esta
tesis, solo hay deﬁnidos dos: Espan˜ol e Ingle´s31.
Estilos personalizables: Mediante Sass (soportado por Ionic) se per-
miten personalizar los estilos y sus variables en archivos separados.
Esto facilita la edicio´n del disen˜o para otras Universidades. Por otro
lado, si se necesitan realizar modiﬁcaciones, se puede aprovechar del
mecanismo de versionado de GitHub para hacer un fork del proyecto
31Algunos te´rminos todav´ıa no esta´n traducidos
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y realizar los cambios necesarios. Por ejemplo, en el repositorio exis-
ten dos ramas, la master con el co´digo gene´rico, y una rama unlp con
estilos personalizados para la Universidad Nacional de La Plata.
Introduccio´n conﬁgurable: La primera vez que se abre la aplicacio´n
aparecen una serie de diapositivas (slides) que hacen de tutorial para
mostrar las funcionalidades del sistema. Estas son conﬁgurables.
3.3. API
En la siguiente seccio´n se describen brevemente algunos aspectos de la
API RESTful. La intencio´n no es realizar una especiﬁcacio´n completa de
toda la interfaz, sino revisar el mecanismo general de su utilizacio´n. Para
la especiﬁcacio´n completa se utiliza Swagger. Esta es una herramienta para
documentar, disen˜ar y consumir servicios Web RESTful. La documentacio´n
de la API esta´ disponible en https://app.swaggerhub.com/apis/tanoinc/
mi-universidad/1.0.0.
En base a lo establecido con REST en el marco teo´rico (seccio´n 2.3.1.5),
el llamado a la API esta´ orientado a recursos. En el caso de Mi Universidad
son los puntos de integracio´n y otra informacio´n. Los “verbos” que repre-
sentan a las acciones sobre estos, son los me´todos HTTP. Tambie´n se indica
que las solicitudes corresponden a la versio´n 1 de la API, por lo que esta
informacio´n va en la URI. En base esto se determina la siguiente interfaz:
Para novedades:
• POST /api/v1/newsfeed: Crea una novedad
Para eventos del calendario:
• POST /api/v1/calendar event: Crea un evento de calendario
Para contenidos:
• POST /api/v1/content/google map: Crea un mapa de Google
• POST /api/v1/content/text: Crea un contenido de texto
• DELETE /api/v1/content/id: Elimina un contenido
Para geolocalizacio´n:
• GET /api/v1/geolocation/user/{id usuario}: Obtiene la ubicacio´n
geogra´ﬁca de un usuario
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• POST /api/v1/geolocation/users: Obtiene la ubicacio´n geogra´ﬁca
de una lista de usuarios. Se utiliza el me´todo post para poder pasar
una lista de valores que puede ser extensa. Por ello requiere que
la solicitud tenga un cuerpo, no pudie´ndose realizar esto con el
me´todo GET.
Las solicitudes no mantienen ningu´n estado entre sucesivas peticiones y
la autenticacio´n (explicada en la siguiente seccio´n) se realiza en cada request.
La respuesta es devuelta con su co´digo en formato JSON debido a las ventajas
mencionadas en 2.3.1.3.
En base a lo analizado en la seccio´n 2.3.2, la autenticacio´n con los dis-
positivos mo´viles se realiza con OAuth2, y los servicios externos utilizan su
API key y ﬁrma (generada con la clave secreta). La ﬁgura 34 muestra un
diagrama simpliﬁcado de la interaccio´n y conexio´n de los servicios externos
y los dispositivos mo´viles, con la API de Mi Universidad .
Figura 34: Diagrama de componentes de la API de Mi Universidad
En el siguiente ejemplo se ve un request HTTP para la creacio´n de una
novedad. Esto ser´ıa lo que env´ıa un servicio externo a Mi Universidad .
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POST /api/v1/newsfeed32.
• El cuerpo de la solicitud HTTP esta´ armado para enviar una noti-
cia con notiﬁcacio´n push para los usuarios con id “id externo 1”,
“id externo 2” y “id externo 3”:
{
"title": "Tı´tulo de la novedad",









Bloque de co´digo 2: Ejemplo de cuerpo JSON en solicitud de
POST /newsfeed
.
• La respuesta obtenida, considerando que todo funciono´ correcta-
mente, ser´ıa (con co´digo HTTP 200):
{
"newsfeed" : {
"updated_at" : "2017-05-25 00:10:11",
"created_at" : "2017-05-25 00:10:11",
"global" : 0,
"id" : 1134,
"title" : "Tı´tulo de la novedad",
"send_notification" : 1,




Bloque de co´digo 3: Ejemplo de respuesta JSON de POST /news-
feed
.
32Esto es solo demostrativo. La especiﬁcacio´n completa en Swagger puede consultarse
en https://app.swaggerhub.com/apis/tanoinc/mi-universidad/1.0.0
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Otros posibles co´digos HTTP de respuesta, dependiendo del resultado




422: Error de validacio´n
500: Errores en el servidor. Ver detalle en respuesta
En la siguiente seccio´n se detalla la autenticacio´n necesaria para el lla-
mado a estos servicios desde sistemas externos. Luego especiﬁca este aspecto,
pero para los clientes mo´viles.
3.3.1. Autenticacio´n de servicios externos
Para poder integrar a los servicios externos en la aplicacio´n, es necesario
identiﬁcarlos, asegurarse que son quienes dicen ser y que su mensaje es el
que han querido enviar. Para ello se utiliza el mecanismo visto en la seccio´n
2.3.2.2. Se vera´ su implementacio´n aplicada a este proyecto.
En primera instancia, la API de Mi Universidad correra´ sobre HTTPS.
Esto evita que el mensaje pueda ser visto por terceros, y el ataque Replay
Attack.
En segundo lugar, el backend conoce la identiﬁcacio´n y clave secreta de
todos sus servicios. Excede al alcance de esta tesis el mecanismo de env´ıo de
claves secretas a los administradores de los servicios externos. Estos debera´n
mantenerla guardada y asegurarse que no se revele. De todas formas, si alguna
vez se ve comprometida, existe la posibilidad de que sea cambiada.
El servicio que env´ıe una solicitud a Mi Universidad debera´ ﬁrmar el
pedido con su clave secreta (utilizando HMAC con sha256) y adjuntar el
encabezado HTTP Authorizarion con el valor APIKEY, su identiﬁcacio´n de
servicio y la ﬁrma (separados por “dos puntos”). Por ejemplo, para enviar
una nueva noticia, si:
La API key es: 0b0eedd9e23e30840fed24b8d1ab11c03913beca
La clave secreta de API es: 402082e593fee526fa64e13b47841fdbcc7a786d
74
La URL es: https://localhost:8800/api/v1/newsfeed
El me´todo es: POST
El contenido es (tipo application/x-www-form-urlencoded): title=Titulo
de prueba&content=Texto contenido&send_notification=1&clobal=0&
context=matematica
La ﬁrma con HMAC (sha256) se debera´ generar con la clave secreta












Bloque de co´digo 4: JSON generado en base a una solicitud utilizando los
atributos del request HTTP.
El resultado es la siguiente ﬁrma:
a42e995848c48f51a226b5089196d225e0635d3536be126c0331a9cde700d398
Notar que todos los datos de la solicitud se utilizan en para generar
el hash con la ﬁrma, por lo que si alguno cambia, esta ﬁrma ya no tendr´ıa
sentido.
La solicitud HTTP enviada quedar´ıa de la siguiente manera34:
33Para favorecer la visualizacio´n en este documento, el JSON se muestra formateado
con saltos de l´ınea y tabs, pero en la implementacio´n estos no existen. Esto es importante
ya que una diferencia en un caracter, cambia la ﬁrma.







title=Titulo de prueba&content=Texto contenido
&send_notification=1&clobal=0&context=matematica
Bloque de co´digo 5: JSON generado en base a una solicitud utilizando los
atributos del request HTTP.
De esta manera el servidor realiza el proceso inverso y si las ﬁrmas son
iguales, entonces la solicitud es va´lida: es de quien dice ser y no fue alterada.
En la ﬁgura 34 este mecanismo se realiza entre los servicios externos y
la interfaz con API key y secret.
3.3.1.1 Permisos
Los permisos indican que´ operaciones pueden ser utilizadas por cada
servicio. Existe un permiso por cada entrada de la API (URL y me´todo
HTTP).
La aplicacio´nMi Universidad maneja un sistema que controla que´ opera-
ciones esta´n habilitadas para cada servicio. Esta asociacio´n permiso-servicio
esta´ indicada con un nu´mero de versio´n que luego es utilizado cuando un
usuario an˜ade un servicio. Este es aceptado en una versio´n, por lo que si se
modiﬁca debera´ volver a aceptarse. De esta manera se informa al usuario de
cada cambio en las operaciones que requieran los servicios.
3.3.2. Autenticacio´n con aplicacio´n mo´vil
La autenticacio´n con el cliente mo´vil se realiza mediante OAuth2 (segu´n
lo deﬁnido en el marco teo´rico de la seccio´n 2.3.2) con el tipo de accedo
password grant. De su utilizacio´n se destacan cuatro pasos:
La solicitud del token de acceso: mediante un POST a la API en /oaut-
h/token con las credenciales. Esta devuelve un token de acceso y refres-
co en formato JSON Web Token (JWT), que sera´n utilizados en todos
los request subsiguientes como mecanismo de autenticacio´n.
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La utilizacio´n del token en los llamados: En cada solicitud para el acceso
a un recurso, se debe enviar en el encabezado HTTP Authorization, el
tipo de token (en este caso Bearer) y el token de acceso.
La actualizacio´n del token vencido: Cuando pierda validez el token de
acceso, se utiliza el token de refresco para solicitar uno nuevo de acceso.
Salir del sistema: Se env´ıa una solicitud DELETE con el token y se
invalidan los tokens evitando ser utilizados en futuros accesos.
En la ﬁgura 34 este mecanismo se reﬂeja entre los clientes mo´viles y la
interfaz con OAuth2.
3.4. Plugins
Como parte de este proyecto, adema´s del desarrollo de la aplicacio´n
mo´vil (y su backend), los objetivos son desarrollar extensiones para sistemas
utilizados en la Universidad Nacional de La Plata. En particular se utilizan
servicios en los que tengo acceso debido a mi trabajo en el CeSPI.
A continuacio´n, se pasan a detallar cuestiones relacionadas con la inte-
gracio´n de: SIU Guaran´ı y Moodle.
3.4.1. Personalizacio´n SIU Guaran´ı
En Guaran´ı se utiliza el esquema de personalizaciones de Chulup´ı para
desarrollar la integracio´n con Mi Universidad .
El signiﬁcado de los contextos esta´ dado por las materias. Esto signiﬁca
que un usuario de la aplicacio´n mo´vil podr´ıa suscribirse a la materia que
esta´ interesado.
La personalizacio´n se denomina “mi universidad” e implementa (en prin-
cipio) tres funcionalidades:
Interconexio´n entre usuarios. Esta operacio´n es utilizada cuando un
usuario an˜ade un servicio de Guaran´ı. Esta env´ıa a Mi Universidad el
identiﬁcador externo del usuario logueado.
Env´ıo de mensajes. Al enviar mensajes en Guaran´ı, se enviara´n nove-
dades a Mi Universidad . El alcance de las mismas estara´ determinado
por los destinatarios del mensaje. Si este es a toda una comisio´n o mesa
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de examen, se enviara´ a todos los inscriptos y adema´s tendra´ la materia
como contexto asociado. Esto signiﬁca que todos los interesados (ma´s
alla´ de los inscriptos) podra´n ver en sus noticias el mensaje.
Fechas de parciales. Guaran´ı permite, desde su mo´dulo Docente, deﬁnir
los parciales en cada comisio´n. La personalizacio´n env´ıa a Mi Univer-
sidad la fecha de los mismos, asociados al contexto de la materia y a
todos sus inscriptos.
Figura 35: Guaran´ı: Pantalla de env´ıo de mensajes que se vera´n en la app
Se planiﬁca incorporar ma´s novedades y eventos del calendario, como
por ejemplo, fechas de inscripcio´n a cursadas, mesas de examen, horarios y
aulas de materias y notiﬁcacio´n de carga de notas, entre otras.
Esta personalizacio´n estara´ disponible para otras Universidades que deseen
implementar Mi Universidad .
3.4.2. Plugin Moodle
Otra de las extensiones propuestas en los objetivos de esta tesina es la
de Moodle. Se trabajo´ con la u´ltima versio´n 3.3.1 pudiendo ser portada a
versiones anteriores.
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El tipo de extensio´n de Moodle utilizada es la demessaging consumers35.
Esta permite conectar un componente a ciertos tipos de eventos, y es conﬁ-
gurable desde Moodle por el administrador y personalizable por los usuarios.
Para Moodle se deﬁne que los contextos sera´n los cursos.
El plugin implementa, en principio, dos funcionalidades:
Mensajer´ıa: Los mensajes personales que se reciban dentro de la pla-
taforma, se env´ıan como novedades personales con notiﬁcacio´n a Mi
Universidad . De esta manera un alumno podra´ saber con una notiﬁca-
cio´n cuando le env´ıan un mensaje privado. Esta caracter´ıstica se puede
deshabilitar y es conﬁgurable por el usuario desde Moodle.
Foro de novedades y consultas: Los anuncios que se realicen en el foro
de novedades, sera´n enviados a trave´s de Mi Universidad a los alumnos
del curso y adema´s quedara´n asociados a su contexto. De esta manera
los alumnos que no pertenezcan al curso pero quieran estar al tanto de
las novedades, puedan hacerlo, suscribie´ndose.
Figura 36: Moodle: Pantalla de conﬁguracio´n de para´metros de Mi Univer-
sidad .
35Se puede ver en https://docs.moodle.org/dev/Messaging_consumers
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Figura 37: Moodle: Pantalla de conﬁguracio´n de que´ notiﬁcara´ la aplicacio´n
La extensio´n queda disponible con licencia GNU GPL versio´n 3 en
https://github.com/tanoinc/moodle-message_miuniversidad.
3.5. Pruebas de Usabilidad
Se hicieron pruebas de usabilidad sobre la aplicacio´n mo´vil en base a las
recomendaciones de estudio de Nielsen Norman Group (NN/g)[55]36. Para
ello se oriento´ el estudio a obtener datos de una investigacio´n cualitativa (con
participacio´n de usuarios) y a resolver cuestiones relacionadas con el disen˜o.
Dentro de estas pruebas, se destacan por su popularidad y sus mu´ltiples
a´reas de aplicacio´n, los llamados focus group (o “grupos de discusio´n”). Estos
son una forma de entrevista grupal que se centra en la comunicacio´n entre
los participantes de la investigacio´n para generar nueva informacio´n (datos,
ideas, correcciones, etce´tera)[56].
Se realizaron dos reuniones con grupos de usuarios37: el 18 de agosto y 13
de septiembre de 2017. A cada participante individualmente se le asigno´ una
lista de tareas y a medida que se realizaban se tomaba nota de las diﬁcultades,
ideas y aclaraciones que surg´ıan. La charla grupal favorecio´ a la prueba.
La interaccio´n entre los participantes permitio´ explorar el conocimiento y
experiencia de las personas. De esta manera se pudo explorar no so´lo lo que
pensaban, sino tambie´n co´mo lo hac´ıan y por que´.
36El grupo es liderado por Jackob Nielsen y Don Norman
37Coordinadas y guiadas con la ayuda Ivana Harari y Paola Amadeo
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Los encuentros se llevaron a cabo en el CeSPI, fueron en persona y
moderados. Los participantes pertenec´ıan a diversos a´mbitos relacionados
con la Universidad (alumnos, egresados, docentes y no docentes).
3.5.1. Etapa preliminar
Esta etapa consistio´ el la preparacio´n de los elementos necesarios para
las reuniones. Estos son indicados en las siguientes secciones.
3.5.1.1 Preparacio´n del producto
Se conﬁguro´ un servidor de prueba con la API, apuntando a servicios
externos de desarrollo (Guaran´ı y Moodle). Adema´s se crearon aplicaciones
de testing en Facebook (para relacionar las cuentas de usuario), en Google
(para los mapas) y en los servicios de Ionic (para enviar notiﬁcaciones).
Para las pruebas de ingreso con Facebook fue necesario agregar a las
personas como participantes de la aplicacio´n de prueba (en Facebook). Esto
es necesario ya que la utilizada para el test no es pu´blica.
3.5.1.2 Seleccio´n de participantes
El grupo de personas y sus perﬁles consistio´ en las indicados en el cuadro
4.
Cuadro 4: Perﬁles de usuarios para pruebas de Usabilidad























3.5.1.3 Seleccio´n de coordinacio´n
El focus group se llevo´ a cabo bajo la gu´ıa de Paola Amadeo e Ivana
Harari (adema´s de mı´).
3.5.2. Etapa de disen˜o
El propo´sito de la prueba fue determinar el grado de aceptacio´n y satis-
faccio´n de los usuarios con el disen˜o de la interfaz y la terminolog´ıa elegida.
Adema´s se observo´ el comportamiento del grupo, y se les solicito´ su opinio´n
e ideas para determinar nuevas mejoras.
Para relevar esta informacio´n se requirio´ que cada integrante intente
completar con la aplicacio´n la siguiente lista de tareas:
1. Crear una cuenta de usuario.
2. Ingresar al sistema con una cuenta del sistema.
3. Ingresar al sistema con una cuenta de Facebook.
4. Suscribirse a un servicio de la universidad: Guaran´ı de su facultad.
5. Suscribirse a un tema: Alguna materia de intere´s.
6. Revisar las u´ltimas novedades.
7. Revisar las notiﬁcaciones.
8. Revisar el calendario visualizando por d´ıa, el d´ıa siguiente.
9. Revisar el calendario visualizando por semana, la semana siguiente.
10. Revisar el calendario visualizando por mes, el mes siguiente.
11. Guardar un evento en el calendario del tele´fono.
12. Visualizar la ubicacio´n de los comedores de la Universidad en el mapa.
13. Visualizar el recorrido de la l´ınea universitaria en el mapa.
38Maxi es no vidente, miembro activo en temas de accesibilidad en la Universidad y ha
colaborado en pruebas para varios desarrollos del CeSPI
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14. Visualizar otra informacio´n del servicio de la universidad al cual esta´ sus-
crito.
15. Cerrar la aplicacio´n: al recibir una notiﬁcacio´n, acceder a su contenido.
16. Con la aplicacio´n abierta: al recibir una notiﬁcacio´n, acceder a su con-
tenido.
17. Desuscribirse a un servicio de la universidad (puede suscribirse a uno
para luego poder cancelarlo).
18. Desuscribirse a un tema (puede suscribirse a uno para luego poder
cancelarlo).
19. Desloguearse de la aplicacio´n.
Por u´ltimo se pregunto´ a cada persona si el disen˜o le resultaba agradable
y claro y si era fa´cil y co´modo de utilizar.
3.5.3. Desarrollo
Se realizaron dos encuentros, cada uno tuvo una duracio´n aproximada
de una hora y media. En el segundo se incorporaron algunas mejoras que
surgieron del primero. A cada participante se le indico´ de do´nde descargar la
aplicacio´n y co´mo conﬁgurar el modo de desarrollador para poder instalarla.
Se requirio´ que todos utilicen Android 4.4 o superior.
Durante la segunda reunio´n surgieron algunos inconvenientes por un
problema en la conﬁguracio´n del servidor respecto de las notiﬁcaciones push.
Igualmente se completo´ la prueba haciendo las salvedades necesarias.
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Figura 38: Algunas fotos del focus group
3.5.4. Resultados
Para medir los resultados, en primera instancia, se analizo´ el compor-
tamiento de los participantes al resolver cada una de las tareas. En base a
ello se evaluo´ cua´nto les costo´ llegar a completarlas. Para esta valoracio´n
se utilizo´ un puntaje de 1 a 5, siendo 1 “con mucha diﬁcultad” y 5 “sin
problemas”.
En segunda instancia se hablo´ con cada uno de los integrantes de manera
individual y grupal para conocer sus opiniones.
Los resultados de la valuacio´n junto al promedio por tarea se muestran
en el cuadro 5.
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Cuadro 5: Resultados de focus group por usuario y tarea (con promedio)
U1 U2 U3 U4 U5 Promedio
Tarea 1 4 4 5 5 5 4,6
Tarea 2 5 5 5 5 5 5
Tarea 3 N/A N/A39 N/A 5 5 5
Tarea 4 3 N/A 4 4 3 3,5
Tarea 5 4 4 5 5 5 4,6
Tarea 6 5 5 5 5 5 5
Tarea 7 5 5 5 5 5 5
Tarea 8 4 N/A 5 4 5 4,5
Tarea 9 4 N/A 5 5 5 4,75
Tarea 10 5 N/A 5 5 5 5
Tarea 11 4 N/A 5 4 5 4,5
Tarea 12 4 N/A 5 5 5 4,75
Tarea 13 5 N/A 5 5 5 5
Tarea 14 5 5 5 5 5 5
Tarea 15 4 N/A N/A 5 N/A 4,5
Tarea 16 5 N/A N/A 5 N/A 5
Tarea 17 3 N/A 4 3 4 3,5
Tarea 18 4 5 5 5 5 4,8
Tarea 19 5 5 5 5 5 5
En base a lo expuesto y lo hablado con los usuarios, se determinaron las
siguientes mejoras en el disen˜o40:
Agregar aclaracio´n del taman˜o de clave al registrar un nuevo usuario.
Resaltar el proceso inicial de suscripciones (al iniciar por primera vez
la aplicacio´n). Esta mejora tiene relacio´n con el puntaje de la tarea 4.
Establecer ayudas para aclarar que´ realiza cada boto´n.
39Algunas tareas no llegaron a ser probadas porque: antes deb´ıan solucionarse problemas
de accesibilidad, o no se llego´ con el tiempo por problemas en la conﬁguracio´n del servidor
surgidos al momento de la prueba (fallo en las notiﬁcaciones y ﬁltros en la de red de
desarrollo).
40Si bien todas son tenidas en cuenta, solo algunas se implementan dentro del alcance
de esta tesis
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En Android: modiﬁcar el gesto para eliminar un servicio. No es con
“swipe” sino manteniendo apretada la opcio´n (este fue el inconveniente
principal por el cual el puntaje resulto´ un poco ma´s bajo en la tarea
17).
Agregar un mensaje de bienvenida al abrir la aplicacio´n mostrando un
resumen de sus funcionalidades. Considerar la posibilidad de volver a
reproducir y cancelar.
En cuanto a la accesibilidad:
• Completar informacio´n extra de los campos en el formulario de
registro ya que el lector de pantalla solo muestra e-mail.
• Mejorar los listados vac´ıos: el lector de pantalla no indica cuando
el resultado de un listado es vac´ıo.
• Agregar indicacio´n en el boto´n de borrar texto para el campo de
bu´squeda.
Mostrar un mensaje al agregar un nuevo servicio (que requiere auten-
ticacio´n), indicando que las credenciales son las del servicio externo.
Adema´s es conveniente dar un indicador visual que la pantalla de login
esta´ fuera del contexto de la aplicacio´n.
Cambiar el te´rmino de “servicio” por “aplicaciones”.
Agregar la posibilidad de ver un resumen de suscripciones a temas.
Cambiar te´rmino de “suscripcio´n a temas” a “suscripcion a categor´ıas”.
Adema´s de las mejoras, los resultados fueron satisfactorios ya que los
usuarios comentaron que la interfaz les resulto´ co´moda, agradable y fa´cil de
utilizar.
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4. Cap´ıtulo IV: Conclusio´n
Las universidades de Argentina, y espec´ıﬁcamente la Universidad Na-
cional de La Plata y sus dependencias, disponen de un conjunto de sistemas
variados. En base a esto, y luego de transitar laboralmente por el CeSPI,
aﬁrmo desde mi experiencia que uno de los aspectos que se destacan en ca-
da desarrollo es el de favorecer y mejorar la integracio´n de dichos sistemas
universitarios. Por ende, el desarrollo de la aplicacio´n Mi Universidad pre-
tende extender este mismo lineamiento conceptual hacia los alumnos, para
favorecer y facilitar su tra´nsito acade´mico por la Universidad.
De lo expuesto en la presente tesina se concluye que: se puede desarrollar
una solucio´n para facilitar el acceso a la informacio´n por parte de los alumnos,
que sea:
abierta (utilizando software Open Source y esta´ndares abiertos),
distribuida,
extensible a otras Universidades,
con una interfaz pu´blica que pueda ser consultada y utilizada por otros
servicios,
que permita integrar aspectos claves de mu´ltiples sistemas.
Estas caracter´ısticas ayudan a mejorar la experiencia de usuario de mu´ltiples
sistemas universitarios, manteniendo una comunicacio´n inmediata con la casa
de altos estudios.
Lo anteriormente mencionado fue llevado a cabo mediante el estudio de
las u´ltimas tecnolog´ıas y versiones. Para el cliente (frontend) se revisaron va-
rios Frameworks para el desarrollo de una aplicacio´n h´ıbrida. Se concluyo´ la
utilizacio´n y el estudio de Ionic 2 (con Cordova y tecnolog´ıas Web como
HTML5, CSS3, JavaScript con Angular 4 mediante TypeScript). Para el ser-
vidor (backend) se utilizo´ el Framework PHP Lumen, derivado de Laravel
orientado a la creacio´n de APIs (con autenticacio´n OAuth2 y APIs key/se-
cret). Por u´ltimo, para las extensiones se utilizo´ SIU Chulup´ı (Guaran´ı) y
para Moodle se estudio´ el tipo de plugin message output.
Esto permitio´ la implementacio´n de:
una API RESTful que integra los servicios externos e interactu´a con el
cliente mo´vil y,
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una aplicacio´n mo´vil como cliente consumidor y fachada principal pa-
ra los estudiantes de la Universidad en donde sus caracter´ısticas son
comunes entre las aplicaciones universitarias analizadas.
Por otro lado, debido a la posibilidad de acceso a sistemas administrados
por el CeSPI, se desarrollaron dos mo´dulos para integrar conMi Universidad :
en Guaran´ı y en Moodle.
Finalmente, los focus group fueron claves como primera instancia real
de ana´lisis de uso. Produjeron muchas modiﬁcaciones que favorecieron la
usabilidad e hicieron que la aplicacio´n se vaya “puliendo” en cada reunio´n.
Sin embargo, quedan muchas ideas por implementar y tareas por com-
pletar. Seguidamente se revisan las pendientes.
4.1. Trabajos futuros
A continuacio´n se destacan algunos trabajos futuros (muchos de ellos
sera´n llevados a cabo en el marco de mi trabajo en el CeSPI):
Focalizar la implementacio´n inicial de la aplicacio´n a los alumnos in-
ternacionales de la Universidad Nacional de La Plata.
Mejorar contenidos existentes e incorporar nuevos. Esto debe hacerse
teniendo en cuenta que estos sean gene´ricos y no involucren en aspectos
espec´ıﬁcos de la lo´gica correspondiente a los servicios externos. Consi-
derar tambie´n aumentar la integracio´n con redes sociales, permitiendo
la incorporacio´n de novedades desde pa´ginas de Facebook, Twitter y
Google+.
Incorporar un motor de bu´squeda (como Sphinx, ElasticSearch, Lu-
cene, etc.) para buscar sobre novedades, calendario y todo contenido
“buscable”.
Analizar la integracio´n de la API dentro de un API Gateway (como
Tyk) para favorecer la implementacio´n del modelo de microservicios.
Ampliar la compatibilidad de la aplicacio´n con versiones de Android
menores a 4.4 (mediante Crosswalk) y compilarlas para otros Sistemas
Operativos (iOS y Windows).
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4.2. Carrera, Tesis y experiencia
La formacio´n acade´mica brindada por la Universidad Nacional de La
Plata y la Facultad de Informa´tica, me ha dotado de la base de conocimien-
tos teo´ricos y pra´cticos necesarios para llevar a cabo todas las etapas del
desarrollo. Los contenidos necesarios para este proyecto son transversales a
gran parte (si no es que todas) de las asignaturas de la Licenciatura. Habien-
do ﬁnalizado el desarrollo, recorr´ı an˜o a an˜o los temas vistos en cada una de
las materias y encontre´ que hay algo de todas ellas en Mi Universidad .
Por otra parte, como complemento a la formacio´n acade´mica, la expe-
riencia ganada trabajando en el CeSPI fue clave. Esta no se trata solamente
en la especializacio´n de tecnolog´ıas utilizadas en desarrollos actuales, sino
tambie´n como resultante del incentivo a la investigacio´n, el facilitamiento de
acceso a nuevas tecnolog´ıas y el aporte de las herramientas necesarias.
Otro aspecto a destacar son las relaciones humanas, en donde se aprende
a interactuar con otras personas: pares y de otras a´reas, formando grupos
interdisciplinarios. En la Facultad y el trabajo es donde ganan compan˜eros,
colegas y amigos que lo acompan˜an en la formacio´n acade´mica, profesional
y personal.
Para ﬁnalizar, el desarrollo y la investigacio´n realizados para esta tesina
me han hecho aprender el uso de Frameworks actuales para el desarrollo de
aplicaciones mo´viles h´ıbridas, y de PWAs, adema´s de novedades en tecno-
log´ıas Web, como las u´ltimas versiones de Angular con TypeScript. Por otra
parte, he podido conocer y considerar alternativas para el desarrollo mo´vil,
ampliar el conocimiento sobre las tecnolog´ıas de autenticacio´n/autorizacio´n
de APIs y profundizar sobre aspectos de usabilidad mediante los foucs group.
Como un u´ltimo aspecto, he aprendido buscar, leer, organizar y escribir tex-
tos cient´ıﬁcos. No so´lo para la redaccio´n de esta tesina, sino tambie´n para la
investigacio´n de art´ıculos, publicaciones y tesis de colegas.
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A. Anexo I
A.1. Versiones de Android por Facultad en la Univer-
sidad Nacional de La Plata
En el cuadro 6 se ven: Agronomı´a, Arquitectura, Bellas Artes, Derecho,
Direccio´n de Organizacio´n Institucional, Econo´micas, Especializacio´n en Do-
cencia Universitaria, la Escuela Universitaria de Recursos Humanos, Ciencias
Exactas, Humanidades, e Informa´tica.
En el cuadro 7 se ven: Informa´tica/Ingenier´ıa, Ingenier´ıa, Medicina,
Ciencias Naturales y Museo, Astrono´micas y Geof´ısicas, Odontolog´ıa, Perio-
dismo, Arquitectura (postgrado), Psicolog´ıa, Trabajo Social y Veterinarias.
El cuadro 8 muestra los totales de las cantidades por versio´n. Se detallan
tambie´n cuales son soportadas por defecto por Ionic v2 (mayor o igual a 4.4)
y cuales no.
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Cuadro 6: Versiones de Android por Facultad (parte 1)
agro arq bartes derecho doi econo edu eurh exactas humanidades info
8.0.0 0 0 0 3 0 0 0 0 0 0 32
7.1.2 1 88 56 111 0 21 0 13 56 5 349
7.1.1 32 268 243 182 0 461 3 63 150 51 430
7.1 0 14 7 0 0 0 0 0 0 3 4
7.0.99 0 0 0 0 0 0 0 0 0 1 1
7.0 1720 2538 3676 7781 107 11418 56 2056 2865 2211 2808
6.1 0 0 0 0 0 0 0 0 1 0 0
6.0.99 0 0 0 0 0 0 0 0 0 0 0
6.0.1 4683 14080 18307 33678 215 39780 195 12295 9073 8464 5801
6.0 4515 8677 13027 17085 109 24393 89 5502 6039 5262 3806
5.1.2 0 9 0 0 0 0 0 0 0 0 0
5.1.1 3864 9168 16474 21919 150 23135 48 8488 5785 6429 2255
5.1 1315 3449 5233 6072 41 10163 17 1789 2254 2417 1631
5.0.2 1315 3863 6011 8567 40 11261 11 2731 2511 2414 1099
5.0.1 1904 3770 6734 7451 93 8348 30 2764 2630 2824 897
5.0 259 834 1076 1657 2 2347 10 465 957 389 340
5 0 0 0 0 0 0 0 2 0 0 0
4.4.4 1840 4655 7508 10533 39 10818 17 3560 3463 3610 1026
4.4.3 11 1 25 10 0 90 0 32 74 1 6
4.4.2 1516 3556 6677 7028 26 9106 22 3205 2609 2795 902
4.4 0 6 21 26 0 7 0 12 2 8 0
4.3.1 0 0 0 0 0 0 0 0 0 1 0
4.3 352 480 915 1292 2 1725 4 751 315 398 317
4.2.2 204 783 1498 2115 11 2090 3 689 630 739 116
4.2.1 1 125 12 65 0 27 0 3 0 4 1
4.1.2 713 1109 2471 2171 6 2895 10 1251 751 1139 351
4.1.1 3 20 38 22 0 58 0 36 14 14 3
4.0.4 45 148 299 243 7 218 1 124 83 330 23
4.0.3 2 29 47 94 0 81 0 35 8 33 1
4.0 0 0 1 0 0 0 0 0 0 0 0
3.2.1 0 3 1 1 0 0 0 0 1 0 0
3.2 0 0 0 0 0 0 0 1 0 1 0
3.1 0 0 1 0 0 0 0 0 0 0 0
2.3.7 0 0 0 11 0 3 0 0 0 0 0
2.3.6 1 11 52 34 0 27 0 19 21 14 9
2.3.5 0 0 1 1 0 0 0 0 4 0 0
2.3.4 0 0 94 4 0 4 0 15 1 2 0
2.3.3 0 0 1 0 0 0 0 0 0 0 0
2.2.2 0 0 1 0 0 2 0 0 0 1 0
2.2.1 0 0 1 10 0 8 0 3 0 3 3
2.2 0 0 1 1 0 8 0 0 0 0 0
2.1-update1 5 0 1 2 0 0 0 0 0 0 0
1.6 0 0 1 0 0 0 0 0 0 0 0
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Cuadro 7: Versiones de Android por Facultad (parte 2)
infoinge inge med naturales observatorio odonto perio pos arq psico tsocial veterinarias
8.0.0 20 27 0 0 0 0 2 0 0 0 0
7.1.2 150 438 7 8 5 1 119 0 123 52 40
7.1.1 245 901 79 44 17 16 100 0 316 10 59
7.1 2 7 0 0 0 0 0 0 3 0 0
7.0.99 0 0 0 0 0 0 0 0 0 0 0
7.0 1386 11759 6420 758 338 3273 2802 3 4257 631 1668
6.1 0 1 0 0 0 0 0 0 0 0 0
6.0.99 0 0 0 0 0 0 1 0 0 0 0
6.0.1 3719 34470 29706 3780 987 12880 11838 24 23014 4099 8485
6.0 2435 23722 13993 3013 618 7506 7439 25 14604 3239 6231
5.1.2 0 0 0 0 0 0 0 0 0 0 0
5.1.1 1600 16961 17294 2969 537 9466 8693 13 19228 4722 7358
5.1 977 9125 5429 1215 196 3210 2789 4 6538 1409 2635
5.0.2 1012 9934 7189 1005 246 4064 3263 12 7435 1310 3020
5.0.1 734 5871 6085 1040 282 3645 3572 5 6667 1565 2409
5.0 189 2844 1156 162 66 571 692 2 987 393 432
5 0 0 0 0 0 0 0 0 0 0 0
4.4.4 656 7836 8345 1876 346 5336 4123 10 9343 2281 3469
4.4.3 0 2 52 0 0 45 6 0 19 0 7
4.4.2 767 8565 7212 1201 281 3684 3248 2 7588 1519 3241
4.4 25 4 2 1 0 0 2 0 1 0 0
4.3.1 0 0 0 0 0 0 0 0 0 0 0
4.3 245 1614 1156 128 36 943 289 0 1245 246 404
4.2.2 164 1744 1917 334 84 883 952 0 1006 451 784
4.2.1 2 27 5 0 0 53 23 0 24 1 1
4.1.2 218 2647 2711 688 80 1437 1387 0 3086 805 959
4.1.1 0 15 189 10 11 60 35 0 84 5 15
4.0.4 26 504 436 83 14 110 164 0 501 119 115
4.0.3 0 59 93 18 14 13 26 0 33 30 29
4.0 0 0 0 0 0 0 0 0 0 0 0
3.2.1 1 1 0 0 0 0 3 0 0 0 1
3.2 0 9 5 0 0 4 0 0 0 3 0
3.1 0 0 0 0 0 0 0 0 0 0 1
2.3.7 0 0 0 0 0 0 0 0 0 0 0
2.3.6 1 25 22 8 0 1 42 0 35 3 17
2.3.5 0 0 8 0 1 0 2 0 9 0 0
2.3.4 0 3 2 3 0 0 1 0 21 0 1
2.3.3 0 0 0 0 0 0 0 0 0 0 0
2.2.2 0 0 0 0 0 0 0 0 3 0 0
2.2.1 0 6 0 7 0 0 0 0 0 1 10
2.2 0 0 0 1 0 0 0 0 0 0 0
2.1-update1 0 0 0 0 0 0 10 0 0 0 0
1.6 0 0 0 0 0 0 0 0 0 0 0
Cuadro 8: Versiones de Android: Totales por versio´n
8 84
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JavaScript as´ıncrono y XML, del ingle´s Asynchronous JavaScript And
XML . 24
Android
Sistema operativo desarrollado por Google para dispositivos como smartp-
hones y tabletas. 34, 49, 88
API
Application Programming Interface. 2, 3, 22–28, 30, 43, 45, 46, 50, 57,




Bootstrap es un Framework CSS Open Source para disen˜o de interfaces
Web. . 47
CeSPI
Centro Superior para el Procesamiento de la Informacio´n. 5, 51, 54, 77,
81, 82, 87–89
Chulup´ı
Framework desarrollado por el SIU para la implementacio´n de Gua-
ran´ı Web. 3, 52, 53, 57, 77, 87
Clustering
Agrupamiento de computadoras conectadas por una red de alta velo-
cidad que ﬁguran como si fuesen una sola computadora. 22
CRUD
Sigla en ingle´s de Create Read Udate Delete que signiﬁcan el listado de




Cascading Style Sheets . 43, 45, 47, 87, 98
FOSS
Free and open-source software. 16
Framework
Es un entorno de trabajo: representa un conjunto de herramientas en-
focadas a resolver problema´ticas comunes evitando reimplementarlas
en cada nuevo desarrollo. 3, 29–31, 33, 44, 45, 47–50, 52, 87, 89, 98,
100–102, 104, 106, II
GET
Me´todo HTTP para obtener un recurso. 24
GitHub
Plataforma de desarrollo colaborativo basada en Git. 48, 57
GNU GPL
GNU General Public License. 18, 55, 57, 80
GPS
Sistema de Posicionamiento Global. 42
GPU
Graphics Processor Unit . 47
Guaran´ı
Sistema desarrollado por el SIU para la gestio´n acade´mica de alumnos
desde su ingreso hasta su egreso. 3, 5, 51–53, 68, 81, 88
HHVM
HipHop Virtual Machine es una ma´quina virtual desarrollada por Fa-
cebook, open source, que optimiza la ejecucio´n de co´digo PHP y Hack.
32
HMAC
Co´digo de autenticacio´n de mensajes en clave/hash. 28
99
HTML
HyperText Markup Language. 30, 43, 45–47, 87, 101
HTTP
HyperText Transfer Protocol . 20, 22–25, 28–30, 63, 71–77
HTTPS




Internet Engineering Task Force. 22
iOS
Sistema operativo desarrollado por Apple Inc. para dispositivos como
smartphones y tabletas. 15, 34, 49, 88
JavaScript
JavaScript es un lenguaje interpretado y ligero. Comu´nmente utilizado
del lado del cliente en aplicaciones web (ejecutado en el browser). Exis-
ten tambie´n implementaciones server side. . 24, 43–47, 49, 87, 100–102
jQuery
Librer´ıa JavaScript que simpliﬁca y potencia el desarrollo sobre Ja-
vaScript y abstrae diferencias de implementacio´n entre plataformas y
navegadores Web. 47
JSON
JavaScript Object Notation. 22, 24, 72
JWT
JSON Web Token. 76
Laravel
Es un Framework PHP (que corre del lado del servidor) para desarrollar
aplicaciones web. 30, 31, 87
100
Markdown
Es un lenguaje de marcado ligero con una sintaxis de formato expresada
en texto plano. 65
Microframework
Es un Framework con funcionalidades innecesarias removidas para que
sea ma´s liviano. 30
MIME
Multipurpose Internet Mail Extensions . 22
MVC
Model View Controller . 52, 53
NN/g
Nielsen Norman Group. 80
Open Source
Software de co´digo abierto. 29, 45, 47, 49, 50, 87, 98, 102
PhoneGap
Framework (propiedad de Adobe) para el desarrollo de aplicaciones
mo´viles h´ıbridas, basado en JavaScript y HTML5. 45
PHP
PHP: Hypertext Preprocessor . 29–33, 52, 53, 57, 87, 99–102, 104
PHP-FPM
FastCGI Process Manager de PHP es una implementacio´n de FastCGI
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Progressive Web Apps . 48, 50, 89
Replay Attack
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REpresentational State Transfer . 3, 22–26, 29, 30, 71, 104
RESTful
Adjetiva a servicios o APIs, indicando que implementa REST. 22, 23,
27, 30, 57, 71, 87, 102
SDK
Software Development Kit . 43, 45
SIU
Sistema de Informacio´n Universitaria. 3, 51, 52, 57, 87
smartphone
Nombre en ingle´s dado a los tele´fonos inteligientes. 1
SMTP
Simple Mail Transfer Protocol . 20
SOAP
Simple Object Access Protocol . 20, 21, 23, 106
Stack Overﬂow
Sitio web para la comunidad informa´tica de desarrolladores en el cual
se pueden hacer preguntas y responder sobre cuestiones de desarrollo.
48
Swagger
Swagger es un Framework que ayuda a los desarrolladores a documen-
tar, crear, disen˜ar y consumir servicios Web RESTful. 71
Symfony
Symfony es un framework PHP basado en MVC para el desarrollo de
aplicaciones Web. 52
TypeScript
Lenguaje Open Source desarrollado por Microsoft que extiende la sin-
taxis de JavaScript para an˜adir tipado esta´tico y objetos basados en
clases. Este co´digo se “transpila” a co´digo JavaScript y es totalmente
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UDDI
Universal Description, Discovery and Integration. 20
URI
Uniform Resource Identiﬁer . 22, 24, 25, 71
URL
Uniform Resource Locator . 25, 63, 64, 75, 76
W3C
World Wide Web Consortium. 22
WSDL
Web Services Description Language, es un formato del Extensible Mar-
kup Language (XML) que se utiliza para describir servicios web (WS).
21
XML
Del ingle´s eXtensible Markup Language, que signiﬁca Lenguaje de Mar-
cas Extensible: es un meta-lenguaje que permite deﬁnir lenguajes de
marcas. 20–22, 24, 49, 50
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