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ABSTRAKT 
 
Práce je zaměřena na možnosti připojení aplikace (zařízení) řízené 
mikroprocesorem k osobnímu počítači za využití moderních, populárních a rozšířených 
rozhraní tak, aby bylo možné pomocí počítače kontrolovat stav zařízení a měnit jeho 
parametry, či nastavení. Snad nejvíce rozšířená jsou v současnosti rozhraní USB 
a Ethernet a zrovna těmito rozhraními se tato práce zabývá. Práce obsahuje přehled 
možností řešení této problematiky. Jako řídící mikrokontrolér je použit 
ATmega16, převodník sériové linky na USB od firmy FTDI, konkrétně FT232BM 
a převodník sériové linky na Ethernet od firmy Lantronix s označením XPort. 
 
KLÍČOVÁ SLOVÁ 
 
Mikrokontrolér, ATmega16, USB, Ethernet, LAN, Xport, FTDI, FT232, RS232, 
převodník, PC, komunikace s okolím, externí komunikační periferie. 
 
 
 
 
 
ABSTRACT 
  
This project is focused on communication between PC and microcontroller based 
application. It presents few available ways to do so via modern, popular and widely 
used communication protocols such as USB or Ethernet. The goal of this project is to 
enable the microcontroller to communicate with PC and via this connection transfer the 
data from and to a controled application so the PC user will be able to read the actual 
state of the device and change its settings. As a CPU an ATmega16 is used with 
convertor from UART to USB type FT232BM produced by FTDI company and 
a UART to Ethernet convertor from Lantronix Inc. called XPort. 
KEYWORDS 
 
Microcontroller, ATmega16, USB, Ethernet, LAN, Xport, FTDI, FT232, RS232, 
convertor, PC, communication with remote devices, external communication devices.
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1 ÚVOD 
V současnosti jsou aplikace řízené mikrokontroléry pořád rozšířenější a 
oblíbenější, hlavně díky širokému výběru samotných mikrokontroléru a to jak od 
různých výrobců, tak od každého výrobce zvlášť. 
Díky jednoduchosti hardwaru a snadnému programování se mikrokontroléry těší 
oblibě i mezi mnoha amatéry a domácími kutily, neboť umožňují vytvářet vlastní řešení 
na míru a doplnit je o různé zajímavé, uživateli příjemné, prvky jako jsou různé světelné 
nebo zvukové efekty, displeje a jiné. 
Samozřejmostí je podpora většinou minimálně jednoho komunikačního rozhraní, 
typického pro tuto třídu integrovaných obvodů - mikrokontrolérů. I přesto, že 
s komunikačními standardy jako SPI nebo I2C se v obchodech se spotřební 
elektronikou nelze často setkat, jsou běžnou součástí našich životů. Můžeme je najít 
např. uvnitř mobilních telefonů, počítačů, televizorů a mnoho dalších zařízení. Jedná se 
totiž o komunikační protokoly určené především pro spolupráci několika integrovaných 
obvodů (snímačů, převodníků, budičů, pamětí…) většinou v rámci jedné desky. 
Pro přenos dat na delší vzdálenosti se u mikrokontrolérů obvykle používá rozhraní 
USART. Připojením externích převodníků napěťových úrovní nebo budičů lze snadno 
komunikovat po standardu RS232, RS422 nebo RS485, které jsou rozšířené hlavně 
v průmyslové sféře, kde se počítá s odbornou obsluhou. 
V současnosti je však čím dál tím větší pohledávka na využití moderních rozhraní, 
které jsou více uživatelsky přívětivá (jako např. USB) nebo umožňují vzdálená 
připojení (jako např. Ethernet) 
Pro splnění těchto požadavků je často potřeba doplnit mikroprocesorem řízenou 
aplikaci o vhodný převodník, nebo hned několik převodníků současně, podle možností 
řídícího mikrokontroléru. 
Cílem této práce je právě sestavení funkčních převodníků a vytvoření vzorových 
programů pro stranu mikrokontroléru i komunikačního počítače, umožňující připojení 
pomocí USB nebo vzdáleně přes Ethernet. 
Práce je pokračováním předchozího projektu, zabývajícím se návrhem a řízením 
inkubátoru pro odchov exotických ptáků [1], proto při návrhu komunikačního protokolu 
a softwaru mikrokontroléru byl brán ohled na co nejmenší zatížení mikrokontroléru 
během komunikace a minimální (ideálně žádné) zatížení, při neaktivním spojení. 
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2 MIKROKONTROLÉR 
 
Aby bylo možné psát program pro mikrokontrolér, je nutné nejdříve znát, který 
model se použije, neboť jednotlivé modely se navzájem liší počtem a typem 
komunikačních rozhraní. Díky vývojovým prostředkům, které poskytl vedoucí práce, 
bylo jakékoliv další rozhodování irelevantní. Práce tak celkově vychází ze dvou 
předchozích prací: 
První práce, na kterou navazuje tento projekt a která podnítila vytvoření této práce 
je projekt s názvem Inkubátor s regulací teploty a vlhkosti [1] v němž je využit 
mikrokontrolér ATmega128. 
Dalším projektem je práce Vývojový kit s AVR procesorem [2] a využití 
samotného vývojového kitu pro programování a odlaďování tohoto projektu. Kit je 
navržen a osazen mikrokontrolérem ATmega16, tudíž ladění programu probíhá na 
platformě ATmega16, ale drobnými úpravami lze program snadno implementovat i do 
mikrokontroléru ATmega128. 
2.1 Porovnání parametrů s ATmega128 
Pro jasnější představu, jak moc se navzájem liší mikrokontroléry ATmega16 [3] 
a ATmega128 [4] se zde nachází stručná tabulka, ve které jsou přehledně uspořádáné 
jednotlivé parametry a rozdíly jsou tak velice rychle patrné. 
 
mikrokontrolér ATmega16 ATmega128 
šířka sběrnice 8bit 8bit 
max. frekvence 16MHz 16MHz 
  
paměti 
Flash 16KB 128KB 
EEPROM 512B 4KB 
SRAM 1KB 4KB 
  
rozhraní 
ISP ano ano 
JTAG ano ano 
TWI (I2C) ano ano 
USART 1x 2x 
SPI master/slave master/slave 
Tab. 2.1 Přehled podstatných parametrů mikrokotrolerů ATmega16 a ATmega128 
Již na první pohled je patrné, že ATmega128 disponuje až 8 krát větší 
programovou flash pamětí a proto by neměl být žádný problém implementovat nově 
vytvořený komunikační protokol navržený pro mikrokontrolér ATmega16 do už hotové 
aplikace inkubátoru, který je řízený mikrokontorlérem ATmega128.  
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2.2 Protokol TWI 
Zkratka TWI pochází z anglického spojení Two Wire serial Interface, což 
v překladu znamená dvouvodičové sériové rozhraní. V podstatě se jedná o standardní 
I2C rozhraní, které si firma Atmel jenom pojemnovala po svém. 
Standard I2C (Inter-Integrated Circuit bus), jak už samotný název napovídá, je 
protokol využívaný k propojení různých integrovaných obvodů mezi sebou pro řízení 
jejich činnosti a vzájemné koordinaci. 
Ke své činnosti potřebuje pouze dva vodiče, proto dvouvodičové rozhraní, z toho 
jeden vodič (SCL) přenáší hodinový signál, druhý vodič (SDA) data. 
Sběrnice je typu multiple master - multiple slave, tedy komunikace na ní není 
řízena pouze jedním zařízením, čím vzniká riziko kolizí i potřeba sběrnici dlouhodobě 
nevytěžovat, aby i ostatní zařízení mohly komunikovat. 
 
 
Obr. 2.1 Blokové schéma topologie I2C sběrnice 
 
V klidovém stavu se signály SDA i SCL díky pull-up rezistorům nacházejí v úrovni 
„H“. Až při zahájení komunikace přebere jeden z masterů kontrolu nad sběrnicí a začne 
generovat hodinové pulzy. Po ukončení přenosu přestane generovat hodinový signál, 
čím se sběrnice vráti zpátky do klidového stavu a uvolní sběrnici pro komunikaci dalším 
zařízením. 
Tento typ komunikace nedosahuje vysokých přenosových rychlostí a využívá se 
většinou pro dávkovou (Burst) komunikaci. 
Protokol I2C byl od začátku navržen pro komunikaci několika master/slave zařízení 
uvnitř jednoho zařízení nebo v rámci jedné desky, např. základní desky počítačů, řízení 
uvnitř televizorů apod. a proto neumožňuje komunikaci na dlouhé vzdálenosti, proto 
nemá definované žádné konektory a k propojení s externími zařízeními se ve většině 
případů vůbec nepoužívá. 
MASTER MASTER 
SLAVE SLAVE SLAVE 
SDA 
SCL 
Vdd Vdd 
Rpull-up Rpull-up 
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2.3 Protokol USART 
Název tohoto protokolu vychází z anglického pojmenování Universal 
Synchronous/Asynchronous Reciever and Transmitter co se dá lehce přeložit jako 
univerzální synchronní/asynchronní vysílač a přijímač. 
Mikrokontroléry ATmega obsahují minimálně jeden USART port, který může 
pracovat jak v synchronním tak v asynchronním režimu. 
V synchronním režimu využívá USART protokol ke své komunikaci dohromady 
čtyři vodiče, kdy jeden je vysílací, další přijímací, nesmí chybět referenční vodič (země) 
a poslední signál je hodinový. Zařízení, které generuje hodinový signál, se označuje 
jako Master, zařízení na druhém konci vedení pak Slave. 
Jelikož je tato komunikace plně obousměrná (full duplex) nemusí Slave zařízení 
čekat na výzvu od Master zařízení a může kdykoliv vysílat, pouze se musí 
synchronizovat s hodinovým signálem, který je trvale generován i když komunikace 
neprobíhá. 
 
 
Obr. 2.2 Schéma propojení dvou zařízení v synchronním režimu USART 
 
V případě asynchronního režimu zůstává zapojení shodné, akorát se nepropojí piny 
XCK a synchronizace se provádí pomocí start bitu vysílaného na začátku každého 
rámce. V tomto režimu neexistuje Master ani Slave a zařízení jsou si navzájem 
rovnocenná. 
Asynchronní režim je mezi programátory oblíbenější a v praxi se využívá častěji. 
[5] [6] 
MASTER SLAVE 
GND 
RXD 
TXD 
XCK XCK 
RXD 
TXD 
GND 
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2.4 Protokol SPI 
Serial Peripheral Interface (periferní sériové rozhraní) funguje docela podobně jako 
synchronní USART, akorát s tím rozdílem, že jedno Master zařízení může komunikovat 
s několika zařízeními typu Slave. 
Komunikace je plně obousměrná a řízena hodinovým signálem, který znova 
generuje Master, ovšem pouze v případě potřeby. 
Aby bylo jednoznačně určeno, se kterým zařízením chce Master komunikovat, 
nevyužívá se zde žádné adresace, pouze signálů Slave Select (nebo Chip Select). Těchto 
signálů musí být tolik, kolik je Slave zařízení na sběrnici, ovšem nemusí být všechny 
přímo připojené k Master zařízení. S výhodou se zde může využít např. demultiplexor. 
 
 
Obr. 2.3 Schéma zapojení SPI sběrnice 
 
Výhodou tohoto protokolu je vysoká přenosová rychlost, vyšší než UART, a řízení 
sběrnice pouze jedním Master zařízením, co umožňuje sběrnici využívat nepřetržitě. 
Negativem tohoto protokolu je potřeba řídícího signálu CS pro každé Slave 
zařízení zvlášť, proto i tento protokol své využití nachází většinou uvnitř jednoho 
zařízení nebo jedné desky a obyčejně neslouží k externímu připojení jiných periférií. [7]  
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3 USB 
3.1 Historie a vývoj 
Protokol USB se za poslední desetiletí stal neoddělitelnou součástí životů většiny lidí. 
Oblibu si získal, jak bylo v úvodu zmíněno, svou univerzalitou. Vznik tohoto protokolu 
si vyžádala poptávka komerčního trhu na rozhraní, které by mělo menší a snadněji 
připojovatelný/odpojovatelný konektor na rozdíl od, do té doby používaného, sériového 
rozhraní RS232 s velkým a nepraktickým konektorem D-SUB9 nebo dokonce D-
SUB25. Ovšem konektor byl ten nejmenší problém. 
Potíže, obzvláště mezi laickou veřejností způsobovalo neustálé nastavování 
komunikačních parametrů jako volba správného portu, bitové rychlosti, parity a všech 
parametrů spojených s protokolem USART. Taky maximální přenosová rychlost byla 
brzo nedostačující a jak výrobci, tak uživatelé si žádali něco nové a lepší. 
Velké mezinárodní společnosti jako Intel, Microsoft, Hewlett-Packard, Philips, Nec 
nebo Compaq se spojily za účelem vytvoření nové univerzální sériové sběrnice 
(Universal Serial Bus), která by nahradila už nedostačující rozhraní RS232. 
Prvním návrhem byl standard USB 1.0, který ovšem obsahoval ještě hodně chyb a 
uživatelé moc nenadchl. O několik let později se pak dočkal aktualizace na verzi 1.1, 
která odstranila počáteční neúspěchy a na trhu se konečně uchytila. Ve stejné době 
vypustila firma Apple do světa své nové vysokorychlostní rozhraní FireWire (taky 
známo pod označením IEEE 1394), které dosahuje rychlosti až 400Mbit/s a umožňuje 
připojit až 63 zařízení za sebe do řetězu, takže nepotřebuje žádné rozbočovače. S touto 
rychlostí se USB 1.1, se svou maximální rychlostí 14Mbit/s, nemohlo vůbec srovnávat, 
ale touha vývojářů překonat konkurenci je přinutila zapracovat na další verzi, dnes všem 
důvěrně známé pod označením USB 2.0, která je schopna dosáhnout teoretické 
maximální rychlosti až 480Mbit/s a obsloužit až 127 zařízení na jeden řadič. Verzi USB 
3.0 nemá smysl zmiňovat, neboť je nad rámec tohoto projektu. 
USB sebou ovšem nepřineslo pouze vyšší přenosovou rychlost a nové konektory, 
ale zejména funkci Plug&Play (připoj a užívej), která potřebné parametry komunikace 
nastaví sama bez potřeby zásahu uživatele, čímž byli uživatelé zbaveni, alespoň z velké 
části, otravného a neustálého nastavování komunikace. 
Protokol USB si sám zjistí port i cestu přes rozbočovače, kde se dané zařízení 
nachází, zajistí počáteční nastavení, domluví parametry připojení a dokonce umožňuje 
zařízení připojovat a odpojovat za chodu systému bez potřeby počítač restartovat. 
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3.2 Topologie a konektory protokolu USB 
Po negativních zkušenostech s porty RS232, kdy byl maximální počet současně 
připojitelných zařízení omezen počtem portů počítače, hledali vývojáři USB protokolu 
řešení, jak jednoduše rozšiřovat počet portů bez potřeby jakéhokoliv zásahu do počítače. 
Odpověď na tento problém nabízí struktura single master – multiple slave, tedy jedno 
řídící zařízení, které kontroluje víc podřízených zařízení. Princip podobný SPI. 
Na tomto principu již tehdy fungovalo rozhraní FireWire od Apple-u, které 
umožňuje jednotlivá zařízení navzájem řetězit, tedy zapojovat za sebe. Nevýhodou 
tohoto řešení je, že při odebrání jednoho zařízení z řetězce se samozřejmě odpojí, 
alespoň na chvíli, i všechna další zařízení dokud se řetězec znova nepropojí.  
Vývojáři protokolu USB tak hledali jiné možné řešení, které by umožňovalo 
libovolně připojovat a odpojovat různá zařízení, bez toho, aby to ovlivnilo jiná 
připojená zařízení. Výsledkem jejich práce byl tzv. rozbočovač (anglicky hub). Tento 
rozbočovač plní podobnou funkci jako například rozdvojka do elektrické zásuvky 
s jakou se možno běžně setkat snad v každé domácnosti. 
Sběrnicové systémy vzájemně propojující více než dvě zařízení můžou být 
poskládané do různých sestav, tzv. topologií. Každá topologie se dále dělí na fyzickou a 
logickou. Fyzická topologie zobrazuje reálné pospojování jednotlivých „krabiček“, 
případně i jejich rozložení na desce plošného spoje nebo v rámci budovy. Logická 
topologie pak zobrazuje propojení jednotlivých funkčních bloků, které nemusí 
odpovídat fyzickému rozložení, a jejich vzájemné propojení mezi sebou z pohledu řídící 
logiky a softwarové návaznosti. Viz srovnání topologie FireWire a USB. 
. 
Obr. 3.1 Fyzická topologie rozhraní FireWire 
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Obr. 3.2 Logická topologie rozhraní FireWire 
 
 
 
Obr. 3.3 Fyzická topologie rozhraní USB 
 
 
Obr. 3.4 Logická topologie rozhraní USB 
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Z předcházejících obrázků je patrné, že logická topologie je stejná pro obě 
rozhraní, i když ta fyzická je úplně odlišná. 
Výhodou USB protokolu se tak stala možnost další zařízení jednoduše připojovat 
nebo odpojovat bez toho, aby se jednotlivá zařízení navzájem ovlivňovaly, přičemž 
logická topologie zůstala nezměněna a pro master zařízení, v USB terminologii 
označované jako „host“ se všechna připojená zařízení jeví na jedné úrovni jako by k 
němu byly připojené přímo, bez jakýchkoliv rozbočovačů. 
 
Co se týče používaných konektorů, USB jich využívá hned několik, navzájem 
různých, a pak obzvláště ty menší, které jsou navzájem hodně podobné, velice 
komplikují domluvu, protože výrobci zařízení i uživatelé často používají jiná označení 
pro jednotlivé konektory. 
 
 
Obr. 3.5 Přehled používaných USB konektorů (obrázek převzat z [9]) 
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3.3 Komunikace na USB sběrnici 
Už bylo zmíněno, že USB sběrnice obsahuje vždy pouze jedno řídící zařízení, tzv. 
„host“, který řídí a kontroluje komunikaci na sběrnici. Do verze USB2.0 platí na 
sběrnici základní pravidlo komunikace, že jediné zařízení, které může iniciovat 
komunikaci je host. Od verze protokolu 3.0 je zde možnost, že se podřízené zařízení 
může ohlásit, pokud má data připravená k přenosu, ovšem samotný přenos dat zahajuje 
jedině a pouze host zařízení. 
Známou vlastností USB sběrnice je schopnost komunikovat se zařízeními, 
z důvodu zachování zpětné kompatibility s předešlými verzemi, několika různými 
rychlostmi, viz následující tabulka. 
 
Verze protokolu rychlost 
USB 3.0 
USB 2.0 
USB 1.1 
1,5Mbit/s Low Speed 
12Mbit/s Full Speed 
 480Mbit/s High Speed 
  5Gbit/s Super Speed 
Tab. 3.1 Přehled maximálních rychlostí protokolu USB podle verzí 
 
Zachování zpětné kompatibility je sice pozitivní vlastnost pro uživatele, ale pro 
vývojáře byl tento úkol zřejmě noční můrou. Vymyslet komunikaci na pevné rychlosti 
není problém, podobně docela snadno se dá vyřešit problém s přepínáním různých 
rychlostí, ovšem umožnit současnou komunikaci třemi různými rychlostmi je docela 
oříšek. Přesto se vývojáři protokolu USB této výzvy nezalekli a vytvořili velice 
pozoruhodné, no zcela logické řešení. 
Základem každého Host (Master) zařízení je základní řadič, který komunikuje 
s dalšími protokoly, nejčastěji uvnitř počítače. Tento řadič určuje, jakou maximální 
rychlostí může konkrétní zařízení komunikovat s těmi dalšími. Dále následuje už dříve 
zmiňovaný hub (rozbočovač). První, tzv. kořenový, rozbočovač se většinou nachází už 
na základní desce počítače, takže porty, které jsou viditelné zvenku, jsou obvykle už 
součástí interního rozbočovače. 
Přesto, že USB rozbočovače jsou docela rozšířené, jenom málo lidí ví, jak pracují a 
jak pozoruhodnou funkci plní. Obecně je rozšířený názor, že připojováním dalších a 
dalších zařízení do rozbočovače se zpomaluje veškerá, přes něj probíhající, 
komunikace. Ve skutečnosti je situace úplně jiná. Samotný řadič sběrnice USB 
v hostitelském zařízení totiž vůbec neřeší maximální přenosové rychlosti jednotlivých 
připojených zařízení, ale pracuje na své maximální možné rychlosti. 
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O použité komunikační rychlosti s jednotlivými zařízeními rozhodují právě 
rozbočovače. Tato zajímavá schopnost rozbočovačů umožňuje k jednomu portu připojit 
zařízení komunikující pouze Low Speed rychlostí (např. myš, nebo klávesnice) a 
k jinému portu velkokapacitní paměťové médium umožňující maximální rychlost High 
Speed, ale rozbočovač bude pořád komunikovat s předřazeným rozbočovačem nebo 
hostitelem maximální možnou rychlostí, tedy například High Speed, pouze větev 
vedoucí k Low Speed zařízení přenáší data menší rychlostí. 
Protože zařízení, připojitelných pomocí USB, je čím dál tím víc, je potřeba 
každému zařízení přidělit jakousi prioritu, která udává, jak často bude hostitel (master) 
jednotlivá zařízení kontrolovat, jestli nemají nová data k odeslání a jak s těmito daty 
naložit. Jinak se nakládá s daty pro externí harddisk a jinak s daty z kamery. Podle toho, 
jaké vlastnosti přenosu požadujeme, se zařízení přiřadí jistý typ přenosu. Tyto typy jsou 
čtyři: kontrolní, dávkový, přerušovací a isochronní a jejich vzájemné srovnání je 
v následující tabulce. 
 
Typ přenosu Kontrolní Dávkový Přerušovací Isochronní 
Typické použití Identifikace a konfigurace 
Tiskárny, 
skenery, disky Myš, klávesnice 
přenos obrazu, 
zvuku 
možná Low Speed 
komunikace ano ne ano ne 
Směr dat obousměrně 
Rezervovaná šířka 
pásma 10-20% nic 90-80% 
Zpráva nebo datový 
proud zpráva proud proud proud 
Korekce chyb ano ano ano ne 
Garantovaný čas 
doručení ne ne ne ano 
Tab. 3.2 Přehled vlastností přenosových režimů protokolu USB 
 
Vzhledem k tomu, že celá zátěž řízení sběrnice je na hostitelském zařízení je tato 
kapitola popsaná obecněji pro přiblížení standardu USB jako celku. 
Podřízená zařízení ovšem taky podléhají docela přísným nárokům. Mezi základní 
požadavky na Slave zařízení patří hlavně rychlá odezva na dotaz, proto data na vyslání 
musí být připravená ve výstupním zásobníku už během přijímání dat a na kontrolní a 
řídící příkazy si dotazované zařízení musí připravit odpovědi už během přijímání dotazu 
od hostitelského zařízení, aby, až dostane prostor pro vysílání, nepřekročilo ochranný 
časový interval, který vymezuje čas, po který může přijít odpověď, jinak je zařízení 
považováno za odpojené nebo jinak porouchané. [8] [9] 
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4 TCP/IP 
4.1 Základní informace 
Zkratka TCP/IP v plném znění znamená Transfer Control Protocol/Internet 
Protocol a v českém překladu Protokol pro kontrolu přenosu/Internetový Protokol. 
Jedná se o síť s paketovým spojováním, tedy jednotlivé správy se rozdělí do 
menších částí – segmentů, které se pak doplňují o další informace, potřebné ke 
správnému směrování, čím se ze segmentů stanou balíčky – pakety, pak rámce, které  
jsou pak vyslány po jednotlivých bitech po přenosovém médiu. 
Vzhledem k tomu, že reálná internetová síť je docela složitá pavučina navzájem 
propojených síťových prvků a od jednoho účastníka k druhému existuje víc možných 
cest, kvůli redundanci (v případě výpadku jedné cesty je k dispozici další), stává se, že 
jednotlivé pakety nedorazí ve stejném pořadí, jako byly odeslány. 
Podle toho, jestli je nutné zprávu na druhém konci poskládat do původní podoby a 
v případě nalezení chyby, data odeslat znovu, nebo se dá jistá chybovost tolerovat, se 
pak volí použití protokolu TCP nebo UDP. 
4.2 Protokol TCP 
TCP – Transfer Control Protocol již v názvu napovídá, že se jedná o protokol pro 
kontrolu přenosu. Pakety protokolu TCP mají vlastní datové uspořádání a obsahují 
doplňkové informace jako například pořadová čísla jednotlivých paketů pro zpětné 
poskládání původní zprávy na druhém konci nebo kontrolní součty pro zjištění 
poškození dat apod. 
Komunikace pomocí TCP protokolu je typu Request-Response (dotaz-odpověď) 
s pravidelným potvrzováním přijetí další dávky dat nebo žádosti o opakované vyslání 
pokud data dorazila poškozená. 
 
Obr. 4.1 Hlavička TCP segmentu (obrázek převzat z [10]) 
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Jak je patrné z předchozího obrázku, každý TCP segment obsahuje 20B záhlaví, 
kde jsou uložené informace o odesílateli, přijímateli, velikosti datového okna, pořadové 
číslo paketu, nějaké příznaky, kontrolní součty apod. plus nesmíme zapomenout na 
datovou část. 
Samotná velikost segmentu a nutnost potvrzovat přijetí každé dávky činí tento 
protokol velice spolehlivý, ale všechna ta režie kolem přenosy výrazně zpomaluje. 
Své uplatnění nachází všude tam, kde je potřeba přenést data bezchybně a čas 
nehraje tak důležitou roli. 
 
4.3 Protokol UDP 
 
UDP – User Datatgram Protocol je zjednodušenou obdobou TCP protokolu. Má 
jiný typ datového uspořádání a nevyžaduje pravidelné potvrzování přijetí dat. 
Komunikace je rovněž typu Request-Response, ale komunikace se pouze v 
delších pravidelných intervalech udržuje, nepotvrzuje se přijetí každé dávky ani se data 
neskládají znovu do původní podoby – využívá se principu FIFO, tedy data se 
zpracovávají průběžně, tak jak přicházejí. 
 
Obr. 4.2 Hlavička UDP datagramu (obrázek převzat z [10]) 
Hlavička nyní obsahuje pouze 8B a díky absenci neustálého čekání na odpověď a 
případného opakování vysílání poškozených dat je přenos výrazně rychlejší. 
Protokol UDP své uplatnění nachází zejména v real-time aplikacích jako je 
streamování videa, internetové televize, internetového rádia nebo VoIP aplikacích, kde 
případné krátkodobé ztráty dat nevadí. 
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5 HARDWARE 
 
5.1 Vývojová deska 
 
Základním stavebním prvkem celé práce byla vývojová deska s označením KME 
control board ATmega16. [2] 
Tato deska obsahuje: 
- JTAG programátor s převodníkem na USB (virtuální COM port) 
- Dva napájecí konektory (USB nebo powerjack 2,1mm pro zdroje 9-18V) 
- LCD displej 2x16 znaků na portu B 
- Sedmi segmentový displej na portu B 
- Osm LED na portu A 
- Čtyři tlačítka na spodní polovině portu D 
- Tři LED na vyšší polovině portu D 
- Piezzo bzučák na portu D 
- Potenciometr na portu A 
- Teplotní čidlo DALLAS 18B20 na portu A 
- Dva DIP přepínače na připojení/odpojení potenciometru a teplotního čidla 
- Budiče pro LCD, 8 LED i sedmi segmentový displej řízené portem C 
- Tlačítko reset 
- Dvě dutinkové lišty pro připojení externích periférií 
 
Pro práci s touto deskou bylo nutné se nejdříve obeznámit s její konstrukcí, 
zejména obvodovým schématem. Dále taky se znakovou sadou LCD displeje. 
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Obr. 5.1 Schéma zapojení KME control board ATmega16 (obrázek převzat z [2]) 
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Obr. 5.2 Tabulka znaků použitého displeje (obrázek převzat z [2]) 
 
Jak je ze schématu patrné, LCD displej a sedmi segmentový displej sdílejí port B, 
taky LED připojené k portu A sdílejí pin A0 s analogovým potenciometrem a pin A1 
s teplotním čidlem. Oba tyto vstupy můžou být samostatně připojeny nebo odpojeny 
pomocí DIP spínačů. 
Tyto fakta bylo nutno zohlednit při psaní programu pro řídicí mikrokontrolér. 
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5.2 Převodník UART-USB 
Potřeba komunikace pomocí rozhraní USB vyžadovala nejprve sestavit převodník. 
Základem, pro tento převodník je obvod FT232RL od firmy FTDI, který byl přímo 
doporučen vedoucím. [11] 
Základní parametry převodníku: 
- Napájecí napětí 3,3-5,25V 
- Plně automatická obsluha USB rozhraní 
- USB 2.0 Full Speed kompatibilní a využívající dávkový (bulk) přenos 
- Integrovaná EEPROM pro uložení nastavení a identifikátorů 
- Integrovaný oscilátor 
- 6, 12, 24 nebo 48MHz výstup pro připojení dalších zařízení 
- 256B FIFO registr pro příchozí data 
- 128B FIFO registr pro odchozí data 
- Podpora ovladačů od FTDI 
- UART rozhraní 
- Podporující formát 7 nebo 8 datových bitů 
- 1 nebo 2 stop bity 
- Sudou, lichou, žádnou, jedničkovou a nulovou paritu 
- Při použití externích převodníků podpora RS232,  RS422 i RS485 
- Rozsah komunikační rychlosti 300baudů – 3MBaudy (1MBaud pro RS232) 
- Hardwarová i softwarová podpora handshake signálů 
- Konfigurovatelné piny kontrolní sběrnice 
- Možnost připojení k 1,8-5V CMOS nebo TTL logice. 
- Podpora režimů pro šetření energie 
- Snadno programovatelné přes USB rozhraní 
 
Schéma zapojení převodníku USB na UART pomocí FT232RL je velice 
jednoduché díky vysoké integraci pasivních prvků, které byly u starších verzí těchto 
obvodů připojované externě. 
Pro základní funkci převodníku bylo potřebné přivést pouze napájení a dva signály 
(vysílací - TXD a přijímací - RXD), přesto jsou na desce vyvedeny ještě signály CTS a 
RTS a jeden pin kontrolní sběrnice pro libovolné použití pro potřeby dalších pokusů. 
V případě potřeby použití těchto signálů je potřeba desku osadit odpory 0R (1206) 
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Obr. 5.3 Schéma zapojení převodníku USB-UART 
Zapojení převodníku odpovídá katalogovému zapojení pro aplikace s vlastním 
napájením. V tomto případě jsou převodník (VCC) i signály na straně mikrokontroléru 
(VCCIO) napájeny z vývojové desky (piny 10 a 11 na konektoru J2). 
Napájecí napětí +5V USB sběrnice se využívá pouze pro nastartování převodníku. 
V případě, kdy není připojený konektor je převodník držen v resetu odporem R2. Po 
připojení k hostitelskému zařízení se na pinu reset objeví napětí kolem 3,3V a 
převodník začne normálně pracovat – identifikuje se řídícímu počítači. Po odpojení 
kabelu se znova drží v resetu odporem R2. 
Pro komunikaci s mikrokontrolérem jsou vyvedené signály TXD a RXD, co stačí 
pro komunikaci v asynchronním režimu. Signály RTS a CTS jsou vyvedeny do rezervy, 
avšak v této práci nejsou využity. 
Piny CBUS0 a CBUS1 jsou nastaveny pro signalizaci příjmu a odesílání dat, pin 
CBUS3 je taky do rezervy a výhodou je možnost jeho konfigurace. 
Návrh desky je velice jednoduchý. Celé zapojení se s přehledem vešlo na 
jednostrannou desku. 
Zapojení musí fungovat na první pokus, ovšem důležitou součástkou je filtrační 
kondenzátor C4. Klidně může být i větší, ale bez něj se převodník choval divně. Při 
skládání byly kondenzátory C3 a C4 nahrazeny jedním elektrolytickým 10µF/50V. 
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Obr. 5.4 Návrh desky převodníku USB-UART (zvětšený) 
 
 
Obr. 5.5 Hotový převodník USB-UART 
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Konfigurace převodníku se provádí pomocí rozhraní USB a jednoduchého software 
FT_Prog. Ve výchozím stavu se převodník chová jako VCP (Virtual Com Port) 
virtuální sériový port a vlastní úpravou vnitřní EEPROM je možné jeho chování měnit. 
V případě změny VID (Vendor ID – identifikátor výrobce) nebo PID (Product ID – 
identifikátor produktu) parametru je potřeba vytvořit i vlastní *.inf soubor, ve kterém 
jsou uloženy informace o kombinacích VID a PID parametrů a k nim odpovídající 
ovladače. [11] 
Pro potřebu této práce byl využit pouze základní režim virtuálního sériového portu 
a piny CBUS0 a CBUS1 jako výstupy signalizující příjem nebo odesílání dat. 
 
Obr. 5.6 Okno obslužného software FT_Prog pro programování obvodů FTDI 
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5.3 Převodník UART-ETHERNET 
 
Obdobně jako USB převodník i tento převodník byl doporučen a poskytnut 
vedoucím, ale jelikož se jedná o zařízení, kde je všechno integrováno v jednom větším 
konektoru typu RJ-45, nebylo nutné řešit moc problému. Jedná se o produkt firmy 
Lantronix, konkrétně o modul XPort. [12] 
Stručný popis převodníku: 
- Napájecí napětí 3,3V 
- 10/100Mbit Ethernetové rozhraní 
- Half/Full duplex komunikace s automatickým rozpoznáním 
- DHCP klient 
- HTTP server 
- Zasílání informačních e-mailů 
- Konfigurace možná přes sériové rozhraní i Ethernet 
- Snadná konfigurace přes Ethernet 
- TCP/IP protokol plně kontrolován integrovaným DSTni procesorem 
- Možnost ochrany heslem 
- 3 konfigurovatelné piny 
- Podpora RS232, RS422 a RS485 při použití převodníků úrovní 
- Všechny I/O piny pracující s 3,3V logikou 
- Piny TXD a RXD jsou 5V tolerantní 
- Přenosové rychlosti 300Baudů až 921600Baudů (230400 pro RS232) 
- 7 nebo 8 datových bitů 
- 1 nebo 2 stop bity 
- Sudá, lichá nebo žádná parita 
- Hardwarová i softwarová podpora handshake signálů 
 
Připojení převodníku k vývojové desce by byla otázka několika spojů a vyřešení 
napájení, ale nejedná se o levný převodník a proto byla zvolena jiná varianta. 
Spolu s převodníkem byla k dispozici i vývojová deska s paticí, do které se 
samotný převodník jenom nasune, čím se minimalizuje riziko jeho zničení při pájení. 
Současně je deska napájena 3,3V zdrojem a obsahuje i převodník úrovně na RS232. Pro 
potřebu této vzorové práce tedy byla využita komunikační linka RS232, která ovšem 
vyžadovala sestavení převodníku TTL-RS232 na straně mikrokontroléru. 
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Obr. 5.7 Schéma zapojení převodníku TTL-RS232 
 
Konstrukce převodníku je zcela primitivní – jedná se o katalogové zapojení obvodu 
MAX232. Použité kondenzátory jsou keramické a všechno je umístěno na jednostranné 
desce. 
  
Obr. 5.8 Návrh desky UART-RS232 (zvětšený) 
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Obr. 5.9 Hotový převodník UART-RS232 (předposlední verze) 
 
 
Obr. 5.10 Vývojová deska s osazeným převodníkem XPort 
Po připojení napájení a síťového kabelu by si měl převodník vyžádat IP adresu od 
DHCP serveru, pokud nemá adresu nastavenou napevno. Je-li adresa převodníku 
známá, je nejjednodušší provést konfiguraci pomocí webového rozhraní přes 
internetový prohlížeč. V tomto ohledu Opera zklamala, ale Firefox všechno hravě 
zvládl. 
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Obr. 5.11 Konfigurace XPort-u přes webové rozhraní 
Při otevření konfigurační stránky je požadováno přihlašovací jméno a heslo. Ve 
výchozím stavu je přihlašovací jméno „admin“ a heslo žádné. 
Pro ty, co mají v oblibě více konzolové prostředí, je možnost konfigurovat tento 
převodník pomocí telnetu na portu 9999. Po připojení se vypíše aktuální konfigurace a 
seznam možností. [12] 
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Obr. 5.12 Okno konfigurace XPort-u pomocí Telnet-u 
Předchozí způsoby umožňovaly konfiguraci správně fungujícího převodníku. 
V případě, že převodník nepracuje správně a je potřeba opravit jeho sw a nebo pouze 
nahrát vlastní webové stránky je nutno použít program Device Installer. 
Pomocí tohoto programu je možné vyhledat produkty firmy Lantronix v lokální síti 
a snadno tak zjistit např. IP adresu připojeného převodníku. 
Tímto programem je rovněž možné zálohovat/aktualizovat firmware převodníku a 
nahrávat webové stránky. Webové stránky musí být nejprve zkomprimovány do 
formátu *.cob k čemu slouží jednoduchý konzolový konvertor web2cob. [12] 
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Obr. 5.13 Okno programu Device Installer 
S možností integrovaného HTTP serveru se přímo nabízí možnost jeho využití jako 
uživatelského rozhraní pro komunikaci po sériové lince. Touto možností by bylo možné 
připojit se odkudkoliv bez nutnosti potřeby dalšího programu. 
Ovšem tato varianta má svá omezení. Oficiálně server nepodporuje žádné 
serverově orientované aplikace, ale i samotná konfigurační www stránka přímo od 
Lantronixu využívá JavaScriptu i CGI skriptů. 
Po konzultaci s Lantronixem se naskytla možnost vlastní úpravy těchto skriptů, 
které jsou psané v jazyce Embeded C a potřebný překladač i různé příklady je ochotný 
poskytnou samotný Lantronix, ovšem za podmínky kompletního utajení, tedy výměnou 
za podepsanou smlouvu o utajení, že ani poskytnuté nástroje ani části kódu se nesmějí 
dostat na veřejnost, což je pro tuto práci nevyhovující. 
Nejschůdnější možností se tedy ukázalo použití klientově orientované aplikace. 
K tomuto typu komunikace je k dispozici několik zdrojových kódů, např. v Javě nebo 
C#. Všechny tyto aplikace běží u klienta a ke komunikaci využívají sériový tunel. 
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Tunelem se myslí funkce převodníku, kdy data odeslaná přes ethernet na port 
10001 jsou pouze zbavená TCP/IP struktury a vyslána sériovým portem. Obdobně data 
přicházející přes sériový port jsou doplněna ethernetovým záhlavím a zápatím a 
odeslána. 
V nastavení převodníku je možné specifikovat např. IP adresy klientů, kterým bude 
připojení povoleno, povolit/zakázat řízení pomocí modemových AT příkazů nebo např. 
kontrolovat první dva bajty, jestli se jedná o data určená danému převodníku apod. 
 
 
Obr. 5.14 Nastavení Ethernetové strany převodníku 
Pro potřeby této práce byl zvolen komunikační protokol TCP, Modem i Telnet 
zakázány a vypnuté odesílání IP adresy (Show IP Address After RING -  No), aby 
sériová linka mikrokontroléru nebyla zbytečně zatěžovaná zbytečnými informacemi. 
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Obr. 5.15 Nastavení sériového portu převodníku 
U sériového portu je zvolený režim RS232 s přenosovou rychlostí 19200 Baudů a 
formát datového rámce 8N1 bez dalšího řízení nebo balení (packing). 
Zvolená nastavení se po odpojení napájení neztratí a celkově převodník startuje 
velice rychle a již za několik sekund po zapnutí je plně použitelný. [12] 
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6 SOFTWARE 
6.1 První úvahy 
 
Klíčovou věcí pro psaní programů je sada vstupů, které jsou k dispozici a 
požadovaných výstupů. Jelikož pro tuto práci nebyly zadány žádné požadované vstupy 
nebo výstupy, kterých by se bylo možné na začátku chytit, bylo nutné zvážit více 
možností, které se jevily jako schůdné. 
V první řadě to byla právě otázka možných a použitelných vstupů a výstupů. Za 
referenční zdroj těchto informací byla zvolena vývojová deska s 
mikrokontrolérem ATmega16. 
 
  
 
 
 
 
Obr. 6.1 Přehled použitých vstupů a výstupů 
8 LED na portu A Displej na portu B 
Analogový 
potenciometr 
na pinu A0 
Teplotní čidlo 
na pinu A1 
2 Tlačítka a 3 LED 
na portu D 
Sedmi segmentový 
displej na portu B 
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Po vymezení používaných vstupů a výstupů bylo dalším rozhodnutím rozložit 
úkoly mezi řídící mikrokontrolér a počítač. 
Jedním z prvních nápadů bylo odesílat z počítače ukazatel na registr, který se má 
přečíst nebo zapsat a data k zápisu. Výhodou tohoto řešení by byla velice jednoduchá 
logika na straně mikrokontroléru a pevná délka příkazů. 
Nevýhodou by byl složitější program pro počítač, který by musel znát, s jakým 
mikrokontrolérem komunikuje, aby bylo možné jednotlivým funkcím přiřadit ukazatele 
na správné registry, čím by byl celý program velice nepraktický. Kromě nepraktičnosti 
by zde vznikalo i bezpečnostní riziko. V případě přepsání jiného registru, a to ať 
záměrně s úmyslem škodit nebo nechtěně, by například mohlo dojít ke změně hodnoty 
registru určujícího komunikační rychlost rozhraní UART, čím by zkolabovala veškerá 
komunikace. 
Jako nejlepší řešení se ukázala metoda typu Request-Response (Dotaz-Odpověď), 
která mikrokontrolér nijak nezatěžuje, pokud není navázané spojení. Celou aplikaci tak 
plně řídí mikrokontrolér a uživateli umožňuje číst a měnit pouze některé parametry. 
Vzhledem k tomu, že tato práce je rozšířením předcházející práce, zabývající se 
konstrukcí a řízením inkubátoru pro odchov exotických ptáků, počítá se s autonomním 
chodem celého zařízení s občasnými zásahy uživatele, proto je program pro 
mikrokontrolér i počítač typu Request-Response, aby byly zásahy probíhající 
komunikací do běžného chodu inkubátoru minimální. 
Protože je vývojová deska, použita pro tuto práci, osazena mikrokontrolérem 
ATmega16, která má pouze jedno UART rozhraní, musely být oba převodníky, jak 
USB, tak Ethernet nakonfigurovány stejně, aby je bylo možné navzájem zaměnit. Pro 
implementaci do již zmíněného inkubátoru, který je řízen mikrokontrolérem 
ATmega128 disponujícím dvěma UART rozhraními je možné nastavit každý převodník 
individuálně. Taky z důvodu úspory dalších vstupů a výstupů, které jsou téměř všechny 
využity pro obsluhu připojených periférií, nebyly u převodníků vyvedené žádné další 
pomocné signály a pracují v základním asynchronním, full duplex režimu. 
Když už bylo jasné, jakým způsobem bude komunikace probíhat, zbývalo ještě 
určit formát, v jakém tvaru se budou data posílat. Na stole se vystřídalo několik 
teoretických návrhů, ale během pokusu o implementaci jednoho z nejlépe vypadajících 
formátů se zrodil další návrh, který se uchytil jako finální. [13] 
Struktura příkazů je následující: 
Pořadí 
znaku 1. 2. 3. (4.) Poslední 
Význam Adresa 1.Byte 
Adresa 
2.Byte 
Identifikátor 
příkazu 
Data 
(nepovinná, 
s proměnnou 
délkou) 
Ukončovací 
znak 
Hodnota / * X (X) \n 
Tab. 6.1 Struktura vlastního komunikačního rámce 
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6.2 ATmega16 - program 
 
Cílem, při vytváření kódu pro řídící mikrokontrolér bylo zejména co nejmenší 
zatížení procesoru obsluhou periférií. O řízení komunikace po sériové lince a obsluhu 
dvou tlačítek se starají přerušovací podprogramy. 
Využitím přerušení došlo k zjednodušení programu, neboť mikrokontrolér v hlavní 
programové smyčce není zatěžován kontrolováním stavu sériové linky nebo tlačítek a 
současně umožňuje rychlejší obsloužení vzniklé události. Tím je dosaženo, že odezva 
na zmáčknutí tlačítka je okamžitá, stejně tak nedochází k přepsání dat v zásobníku 
sériového portu dalším bytem, jelikož jsou zpracovávaná přednostně a velice rychle. 
I přes tyto nesporné výhody, má využití přerušení své nevýhody. Problém 
představuje zejména riziko kolize přerušení s procesy, které vyžadují přesné časování, 
jako je např. komunikace s teplotním čidlem po sběrnici DALLAS. [2] 
Další drobnou komplikací je využití stejného portu pro obsluhu více periférií. 
Například LCD displej a sedmi segmentový displej jsou oba připojené k portu B a 
řízení, které zařízení se zrovna použije, je zajištěné pomocnými signály z portu C, které 
povolují příslušné budiče. Obdobně na portu A je připojená osmice LED nad displejem, 
ale pin A0 je sdílený s analogovým potenciometrem a k pinu A1 je připojené i teplotní 
čidlo. Jako zdroj digitálních vstupů na desce jsou čtyři tlačítka, ale pouze modré a 
zelené je možné reálně využít, protože zbylé tlačítka okupují piny právě UART portu. 
Výhodou je, že zmíněné modré a zelené tlačítka jsou připojené na piny pro externí 
přerušení, čeho je vhodně využito. [2] 
Řešením problému možných kolizí bylo prodloužení periody, s jakou jsou 
kontrolovány periférie vyžadující přesné časování, kdy dochází k dočasnému vypnutí 
všech přerušení. V případě této vývojové desky je to pouze teplotní čidlo. 
Problém s přepínáním periférií bylo nutné řešit vždy „na míru“ podle připojených 
periférií a hardwarových možností. 
Přepínání mezi LDC displejem a sedmi segmentovým displejem bylo možné 
vyřešit velice jednoduše. Vzhledem k tomu, že LCD displej není nutné pravidelně 
překreslovat, neboť o to se stará integrovaný řadič, je LCD displej aktivní pouze v době 
zápisu nových dat. V ostatním čase je pouze zapnuté podsvícení, ale aktivní je sedmi 
segmentový displej, který je v hlavní smyčce pravidelně aktualizován. 
Drobným oříškem bylo vyřešení přepínání periférií na portu A. Osm LED nad 
displejem je aktivních po celou dobu běhu programu a je možné je normálně používat, 
ale pokud je připojený potenciometr a teplotní čidlo, tak jsou první dva piny změněny 
na vstupní, co se odrazí i na osmici LED, čím se spodní dvě stávají nepoužitelné. 
K vyřešení tohoto problému byly využitá obě dostupná tlačítka (modré a zelené). Po 
zapnutí desky jsou oba piny (A0 i A1) nastaveny jako vstupní a na displeji se zobrazí 
změřená hodnota okolní teploty a stav potenciometru. Tlačítky se pak přepíná, jestli 
jsou piny vstupní nebo výstupní, tedy jestli se používá potenciometr a teplotní čidlo 
nebo spodní dvě LED. Režim, ve kterém piny aktuálně pracují, je zobrazován pomocí 
dvou LED (žluté a zelené), které jsou připojené k portu D. 
  
 32 
Celková funkce je následovná: 
Žlutá LED 
(změna zeleným tlačítkem) 
Zelená LED 
(změna modrým tlačítkem) 
svítí nesvítí svítí Nesvítí 
Pin A1 je vstupní Pin A1 je výstupní Pin A0 je vstupní Pin A0 je výstupní 
Používá se teplotní 
čidlo Používá se LED 
Používá se 
potenciometr Používá se LED 
Tab. 6.2 Logika přepínání periférií na portu A 
Zde nutno zmínit důležité upozornění! Vzhledem k přepínání pinů mezi vstupními 
a výstupními může dojít ke zkreslení stavu výstupů pronikajícím napětím ze vstupních 
periférií, zejména analogového potenciometru. 
Proto je doporučeno při přepnutí pinů na výstupní odpojit příslušný vstup pomocí 
DIP spínače a stejně tak, při přepnutí pinů na vstupní sepnout odpovídající DIP spínač – 
simulace přepínacích relé podle toho, zda příslušná LED svítí nebo ne. 
Pro lepší představu, jak celý software funguje, jsou dále k dispozici vývojové 
diagramy hlavní přerušovací smyčky, přerušovacího podprogramu při zmáčknutí 
některého z tlačítek a přerušovacího podprogramu po přijetí prvního znaku přes UART 
port. 
 
Obr. 6.2 Vývojový diagram přerušovací smyčky po zmáčknutí tlačítka 
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Obr. 6.3 Vývojový diagram hlavní programové smyčky 
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Obr. 6.4 Vývojový diagram přerušovací smyčky UART portu  
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6.3 PC - program 
 
Zatím co jedinou starostí mikrokontroléru je obsluha periférií a komunikačního 
rozhraní, pokud dojde k požadavku, u programu pro počítač je situace zcela opačná, 
jelikož se stará o veškerou komunikaci a alespoň minimální zabezpečení. 
Program pro počítač, umožňující komunikaci s mikrokontrolérem obsahuje tyto 
části: 
- Výběr používaného komunikačního rozhraní 
- Generování dotazů 
- Zpracovávání odpovědí 
- Interakci s uživatelem pomocí grafického rozhraní 
- Zabezpečení vstupů proti neoprávněnému zásahu 
 
Pro obsluhu všech těchto funkcí bylo vytvořené uživatelské grafické rozhraní 
(GUI), kde se téměř všechny potřebné vstupy i výstupy vlezli pouze do jednoho okna 
vyjma dialogu pro přihlášení oprávněného uživatele. 
 
Obr. 6.5 Okno ovládacího programu po spuštění 
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Z předchozího obrázku je patrné, že uživatel po spuštění programu nemá moc 
možností k výběru. Ve spodním levém rohu je červený nápis „Disconnected“ co značí, 
že žádné spojení není nevázané a i z tohoto důvodu jsou ovládací prvky neaktivní. 
Na dalším obrázku je zobrazen stav po navázání spojení. 
 
 
Obr. 6.6 Okno programu po navázání spojení 
Po navázání spojení se situace změní následovně: 
- Deaktivují se ovládací prvky pro otevření spojení 
- Aktivuje se tlačítko pro ukončení spojení. 
- V levém spodním rohu se zobrazí informační text o aktuálně otevřeném spojení 
- Načte se stav vstupů a výstupů z desky 
- Všechny ostatní ovládací prvky zůstávají nezměněny (neaktivní) 
 
Momentálně program umožňuje sledovat stav vstupů a výstupů, ale neumožňuje je 
měnit, aby nedocházelo k neoprávněným zásahům do kontrolované aplikace (např.: 
inkubátoru, kde by změna teploty mohla mít fatální vliv na probíhající proces) 
Jak je vidět z předchozích dvou obrázků, ve vrchním řádku vlevo svítí červený text 
„Read only“, tedy pouze pro čtení a vpravo možnost přihlásit se kliknutím na „Log In“. 
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Obr. 6.7 Přihlašovací okno 
Po kliknutí na text „Log In“ se objeví další okno, které vyžaduje zadání 
uživatelského jména a hesla. 
Protože součástí práce nebylo řešit zabezpečení komunikace, je zde pouze pro 
demonstrační účely pevně nastavené jediné správné jméno (Admin) a heslo (UTEE). 
Po přihlášení okno zmizí a znovu se aktivuje předchozí okno. 
 
 
Obr. 6.8 Okno programu po přihlášení autorizovaného uživatele 
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Je-li navázané spojení a přihlášen oprávněný uživatel, dochází k těmto změnám: 
- Možnosti a nastavení připojení se nemění 
- Text vlevo nahoře je zelený a značí, že je možné provádět změny 
- Text vpravo nahoře informuje o aktuálně přihlášeném uživateli a možnosti 
odhlášení 
- Ovládací prvky nyní umožňují uživateli měnit stav sedmi segmentového 
displeje, měnit text na LDC displeji a rozsvítit/zhasnout libovolnou z 8 LED 
(vyjma dvou posledních) 
 
Důvod, proč nejsou aktivní i zaškrtávací okénka reprezentující poslední dvě LED, 
byl zmíněn v předchozí kapitole, popisující hardwarovou konstrukci vývojové desky. 
Na těchto pinech je totiž připojen potenciometr a teplotní čidlo, které se zrovna 
používají. Pokud chce uživatel využít tyto dvě LED, musí nejdříve deaktivovat 
potenciometr i teplotní čidlo. 
Deaktivování lze provést příslušnými tlačítky na desce nebo taky z ovládacího 
počítače přepnutím rádiového tlačítka z pozice „Override OFF“ na „Override ON“. 
Pokud se použije druhá možnost (přepnutí za pomocí řídícího počítače), tak 
automaticky, při zatrhnutí tlačítka „Override ON“ dochází k doslovnému přeřízení 
tlačítek na desce.  
 
Obr. 6.9 Okno programu s aktivním přeřízením harwaru softwarem 
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Přeřízení hardwaru softwarem je na desce signalizováno rozsvícením červené LED 
nad modrým tlačítkem (na portu D), čím se tlačítka deaktivují. Tento stav trvá až do 
přepnutí rádiového tlačítka v softwaru počítače zpátky do pozice „Override OFF“ nebo 
do uzavření aplikace v řídícím počítači. 
Následující obrázek je odezvou hardwaru na softwarová nastavení z předchozího 
obrázku. Význam jednotlivých prvků: 
- červená LED signalizuje, že řídící program běžící na počítači vyblokoval 
hardwarová tlačítka na desce. 
- Zhasnutá žlutá LED (mezi červenou a zelenou) značí, že teplotní čidlo je 
deaktivováno, na displeji je tento stav signalizován jako 0°C, ale druhá zprava z 
osmi LED nad displejem je nyní k dispozici jako výstupní, tedy v řídícím 
softwaru je aktivní příslušné zatrhávací okénko 
- Svítící LED úplně vpravo nad displejem způsobuje přítomnost cca +4V DC na 
vstupu budiče dané LED, které je zde přivedeno skrze potenciometr. 
 
 
Obr. 6.10 Odezva desky na změny provedené v řídícím programu 
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Nyní je možné provádět změny libovolně. Jestli se uživatel rozhodne, že už nechce 
provádět změny, ale nadále sledovat stav, stačí se jednoduše odhlásit, čím se opět 
dostane do režimu pouze pro čtení. 
 
Obr. 6.11 Okno programu po odhlášení oprávněného uživatele 
Mimo tyto základní funkce obsahuje program i několik ochranných prvků, aby 
nedošlo k neočekávaným chybám programu. Jednou z těchto funkcí je kontrola 
dostupnosti zadané IP adresy. Jedná se o velice jednoduché zabezpečení, kdy před 
samotným pokusem o vytvoření spojení, se zkontroluje dostupnost druhého zařízení 
pomocí ICMP protokolu, tedy ping-u. Je-li ping úspěšný, tedy dotazované zařízení 
odpovídá, přistoupí se k samotnému procesu navázání komunikace, což by v této fázi už 
nemělo dělat problém. Je-li ping neúspěšný, vypíše se chybová hláška informující o 
problému, ale samotný program běží dál. 
 
Obr. 6.12 Chybové hlášení při neúspěšném pokusu o připojení 
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Vzhledem k tomu, že aplikace pracuje s fyzickými rozhraními, může snadno dojít 
k problémům v případě, že by spojení nebylo korektně ukončené. Aby se tomuto 
problému předešlo, byl program doplněn o jednoduchý kontrolní algoritmus, který se 
spustí v případě, že dojde k pokusu o ukončení aplikace. Jedná se primárně o stav, když 
uživatel klikne, chtěně nebo nechtěně, na tlačítko X v pravém horním rohu okna. 
V případě, že je některé z připojení aktivní dojde k zobrazení varování, kde si může 
uživatel vybrat, jestli chce program opravdu ukončit (otevřená spojení se automaticky 
ukončí) nebo nechce aplikaci ukončit a pokračovat. 
 
Obr. 6.13 Varování o otevřených spojeních při pokusu o ukončení aplikace 
Další ochrannou funkcí je, jak bylo zmíněno dříve v textu, vypnutí režimu přeřízení 
hardwaru softwarem při ukončení spojení. Mimo jiné je tato funkce automaticky 
vykonána i při automatickém ukončení spojení zmíněném v předchozím bodě. 
Po zavření spojení mezi počítačem a mikrokontrolérem se tedy znovu aktualizují 
všechny hardwarové funkce. 
 
Chod celé aplikace je řízen z větší části událostmi, tedy zejména na základě 
interakce uživatele, a jediný cyklus vyskytující se v programu je řízený časovačem. 
Časovač se spouští při navázání spojení s mikrokontrolérem a zastavuje se při ukončení 
spojení. Perioda časovače je 100ms a slouží výhradně k načítání příchozích dat. 
Jako první se odešle požadavek na hodnotu, kterou má mikrokontrolér vrátit, a pak 
následují tři pokusy o přečtení žádané hodnoty. Nevrátí-li mikrokontrolér požadovanou 
hodnotu do těch 300ms, program požadavek zopakuje. Tento jeden příkaz se odesílá 
dokola, až dokud se nevrátí požadovaná odpověď, teprve poté se odesílá požadavek na 
vrácení další hodnoty a celý proces se cyklicky opakuje. 
Tato funkce zajišťuje pravidelnou aktualizaci hodnoty potenciometru, měřené 
teploty a ovládacího registru, protože je do něj možno zasahovat i přes vývojovou 
desku. 
Všechny ostatní hodnoty je možné měnit pouze z počítače, proto se běžně 
nepřenášejí. Tyto změny se odesílají asynchronně (nezávisle na časovači) pouze při 
události vyvolané uživatelem. 
Pouze pro potřebu načtení současného stavu hardwaru těsně po otevření spojení se 
využijí funkce pro načtení stavu výstupních periférií - LCD displeje, 8 LED nad 
displejem a sedmi segmentového displeje. [14] 
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7 ZÁVĚR 
 
Cílem práce bylo vytvoření funkčního řešení komunikace mezi 8-bitovým 
mikrokontrolérem a osobním počítačem standardu x86 resp. x64 s využitím protokolu 
USB a TCP/IP čeho bylo dosaženo. 
Pro potřeby této práce byl zkonstruován převodník USB-UART využívající 
integrovaný obvod FT232RL, pracující v základním asynchronním režimu s datovými 
rámci typu 8N1 na straně UART bez potřeby dalších řídících signálů a jako virtuální 
sériový port na straně USB. 
Dále byl vyroben převodník UART-RS232 využívající integrovaný obvod 
MAX232, pro propojení mikrokontroléru ATmega16 s vývojovou deskou převodníku 
UART-Ethernet od firmy Lantronix model XPort. Tento převodník rovněž využívá 
asynchronní režim UART portu s datovým rámcem typu 8N1 bez využití dalších 
řídících signálů a funkci převodníku Ethernet-UART na portu 10001. Pro komunikaci 
přes Ethernet byl zvolen protokol TCP. 
Jako zdroj vstupů a výstupů, které nebyly v zadání specifikovány, byla použita 
vývojová deska pro mikrokontrolér ATmega16. 
Pro potřebu výměny informací mezi mikrokontrolérem a počítačem byl vytvořen 
vlastní komunikační protokol, který byl implementován do softwaru řídícího 
mikrokontroléru i do softwaru pro osobní počítač. Program pro mikrokontrolér 
ATmega16 byl napsán ve vývojovém prostředí Atmel Studia 6 v jazyce C a 
překladačem GCC (součást balíčku WinAvr). Program pro počítač byl napsán ve 
vývojovém prostředí Visual Studia 2008 v jazyce Visual C++ (využívající platformu 
.NET) a zkompilován pro operační systém MS Windows. [14] 
Pro co nejmenší zatížení mikrokontroléru byl zvolen režim komunikace typu 
Request-Response (dotaz-odpověď), kde počítač odesílá příkazy a mikrokontrolér 
pouze odpovídá. V případě, kdy není navázané spojení, tedy nepřicházejí žádné dotazy, 
neřeší mikrokontrolér komunikaci vůbec. 
V programu pro počítač je mimo vytvořeného vlastního protokolu implementována 
podpora pro komunikaci přes USB (fungující jako virtuální COM port) nebo přes 
Ethernet s využitím protokolu TCP. Veškeré vstupy a výstupy jsou přehledně 
uspořádány v intuitivním grafickém prostředí. Mimo samotnou komunikaci zabezpečuje 
program pro počítač i základní stupeň ochrany proti neoprávněným zásahům pomocí 
zabezpečení přihlašovacím jménem a heslem. Program je doplněn o nejnutnější 
ochranné prvky, aby alespoň při nejčastějších chybách (např. překlepech v IP adrese) 
nehavarovala celá aplikace. 
Výsledkem je funkční sestava hardwaru, softwaru pro mikrokontrolér i softwaru 
pro počítač, jak bylo požadováno v zadání. 
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