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Povzetek 
Diplomsko delo opisuje avtomatizacijo testiranja storitve stanja prisotnosti. Kaj je 
stanje prisotnosti, zakaj je potrebno storitev testirati in zakaj je smiselno avtomatizirati 
testiranje.  
 
V prvem delu naloge se seznanimo z internetno telefonijo, na poudarku pri 
signalizacijskem protokolu SIP, kjer nas najbolj zanima stanje prisotnosti. 
Predstavimo tudi razvojni cikel programske opreme, pri katerem je poudarek pri fazi 
testiranja, posebno avtomatizaciji testiranja. Opisano je tudi orodje SikuliX, ki je 
glavno orodje pri izvedbi avtomatskih testov. 
 
V drugem delu naloge predstavimo delovanje testirane aplikacije in storitve. Opišemo 
izvedbo in delovanje skripte za izvajanje avtomatskih testov in pregledamo dobljene 
rezultate. Ocenimo tudi uspešnost izdelka, dobre lastnosti in možnosti izboljšave.  
 
 
 
Ključne besede: SDLC, Avtomatizacija testiranja, SikulX,  stanje prisotnosti, VoIP, 
SIP 
 
 
Abstract 
The diploma thesis describes the automation of testing the presence service. What is 
presence status, why the service needs to be tested and why it makes sense to automate 
the testing. 
 
In the first part of the thesis we are introduced to Internet telephony, with emphasis on 
the SIP signaling protocol, where we are most interested in the presence inforamation. 
We also intorduce a software development life cycle and focus on the testing phase, 
especially testing automation. Tool SikuliX is also described in this part, which is main 
tool used for preforming automated tests. 
 
In the second part of the thesis we present the functions and opreation of the tested 
application and presence service. We describe the implementation and opreation of the 
script preforming automatic tests and review the obtained results. We also evaluate 
product preformance, good features and possible enhancments.  
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1  Uvod  
Najpomembnejša lastnost pri nekem produktu ali storitvi je zanesljivost. Če se na 
storitev ne moremo zanašati, je bolje, da je sploh nimamo. Pri diplomski nalogi smo 
tako poskusili doprinesti k zagotavljanju zanesljivosti delovanja storitve stanja 
prisotnosti. Izdelali smo skripto za izvajanje avtomatskih testov z namenom, da bi 
odkrili čim več pomanjkljivosti in napak storitve in jih kasneje odpravili. S popravki 
in opravljenimi testi pa bi zagotovili kakovost storitve. 
 
Stanje prisotnosti je storitev pri internetni telefoniji, ki nam omogoča, da hitro vidimo, 
če je želen uporabnik dosegljiv ali ne. Stanje prisotnosti tako nadomešča ton 
zasedenosti linije, ki ga v telefoniji poznamo že več kot 100 let. Ima tudi druge 
prednosti, saj imamo različna stanja prisotnosti in ne samo dosegljivost, ali 
nedosegljivost, s katerimi dobimo dodatne informacije o uporabniku. 
 
Storitev je za uporabnika enostavna, saj le klikne na želeno stanje in  je storitev 
nastavljena. V ozadju pa je veliko nastavitev, protokolov, podatkov, ki potujejo skozi 
internetno omrežje. Tako se storitev počasi implementira v že delujočo aplikacijo za 
mobilno telefonijo. Pri razvoju in implementaciji storitve je potrebno tudi sprotno 
testiranje izdelka. 
 
Naš cilj je bil napisati programsko skripto, katera bo namesto nas opravljala 
ponavljajoče teste skozi celoten življenjski cikel storitve. Zaradi avtomatizacije testnih 
primerov bi zmanjšali stroške in pridobili na času. Prav tako bi za vsako novo verzijo 
aplikacije zagotovili zanesljivo delovanje storitve. 
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2  Tehnologije in orodja 
2.1  Cikel razvoja programske opreme 
Predno določen produkt, sistem ali v našem primeru storitev dokončno zaživi in je 
primerna za uporabo, mora skozi cikel razvoja programske opreme (angl. Systems 
Development Life Cycle). Proces sestoji iz več faz, od načrtovanja, vse do testiranja 
in na koncu vzdrževanja storitve. Odvisno od načina izvajanja teh faz poznamo več 
modelov SDLC, skozi katere se razvija rešitev [1]. Največkrat se uporablja naslednjih 
šest faz [2]:   
 
 Načrtovanje; v tej fazi se zbira podatke o projektu in načrtuje potek 
izvedbe projekta. 
 
 Definiranje zahtev; postavijo se določeni cilji oziroma zahteve, katere 
je potrebno doseči, da se storitev implementira v že delujoč sistem. 
 
 Oblikovanje; oblikuje se jasna arhitektura storitve, komunikacija in 
pretok podatkov z drugimi moduli, če obstajajo. 
 
 Izdelava; začne se dejanski razvoj in gradnja izdelka. Generira se 
programska koda glede na zahteve prejšnjih faz.  
 
 Testiranje; preverja, poroča in popravlja se pomanjkljivosti izdelka, 
dokler se ne zagotovi določene stopnje kakovosti.  
 
 Vzdrževanje; ko je izdelek pripravljen za uporabo, se ga implementira 
in potem ga je potrebno vzdrževati za obstoječo bazo uporabnikov.  
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Glede na način izvedbe faz se loči več modelov SDLC. Vsak model sledi svoji 
razporeditvi korakov, edinstveni za njegov tip modela, s čimer zagotovimo uspeh v 
procesu razvoja programske opreme [2]. Nekaj SDLC modelov [3]:  
 
 Agilni 
 Prototipni  
 Spiralni  
 Slapovni 
 Iterativni  
 V-model 
 
V naslednjem koraku bomo opisali nekaj glavnih modelov SDLC, med katerimi je tudi 
iterativni razvoj, s katerim smo se srečali pri izdelavi projekta. Modele bomo 
podrobneje opisali, jih primerjali in označili najpomembnejše prednosti in slabosti 
posameznega modela razvoja.  
 
2.1.1  Iterativni razvoj 
Pri iterativnem modelu se postopek začne s preprosto izvedbo majhnega nabora 
zahtev, katerega se skozi naslednje iteracije veča in izboljšuje, dokler ni celoten želen 
sistem pripravljen in implementiran v rešitev [4]. Pri iterativnem razvoju se učimo 
skozi faze in jih optimiziramo, tako je vsaka naslednja zmogljivejša in bolj dovršena.  
 
Slika 2.1:  Tri implementacije iterativnega razvoja 
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Najprej se določi začetne zahteve. Te se dodajo v programsko opremo, katero se nato 
pregleda in testira, kjer se odkrijejo napake in ugotovijo nadaljnje zahteve. Ta postopek 
se ponovi in na koncu vsake iteracije modela se ustvari nova različica programske 
opreme. Z večanjem zahtev, širjenjem programske opreme, se veča tudi obseg 
testiranja, zato je smiselno ponavljajoče teste avtomatizirati [5].  
 
Tabela 2.1 prikazuje glavne prednosti in slabosti iterativnega modela razvoja 
programske opreme [3]. 
 
 
Prednosti Slabosti 
Nekatere funkcije so lahko hitro razvite 
že na začetku življenjskega cikla 
Potrebnih več virov, kot za enostavnejše 
modele  
Vzporedni razvoj več komponent Stalo upravljanje je obvezno  
Napredek se zlahka oceni oziroma 
izračuna 
Težave z arhitekturo ali dizajnom, zaradi 
spremembe zahtev 
Krajše kot so iteracije, lažje je testiranje 
in odpravljanje napak  
Ni primeren za manjše projekte 
Bolj pomembne naloge so opravljene prej  Težje upravljanje procesa  
Problemi in tveganja iz ene iteracije se 
lahko prepreči za naslednje stopnje 
Tveganja se nikoli ne da popolno oceniti 
Prožnost za spremembe v zahtevah   Za analize tveganj se potrebuje 
usposobljene specialiste  
Tabela 2.1:  Prednosti in slabosti iterativnega razvoja 
 
2.1.2  Slapovni in V-model razvoja 
Tako imenovani slapovni pristop razvoja je bil prvi predstavljen SDLC model in 
sprejet v programskem inženirstvu za zagotovitev uspeha projekta [6]. Kasneje so se 
uvedle nekatere spremembe in izboljšave, tako se je razvil V-model razvoja 
programske opreme, kateri še zdaj velja za enega najbolj zanesljivih in 
najpomembnejših modelov [7]. 
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Slapovni model je zelo enostaven, a preveč idealističen. Ker ni dovolj zanesljiv, se ga 
dandanes skoraj ne uporablja več. Celoten postopek razvoja je ločen na faze procesa, 
katere si sledijo v tem zaporedju: Faza specifikacij zahtev, oblikovanje programske 
opreme, implementacija programske opreme, testiranje in na koncu uvedba ter 
vzdrževanje sistema [6].  
 
Slika 2.2:  Faze slapovnega razvojnega modela 
 
V-model razvoja programske opreme je izboljšana verzija slapovnega modela in je 
veliko bolj zanesljiv od svojega predhodnika. Postopek izvajanja faz ostaja zaporeden, 
a v obliki črke V. Kar praktično pomeni, da za vsako stopnjo razvoja sledi faza 
testiranja, šele po uspešni fazi testiranja se nadaljuje z naslednjo fazo razvoja. Zato se 
modelu reče tudi model preverjanja ali potrjevanja [7].  
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Slika 2.3:  Faze razvoja pri V-modelu 
 
Tabela 2.2 prikazuje najbolj opazne razlike in nekatere podobnosti med omenjenima 
razvojnima modeloma programske opreme.  
 
 Slapovni model  V-model 
Stroški Nizki Visoki 
Enostavnost  Zelo enostaven Srednje enostaven 
Fleksibilnost  Je praktično ni  Malo fleksibilnosti 
Zaporedje  izvajanja faz Obvezno Obvezno 
Uporabniška vpletenost Samo na začetku Samo na začetku 
Testiranje  Na koncu projekta Na koncu vsake faze 
Garancija uspeha Nizka  Visoka 
Specifikacija zahtev   Na začetku  Na začetku 
Tabela 2.2:  Primerjava slapovnega in V-modela SDLC 
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2.1.3  Spiralni razvojni model 
Spiralni razvojni model je eden pomembnejših modelov SDLC iz pogleda, da 
zagotavlja odlično podporo pri obvladovanju tveganja. Model je predstavljen kot 
spirala, s številnimi zankami. Dalj ko traja projekt, večje število zank je, s čimer se 
višajo tudi stroški. To je različno za vsak projekt posebej. Vsaka zanka predstavlja 
fazo razvoja. Vodja projekta prevzame veliko odgovornost, saj določa število faz, 
potrebnih za razvoj produkta, glede na tveganje. Polmer spirale na kateri koli točki 
modela predstavlja stroške projekta, kotna dimenzija pa dosedanji napredek v trenutni 
fazi [8]. 
 
Slika 2.4:  Prikaz faz v spiralnem modelu  
 
Pri spiralnem modelu je vsaka faza razdeljena na štiri dele, kot je prikazano na zgornji 
sliki 2.4. Vsak kvadrant predstavlja en del faze. Zaporedje in razlaga posameznih 
zaporednih delov faze:  
 
 Določitev ciljev in alternativnih rešitev; na začetku vsake faze  
zberemo zahteve in opredelimo cilje, hkrati določimo tudi 
nadomestne rešitve. 
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 Identificiranje in odprava tveganj; v tem kvadrantu se oceni vse 
možne rešitve in izbere najprimernejšo. Nato se pregleda tveganja, 
ki jih rešitev prinaša. Te se reši po najboljši strategiji, ki nam je na 
voljo. Izdela se tudi prototip za najboljšo rešitev.  
  
 Izdelava naslednje različice izdelka; v tretjem kvadrantu se 
rešitev razvije in se jo preveri s testiranjem. Po koncu testiranja je 
na voljo nova različica programske opreme.  
 
 Pregled faze in načrtovanje naslednje; v zadnjem kvadrantu 
kupci ocenijo zadnjo različico programske opreme, na podlagi 
njihove ocene se začne načrtovanje naslednje faze.  
 
2.2  Testiranje 
Ko govorimo o testiranju kot procesu v SDLC, ne želimo in ne predpostavljamo, da je 
produkt brezhiben. Ravno obratno. Naš namen je poiskati čim več napak oziroma 
pomanjkljivosti, odkriti njihov izvor in jih v naslednji fazi odpraviti in uvesti   
popravke. Izboljšana verzija gre nato ponovno skozi isti postopek, dokler končni 
produkt ne ustreza zahtevam postavljenim v fazi analize in ciljev [9]. 
 
Pri testiranju si prizadevamo za popolno pokritost programa, kar je lažje v teoriji kot 
praktično izvesti, zaradi vseh možnih variacij, tako pri možnih vnosih kot izhodnih 
stanj programa. Zato je prav tako kot samo testiranje pomembno, kako se testiranja 
lotimo, da bomo pokrili čim več možnosti za napake. Priporočljivo je tudi, da izvajalec 
testov ni del razvoja produkta, saj lahko pride do slepe pege (angl. blind spot) . Za čim 
boljšo pokritost tako ločimo testiranje na več nivojev [10]: 
 
 Testiranje modulov (angl. unit testing); kjer se testira posamezne 
dele oziroma elemente programa ali sistema. Uporablja se princip bele 
škatle (angl. white box) in se navadno izvaja s strani razvijalcev. 
Preverja se ali posamezni elementi ustrezno delujejo neodvisno od 
ostalih komponent.  
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 Testiranje integracij (angl. integration testing); tu se preverja 
medsebojno delovanje posameznih elementov. Postopoma se dodaja 
vedno več komponent, vse dokler se ne zajame celotni sistem. 
 
 Testiranje sistema (angl. system testing); pri katerem se preverja 
celoten integriran sistem, če je dosegel zahteve, zapisane v 
specifikaciji.  
 
 Testiranje ustreznosti (angl. acceptance testing);  kjer se preverja 
kakovost oziroma ustreznost celotnega sistema. Pomembne lastnosti so 
uporabnost, zanesljivost, stabilnost in učinkovitost.  
 
 
Ne glede na nivo testiranja, lahko s pravilnim pristopom in s pravim orodjem teste 
opravimo tako ročno, kot z avtomatskimi testi. Največkrat se uporabljajo v fazi 
testiranja posameznih enot. Avtomatski testi so primerni predvsem za ponavljajoče se 
teste, katere je potrebno izvajati večkrat ali ob vsaki novi implementaciji. Taki testi 
morajo biti tudi bolj preprosti, z določenimi možnimi izidi [9]. 
 
2.2.1  Avtomatizacija testiranja  
Ročno testiranje opravi človek, ki sedi pred računalnikom in izvaja testne korake. 
Avtomatizirano testiranje, kot nam že ime nakazuje, pomeni uporabo orodja, ki 
namesto nas izvaja testne primere. Programska oprema lahko tudi vnaša podatke, 
primerja pričakovane in dejanske rezultate ter ustvari poročila o preizkusih. V 
razvojnem ciklu je določene teste potrebno večkrat izvajati. S programom za 
avtomatizacijo preizkusov se lahko ta test napiše in po potrebi zažene. Tako je lahko 
celotna testna zbirka avtomatizirana in človeški poseg ni več potreben. S tem se čez 
čas in z večjim številom izvajanja testov ROI (angl. Return of investment) oziroma 
donosnost naložbe testne avtomatizacije veča. Cilj avtomatizacije je zmanjševanje 
testnih primerov, ki jih je potrebno izvajati ročno [11]. Kljub temu ročno testiranje 
ostaja zelo pomemben del celotnega testiranja, ker so lahko avtomatski testni primeri 
tehnično nemogoči za izpeljavo ali predragi. Drug primer nujnosti ročnega testiranja 
je raziskovalno testiranje, ki je popolnoma naključno preverjanje in uporaba produkta, 
medtem ko avtomatski test preverja le vnaprej določene parametre [12].  
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Ena glavnih razlik med ročnim in avtomatskim izvajanem testov je usposobljenost 
kadra. Ročne teste namreč lahko izvaja praktično vsak, le držati se mora korakov in 
navodil. Avtomatizirane teste pa je potrebno sprogramirati. Ravno zaradi tega je 
začetni vložek večji pri avtomatskih testih, se pa na dolgi rok bolj obrestuje, kar 
prikazuje tudi slika 2.5. 
 
 
Slika 2.5:  Poenostavljen stroškovni model  
Na sliki 2.5 velja poenostavljen stroškovni model, s katerim se lahko hitro oceni, ali je 
določen test primeren za avtomatizacijo ali ga je bolj primerno izvajati ročno. Za ta 
model in posledično tudi za obe krivulji na sliki velja preprosta formula. Stroški vseh 
izvajanj posameznega testa so seštevek začetnih stroškov in stroški izvajanja testov. 
Pri tem so začetni stroški načrtovanje in implementacija testa, stroški izvajanja testov 
pa število ponovitev izvajanja testa, krat strošek posamezne izvedbe testa. Če želimo 
izračunati točko preloma, le izenačimo obe formuli. Na podlagi točke preloma lahko 
potem lažje ocenimo smiselnost avtomatizacije [13].  
 
Glavni razlogi za avtomatizacijo testiranja [11]: 
 
 Ročno testiranje vseh negativnih testov, izpolnjevanje vseh 
potrebnih polj je časovno in denarno zelo potratno. 
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 Avtomatizacija je uporabna pri testiranju produkta v različnih 
jezikih. 
  
 Ni potrebe po človeškem posredovanju, tako se lahko testi izvajajo 
tudi čez noč ali še daljše obdobje. 
  
 Poveča se hitrost izvedbe testov. 
 
 Avtomatizacija pomaga povečati pokritost preizkusov. 
  
 Ročno testiranje postane dolgočasno ob izvajanju istih testov 
večkrat zapored, kar privede tudi do večje možnosti za napake. 
 
 Vzporedno izvajanje več preizkusov hkrati.  
 
 Večja natančnost in s tem bolj zanesljivi rezultati. 
 
 Testne skripte je možno uporabljati večkrat. 
 
 
Seveda ni smiselno avtomatizirati vseh preizkusov povprek, zaradi visokega začetnega 
vložka in zamudnosti sestavljanja testov, pač pa je potrebno premisliti, kateri testi so 
primerni za avtomatizacijo. Naslednji kriterij nam pomaga pri tej odločitvi:  
 
 Če testni primeri preverjajo poslovno kritične zahteve. 
  
 Kadar je potrebno teste izvajati večkrat. 
   
 Zelo mučne primere ali če jih je težko izvesti ročno. 
  
 Testne primere, ki so zelo zamudni. 
 
 
Avtomatizacija ni primerna, kadar testni primer spada med eno od naslednjih kategorij: 
 
 Testi, ki so zasnovani na novo in še niso bili ročno izvedeni. 
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 Preizkusi, za katere se zahteve ali zasnova pogosto spreminjajo.  
 
 Primeri, kateri se izvajajo brez vnaprejšnjega planiranja in 
dokumentacije.  
 
2.2.2  Orodja  za avtomatizacijo testiranja  
Uspeh avtomatiziranega testiranja je v veliki meri odvisen tudi od izbire pravih orodij 
za testiranje. Potrebno je nekaj časa za oceno ustreznih orodij za delo. Nekaj glavnih 
kriterijev, katere je potrebno upoštevati, so na primer, ali je orodje tehnično primerno 
za naš test. Recimo, da spremljamo del ekrana in naše orodje zaznava barve v sivih 
odtenkih, nas pa zanimajo barve celotnega barvnega spektra, takšno orodje za nas 
tehnično ni sprejemljivo. Prav tako nas zanima, na katerih napravah deluje in katere 
operacijske sisteme podpira, ali je namenjen le testiranju spletnih strani, katere 
brskalnike podpira, itd. Pomembni so tudi stroški licence, stabilnost verzije orodja, 
potreben nivo predznanja in kako hitro se lahko naučimo uporabljati orodje in z njim 
sestavljati teste [14]. Na podlagi vseh naštetih kriterijev smo za izvedbo našega 
projekta izbrali orodje SikuliX.   
 
2.2.3  Orodje SikuliX 
Programsko orodje SikuliX lahko avtomatizira vse kar je vidno na zaslonu 
računalnika, ki ga poganja Windows, Mac ali nekateri Linux/Unix operacijski sistemi. 
Orodje podpira naslednje skriptne jezike [15]:  
 
 Python  
 
 Ruby 
 
 JavaScript 
 
Trenutno programska oprema ni na voljo v nobeni mobilni napravi, a smo to rešili z 
dodatnim programom, kateri v realnem času preslika zaslon mobilne naprave na 
namizni računalnik. Za iskanje in avtomatizacijo GUI (angl. Graphical user interface) 
oziroma grafičnega uporabniškega vmesnika, uporablja slike ali posnetke zaslona. 
Omogoča, da sistem s pomočjo posnetka zaslona GUI elementa, na primer gumb, 
ikono ali pogovorno okno, najde le po ujemanju vzorcev s posnetka [16]. Poleg 
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lociranja slik na zaslonu lahko SikuliX upravlja z miško in tipkovnico računalnika in 
zažene interakcijo med opredeljenimi GUI elementi. Deluje tudi v okoljih z več 
monitorji in tudi za oddaljene sisteme, kjer je nekaj omejitev [15].  
 
2.2.4  Osnovni ukazi  
Pri SikuliX-u je najbolj pomembna lastnost vizualna prepoznava vzorcev, prav tako so 
pomembni tudi ukazi, s katerim upravljamo miško in tipkovnico, posledično tudi 
izvajamo teste. Naslednja tabela 2.3 prikazuje nekaj osnovnih ukazov in njihovo 
razlago. Ukazi delujejo tako, da je najprej ukaz in nato pride v oklepaju  parameter, ki 
je lahko število, besedilo ali pa slika [17]. 
 
Ukazna komanda Razlaga  
Click(region) / DoubleClick(region) Ta ukaza obravnavata enojni ali dvojni 
klik miške na določeno regijo 
LeftClick(region) / RightClick(region) Ta ukaza prav tako uporabljata kazalec 
računalniške miške, levega ali desnega 
Hover(region) Kurzor se premakne na določeno regijo 
DragDrop(region1, region2) Ukaz povleče element iz začetne pozicije 
na želeno mesto 
Type(region, string text) V želeno polje se vnese dano besedilo  
Wait(pattern or number) Program počaka, da se izvrši podan 
ukaz, to je lahko število sekund ali se 
pojavi želen vzorec  
Exists(pattern) Preveri ali je na zaslonu viden iskani 
vzorec 
Find(pattern) Če je možno, na zaslonu poišče določen 
vzorec 
Open(app) Ukaz zažene aplikacijo  
Fokus(app) Želena aplikacija je v ospredju  
Close(app) Zapre aplikacijo 
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Region(region) Program poišče in opazuje želeno regijo, 
določimo jo z začetno pozicijo, višino in 
dolžino pravokotnika 
Tabela 2.3:  osnovni ukazi in razlaga 
 
2.2.5  Prepoznava vzorcev 
SikuliX za iskanje slik na zaslonu uporablja paket OpenCV. Temelji na metodi 
matchTemplate(), katera išče  ujemanja med vnaprej posneto sliko in vhodno sliko, 
torej zaslon računalnika.  
 
Osnovna lastnost Sikulix-a je počakati in primerjati sliko v dani regiji. 
MatchTemplate(), kateri išče ujemanje vzorcev med sliko in zaslonom, pričakuje 
regijo, kjer naj bi se slika pojavila, drugače preišče celoten zaslon. Da zagotovimo 
ciljno sliko, najprej v programu zajamemo posnetek zaslona. Ta slika je nato shranjena 
v spominu in se bere iz slikovne datoteke.  
 
Naslednji korak je zagon funkcije matchTemplate(), kjer dobimo matrico v velikosti 
osnovne slike, ki za vsako slikovno točko (angl. pixel) vsebuje oceno podobnosti za 
ciljno sliko. Vrednost podobnosti vsake točke se giblje med 0,0 in 1,0. Nižja kot je 
vrednost, manjša je verjetnost, da območje vsebuje ciljno sliko. Vrednosti nad 0,7 – 
0,8 pomenijo, da je velika verjetnost, da se ciljna slika nahaja tam. Najnižjo željeno 
vrednost nastavi uporabnik sam, glede na to, kako kompleksna oziroma enostavna je 
iskana slika. V primeru, da je slika enostavna, kot neko pogovorno okno ali ikona mape 
in imamo več podobnih elementov, je velika verjetnost, da bo več ustreznih ujemanj 
in program ne bo nujno izbral pravilno. Tak primer je predstavljen na spodnji sliki 2.6. 
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Slika 2.6:  Minimalno ujemanje z vrednostjo vsaj 0,7 
Zaradi velike podobnosti med ikonami na zaslonu in prenizkim kriterijem ujemanja, 
program najde veliko napačnih ujemanj. V takih primerih je potrebno povečati kriterij 
ujemanja toliko, da ostane obarvan le pravi rezultat. V primeru z zgornje slike je to 
približno 0,9, kar je prikazano na sliki 2.7. 
 
Slika 2.7:  Minimalno ujemanje z vrednostjo vsaj 0,9 
V primeru, da je slika bolj specifična, se zelo razlikuje od ostalih elementov. Na 
zaslonu tako visoka stopnja ujemanja ni potrebna.  
Če je rezultat sprejet kot najden, se ga v naslednjem koraku lahko uporablja. V kolikor 
primernega ujemanja ni mogoče najti, se začne novo iskanje. To se ponavlja, dokler ni 
najdena prava slika ali se ne izteče določen čakalni čas (standardno 3 sekunde). Če 
ustrezne slike ni, se pošlje signal (angl. FindFailed) oziroma neuspešno iskanje.  
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Čas iskalne operacije je predvsem odvisen od velikosti iskane slike. Večja je osnovna 
slika, daljše je iskanje. Manjša je razlika v velikosti osnovne in iskane slike, hitreje 
bomo našli zadetek. V sodobnih sistemih z velikimi monitorji, ki iščejo srednje veliko 
sliko (do 10.000 slikovnih pik) lahko preteče čas med 0,5 in 1 sekundo ali celo več. 
Običajen pristop za zmanjšanje časa iskanja je skrčiti območje iskanja, kjer naj bi se 
ciljna slika prikazala. Za manjše slike, približno 10 slikovnih pik v iskalnih območjih 
okoli 1000 slikovnih  pik, program potrebuje okoli 10 milisekund ali manj, da jih najde 
[17].     
2.3  VoIP telefonija  
VoIP (angl. Voice over internet protocol) oziroma IP telefonija, kateri najpogosteje 
rečemo kar internetna telefonija. Izraz se nanaša na zagotavljanje komunikacijskih 
storitev kot so govor, faks, pošiljanje tekstovnih in glasovnih sporočil, preko javnega 
ali zasebnega internetnega omrežja in ne preko javnega komutiranega telefonskega 
omrežja oziroma PSTN (angl. Public switched telephone network). VoIP omogoča 
komunikacijo na dolge razdalje po vsem svetu, ne da bi bilo potrebno plačevati 
mednarodne telefonske stroške [18]. Za internetno telefonijo so potrebne tudi ustrezne 
naprave. Možnost komunikacije je preko osebnega računalnika s potrebnimi dodatki, 
kot so slušalke, mikrofon in kamera za video klic. Možnost je tudi s pametnimi 
telefoni, kateri dostopajo do VoIP komunikacije preko aplikacij in VoIP telefoni 
oziroma IP telefoni, ki so stacionarni telefoni, le da so lahko priključeni na omrežje. 
In tudi standardni PSTN telefoni s potrebnim analognim telefonskim adapterjem – 
ATA (angl. analog telephone adapter).  
 
2.3.1  Prednosti in slabosti VoIP telefonije  
Prednosti VoIP telefonije [20]: 
 
 Namestitev, razširitev in vzdrževanje; VoIP je mnogo lažje 
namestiti, konfigurirati in vzdrževati. Kot primer vzemimo 
dodajanje novega uporabnika VoIP. Je le preprosta sprememba 
programske opreme in ne fizična vgraditev nove linije kot pri PSTN 
sistemih. 
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 Integracija; ker VoIP že tako deluje preko internetnega omrežja, 
ga je enostavno združiti z drugimi poslovnimi aplikacijami, kot na 
primer Microsoft Office.  
 
 Stroški klicev; zvočne informacije potujejo preko internetnih 
omrežij namesto po tradicionalnih telefonskih omrežij, zato ni 
potrebno plačevati mednarodnih stroškov. 
  
 Dodatne funkcije; zaradi nizkih stroškov ponudnikov storitev, 
lahko ponujajo dodatne funkcije, kot so ID klicatelja, glasovna 
pošta, sporočila in spletne konference in stanje prisotnosti. 
 
Slabosti VoIP telefonije [20]: 
 
 Zanesljivost storitve; je ena glavnih pomanjkljivosti VoIP 
telefonije v primerjavi s PSTN. V primeru izpada električne 
energije je spletna telefonija onemogočena, tako kot ostale 
telekomunikacijske storitve.  
 
 Kakovost storitve;  VoIP podatki se stisnejo, zapakirajo, prenesejo 
preko internetnega omrežja skupaj z vsem ostalim internetnim 
prometom. Vse težave v omrežju vplivajo na kakovost. Težave z 
internetno povezavo ali pasovno širino se pretvorijo v zamude, 
prekinitve klicev, odmeve, statiko med pogovorom. Pri PSTN 
tehnologiji je direktna, zasebna povezava. 
  
 Varnost; ker tehnologija temelji na internetu, si deli tudi enake 
varnostne težave kot ostale internetne tehnologije, to so virusi, 
nezaželena pošta, zlonamerna programska oprema in druge.  
 
2.3.2  Osnovni VoIP kodeki 
VoIP telefonija deluje tako, da posneti zvok s pomočjo kodekov zajame v podatkovne 
pakete, kateri potujejo skozi internetno omrežje in jih na drugem koncu povezave 
pretvori nazaj v avdio. Ker komunikacija poteka prek internetnega omrežja VoIP, 
zmanjšuje stroške omrežne infrastrukture, ponudnikom pa omogoča, da zagotavljajo 
glasovne storitve prek svojih širokopasovnih in zasebnih omrežij ter podjetjem 
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omogoča upravljanje enotnega glasovnega in podatkovnega omrežja. Prav tako se 
VoIP zanaša na odpornost IP omrežij, saj omogočajo hiter preklop med omrežji ob 
prekinitvah. Običajno se na končnih točkah uporablja standardne kodeke mednarodne 
telekomunikacijske zveze ITU (angl. International Telecommunication Union), kot je 
G.711, ki je standard za prenašanje nestisnjenih paketov ali G.729, ki je standard za 
stisnjene pakete. Nekateri ponudniki opreme uporabljajo lastne kodeke. Uporaba 
kompresije lahko zmanjšuje kakovost zvoka, vendar stiskanje  hkrati zmanjšuje tudi  
zahteve glede pasovne širine [19]. 
 
2.3.3  Protokoli pri VoIP 
Ko so paketi enkrat posneti in skompresirani, jih je potrebno pripeljati skozi omrežje 
do cilja; za to skrbijo razni protokoli. Našteli in opisali bomo nekaj najpomembnejših 
pri tehnologiji VoIP. Slika 2.9 prikazuje protokolni sklad pri VoIP telefoniji.  
 
 
Slika 2.8:  Protokolni sklad pri VoIP[18]  
 
2.3.4  Uporabniški datagram protokol - UDP 
UDP (angl. User Datagram Protocol) je nepovezovalno usmerjen protokol za 
prenašanje paketov skozi omrežje, kar pomeni, da ni vzpostavljene povezave, ampak 
se paketi le pošiljajo brez preverjanja ali jih je odjemalec dobil, zaradi tega ta protokol 
ni najbolj zanesljiv. Bolj zanesljiv je protokol TCP (angl. Transmission Control 
Protocol), vendar so pri njem večje zakasnitve, ki pa si jih pri komunikaciji v realnem 
času ne moremo privoščiti. Razlika med protokoloma je, da UDP deluje po principu 
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najboljših močeh (angl. best effort), le pošilja pakete in ga ne zanima ali so uspešno 
prišli do cilja. Medem ko TCP ponovno pošilja izgubljene pakete in s tem veča 
zanesljivost, hkrati pa so večji tudi zamiki. Novi kodirni in dekodirni algoritmi prav 
tako pomagajo UDP protokolu z izgubo paketov, tako da ni večje razlike v kvaliteti 
storitve oziroma QoS (angl. Quality of Service).  
 
2.3.5  RTP  protokol  
RTP protokol (angl. Real-time Transport Protocol) je protokol, ki omogoča prenos 
paketov skozi omrežje v realnem času. Je eden najbolj pomembnih protokolov za 
prenos avdio in video podatkov v živo. Komunikacija poteka preko RTP seje. Lahko 
ima tudi več sej hkrati. RTP protokol je tudi v pomoč UDP protokolu, saj standardni 
paket RTP vsebuje sekvenčno številko, katera pomaga določiti  izgubljene pakete in 
pravilni vrsti red le teh. RTP glava vsebuje tudi informacijo o standardu kodeka, ki je 
bil uporabljen in časovni žig, ko je bil paket zajet. Vse te informacije RTP protokol 
posreduje naprej protokolu RTCP. 
 
2.3.6  RTCP protokol 
RTCP protokol (angl. RTP Control Protocol) je kontrolni protokol RTP-ja. Zagotavlja 
statistične in kontrolne informacije za RTP sejo. Skrbi za nadzorovanje podatkov, 
vendar jih sam ne transportira, za prenos skrbi RTP protokol. Glavna naloga RTCP 
protokola je zagotavljanje povratne informacije o kakovosti storitve oziroma QoS. To 
doseže s periodičnim pošiljanjem statističnih informacij, kot so število paketov, izguba 
paketov, sprememba zakasnitve paketov in čas zakasnitve. Aplikacija potem te 
podatke uporabi za nadzor kakovosti storitve z možnostjo omejitve pretoka ali uporabo 
drugega kodeka.  
 
2.3.7  Signalizacijski protokoli 
Pri VoIP telefoniji, signalizacijski protokoli skrbijo za vzpostavitev klicev oziroma 
vzpostavitev RTP seje. Skrbijo tudi za nadzor napredovanja klica in seje. To potem 
tudi poročajo naprej. Dva osnovna protokola za signalizacijo sta SIP (angl. Session 
Initiation Protocol) in H.323. Slednji velja za standard za interoperabilnost pri prenosu 
zvoka, videa in podatkov, ker obravnava nadzor in upravljanje glasovnih/video klicev, 
konferenčnih klicev, prometa, pasovno širino in udeležbo uporabnikov. SIP protokol 
je precej podoben, le da je bolj enostaven, fleksibilen in hitrejši. Obravnava 
2.4  SIP protokol 21 
 
vzpostavitev, vzdrževanje in rušenje RTP sej. Prav tako prenaša tudi informacije o 
stanju prisotnosti, zato ga bomo v naslednjem poglavju bolj podrobno obravnavali 
[21].  
 
2.3.8  Zagotavljanje kakovosti storitve pri VoIP 
Komunikacija v IP omrežju je v nasprotju s komunikacijskim javnim telefonskim 
omrežjem obravnavana kot manj zanesljiva, saj zagotavlja, da se podatkovni paketi ne 
izgubijo in so dostavljeni v pravilnem vrstnem redu. Zvok z vsemi ostalimi podatki 
potuje v paketih po istem IP omrežju s fiksno največjo zmogljivostjo. Tak sistem je 
bolj nagnjen k izgubi podatkov ob prisotnosti preobremenjenosti kot tradicionalni 
stikalni sistemi, kateri bodo v primeru preobremenitve zavrnili nove povezave in 
preostanek prenašali brez okvare. V paketno komutiranih omrežjih se v takem primeru 
kakovost prenosa podatkov v realnem času močno poslabša. Tako se lahko VoIP 
telefonija sooča s težavami z zakasnitvami, izgube paketov in tresenjem.  
 
Fiksnih zamud ni mogoče nadzorovati, saj jih povzroči fizična razdalja, problematične 
so zamude, kadar promet poteka skozi satelitske tokokroge zaradi velike razdalje 
geostacionarnega satelita. Zamude se zmanjšajo tako, da se z metodami QoS označijo 
glasovni paketi, ki so občutljivi na zamudo. Tako lahko tudi omrežni usmerjevalniki 
na prometnih povezavah z veliko količino prometa uvedejo omejitve, katere ne 
omejujejo VoIP paketov. V tem primeru imajo VoIP paketi stalno določeno minimalno 
pasovno širino. Tako se mehanizmi QoS izognejo nezaželeni izgubi paketov VoIP in 
jih pošljejo pred vsakim čakalnim prometom v isti vrsti na isti povezavi, tudi kadar je 
povezava preobremenjena [21].  
2.4  SIP protokol 
Primarna naloga SIP protokola (angl. Session Initaition Protocol) je vzpostavljanje sej 
med dvema ali več telekomunikacijskih naprav preko interneta. SIP ima veliko 
različnih aplikacij, kot so vzpostavitev video konferenc, prenosa podatkov, sej 
takojšnega sporočanja, bolj znano (angl. instant messaging) ali video iger za več 
igralcev. Najbolj pa se uporablja pri vzpostavitvi glasovnih ali video klicev prek 
internetnega omrežja. Poleg vzpostavljanja, SIP skrbi tudi za vzdrževanje in 
prekinjanje sej, ima pa tudi druge pomembne in uporabne funkcije, kot so obveščanje 
o stanju prisotnosti in kratka sporočila [23].  
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SIP protokol se uporablja za medsebojne komunikacije, kjer obe strani veljata za 
enakovredni in nista v razmerju nadrejen-podrejen. Zato SIP uporablja model 
odjemalec-strežnik, kjer odjemalec ustvari zahtevo in jo pošlje strežniku, ta se nato na 
zahtevo odzove z odgovorom. Nabor vseh SIP zahtev oziroma metod bomo bolje 
opredelili v naslednji tabeli 2.4. Prvih šest metod je opredeljenih v osnovni 
specifikaciji SIP, ostale so novejše razširitve. Prav tako se nove metode nenehno 
predlagajo za dodajanje novih funkcionalnosti protokola.  
 
Metoda Opis  
INVITE Vzpostavitev seje 
ACK Potrdilo odgovora na INVITE 
BYE Zaključek seje  
CANCEL V teku odpovedi seje 
REGISTER Registracija uporabniškega naslova 
OPTIONS Poizvedba možnosti in zmogljivosti 
INFO Signalizacija med klicem 
PRACK Začasna potrditev odziva 
UPDATE Posodobitev podatkov o seji 
REFER Prenos uporabnika 
SUBSCRIBE Zahtevano obvestilo o dogodku 
NOTIFY Prenos obvestila o zahtevanih dogodkih 
MESSAGE Prenos vsebine trenutnih sporočil 
PUBLISH Naložitev stanja prisotnosti na strežnik  
Tabela 2.4:  Metode SIP 
 
Na te zahteve server odgovori z odgovorom. Odgovori so oštevilčeni in razdeljeni v 
šest kategorij. Kategorijo, v katero posamezen odgovor spada, identificira prvo število 
kode, kot prikazuje naslednja tabela 2.5. Zank »x« v tabeli pomeni neko število. 
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Kategorija Opis 
1xx Informativni odgovor – prošnja napreduje, vendar ni končana 
2xx Uspeh – zahteva uspešno zaključena 
3xx Preusmeritev – zahtevo je potrebno poskusiti drugje 
4xx Napaka odjemalca – zahteva ni bila zaključena zaradi napake 
v zahtevi 
5xx Napaka strežnika -zahteva ni bila zaključena zaradi napake 
prejemnika 
6xx Globalna napaka- zahteva ni uspela in ne bi uspela na 
nobenem serverju 
Tabela 2.5:  Odgovori serverja in opis 
 
2.4.1  Delovanje SIP protokola 
Delovanje protokola SIP se sestoji z dveh funkcij. Iskanje naslova ciljne destinacije in 
vzpostavitev seje. Najprej protokol pridobi URI (angl. Uniform Resource Identifier) 
naslov iz imenika, maila ali zgodovine klicev. URI naslov posreduje naprej na DNS 
(angl. Domain Name server) server, kjer pridobi želen IP naslov, s katerim se poveže. 
Nato sledi vzpostavitev seje, ki poteka v treh korakih. Prvo pošlje zahtevo INVITE in 
s tem obvesti ciljni naslov in dobi informacije o avdio in video kodekih. Nazaj dobi 
začasno odzivno sporočilo s kodo 100 »poskušanje« ali 180 »zvoni«. Ob uspešnem 
klicu nato prejme sporočilno kodo 200 »OK«, katera sporoča, da je klicana številka 
pripravljena na prenos podatkov in da so kodeki pravilni. Klicatelj odgovori s 
sporočilom ACK, ki pomeni pripravljenost. Nato se vzpostavi RTP medijska zveza 
med klicateljem in klicanim, po kateri poteka pretok avdio ali video podatkovnih 
paketov. Ko uporabnik prekine pogovor, se podere seja in pošlje sporočilo BYE, na 
katerega sledi odgovor 200 »OK«. Spodnja slika 2.11 prikazuje osnovni primer 
uspešnega SIP klica. 
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Slika 2.9:  Osnovni primer SIP klica 
 
Klic lahko tudi ni uspešen zaradi več razlogov, kot napaka strežnika, napaka klicatelja, 
napačna številka ali kaj podobnega. Morda sklic ni uspešen zato, ker želen uporabnik 
trenutno ni dosegljiv. Tukaj prav pride funkcija SIP protokola, funkcija stanja 
prisotnosti, ki nam da vedeti o dosegljivosti uporabnika ali je dosegljiv, nedosegljiv, 
trenutno odsoten, dosegljiv na mobilnem telefonu, trenutno na zvezi in podobno. 
 
2.4.2  Stanje prisotnosti  
Neuspešni telefonski klici so resna ovira produktivnosti in vir frustracije, saj obe strani 
po nepotrebnem izgubljata čas, ker se bolj pogovarjata po glasovni pošti namesto med 
seboj. Tudi med sestankom ni najbolj primeren trenutek za zvonjenje telefona. V 
takšnih primerih stanje prisotnosti prinese dodatne informacije klicatelju, preden 
poskuša poklicati, saj je že v imeniku pri vsakem stiku posebej vidno, če je uporabnik 
dosegljiv ali ne.  
 
Informacije o prisotnosti izražajo sposobnost in pripravljenost uporabnika za 
komunikacijo. Sprva je bila storitev omejena le na dve stanji; dosegljiv in nedosegljiv, 
kasneje se je dodalo več stanj in razpoloženj in dodalo druge koristne informacije, kot 
podatek o tem ali uporabnik v tem trenutku tipka oziroma piše sporočilo. 
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Oglejmo si nekaj primerov stanj prisotnosti:  
 
 Dosegljiv 
 Zasedena linija 
 Odsoten 
 Na sestanku 
 Na dopustu 
 Na kosilu 
 V avtu 
 Zaposlen  
 Ne moti 
 Prikaži nedosegljiv 
 Nedosegljiv  
 
Poleg besedila je navadno tudi neke vrste barvna oznaka stanja, krogec. Če je 
uporabnik dosegljiv, ima poleg imena zelen krogec, v primeru da je odsoten, oranžen, 
če je nedosegljiv je navadno siv in kadar je stanje zasedena linija ali ne moti je krogec 
rdeč. Tako lahko že takoj vidimo, ali je primerno poskusiti s klicem. Primer stanj 
prisotnosti pri aplikaciji Iskratel phone je prikazan na sliki 2.12. 
 
 
Slika 2.10:  Prikaz stanj prisotnosti uporabnikov  
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Pridobivanje stanj prisotnosti poteka s SIP metodo NOTIFY. Potek dogodkov najbolje 
ponazorimo s primerom na sliki 2.13. 
 
Slika 2.11:  Potek SIP sporočil za stanje prisotnosti 
 
Opazovalec se najprej naroči na informacije o stanju prisotnosti s sporočilom 
SUBSCRIBE in dobi v odgovor 200 »OK«, zatem tudi NOTIFY sporočilo, katero 
vsebuje stanje opazovanega uporabnika. Nato vedno, ko se stanje prisotnosti posodobi, 
opazovalec dobi novo sporočilo NOTIFY z novim stanjem. Za nezaželene opazovalce 
je možno vključiti blokiranje, ti dobivajo namesto novih stanj odgovore 200 »OK« ali 
odgovor je v čakanju brez NOTIFY sporočila.  
 
Naslednja slika 2.14 prikazuje PIDF (angl. Presence Inforamtion Data Format), ki je 
standardno sporočilo za minimalno informacijo o stanju prisotnosti. To sporočilo 
vsebuje odgovor NOTIFY, ko pošlje sporočilo o stanju. 
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Slika 2.12:  Primer PIDF sporočila [23] 
 
Iz sporočila s slike lahko razberemo naslednje podatke o stanju prisotnosti. 
Uporabnikova identiteta je »someone@example.com«, nahaja se doma in je trenutno 
zaseden. Dodatni podatki so tudi sporočilo, ki pravi, naj se ga ne moti in je napisano v 
angleščini in francoščini in časovni žig ter sporočilo, v katerem je zapisano, da se bo 
naslednji teden nahajal v Tokiu.  
 
Sporočilo in še posebej struktura nas zanimata, saj bomo kasneje s pomočjo orodja 
Tcpdump zajemali in analizirali pakete, ki potujejo po omrežju. Iz teh paketov bomo 
nato izluščili le želene podatke, kot so telefonska številka in stanje prisotnosti, kar 
bomo uporabili pri izvajanju testov.  
 
2.5  Analiza omrežnega prometa 
Kadarkoli se prenašajo podatki preko internetnega omrežja, se ti podatki v 
pošiljateljevem vozlišču razdelijo v manjše enote, ki se pri vozlišču prejemnika znova 
sestavijo v izvorno obliko. Te enote imenujemo podatkovni paketi in so najmanjša 
komunikacijska enota, ki potuje preko omrežja. Lahko se jim reče tudi blok, segment, 
datagram ali celica. Za analizo teh paketov pa jih je potrebno prej v omrežju zajeti. 
Analiziramo lahko glavo paketov, na primer izvorni, ponorni naslov paketa, vsebino 
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paketa, če ta ni zaščitena, ali količino oziroma pretok paketov skozi omrežje, da vidimo 
kje nastajajo ozka grla in podobne težave. Zajemanje prometa je možno tako na žičnih 
kot brezžičnih omrežjih [24]. Za zajem in analizo prometnega toka potrebujemo 
primerno orodje. Tu je seznam nekaj najbolj razširjenih in uporabnih [25]:  
 Tcpdump 
  
 Wireshark  
  
 Capsa 
   
 NetworkMiner 
 
 Fiddler 
 
Ključna značilnost orodij za analizo omrežnega prometa je kopiranje in možnost 
vpogleda v podatke, kateri potujejo skozi omrežje. Navadno se nato ti podatki shranijo 
v datoteko, nekatera orodja podatke prikažejo tudi na zaslonu. Ker orodje prekopira 
ves pretok podatkov v omrežju, je zanimiv tudi za hekerje, saj v primeru, ko vsebina 
ni zaščitena, dobijo vpogled v zasebne informacije, gesla, občutljive poslovne 
informacije in podobno. Drugače se orodje uporablja bolj v namene napredka, iskanja 
napak in optimizacije omrežnega prometa 26]. Seznam nekaj uporabnih funkcij 
orodja:  
 
 Analiza težav v omrežju 
 
 Zaznava poskusa vdora v omrežje 
 
 Dokumentiranje in beleženje prometa na končnih točkah 
 
 Spremljanje uporabe pasovne širine 
 
 Spremljanje podatkov v prenosu 
 
 Spremljanje izvajanja omrežnih protokolov 
 
 Prikaz konfiguracij, strežnikov, omrežnih elementov, itd. 
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2.6  Orodje Tcpdump 
Pri izvedbi projekta smo zajemali in analizirali promet z orodjem Tcpdump. Orodje je 
bilo razvito v poznih osemdesetih letih prejšnjega stoletja in že od takrat, pa vse do 
danes velja za standard pri UNIX operacijskih sistemih, kjer je mnogokrat nameščen 
že hkrati s sistemom. Z uporabo orodja zajemamo živi prenos TCP/IP paketov preko 
omrežja. Te pakete lahko shranimo v datoteko in z njimi kasneje upravljamo, ali pa 
urejamo živi promet. To nam omogoča Tcpdump-ova ukazna vrstica, v katero vpišemo 
različne ukaze, filtre, kateri nam omogočajo v pogled v pakete in želene podatke. 
Primer ukaza in razlaga posameznih delov ukaza [27]: 
 
:~$ sudo tcpdump -i eth0 -nn -s0 -v port 80 
 
-i: izbere vmesnik, kjer bo potekal zajem podatkov, to je navadno omrežna kartica ali 
brezžični adapter, lahko tudi VLAN ali kaj bolj nenavadnega. Če obstaja le en omrežni 
adapter, ukaz ni nujno potreben. 
 
-nn: enojni (n) pomeni, da orodje ne pokaže naslovov, dvojni (nn) ne pokaže  naslovov 
in ne vrat. Koristno je zaradi velike količine zajema podatkov, kjer bi podatki naslovov 
upočasnili zajemanje.  
 
-s0: omejuje velikost paketa, katerega zajemamo, kjer bo –s0 nastavil omejitev na 
neomejeno velikost. Ukaz je uporaben kadar zajemamo celoten promet, tudi binarne 
datoteke. 
 
-v: omejuje količino podrobnosti prikazano na izhodu. Lahko je več znakov, dva (vv) 
ali tri (vvv). Več kot je znakov, večja je podrobnost informacij za specifični protokol. 
 
Port 80: je običajen filter vrat, ki zajame samo promet na vratih 80, kar je navadno 
http. 
 
Podobnih opcij je še veliko, to je bil samo en primer uporabe nekaterih. Pomemben je 
tudi ukaz grep, kateri nam omogoča, da izberemo le vrstice, v katerih se nahajajo 
podatki. Ta išče tako, da takoj za ukazom grep vpišemo želen podatek v enojne 
narekovaje in izbral bo le vrstice, ki vsebujejo vpisan podatek. Pri Tcpdump-u je 
uporabno tudi združevanje različnih opcij, filtrov in ukazov, da dobimo točno tak 
rezultat, kot ga želimo. Zato obstajajo trije načini kombiniranja ukazov: 
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 IN (and ali &&), kjer združimo več filtrov in morajo biti vsi 
upoštevani, da dobimo pravi rezultat.  
 
 ALI (or ali ||), tukaj se upošteva vse podatke, kateri veljajo za 
katerega koli od filtrov. 
  
 RAZEN (not ali !), upošteva se podatke, kjer ne velja ta filter. 
 
Ko z ukazi in filtri zajamemo željene podatke in ti niso najbolj pregledni in berljivi in 
da bi to popravili, lahko uporabimo ukaz SED (angl. stream editor).  
 
2.7  Urejevalnik SED  
SED je urejevalnik besedila, ki preoblikuje podatke tako iz datoteke, kakor z živega 
prenosa podatkov, zaradi česar se razlikuje od ostalih urejevalnikov. Njegova lastnost 
je linijska orientacija, kar pomeni, da iz vhodnega besedila bere vrstico za vrstico in 
jih shranjuje v medpomnilnik. V medpomnilniku izvaja eno ali več operacij, katere 
preoblikujejo besedilo, določene pa so pri pisanju ukaza SED. Nato se izpiše na novo 
preurejena vrstica iz medpomnilnika, zatem se začne nov cikel z naslednjo vrstico. 
SED operacije pišemo z različnimi ukazi. Eden najpomembnejših ukazov je »s«, ki 
zamenja vrstico z novim izrazom in izgleda nekako takole [29]: 
 
sed  's/maček/pes/g' 
 
Znak »s« stoji za operacijo zamenjave, znak / stoji kot ločilo in črka »g« pomeni, da 
se zamenjava izvrši za vse vrstice v datoteki. Zamenjava ima dva dela. Prvi del, v 
našem primeru je to »maček«, je besedilo, ki ga bomo zamenjali z drugim delom, v 
našem primeru »pes«. Tako SED ukaz pregleda celo besedilo v izbrani datoteki in 
zamenja vsako besedo »maček« z novo besedo »pes«. To je enostaven primer, SED 
pa ima še veliko drugih ukazov.  
 
Pri iskanju želenega dela vrstice ali besedila nam pomaga regex oziroma (angl. regular 
expressions), katerega podpira in ga uporabljamo pri SED ukazih. Regex je jezik, ki se 
uporablja za iskanje vzorcev v besedilu, kjer nam izbrani znaki pomagajo pri določitvi 
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ujemanja besedila in tako zamenjati ustrezne dele vrstice. Način delovanje najbolje 
prikažemo s tabelo 2.6.  
 
Izraz  Opis primer 
^ Označuje začetek vrstice  ^primer, ujemajo se vse vrstice, ki se 
začnejo z »primer« 
$ Označuje konec vrstice primer$, ujemajo se vse vrstice, ki se 
končajo z »primer« 
. Ujema kateri koli znak primer. ,ujema se z »primer1«, 
»primer5«, ampak ne z »primer23«, 
saj ima dodana dva znaka 
[ ] Ujema se s katerim koli znakom, 
ki je v [ ] 
prime[rž], ujema se z »primer« ali 
»primež« 
[^] Ne ujema se z znaki, ki so v [] 5[^01], ujema se z 52, 53, ne ujema 
se z 50 in 51 
[-] Ujema se z znakom, če je v 
danem razponu 
[0-6], ujema se s katerokoli številko 
od 0 do 6 
+ Prejšnji znak se mora ujemati vsaj 
enkrat ali večkrat 
primer1+, ujema se z »primer1«, 
»primer11« in ne z »primer« 
* Prejšnji znak lahko izpustimo, ali 
pa se ujema enkrat, tudi večkrat 
12*3, ujema se z 13, 123, 122223 
{n, m} Določa dolžino ujemanja [0-9]{2,3}, ujema se z vsemi 
dvomestnimi in tromestnimi števili 
( ) Ustvari izbirno območje Primer ponuja naslednji izraz 
| Ujemati se mora ena izmed strani, 
ki ju ločuje znak | 
Jan (01|02), ujema se z »Jan01« in 
»Jan02«, kjer oklepaj določa izbiro 
Tabela 2.6:  Regex izrazi, opisi in razlaga s primeri 
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3  Izvedba testiranja storitve stanja prisotnosti 
V podjetju Iskratel d.o.o. sem se v času izvajanja praktičnega usposabljanja lotil 
projekta avtomatizacije testiranja stanja prisotnosti na mobilnem odjemalcu. Glavni 
cilj projekta je bil izdelava programske skripte, ki bi zagotavljala avtomatsko 
preverjanje delovanja stanja prisotnosti tudi v naslednjih verzijah aplikacije.   
 
Pri življenjskem ciklu razvoja programske opreme, v našem primeru je to stanje 
prisotnosti na mobilni aplikaciji, projekt spada v fazo testiranja. Tu smo so odločili, da 
bomo teste izvajali tako ročno, kot avtomatsko, da bi tako zagotovili čim večjo 
pokritost testiranja in odkrili največ možno napak. 
 
Za izdelavo projekta smo izbrali orodje Sikulix. Orodje smo izbrali na podlagi 
določenih kriterijev, kot so uporabnost, kjer smo potrebovali sposobnost primerjanja 
željenih rezultatov z dogajanjem na zaslonu. Izbrana verzija orodja je tudi stabilna in 
zanesljiva. Orodje ima hitro krivuljo učenja, prav tako sem se pri težavah lahko zanesel 
na sodelavce, ki orodje obvladajo.  
3.1  Opis delovanja testirane aplikacije  
Izvedba testov je potekala na programski opremi podjetja Iskratel d.o.o.  in sicer 
njihove rešitve za internetno komunikacijo VoIP. Aplikacija se imenuje Iskratel phone. 
Podprta je tako na Windows operacijskih sistemih – Iskratel phone w10, kot tudi na 
Applovem operacijskem sistemu iOS – Iskratel phone i10 in tudi na operacijskem 
sistemu Android – Iskratel phone a10. Aplikacija poleg avdio in video klicev, 
pošiljanje sporočil, glasovne pošte in ostalih funkcij, omogoča tudi storitev stanja 
prisotnosti, katero smo z izvedbo avtomatičnih testov tudi preverjali.  
 
Za preverjanje delovanja stanja prisotnosti moramo tudi razumeti, kako stanje 
prisotnosti deluje, kje in kako se nastavi v omrežnem elementu in kje to opazi 
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uporabnik. Prav tako nas zanima izbor stanj, kdaj se katero nastavi avtomatsko 
oziroma ročno. Seznam možnosti stanj prisotnosti pri aplikaciji Iskratel phone i/a/w10: 
 
 Dosegljiv; kadar je uporabnik prijavljen na omrežje in je prost. 
  
 Odsoten; če uporabnik trenutno ni pri računalniku ali telefonu. 
 
 Zaposlen; stanje nam sporoča, da je uporabnik trenutno zaposlen, 
klic bo posredovan na drugo številko, če je ta izbrana. V 
nasprotnem primeru se klic blokira. 
 
 Zasedena linija; pove nam, da je uporabnik v pogovoru in klic ne 
bo posredovan.  
 
 Ne moti; ko uporabnik nastavi to stanje, bodo vsi klici blokirani. 
 
 Nedosegljiv; če uporabnik ni prijavljen v aplikacijo, klic ni možen 
oziroma se posreduje le na stacionarni telefon. 
  
 Neviden; kadar uporabnik ne želi prikazati pravega stanja, za 
uporabnike deluje, kot da je nedosegljiv. 
 
3.1.1  Nastavitev stanja prisotnosti  
Za nastavitev stanja prisotnosti mora uporabnik le izbrati želeno stanje ali napraviti 
določeno akcijo, kot na primer, vzpostavitev klica ali odjava iz aplikacije, ostalo se 
nastavi avtomatsko. Če želimo preveriti, ali se je stanje pravilno nastavilo, je potrebno 
vedeti, kje in kako se stanje nastavlja v omrežju.  
 
Nastavitev stanja poteka tako, da uporabnik izbere želeno stanje. Aplikacija potem 
posreduje to informacijo naprej. Za razumevanje in izvedbo testov potrebujemo vedeti, 
da aplikacija nato s SIP protokolom pošlje sporočilo NOTIFY z informacijo o stanju 
klicnemu strežniku. Ta informacijo shrani in jo posreduje naprej vsem uporabnikom, 
kateri so prijavljeni na prejemanje stanja od danega uporabnika. Pakete s podatki o 
stanju bomo tako zajemali na klicnem strežniku in tam izvajali en del testa, drugi del 
bo s strani prikaza stanja pri naključnem uporabniku.  
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Stanje se prav tako spremeni, kadar je uporabnik v telefonski zvezi. Pri vzpostaviti 
zveze uporabnikova aplikacija pošlje sporočilo INVITE klicnemu strežniku, ta 
posreduje naprej sporočilo INVITE do končnega uporabnika. Takrat končnemu 
uporabniku začnejo zvoniti vse naprave, katere so priklopljene in dosegljive v 
omrežju, na primer aplikacija W10, A10, I10 ali stacionarni telefon. Ko se ciljni 
uporabnik oglasi, se obema nastavi stanje zasedena linija, to poteka tako, kot pri ostalih 
stanjih. Ko eden od uporabnikov prekine zvezo, se pošlje sporočilo BYE in hkrati se 
tudi stanje spremeni nazaj v stanje pred klicem.  
 
3.2  Zasnova in izvedba verifikacijske skripte 
Potem, ko smo se seznanili z delovanjem aplikacije, smo postavili zahteve, katere 
mora izpolnjevati naša skripta za testiranje. Na podlagi zahtev bomo lahko ocenili 
delovanje skripte, odkrili pomanjkljivosti in možne napake, tako skripte, kot storitve 
stanja prisotnosti. Zahteve skripte za izvedbo testov so naslednje: 
 
 Vzpostavitev testnega okolja 
  
 Nastavitev stanja prisotnosti 
  
 Preverjanje stanja prisotnosti na odjemalcu A10 
  
 Preverjanje stanja prisotnosti na klicnem strežniku 
  
 Preverjanje stanja prisotnosti na odjemalcu W10  
 
 Pregled rezultatov  
 
Zahteve hkrati definirajo tudi potek izvajanja skripte in bomo posamezne dele 
podrobneje opisali.  
 
3.2.1  Vzpostavitev okolja 
Za izvajane testov potrebujemo le prižgati in ustrezno povezati želene komponente, 
kot na primer, da prižgemo računalnike in povežemo androidni telefon s priključkom 
USB na računalnik. Ostalo poskrbi skripta, ta namreč zažene program za preslikavo 
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slike z mobilnega zaslona na namizni računalnik. Tako bo skripta lahko preverjala, kaj 
se dogaja s stanjem na odjemalcu A10. Omogoči dostop do namizja drugega 
računalnika in tam zažene aplikacijo W10, kjer se kasneje spremlja stanje, kot ga vidijo 
ostali uporabniki. V obe aplikaciji se tudi samodejno prijavi, prav tako dostopa tudi do 
klicnega strežnika, kjer se tudi spremlja nastavljanje stanja prisotnosti. Do strežnika se 
prijavi z ustreznimi podatki in nato zažene orodje Tcpdump, katero bo zajemalo želene 
podatke. Za izbiro podatkov, skripta prilepi v naprej napisane nastavitve Tcpdump-a 
in SED ukaz, katerega pomen bomo podrobneje obravnavali pozneje.  
 
3.2.2  Nastavitev stanja prisotnosti 
Po vzpostavitvi okolja, se začne testiranje delovanje stanja prisotnosti. To deluje tako, 
da se določeno stanje nastavi in se ga preveri na vseh treh lokacijah, nato se nastavi 
drugo stanje. To se ponavlja ciklično. Nastavitev, koliko ciklov bomo preverili in 
zaporedje stanj, določimo v skripti. Zaporedje lahko določimo ali pa je naključno.  
 
Nastavitev stanja poteka tako, da orodje Sikulix z ukazi, napisanimi v skripti, upravlja 
miško in tipkovnico računalnika. Tako dostopa do menija za izbor stanja, kjer se pojavi 
izbor, prikazan na naslednji sliki 3.1. 
 
Slika 3.1:  Izbor stanj prisotnosti 
 
Iz nabora izbere stanje, katero se bo preverjalo in nanj klikne. V primeru, da se preverja 
stanje zasedena linija ali nedosegljiv je potek nekoliko drugačen. V primeru stanja 
zasedena linija, skripta vpiše telefonsko številko glasovne tajnice, saj se ta sama oglasi 
in pokliče, tako dobimo želeno stanje zasedena linija. V primeru da preverjamo stanje 
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nedosegljiv, pa orodje izpiše uporabnika iz aplikacije, po koncu preverjanja pa se vpiše 
nazaj. 
 
3.2.3  Preverjanje stanja na odjemalcih A10 in W10  
Po nastavitvi stanja sledi preverjanje uspešnosti nastavitve, katera se preverja na 
klicnem strežniku, mobilnem odjemalcu A10 in računalniškem odjemalcu W10. 
Preverjanje poteka tako, da orodje dostopa do zaslonov, kjer sta aplikaciji A10 in W10 
in tam z zaznavo vzorcev preveri barvo stanja, ki je viden. Preverjanje poteka po 
enostavni »če« zanki, dokler ne najde ujemajoče slike. Primer je prikazan na sliki 3.2, 
kjer levi del slike predstavlja kar vidi orodje na zaslonu, desni del pa »če« zanko, z 
možnimi izidi. 
 
 
Slika 3.2:  Preverjanje stanja na W10 in A10 
 
Kot slika prikazuje, se primerja barvni krogec poleg slike uporabnika. Imamo štiri 
različne možnosti barve krogca. Iz slike 3.2 je to slabo razvidno zaradi drugih 
potrebnih nastavitev. Možnosti so: 
 
 Zelen krogec, dosegljiv 
  
 Oranžen krogec, odsoten 
 
 Rdeč krogec, zaposlen, zasedena linija ali ne moti 
 
 Siv krogec, nedosegljiv ali neviden 
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Na podlagi barve se torej ne loči vseh možnih stanj, saj imajo nekatera stanja enako 
barvno oznako. Ta problem rešimo na dva načina. Prvi je preverjanje zapisa stanja na 
klicnem strežniku, kar že tako ali tako preverjamo, in drugi je smiselno zaporedje 
nastavitev stanj. Kot primer, če nastavimo stanje zaposlen, naj naslednje stanje ne bo 
ne moti ali zasedena linija, čeprav je to tudi potrebno preveriti zaradi pokritosti testa. 
   
3.2.4  Preverjanje stanja na klicnem strežniku  
Preverjanje stanja poteka tudi na klicnem strežniku, preko katerega potekajo vse 
nastavitve stanja prisotnosti. Tukaj poteka preverjanje tako, da z orodjem Tcpdump in 
napisanimi filtri zajemamo pakete, kateri vsebujejo želene podatke o stanju prisotnosti 
opazovanega uporabnika. Za zajem pravih paketov in preoblikovanje besedila v teh 
paketih, poskrbimo z ukazom SED, katerega bomo tudi podrobneje opisali.  
 
Po obdelavi paketov dobimo sedem možnih besedil, kateri predstavljajo posamezna 
stanja. Posamezna besedila se prikažejo na terminalu, kjer spremljamo dogajanje na 
klicnem strežniku, da ne bi imeli poleg iskanih, še starejša stanja. Terminalu pred 
nastavitvijo novega stanja vedno pobrišemo vsebino. Besedila so sestavljena iz 
telefonske številke opazovanega uporabnika, prazno vrstico in nato sledi stanje. Primer 
za stanje dosegljiv prikazuje slika 3.3. 
 
Slika 3.3:  Primer prikaza stanja na terminalu klicnega strežnika 
 
Te podatke dobimo za vsako izmed sedmih možnih stanj. Iz prikaza na terminalu 
orodje primerja dobljeno besedilo z možnim naborom in shrani rezultat.  
 
 
3.2.5  Pregled rezultatov 
Sproti si skripta shranjuje tudi rezultate, katere potem tudi izpiše. Na podlagi ujemanja 
ali neujemanja rezultatov, preverjanja na posamezni stopnji, lahko določimo, kje in 
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kdaj je šlo nekaj narobe. Prav tako imamo za rezervo in boljšo določitev problema tudi 
snemalnik zaslona, tako lahko točno preverimo, kaj in kje se je zalomilo, ponovimo 
problem in določimo napako. Primer izpisa rezultatov posameznega preverjana stanja, 
kjer se ujemajo rezultati, je prikazan na sliki 3.4. 
 
Slika 3.4:  Primer ujemanja rezultatov 
 
Format zapisa je v petih vrsticah. Prva vrstica prikazuje, katero stanje je bilo 
nastavljeno. Druga vrstica, kaj je bilo prebrano z mobilnega zaslona, kjer je aplikacija 
A10. Tretja vrstica, kaj se je zapisalo na klicni strežnik in četrta vrstica, kaj je bilo 
prikazano na zaslonu računalnika, kjer je aplikacija W10. Zadnja vrstica pa nam pove, 
kdaj je bil test izveden. Tako lažje preverimo dogajanje na videu, v primeru kadar ni 
ujemanja oziroma pride do napake.  
 
Spodnja slika 3.5, prikazuje primer neujemanja stanja na različnih testnih lokacijah, 
kar predstavlja verjetnost napake in je stvar potrebno raziskati oziroma ponoviti.  
Kadar imamo ponovljiv primer napake, jo lahko posredujemo naprej.  
 
Slika 3.5:  Primer neujemanja rezultatov  
Primer predstavlja napako na aplikaciji W10. Včasih se v imeniku na aplikaciji W10 
stanje prisotnosti ni samodejno posodobilo. Za posodobitev je bilo potrebno zapustiti 
meni imenik in ga nato znova odpreti.  
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3.2.6  Razlaga ukazne vrstice Tcpdump-a 
Za zajem pravih paketov na klicnem strežniku potrebujemo orodje Tcpdump in mu  
moramo vpisati ukaz, katere podatke naj išče in zajema, ter kako naj jih preoblikuje.  
Za to potrebujemo določiti, kje naj zajema podatke, kaj vsebujejo vrstice, ki nas 
zanimajo in kako naj te vrstice preoblikuje, da bodo podatki bolj pregledni. Spodaj 
zapisane tri vrstice spadajo skupaj in so naš Tcpdump ukaz, kjer prva vrstica 
predstavlja Tcpdump nastavitve in grep ukaz, druga in tretja pa skrbita za obliko 
dobljenega besedila, torej SED ukaz: 
 
tcpdump -nqt -vvv -s0 -A -i eth0 port 5060 | egrep 'person id|dm:note' | 
sed              -e 's/<.*\(31202\).*/\n\1/'         -e 's/<pre.*//'            -e 's/<?xml.*//'  
 -e '/^\s*$/d'                       -e 's/.*>\(.*\)<.*/\1/' 
 
Prvi del ukaza so nastavitve Tcpdump-a za zajem podatkov v realnem času, kjer: 
 
-n: ne prevaja IP naslova v DNS imena 
 
-q: izpiše manj izhodnih informacij 
 
-t: ne izpiše časovnih žigov 
 
-s0: omejuje velikost paketov zajema, 0 pomeni maksimalno velikost oziroma cel 
paket 
 
-A: vsak paket izpiše v ASCI kodi 
 
-vvv: izpisani podatki so zelo podrobni 
 
-i: uporabi vmesnik za zajem podatkov 
 
Port 5060: določa vrata, na katerih poteka zajem podatkov  
 
 
Drugi del predstavljata ukaza grep, ki določata, katere vrstice v zajetih paketih bomo 
obdržali in katere ne. V našem primeru so vse vrstice, katere vsebujejo person id ali 
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dm:note. Person id vsebuje telefonsko številko uporabnika, dm:note pa vsebuje stanje 
uporabnika. 
 
V tretjem delu ukaza določimo SED, kateri preoblikuje dobljene rezultate v bolj 
pregledno obliko. Prav tako odstrani nepomembne podatke, katere smo zajeli pri ukazu 
grep.  
 
Pomen vsakega dela SED posebej: 
 
<.*\(31202\).*/\n\1/: vsako sporočilo, ki se začne z znakom < in vsebuje številko 
31202, preoblikuje tako, da za izpis uporabi le dano številko in doda novo vrstico. 
 
s/.*>\(.*\)<.*/\1/: vsako sporočilo, katero vsebuje stanje prisotnosti in ima takšno 
obliko, da je stanje zapisano med znakoma > in < preoblikuje dano vrstico tako, da 
vzame vmesni del med znakoma, ostalo pa zavrže. Tako dobimo le stanje prisotnosti. 
 
/<pre.*// in /<?xml.*//: ta dva ukaza le odstranita nepotrebne podatke, katere smo 
zajeli poleg želenih. Namreč zajeli smo tudi neželena dodatna stanja prisotnosti. Kot 
primer, med klicem je bilo nastavljeno stanje zasedena linija, poleg pa tudi prejšnje 
stanje oziroma stanje, v katerega se uporabnik vrne po končanem klicu. Podobno je 
bilo tudi pri izpisu iz aplikacije. S tema ukazoma se dodatna stanja zavržeta. 
 
/^\s*$/d:  zadnji del ukaza le odstranjuje nepotrebne prazne vrstice, ki so bile tudi 
zajete poleg želenih podatkov.  
3.3  Rezultati testiranja  
Čeprav v času, ko sem sodeloval pri projektu nismo izvajali daljših testov, več ur ali 
celo dni, so rezultati pokazali, da stanje prisotnosti deluje skoraj brezhibno. Kljub temu 
smo našli tudi nekaj napak, hroščev, ki pa so se pojavljale zelo redko ali pa niso bile 
hujše narave. Nekaj teh smo našli tudi posredno s testiranjem stanja prisotnosti, kar 
pomeni, da ni bila napaka v stanju. Za večino napak smo našli tudi način, kako jih 
ponoviti, tako smo jih lahko tudi prijavili in so bile kasneje odpravljene.  
 
Prva napaka, ki smo jo odkrili, je bilo stalno prikazovanje stanja zasedenosti linije. 
Tudi po končani telefonski zvezi je stanje ostalo kot zasedena linija in se ni spremenilo 
v prejšnje stanje. Prav tako se je to stanje pojavilo kot možnost izbire stanja, kar sicer 
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ni smiselno in pri normalnem delovanju ni možno izbrati tega stanja, saj niti ni na 
voljo. Stanje je prikazano kot »on the phone« na sliki 3.6. 
 
Slika 3.6:  možnost izbire stanja zasedena linija 
Napako smo uspeli tudi večkrat ponoviti in se je pojavljala, kadar se je med 
telefonskim klicem aplikacija drugega uporabnika nenadno zaustavila.  
 
Druga napaka, ki smo jo našli, je bila z osveževanjem stanj v imeniku. Pri aplikaciji 
W10 se mnogokrat ni osveževalo stanj uporabnikov v imeniku. Nismo uspeli najti 
vzroka, niti nam ni uspelo napake vedno ponoviti, je pa bila v naslednji verziji 
aplikacije napaka kljub temu odpravljena.  
 
Naslednja odkrita napaka je bila stanje odsotnosti. Stanje se ni nastavilo samodejno po 
petnajstih minutah neaktivnosti uporabnika. Za to napako smo kasneje ugotovili, da še 
ni bila v celoti implementirana in je v tisti verziji delovalo le ročno nastavljanje tega 
stanja, kar pa je delovalo brezhibno.  
 
Zadnja napaka, katero bomo opisali je bila nenadna zaustavitev aplikacije. Ta napaka 
se nam je nekajkrat zgodila, ko smo želeli preveriti delovanje stanja nedosegljivosti. 
Namreč, ko se je uporabnik izpisal iz aplikacije večkrat zapored, se je aplikacija ob 
poskusu ponovnega vpisa sama od sebe zaustavila. Poleg tega, da je bila to posledica 
mnogih izpisov in vpisov, druge argumentacije ni bilo, je pa bila napaka kasneje 
odpravljena.  
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4  Zaključek 
 
V diplomskem delu smo v celoti izdelali projekt avtomatskega testiranja stanja 
prisotnosti na mobilnem odjemalcu. Poleg izdelave smo izdelek tudi testirali in 
uporabili. Deloval je po pričakovanjih in smo bili s testiranji uspešni. Z avtomatsko 
skripto, smo tako izvajali teste in odkrili nekaj napak, ki jih z ročnimi testi nebi odkrili, 
ali bi porabili preveč časa in posledično denarja. S testiranjem smo zagotovili tudi 
določeno stopnjo kakovosti delovanja storitve.  
 
To smo dosegli s čim večjo pokritost preverjanja storitve. Skrbno smo načrtovali testne 
primere in poskusili zaobjeti celotno delovanje stanja prisotnosti. Za čim večjo 
pokritost testov smo preverjali vsa možna stanja na treh različnih lokacijah. Testni 
primeri so omogočali naključni vrstni red, kakor tudi vnaprej določeno zaporedje 
testiranih stanj. Z avtomatskimi testi smo tako lahko teste opravljali večkrat in tako 
odkrili kar nekaj zanimivih napak. A izdelek ni popoln in bi se ga dalo še izboljšati.  
 
Možnost nadaljnjih testiranj in izboljšav je nekaj. Za dodatno pokritost testiranja bi 
lahko izvedli daljše teste, vendar nam med izdelavo projekta nam to ni uspelo. Prav 
tako bi se podobni testi lahko izvajali tudi na Applovem mobilnem odjemalcu Iskratel 
Phone I10. Tam bi se zaradi drugačnega delovanja sistema in posledično aplikacije, 
morda našle druge napake storitve stanja prisotnosti. Še dodatno bi lahko teste izvajali 
tudi na tabličnih računalnikih, seveda bi bilo potrebno teste tam prilagoditi.  
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