Abstract. In this paper we present new evolutionary approach for solving the Routing and Carrier Selection Problem (RCSP). New encoding scheme is implemented with appropriate objective function. This approach in most cases keeps the feasibility of individuals by using specific representation and modified genetic operators. The numerical experiments were carried out on the standard data sets known from the literature and results were successful comparing to two other recent heuristic for solving RCSP.
Introduction
The delivery of goods from a warehouse to local customers is an important and practical problem of the logistics management. It has to decide which customers are to be served by the heterogeneous internal fleet and to route the vehicles of the internal fleet. A internal vehicle allows a company to consolidate several shipments, going to different destinations, in a single route. This problem with internal fleet and external carriers has also known as VRPPC (vehicle routing problem with private fleet and common carriers) in the literature ( [4] )
Demand of remaining customers must be served by external carriers. An external carrier usually assumes the responsibility for routing each shipment from origin to destination. The freight charged by a external carrier is usually much higher than the cost of a vehicle in internal fleet. Therefore, in some cases, it may be more economical to use external carriers instead of using an internal This research was partially supported by Serbian Ministry of Education and Science under the grant no. 174010. vehicle to serve one or very few customers. Also, if total demand is greater than whole capacity of the heterogeneous internal fleet, logistics managers have to consider using an external carrier. Selecting the right mode to transport a shipment may yield significant cost savings to the company.
Routing and Carrier Selection Problem (RCSP) consists of the routing fixed number of vehicles with the limited capacity from the central warehouse to the customers with known demand. The objective is to minimize overall cost, which consists of the three parts: fixed cost of the using necessary vehicles in the internal fleet, variable transportation cost of routing every vehicle and a cost of freight for remaining customers (not served by internal fleet) charged by external carriers. RCSP is a NP-hard problem, as an generalization of the well known vehicle routing problem.
Related work
The routing problems are well-known combinatorial optimization problems and many approaches for solving these have been proposed. Good survey of new contributions can be found in [10] and for multi-objective case in [11] .
However, only in several papers the problem with the vehicle routing when external carrier services are available, was considered. In [2] a fleet planning problem for long-haul deliveries with fixed delivery locations and an option to use an external carrier is considered. Static problem with a fixed fleet size and optional use of a outside carrier is considered in [1] . In [12] is described a methodology to address the fleet size planning and to route limited vehicles from a central warehouse to customers with random daily demands is developed. Paper [7] considered the problem where the company has only one vehicle.
In [5] selected customers were served by the external carriers, then used the modified version of heuristic proposed by [6] to construct the routes to serve the remaining customers and finally uses the local search (steepest descent heuristics) to improve the obtained solution.
The method proposed in [3] , is named SRI (Selection, Routing and Improvement) heuristic, and it is composed of the following steps: (a) select customers to be served by the external carrier, (b) construct a first initial solution, (c) improve the obtained solution, (d) construct another initial solution, and (e) improve the second solution. Then, the best obtained solution is retained as a final solution. Use of two initial solutions increases chance to get good solutions within a very reasonable computation time.
Paper [4] describes metaheuirstic that uses perturbation procedure in the construction and improvement phases. It also performs exchanges between the sets of customers served by the private fleet and the common carrier. The obtained results clearly indicate that perturbation metaheuirstic is useful tool for solving RCSP.
A tabu search heuristic with a neighborhood structure based on ejection chains is described in [20] . In is empirically demonstrated that proposed algorithm slightly outperforms previous approaches reported in the literature.
Mathematical formulation
In our problem one central warehouse is considered. All vehicles start at the warehouse and return back to it. Also, the demands of all customers are known in advance and they cannot exceed the vehicle capacity. Each customer also has to be served by exactly one vehicle (either from internal fleet or by external carrier).
In the following an integer programming model given in [5] is presented:
i∈S j∈S
x ijk ≤ |S| − 1 f or all subsets S ⊆ {2, 3, ..., n}, k = 1, n; (7)
x ijk ∈ {0, 1}; y ik ∈ {0, 1}; z i ∈ {0, 1}; i = 1, n; j = 1, n; k = 1, m;
In relations (1)- (8) the number of customers is denoted by n and number of vehicles by m. The coefficients f k and Q k are fixed cost and capacity of vehicle k (k = 1, .., m). q i and e i represent demand and cost charged by external carrier (if it is used) of customer i (i = 1, .., n). Transportation cost of truck k traveling from customer i to customer j is represented by c ijk . Variable z i = 1 if customer i is served by external carrier, and 0 otherwise. Similarly, y ik = 1 if customer i is served by vehicle k and x ijk = 1 if vehicle k travels from customer i to customer j.
Constraint (2) ensures that all vehicles have been assigned to customers, (3) ensures that every customer is served by internal fleet or external carriers, (4) denotes vehicle capacity constraint, while (5) and (6) ensure that a vehicle arrives to a customer and also leaves that location. Subtour breaking constraints are given in (7) .
There is another ILP formulation (with polynomial number of constraints) for RCSP, proposed in [4] . Moreover, we use ILP formulation only to explain problem, but without applying it in our algorithm.
Proposed genetic algorithm
Genetic algorithms (GAs) are robust stochastic search techniques which imitate some spontaneous optimization processes in the natural selection and reproduction. At each iteration (generation) GA manipulates a set (population) of encoded solutions (individuals), starting from either randomly or heuristically generated one. Individuals from the current population are evaluated using a fitness function to determine their qualities. Good individuals are selected to produce the new ones (offspring), applying operators inspired from nature (crossover and mutation), and they replace some of the individuals from the current population. Genetic algorithms are easily hybridized with other methods (for example see [16, 18] ).
A global description of used genetic algorithm is given by pseudo-code in Figure 1 .
N pop denotes the number of individuals in a population and val(i) is objective value of i-th individual.
Detailed description of GAs is out of this paper's scope and it can be found in [19] . Extensive computational experience on various optimization problems shows that GA often produces high quality solutions in a reasonable time. Some of recent applications are [8, 14, 17] .
In this section we shall describe a GA implementation for solving the Routing and Carrier Selection Problem -RCSP. Computational results summarized in Tables 1 and 3 are very encouraging and give further justification of GA robustness.
Representation and objective function
The representation of individuals in this GA implementation is completely different from the other GA approaches for vehicle routing problems. In other GA methods, representation of particular gene include customer number in current problem instance. Customer's number usually is not an important value in the particular problem instance. For example, if customers are permuted in problem instance, solution value will remain the same. In order to use problem instance's characteristics in better way, in our GA implementation each gene represents relative distance between current customer and other unserved customers. This idea emerges from fact that in the optimal route of every vehicle consecutive customers are often close to each other. This means, if we increase chances of choosing relatively close customers in route of current vehicle, that will lead genetic algorithm toward promising regions of search space.
In the initial part of the GA, for every customer, we arrange other customers in the non-decreasing order of their distances (see Example 1) . Genetic code of each individual consists of the n − 2 genes, since the customer 1 is warehouse and it has not demand. The last customer is determined by all previous. Procedure starts from the warehouse and the first vehicle. We take the gene that corresponds to current vehicle and current customer from the genetic code. If that gene has value r, we take the r + 1th closest unserved customer (warehouse is also not counted) from the matrix described above. If that customer has demand that can be served by current vehicle, we add it to the route of the current vehicle. If its demand exceeds capacity of current vehicle, the vehicle returns to warehouse. In that case, next vehicle is used, current customer is moved to warehouse and previous procedure is repeated. Due to the fact that load of vehicles is determined in sequential way, subsequent vehicles are empty. When there are no more vehicles available, demands of remaining customers are served by external carriers. Example 1. Instance chu1 from [5] has n=6 customers and m=2 vehicles:
vehicles: Customers arranged i xcoord ycoord q e k Q f by distance:
We continue with the next (second) vehicle. The 2nd closest unserved customer of the warehouse is 6 (2 is closest, 3 is previously served). Since the demand of last customer 2 exceeds the capacity of vehicle 2 (26 + 10 > 30) and there are no more vehicles, customer 2 is served by an external carrier. Then, the route of vehicle 2 is: 1 6 1. This solution is optimal (see [3] or [5] ) and has total cost of 387.5 .
Genetic operators
Our GA implementation experimented with tournament and fine-grained tournament selection -FGTS (described in [9] ). The FGTS depends on the real parameter F tour -the desired average tournament size that takes real values. Actually, the average tournament size should be as close as possible to F tour . It is implemented using two types of tournaments. During one generation, tournaments are held with different number of competitors. The first tournament type is held k 1 times and its size is F tour . The second type is performed k 2 times with F tour individuals participating ( x = r and x = s ⇐⇒ r ≤ x ≤ s and r, s ∈ Z, x ∈ R) that implies F tour ≈ k1· Ftour +k2· Ftour k1+k2
. The crossover operator is applied on a selected pair of parents producing two offspring. The one-point crossover is applied by randomly choosing crossover points and simply exchanging the segments of the parents' genetic codes. Crossover points are chosen on gene borders to prevent disruption of good genes. For example, if every gene has length 4, only possible crossover points are 4, 8, 12, etc.
The standard simple mutation operator is performed by changing a randomly selected gene in the genetic code of the individual, with a certain mutation rate. Since the number of genes in this GA implementation is n − 2, the mutation rate is 0.4 n−2 . Extensive computational experience on various optimization problems shows that this rate is appropriately chosen.
Caching GA
The running time of the GA is improved by caching (see [13] ). The evaluated objective functions are stored in the hash-queue data structure, with the corresponding genetic codes. When the same genetic code is obtained again during the GA, the objective value is taken from the hash-queue table, instead of computing the objective function. The Least Recently Used (LRU) strategy is applied for caching GA. The number of cached function values is limited to 5000 in this implementation.
Other GA aspects
The population numbers 150 individuals and in the initial population (the first generation) is randomly generated. This approach provides maximal diversity of the genetic material and better gradient of objective function. A steady-state generation replacement with elitist strategy is used. In this replacement scheme only N nonel = 50 individuals are replaced in every generation, while the best N elite = 100 individuals are directly passed in the next generation preserving highly fitted genes. The elite individuals do not need recalculation of objective value since each of them is evaluated in one of the previous generations.
Duplicated individuals are removed from each generation. Their fitness values are set to zero, so that selection operator prevents them from entering into the next generation. This is very effective method for saving the diversity of genetic material and keeping the algorithm away from premature convergence. The individuals with the same objective function but different genetic codes in some cases may dominate the population. If their codes are similar, the GA can lead to local optimum. For that reason, it is useful to limit their appearance to some constant. In this GA application this constant is set to 40.
Computational results
In this section the computational results of the GA method and comparisons with existing algorithms are presented. All tests were carried out on an Intel 1.4 GHz with 256 MB memory. The algorithms were coded in C programming language. We tested our GA method on all RCSP instances proposed in [5] and [3] .
The finishing criterion of GA is the maximal number of generations N gen = 5000. The algorithm also stops if the best individual or best objective value remains unchanged through N rep = 2000 successive generations. Since the results of GA is nondeterministic, method was applied 20 times on each problem instance.
The Table 1 summarizes the GA result on instances described above and is organized as follows:
-the first three columns contain the test instance name, the number of customers and vehicles respectively; -the fourth column contains the optimal solution, named Opt for all solutions that are proved to be optimal. For instances chu5 and new5 optimal solution is not known because CPLEX in [3] was stopped after 150 hours. For this reason best known solution of CPLEX for these instances is noted with * .; -the best solution obtained by GA in 20 runs, named GA best , is given in fifth column; -the average running time (t) used to reach the final GA solution for the first time is given in the sixth column, while the seventh and the eighth column (t tot and gen) show the average total running time and the average number of generations for finishing GA, respectively; -in the last two columns eval represents the average number of the objective function evaluations, while cache displays savings (in percent) achieved by using the caching technique.
Routes of internal vehicles and which customers are served by external carriers are presented in Table 2 . The first column display instance's name, while the next two columns, presents information about optimal and GA solutions, respectively.
Next, in Table 3 , we compare results of the GA method with Chu heuristic from [5] and SRI from [3] . The first two columns in Table 3 display instance's name and optimal solution. Next three columns contain results of GA: best GA solution in 20 runs, average time t in seconds needed to detect the best GA solutions and t tot represents the total time (in seconds) needed to reach finishing criterion. Next two columns taken from [5] represent best solution and running time of the his heuristic. Since running times of SRI heuristic is not reported in [3] , last column represents only solution values obtained by SRI heuristic. Optimal solutions in Tables 1 and 3 are noted by opt, instances that are not tested by n.t. and best known solutions by b.k. Although, Table 3 does not contain complete comparisons on all instances, because instances new1-new5 are proposed in [3] , after publication of the paper [5] ).
The data from Table 3 show that the GA method reached optimal solution (or best known solution for chu5 and new5 instances) in 7/10 cases, SRI in 6/10 cases and Chu heuristic only in 1/5 cases. For more clear comparison, solutions in Table 3 , that are strictly better than solutions of other methods are bolded and underlined. We can see that GA is strictly better than other methods in 3 cases (chu3, new3, new4), SRI is strictly better than other methods in 2 cases (chu4, chu5), while Chu heuristic is never strictly better than other methods. From these results, it is quite obvious that GA and SRI outperform Chu heuristic, GA also obtain better solutions than SRI. It is obvious that GA produces high quality solutions in the reasonable time.
Our GA approach is also tested on large-scale instances from [4] , both homogeneous and heterogeneous, and results are presented in Table 4 and Table  5 . In that case our GA algorithm is hybridized with local search used in [20] . Local search is not applied on each individual since it is very time consuming. The strategy of applying local search from [15] is reapplied for this problem.
For all large-scale instances the optimal solution is not known, so the best solutions reported in the literature are used instead of optimal ones.
Conclusions
We present new heuristic, based on a genetic search framework, for solving the Routing and Carrier Selection Problem. Arranging unserved customers in non-decreasing order by their distances from current customer directs GA to promising search regions. Computational experiments on existing RCSP instances demonstrate the robustness of the proposed algorithms with the respect to the solution quality and running times. Comparisons with results from the literature show the appropriateness of proposed algorithm. Our future research will be directed to parallelization of the presented GA, incorporation it in exact methods and its applying in solving similar routing problems.
