ABSTRACT ASK, ~ ~imple Knowledgeable System, is a total system for the structuring, manipulation and communication of information.
In contrast to expert systems, in which experts build the knowledge base and users make use of this expert knowledge, ASK is aimed at the user who wishes to create, test, modify, extend and make use of his own knowledge base.
It is a system for a research team, a management or military staff, or a business office.
This paper is designed to give you a feel for the general performance of the ASK System and overview of its operational capabilities.
To Chin end, the movie you see will continue throughout the talk.
Indeed, the talk itself is a commentary on this background movie.
The movie is bona fide and in real time, it is of the ASK System in action.
(Many of the illustrations from the movie are reproduced in the written paper.)
I. ASK AS A DATABASE SYSTEM A. Examples of ASK English
To introduce you to ASK, we will start out with a few examples of queries of a simple data base concerning ships.
The uninitiated user may wish simply to ask: There are 2 answers:
(1) New York (destination) ships 2 (2) New York (home port) ships 1 >How many ships are there with lnegth greater than 600 feet? Spelling correction: "lnegth" to "length" 4 >What ships that carry wheat go to London or Oslo?
ships that carry wheat London Maru Oslo Alamo >Does the Maru carry wheat and go co London? yes
S. The ASK Data Structures
Although in the terminology of data base theory, ASK can be considered as an "entityrelation" system, ASK retains its information in records which are interlinked in a semantic net. One reason we refer to ALE as simple is because ic We speak of this as the COAR structure.
A~tributes are single valued, e.g., "father", "home port", "title";
relations may be multiple valued, e.g., "child"~ "cargo", "author". To make such a system more knowledgeable, one needs to be able co add definitions that embody interrelationships among the basic classes, objects, attributes and relations of the data. The simplest form of definition is synonym: >definition:tub:old ship Defined.
Although this form of definition allows one to introduce abbreviations and many forms of jargon, more extensive forms of definition are desirable. Here are three illustrations using the same "ship" file as above.
In the third definition, note the use of quotes to create local '~ariables". 
Verbs
Most verbs embody knowledge specific to the application in which they are used, the exceptions being the copula verbs.
Therefore the only verbs initially known to the ASK System are "to be" and "to have". Is some European port a port of Maru? There is no port. >London is Alamo's port.
London has been added as the port of Alamo. >Is som European port a prot of Maru?
Spelling corrections: "son" to "some" "prot"
tO "port" There is no port of Maru. >New York is Maru's port. New York has been added as port of Maru. >Is some European port a port of Maru.
Is some European port a port of Maru? no
II. INTEGRATION OF MULTIPLE OBJECT TYPES A. Extension of COAR ~o Multiple Object Types
So far we have illustrated ASK capabilities using only two types of objects:
individuals, e.g., "John Jones", "Maru" numbers, e.g., "34.6 feet", "length of Maru", "number of ships". ASK has been designed, however, to facilitate many kinds of objects. This is a capability orthogonal to the simple COAR structure in that for any types of objects there may be corresponding classes, attributes and relations.
B. An Examvle: Texts and T~xt Fi~es
We will illustrate this multiple object type capability with the additional object type: text. Once this new object type was added (together with procedures to manipulate texts, i.e., a "word processor") then text classes, individual/text and text/individual attributes and relations were immediately available.
It was a small task to add an electronic mail system to ASK; all that was required was an addition to the authorization procedure that assigned to each newly authorized person a new text class as his/her mail box. 
C. Addinz New Obiect Ty~es
Although the ASK System has been designed to allow the addition of new object types, this can be done only by an application programmer. The major obstacle is the necessity to provide a procedure to initialize instances of the new object type and procedures that carry out their intrinsic manipulation.
However, we expect the addition of new object types to be a common occurrence in the applications of the ASK System. In any potential applicaion areas, using groups have accumulations of data already structured in specific ways and families of procedures that they have developed to manipulate these structures. In ASK, they can identify these data structures as a new object type, design simple syucax for them to invoke their procedures, and thus embed their familar objects and manipulations within the ASK English dialect and within the same context as other associated aspects of their tasks. Several Contexts can be based on a given one, and one Context can be based on several, thus a hierarchical structure of Contexts can be realized. All Contexts are directly or indirectly based upon the BASE Context, which contains the function words and grammar of the ASK dialect of English, the mathematical and statistical capabilities, and the word processor.
C. T~anspo~tabilitv
It is easy and fast to apply ASK to a new domain, given that a data base for this new domain is available in machine readable form. The vehicle is the ASK dialogue-driven Bulk Data Input capability, which can be called upon to build an existing database into one's Context.
The result not only integrates this new data with that already in the Context and under the ASK dialect of English, but in many circumstances will make the use of this data more responsive to users" needs.
The Bulk Data Input Dialogue prompts the user for necessary information to (i) establish the physical structure of the data base to be included, (2) add necessary classes and attributes as needed for the new data entries.
The user also indicates, using English constructions, the informational relationships among the fields in the physical records of the database file that s/he wishes carried over to the ASK Context.
IV. DIALOGUES IN ASK
Some have raised the question whether natural language is always the most desirable medium for a user to communicate with the computer. Many other cryptic ways to communicate user needs to a knowledgeable system can be thought of; often the most useful means will be highly specific to the particular application.
For example, in positioning cargo in the hold of a ship, one would like to be able to display the particular cargo space, showing its current cargo, and call for and move into place other items that are to be included.
In the past, enabling the system to respond more intelligently to the user's needs required the provision of elaborate programs since the user's tasks may be quite involved, with complex decision structures. The introduction of terse, effective communication has incurred lout delays and thus the changing needs of a user had little chance of being met. In the ASK System, the users themselves can provide this knowledge.
They can instruct the system on how to elicit the necessary information and how to complete the required task. This ASK capability is quite facile, opening the way for its ubiquitous use in extending the knowledgeable responsiveness of the computer to user's immediate needs.
ASK includes two systemguided dialogues, similar to the Bulk Data Input dialogue by which users can instruct the System on how to be more responsive to their needs.
A. Forms Desi~nin2 Dialogue
The Form is an efficient means of communication with which we are all familiar.
A number of computer systems include a Forms package. For most of these, however, filling in a Form results only in a document; the Form does not constitute a medium for interacting with the knowledge base or controllin K the actions of the system.
The ASK Forms capability enlarges the roles and ways in which Forms can be used as a medium for user interaction.
As the user fills in the fields of a Form, the System can make use of the information being supplied to (1) check its consistency with the data already in the knowledge base and, if necessary, respond with a diagnostic, In the day-by-day use of an interactive system, users are very often involved in repetitive tasks. They could be relieved of much of the drudgery of such tasks if the system were more knowledgeable. Such a knowledgeable system, as it goes about a task for the user, may need additional information from the user.
What information it needs aCa particular point may depend on earlier user inputs and the current state of the database. natural language programming capabiltty. We hasten to add that it is not a general purpose program environment.
It is for "ultra-high" level programming, gaining its programming efficiency through the assumption of an extensive vocabulary and knowledge base on which it can draw. The illustrative dialogue above, which adds'a new item to a bibliography, is an example of a simple dialogue designed using DDD. ASK is implemented on the Hewlett Packard HP9836 desktop computer. To handle Contexts of reasonable size, one needs a bard disk.
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The user must provide the system with knowledge of a particular cask; more precisely s/he must program this knowledge into the system. The result of this programming will be a system guided dialogue which the user can subsequently initiate and which will then elicit the necessary inputs. Using these inputs in conjunction with the knowledge already available, particularly the data base, the system completes the task. It is this system-guided dialogue chat the user needs to be able to design.
In the ASK System, there is a special dialogue which can be used co design system guided dialogues Co accomplish particular casks. We call this the Dialogue Designing Dialogue (DDD). Using DDD, the user becomes a computer-aided designer. Since DDD, in conducting its dialogue with the user, only requires simple responses or responses phrased in ASK English, the user need have little programming skill or experience.
Using DDD, the user alone can replace a tedious, repetitive cask with an efficient system guided dialogue, all in a natural language environment. The ASK Dialogue Designing Dialogue constitutes a high level,
