The purpose of this report is to document the first complete attempt at the design of a high-level programming language for timed systems called act. We define the lexical grammar and the syntactic grammar of act, and include an example of a simple actor written in act, demonstrating some of the syntactic features of the language.
Introduction
The purpose of this report is to document the first complete attempt at the design of a high-level programming language for timed systems called act. act is a timed actor-oriented programming language. It is statically typed, featuring type inference and both parametric and ad hoc polymorphism. An act program starts with the execution of the actor main. main can create other actors to form a dynamically evolving network of conceptually concurrent, memory-isolated entities that communicate solely through message passing. All actors in a program share a global notion of logical time, which is a first-class citizen in the language, directly accessible via the keyword time. The language allows for polymorphism in the type of time. Logical time advances through the use of temporal statements such as wait and whenever. Non-temporal statements execute in zero logical time.
act is first and foremost a discrete-event modelling and simulation language. By relating logical to physical time, according to the PTIDES paradigm (see [4] , [1] ), it can also be used to program real-time systems. The algorithmic approach introduced in [3] can be extended to suitably chosen fragments of the language to perform the schedulability analysis necessary for hard real-time applications.
We use the Extended BNF syntactic metalanguage (see [2] ) to define the lexical grammar (see Section 2) and the syntactic grammar (see Section 3) of act. Listing 1 shows the source code of a simple actor written in act, demonstrating some of the syntactic features of the language. This report is by no means an introduction to act. It is simply a blueprint that is meant to record a starting point for the language, mostly for future reference and comparison purposes. The syntax reported here is largely the result of an intense period of work that took place between the summer of 2012 and the beginning of 2013. Since then, it has been extended and refined in various ways, but remains only a draft. There are more than a few omissions and ambiguities in it, and we expect the details of the language to be revised considerably as the design becomes informed by implementation and usage. Nevertheless, we think that even in its present form, this draft carries plenty of information about the basic ideas underlying the design of act, and will be useful in the future in understanding the evolution of these ideas and the language as a whole. 
Lexical grammar
Programs are written using the Unicode character set encoded in UTF-8. Streams of Unicode characters are translated into sequences of white space elements, comments, and the tokens of the syntactic grammar. Here, we are concerned with the lexical grammar of the latter. hexadecimal byte literal = "0x", 2 * hexadecimal digit; whenever expression = "whenever", expression, "in", interval expression, expression;
