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Als darrers anys, el món dels smartphones i les tables ha anat desplaçant poc a poc els 
ordinadors fins a convertir-se en els principals dispositius del mercat. En aquest sentit, 
destaquen l’iPhone, l’iPad i el sistema operatiu iOS com a grans protagonistes, i com a eixos 
principals de la revolució tecnològica que ha suposat per tots els usuaris. Les aplicacions cada 
cop més estan dissenyades i orientades a funcionar en mòbils i tauletes, substituint les 
aplicacions d’escriptori o web en molts casos. 
El món d’iOS i les seves aplicacions van suposar una autèntica revolució pels usuaris i també 
per les empreses, però a més de continuar creixent, ha continuat innovant, arribant a 
sorprendre la comunitat de desenvolupadors el 2014 amb un nou llenguatge de programació 
per iOS: Swift.  
A nivell personal, el món d’Apple i els seus productes sempre m’ha resultat molt atractiu, i he 
seguit tant la companyia com els seus productes als darrers anys. A més, he desenvolupat 
aplicacions per a iPhone i iPad amb Objective-C recentment. 
Així doncs, aquest projecte representa una molt bona oportunitat per aprendre un nou 
llenguatge de programació, al mateix temps que treballo en un entorn que m’agrada i em 
motiva com el món iOS, desenvolupant una aplicació en Swift. De cara el futur conèixer Swift 
suposarà una oportunitat molt bona dins el món laboral, i a més em permetrà migrar les 
aplicacions que he desenvolupat fins avui a aquest nou llenguatge. 
 
1.2 Objectius 
El principal objectiu del projecte és aprendre el llenguatge de programació Swift, analitzant les 
principals diferències amb Objective-C i desenvolupant una aplicació per a iPhone. 
Altres objectius que em plantejo i que ajudaran a complir l’objectiu principal o aportaran una 
motivació addicional seran: 
- Investigar l’evolució del iPhone i la seva arquitectura 
- Comparar els llenguatges de programació Swift i Objective-C 
- Configurar l’entorn de treball i desenvolupament 
- Planificar el desenvolupament de l’aplicació 
- Analitzar i dissenyar una aplicació mòbil 
- Implementar l’aplicació mòbil 
- Investigar les tecnologies necessàries per a la base de dades i el servidor 
d’aplicacions, basant-nos en noves tecnologies i dissenyant i implementant una solució 
- Realitzar les proves de qualitat de qualitat del desenvolupament, basant-nos en el test 
unitari i les eines que proporciona l’entorn de desenvolupament 
- Analitzar el procés de publicació d’una aplicació a l’App Store d’Apple 




2. Desenvolupament a per iOS 
2.1 Historia i evolució de l’iPhone  
La història de l’iPhone comença amb la idea de Steve Jobs d’investigar un dispositiu amb 
pantalla tàctil i en format tablet que fes les funcions d’un ordinador. Més tard, les investigacions 
es van reorientar cap a un telèfon mòbil, en comptes d’un tablet PC o una PDA. Jobs 
considerava que els telèfons mòbils serien els dispositius del futur en quant a informació, i que 
necessitaven aconseguir una sincronització excel·lent amb el software. Per això, va reclutar un 
grup d’enginyers d’Apple per iniciar un projecte independent, dissenyant i creant un prototip i la 
seva interfície d’usuari. Després d’algun disseny que no va prosperar, incloent una 
col·laboració amb Motorola, Apple va desenvolupar un dispositiu en col·laboració amb AT&T. 
 L’any 2007, Steve Jobs va anunciar un dispositiu que en realitat considerava tres dispositius 
en un:  “un iPod amb una pantalla gran i control tàctil, un telèfon mòbil revolucionari i un 
innovador client d’Internet”. Aquest dispositiu seria l’iPhone, i ha anat evolucionant al llarg dels 
anys, tant a nivell de software, com de hardware, i per suposat, de disseny.  
 
 
Figura 1: Evolució de l’iPhone 
 
 iPhone 2.1.1
L’iPhone original, també conegut com iPhone 1, iPhone 1G o iPhone 2G, va sortir al mercat el 
juny de 2007 als Estats Units, i va tenir una repercussió massiva. Aquest dispositiu incloïa un 
processador Samsung de 32-bits a 620 MHz, amb 128 MB de memòria eDRAM. 
L’emmagatzematge va ser de 8 GB inicialment i amb una segona versió disponible també amb 
16 GB. La pantalla era de 3,5 polzades amb una resolució de 320x480 píxels a 166 ppi. 
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El sistema operatiu de la versió original era iPhone OS, i incloïa característiques com bústia de 
veu visual, gestos multi tàctils, correu HTML, el navegador Safari, missatges de text en fils, i 
YouTube. 
Posteriorment es van introduir les aplicacions de tercers, una de les fites més importants per a 
la història de l’iPhone, ja que permetia als desenvolupadors crear aplicacions i publicar-les per 
tots els usuaris. 
Els desenvolupadors podien crear les seves aplicacions i publicar-les perquè els usuaris les 
descarreguessin a través d’Internet. Les aplicacions van començar a aparèixer fins i tot abans 
del llançament de l’iPhone. La primera aplicació va ser “OneTrip”, un programa per gestionar 
una llista de la compra. 
 iPhone 3G 2.1.2
L’iPhone 3G és la segona generació de l’iPhone, i va ser publicat al juliol de 2008. Aquest 
model venia amb el sistema operatiu iPhone OS 2.0, que incloïa la App Store com a 
característica principal.  
L’App Store va suposar una millora clau, ja que era una manera ideal de buscar i instal·lar 
aplicacions de tercers. En el moment del llançament, hi havia 500 aplicacions disponibles per 
descarregar, actualment hi ha més d’un milió. 
En quant al hardware, les principals característiques respecte el seu predecessor van ser la 
introducció del GPS, les dades 3G i les comunicacions tri-band UMTS/HSDPA. 
 iPhone 3GS 2.1.3
Aquest model és la tercera generació de l’iPhone, i és el successor del iPhone 3G. La S 
afegida respon a “Speed”, i principalment destaca per una millora del rendiment, una càmera 
amb més resolució i possibilitat de vídeo, control per veu, i suport de fins a 7,2 Mbits/s HSDPA 
per descarrega. Va ser publicat al juny del 2009. 
Va ser llençat juntament amb el sistema operatiu iPhone OS 3.0, incloent el copy paste i els 
MMS. El hardware va millorar considerablement, amb un nou processador a 600 MHz, 256 MB 
de memòria eDRAM, i fins a 32 GB de memòria flash.  
Aquest model ha estat dels més exitosos, i ha continuat rebent actualitzacions de software fins 
a l’iOS 6. 
 iPhone 4 2.1.4
L’iPhone 4 va ser llençat el juny de 2010, i destacava pel seu re-disseny en acer inoxidable i 
per la nova alta resolució anomenada “Retina Display”. Aquest model va ser el primer en 
incloure una càmera  frontal, i el primer en ser publicat amb versió per xarxes CDMA, acabant 
amb l’exclusivitat de AT&T com a companyia en exclusiva pels telèfons. 
La pantalla retina té una resolució de 960 x 640 a 326 ppi, doblant la resolució anterior en quant 
a píxels per polzada. La nova càmera és de 5 MP, i inclou possibilitat de vídeo en alta definició 
a 720p, mentre que la càmera frontal va ser de 0.3 MP. 
En quant a les principals característiques hardware, l’iPhone 4 va ser el primer en incloure 
chips propis d’Apple, amb l’Apple A4, a una velocitat d’1 GHz. A més té una memòria de 512 
MB DRAM, augmentant el rendiment i millorant el  multi tasca. Respecte l’emmagatzematge 
permetia 8, 16 i 32 GB de memòria flash. 
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Aquest model ha estat el més longeu com a buc insígnia d’Apple, sent el principal dispositiu de 
la companyia durant 15 mesos, i ha estat l’iPhone amb un vida útil al mercat més llarga, 
arribant fins als 4 anys en molts casos. 
El sistema operatiu amb el que va ser publicat va ser l’iOS 4.0, que introduïa un sistema multi 
tasca, permetent a les aplicacions romandre sospeses en memòria i realitzar operacions en 
segon pla, permetent als usuaris canviar entre aplicacions. A més introduïa FaceTime, que 
permetia als usuaris realitzar vídeo trucades entre usuaris d’iOS i de OS X. La darrera 
actualització suportada per l’iPhone 4 és iOS 7. 
 iPhone 4s 2.1.5
L’iPhone 4s és la cinquena generació de l’iPhone, i va ser llençat a l’Octubre de 2012. En 
aquest cas la “s” ve motivada per “Siri”, l’assistent personal intel·ligent incorporat al telèfon 
iPhone a partir d’aquest model. Els canvis més destacats són la millora del hardware amb un 
processador dual-core Apple A5, una càmera de 8 MP amb gravació de vídeo a 1080p, i 
possibilitat d’emmagatzematge fins a 64 GB.  El disseny va ser igual al seu predecessor, 
solucionant un problema amb l’antena que havia rebut moltes crítiques anteriorment. 
El sistema operatiu d’aquest model va ser iOS 5, que aportava novetats com iCloud, iMessage, 
el centre de notificacions, recordatoris i la integració amb Twitter. 
 iPhone 5 2.1.6
L’iPhone 5 és la sisena generació, i va ser publicat al setembre de 2012. Aquest model va ser 
la primera vegada que l’iPhone canviava de mida a tota la seva història, oferint un model 
allargat amb un format similar al de 16:9, i una pantalla de 4 polzades. A més, està fet amb 
alumini i és molt més prim i lleuger que tots els seus predecessors. 
Respecte el hardware, aquest dispositiu incorpora el chip Apple A6 a 1,3 GHz dual core, 1 GB 
de memòria RAM i fins a 64 GB d’emmagatzematge. Com a novetats, presenta també un nou 
tipus de connector per a carregar i comunicar-se amb altres dispositius, el Lightning. A més, 
inclou suport per a 4G i una nova càmera feta per Sony de 8MP.  
Aquest model va ser llençat amb iOS 6, on destacaven una nova aplicació de Mapes que no va 
tenir èxit i tenia molts errors, l’aplicació Passbook i millores a Siri. 
 iPhone 5c 2.1.7
L’iPhone 5c és un dels dos successors de l’iPhone 5, juntament amb el 5s, i va ser creat amb la 
intenció de fer un dispositiu low cost per un nou rang de clients potencials. En comptes de cos 
d’alumini està fet amb policarbonat, i no incorpora millores de hardware respecte l’iPhone 5. 
El seu sistema operatiu inicial era iOS 7,  que va suposar una revolució per l’iPhone amb un 
canvi total de la interfície d’usuari, tant a nivell d’usabilitat com de Look and feel. A més, iOS 7 
incorporava AirDrop, un nou sistema de multi tasca, un centre de control, iTunes Radio i 
CarPlay, la integració de iOS i Siri al cotxe. 
 iPhone 5s 2.1.8
Aquest model és un dispositiu d’alta gamma, molt superior al seu company l’iPhone 5c. Es 
tracta d’un iPhone 5 millorat a nivell de hardware i rendiment. Compta amb un processador 
Apple A7 a 1,3 GHz dual-core i el primer a 64bits. També incorpora un sentor d’empremtes 
dactilars anomenat Touch ID, sobre el botó principal, i un processador específic dedicat a 
l’acceleròmetre i el giroscopi, sense necessitat el processador principal, per enregistrar tota 




 iPhone 6 2.1.9
L’iPhone 6 és el model més recent juntament al l’iPhone 6 plus, i serà l’utilitzat en aquest 
projecte de manera general. El canvi principal de l’iPhone 6 és novament un canvi de mida, 
passant a 4,7 polzades amb una resolució de 1334 x 750. A més, incorpora un processador 
molt més ràpid i una millora de les càmeres, i de la connectivitat tant 4G com Wi-Fi, així com 
les noves tecnologies de pagament NFC. 
El processador és un Apple A8 a 1,4 GHz dual core, amb 1GB de memòria RAM i  
l’emmagatzematge pot arribar als 128 GB al model superior. La càmera continua sent Sony 
amb 8 MP i 1,5 focus píxels, capaç de gravar vídeo 1080p HD a 60fps. Incorpora 
reconeixement facial i una càmera frontal d’1,2 MP amb vídeo  a720p. 
El sistema operatiu és iOS 8, que serà també el que emprarem al llarg del projecte. iOS 8 
incorpora novetats com el HealthKit i HomeKit, per ajudar als desenvolupar a crear aplicacions 
de salut i integrades amb l’Internet de les coses. A més inclou Continuity, una tecnologia per 
combinar iPhone i ordinadors Mac per treballar de manera simultània o continua.  
 iPhone 6 plus 2.1.10
Aquest model és molt similar a l’iPhone 6 en quant a software i hardware, amb la diferencia 
principal de mida i pantalla, passant a 5,5 polzades i una resolució d’imatge superior de 1920 x 
1080. És amb diferencia l’iPhone més gran fins al moment, i un dels mòbils més grans del 
mercat, podent ser considerat dins la categoria dels phablets, un dispositiu a mig camí entre 












Figura 3: Número d'aplicacions Apple App Store Setembre 2014 
2.2 iOS 
Com ja s’ha comentat, iOS és el sistema operatiu desenvolupat per Apple i que utilitzen tots els 
dispositius mòbils de la companyia. Va ser alliberat l’any 2007 i ha anat evolucionant al llarg 
dels anys. 
La interfície d’usuari de iOS està basada en el concepte manipulació directa, utilitzat gestos 
tàctils, com sipa, tap o pinch. A més, està dissenyat per respondre als moviments dels 
dispositius, gràcies als seus acceleròmetres. 
iOS comparteix alguns frameworks amb OS X, el sistema operatiu d’Apple per a ordinadors, 
com el Core Foundation i Foundation, i per la interfície d’usuari es basa en Cocoa Touch i un 
UIKit framework dissenyat exclusivament per dispositius mòbils. 
El sistema operatiu està basat en el sistema Unix-like Darwin (BSD), però no és totalment 
compatible amb Unix, ja que té restringit l’accés al terminal i a altres funcions de Unix. El 
llenguatge està escrit principalment en C, C++ i Objective-C, i les noves característiques en el 
nou llenguatge Swift. És un sistema de codi tancat, basat en els tipus bàsics i operacions 
definides al paquet Core Foundation i als Foundation frameworks. 
La implementació  de les tecnologies d’iOS està basada en capes, i dissenyada bàsicament per 
a fer d’intermediària entre el hardware i les aplicacions creades per la comunitat i per Apple. A 




Figura 4: Arquitectura iOS 
 Core OS 2.2.1
La capa Core OS és la de més baix nivell i implementa funcionalitats bàsiques com la 
seguretat, les comunicacions o l’accés a hardware extern. 
Aquesta capa també engloba totes les funcionalitats de sistema, l’entorn del pernil, els drivers, i 
les interfícies de baix nivell UNIX. El kernel es l’encarregat de gestionar la memòria virtual del 
sistema, els threads, el sistema de fitxers, les xarxes i totes les comunicacions, mentre que els 
divers d’aquesta capa proporcionen la interfície entre el hardware disponible i els frameworks 
de sistema. Per motius de seguretat l’accés al kernel i els divers està restringit a un conjunt 
limitat de frameworks i aplicacions. 
Respecte la seguretat, aquesta capa inclou tot un framework per garantir la seguretat de les 
dades, gestionar certificats, claus públiques i privades, i encriptar i desencriptar codificacions. 
També s’inclouen les autenticacions en les comunicacions, i les gestions de credencials. 
En aquest nivell es realitzen també els càlculs per processar imatges i algoritmes algebraics, 
optimitzats per les configuracions hardware dels dispositius d’Apple. 
 Core Services 2.2.2
El nivell Core Services inclou els serveis fonamentals del sistema per a les aplicacions, i a més, 
les tecnologies per suportar característiques com localització, iCloud, xarxes socials o serveis 
peer to peer. 
Un dels elements destacats d’aquest nivell pels desenvolupadors és el Grand Central Dispatch 
(GCD). El GCD és una tecnologia per gestionar l’execució de tasques en les aplicacions, i 
combina un model de programació asíncron amb un nucli optimitzat per oferir alternatives al 
threading. El GCD també proporciona alternatives per tasques de baix nivell, com lectura i 
escriptura, implementació de temporitzadors, o monitorització de senyals i processos. 
En aquesta capa s’inclou també suport per XML, un llibreria per incloure SQL, i tots els 
frameworks principals per gestionar serveis del sistema des de les aplicacions, entre d’altres: 
Ad Support Framework, CloudKit, Core Data, Core Location, Core Foundation, Core Media, 
Core Motion, MapKit, EventKit, HomeKit i fins i tot el recent HealthKit. 
 Media 2.2.3
La Media Layer conté els gràfics, l’àudio i les tecnologies de vídeo emprades per implementar 
les funcionalitats multimèdia de les aplicacions. 
La part de gràfics inclou una sèrie de frameworks i tecnologies per oferir gràfics d’alta qualitat, 
amb una interfície fàcil i rapida d’usar. Els principals components són: UIKit graphics, Core 




Respecte l’àudio, inclou les tecnologies per reproduir i gravar àudio d’alta qualitat, contingut 
MIDI o gestionar els sons inclosos al dispositiu. Els principals frameworks són: Media Player 
framework, AV Foundation, Open AL i Core Audio. 
Les tecnologies de vídeo d’iOS ofereixen suport per gestionar contingut vídeo o reproduir vídeo 
en streaming des d’Internet. També permet enregistrar vídeo. Les principals tecnologies són: 
AVKit, AV Foundation i Core Media. 
En darrer lloc, AirPlay és una tecnologia que permet reproduir en streaming àudio i vídeo a 
través d’un Apple TV o àudio a través d’altaveus i altres receptors. AirPlay suport es basa en 
frameworks com: UIKit framework, Media Player framework, AV Foundation i Core Audio. 
 Cocoa Touch 2.2.4
Aquesta és la darrera capa de l’arquitectura, i és on es defineixen els elements de presentació i 
aparença de les aplicacions. També ofereix la infraestructura bàsica per les aplicacions, i el 
suport per tecnologies clau com la multi tasca, el control basat en els gestos o les notificacions 
push. 
Com a principals tecnologies trobem Handoff, que permet oferir experiència d’usuari continua 
entre diversos dispositius, com per exemple treballar en paral·lel amb un iPhone, un iPad i un 
ordinador Mac, AirDrop, que permet compartir fotos i documents entre dispositius, i 
notificacions. També inclou el reconeixement de gestos, la preservació d’estats de UI, els 
controladors de vistes i layouts, o la gestió de StoryBoards, l’element bàsic per dissenyar 
aplicacions de manera visual. 
En quant als principals frameworks, serien: EventKit UI framework, GameKit framework, 
MapKit, PushKit, UIKit, Twitter framework i Notification Center framework. 
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3. Llenguatge de programació: Swift vs Objective-C 
En aquest apartat es vol realitzar una comparació entre els dos llenguatges de programació per 
a iOS. D’una banda, Objective-C és el llenguatge que s’ha fet servir per programar software per 
OS X i iOS fins l’aparició de Swift i basat en C. D’altra banda, el Swift, un llenguatge innovador 
creat des de zero per Apple per facilitar la programació d’aplicacions. 
3.1 Objective-C 
Objective-C és un llenguatge de programació orientat a objectes i basat en C, del qual hereta la 
sintaxi, els tipus primitius i les sentencies de control de flux, i l’afegeix la sintaxi per definir 
classes i mètodes. Objective-C es considera un superconjunt estricte de C, ja que es possible 
compilar qualsevol programa escrit en C amb un compilador d’Objective-C, i també incloure 
codi C dins un classe d’Objective-C. 
Objective-C va néixer a principis dels 80, quan Brad Cox i Tom Love, de la companyia 
Stepstone, van començar a modificar el compilador de C per afegir algunes capacitats de 
Smalltalk, el llenguatge d’aprenentatge construccionista creat als anys 70. Més tard, al 1988, 
NeXT va llicencia l’Objective-C. NeXT, era l’empresa fundada per Steve Jobs després de la 
seva sortida forçada d’Apple al 1985 amb l’objectiu de vendre ordinadors i crear un nou sistema 
operatiu, el Nextstep, que després passaria a ser la base pel sistema operatiu Mac OS X. 
D’aquí, que molts dels tipus d’objectes i operacions d’Objective-C siguin els mateixos que a 
Nextstep, i comencin per les inicials NS (NSString, NSNumber, etc.). NeXT va estendre el 
compilador GCC per a donar suport a aquest llenguatge, i va desenvolupar les llibreries AppKit 
i Foundation Kit que hem comentat anteriorment. Els canvis al compilador GCC van ser 
publicats sota llicència GPL, però les llibreries en temps d’execució, el que deixava la 
contribució de codi obert inutilitzable pel públic general. Apple va adquirir NeXT el 1996, amb la 
tornada de Jobs, i va fer servir Objective-C i la seva eina de desenvolupament, Project Builder, 
per a implementar Mac OS X. Project Builder derivaria en l’actual Xcode. 
 Conceptes bàsics 3.1.1
Per començar, podem veure com quedaria un Hola Món escrit en Objective-C quedaria de la 
següent manera: 
#import <stdio.h> 
int main( int argc, const char *argv[] )  
{ 
    NSLog( @"Hola Món\n" ); 
    return 0; 
} 
En primer lloc, veiem la primera diferència respecte al C en la forma d’incloure altres classes, 
en aquest cas la llibreria de I/O stdio.h, i en comptes de fer servir #include del C clàssic es fa 
servir #import. La segona gran diferència es la forma d’imprimir per consola, fent servir la funció 
NSLog, que com hem comentat començar per NS com a herència de Nextstep. 
L’Objective-C està basat en missatges que són enviats a les instàncies d’objectes. En aquest 
llenguatge en comptes de cridar mètodes s’envien missatges. Un exemple seria el següent: 
[aTaskList getTaskWithName: taskName]; 
 
Per assignar un valor o canviar una propietat es faria mitjançant un missatge similar al següent: 
[aTask name: @”Task Name”];  
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//Equivalent a aTask.name = @”Task Name”; 
Tipus dinàmics 
Una de les característiques més destacades d’Objective-C és el Dynamic Typing, que permet 
comprovar els tipus en temps d’execució, i que com veurem més endavant amb Swift canvia 
radicalment. Així doncs, quan s’envia un missatge a un objecte, aquest es pot enviar amb 
qualsevol tipus i missatge, ara bé, si no coincideix amb els missatges que interpreta la classe 
s’ignorarà i retornarà null o bé es llençarà una excepció. Les principals avantatges d’aquest 
estil és que es poden enviar missatges a múltiples objectes, els quals alguns contestaran i 
altres no, sense necessàriament produït errors en temps d’execució. A més, els missatges no 
requereixin que un objecte estigui definit en temps de compilació. Un exemple seria el següent 
missatge, que pot ser interpretat per múltiples mètodes en funció del tipus d’objecte enviat: 
- (boid)setMyTask:(id)task; 
- (void) setMyTask:(AlarmTask *)task; 
- (void) setMyTask:(ReminderTask *)task; 
- (void) setMyTask:(NoteTask *)task; 
Mètodes 
A l’igual que el C, Objective-C separa les interfícies de les implementacions en blocs de codi, i 
per convenció es fan servir fitxers de capçalera (headers .h) i fitxers d’implementació (.m). 
Un exemple de declaració d’interfície seria: 
@interface Task : NSObject { 









Els mètodes amb el signe “+” són mètodes de classe, mentre que els de “-“ són mètodes 
d’instància. Un dels elements destacats d’Objective-C és la nomenclatura dels mètodes, que 
poden ser molt descriptius, com per exemple el mètode processGet + paràmetre + withURL + 
paràmetre. 








 // implementation 
} 








Per instanciar un objecte en Objective-C s’ha de realitzar l’allocate de l’objecte en memòria i 
després la seva inicialització, o fer servir el mètode “new” en cas que no hi hagi una 
inicialització personalitzada: 
Task *aTask = [[Task alloc] init]; 
Task *aCustomTask = [[Task alloc] initWithCustomName:name]; 
Task *anotherTask = [Task new]; 
 
El mètode init realitza la inicialització de l’objecte, mentre que el mètode alloc reserva l’espai en 
memòria necessari per aquest. 
- (id)init { 
    self = [super init]; 
    if (self) { 
        // perform initialization of object here 
    } 
    return self; 
} 
 
Respecte les variables d’instància, aquestes es defineixen al fitxer .h com a propietats 
mitjançant el codi: 
@property NSString *taskName; 
Aquestes propietats poden tenir diferents atributs per indicar l’accessibilitat de les dades i 
consideracions de memòria. Les més utilitzades són les referents a memòria com strong/weak. 
Strong indica que la variable ha d’estar en memòria fins que el propi objecte deixi de requerir-
lo, mentre que weak indica que només ha d’estar en memòria mentre algú ho requereixi. En 
versions anteriors d’iOS s’aplicava retain en comptes de strong. Més endavant parlarem del 
gestor de memòria en temps d’execució Automatic Reference Counting (ARC). 
Aquestes variables s’han de sintetitzar al fitxer d’implementació mitjançant la instrucció: 
@synthesize taskName; 
El que fa realment aquesta línia és crear el getter i el setter per aquesta variable. En les 
darreres versions d’iOS aquesta síntesi la fa per defecte el compilador, i no es necessària a no 
ser que es vulguin fer modificacions al get o set. 
Protocols i Delegates 
En base al Dynamic Typing i als missatges, Objective-C fa servir uns elements anomenats 
protocols i delegates. 
Els protocols són el que en altres llenguatges de programació s’anomenen interfases. Un 
protocol és una llista de mètodes que una classe pot implementar, assignats a un objecte. 
D’aquesta manera, quan un objecte no pot contestar un missatge, aquest s’intenta respondre 
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amb un dels mètodes associats al protocol. En realitat, els protocols són una manera de 
resoldre el concepte d’herència múltiple, i estan estretament lligats als delegates. 
Els delegates són objectes que es poden assignar a un objecte per a fer-li de delegat, és a dir, 
per a que l’objecte principi delegui funcions en aquest. Els delegates permet rebre el missatges 
que l’objecte principal no ha pogut respondre. A diferència dels protocols, els delegates no 
tenen una llista de mètodes preprogramats, si no que implementa mètodes o reenvia els 
missatges a altres delegates, creant una cadena de missatges. 
3.2 Swift 
En aquest apartat farem una breu introducció al llenguatge Swift, la seva raó de ser, i analitzant 
els seus conceptes bàsics. També veurem una comparació de Swift amb Objective-C, 
destacant totes les novetats que pot aportar Swift als programadors d’aplicacions. 
Comencem analitzant el perquè del naixement de Swift. Aquest llenguatge neix amb l’objectiu 
de simplificar el desenvolupament d’aplicacions, mitjançant un codi més senzill i fàcil de llegir, 
però al mateix temps robust i potent. Un dels principals problemes d’Objective-C són els seus 
problemes de gestió de memòria, que van millorar amb la introducció de l’ARC, però que 
encara dona problemes sobretot en la gestió de buffers i overflows. A més, la sintaxi 
d’Objective-C sempre ha estat complicada i enrevessada, dificultant encara més l’aprenentatge 
del llenguatge. En la presentació de Swift a la WWDC de 2014, Swift va ser descrit com 
Objective-C sense la C, considerant que la majoria de llenguatges basats en C estan quedant 
obsolets, però respectant que la sintaxi C és la millor pels programadors. Swift elimina els 
conceptes de punters i gestió de memòria, però manté compatibilitat amb Objective-C. Com ja 
hem comentat prèviament, Apple va substituir l’ús del garbage collector pel reference-counting, 
en aquest punt, es feia més notable la necessitat d’un nou llenguatge molt més dinàmic i 
lleuger. 
Un altre dels canvis destacats és l’eliminació dels fitxers de capçaleres, ja que haver de 
mantenir fitxers de capçaleres i declaració de variables per separat dels cossos de les funcions 
feia més lent el temps de compilació a més de fer el codi menys llegible i més complicat. 
Com veurem, Swift ha anat agafant les millors característiques d’altres llenguatges, com C#, 
Pascal, Pyhton, Java o el mateix C evidentment. 
Com a curiositat, un element al qual la comunitat de desenvolupadors no ha donat importància 
fins el moment, però volem destacar, és l’eliminació dels punt i coma al final de les línies, i de 
molts parèntesis en algunes operacions. Als desenvolupadors amb alta experiència i tradició, 
no els hi agrada no posar punt i coma, o fins i tot li costa no posar-lo, però per una persona que 
comença, que mai ha programat, és possible que sigui al revés, fins i tot que mai arribi a posar 
un punt i coma al final d’una línia. 
 Conceptes bàsics 3.2.1
En primer lloc, i per contrastar amb l’Objective-C, veiem com quedaria un Hola Món amb Swift: 
  
   println("Hello, world!") 
 
Com veiem, no necessitem definir cap funció ni res més, i ja podríem executar aquest codi 
creat en un fitxer de tipus “.playground” i ens imprimiria per consola el missatge, més endavant 
parlarem dels playgrounds i els seus beneficis. 
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Variables i constants 
Respecte els conceptes, el primer concepte bàsic són les variables i les constants. Per tal de 
mantenir el codi més robust i més fàcil de seguir pels lectors, és molt important diferenciar 
sempre les variables que seran actualitzades en el futur, i per tant variables en el sentit estricte, 
de les que no ho seran, constants en aquest cas. A més, l’ús correcte d’aquest concepte 
permet el compilador optimitzar els recursos de l’aplicació. Altres llenguatges ja tenen el 
concepte de constants per definir variables que no es modificaran, però no es fan servir en el 
desenvolupament per obtenir resultats de funcions o per emmagatzemar valors dins les propis 
funcions. 
// variables: el seu valor pot ser actualitzat 
var variable Numero: Int = 1 
variableNumero = variableNumero + 1 
// constants: no poden ser actualitzades 
let constNumero: Int = 1 
// constNumero = constNumero + 1 retornaria error 
Inferència de tipus 
Una altra característica destacada de Swift és la inferència de tipus, i la seva aplicació estricta 
en quant a tipus i conversió. Swift és un llenguatge altament basat en els tipus, el que obliga a 
ser molt més explícit en les conversions de tipus que altres llenguatges. 
// tipus inferit 
let inferredInt = 1 
// Tipus Swift 
let int: Int = 20 
let double: Double = 3.5 
let float: Float = 4.5 
let bool: Bool = false 
let str: String = "Hola, Swift!" 
// Conversió explicita de tipus 
let pi = 3.1415 
let multiplicador = 2 
let dosPi = pi * Double(multiplicador) 
Com veiem, Swift permet tant definir el tipus de la variable o constant, com no indicar-li, i 
aquest serà automàticament inferit en el moment que la variable o constant rebi un valor. Un 
cop aquesta té un valor assignat, d’un tipus determinat, aquest serà el tipus de la variable i no 
podrà ser canviat. 
Estructures de control de flux 
Respecte els tipus bàsics d’estructures de control de flux, el canvi principal és la seva 




for index in 1..<3 { 
// bucle amb l’índex dels valors 1,2 
} 
 
for index in 1...3 { 
// bucle amb l’índex dels valors 1,2,3 
} 
 
for index in stride(from: 10, through: 20, by: 2){ 
// bucle des del 100 al 20 (inclòs) de 2 en 2 
} 
 
var index = 0 
while index < 5 { 




index = 0 
do { 
// itera 5 vegades 
index++ 
} while index < 5 
 
// if/else 
let nota = 10 
if nota > 9 { 
println("Excel·lent") 
} else if nota > 5 { 
println("Aprovat") 




Un altre concepte nou i de gran utilitat per la seva senzillesa és el de les tuples. De manera 
similar al clàssic struct d’Objective-C i C, les tuples permeten definir tipus complexes de 
manera fàcil i molt ràpida, aprofitant la inferència de tipus, com veiem al següent exemple: 
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let tupla = (1, 3, 5) // Tipus inferit (Int, Int, Int)  
let tupla2 = (1, 5.0) // Tipus inferit (Int, Double)  
let tupla3: (Double, Double) = (5, 6)  




// una tupla amb elements nominals  
let task = (id: 23, desc: "Comprar pa")  
println(task.desc)  
// assignar  una tupla 
let (x, y, z) = tuple  
println("\(x), \(y), \(z)") // retorna "1, 3, 5"  
Arrays 
Respecte els arrays, a diferència d’Objective-C, a Swift els arrays només poden 
emmagatzemar objectes d’un tipus en cada array, simplificant la vida als desenvolupadors ja 
que poden treballar sobre segur respecte el que es trobaran en un array. A més, com a gran 
diferència ara els arrays passen els seus elements per valors, mentre que en Objective-c 
s’emmagatzemaven referències a memòria. Així doncs, a Swift els arrays són un conjunt 
ordenat d’elements del mateix tipus, i alguns dels seus mètodes bàsics són els següents: 
// creació d’arrays  
let unArray = [String]()  
let dosArray = Array<String>()  
let tresArray: [String] = []  
// array de constants amb inferència de tipus  
let tipusTasca = ["ubicacio", "nota", "mapa"]  
// tipusTasca.append("recordatori") <- error! no es poden alterar 
constants 
// tipusTasca [2] = " recordatori " <- error! No es poden alterar 
constants 
// array variable amb tipus explicitat 




tipusTascaVariable [2] = "nota"  
// iterar un array  




Parlem ara d’un concepte totalment nou per tots els desenvolupadors, i que en primera 
instància pot resultar complicat d’aplicar, però que a la pràctica facilita la feina, ja que fa més 
segur el codi comprovant sempre els valors de les variables i si poden o no ser nulls, els 
optionals. L’objectiu dels optionals es gestionar l’absència de valors a les variables, és similar al 
concepte nil d’Objective-C, però funciona en tots els tipus, i no solament a les classes. Els 
optionals són més segurs i més expressius que nil pòinters, i són la base de molts mètodes de 
Swift. Optionals són la representació bàsica de la seguretat de tipus (type safety) del llenguatge 
Swift. 
A continuació mostrarem alguns exemples que donaran una idea més clara del concepte. 
Considerem que tenim un String, i volem aplicar en aquest el mètode toInt( ), propi del tipus 
String a Swift, que intenta convertir l’String en un Int. Evidentment, aquest mètode pot fallar, ja 
que no tots els Strings poden ser convertits a Int, per això, retorna un valor optional, 
concretament un Int optional. 
   let possibleNumero = "123" 
   let numeroConvertit = possibleNumero.toInt() 
 // numeroConvertit és per inferencia de tipus “Int?”, és a dir, 
optional int  
En aquest cas, el signe d’interrogació indica que aquesta variable o constant conté un optional, 
indicant que potser té un valor de tipus Int, o potser no té cap valor, però que no conté cap 
valor d’un altre tipus, és a dir, o un Int o res. 
En aquest context, quan volem assignar un valor nul a una variable opcional, ho farem també 
mitjançant el valor nil, i quant no proveïm cap valor per defecte a una variable aquesta conté nil: 
   var serverResponseCode: Int? = 404 
   // serverResponseCode conté un Int amb valor 404 
   serverResponseCode = nil 
 // serverResponseCode no conté valor (nil) 
   var successResponseCode: Int? 
 // successResponseCode no conté valor (nil) 
Per tal de comprovar si un opcional té valor o no, es fa servir la instrucció if, i els comparadors 
“==” i “!=”. Si un opcional té valor es considera diferent de nil: 
   if numeroConvertit != nil { 




   } 
   // mostra "numeroConvertit conté un valor de tipus Int." 
  
Un cop estem segurs que l’opcional conté valor, podem accedir al seu valor real afegint el signe 
d’exclamació al final del nom de l’opcional. Aquest signe d’exclamació indica que es confirma 
que l’opcional té valor i és pot usar amb tranquil·litat, això es coneix com forced unwrapping 
d’un valor opcional, forçar l’obertura del embolcall de l’opcional i mostrar-nos el valor: 
   if numeroConvertit != nil { 
       println("numeroConvertit té el valor Int: 
\(numeroConvertit!).") 
   } 
   // mostra "numeroConvertit té el valor Int: 123." 
 
És important indicar que s’ha de tenir molta cura a l’hora de fer servir el forces unwrapping, ja 
que estem tractant amb opcionals, i poden no tenir valor realment a l’hora d’accedir, el que 
provocaria un error d’accés a nul, i trenca la seguretat pròpia de Swift. 
Funcions 
Les funcions a Swift van precedides de la instrucció func, i respecte a l’Objective-C s’ha facilitat 
una mica la seva declaració, sobretot en el cas de múltiples paràmetres. En aquest cas, s’ha 
eliminat la nomenclatura enrevessada que implicava anar escrivint entre el nom del mètode i 
els paràmetres. Això sí, encara es poden anomenar els paràmetres per identificar-los en la 
lectura del codi. A més, s’ha afegit l’indicador del tipus que retornarà la funció de manera molt 
implícita, fent servir una fletxa “->”.  
func voidFunc(message: String) {  
println(message) 
}  
voidFunc("Hola Món")  
// una funció que retorna un valor  
func multiply(arg1: Double, arg2: Double) -> Double {  
return arg1 * arg2  
}  
let result = multiply(20.0, 35.2)  
// paràmetres amb nom, si el nom coincideix es posa # 
func multiplicarDos(#primer: Double, iSegon segon: Double) -> Double {  
return primer * segon  
}  
let result2 = multiplicarDos(primer: 20.0, iSegon: 35.2)  
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// paràmetres d’entrada i sortida  
func arrel(inout numero: Double) {  
numero *= numero  
}  
var numero = 4.0 square(&numero) // numero = 16  
Respecte els tipus i les funcions, Swift permet assignar funcions a tipus determinats o fer servir 
també tipus genèrics en les funcions, per tal de poder aplicar-les a diferents tipus: 
// funció assignada a un tipus  
let unaFuncio: (Double, Double) -> Double = multiplicarDos  
// funció genèrica  
func sonIguals<T: Equatable>(op1: T, op2: T) -> Bool {  
return op1 == op2  
}  
Closures 
Els closures són blocs de codi que poden ser passats entre funcions i variables, i que es poden 
fer servir en un moment determinat de l’execució del codi. Són similars als blocs en C i als 
lambdes d’altres llenguatges, com Java. Els closures poden capturar i guardar referències a 
qualsevol variable i constant del context en el que han estat definits. 
Un exemple molt senzill i il·lustratiu és la funció sorted de la llibreria estàndard de Swift,  que 
ordena el contingut d’un array d’un tipus determinat basant-se en el resultat d’un closure que se 
li especifiqui: 
let animals = ["fish", "cat", "chicken", "dog"]  
animals.sorted({ 
 (one: String, two: String) -> Bool in  
return one > two  
})  
// inferencia de tipus en els paràmeters i el tipus de retorn  
animals.sorted({  
(one, two) in  




La simplicitat de Swift permet escriure aquest tros de codi de manera molt més senzilles, fent 
servir la numeració de paràmetres i funcions bàsiques, com veiem en el següent exemple, que 
fa la mateixa funció d’ordenació que els exemples anteriors, en una sola línia de codi: 
animals.sorted() { $0 > $1 }  
//ó 
animals.sorted { $0 > $1 }  
 
Classes i Protocols 
Com ja hem comentat, Swift permet definir classes sense necessitat de fitxers de capçalera, 
fent servir un únic fitxer de tipus “.swift”. La definició d’una classe i una inicialitzadora que 
assigna valor a una constant seria de la següent forma: 
public class ObjecteBase {  
private let id: Int  
init(id: Int) {  
self.id = id  
}  
}  
A Swift els protocols són molt similars als que s’empraven a Objective-C. Aquests permeten 
definir mètodes i propietats que té una classe o una estructura, i que poden adoptar d’altres 
classes, per implementar-los a la seva manera. La definició és molt senzilla: 
protocol UnProtocol { 
var nom: String { get }  
}  
Quan una classe hereta d’una altra, es pot definir quins protocols d’aquesta vol implementar: 
public class UnaClasse: ObjecteBase, UnProtocol   
Un altre característica a destacar del Swift són els mètodes get i set de les variables, i els 
observadors. Quan declarem una propietat a la mateixa vegada podem especificar els seus 
mètodes get i set, tant públics com privats. A més, basant-nos en el mètode set, podem definir 
observadors del valor d’aquesta propietat, fent servir els mètodes willSet i didSet. willSet es 
cridat just abans de que se li assigni valor a una propietat, i didSet un cop aquesta ha estat 
assignada, és a dir, amb un canvi de valor. Aquests mètodes són molt útils per detectar canvis 
en propietats o per fer operacions prèvies a un canvi de valor. 
var exemple : Int { 
get { 




set (nouValor) { 
    if (nouValor != exemple) { 
        _exemple = nouValor 
    } 
} 
} 
var _test : Int = 0 { 
 
    willSet { 
        println("El valor anterior es \(_exemple), el nou valor es 
\(nouValor)") 
    } 
 
didSet { 
        println("El valor anterior \(valorAnterior), el nou valor es 
\(_exemple)") 
    } 
} 
Finalment, veiem un exemple d’una classe amb inicialitzadora, i com seria la seva instanciació 
de manera fàcil: 
class Usuari { 
  var nom: String = "" 
  var edat: Int = 0 
 
  init (nom: String, edat: Int) { 
    self.nom = nom 
    self.edat = edat 
  } 
} 
let usuari1 = Usuari(nom: "Un Usuari", edat: 29) 
 
 Playgrounds 3.2.2
Els playgrounds són un tipus de fitxers de Swift que permeten escriure codi que al mateix 
temps es va executant i el seu resultat apareix immediatament a la pantalla del playground. A 
més, és mostra una línia de temps per indicar el progrés de l’execució del nostre codi, en quin 
punt es troba, o per on va en un bucle, i també permet configurar cada quant temps volem que 
es refresqui l’execució del codi. L’objectiu dels playgrounds és facilitar molt la feina del 
desenvolupador i l’escriptura del codi, i permet mostrar tant resultat de mètodes, com dibuixar 
gràfics i animacions. D’aquesta manera es pot desenvolupar un codi de manera ràpida i 
dinàmica en l’entorn de playground, i si es vol, afegir-lo posteriorment al nostre projecte. 
Algunes de les aplicacions dels playgrounds són el disseny d’algoritmes, observant els resultats 
a cada passa de l’execució, crear i realitzar proves per verificar el nostre treball al projecte, o 
experimentar amb noves APIs. Per fer servir playgrounds, és tant senzill com crear un nou 









4. Planificació inicial 
La planificació inicial està dividida en quatre grans blocs: Anàlisi i Disseny, Implementació, 
Proves i Publicació. En aquest planificació s’inclouen tant tasques d’anàlisi, com de 
desenvolupament, i també de formació en les noves tecnologies que s’aplicaran. Per totes les 
fases del projecte es considera que seran realitzades per un únic recurs, amb un perfil 
d’analista programador, però sense coneixements avançats de les tecnologies, donat que es 
tracta d’un projecte d’innovació. 
L’etapa d’anàlisi i disseny, inclou l’anàlisi dels requeriments, i l’especificació i disseny de 
l’aplicació. Està plantejada per a ser desenvolupada en 2 setmanes aproximadament. 
La segona etapa és la més llarga, i es tracta de l’etapa d’implementació. En aquest nivell 
s’inclou la preparació de l’entorn de treball, així com la formació en les tecnologies a emprar 
tant a nivell de servidor i base de dades, com la pròpia aplicació per iPhone en Swift. Les tres 
primeres setmanes del projecte d’implementació consistiran en presa de contacte, preparació 
de l’entorn i formació i anàlisi de les noves tecnologies a aplicar. Després es dedicaran les 
següents quatre setmanes a la implementació de l’aplicació, incloent les capes de serveis i 
base de dades. 
A la tercera fase es realitzarà un anàlisi de les eines per a fer el testing de l’aplicació i els seus 
components, i es portaran a terme aquestes proves. 
La darrera fase és l’etapa de publicació, i inclou tant la correcció de possibles errors sorgits 
durant les proves de l’aplicació, com la preparació de la publicació de l’aplicació dins l’App 
Store d’Apple.  







Figura 6: Diagrama de Gantt Planificació Inicial 
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Així doncs, la duració del projecte seria unes 12 setmanes segons la planificació inicial. A més, 
al disposar d’un únic recurs totes les tasques depenen del seu predecessor, i es realitzarà el 
projecte de forma lineal. En aquesta planificació s’han tingut en compte els dies festius, 
considerant només els dies laborables de dilluns a divendres. 
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5. Valoració econòmica inicial 
En aquest apartat realitzarem una valoració econòmica del que suposarà el desenvolupament 
d’aquest projecte, fent una projecció de com es desenvoluparia en un entorn empresarial 
realista, considerant tots els costos i implicacions econòmiques del projecte, des del personal 
fins a les oficines i material. 
 Equip humà 5.1.1
El nostre projecte serà desenvolupat per una única persona, però per tal de poder adaptar la 
valoració a un context econòmic i empresarial real, dividirem les feines en diferents rols dins el 
món laboral de l’enginyeria del software, i farem una projecció dels diferents sous amb les 
hores de dedicació corresponents. 
Per tal de fer això, hem construït la següent taula, on es mostren els costos associats a 
l’empresa de seguretat social i salari dels treballadors, basant-nos en els salaris dels rols de 
cap de projecte, analista i programador: 







Cap de projecte 40.000 € 2.540 € 12.160 € 14.700 € 
Analista 32.000 € 2.032 € 9.728 € 11.760 € 
Programador 24.000 € 1.524 € 7.296 € 8.820 € 
Taula 1: Costos seguretat social 
En base a aquests costos, podem calcular el cost total per a l’empresa dels treballadors, i 
també, considerant que un any laboral té una mitjana de 240 dies, projectar el cost de cada rol 
a un valor diari, per posteriorment considerar el cost total del projecte en base a la planificació 
temporal, considerant el número de dies, el rol de la tasca i el cost per dia. 
Rols Salari Brut Cost total Cost/Dia 
Cap de projecte 40.000 € 54.700 € 227,91 € 
Analista 32.000 € 43.760 € 182,33 € 
Programador 24.000 € 32.820 € 136,75 € 
Taula 2: Costos per dia i rol 
La següent tasca mostra per a cada etapa de la planificació, els dies dedicació de cadascun 
dels 3 rols considerats, i el nombre de dies: 
Etapa Dies totals Cap de projecte Analista Programador 
Anàlisi i disseny 9 1,8  (20%) 7,2 (80%)  
Implementació 35 1,75  (5%) 5,25  (15%) 28  (80%) 
Proves 9 0,45  (5%) 3,15  (35%) 5,4  (60%) 
32 
 
Publicació 6 1,2  (20%) 4,8 (80%)  
Total 59 dies 5,2 dies 20,4 dies 33,4 dies 
Taula 3: Percentatges de dedicació 
Així doncs, ara ja podem calcular el cost total del projecte a nivell de treballadors: 
Rols Dies Cost/Dia Cost total 
Cap de projecte 5,2 227,91 1.185,13 € 
Analista 20,4 182,33 3.719,53 € 
Programador 33,4 136,75 4.567,45 € 
Total   9.472,11 € 
Taula 4: Cost total inicial equip humà 
 Hardware 5.1.2
Recurs Preu Unitats Vida útil Coeficient Amortització 
MacBook Air 1.200 € 1 5 anys 26% 312 € 
iPhone 5 659 € 1 3 anys 26% 171,34 € 
Total     483,34 € 
Taula 5: Cost inicial hardware 
 Software 5.1.3
Tot el software emprat en el projecte serà gratuït. 
Recurs Tipus Cost 
SublimeText editor Software Gratuït  
Xcode Software Gratuït 
Open Office Software Gratuït  
Taula 6: Cost inicial software 
 Oficina i material 5.1.4
El cost d’oficina mitjà a Barcelona és de 12 euros per m2. En el nostre cas, no necessitem 
d’una oficina especialment gran, amb el que considerem que una oficina de 50 m2 serà 
suficient pel desenvolupament. Així doncs, el cost mensual de l’oficina serà de 600 euros. 
Considerant que els mesos tenen 20 dies laborals, el cost total del projecte, que recordem era 
de 59 dies, serà multiplica el cost per dia laboral pel total de dies. En quant als 
subministraments, considerarem que rondaran els 80 euros mes entre aigua i llum. Finalment, 
el material d’oficina realitzarem un desemborsament inicial de 100 euros, per comprar paper, 




Recurs Cost Cost/dia laboral Total 
Oficina 600 euros/mes 30  1.770 € 
Subministraments 80 euros/mes 4 236 € 
Material   100 € 
Total   2.106 € 
Taula 7: Cost inicial oficina i material 
 Llicències 5.1.5
 




89 € 1 1 any 26% 23,14 € 
Total     23,14 € 




Equip humà 9.472,11 € 
Hardware 483,34 € 
Software 0 € 
Llicències 23,14 € 
Oficina i equipament 2.106 € 
Total 12.084,59 € 
Taula 9: Cost inicial total 
Com a conclusió, veiem que el total del projecte ascendeix a 12.084,59 euros, i que el 75% 
d’aquest cost és el capital humà. Un projecte d’aquestes característiques requereix de moltes 




6. Anàlisi de requisits 
En aquest apartat es defineixen els requisits que haurà de complir la nostra aplicació, tant a 
nivell funcional com no funcional. Aquest anàlisi pretén determinar les necessitats que ha de 
cobrir el nostre sistema, i han de ser mesurables, verificables i ben definits evitant ambigüitats o 
contradiccions. A més, han de poder ser testejats, i estar definits amb el nivell de detall suficient 
per a poder passar al disseny del sistema. 
6.1 Stakeholders 
La identificació dels stakeholders o actors del sistema és una part importat de l’anàlisi de 
requisits, per tal de tenir en compte les seves necessitats i assegurar que són satisfetes 
mitjançant el sistema. 
En el cas de la nostra petita aplicació només tenim stakeholders d’un tipus: Usuari. Aquest 
actor fa servir l’aplicació per crear i mantenir tasques i llistes de tasques, i a més les pot 
compartir amb altres usuaris, o veure les llistes d’aquests altres. Tots els usuaris tenen el 
mateix rol, i per tant és un actor únic amb uns interessos determinats i rol determinat. 
6.2 Requisits funcionals 
A continuació es mostra un llistat dels requisits funcionals de l’aplicació: 
- Veure informació i detalls de l’aplicació. 
- Crear un compte d’usuari. 
- Accedir i Sortir de l’aplicació mitjançant un usuari. 
- Crear, consultar i mantenir tasques. 
- Crear consultar i mantenir llistats de tasques. 
- Compartir i unir-se a llistes compartides. 
6.3 Requisits no funcionals 
Els requisits funcionals defineixen les qualitats i característiques del sistema, i les condiciones 
que s’han de donar per a poder realitzar les funcionalitats definides. 
Els nostres requisits no funcionals són: 
- L’aplicació funcionarà a partir d’iOS 7. 
- L’aplicació estarà disponible per a iPhone. 
- El sistema serà ràpid, efectiu i eficient, fent un ús òptim de memòria i bateria dels 
dispositius. 
- La interfície d’usuari ha de ser atractiva, útil i intuïtiva, facilitant l’experiència d’usuari al 
màxim i fent que el seu ús sigui una experiència agradable per ell. 
- El disseny ha de ser funcional per dispositius iPhone de diferents mides. 
- L’aplicació ha de complir les condiciones definides per Apple per publicar-se a l’App 
Store. 
- El sistema ha d’aplicar els estàndards  de disseny i usabilitat definits per Apple. 




7.1 Especificació dels casos d’ús 
Per especificar la nostra aplicació ens basarem en els diferents casos d’ús que es poden donar 
pels nostres usuaris, d’aquesta manera tindrem ben definides les funcionalitats i les condicions 
que s’han de donar per complir amb els requisits. 
A continuació mostrem un diagrama amb tots els casos d’ús que s’han identificat: 
 
Figura 7: Diagrama de casos d'ús 
 
 Crear Compte d’Usuari 7.1.1
 
Descripció Crear un compte per que l’usuari pugui accedir a l’aplicació i fer-la servir 
Actor Usuari 
Precondicions L’usuari no té un compte a l’aplicació 
Postcondicions L’usuari ha creat un compte a l’aplicació 
Flux normal 
1. L’usuari introdueix les seves dades 
2. L’usuari queda enregistrat al sistema 
Flux alternatiu 1b. El sistema informa quan les dades de l’usuari són incorrectes 
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 Esborrar Compte d’Usuari 7.1.2
 
Descripció Esborrar un compte d’usuari de manera definitiva 
Actor Usuari 
Precondicions L’usuari té un compte a l’aplicació 
Postcondicions El sistema ha eliminat el compte d’usuari de manera definitiva 
Flux normal 
1. L’usuari seleccionar esborrar el compte d’usuari 
2. El sistema demana confirmació per esborrar el compte 
3. El sistema esborrar el compte de l’usuari de manera definitiva 




Descripció L’usuari accedeix a l’aplicació i es carreguen les seves dades 
Actor Usuari 
Precondicions L’usuari no està loginat al sistema 
Postcondicions L’usuari fa login i accedeix a les seves dades dins l’aplicació 
Flux normal 
1. L’usuari introdueix les seves dades i executa el Login 
2. El sistema carrega les dades de l’usuari i fa l’acció de Login 
Flux alternatiu 1b. El sistema informa quan les dades de l’usuari són incorrectes 
 Logout 7.1.4
 
Descripció L’usuari tanca sessió a l’aplicació 
Actor Usuari 
Precondicions L’usuari està loginat al sistema 
Postcondicions L’usuari fa logout de l’aplicació 
Flux normal 
1. L’usuari selecciona fer logout 
2. El sistema tanca la sessió de l’usuari i torna a la pantalla principal 
Flux alternatiu  
 




Descripció L’usuari vol veure detalls sobre el funcionament de l’aplicació 
Actor Usuari 
Precondicions  
Postcondicions L’usuari visualitza els detalls de l’aplicació 
Flux normal 1. L’usuari entra a l’opció de detalls 
Flux alternatiu  
 
 Afegir Tasca 7.1.6
 
Descripció L’usuari crea una nova tasca vinculada al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions La nova tasca queda enregistrada i vinculada al compte de l’usuari 
Flux normal 
1. L’usuari selecciona afegir tasca 
2. L’usuari introdueix les dades de la tasca 
3. El sistema enregistra la tasca associada a l’usuari 
Flux alternatiu 2b. El sistema informa quan les dades de la tasca són incorrectes 
 Veure Tasca 7.1.7
 
Descripció L’usuari veu una tasca vinculada al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions L’usuari visualitza la tasca 
Flux normal 
1. L’usuari selecciona la tasca que vol visualitzar 
2. El sistema mostra els detalls de la tasca 
Flux alternatiu  
 Modificar Tasca 7.1.8
 




Precondicions L’usuari està loginat a l’aplicació 
Postcondicions L’usuari modifica la tasca 
Flux normal 
1. L’usuari selecciona modificar tasca 
2. L’usuari introdueix les dades de la tasca 
3. El sistema modifica la tasca associada a l’usuari 
Flux alternatiu 2b. El sistema informa quan les dades de la tasca són incorrectes 
 Eliminar Tasca 7.1.9
 
Descripció L’usuari elimina una tasca vinculada al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions L’usuari elimina la tasca 
Flux normal 
1. L’usuari selecciona eliminar tasca 
2. El sistema demana confirmació per eliminar la tasca 
3. El sistema elimina la tasca associada a l’usuari 
Flux alternatiu 2b. L’usuari no confirma l’eliminació 
 Crear Llista 7.1.10
 
Descripció L’usuari crea una nova llista de tasques vinculada al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions La nova llista queda enregistrada i vinculada al compte de l’usuari 
Flux normal 
1. L’usuari selecciona afegir llista 
2. L’usuari introdueix les dades de la llista 
3. El sistema enregistra la llista associada a l’usuari 
Flux alternatiu 2b. El sistema informa quan les dades de la llista són incorrectes 
 Veure Llista 7.1.11
 
Descripció L’usuari veu una llista i les seves tasques vinculades al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
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Postcondicions L’usuari visualitza la llista i les tasques de la llista 
Flux normal 
1. L’usuari selecciona la llista que vol visualitzar 
2. El sistema mostra els detalls de la llista 
Flux alternatiu  
 Modificar Llista 7.1.12
 
Descripció L’usuari modifica una llista vinculada al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions L’usuari modifica la llista 
Flux normal 
1. L’usuari selecciona modificar llista 
2. L’usuari introdueix les dades de la llista 
3. El sistema modifica la llista associada a l’usuari 
Flux alternatiu 2b. El sistema informa quan les dades de la llista són incorrectes 
 Eliminar Llista 7.1.13
 
Descripció L’usuari elimina una llista vinculada al seu compte 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions L’usuari elimina la llista. Les tasques de la llista no són eliminades 
Flux normal 
1. L’usuari selecciona eliminar llista 
2. El sistema demana confirmació per eliminar la llista 
3. El sistema elimina la llista associada a l’usuari 
Flux alternatiu 2b. L’usuari no confirma l’eliminació 
 Afegir Tasca a una Llista 7.1.14
 
Descripció L’usuari afegeix una Tasca a una Llista 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 




1. L’usuari selecciona afegir tasca a llista 
2. L’usuari introdueix les dades de la tasca en cas que sigui nova 
3. El sistema enregistra o vincula la tasca associada a la llista de 
l’usuari 
Flux alternatiu 2b. El sistema informa quan les dades de la tasca són incorrectes 
 Compartir Llista 7.1.15
 
Descripció L’usuari comparteix la llista amb un altre usuari 
Actor Usuari 
Precondicions L’usuari està loginat a l’aplicació 
Postcondicions La llista és compartida amb l’altre usuari 
Flux normal 
1. L’usuari selecciona compartir llista 
2. L’usuari introdueix l’usuari o correu del destinatari 
3. El sistema envia la sol·licitud al destinatari 
Flux alternatiu  
 Unir-se Llista 7.1.16
 
Descripció L’usuari s’uneix a una llista compartida 
Actor Usuari 
Precondicions 
L’usuari està loginat a l’aplicació 
L’usuari ha estat convidat a la llista compartida 
Postcondicions L’usuari és afegit a la llista compartida 
Flux normal 1. L’usuari selecciona unir-se a una llista compartida 
Flux alternatiu  
 Deixar Llista 7.1.17
 
Descripció L’usuari deixa de veure una llista compartida 
Actor Usuari 
Precondicions 
L’usuari està loginat a l’aplicació 
L’usuari no és propietari de la llista compartida 
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Postcondicions L’usuari deixa de veure la llista compartida 
Flux normal 1. L’usuari selecciona deixar una llista compartida 
Flux alternatiu  
 
7.2 Diagrama de classes 
A continuació es mostra el diagrama de classes de l’aplicació. Com es pot observar és un 
model senzill, on l’usuari té un conjunt de tasques, i al mateix temps pot tenir un conjunt de 
llistes. D’igual manera, les llistes poden tenir altres usuaris, que són els que les poden veure o 
que han estat convidats. També les tasques poden ser a les llistes, i a més, aquestes tasques 
poden ser de tipus de nota de veu i d’ubicació. 
 
 




En aquesta fase del projecte realitzarem un disseny i un prototipus del que serà la nostra 
aplicació. Abans d’iniciar la fase d’implementació i de construir l’aplicació, és important tenir 
una idea gràfica del que volem fer, i poder compartir el que es farà amb l’equip o els clients. Per 
això, és realitzen prototipus i el que s’anomenen wireframes. Els wireframes són la fase prèvia 
al prototipus, on encara no s’ha aplicat el disseny gràfic. 
8.1 Wireframes 
Els wireframes són esquemes de les pantalles d’una aplicació, que permet representar 
l’estructura completa d’aquesta, així com els elements de la seva interfície i navegació. Al ser 
un esborrany de l’aplicació, s’acostuma a fer servir representacions simples i sense estils. Els 
wireframes transporten a una imatge gràfica tot el disseny i anàlisi realitzat a la fase prèvia, i 
permeten mostrar tant el disseny de la informació a mostrar, com de la navegació entre 
pantalles i la interfície.  
A continuació presentem el disseny inicial per a la nostra aplicació, començant per les pantalles 
de login i de registrar nous usuaris. 
 
 




Un cop dins l’aplicació, la pantalla principal ens mostrarà un llistat de les nostres tasques, i ens 
permetrà des d’aquesta pantalla interactuar amb aquestes, i navegar entre totes les funcions de 
l’aplicació, com gestionar les llistes, crear noves tasques, o accedir al menú lateral. Des 
d’aquesta pantalla es poden accedir a tasques, llistes, o consultar tasques ja completades. A 
més, es podran marcar com a feta una tasca, o esborrar-la, i compartir una llista o esborrar-la 
de nou. 
 
Figura 10: Wireframe llistes i tasques 
 
La pantalla per afegir noves tasques i entrar tota la informació associada, com una ubicació de 





Figura 11: Wireframe nova tasca 
Finalment, també mostrem com s’accedirà al menú lateral, mitjançant un botó a la part superior 
esquerra, per accedir a altres opcions de l’aplicació que es consideren que no han d’estar en 





Figura 12: Wireframe menú lateral 
 
8.2 Prototipus 
El prototipus és la fase següent del disseny gràfic, i consisteix en realitzar ja una versió gaire bé 
definitiva a nivell gràfic, amb els estils, colors i imatges ja definitives. En aquest moment és 
quan s’estableix l’aparença de l’aplicació. Per tal de realitzar correctament un prototipus, 
seguirem uns principis de disseny dels que comentarem a continuació alguns conceptes 
bàsics.  
 Guia d’estil 8.2.1
Per tal d’aconseguir una aplicació exitosa, el primer concepte és aplicar les guies d’estil de 
cada sistema operatiu, en aquest cas, la guia d’estil que proporciona Apple per a les 
aplicacions d’iOS, anomenada iOS Human Interface Guidelines. Aquesta guia servirà com a 
plantilla base per a construir l’aplicació. 
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Aquesta guia estableix conceptes sobre disseny, distribució, navegació entre pantalles, colós i 
tipografies, icones i imatges, animacions, i tot el relacionat amb el disseny de la UI. 
En primer lloc, es recomana adaptar tots els temes de l’aplicació amb els d’iOS, seguint tres 
principis: 
- Respecte al contingut: La UI ha d’ajudar els usuaris a entendre i interactuar amb el 
contingut, però sense competir amb ell, i donant-li la prioritat absoluta. 
- Claredat: El text ha de ser llegible a qualsevol mida, les icones visibles i amb qualitat, la 
decoració subtil i apropiada, i aprofitar el disseny per focalitzar i motivar l’usuari a les 
funcionalitats 
- Profunditat: Les capes visuals i els moviments realistes donen vitalitat a l’aplicació i 
animen els usuaris facilitant la interacció i la comprensió del funcionament 
Aquesta guia també recomana com utilitzar els elements d’UI propis de iOS, i les mides i 
tipologia de les imatges i icones de les aplicacions. 
Finalment, totes les recomanacions estan orientades a fer aplicacions simples i usables, amb 
accions simplificades a les pantalles, d’una manera neta i amb profunditat, fent servir la 
il·luminació i les ombres, que donin sensació de jerarquia. 
 Disseny del prototipus 8.2.2
Ara arriba el moment de dissenyar el prototipus, fent servir en el nostre cas les eines de 
l’Xcode. Veurem també que el prototipus varia en alguns aspectes respecte el wireframe, donat 
que l’objectiu del wireframe es representar una guia i una versió inicial, i a l’hora de portar a 
terme el disseny real, pot veure’s modificat. També veurem que segueix la guia d’estil d’Apple, 
fent servir els components que proporciona UIKit per a objectes d’interfícies d’usuari. 
Mostrarem les mateixes pantalles que havíem representat amb el nostre wireframe. 





Figura 13: Prototipus login i registre 
Es mostren a continuació les pantalles de llistes i de llista de tasques. 
 




La següent pantalla és la de crear tasques i mantenir tasques existents: 
 
Figura 15: Prototipus nova tasca 
En darrer terme es mostra el menú lateral de l’aplicació: 
 




9.1 Sistema Control de Versions 
Pel sistema de control de versions del nostre desenvolupament, farem servir Git. Git és un 
sistema de control de versions distribuït, que es basa en la velocitat, la integritat de les dades, i 
sobretot de donar suport a fluxos de treball no lineals. Git va ser dissenyat inicialment per Linus 
Torvalds per al kernel de Linux al 2005, i des de llavors ha estat acceptat com l’eina més 
utilitzada pels desenvolupadors, desbancant ràpidament al popular Subversion. Git es software 
lliure distribuït sota els termes de llicència GNU General Public License version 2. 
La majoria de sistemes de control de versions fan servir un servidor centralitzat per guardar tots 
els canvis i actualitzacions, el que provoca una dependència de la connexió a Internet per 
funciona, sinó els canvis no es podran veure reflectits al servidor central. En canvi, Git es basa 
en un sistema distribuït en el que tots els nodes gestionen la informació completa, totes les 
dades, i per tant poden actuar tant de client com de servidor en tot moment. Per fer això, Git 
guarda una copia sencera de les dades amb tota l’estructura de fitxers i dades necessàries per 
a gestionar el repositori. 
El principal avantatge de Git és la seva velocitat, ja que permetent el treball en local gràcies al 
sistema distribuït, no és necessari fer servir la xarxa per consultar els històrics ni per confirmar 
els canvis, fent tota la feina a la nostra base de dades local. 
En quant al sistema de control d’arxius i diferències entre versions, Git en comptes de guardar 
únicament les diferències emmagatzema tot el fitxer juntament amb l’estat actual i tots els seus 
canvis. A més, si un fitxer no canvia en comptes d’emmagatzemar-lo de nou duplicat es guarda 
una referència, optimitzant el sistema. 
Un altre aspecte positiu, és que Git comprova i realitza verificacions constantment, fent difícil 
que un fitxer es corrompi o es perdi, fet que els usuaris de Subversion coneixeran, motivant 
tornar a descarregat repositori sencers. Aquestes verificacions es fan mitjançant la 
comprovació de checksum SHA-1. Git emmagatzema tant canvis com fitxers fent servir el 
checksum SHA-1, en comptes del nom del fitxers. A més, quan s’afegeixen canvis de qualsevol 
mena en un projecte o fitxer, la informació prèvia mai és esborrada, pel qual és difícil trencar 
alguna cosa per error o perdre informació. Git sempre guarda modificacions, fins i tot quan 
s’han eliminat o esborrat contingut de fitxers. 
 
9.2 Base de Dades 
Per a la nostra base de dades ens hem proposat fer servir el popular sistema de base de dades 
MongoDB. MongoDB forma part de la nova família de sistemes de base de dades NoSQL, i a 
més és una opció open source i amb una comunitat d’usuaris molt àmplia. Aprofitant que un 
dels objectius d’aquest projecte és conèixer noves tecnologies, s’ha dedicat un apartat a 
l’autoformació i estudi de MongoDB, i a continuació comentarem les principals conclusions. 
En aquesta secció també mostrarem la implementació mitjançant MongoDB del model de 
dades per la nostra aplicació sorgit al disseny. 
 MongoDB 9.2.1
MongoDB és un sistema de base de dades NoSQL open source escrit en C++. MongoDB 
guarda estructures de dades en documents tipus JSON, anomenat BSON, mitjançant un 
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esquema dinàmic, fent que la integració de les dades en certes aplicacions sigui més fàcil i 
ràpida. Tot i que freqüentment es defineix MongoDB com un sistema de base de dades sense 
esquema, en realitat sí té un esquema, tot i ser molt flexible. 
 
 
Figura 17: Logotip mongoDB 
 
Característiques 
El format d’emmagatzematge com hem comentat és mitjançant BSON (Binary encoded 
serialization of JSON documents). Aquest format és molt lleuger, amb un cost baix, molt eficient 
a l’hora de codificar i descodificar en les comunicacions, i a més, permet que sigui fàcil de 
recórrer i de realitzar-hi cerques. 
Un exemple del document BSON que guarda MongoDB seria el següent: 
{ 
 _id : ObjectId(xxxxxxx),   //default _id: 24 hex chars, únic 
 name : ‘Nom exemple’, 
 date : Date( ) 
 subgroup : [ 
  { name: ‘Un nom’, cognom : ‘Un cognom’ } 
  { name: ‘Un altre nom’, cognom : ‘Un altre cognom’ } 
  ] 
} 
Respecte l’esquema de la base de dades, es fan servir col·leccions per a emmagatzemar els 
documents que conformen el sistema. Aquestes col·leccions són flexibles, és a dir, no tenen 
una estructura fixe, i per tant, no cal fer modificacions de manera explicita, i són creades 
automàticament en la primera inserció. 
Les connexions a MongoDB segueixen la següent estructura: 
Mongodb://username:password@host:port/data base?options 
En aquesta cadena de connexió l’usuari i el password són opcionals. El port per defecte és el 
27017 i la base de dades per defecte és admin database. Per afegir opcions s’aplica el format 
de parelles clau-valor, amb les diferents propietats. 
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MongoDB fa servir un sistema sense transaccions ni bloquejos ni rollback, ja que la seva 
filosofia és ser lleugera i simple. Tot i això, MongoDB permet llegir documents inserits o 
modificats abans que s’hagi fet commit d’aquestes modificacions a disc, pel que els usuaris no 
veuen mai dades en estats intermedis, sinó que sempre llegeixen l’estat final.  
En quant a la indexació, qualsevol document de MongoDB pot ser indexat, i es gestionat de 
manera similar als indexes de les bases de dades relacionats. El següent diagrama mostra una 
query que selecciona i ordena els documents que compleixen el criteri mitjançant un índex: 
 
Figura 18: Indexació mongoDB 
Finalment, una de les característiques més importants és el balanç de càrrega. Per a fer això, 
s’utilitza el concepte “shard”. En aquest context, s’aplica una clau shard que determina com 
seran distribuïdes les dades en una col·lecció. Aquestes dades són dividides en rang basant-se 
en la clau shard, i distribuïdes a través de múltiples shards. Un shard és un mestre amb un o 
més esclaus. MongoDV té la capacitat d’executar-se en múltiples servidors, fent balanç de 
càrrega o duplicant les dades per mantenir el sistema funcionant en cas de fallades. La 
configuració és fàcil de realitzat de manera automàtica pel sistema, i permet fàcilment afegir 
noves màquines.  
Mongo Shell 
Per iniciar una instància de base de dades de MongoDB cal executar la comanda: 
$ mongod (--fork) instance 
Ara podem iniciar una Shell que es connecti a aquesta instància mitjançant la comanda mongo. 
Les instruccions més habituals a la Shell de MongoDB són: 
- help : Mostra la ajuda 
- db.help() : Mostra ajuda pels mètodes de la base de dades 
- show dbs : Mostrar la llista de base de dades del sistema 
- use db_name : Canvia la base de dades actual a db_name. La variable db de la 
consola es modificada a la base de dades db_name. 
- show collections (current db) : Mostra la llista de totes les connexions de la base 
de dades actual 
- show users (current db) : Mostra la llista dels usuaris de la base de dades actuals 
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- show profile : Mostra les cinc operacions més recents que han costat 1 mil·lisegon o 
més. 
Respecte les operacions, mongo shell permet realitzar un gran número gràcies als mètodes 
JavaScript que ofereix. Les operacions més rellevants serien: 
- db.auth() : Si s’està executant el mode segur, s’autentica l’usuari 
- db.collection.find ) : Busca tots els documents en una col·lecció i retorna un 
cursor 
- db.collection.insert()  : Inserta un document nou a la col·lecció 
- db.collection.update()  : Actualitza un document existent a la col·lecció 
- db.collection.save()  : Inserta un document nou a la col·lecció o actualitza un 
d’existent si ja existeix 
- db.collection.remove()  : Elimina un document de la col·lecció 
- db.collection.drop()  : Elimina tota una col·lecció 
- db.collection.ensureIndex() : Crea un nou índex en la col·lecció si l’índex no 
existeix 
- db.collection.find(<query>) : Busca els documents que compleixen els criteris de 
<query> en la col·lecció.  
- db.collection.find(<query>,<projection>) : Busca els documents que 
compleixen els criteris de <query> en la col·lecció i retorna només els camps de 
<projection>.  
- db.collection.find().sort(<sort order>) : Retorna resultats en l’ordre 
especificat.  
- db.collection.findOne(<query>) : Busca els documents que compleixen els 
criteris de <query> en la col·lecció i en retorna només el primer.  
- db.collection.count() : Retorna el número de documents de la col·lecció.  
Disseny d’esquemes 
A l’hora de dissenyar l’esquema d’una base de dades amb MongoDB, és important tenir en 
compte la funció de les dades i els casos d’ús. En base a això, es concretaran el número de 
col·leccions de la base de dades, si cal embedir o usar referències d’un document d’una 
col·lecció en altres col·leccions amb les que guarda relació, els indexes necessaris, i si és 
necessari aplicar el sharding i com. 
La decisió més important és l’estructura dels documents, i com gestionar les relacions, com ja 
hem vist, mitjançant referències o embedding. 
El sistema per referència emmagatzema les relacions entre documents incloent links o 
referències d’un document a un altre. Les aplicacions poden resoldre aquestes referencies per 
accedir a les dades relacionades. És el sistema per excel·lència en els models de dades 
normalitzats. Aquests es fan servir per representar relaciones complexes many-to-many, 
models molt grans i jeràrquics, o quan l’embedding suposa un duplicació de dades que no dona 




Figura 19: Relació per referència 
En el cas d’embedir els documents, en aquest cas les relacions es gestionen emmagatzemant 
la data relacionada en un únic document. Els documents de MongoDB permeten embedir 
estructures de documents en un camp o en un array dins altres documents. Aquest model 
permet obtenir i manipular les dades relacionades en una única operació de base de dades. En 
general, aquest sistema s’aplica quan les relacions són de tipus conté, o en relacions one-to-
many entre entitats. En aquestes relacions els documents fills sempre apareixeran o seran 
visualitzats conjuntament amb els documents pare. Aquest sistema permet un millor rendiment 
en operacions de lectura, i la possibilitat d’actualitzar les dades relacionades en una única 
operació atomitzada d’escriptura, però poden derivar en un creixement desmesurat de la base 
de dades. 
 
Figura 20: Relació per embedir 
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Terminologia Conceptes SQL vs MongoDB 
A continuació es mostra la taula resum de conceptes i terminologia que relaciona SQL i 
MongoDB, i que es troba disponible a la documentació de MongoDB. 
SQL  MongoDB 
database database  
table collection  
row document or BSON document 
column field  
index index  
table joins embedded documents and linking 
primary key 
Specify any unique column or column 
combination as primary key. 
primary key 
In MongoDB, the primary key is automatically 
set to the_id field. 
aggregation (e.g. group by) 
aggregation pipeline 
Taula 10: Comparació SQL MongoDB 
MongoDB University 
Els desenvolupadors de MongoDB posen a disposició un extens catàleg de cursos i 
formacions, tant presencials com en línia, per aprendre MongoDB i fins i tot obtenir 
certificacions professionals. En el meu cas s’ha realitzat el curs bàsic de MongoDB per a 
desenvolupadors Node.js. El curs consistia en instal·lació bàsica de MongoDB, disseny 
d’esquemes, consultes a la base de dades, inserció de dades, indexat i aprendre a treballar 
amb els drivers de NodeJS. El projecte del curs implicava construir una plataforma de blogging 
mitjançant MongoDB. El nom del curs és M101JS: MongoDB for Node.js Developers, consta de 
7 classes en vídeo, i es pot completar en un temps entorn a les 24 hores de dedicació, 




Mongoose és una llibreria per a modelar objectes MongoDB basada en Node.js d’una manera 
ràpida, senzilla i estructurada. Mongoose ofereix una manera directa, basada en esquemes per 
a dissenyar el model de dades d’una aplicació, i permet validar models, construir consultes, i 
gestionar part de la lògica de negoci. A més, també permet realitzar càsting entre tipus. 
Mongoose es basa en esquemes, i cada esquema es mapeja en una col·lecció MongoDB, 
definit la forma dels documents de la col·lecció, i quines propietats tenen els camps de 
l’esquema, i si existeixen indexes. Per això, es basa en fitxers Javascript com el següent: 
var mongoose = require('mongoose'); 
var Schema = mongoose.Schema; 
 
var blogSchema = new Schema({ 
  title:  String, 
  author: String, 
  body:   String, 
  comments: [{ body: String, date: Date }], 
  date: { type: Date, default: Date.now }, 
  tags: { type: [String], index: true } // field level 
  hidden: Boolean, 
  meta: { 
    votes: Number, 
    favs:  Number 
  } 
}); 
 









Un cop definit l’esquema, per treballar sobre ells es fan servir Models, mitjançant la instrucció : 
var Blog = mongoose.model('Blog', blogSchema); 
Aleshores es poden crear, i manipular documents del model de manera senzilla creant 
objectes. 
var blogEntry = new Blog ({ ... }); 
També permet realitzar consultes de manera senzilla, i com veurem a l’hora d’implementar el 
servidor, ens servirà per a facilitar la feina de creació de la nostra API Rest. 
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Blog.find({}).exec(function(err, result) { 
  if (!err) { 
    // handle result 
  } else { 
    // error handling 
  }; 
}); 
 Implementació BBDD SwiftToDo 9.2.3
Com ja hem vist abans, el nostre model de dades és molt senzill, i consta de tres classes, Task, 
List i User, juntament amb les dades d’autenticació i tokens Client, AccessToken i 
RefreshToken. A continuació mostrem com hem traduït aquest model a la nostre base de 
dades en MongoDB. 
 
Figura 21: Col·leccions base de dades 
Aquesta imatge mostra la consola de gestió de mongo, i com es llisten les diferents col·leccions 
de documents que tenim a la nostra base de dades, el que serien les taules en un model 
relacional tradicional. 
Respecte els detalls d’implementació a nivell de definició de les taules, hem optat per fer servir 
les relacions per referència, tant en quant a les tasques que són propietat d’un usuari, com les 
tasques dins les llistes, així com les llistes d’un usuari. Aquesta decisió ve motivada 
principalment per optimitzar les insercions i modificacions, ja que estaran centralitzades en un 
únic document de la base de dades, i també per la possibilitat que la mida d’una tasca sigui 
molt gran amb una nota de veu, i haver de duplicar la informació dins els diferents documents 
que la posseeixen. 
Els següents blocs de codi mostren la definició de l’esquema de les 3 classes principals del 
nostre model. 
var taskSchema = new Schema({ 
 taskDescription:   { type: String, required: true }, 
 complete:  { type: Boolean } , 
 ubication: { type: Buffer } , 
57 
 
 voiceNote: { type: Buffer } 
}); 
En primer lloc, tenim la definició d’una tasca, on s’emmagatzema la descripció, si està 
completada, i després dos Buffers amb la ubicació de la tasca o una nota de veu associada a 
aquesta. 
var listSchema = new Schema({ 
 listDescription:   { type: String, required: true }, 
 owner: { type: Schema.Types.ObjectId, ref: 'User'}, 
 tasks: [{ type: Schema.Types.ObjectId, ref: 'Task'}] 
}); 
En el model de Llista mostrem la descripció, una referència a la persona propietària de la llista, 
que ens serveix per mostrar el nom al costat de la llista en l’aplicació, i la llista de Tasques 
associades a aquesta llista. 
var User = new Schema({ 
  username: { 
   type: String, 
   unique: true, 
   required: true 
  }, 
  firstname: { 
   type: String 
  }, 
  lastname: { 
   type: String, 
  }, 
  email: { 
   type: String, 
   unique: false 
  }, 
  hashedPassword: { 
   type: String, 
   required: true 
  }, 
  salt: { 
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   type: String, 
   required: true 
  }, 
  created: { 
   type: Date, 
   default: Date.now 
  }, 
  userTasks: [{ type: Schema.Types.ObjectId, ref: 'Task'}], 
  listsToRead: [{ type: Schema.Types.ObjectId, ref: 'List'}], 
  listsToWrite: [{ type: Schema.Types.ObjectId, ref: 'List'}], 
  listsToAccept: [{ type: Schema.Types.ObjectId, ref: 'List'}] 
 }); 
Finalment, mostrem el model d’Usuari, on tenim uns Arrays de referències tant a Tasques com 
a Llistes, per emmagatzemar les tasques de l’usuari, i també les llistes a les que té accés amb 
permisos de lectura, escriptura o sol·licituds pendents d’acceptar. 
Una de les particularitats d’una base de dades mongo com hem comentat és la manera 
d’emmagatzemar les dades, en documents plants en format Json, aquí també volem mostrar 
exemples de dades reals de la nostra base de dades en aquest format: 
{ 
   "__v": NumberInt(11), 
   "_id": ObjectId("560c424081fe5e59243ffeb9"), 
   "created": ISODate("2015-09-30T20:12:48.177Z"), 
   "email": "carlos@es.es", 
   "firstname": "Carlos", 
   "hashedPassword": "7YPh6kYBeKdKzAALvS/+J45KTQ0=", 
   "lastname": "Rodriguez", 
   "listsToAccept": [ 
     ObjectId("5602f64f3d1c57efd475c833"), 
     ObjectId("5602f64f3d1c57efd475c833"), 
     ObjectId("5602f64f3d1c57efd475c833")  
  ], 
   "listsToRead": [ 
     ObjectId("56005f7c3ff698cecb59eb11"), 
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     ObjectId("560d742d835abcfb3a802d8d"), 
     ObjectId("560d742d835abcfb3a802d8d")  
  ], 
   "listsToWrite": [ 
     ObjectId("560c424f81fe5e59243ffebc"), 
     ObjectId("560d88ed1e0af64efe3015c6")  
  ], 
   "salt": "2fZ+bO35+NjsoyPBBBO418GoIe2PfOZfC+kjJZidu5U=", 
   "userTasks": [ 
     ObjectId("560d8a671e0af64efe3015c7")  
  ], 
   "username": "carlos"  
} 
El bloc mostra en detall un registre de mongo de la col·lecció users, que guarda les dades dels 
usuaris, on podem observar que tots els objectes tenen un camp ObjectId que serveixen per 
indexar els documents i també per referenciar documents dintre d’altres documents, i tal i com 
ja hem comentat s’observa l’emmagatzematge de les relacions entre les classes del nostre 
model aplicant el mètode de referències entre objectes, tant als camps userTasks, amb 
referències a Task, com a les diferents llistes de l’usuari. 
9.3 Servidor 
Al costat del servidor, ens basarem en un sistema Rest i farem servir NodeJS per implementar-
ho, juntament amb el framework ExpressJS, tots dos basats en JavaScript. En aquesta secció 
entrarem en detall de cadascuna d’aquestes tecnologies, per passar posteriorment a analitzar 
la implementació de la capa de servidor de la nostra aplicació. 
 Rest API 9.3.1
El primer que hem de definir és que vol dir Rest i per a què serveix. Rest són les sigles de 
Representational State Transfer, i és una arquitectura de software que estableix comunicacions 
per protocols tals com HTTP o RPC, en els quals s’envien missatges sense estat, representats 
en un format tipus XML o JSON. Els sistemes Rest són actualment els més estesos a la 
comunitat de desenvolupament, desbancant sistemes com SOAP o els tradicionals Web 
services WSDL. 
Les principals característiques de l’arquitectura són la simplicitat i l’escalabilitat, així com la 
possibilitat de veure i analitzar les comunicacions de manera directa. A més, permet realitzat 
totes les comunicacions client servidor sense haver de guardar variables en sessió, i fent servir 
diferents tecnologies per consumir els recursos de la API. El més important és que un servei 
Rest no guarda estat al servidor, i per tant, tota la informació que es requereix per mostrar les 
dades sol·licitades pels clients han de ser presents en la consulta. 
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Ús correcte d’URIs 
Per desenvolupar una API Rest, en primer lloc s’ha de tenir en compte que les URIs han de ser 
definides d’una manera útil i comprensible, que sigui directa de llegir i entendre. En aquest 
sistema la informació a la que s’accedeix és anomenada recurs, i és totalment independent del 
format. Les URIs han de permetre identificar de forma única el recurs, i permetre la seva 
localització per tal d’accedir-hi o compartir la ubicació. Les principals regles a tenir en compte 
serien: 
- L’identificador de l’URI no ha d’implicar una acció, per tant, s’han d’evitar els verbs 
- Han de ser únics, com ja hem comentat, no hem de tenir més d’una URI per identificar 
el mateix recurs 
- Independents del format 
- Mantenir una jerarquia lògica 
- Els filtres de la informació del recurs no es fan a la URI, sinó que s’han d’afegir com a 
paràmetres 
Protocol HTTP 
En el context d’una API Rest, és molt important conèixer i entendre el protocol HTTP, sabent 
els mètodes existents, els codis d’estat a les comunicacions i els tipus de contingut acceptats 
tant a la petició com a la resposta. 
Els mètodes HTTP ens permeten realitzar les accions, i també identificar quina es realitzarà 
sobre el recurs seleccionat. Aquestes accions serien les següents: 
- GET: Consultar recursos 
- POST: Crear recursos 
- PUT: Editar recursos 
- DELETE: Eliminar recursos 
- PATCH: Editar parts concretes d’un recurs 
En quant als codis d’estat, HTTP disposa d’una amplia varietat de codis d’estat per adjuntar al 
codi de la resposta. Els més comuns són el codi 200 per OK i el codi 400 per informar d’un 
error, juntament amb el missatge d’error. El que no és correcte en una API Rest és contestar 
amb el codi 200 OK i després adjuntar un camp error i missatge. Tot i que ens serviria per les 
comunicacions, no és estàndard i obliga a mantenir codis i missatges d’error. 
El darrer punt important de les comunicacions mitjançant HTTP és aplicar correctament els 
tipus i formats de contingut. HTTP permet especificar en quin format es vol rebre el recurs, fent 
servir en el missatge de la petició la capçalera Accept. La nostra API retornarà el recurs en el 
primer format disponible , i en el cas de no poder retornar el recurs en cap dels formats indicats 
pel client al header Accept retornarà el codi d’estat HTTP 406 No acceptable. 
El mateix s’aplica a la resposta del servidor mitjançant el header Content-Type, per tal que el 
client conegui en quin format es troba el recurs de la resposta. 
A la implementació del servidor de l’aplicació veurem com hem dissenyat la nostra API Rest i 
com queden les crides i accions. 
 Node.js 9.3.2
Node.js és una plataforma JavaScript per facilitar el desenvolupament d’aplicacions web de 
manera ràpida, eficient i escalable. Node.js aplica un model orientat a events i asíncron, és a 
dir, no bloquejant, que el fa més lleuger i prepara per aplicacions que gestionen moltes dades i 
comunicacions en temps real, mitjançant serveis distribuïts. Originàriament, va ser creat per a 
desenvolupar programes de xarxa altament escalables, com servidors web, però ha evolucionat 
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tant que actualment es fa servir per tot tipus d’aplicacions, fins i tot aplicacions client. A 
diferència del codi JavaScript comú, el seu codi no s’executa en un navegador sinó en un 
servidor. Node.js fa us de la màquina virtual V8 de Google, el mateix entorn d’execució per 
JavaScript que fa servir Google Chrome. Node.js és software lliure sota llicència MIT. 
 
 
Figura 22: Logotip Node.js 
 
El més destacat de Node.js pels desenvolupadors és que existeix una comunitat molt àmplia i 
sobretot molt activa que millora la plataforma i la fa créixer en quant a mòduls i funcionalitats. 
Per aquest motiu Node.js no és només un entorn d’execució, sinó també un sistema de 
llibreries. 
Com hem comentat, Node.js és no bloquejant, una aplicació per aquesta plataforma es 
programa en un únic fil d’execució, i en cas de necessitar una operació bloquejant, per exemple 
d’I/O, Node.js crear un fil en segon pla, però no per cada connexió com faria un servidor 
tradicional.  
Els principals avantatges són la velocitat, tant en execució com en temps de desenvolupament i 
execució de tests unitaris, la millora de l’experiència d’usuari, l’estalvi en infraestructura a l’hora 
de número de servidors, la conjunció entre les capes de backend i frontend, que poden ser 
combinats fins i tot en un únic paquet, la flexibilitat i sobretot la facilitat d’utilitzar. A més, al ser 
una plataforma tant flexible en quant als protocols a gestionar, entre d’altres HTTP, TCP i DNS. 
A més, com ja hem comentat, Node.js posa a disposició dels desenvolupadors una gran 
quantitat de mòduls tant propis com de tercers. 
Per instal·lar mòduls, es fa servir el gestor de paquets npm. npm és un gestor de paquets per 
JavaScript, i l’aplicat per defecte en Node.js. Actualment npm és instal·lat automàticament amb 
l’entorn de Node.js. npm s’executa a través de la línia de comandes, i es fa servir també per 
gestionar les dependències d’una aplicació, així com per instal·lat noves aplicacions Node.js. 
npm està escrit en JavaScript, i fa servir un registre de paquets públics d’Internet per instal·lar 
els mòduls. El seu us és tant senzill com executar la comanda: 
$ npm install nomModul 
Com a inconvenients, en primer lloc la pròpia idiosincràsia de Node.js que obliga  a realitzar les 
peticions de forma asíncrona, limita les possibilitats en cas de necessitar una comunicació 
síncrona. En aquests casos s’han de recórrer a mòduls de tercers en fase poc estable a data 
d’avui. A més, debut a la seva arquitectura monofil, Node.js només pot fer servir una CPU. Per 
tal d’utilitzar més d’un nucli es necessari iniciar múltiples instàncies de Node.js en el servidor i 
aplicar un balancejador de càrrega. 
A continuació es mostra un exemple d’Hola Món escrit en Node.js: 
var http = require('http'); 
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var server = http.createServer(function (request, response) { 
  response.writeHead(200, {"Content-Type": "text/plain"}); 
  response.end("Hola Món\n"); 
}); 
server.listen(8000); 
console.log("Servidor executant-se a http://127.0.0.1:8000/"); 
 
 Express 9.3.3
Express és un framework per Node.js basat en la rapidesa i el minimalisme, dissenyat per 
desenvolupar aplicacions web i aplicacions per a dispositius mòbils. Express es tracta d’un 
framework flexible i senzill, que permet desenvolupar APIs d’una manera ràpida i fàcil, gràcies 
a les seves especificacions i mètodes per HTTP. 
Per instal·lar Express es pot fer servir npm, de la següent manera: 
$ npm install express 
Express inclou una eina per a crear ràpidament l’esquelet d’una aplicació Node.js i executar 
l’aplicació. La manera d’utilitzar és: 
$ npm install express-generator –g 
$ express myapp 
$ cd myapp 
$ npm install 
$ DEBUG=myapp ./bin/www 




│   └── www 
├── package.json 
├── public 
│   ├── images 
│   ├── javascripts 
│   └── stylesheets 




│   ├── index.js 
│   └── users.js 
└── views 
    ├── error.html 
    ├── index.html 
    └── layout.html 
Les llibreries i mètodes d’Express permeten construir aplicacions i APIs Rest fent servir un estil 
de codi minimalista i molt fàcil de comprendre i mantenir. En el següent exemple mostrem com 
crear una aplicació que crear un servidor per respondre en un port determinat, d’igual manera 
que ho farien els servidors tradicionals, però com es pot veure, en només unes poques línies 
de codi: 
var express = require('express'); 
var app = express(); 
app.get('/', function (req, res) { 
  res.send('Hola Món!'); 
}); 
var server = app.listen(3000, function () { 
  var host = server.address().address; 
  var port = server.address().port; 
  console.log('Aplicació escoltant al port http://%s:%s', host, port); 
}); 
Aquesta aplicació arrenca un servidor que escolta connexions al port 3000 
(http://localhost:3000/), i respon “Hola Món” per totes les peticions. Per executar-la, només cal 
guardar el codi en un arxiu anomenat app.js i aplicar la següent instrucció: 
 $ node app.js 
 Autenticació OAuth 9.3.4
OAuth, Open Authorization, és un protocol que permet simples sistemes d’autorització per a 
llocs web i aplicacions. Es tracta d’un protocol crear per un grup de desenvolupadors de Twitter 
mentre treballen en la implementació d’OpenID per a l’aplicació. La manera de gestionar les 
autoritzacions és mitjançant tokens d’accés, que són expedits pel servidor d’autenticació als 
diferents clients, amb autorització del propietari del servei, el servidor d’aplicacions 
generalment. 
En el nostres cas fem servir concretament OAuth2, que és l’evolució del protocol a la versió 
2.0, i que va millorar significativament el protocol. Una d’aquestes millores va ser la 
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incorporació del protocol basat en Bearer Tokens, que és el que farem servir a la nostra 
aplicació. 
En concret, aquest protocol es basa en tokens d’accés i de actualització, que són atorgats pel 
servidor d’autenticació, en el nostre cas el mateix servidor de la nostra aplicació, al portador, de 
manera que en la següent petició cap al servidor on s’inclogui el token en les capçaleres HTTP, 
es considerarà autenticat a l’usuari. A més, al tractar-se d’una aplicació mòbil, nosaltres 
únicament farem servir els tokens d’accés, donat que un cop autenticat al propi mòbil, sent un 
dispositiu unipersonal i segur, no ens caldrà demanar autenticació en cada consulta, mantenint 
la sessió de tokens fins que l’usuari la cancel·li. 
 Implementació Servidor SwiftToDo 9.3.5
Ens centrem ara en la nostra implementació del servidor per a SwiftToDo basant-nos en les 
tecnologies esmentades. Per fer això, mostrarem detalls del codi i comentarem els aspectes 
més rellevants de la implementació. 
En primer lloc, mostrem l’estructura de directoris final del nostre servidor: 
 
 
Figura 23: Estructura de directoris del servidor SwiftToDo 
Les carpetes més destacades d’aquesta estructura seria: 
- Config: Contenen els fitxers de configuració pels diferents entorn, un per entorn de 
producció i un altre per l’entorn de proves. 
- Db: Aquesta carpeta conté els fitxers de connexió a la base de dades, concretament el 
fitxer mongoose.js 
- Log: Guarda els fitxers de log de l’aplicació 
- Model: En aquesta carpeta es troben els elements del model del nostre servidor, que ja 
hem mostrat quan explicàvem la nostra base de dades MongoDB. 
- Node_modules: Emmagatzema tots els mòduls o llibreries que es fan servir per 
l’aplicació nodeJS, així com les seves dependències. 
- Routes: La carpeta routes conté les inicialitzacions de rutes o URIs que seran 
executades pel servidor al rebre peticions, i la implementació de tots els mètodes que 
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s’executen. Conté tota la lògica de negoci del servidor, ja que s’encarrega de processar 
les peticions i enviar les respostes 
- Security: Implementació del mòdul de seguretat Oauth de l’aplicació 
- Test: Conté els elements de test, tant test unitari com test d’integració 
- Finalment al directori arrel trobem tots els fitxers d’inicialització i definició del servidor. 
A continuació analitzarem els fitxers més rellevants dins aquesta estructura de directoris. 
Config 
En aquest carpeta trobem tres fitxers en format Json, production.json, development.json i 
test.json, on es defineixen una sèrie de variables en funció de l’entorn, com la ruta de base de 
dades o el port del servidor entre d’altres: 
{ 
    "port": 3001, 
    "security": { 
        "tokenLife" : 3600 
    }, 
    "mongoose": { 
        "uri": "mongodb://localhost/SwiftToDoDBTest" 
    }, 
    "default": { 
        "client": { 
            "name": "Test SwiftToDo iOS API v1", 
            "clientId": "iOS", 
            "clientSecret": "566d03ab38flfemy6c15p" 
        }, 
        "user": { 
            "username": "admin", 
            "password": "service", 
            "email": "testAdmin@email.com" 
        } 
    } 
} 
DB 
Com ja hem comentat, dins aquesta carpeta trobem el fitxer mongoose.js que s’encarrega de 
realitzar la connexió a la base de dades en funció de l’entorn configurat. 
if (process.env.OPENSHIFT_MONGODB_DB_URL) { 
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    url = process.env.OPENSHIFT_MONGODB_DB_URL + 
    process.env.OPENSHIFT_APP_NAME; 
} else { 
 url = config.get('mongoose:uri'); 
} 
// Connect to mongodb 
var connect = function () { 




Com hem comentat, els fitxers d’aquesta carpeta són dels més importants del servidor, ja que 
són els que realment implementen totes les acciones a realitzar en rebre una petició HTTP, i 
també en enviar la resposta. En concret, en aquesta carpeta trobem les peticiones que es 
poden realitzar sobre api.js, per consultar l’estat de la nostra API, sobre oauth.js, per gestionar 
totes les operacions d’autenticació Oauth,  i després sobre objectes del nostre model, users.js, 
tasks.js i lists.js. 
Com a exemple, mostrem algunes parts del fitxer users.js, que implementa les operacions 
sobre usuaris. En primer lloc, veiem una petició sobre users/ que el que fa es llistar tots els 
usuaris de la base de dades, com veiem, el que es fa es que l’objecte router (propi de la 
llibreria ExpressJS), processa l’operació get sobre ‘/’, demanant autenticació de tipus ‘bearer’, i 
en el callback de la funció busca tots els usuaris de la base de dades, i respon amb els usuaris 
o amb un missatge d’error, en format Json: 
//GET - Return all Users in the DB 
router.get('/', passport.authenticate('bearer', { session: false }), 
    function(req, res) { 
        User.find(function(err, users) { 
            if(!err) { 
                log.debug('GET /users') 
                res.send(users); 
            } else { 
                log.error('ERROR: ' + err); 
                res.statusCode = 500; 
                return res.json({  
                  error: 'Server error'  
                }); 
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Un altre exemple seria obtenir un usuari de base de dades a partir d’un nom d’usuari enviar 
com a paràmetre en la petició HTTP, en aquest cas es realitza un GET amb el format 
‘/:username’, on s’indica que :username és un paràmetre, a partir d’aquesta es busca a base de 
dades,  i a més es fa servir la instrucció populate de mongoose per omplir els camps del nostre 
objecte del model referenciats cap a altres models, a mode de Join en el que seria SQL 
relacional: 
//GET - Return a User with by username 
router.get('/:username', passport.authenticate('bearer', { session: false }), 
   function(req, res) { 
       User.findOne({username:req.params.username}) 
       .populate('listsToWrite','listDescription owner') 
       .populate('listsToRead','listDescription owner') 
       .populate('listsToAccept','listDescription owner') 
       .populate('userTasks') 
       .exec(function(err, user) { 
            if (!user){ 
              res.statusCode = 404; 
              return res.json({  
                error: 'Not found'  
              }); 
            } 
            User.populate(user.listsToRead, {path:'owner', select:'firstname 
lastname'}, 
              function(err,owner){ 
                User.populate(user.listsToAccept, {path:'owner', select: 
'firstname lastname'}, 
                   function(err1,owner1){ 
                    if(!err) { 
                      log.debug('GET /user/' + req.params.username); 
                      res.send(user); 
                    } else { 
                    log.error('ERROR: ' + err); 
                      res.statusCode = 500; 
                      return res.json({  
                        error: 'Server error'  
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                      });  
App.js 
Aquest és el fitxer principal del servidor, i és el que inicialitza i defineix totes les llibreries i 
funcions a utilitzar per la resta de classes del servidor. El primer que es realitza en aquest fitxer 
és inicialitzar totes les llibreries i objectes del servidor, així com mòduls a utilitzar en algun 
moment: 
var express = require('express'); 
var path = require('path'); 
var cookieParser = require('cookie-parser'); 
var bodyParser = require('body-parser'); 
var passport = require('passport'); 
var methodOverride = require('method-override'); 
require('./security/auth'); 
 
var config = require('./config'); 
var log = require('./log')(module); 
var oauth2 = require('./security/oauth2'); 
var api = require('./routes/api'); 
var users = require('./routes/users'); 
var tasks = require('./routes/tasks'); 
var lists = require('./routes/lists'); 
 
En aquest fitxer es defineixen també les rutes URI a les que respondrà aquest servidor, i les 









Aquest és el fitxer que arrenca el nostre servidor NodeJS, i s’encarrega d’inicialitzar l’app.js que 
acabem de comentar, i d’establir el servidor com a iniciat al port i URL establerts: 
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var config = require('./config'); 
var log = require('./log')(module); 
var app = require('./app'); 
var http = require('http'); 
var server   = http.createServer(app); 
var server_port = process.env.OPENSHIFT_NODEJS_PORT || config.get('port') || 
3000 
var server_ip_address = process.env.OPENSHIFT_NODEJS_IP || 
config.get(‘address’)  
  
server.listen(server_port, server_ip_address, function () { 




Finalment, volem mostrar també un fitxer molt important en aplicacions NodeJS, que és el 
Package.json. Aquest fitxer és un descriptor on es registren les dades del projecte, i també 
totes les llibreries o mòduls que utilitza, i les seves versions fixades, o versió mínima. D’aquesta 
manera, mitjançant la comanda npm install de NodeJS, es podrà instal·lar aquesta aplicació en 
un altra màquina o carpeta. El que fa npm install es consultar aquest fitxer per accedir al 
repositori de NodeJS i descarregar tots els mòduls, i configurar l’aplicació. 
{ 
  "name": "SwiftToDoServer", 
  "version": "1.0.0", 
  "author": "Carlos Rodriguez Aguado", 
  "description": "Rest API for Swift To Do applications", 
  "main": "server.js", 
  "dependencies": { 
    "body-parser": "~1.8.x", 
    "cookie-parser": "~1.3.x", 
    "debug": "~2.0.x", 
    "express": "~4.10.x", 
    "faker": "^2.0.x", 
    "method-override": "^2.3.x", 
    "mongoose": "^4.0.x", 
    "nconf": "^0.6.x", 
    "oauth2orize": "^1.0.x", 
    "passport": "^0.2.x", 
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    "passport-http": "^0.2.x", 
    "passport-http-bearer": "^1.0.x", 
    "passport-oauth2-client-password": "^0.1.x", 
    "winston": "^0.8.x", 
    "morgan": "^1.6.x", 
    "mocha": "~2.2.4" 





10. Aplicació iOS 
Aquest apartat tot i tractar-se també d’implementació, de l’aplicació iOS en aquest cas, hem 
volgut dedicar-li un apartat complet ja que és l’element central d’aquest projecte i es donarà 
una descripció detallada de tot el procés, des de la configuració de l’entorn de treball, al 
disseny de pantalles i fluxos de pantalles, fins tot el detall de comunicacions i lògica de negoci. 
També s’analitzaran diferents mòduls i llibreries d’iOS que s’aplicaran en el projecte. 
10.1 Entorn de treball 
Pel desenvolupament d’una aplicació per iOS les dues eines fonamentals són l’entorn de 
desenvolupament Xcode, i el Simulador iOS. Totes dues eines són gratuïtes i es poden obtenir 
a la Mac App Store, sense necessitat de tenir el programa de desenvolupadors ni cap altre 
requeriment que una compte d’AppleID. 
 Xcode 6 10.1.1
La versió actual d’Xcode és la versió 6.3, com hem dit disponible gratuïtament a través de la 
Mac App Store per tots els usuaris de OS X Yosemite. La primera versió d’Xcode va ser 
publicada al 2003, i reemplaçava l’entorn de desenvolupament Project Builder, herència de 
NeXT. Inicialment estava basat en el compilador GNU, però en les darreres versions va passar 
a utilitzar un compilador i una màquina virtual propis d’Apple, l’LLVM. El mateix passa amb 
l’eina per Debug, que va ser el GNU Debugger fins l’Xcode 4.6.3 i posteriorment va passar a 
ser l’LLDB Debugger, basat en la màquina virtual LLVM. Xcode suporta un gran número de 
llenguatge de programació, no únicament Objective-C i Swift. 
Una de les eines més destacades d’Xcode és l’Interface Builder, que permet dissenyar i creat 
interfícies gràfiques per les aplicacions fent servir únicament l’editor gràfic, sense escriure codi. 
Com veurem al llarg del projecte, és una eina molt útil i potent. 
Crear un projecte nou 
Les aplicacions d’iOS comencen amb un nou projecte d’Xcode, que ofereix diferent plantilles 
per començar projectes facilitant l’estructura de fitxers o les eines bàsiques necessàries per 
poder iniciar cada tipus de projecte. 
En el nostre cas, optem per una aplicació Single View Application, que ens proporcionarà el cos 
bàsic per una aplicació amb una sola pantalla, però ens permetrà fer-la créixer i és la millor 




Figura 24: Nou projecte Xcode 
El següent pas, ens demana pel nom de l’aplicació i de la companyia que desenvolupa 
l’aplicació, així com el llenguatge que es farà servir per aquesta, en el nostre cas Swift, i a quin 
dispositiu estarà adreçada, que hem escollit iPhone. 
 
Figura 25: Detalls nou projecte Xcode 
Un cop completat el procés de creació del projecte, el propi Xcode s’encarrega de crear un 
repositori Git per la nostra aplicació, i podem passar a la fase d’implementació. 
Principals vistes i modes 
La primera pantalla que ens mostra l’Xcode està formada per panells de funcions, a l’esquerra, 
la dreta i a la part inferior, mentre que a la part de dalt tenim els botons per seleccionar la vista 




Figura 26: Vistes Xcode 
El panell de l’esquerra s’anomena Navegador, i ens permet consultar totes les classes i 
funcions del nostre projecte, així com els fitxers, i també realitzar les cerques, consultar els 
avisos i errors, i els breakpoints. 
 
Figura 27: Navegador Xcode 
Veient la imatge de les opcions del Navegador, enumerades d’esquerra a dreta serien: 
- Navegador de projecte 
- Navegadors de símbols 
- Cerca 
- Avisos i errors 
- Test i proves 
- Debug 
- Breakpoints 
- Registre d’activitat 
En quant a la part inferior, aquesta es fa servir per mostrar la sortida estàndard de consola i per 




Figura 28: Panel inferior Xcode 
 
Com s’observa a un costat tenim tots els objectes en memòria de l’aplicació en el moment 
actual, i a la dreta la sortida estàndard . 
En tercer lloc, a la part dreta el que es mostra és una pantalla amb propietats dels diferents 
elements de l’aplicació, pantalles, classes, i tots els objectes en general. Serveix tant per editar 
les propietats, com per afegir de noves, i també inclou una paleta de components per afegir 
nous elements a les pantalles, com veurem més endavant. 
 




Finalment, i com a part central i més important, trobem l’editor, tant de fitxers, de classes i 
d’elements d’interfície gràfica. Aquesta vista es controla amb els següents tres botons de la part 
superior esquerre: 
 
Figura 30: Control de vistes Xcode 
Aquests botons ens permeten triar entre la vista de la classe senzilla, una vista doble on es 
combina a pantalla dividida normalment dos classes que interactuen entre elles, i en tercera 
opció veure l’històric de versions al repositori sobre un fitxer determinat.  
A mida que avancem en el projecte veurem les utilitats i avantatges de la majoria de les vistes i 
panells que hem descrit en aquest apartat. 
En quant a l’execució de l’aplicació tant en el simulador com en dispositius reals, es fan servir 
els següents botons, que permeten executar i parar l’aplicació, i seleccionar el dispositiu sobre 
el qual es vol executar. 
 
Figura 31: Control d'execució Xcode 
 Simulador iOS 10.1.1
El simulador iOS és una de les eines més importants per desenvolupar una aplicació iOS, ja 
que permet simular qualsevol dispositiu iOS i en qualsevol mida, i a més, provar totes les 
funcionalitats i tots els possibles gestos que es poden realitzar sobre un dispositiu real. Amb el 
simulador es pot rotar el dispositiu, fer gestos, clics, mostrar diferents pantalles, i accedir a 
aplicacions real del dispositiu, així com obtenir informació de l’ús de memòria del dispositiu per 
millorar les nostres aplicacions. 
Com veiem a la següent imatge, podem escollir entre tota la gama de dispositius iOS, i realitzar 




Figura 32: Simulador iOS 
10.2 Vistes 
 Storyboard 10.2.1
El punt de partida d’una aplicació iOS és l’Storyboard. Aquest és una representació gràfica de 
totes les pantalles de l’aplicació i del flux de navegació i transicions entre pantalles. Un dels 
principals avantatges de les aplicacions per iOS, és que es pot realitzar tot així d’una manera 
molt senzilla i intuïtiva mitjançant l’Xcode i les seves eines. 
Mitjançant l’Storyboard dibuixem totes les pantalles i els seus components, i amb els editors de 
propietats de l’Xcode vinculem aquests components amb objectes del codi i funcions. 





Figura 33: Pantalla inicial Storyboard 
La fletxa de l’esquerra indica que aquesta és la pantalla inicial de l’aplicació, i la resta és la 
vista amb l’estructura que tindrà aquesta pantalla, com veiem té dos camps de text i un botó. 
Per afegir els elements, fem servir la paleta de components de l’UIKit, que ens permet escollir 





Figura 34: Elements UIKit Xcode 
Els elements s’associen a variables i funcions mitjançant les connexions, definides vers el 
controlador de cada vista. La següent pantalla d’Xcode mostra un exemple real de la nostra 
aplicació: 
 
Figura 35: Connexions vista Xcode 
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En aquest panell de propietat trobem connexions de tres tipus: 
- IBOutlet: Els Interface Builder Outlet fan referència als objectes que es creen al codi 
per poder manipular un component de l’Storyboard programàticament. Amb aquesta 
referència es poden canviar totes les propietats d’un component, com el seu color, 
mida o text, o fins i tot la seva presència en pantalla o la posició. 
- IBAction: Els Interface Builder Action fan referència amb les accions a les que 
s’associen determinats tipus d’elements de les pantalles, normalment botons i altres 
components amb més interacció amb l’usuari. D’aquesta manera, es defineix l’acció 
per exemple que realitza el botó Login en un determinat event, per exemple el fer un 
clic, doble clic o mantenir premut. 
- Segues: Els segues són les transicions que es poden disparar des d’una vista, en quin 
mode es faran, si és en mode modal, o en mode navegació, i també si tenen associat 
alguna funció al codi del controlador de la vista. 
 Layout Constraints 10.2.2
Inicialment, les aplicacions d’iOS no gestionaven diferents resolucions de pantalla ni 
dispositius, donat que només es podia programar pel tradicional iPhone. Amb l’aparició de 
l’iPad i més tard dels iPhones de diferents mides, va aparèixer el problema del Layout, o la 
distribució dels components de les vistes en pantalles adaptats a diferents resolucions. Per 
solucionar això l’entorn de programació per iOS proveïa les Layout Constraints, restriccions de 
distribució, que permeten establir restriccions per distribuir o fixar les mides i posicions dels 
components en pantalla per diferents resolucions. Una de les principals millores del darrer 
compilador de Swift i de l’Xcode, és l’optimització del manteniment i creació de les restriccions, 
permeten definir-les d’una manera molt visual, i fins i tot, moltes vegades resolent totes les 
restriccions de manera automàtica. 
Les constraints el que fan és establir la relació de mida i posició dels components respecte els 
seus contenidors, i també fixar fins quina mida pot créixer un camp o un espai entre camps. Per 
editar això de manera visual Xcode proporciona les següents eines, repartides en tres botons 
de la part inferior de l’editor de l’Storyboard. 
 
Figura 36: Afegir noves constraints 
El botó per afegir noves constraints, on es permet definir l’amplada i la llargada, si es vol 
mantenir una relació d’iguals amb algun altre component, o si es vol fixar la separació del 
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component amb el seu contenidor, definit a la part superior de la imatge d’una manera molt 
visual. 
 
Figura 37: Afegir noves constraints d'alineació 
El botó per afegir noves constraints d’alineació, ens permet definir la posició de l’element en el 
seu contenidor, si ha de guardar una certa distància amb els bordes verticals i horitzontals, o si 
ha d’estar centrat. 
 
Figura 38: Menú constraints 
Finalment trobem el tercer botó, però el més important, que ens permet demanar a l’Xcode que 
ens actualitzi de manera automàtica les nostres constraints, que ens suggereixi les que falten, 
o que directament faci un reset i posi les que són suggerides. També permet actualitzar els 
components de la vista per tal que s’adaptin a les nostres constraints, de manera que veiem de 
forma gràfica com ha quedat la nostra pantalla. 
A mode d’exemple mostrem les restriccions definides pel botó de Login que hem vist 




Figura 39: Panel propietats constraints 
En aquest panell de propietats observem com es defineix la posició inicial del component dins 
la vista, i les seves mides. També s’observen les restriccions, que estableixen per exemple una 
alçada fixa de 52 píxels, centrar l’element respecte la label “No Account”..., i també que 
comenci i acabi juntament amb l’element “divider”, i respecte el border de l’element 
“background”, també s’estableix que l’espai de la part inferior amb la label “No Account” sigui el 
per defecte. 
10.3 Controladors 
Un cop vists els principals elements de la part gràfica i d’interfície d’usuari, passem a analitzar 
el funcionament dels controladors. Els controladors gestionen tot el cicle de vida de l’aplicació, i 
les relacions entre el model i les vistes. En aquest apartat mostrarem els exemples del nostre 
codi d’implementació que considerem més significatius, sense incloure classes senceres. 
 AppDelegate 10.3.1
El punt de partida d’una aplicació a nivell de codi és la classe AppDelegate.swift, amb l’anotació 
@UIApplicationMain, que indicat que és la classe principal, i implementa els mètodes del 
delegate UIApplicationDelegate. Dins aquesta classe es troben les funcions que es llençaran a 
l’inici de l’aplicació, així com quan estigui en segon pla, o es tanqui. A continuació mostrem les 
capçaleres d’aquestes mètodes: 
func application(application: UIApplication, didFinishLaunchingWithOptions 




Aquest és el primer mètode que s’executa quan arrenca l’aplicació, i es fa servir per 
personalitzacions i establir variables globals, o per establir els controladors de navegació 
inicials. 
func applicationWillResignActive(application: UIApplication) {} 
El mètode anterior s’executa quan l’aplicació passa d’activa a inactiva, debut a una interrupció 
temporal o l’usuari canvia d’aplicació. Es recomana fer servir aquest mètode per pausar jocs o 
tasques en execució.  
func applicationDidEnterBackground(application: UIApplication) {} 
En aquest cas ens referim al mètode de quan l’aplicació s’estableix definitivament en segon pla. 
Aquest mètode es fa servir quan l’aplicació ha de funcionar en segon pla, en aquests casos no 
s’executa el mètode de terminar l’aplicació i s’executa aquest. També es fa servir per guardar 
dades, alliberar recursos i totes les funcions que es volen fer per si de cas després l’aplicació 
es finalitzada o restaurada. 
func applicationWillEnterForeground(application: UIApplication) {} 
 
Aquest mètode és l’invers de l’anterior, i es fa servir per restaurar o desfer les funcions que 
s’han aplicat al entrar al background ara que es surt. 
func applicationDidBecomeActive(application: UIApplication) {} 
 
Seguint l’ordre d’execució, aquest mètode es crida ja un cop l’aplicació torna a estar activa. Així 
doncs l’ideal es fer servir aquest mètode per reiniciar les tasques en pausa o refrescar la 
interfície d’usuari. 
func applicationWillTerminate(application: UIApplication) {} 
 
Finalment, trobem el mètode que s’executa al finalitzar l’aplicació. Es pot fer servir per guardar 
dades d’usuari. 
En la nostra aplicació, el mètode que hem implementat per necessitat ha estat el de llançament 
de l’aplicació, on hem establer el controlador de navegació inicial, i comprovem si l’usuari està 
autenticat per redirigit cap a la pantalla principal, o cap a la pantalla de Login en cas negatiu. A 
continuació mostrem el codi d’aquesta funció: 
func application(application: UIApplication, didFinishLaunchingWithOptions 
launchOptions: [NSObject: AnyObject]?) -> Bool { 
   window = UIWindow(frame: UIScreen.mainScreen().bounds) 
         
   var initialViewController: UIViewController? 
   var storyboard = UIStoryboard(name: "Storyboard", bundle: nil) 
   if let refreshToken = KeychainService.loadToken() { 
    
       if refreshToken.length == 0{ 
           initialViewController = 
storyboard.instantiateViewControllerWithIdentifier("LoginViewController") as? 
UIViewController 
       } else { 
           initialViewController = HomeViewController() 
       } 
        
   } else { 





   } 
   let navController = UINavigationController(rootViewController: 
initialViewController!) 
   navController.navigationBarHidden = true; 
 
   self.window?.rootViewController = navController 
   self.window?.makeKeyAndVisible() 
         
   return true 
} 
 UIViewController 10.3.2
Tots els controladors de vista estenen per defecte d’UIViewController. L’UIViewController 
ofereix tota la infraestructura per a gestionar les vistes d’una aplicació iOS, i tot el seu cicle de 
vida. S’encarrega de carregar i mostrar les vistes, gestionar les interaccions i les respostes als 
diferents events. A més, com tots els controladors permet comunicar-se amb altres 
controladors d’altres vistes. Així doncs, les principals responsabilitats d’un UIViewController 
són: 
- Actualitzar el contingut de les vistes 
- Respondre a les interaccions de l’usuari 
- Redimensionar vistes i gestionar la distribució dels seus components sobre la interfície, 
adaptant-se a les rotacions i també a transicions i animacions 
La següent figura mostra com s’estableix el cicle de vida d’una vista, i quin són els mètodes 
que s’executen en cada moment, i que podem sobreescriure per realitzar les funcions 
necessàries per posar a punt la nostra aplicació o per actualitzar les dades. 
 








func viewDidAppear(_ animated: Bool) 
func viewDidLoad() 
func viewWillDisappear(_ animated: Bool) 
func viewDidDisappear(_ animated: Bool) 
Aquests són els mètodes que s’executen en cada transició. La principal diferència entre els 
mètodes Appear i Load, és que els viewDidLoad o viewWillLoad només s’executen una 
vegada, mentre que els mètodes viewDidAppear o viewWillAppear s’executen cada vegada 
que es mostrarà la vista. D’aquesta manera els primers es fan servir per inicialitzar variables I 
propietats, mentre que els segons es fan servir actualitzar les dades a mostrar en pantalla. 
func didReceiveMemoryWarning() 
 
Un altre mètode que volem destacar és el didReceiveMemoryWarning, que s’executa quan 
l’aplicació rep un avis del dispositiu per problemes de memòria o perquè necessita la memòria 
per una altra aplicació en aquell moment. En aquest mètode s’ha d’alliberar tota la memòria 
que sigui possible per garantir el bon funcionament tant del dispositiu com de l’aplicació. 
 HomeViewController 10.3.3
Ara que hem vist com és l’esquelet bàsic d’un controlador de vista, podem veure un exemple 
de controlador dins la nostra aplicació. El controlador escollit és el principal, el 
HomeViewController, que és la primera pàgina de l’aplicació, juntament amb el menú lateral, i 
que considerem un dels més complets, i en el que es veuen diversos elements característics 
del llenguatge Swift i de les aplicacions iOS. 
En primer lloc, veiem com el nostre HomeViewController és una subclasse d’UIViewController: 
class HomeViewController: UIViewController { 
 
En primer lloc, veiem com el nostre HomeViewController és una subclasse d’UIViewController: 
    override func viewWillAppear(animated: Bool) { 
         
Per realitzar les inicialitzacions, farem servir el mètode viewWillAppear, que es executat cada 
vegada que apareixerà la vista, i ens servirà per col·locar els elements al seu lloc, la pantalla 
principal i el menú lateral. En el següent exemple veiem com el primer que es fa es cridar la 
viewWillAppear de la super classe, i inicialitzar el controlador associat a l’Storyboard. 
      super.viewWillAppear(animated) 
         
        listViewController = UIStoryboard.listViewController() 
        listViewController.delegate = self 
 
El pròxim bloc de codi ens mostra com inicialitzem el controlador de navegació, que ens permet 
transicionar entre les diferents vistes, anant endavant i enrere, i com li afegim les vistes de 
manera personalitzada. La particularitat d’aquest controlador és que està format per una vista, 
l’anomenada Home, que engloba dues vistes més, la ListViewController i després una 
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anomenada SideMenuViewController. Això es realitzar per aconseguir tenir varies vistes 
carregades en memòria, i mostrar una o una altra en funció de l’usuari. 
        homeNavigationController = UINavigationController(rootViewController: 
listViewController) 
         
        view.addSubview(homeNavigationController.view) 
        addChildViewController(homeNavigationController) 
         
        homeNavigationController.didMoveToParentViewController(self) 
 
Com veiem ara, afegim un reconeixedor de gestos, que permet captar els gestos de l’usuari i 
executar una acció associada. En aquest cas reconeixem el gest de desplaçar el dit 
horitzontalment per la pantalla, anomenat Pan, i cridem la funció handlePanGesture. Aquesta 
funció el que realitza es mostrar o ocultar el menú lateral amb el desplaçament del dit per 
pantalla. 
        let panGestureRecognizer = UIPanGestureRecognizer(target: self, 
action: "handlePanGesture:") 
        
homeNavigationController.view.addGestureRecognizer(panGestureRecognizer) 
 
D’aquest controlador també volem destacar alguns dels elements el Swift que són una novetat, 
com les enumeracions i les propietats amb observadors. Com a exemple veiem una 
enumeració dels possibles estats del menú lateral, i com a l’actualitzar el valor de l’estat del 
menú, es crida la funció que pinta l’ombra lateral o no, en el mètode didSet: 
    enum SlideOutState { 
        case Collapsed 
        case LeftPanelExpanded 
    } 
    var currentState: SlideOutState = .Collapsed { 
        didSet { 
            let shouldShowShadow = currentState != .Collapsed 
            showShadowForCenterViewController(shouldShowShadow) 
        } 
    } 
Un altre bon exemple és la implementació de delegates, que altres vistes poden implementar 
per a interactuar amb la vista principal HomeViewController. En aquest cas es tracta del 
ListViewControllerDelegate, que implementarà la vista controlada pel 
ListViewControllerDelegate, i per exemple serveix per executar la funció que mostra o amaga el 
menú lateral.  
extension HomeViewController: ListViewControllerDelegate { 
     
    func toggleLeftPanel() { 
        let notAlreadyExpanded = (currentState != .LeftPanelExpanded) 
         
        if notAlreadyExpanded { 
            addLeftPanelViewController() 
        } 
         
        animateLeftPanel(shouldExpand: notAlreadyExpanded) 
    } 
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Per fer això, dins ListViewController tenim un delegate opcional de tipus 
ListViewControllerDelegate amb una sèrie de mètodes opcionals també, sobre el qual 
invoquem el mètode toggleLeftPanel() en l’acció d’un botó anomenat menú: 
protocol ListViewControllerDelegate { 
    optional func toggleLeftPanel() 
    optional func collapseSidePanels() 
} 
 
    var delegate: ListViewControllerDelegate? 
 
    @IBOutlet weak var tableView: LoadingTableView! 
     
    @IBAction func menu(sender: AnyObject) { 
        delegate?.toggleLeftPanel?() 
    } 
 ListViewController 10.3.4
El nostre controlador anomenat ListViewController està inclòs dins la vista principal 
HomeViewController com hem vist, i s’encarrega de mostrar la taula amb les llistes de l’usuari, 
així com de gestionar accedir al detall d’una llista, accedir a crear una nova tasca i accedir a 
crear una nova llista. 
Existeixen dos maneres d’implementar taules de dades en una aplicació d’iOS, una es fer servir 
un UITableViewController, que és una vista on només hi ha una taula, i s’implementa tota la 
seva gestió, i l’altra, és fer servir un UIViewController, juntament amb implementar en aquest 
mateix els delegates UITableViewDataSource i UITableViewDelegate. D’aquesta manera 
podem tenir una taula dins un UIViewController. En el nostre cas hem fet servir un 
UIViewController amb els dos delegates, amb una propietat del tipus UITableView associada a 
una taula a la corresponent vista de l’Storyboard, i un array de List que serà el model de dades 
de la nostra taula: 
class ListViewController: UIViewController, UITableViewDataSource, 
UITableViewDelegate { 
 
    @IBOutlet weak var tableView: LoadingTableView! 
 
    var listModel = [List]() 
 
 
Aquests delegates proveeixen els mètodes que permeten omplir la taula, així com realitzar 
accions sobre aquesta, com seleccionar una cel·la. Els dos mètodes següents permeten definir 
el nombre de seccions de la taula, en el nostre cas una única secció, i el nombre de files: 
    func numberOfSectionsInTableView(tableView: UITableView) -> Int { 
        return 1 
    } 
     
    func tableView(tableView: UITableView, numberOfRowsInSection section: 
Int) -> Int { 
        return listModel.count 
    } 
El mètode a continuació ens permet establir per cada cel·la quin és exactament el seu 
contingut, i establir els valors de les seves propietats basant-nos en el nostre model, i en el 
tipus de cel·la. Nosaltres hem sobreescrit el tipus de cel·la reemplaçant l’estàndard 
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UITableViewCell per ListTableViewCell, com s’aprecia es defineix el valor de les diferents 
UILabel que conté la cel·la i una imatge: 
    func tableView(tableView: UITableView, 
        cellForRowAtIndexPath indexPath: NSIndexPath) -> UITableViewCell { 
            let cell = 
tableView.dequeueReusableCellWithIdentifier("myListCell") as! 
ListTableViewCell 
            let item = listModel[indexPath.row] 
            cell.labelListDescription?.text = item.listDescription 
            cell.labelListOwner?.text = item.ownerFirstname + " " + 
item.ownerLastname 
            if !(indexPath.row==0) 
            { 
                cell.listTableCellImage.image = nil 
            } else { 
                cell.listTableCellImage.image = UIImage(named:"homeIcon")! 
            } 
            cell.selectionStyle = .None 
            return cell 
    } 
La implementació de la cel·la ListTableViewCell és molt senzilla, ja que inclou les labels i la 
imatge esmentades: 
class ListTableViewCell: UITableViewCell { 
 
    @IBOutlet weak var listTableCellImage: UIImageView! = UIImageView() 
    @IBOutlet weak var labelListDescription: UILabel! = UILabel() 
    @IBOutlet weak var labelListOwner: UILabel! = UILabel() 
 
Finalment, respecte aquest controlador comentar que en el mètode viewWillAppear es realitza 
la crida al servidor per obtenir les dades del model, en el següent apartat comentarem les 
comunicacions entre els controladors i el servidor. 
10.4 SendAsynchronousRequest 
Per obtenir les dades del servidor, farem servir els mètodes que ofereix la classe de Swift 
NSUrlConnection. Aquesta ofereix mètodes per realitzar crides tant de manera síncrona com 
asíncrona, i nosaltres optarem per fer-ho de manera asíncrona, ja que és la manera més 
adequada per aplicacions que tenen interacció amb l’usuari i que no poden bloquejar els 
elements de pantalla en una operació de comunicacions. 
En primer lloc, hem definit un objecte anomenat Connection.swift on establim els paràmetres de 
connexió amb el nostre servidor, i que ens proporciona la URL necessària per les crides, així 
com les constants d’autenticació a la nostre API Rest: 
public strict Connection { 
     
    static var clientId = "iOS" 
    static var clientSecret = "*************" 
    static var apiBaseUrl = "http://nodejs-swifttodo.rhcloud.com" 
     
    public static func apiURLWithPathComponents(components: String) -> NSURL 
{ 
        let baseUrl = NSURL(string: Connection.apiBaseUrl) 
        let APIUrl = NSURL(string: components, relativeToURL: baseUrl) 
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        return APIUrl! 
    } 
} 
Amb aquest mètode construïm la URL sobre la qual farem la petició, i establim quin tipus de 
petició i quins paràmetres tindrà, i després farem la crida com es veu en l’exemple, en aquest 
cas una crida GET, on enviem les dades d’autenticació: 
 
        let url = Connection.apiURLWithPathComponents(path as String) 
        let request = NSMutableURLRequest(URL: url) 
        request.HTTPMethod = "GET" 
         
        request.addValue("application/json", forHTTPHeaderField: "Content-
Type") 
        request.addValue("application/json", forHTTPHeaderField: "Accept") 
        request.setValue("Bearer \(token!)", forHTTPHeaderField: 
"Authorization") 
         
         
        NSURLConnection.sendAsynchronousRequest(request, queue: 
NSOperationQueue.mainQueue(), completionHandler:{ (response: NSURLResponse!, 
urlData: NSData!, error: NSError!) -> Void in 
 
Com es veu a la crida anterior, aquesta s’encua en una de les cues que ofereix el dispositiu 
iOS, i que serveix per prioritzar tasques entre aplicacions. En aquest cas, afegim la crida a la 
cua principal, NSOperationQueue.mainQueue(), per donar prioritat màxima a la petició. 
Un cop feta la crida, obtenim la resposta i recuperem el seu contingut, que processem en 
format JSON i transformem en un objecte Swift del nostre model. Un cop obtingudes les dades, 
actualitzem les dades de la taula, i amaguem l’indicador d’activitat: 
if let res = response as! NSHTTPURLResponse! 
   { 
       if (res.statusCode == 200) 
       { 
  self.listModel.removeAll(keepCapacity: false)                      
  let jsonResponse = JSON(data: urlData!) 
           self.user = self.user.fromJSON(jsonResponse) 
                    
           for listToWrite in self.user.listsToWrite 
           { 
                self.listModel.append(listToWrite) 
           } 
           for listToRead in self.user.listsToRead 
           { 
                self.listModel.append(listToRead) 
           } 
           self.tableView.hideLoadingIndicator() 




10.5 Gestió d’errors 
En cas d’error, el que fem es mostrar una alerta a l’usuari amb el contingut de l’error, per fer 
això, emprem objectes del tipus UIAlertView, i ho podem fer en funció del codi d’error de la 
resposta de la nostra API. En el següent exemple mostrem aquest codi: 
          else if (res.statusCode == 403) 
           { 
              var alertView:UIAlertView = UIAlertView() 
              alertView.title = "error".localized 
              alertView.message = "wrongAuthentication".localized 
              alertView.delegate = self 
              alertView.addButtonWithTitle("accept".localized) 
              alertView.show() 
            } 
            else { 
              var alertView:UIAlertView = UIAlertView() 
              alertView.title = "error".localized 
              alertView.message = "connectionError".localized 
              alertView.delegate = self 
              alertView.addButtonWithTitle("accept".localized) 
              alertView.show() 
             } 
10.6 Estat de la connexió 
Per tal de comprovar la connexió del servidor en les nostres comunicacions, hem implementat 
un mètode isConnectedToNetwork que retorna si la connexió al servidor esta activa o no. 
Aquest ens serà útil per comprovar abans de fer una crida si la connexió està activa, i mostrar 
un missatge a l’usuari abans d’iniciar la comunicació asíncrona. 
    class func isConnectedToNetwork()->Bool{ 
         
        var Status:Bool = false 
        let url = NSURL(string: Connection.apiBaseUrl) 
        let request = NSMutableURLRequest(URL: url!) 
        request.HTTPMethod = "GET" 
        request.cachePolicy = 
NSURLRequestCachePolicy.ReloadIgnoringLocalAndRemoteCacheData 
        request.timeoutInterval = 5.0 
         
        var response: NSURLResponse? 
        var data = NSURLConnection.sendSynchronousRequest(request, 
returningResponse: &response, error: nil) as NSData? 
         
        if let httpResponse = response as? NSHTTPURLResponse { 
                Status = true 
        } 
        else 
        { 
            let alert = UIAlertView(title: "noInternet".localized, message: 
"makeSureConnected".localized, delegate: nil, cancelButtonTitle: 
"accept".localized) 
            alert.show() 
        } 
        return Status 
    } 
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10.7 Security Keychain 
El sistema operatiu iOS ofereix una API per emmagatzemar informació al dispositiu de manera 
segura, aquesta és la Keychain Services API, i les funcions que té permeten afegir i esborrar 
informació de manera encriptada i segura, i copiar-la i actualitzar-la. En el nostre cas, fem servir 
aquests serveis per emmagatzemar l’usuari loginat i el token d’autenticació a la nostra Rest 
API. Per fer-ho hem definit la classe KeychainService.swift, on incloem els mètodes necessaris 
per processar la informació a guardar i enviar-la a l’API d’iOS en els formats que requereix: 
    class func saveToken(token: NSString, username: NSString, userId: 
NSString) { 
        self.save(serviceIdentifier, data: token) 
        self.save(userAccount, data: username) 
        self.save(userID, data: userId) 
    } 
     
    class func loadToken() -> NSString? { 
        var token = self.load(serviceIdentifier) 
         
        return token 
    } 
 
10.8 Model 
El model de la nostra aplicació en Swift consta de tres classes, i bàsicament es defineixen les 
seves propietats, els mètodes inicialitzadors i un mètode per convertir de JSON a objecte. Per 
processar el JSON fem servir una llibreria externa anomenada SwiftyJSON, que permet 
processar i manipular de manera senzilla missatges JSON, ja que l’opció nativa que ofereix 
Swift és difícil de llegir i complica el seguiment del codi i la utilització senzilla. 
En aquest apartat mostrem com a exemple de classe del model la implementació de l’objecte 
List, en primer lloc les seves propietats i mètodes d’inicialització: 
class List: NSObject { 
    
    var listID: String 
    var listDescription: String 
    var tasks: [Task] 
    var ownerFirstname: String 
    var ownerLastname: String 
    var readonly = false 
     
     
    override init () 
    { 
        self.listID = "" 
        self.listDescription = "" 
        self.ownerFirstname="" 
        self.ownerLastname="" 
        self.tasks = [] 
    } 
     
    init (id: String, listDesc: String, ownerName: String, 
ownerSurname:String, tasksToInit: [Task], readonly: Bool) 
    { 
        self.listID = id 
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        self.listDescription = listDesc 
        self.ownerFirstname=ownerName 
        self.ownerLastname=ownerSurname 
        self.tasks = tasksToInit 
        self.readonly = readonly 
    } 
A continuació mostrem com convertim d’objecte JSON a un objecte List del nostre model: 
func fromJSON(jsonList: JSON, readonly: Bool)->List 
    { 
        let id = jsonList["_id"].string 
        let listDescription = jsonList["listDescription"].string 
        var varOwnerFirstname = "" 
        var varOwnerLastname = "" 
        if let ownerFirstname = jsonList["owner"]["firstname"].string 
        { 
            varOwnerFirstname = ownerFirstname 
        } 
        if let ownerLastname = jsonList["owner"]["lastname"].string 
        { 
            varOwnerLastname = ownerLastname 
        } 
         
        var aTasks = [Task]() 
        if let tasksArray = jsonList["tasks"].array{ 
            for taskItem in tasksArray { 
                let listTaskItem = Task().fromJSON(taskItem) 
                aTasks.append(listTaskItem) 
            } 
        } 
         
        let list = List(id: id!, listDesc: listDescription!, ownerName: 
varOwnerFirstname, ownerSurname: varOwnerLastname, tasksToInit: aTasks, 
readonly: readonly) 
         
10.9 Internacionalització 
Un dels apartats importants de qualsevol aplicació és donar suport a diversos idiomes, per tal 
que els usuaris la puguin fer servir en el seu idioma. Per fer això, les aplicacions s’adapten a 
l’idioma del dispositiu sobre el que funcionen, sempre i quan hagin estat configurades per a 
diversos idiomes. La configuració es realitza a nivell de projecte, dins l’Xcode,  a la pestanya 





Figura 41: Idiomes aplicació 
Un cop establerts els idiomes de la nostra aplicació, al nostre arbre de directoris se’ns hauran 
afegit uns fitxers per definir els textos en els diferents idiomes, fent servir parelles de clau i 
valor, amb el format “text Clau” = “Text Valor”;. 
 
Figura 42: Fitxers de traducció 
I alguns exemples: 
"login Button" = "Login"; 
"addListLabel" = "Add List"; 
"editListLabel" = "Edit List"; 
"addTaskLabel" = "Add Task"; 
"editTaskLabel" = "Edit Task"; 
Un cop hem establert que la nostra aplicació és multi idioma, l’Xcode i iOS ens permeten fins i 
tot definir interfícies d’usuari personalitzades per a cada idioma, des de vistes simples, la 
pantalla de benvinguda o fins i tot disposar d’un Storyboard diferent per a cada idioma. Això 
resulta molt útil per idiomes on el sentit de l’escriptura i la disposició dels elements en pantalla 
ha de canviar. En el nostre cas tenim una pantalla de benvinguda específica pels diferents 
idiomes: 
 
Figura 43: Traducció de vistes 
93 
 
Finalment, per obtenir els textos de l’aplicació en els diferents idiomes, hem creat una extensió 
de Swift per la classe Sting, que el que fa és recuperar del document de textos corresponen a 
l’idioma el text corresponent: 
extension String { 
    var localized: String { 
        return NSLocalizedString(self, tableName: nil, bundle: 
NSBundle.mainBundle(), value: "", comment: "") 
    } 
} 
D’aquesta manera, instanciant un text de la forma que es mostra a continuació obtenim el text 
associat a l’idioma del dispositiu: 
"enterUsername".localized 
10.10 MapKit 
Un dels components d’iOS amb el que hem volgut experimentar en aquest projecte ha estat el 
sistema de mapes, el MapKit, un dels components dels Core Services d’iOS comentats a 
l’apartat que descrivia el sistema operatiu. Aquesta llibreria permet mostrar mapes i interactuar 
amb ells a les aplicacions iOS. En la nostra aplicació hem afegit un mapa per poder escollir una 
ubicació, i per mostrar-la com la ubicació associada a una tasca. 
Per fer això disposem d’un UIViewController on hem afegit un element de tipus MKMapView, i 
també hem afegit un reconeixedor de gestos per poder realitzar accions mantenint premut un 









class MapViewController: UIViewController { 
     
     
    @IBOutlet weak var mapView: MKMapView! 
    override func viewDidLoad() { 
        super.viewDidLoad() 
         
        mapTitle.text="mapTitle".localized 
        helpLabel.text="mapHelp".localized 
 
        var longPressRecogniser = UILongPressGestureRecognizer(target: self, 
action: "handleLongPress:") 
    
Dins l’acció que es executada al realitzar el gest, el  que fem és obtenir les coordenades del 
mapa on s’està prement, i guardar una anotació MKPointAnnotation sobre el propi mapa: 
        let touchPoint = gestureRecognizer.locationInView(self.mapView) 




         
        annotation = MKPointAnnotation() 
        annotation.coordinate = touchMapCoordinate 
    mapView.addAnnotation(annotation) 
 
10.11 AVFoundation 
Un altre dels serveis d’iOS que hem volgut afegir a la nostra aplicació són els serveis de 
l’AVFoundation, el framework per serveis audiovisuals inclòs a iOS en el Core Media. 
Concretament, farem servir components associats a l’AVAudio, que ens ajudaran a enregistrar 
notes de veu vinculades a les nostres tasques. 
Per fer això disposarem de les següents propietats al nostre controlador, una per gravar i un 
altre per reproduir les notes: 
    var recorder: AVAudioRecorder! 
    var player:AVAudioPlayer! 
 
Per gravar, el que fem és establir les propietats de la gravació, qualitat del so, format, 
codificació, etc., i inicialitzar l’objecte recordar, i sobre aquest executar record(), és important 
recordar que per accedir a la gravadora iOS demanarà permís a l’usuari: 
if (session.respondsToSelector("requestRecordPermission:")) { 




if granted { 
 var recordSettings:[NSObject: AnyObject] = [ 
            AVFormatIDKey: kAudioFormatMPEG4AAC, 
            AVEncoderAudioQualityKey : AVAudioQuality.Max.rawValue, 
            AVEncoderBitRateKey : 320000, 
            AVNumberOfChannelsKey: 2, 
            AVSampleRateKey : 44100.0 
        ] 
        var error: NSError? 
        recorder = AVAudioRecorder(URL: soundFileURL!, settings: 
recordSettings, error: &error) 
   
self.recorder.record() 
 
Per executar accions mentre s’enregistra o un cop finalitzat l’enregistrament o la reproducció, el 
que fem servir són delegates de AVAudio: 
extension SingleTaskViewController : AVAudioRecorderDelegate { 
     
    func audioRecorderDidFinishRecording(recorder: AVAudioRecorder!, 
}        successfully flag: Bool) { } 
extension SingleTaskViewController : AVAudioPlayerDelegate { 
    func audioPlayerDidFinishPlaying(player: AVAudioPlayer!, successfully 




10.12 Storyboard final 
La següent imatge mostra de manera esquemàtica com queda representat el nostre Storyboard 
final a l’Xcode: 
 
Figura 44: Storyboard Final 
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11. Gestió de la qualitat 
La gestió de la qualitat és un dels apartats més importants del món del desenvolupament, i 
malgrat no sempre rep la importància que requereix, és una part indispensable de qualsevol 
projecte de software. En el nostre cas, aplicarem tests a nivell unitari, a nivell d’integració i a 
nivell funcional, fent servir diferents eines, aconseguint automatitzar tot el procés de testing. 
D’aquesta manera, tindrem processos automàtics que ens permetran provar la nostra aplicació, 
i a més, ens ajudaran també en temps de desenvolupament, ja que al fer modificacions o noves 
funcionalitats, podem veure que tot segueix funcionant correctament, i que no s’han fet canvis 
involuntaris que hagin alterar el bon funcionament de parts de l’aplicació. 
11.1 Test unitari 
Els tests unitaris verifiquen les parts més atòmiques del codi, és a dir, les més petites, com les 
classes i els elements del model. L’objectiu del test unitari és garantir que tots els elements de 
l’aplicació funcionen a nivell individual, de manera que es puguin detectar errors d’una manera 
més focalitzada, i en una fase inicial, abans de començar a integrar tots els components. 
Aquest tipus de test es basa en assercions, que es van encadenant o executant individualment, 
per tal de verificar que tots els components es comporten correctament. 
En el nostre cas realitzarem el test unitari del model mitjançant un framework de Node.js 
anomenat Mocha. Aquest framework permet provar tots els components de manera senzilla, 
obtenint els resultats d’una manera molt gràfica i comprensible, i generar un informe dels 
resultats. Es tracta d’un framework de test Javascript molt flexible, que permet realitzar proves 
de manera asíncrona, associant tots els errors als corresponents test cases i obtenir un mapa 
de cobertura de codi ràpidament. Hem definit tres tests unitaris, un per Task, List i User. 
Amb aquest framework, gaudim de les eines per inicialitzar una base de dades de proves, i per 
cada test, netejar-la i tornar-la a omplir per disposar d’un escenari adequat per les proves. 
Per fer això tenim els mètodes before() i after(), que s’executen abans i després d’executar el 
nostra grup de tests, i els mètodes beforeEach() i afterEach(), que s’executen abans i després 
de cada un dels tests individuals. 
before(function(done) { 
  var adminUser = new User({  
         username: 'admin',  
         firstname: 'System',  
         lastname: 'Admin',  
         password: 'service',  
         email: 'admin@email.com'  
     }); 
     adminUser.save();  
 
  chai.request(server) 
    .post('/api/oauth/token') 
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    .send({ grant_type: 'password', client_id: 'iOS', 
client_secret : '566d03ab38flfemy6c15p', username: 'admin', password: 
'service' }) 
    .end(function(err, res) { 
      token = res.body.access_token; 
      done(); 




  User.collection.drop(); 
     done(); 
 }); 
 
Per exemple, abans de cada test creem l’usuari administrador, que ens permet accedir a la 
base de dades a crear nous usuaris, i a poder utilitzar l’aplicació, i després l’eliminem per tenir 
la base de dades neta. 
Un altre exemple, en aquest cas de beforeEach i afterEach, és en el test de llistes, on abans de 
cada test inicialitzem tres llistes per a fer les proves i després les esborrem. 
 beforeEach(function(done){ 
  chai.request(server) 
     .get('/api/users/') 
     .set('Authorization', 'Bearer '+ token) 
     .end(function(err, res){ 
        adminUserID = res.body[0]._id; 
     var testList1 = new List({  
          listDescription: 'testList1', 
          owner: adminUserID 
         }); 
      testList1.save(); 
     var testList2 = new List({  
          listDescription: 'testList2' 
         }); 
      testList2.save(); 
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     var testList3 = new List({  
          listDescription: 'testList3' 
         }); 
      testList3.save(); 
        done(); 
  }); 
 }); 
 afterEach(function(done){ 
  List.collection.drop(); 
     done(); 
 }); 
Respecte els tests unitaris, aquests es defineixen com a i(), i en el seu callback es realitzen les 
assercions mitjançant instruccions should, should be i should have. Com a exemple posem el 
cas d’afegir noves tasques, on enviem a crear una nova tasca, i en la resposta comprovem que 
s’ha creat sense error, i que té tots els camps inicialitzats correctament, i amb el valor 
corresponent: 
   it('should add a SINGLE task on /tasks POST', function(done) { 
    chai.request(server) 
      .post('/api/tasks') 
      .set('Authorization', 'Bearer '+ token) 
      .send({'taskDescription': 'testTask5', 'complete': 'false', 
'ubication':'90,90', 'voiceNote':buffer1}) 
      .end(function(err, res){ 
        res.should.have.status(200); 
        res.should.be.json; 
        res.body.should.be.a('object'); 
        res.body.should.have.property('taskDescription'); 
        res.body.should.have.property('complete'); 
        res.body.should.have.property('ubication'); 
        res.body.should.have.property('voiceNote'); 
        res.body.should.have.property('_id'); 
        res.body.taskDescription.should.equal('testTask5'); 
        res.body.complete.should.equal(false); 
        res.body.ubication.should.equal('90,90'); 
99 
 
        done(); 
      }); 
  });   
Finalment, volem mostrar la sortida de l’execució dels tests unitaris en la següent captura: 
 
Figura 45: Execució test unitari 
11.2 Test d’integració 
Pels tests d’integració, també farem servir el framework de l’apartat anterior. En aquests tests, 
volem provar que tots els elements del model s’integren entre ells, així com les crides que es 
realitzaran entre client i servidor funcionaran i permetran fer funcionar l’aplicació. 
En concret, provarem que es poden afegir llistes a usuaris, tasques a llistes, també que es 
poden afegir tasques a usuaris, i que els usuaris poden compartir llistes amb altres usuaris. 
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Seguint el format anterior, un exemple de test seria el següent, on provem de compartir una 
llista amb un usuari, i també provem l’escenari erroni, on es comparteix una llista amb un usuari 
que no existeix:  
 it('should share List  with User on POST', function(done) { 
     chai.request(server) 
        .post('/api/users/sharelist/'+testUser2ID) 
     .set('Authorization', 'Bearer '+ token) 
  .send({'_id': testList1ID}) 
        .end(function(error, response){ 
          response.should.have.status(200); 
          done(); 
     }); 
 }); 
 
 it('should share List  with User invented and return Error on POST', 
function(done) { 
     chai.request(server) 
        .post('/api/users/sharelist/'+'INVENTED_USER') 
     .set('Authorization', 'Bearer '+ token) 
  .send({'_id': testList1ID}) 
        .end(function(error, response){ 
          response.should.have.status(206); 
          done(); 
     }); 
 }); 
Per aquest tipus de test també volem mostrar la sortida dels resultats de l’execució de tots els 




Figura 46: Execució test integració 
11.3 Test funcional 
Amb aquest tipus de test, el que volem provar és ja l’aplicació final, i que es comporta de 
manera correcte. Per fer-ho, aprofitarem l’eina que ens proporciona Xcode dins els seus 
Instruments de profiling, i es tracta de l’Automation. UIAutomation és una eina que permet 
programar scripts que interactuïn amb la interfície gràfica d’una aplicació, per simular el 
comportament d’un usuari amb l’aplicació, de manera que es poden provar tots els fluxos 
d’interacció usuari-aplicació, i de manera automatitzada. 
 
Figura 47: UIAutomation 
A més, l’eina és senzilla d’utilitzar, i fins i tot permet enregistrar seqüències d’operacions, per 
tenir una base de l’script a executar durant els tests. Per fer això, es posa l’Automation a 
gravar, i realitzem la seqüència d’operacions a la nostra aplicació que volem enregistrar. De 
manera directa, s’anirà imprimint per consola en forma script totes les instruccions de la 
seqüència que hem utilitzat. 
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El llenguatge de programació d’aquests scripts és similar al Javascript, i accedeix als elements 
de l’aplicació de manera seqüencial, com a elements de pantalla. L’eina permet realitzar tot 
tipus de gestos i reproduir-los, així com navegar entre pantalles i fer totes les transicions 
possibles. Amb aquesta eina hem pogut enregistrar tot el test funcional de la nostra aplicació, 
fent tot el cicle de vida d’aquesta des de que es crea un usuari, es valida, fins a que afegir 
tasques a una llista i les marca com a completades posteriorment. 
 
Figura 48: Test UIAutomation 
Aquí podem veure com a exemple una part de l’script de proves enregistrat, i que podem 
executar en qualsevol moment. Això ens permet trobar defectes, i a més, en cas de 
desenvolupar noves funcions, comprovar que totes les anteriors segueixen funcionant amb 
normalitat, i que no s’ha espatllat res. Com hem comentat, aquest és un dels principals 




Un cop hem superat tot el procés de qualitat i proves de l’aplicació, ha arribat el moment de 
publicar-la  l ‘App Store d’Apple. Es tracta d’una part administrativa, on es farà servir tant Xcode 
com iTunes. Com ja hem comentat, l’App Store d’Apple és una botiga d’aplicacions tancada 
gestionada por Apple, i de manera estricta, de manera que només les aplicacions aprovades 
per la mateixa Apple poden ser publicades. Segons Apple, el motiu és per garantir la millor 
experiència possible pels usuaris dels seus dispositius. 
12.1 iOS Developer Program 
Com ja hem vist a l’apartat de recursos, per desenvolupar per l’App Store cal unir-se al 
programa de desenvolupadors d’Apple. Aquest programa permet desenvolupar aplicacions per 
a dispositius iOS, i dona accés a tota la documentació i les eines necessàries, i que ens ajuden 
a completar el desenvolupament. En el nostre cas hem fet servir el programa de 
desenvolupament d’Apple per a universitats, programa d’Apple en col·laboració amb la FIB. Per 
crear i mantenir el programa es realitza a través de la pàgina: http://developer.apple.com. 
 
12.2 Dispositius i certificats 
Per tal de provar una aplicació en un dispositiu real, cal tenir el dispositiu connectat al Mac, 
activar el desenvolupament en aquest, i que sigui reconegut per Apple. Aquest darrer pas, es fa 
a través dels certificats per desenvolupament, que permeten identificar el desenvolupador i 
garantir la seguretat de les aplicacions a instal·lar al dispositiu. 
 
 
Figura 49: Certificat 
 
Per tal de gestionar tot aquest procés, farem servir l’eina Organizer de l’Xcode. Mitjançant 
aquest es poden afegir els perfiles de desenvolupament juntament amb els seus certificats, 




Figura 50: Perfil de desenvolupament en dispositius 
12.3 Registrar l’App en iTunes Connect 
Els passos anteriors ens permetien instal·lar les aplicacions en dispositius reals, per a poder fer 
proves més enllà del simulador. El que farem ara és registrar l’aplicació en iTunes Connect, de 
cara ja a una futura publicació, i el manteniment de les publicacions. 
 
Figura 51: Crear aplicació iTunes Connect 
Per registrar l’aplicació s’han d’introduir totes les dades relatives a aquesta, així com un Apple 
ID associat a una compte de desenvolupament autoritzada per a publicar aplicacions. En el 
nostre cas no realitzarem aquest pas donat que disposem d’un perfil d’Apple ID per a 
estudiants. 
12.4 App Submit i revisions 
El darrer pas és realitzar l’enviament de l’aplicació, de cara a la validació per part d’Apple i la 
seva publicació a l’App Store. 
105 
 
En el moment d’enviar l’aplicació a Apple, s’ha d’omplir una sèrie de formularis amb tota la 
informació associada a la nostre aplicació i al seu contingut, i també amb l’àrea de negoci de 
l’empresa per exemple o si es de pagament o no, o amb compres incloses a l’interior. Després, 
Apple realitzarà la comprovació tant del bon funcionament de l’aplicació, que no tingui defectes 
ni problemes de rendiment o de compatibilitat, i donarà el seu aprovat o no. En cas negatiu, 
Apple pot demanar més informació sobre l’aplicació, o simplement requerir que es corregeixin 
els errors i es torni a fer el tràmit. 
Un cop ja tenim l’aplicació publicada, iTunes Connect permet gestionar les seves 
actualitzacions, que han de tornar a seguir el procediment d’aprovació d’Apple, i també ens 
permet monitoritzar la nostra aplicació dins de l’App Store, veure el nivell de vendes i 
estadístiques relatives a aquestes, tant en usuaris com econòmicament. 
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13. Planificació final i anàlisi de desviacions 
En aquest apartat volem comparar el cost en temps del desenvolupament de la nostra aplicació 
amb la planificació inicial, detallant possibles retards o avançaments, i analitzar els motius. Per 
fer això, primer mostrarem un nou diagrama de Gantt amb els temps reals per cada fase i tasca 
Respecte el número de fases i de tasques, aquest s’ha respectat, donat que eren tasques 
bastant genèriques i extenses, sense problemes. La feina s’ha desenvolupat repartida en els 
blocs que es va decidir inicialment, i en aquest sentit, considerem la planificació inicial com 
encertada, dividida en els quatres grans blocs: anàlisi i disseny, implementació, on s’incloïa la 
formació en les diverses tecnologies, proves i publicació final. 
En quant a la durada, veurem algunes tasques que han durat més del previst, sobretot a l’etapa 
d’implementació, mentre que només s’ha reduït lleugerament el temps en l’etapa de publicació. 
En total, el projecte s’ha allargat 9 dies respecte la planificació inicial, representant sobre el 
total planificat de 61 dies una desviació d’entorn el 14% sobre la planificació inicial, una dada 
que no considerem del tot negativa donat que es tractava d’un projecte basat en noves 
tecnologies, amb una incertesa respecte la corba d’aprenentatge, i que era dut a terme per una 
única persona. 








En la primera fase, anàlisi i disseny, s’han complert els temps de la planificació inicial. Tant 
l’anàlisi com l’especificació s’han dut a terme en dos dies, i el disseny de tota l’aplicació en cinc 
dies. La complexitat de les funcionalitats inicials de l’aplicació permetien un anàlisi i 
especificacions senzills, mentre que el disseny s’ha pogut realitzar amb prototipus i basant-se 
en els dissenys gràfics gratuïts de la pàgina web InVision. 
La fase d’implementació com hem comentat ha estat la que ha patit més retards, amb una 
desviació de nou dies. La formació en crides a APIs Rest i Json ha estat de cinc dies en 
comptes de tres, realitzant proves amb diferents servidors d’aplicacions NodeJS i els seus 
complements. Per la formació en MongoDB s’ha realitzat mitjançant el curs online que 
ofereixen, i s’ha realitzat en el temps previst. La formació en Swift s’ha allargat tres dies 
respecte la planificació inicial, donat que ha costat més completar el curs d’Stanford University 
fent totes les activitats i visionant tots els vídeos. La implementació de la BBDD i del servidor si 
que s’han completat en el temps previst, mentre que la implementació de l’aplicació en sí ha 
costat quatre dies més del planificat. Una de les principals dificultats en aquesta tasca ha estat 
aplicar el disseny d’interfície gràfica a l’aplicació, i després aconseguir que l’aplicació funcioni 
en els diferents dispositius amb les diferents mides. També s’han hagut de desenvolupar 
funcionalitats no incloses en l’anàlisi i especificacions, però necessàries per complir els 
requeriments, com el multi-idioma, mantenir la sessió d’usuari o convertir i emmagatzemar les 
notes de veu en format àudio. 
La fase de testing ha durat dos dies més del previst, i el motiu principal ha estat trobar errors i 
re-planificar la correcció d’aquests. Tot i ser temps desviat sobre l’anàlisi inicial, sempre és 
positiu trobar els errors en aquesta etapa i poder corregir-los, per tan de poder publicar 
l’aplicació amb el menor número de bugs, preferiblement zero. 
Finalment, l’etapa de publicació estava planificada en sis dies però s’ha pogut realitzar en 
quatre, dos menys. El motiu ha estat la ràpida comunicació amb els serveis d’Apple, que han 




14. Valoració econòmica 
En aquest apartat mostrarem la valoració econòmica real del projecte, un cop acabat i amb les 
dades dels costos reals. A més, farem una petita projecció per saber quantes vendes i a quin 
preu s’haurien de produir per fer el projecte rendible. Es tracta d’una simulació donat que amb 
el certificat d’aplicació per estudiants no podem comercialitzar-la realment dins l’Apple App 
Store. 
14.1 Valoració econòmica real 
Comencem doncs pels càlculs dels costos. A la secció de valoració econòmica inicial havíem 
obtingut els costos pels diferents rols del desenvolupament de l’aplicació, i l’havíem multiplicat 
pel número de dies necessaris per a completar el projecte segons estimacions. Ara farem 
aquest mateix càlcul amb les dades reals: 
Rols Dies Cost/Dia Cost total 
Cap de projecte 4,2 227,91 957,22 € 
Analista 21,4 182,33 3.901,86 € 
Programador 44,4 136,75 6.071,7 € 
Total   10.930,78 € 
Taula 11: Cost total final equip humà 
En aquest sentit, el cost ha pujat dels 9.472 € estimats a 10.931 € aproximadament, un 
increment d’un 15% en dades aproximades, que com hem comentat ve derivat d’un sobre cost 
en la fase d’implementació sobretot. Malgrat el desviament, considerem les dades positives 
donades les característiques del projecte, que ha estat portat a terme per una sola persona, i 
que es tractava tot d’investigació i innovació 
Respecte la resta de costos, els de hardware, software i llicències es mantenen, però els que 
també varien són el lloguer i els subministraments, donat que el projecte s’ha allargat 9 dies: 
Recurs Cost Cost/dia laboral Total 
Oficina 600 euros/mes 30  2.040 € 
Subministraments 80 euros/mes 4 272 € 
Material   100 € 
Total   2.412 € 
Taula 12: Cost final oficina i material 
Per tant, ara podem calcular el cost total final del projecte, com veiem a la següent taula: 
Concepte Cost 
Equip humà 10.930,78 € 
Hardware 483,34 € 
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Software 0 € 
Llicències 23,14 € 
Oficina i equipament 2.412 € 
Total planificat 12.084,59 € 
Total real 13.849,26 € 
Taula 13: Cost total final 
Per tant, veiem que la desviació sobre els 12.085 euros planificats inicialment és de 1.764 €, 
una dada que com hem comentat abans amb el cost de l’equip humà considerem acceptable.  
14.2 Punt d’equilibri i vendes 
L’exercici que realitzarem mirarà de trobar el punt d’equilibri entre els cost de desenvolupar el 
nostre projecte i el preu de venda, per saber a partir de quantes vendes podem començar a 
obtenir beneficis. Es tracta d’un exercici teòric donat que com s’ha comentat no es posarà a la 
venda l’aplicació. Per completar l’exercici, necessitem saber quin serà el preu de venda de 
l’aplicació, i ho farem amb 2 opcions, amb els preus de venda més habituals a l’App Store per 
aplicacions d’aquest tipus: 0,99 € i 1,99 €, i saben que el cost real ha estat de 13.849,26 €. 
En la primera opció, hem de vendre gaire bé 13.400 aplicacions, mentre que en al segona 
opció hem de vendre unes 7.000 aproximadament. Tenint el compte el número d’usuaris de 
dispositius iOS amb iPhone, es tracta de números factibles, i hauríem d’entrar a analitzar en 
detall la competència i escenaris més reals. De fet, el contingut de la nostra aplicació, un gestor 








15.1 Valoració del treball realitzat 
La valoració del treball realitzat és molt positiva, donat que el treball acompleix tots els objectius 
establerts inicialment, i s’ha dut a terme en el termini previst i amb la planificació inicial bastant 
encertada. 
L’objectiu principal del projecte era aprendre el llenguatge de programació Swift, i s’ha 
acomplert l’objectiu de manera teòrica i posant-lo en pràctica, desenvolupant una aplicació en 
aquest llenguatge totalment funcional 
Els objectius més teòrics d’investigació de l’evolució de l’iPhone i la seva arquitectura s’han dut 
a terme amb un anàlisi exhaustiu de tots els dispositius, així com del sistema operatiu i les 
seves característiques principals. 
 A més, s’ha completat l’objectiu de comparar els llenguatges de programació Swift i Objective-
C, primer d’una manera més teòrica, analitzant els dos per separat, i després de manera 
pràctica a l’hora d’implementar l’aplicació. 
Respecte els objectius relacionats directament amb la planificació, anàlisi i disseny d’una 
aplicació mòbil, també s’han complert, juntament amb els d’investigació de noves tecnologies 
per les parts de base de dades i servidor.  
També s’han realitzat la valoració econòmica, tant inicial com final, i el procés de publicació 
d’una aplicació a l’App Store, tot i no haver-la publicat per treballar sota llicència d’estudiants 
del programa d’Apple i la FIB. 
15.2 Valoració personal 
La meva valoració personal és molt positiva amb el projecte realitzat, ja que a part de complir 
els objectius establerts inicialment, considero que he aprés molt desenvolupant aquest treball i 
al tractar-se de fer una aplicació mòbil de principi a fi, m’ha permès veure molts temes, d’una 
manera transversal. A més, haver pogut dedicar una part del projecte a realitzar auto formació 
en noves tecnologies, en el llenguatge de programació Swift així com en Node.js i MongoDB, 
ha sigut molt gratificant i enriquidor, adquirint coneixements pràctics que em seran molt útils en 
el món laboral actual, renovant tecnologies i apostant per eines amb futur. 
Per tant, tot i estar ja en el món laboral des de fa anys, aquest projecte em serveix per renovar 
energies i enfocar el futur amb noves perspectives. 
Dins aquesta valoració personal vull aprofitar per agrair al meu director el seu suport durant tot 
el projecte, a la meva parella per haver-me ajudat i motivat a porta-ho a terme, fins i tot 
prestant-me material, i a tota la meva família per també haver-me motivat a realitzar aquest 
projecte final de carrera i tancar els meus estudis universitaris iniciats ara ja fa tant de temps. 
15.3 Reptes de futur o futures ampliacions 
Com ja he comentat al llarg del treball, l’aplicació desenvolupada només pretenia ser una eina 
per a formar-me en diferents tecnologies, i posar en pràctica certs coneixements. Tot i així, si 
que considero que certes ampliacions podrien arribar a fer l’aplicació totalment competitiva en 
un entorn real. Algunes d’aquestes les he anat pensant sobre la marxa, però ja no era a temps 
d’implementar-les, ni eren a la planificació inicial. Aquestes millores serien d’una banda millorar 
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la gestió d’usuaris dins l’aplicació, i establir canals de comunicació més directes entre ells, i 
també permetre gestionar les tasques en calendaris, amb data i hora, permetent una millora de 
la gestió productiva important. Altres aspectes que m’han restat pendents d’experimentar en el 
projecte són fer servir la càmera del mòbil per guardar fotos, o treballar més amb animacions i 
aspectes gràfics, que són una de les parts que ara mateix em resulten més complicades. 
I parlant d’aspectes gràfics, un dels reptes de futur que m’ha sorgit també mentre treballava en 
aquest projecte és el de desenvolupar un joc per a dispositius iOS, és clar, en Swift. Així doncs, 
aquest seria ara mateix el meu repte de futur més destacat nascut a partir d’aquest projecte. 
Un altre repte de futur és el de posar en pràctica tot els coneixements adquirits en aquest 
projecte al meu entorn professional, ja que he aprofitat per tractar temes que m’ajudaran molt a 
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17.1 Annex 1: Manual d’usuari SwiftToDo 
SwiftToDo és una aplicació per gestionar tasques individualment o en llistes, en la qual podem 
mantenir les nostres tasques pendents i completades d’una manera organitzada. A més, 
podem enregistrar notes de veu o ubicacions associades a les tasques. L’aplicació també 
permet als usuaris a compartir llistes entre ells, per veure tasques d’altres usuaris i el seu estat. 
El primer que mostra l’aplicació és una pantalla de Login a l’aplicació. Des d’aquesta es pot 





A la pantalla de registre de nous usuaris, hem d’introduir les dades de l’usuari. En aquesta 
pantalla només són obligatoris l’usuari i la contrasenya. També podem tornar a la pantalla de 





Quan donem d’alta un nou usuari, l’aplicació ens fa un breu tutorial dividit en tres pantalles 










La pantalla principal ens mostra la nostra safata d’entrada de tasques, on podem afegir tasques 
que no pertanyen a cap llista, i també el conjunt de llistes que podem veure i modificar, i també 
les que podem veure d’altres usuaris. 
 





Aquestes opcions són sol·licituds per veure llistes compartides per altres usuaris, on podem 
acceptar les llistes. Lliscant cap a l’esquerra acceptarem la sol·licitud i cap a la dreta la 
rebutjarem. 








Tornant a la pantalla principal, també podem afegir tasques mitjançant el botó +, i crear noves 
llistes amb el botó de la part superior esquerra. Per afegir una llista únicament hem d’introduir 




La pantalla de detall d’una llista ens mostra la llista de tasques d’aquesta, i també ens permet 
accedir a la seva edició, per canviar la descripció o compartir-la amb altres usuaris, eliminar-la, 
o afegir noves tasques a aquesta. A més, en aquesta llista podem marcar una tasca com a 






Per eliminar una llista el sistema ens demanarà una confirmació, ja que s’esborrarien totes les 
tasques associades. 
 






Per compartir la llista l’aplicació ens demana que introduïm el nom d’un usuari de SwiftToDo, 
en cas de no trobar-lo, ens avisarà que aquest no existeix. 
 
La pantalla de crear o editar una tasca ens permet modificar les dades d’aquesta: descripció de 





Per afegir una ubicació s’accedeix a una pantalla amb un mapa, on si mantenim premut sobre 
la pantalla es guardarà un pin localitzador al mapa. 
 
17.2 Annex 2: Cursos realitzats 
 Developing iOS 8 Apps with Swift by Stanford 17.2.1
Aquest curs explica les eines i APIs requerides per construir aplicacions per iPhone i iPad usant 
l’entorn de desenvolupament d’iOS. El curs està pensat per unes 60 hores, i el seu temari és el 
següent:  
1 – Introducció iOS  
2 – Xcode, Swift i MVC 
3 – Aplicar MVC 
4 – Swift i Foundation 
5 – Objective-C Compatibility 
6 – Protocols i Delegates 
7 – Múltiples MVC 
8 – Cicle de vida dels controladors 
9 – Scroll View i Multithread 
10 – Table View 
11 – Segues i Alerts 
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12 – Animacions 
13 – Cicle de vida de les aplicacions 
14 – Core Location i MAP Kit 
15 – Modal Segues 
16 – Càmera i  Persistència 
17 – Internacionalització 
 M101JS: MongoDB for Node.js developers 17.2.2
Aquest curs explica tot el necessari per començar a implementar una aplicació basada en 
MongoDB, passant per la configuració bàsica, JSON, disseny d’esquemes, quèries, inserció de 
dada, indexat i treballat amb els drivers de Node.js. El curs estava planificat en 7 setmanes, 
amb una mitja de feina de 3-5 hores per setmana, un total d’unes 20 hores. El contingut del 
curs és el següent: 
1 – Introducció 
2 – Crear, llegir i actualitzar dades (CRUD) 
3 – Disseny d’esquemes 
4 – Rendiment 
5 – Frameworks 
6 – Aplicacions 
7 – Casos d’estudi 
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