Abstract-Conceptual weaknesses have been identified in previous research that contribute to student learning difficulties related to computer programming. We postulate that improved learning can be achieved by using a tool that combines approaches from active learning and visualisation.
INTRODUCTION
To encourage change in the student approach to learning to program we have been developing research based pedagogies and tools that assist students in experiencing, hitherto tacit, aspects of programming activity in the classroom. The work reported in this paper is part of a larger research programme who's goal is develop utilities which permit learners in a classroom predict results and propose self-written code as a solution in collaborative code development situations. The predictions and code snippets are integrated directly into the teaching process, thereby giving the teacher and the students instant feedback. The approach is based on considerable prior research and is part of a systematic effort to improve the general quality of teaching, the students' experience in the classroom, and to contribute to a better understanding of how students learn the basic principles of computer programming.
Many difficulties associated with the teaching and learning of computer programming have been extensively researched [1] - [5] . In this paper we combine results from research on teaching and learning challenges in learning to write computer programs with theory on how learning takes place. The result is a research informed pedagogy for learning to program.
We argue that research on learner conceptual development supports the view that students' existing conceptions about programming are challenged more directly using this approach, and that they will consequently be more likely to accomodate expert conceptions of programming into their conceptual frameworks.
To support our pedagogy new support tools are needed. This paper presents one aspect of this work, an extension to the well known Jeliot 3 Java program simulation tool which enhances student engagement by directly involving them in predicting program behaviour.
DEVELOPING AN EVIDENCE BASED INTERACTIVE PEDAGOGY
Threshold concept research [6] and cognitive change theory [7] . provide a framework for reasoning about the learning trajectory novices follow on their path towards computer programming expertise. Novice conceptions about programming activity and code quality [8] reveal three interesting areas where student understanding is typically weak. 1) Machine model: ability to use an intuition based in an understanding of von Neumann computer architecture abstractions to reason about program execution is underdeveloped in many students [9] . 2) Students focus on syntactic elements of the language, and fail to see larger patterns and structures [8] , [10] , [11] . 3) Debugging is a poorly understood activity, students have a weak understanding of what debugging and testing is about [12] - [14] . Evidence based innovation in instructional practice in each of these areas can be expected to have a positive impact on learning. The tool described in this paper target the first and third areas explicitly. The introduction of a highly interactive pedagogy for learning conputer programming complements use of the tool, and is designed to address the second area.
To enhance learning of program construction and testing we developed a tool which enhances active student engagement with code development in the classroom. We draw on prior research in three areas, namely, the visual engagement taxonomy, research into active learning and promoting student deep learning tendencies [15] and the role of prediction and reflection on strengthening intuition [16] . The underlying learning model is inspired by work on conceptual change and threshold concepts [6] , [7] , [17] .
The role of visualisation in the learning of computing and computer programming has also been studied quite exten- sively. Theory regarding the role of visualisation tools in scaffolding learning in Computing lead to the development of the Visual Engagement Taxonomy [18] , [19] . The most relevant outcome of that research for this paper is the observation that conceptual learning is significantly improved when students engage in predicting outcomes and constructing their own simulation and visualisation experiments. The instructional approach we have developed, of which mJeliot is an integral component, builds on our earlier work on student perceptions of classroom learning [20] , [21] , conceptions of what developing quality software involves [8] , and a review of research on approaches to developing and conducting introductory programming courses [5] . As we worked further on the instructional design described in [5] it became apparent that additional technical support was needed to enable students in the class to become more actively engaged in the programming activities, and in tracing and understanding program execution.
To encourage active learning lectures conducted in a workshop format, where students can experience and recognise the important tacit skills associated with expert programming activity. Code is developed "live" in the class and incrementally compiled and tested as new functionallity is introduced. Introducing mJeliot in the lectures allows us to extend the scope of classroom interaction to involve more learners, and also reduce the psychological barriers many students face when contributing to program development in public. Using mJeliot in "lectures" allows us to address the student conceptual weaknesses we have identified from earlier research, in a manner which promotes interaction, active learning and uses visualization to best effect.
MJELIOT SERVER AND INTERFACE Using mJeliot a lecturer is able to distribute requests for interaction to members of an audience, who run the mJeliot client on their smart-phones or similar devices. Members of the audience submit prediction of the future state of program variables and parameters to the lecturer. Using mJeliot's user interaction tracking, the lecturer then can analyze these predictions, together with the audience. In addition every participating member of the audience is presented with a personal result based on their personal set of predictions.
The mJeliot architecture is based on a presentation PC or notebook which has network capabilities like WiFi or 3G/4G and acts as the server and the command interface for the lecturer. The server's network adapter is used to create a local WiFi-network, the clients (smartphones, notebooks, web tablets etc.) connect to the network via their built-in WiFi-capability and present each learner with a simple-touse interface. The lecturer interface is based on Jeliot 3, and offers the standard Jeliot functions as well as new interactive facilities for use with the mobile devices connected to the system. mJeliot extends the Jeliot graphical user interface, there is a new statistics bar to the left of the code editor, which shows status information on how many clients are connected, how many clients have sent in a prediction and statistics on the parameters and return value as soon as the result is generated by Jeliot execution. It also shows the percentage of correct predictions (i.e. the percentage of users that predicted all values correctly), the percentage of partly correct predictions (i.e. the percentage of users that predicted a strict subset of values correctly) and the percentage of completely incorrect predictions.
To the right of the already available control buttons there is a new button to handle connecting to the server, logging into an interactive session, and sending out predictions. Sending out predictions is possible for all methods that are currently executed from the moment they are called to the moment when the method returns. As soon as a method that was sent to be predicted returns the modified Jeliot version sends the result to all server which forwards it to all clients that are logged in to the same lecture. The statistics bar can be hidden to support regular use of Jeliot.
RESULTS AND DISCUSSION
Through the use of mJeliot we are support wide scale anonymous classroom interaction. Through interactive visualisation of program behaviour learners become actively involved in testing their konwledge in an environment where they receive direct feedback about their own hypotheses. A presentation of aggregated statistics for the whole class helps students to self evaluate their knowledge in relation to the cohort. This can be very helpful for groups who traditionally have lower self efficacy, and has been linked to increased retention of underrepresented groups [22] .
The client is simple to install, and while pilot tests have revealed problems with the use of the software keyboard that were not apparent in the mobile device simulation environment, the mobile client is stable and operates well.
Student interaction in class situations is clearly enhanced by the use of this type of tool. What remains to be demonstrated is increased student engagement and enhanced awareness of the role and mechanics of binding of reference and value parameters as a result of including the tool in our active programming curriculum.
Reliable evaluation of conceptions of parameter binding during method calls and the transfer of return values to the calling stack frame when returning from methods requires new inventory instruments. The next stage in this research is to develop and test a parameter and return value concept inventory that can be applied to evaluating changes in student conception of the nature of parameter passing that might result from using mJeliot.
Broader work deals with the effects of increased predictive and active engagement in code development on the ability to write successful Java code using methods with parameters. To assess this we propose to use a series of standardised programming exercises with cohorts that have been taught with and without mJeliot in the classroom. The objective is to analyse the manner in which students reason about parameter passing and return values, and attempt to characterise any systematic differences in approach that might arise from exposure to mJeliot during learning.
CONCLUSIONS AND FUTURE WORK
This paper presents an active pedagogy for programming learning based on prior education and computing education research results. To support this pedagogy mJeliot has been developed to provide classroom support for interactive and predictive instruction. The paper presents the research which has motivated the development of the tool, and also describes its architecture, implementation and operation in teaching and learning settings. The first version of mJeliot runs on any Android OS mobile device and allows the teacher to engage students in predicting paramter binding in method calls, and return values.
In future work we will explore the effects of mJeliot on student intuition regarding parameters and return values. We will also extend the tool to support true collaborative code development, in which student's mobile devices can be used to contribute lines of code to the teacher for inclusion in a live program development exercise.
