A great deal of effort is now being devoted to the study, analysis, prediction, and minimization of software maintenance expected cost, long before software is delivered to users or customers. It has been estimated that, on the average, the effort spent on software maintenance is as costly as the effort spent on all other software costs. Software design methods should be the starting point to aid in alleviating the problems of software maintenance complexity and high costs. Two aspects of maintenance deserve attention: (1) protocols for locating and rectifying defects, and for ensuring that no new defects are introduced in the development phase of the software process, and (2) protocols for modification, enhancement, and upgrading. This article focuses primarily on the second aspect, the development of protocols to help increase the quality and reduce the costs associated with modifications, enhancements, and upgrades of existing software. This study developed parsimonious models and a relative complexity metric for complexity measurement of software that were used to rank the modules in the system relative to one another. Some success was achieved in using the models and the relative metric to identify maintenance-prone modules.
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This article focuses primarily on the second aspect, the development of protocols to help increase the quality and reduce the costs associated with modifications, enhancements, and upgrades of existing software. This study developed parsimonious models and a relative complexity metric for complexity measurement of software that were used to rank the modules in the system relative to one another. Some success was achieved in using the models and the relative metric to identify maintenance-prone modules.
I. Introduction

A. Project Objectives
The primary objective of this study was to determine whether software metrics could help guide our efforts in the development and maintenance of the real-time embedded systems that we develop for NASA's Deep Space Net-work (DSN).
Generally, the systems that are developed control receivers, transmitters, exciters, and signal paths ing received in our environment is dedicated to extending the life span of the previously developed systems; of this, 15 percent is spent on finding and fixing defects, while 85 percent is spent on adding automation features, adding capabilities, and increasing capacity.
or abandoned; and 30 percent was paid for, but was never delivered.
For the study described in this article, we took the following steps:
Our efforts have been successful in that the life spans of our systems now range from 4 to 8 years and are increas- (2) Developed a course of action to be tried on one of our operational systems that would be representative of all the others.
(3) Performed the steps and analyzed the results.
The process and results of each of these steps are described below. (2) Software product metrics could be used to find errorprone modules and could form the control element in a formal software maintenance methodology [15] [16] [17] [18] .
B. Suggestions
( We therefore took the following actions:
(1) Determined the Halstead software science, McCabe complexity, NCLOC, and LB-ratio from sequential releases of a representative software system.
(2) Performed factor analysis on the metrics from the software modules to determine the unique dimensions represented by the metrics.
(3) Proposed a model to calculate a relative metric.
(4) Determined if this metric can identify maintenanceprone modules in the software by using the meanplus-one standard deviation as the relative metric cut-off value.
II. Method, Analysis, and Results
A. Representative
System and Metrics Collection plexity (maintenance prone), so that actions can be taken before their release to users.
2.
Back Testing of Models. The five composite complexity models shown in Table 6 were checked with actual data from the three releases, OP-B, OP-C, and OP-D. Table 7 and Fig. 6 show the actual average values of the dependent variables (VG1) and values predicted by the first three models. Table 8 and Fig. 7 show the actual average values of (V) and values predicted by models 4 and 5. It can be seen that the difference in predicting (VG1) by the first three composite models ranges from 3.2 to 10.6 percent below the actual average value of (VG1), as calculated by the McCabe cyclomatic complexity metric. Also, the difference in predicting (V) by models 4 and 5 ranges from 1.2 to 1.3 percent above the actual average value of (V), as calculated by Halstead's volume metric. by models 4 and 5 is 9.7 percent above the actual average value of (1/) for the four segments of software.
Testing the Five
C. Parsimonious Model and Relative Complexity
Since the five complexity models developed in this study show direct relationships between (VG1) and (V) and also (NCLOC), we chose the third model,
as a representative model for estimating the value of (VG1), given the measured values of (V) and (NCLOC).
Development of the Relative Complexity
Metric. We propose to capture the total complexity of a program based on its control flow complexity, the lexical counts of symbols used, and the program size. In essence, a complexity metric that accounts for a program total complexity due to volume and control flow and normalized by the number of lines of code would present a relative complexity metric that is more useful to consider for detecting maintenance-prone programs.
The relative complexity metric (RCM) will be derived for each module from the measured value of (V), the estimated value of (VGz) from model 3, and normalized by the module lines of code. The RCM for a module is Table 14 .
In order to determine whether the modules above the cut-off value were more at risk to be modified for enhancement or fixes than modules below the cut-off value, the transitions between the releases were examined. The results appear in Table 15 . Although the cut-off value seems to evenly divide the modules that were actually modified, the modules over the cut-off value for each release were more likely to be changed than the modules below the cut-off value. The RCM was, therefore, able to identify maintenance-prone modules.
III. Discussion and Conclusion
Given 
