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Kurzzusammenfassung
Im Rahmen dieser Arbeit soll eine Java-Anwendung zum Zeichnen von Entity-
Relationship-Diagrammen entwickelt und vorgestellt werden. Die Anwen-
dung soll zur Unterstu¨tzung der Veranstaltung Datenbanken an der Fach-
hochschule Ko¨ln - Campus Gummersbach dienen. Der Hintergrund dazu ist
die Tatsache, dass im Rahmen der Veranstaltung oftmals Entity-Relationship-
Diagramme von Studenten gezeichnet werden sollen. Die Erfahrung der Lehr-
beauftragten hat gezeigt, dass Studenten teilweise mit den empfohlenen An-
wendungen Schwierigkeiten haben, unter anderem weil diese viel mehr Funk-
tionen anbieten, als von den Studenten beno¨tigt. Eine weitere Schwierigkeit
ist die Tatsache, dass verschiedene Anwendungen zum Zeichnen von Entity-
Relationship-Diagrammen verschiedenartige Diagramme erzeugen.
Daher besteht der Bedarf einer Anwendungen, die sich einfach bedie-
nen la¨sst, sich auf das Wesentliche beschra¨nkt und einheitliche Diagramme
erzeugt. Die zu entwickelnde Anwendung soll zuku¨nftig innerhalb der Lern-
plattform edb von Studenten heruntergeladen werden ko¨nnen.
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1 Einleitung
1.1 Motivation
Im Rahmen der Veranstaltung Datenbanken an der Fachhochschule Ko¨ln am
Campus Gummersbach mu¨ssen Studenten u¨ber das Semester verteilt, meh-
rere fachlich relevante Aufgaben lo¨sen. Die Aufgaben behandeln jeweils ver-
schiedene Themenbereiche von Datenbanksystemen. Die Lo¨sungen mu¨ssen
von Studenten an bestimmten Pflichtterminen pra¨sentiert und erla¨utert wer-
den ko¨nnen. Diese sogenannten Praktika dienen dazu, das theoretisch erlernte
Wissen der Vorlesung, praktisch umsetzen zu ko¨nnen. Daru¨ber hinaus wer-
den Studenten nur zu der entsprechenden Klausur zugelassen, falls dieses
Praktikum erfolgreich absolviert wurde.
Um Studenten eine Hilfestellung zu der Veranstaltung zu geben, existiert
zum einen das Buch Datenbanksysteme (vgl. [FWBRB66]), das von den Pro-
fessorinnen der Veranstaltung (Prof. Dr. Heide Faeskorn-Woyke und Prof.
Dr. Birgit Bertelsmeier) geschrieben wurde und die Vorlesung erga¨nzt. Zum
anderen wurde vor einigen Jahren die Lernplattform edb1 (kurz fu¨r eLear-
ning Datenbank Portal) von Nico Liß, Damian Gawenda und Andre Kasper
entwickelt. Die Lernplattform beinhaltet unter anderem ein Wiki2, indem
viele Information bezu¨glich Datenbanksystemen festgehalten werden und ein
Forum, in dem sich Studenten zu dem Thema austauschen ko¨nnen. Daru¨ber
hinaus beinhaltet die Lernplattform mehrere Anwendungen, die es Studenten
erlauben, verschiedene Themenbereiche, meist interaktiv, zu lernen. Unter
diesen Anwendungen befindet sich beispielsweise ein Multiple-Choice-Test3,
in dem verschiedene Fragen rund um das Thema Datenbanksysteme gestellt
werden und als U¨bung dann gelo¨st werden sollen. Des Weiteren existieren
viele andere interaktive Anwendungen, wie z. B. ein 3NF-Trainer um zu
u¨ben, wie man ein Datenbankschema4 in die dritte Normalform5 u¨berfu¨hrt,
und verschiedene Anwendungen zum U¨ben der Konstruktion von SQL-Select-
Statements6.
1vgl. [GLK]
2Ein Bereich, in dem Seiten von Anwendern angelegt und editiert werden ko¨nnen, wie
auf Wikipedia (vgl. [wika]).
3Ein Test, bei dem mehrere Antworten zur Auswahl stehen.
4Das Datenbankschema beschreibt die Struktur der Tabellen innerhalb einer Daten-
bank.
5Die Normalformen beschreiben bestimmte Formen eines Datenbankschemas.
6SQL ist die Notationsform fu¨r die Definition, das Bearbeiten und Abfragen von Daten-
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Im Rahmen der bereits erwa¨hnten Praktika mu¨ssen Studenten oftmals
Entity-Relationship-Diagramme7 zeichnen und Datenbanken mit mehreren
Tabellen und Beziehungen erzeugen. Entity-Relationship-Diagramme verein-
fachen die Entwicklung von Datenbanken dahingehend, dass sie ein Modell
der zu entwickelnden Datenbank repra¨sentieren. A¨hnlich wie ein Geba¨ude-
Architekt zuerst einen Architekturplan erzeugt, bevor ein Geba¨ude dann
tatsa¨chlich gebaut wird und ein Software-Architekt zuna¨chst UML-Diagra-
mme8 erzeugt bevor die Software tatsa¨chlich realisiert wird, so zeichnet der
Datenbank-Architekt zuna¨chst ein Entity-Relationship-Diagramm. Ein wich-
tiger Vorteil davon ist die Tatsache, dass die Kommunikation anhand eines
Diagramms wesentlicher einfacher ist, als die Kommunikation anhand von
SQL-Code. Ein weiterer Vorteil der Modellierung ist, dass alle ga¨ngigen An-
wendungen, seien es Anwendungen zum Modellieren von UML-Diagrammen
oder Anwendungen zum Modellieren von Entity-Relationship-Diagrammen,
es erlauben, entsprechenden SQL-Code aus den Diagrammen zu erzeugen.
Die Erfahrung der Lehrbeauftragten der Veranstaltung Datenbanken hat
gezeigt, dass oftmals Schwierigkeiten entstehen in Bezug auf das Modellieren
von Entity-Relationship-Diagrammen. Im Wesentlichen gibt es dafu¨r zwei
Gru¨nde. Ein Grund sind Schwierigkeiten der Studenten bezu¨glich der Bedie-
nung von Anwendungen zum Modellieren von Entity-Relationship-Diagra-
mmen. Die meisten Anwendungen in dem Bereich (ERwin9, DBDesigner10,
Microsoft Visio11 etc.) bieten eine Menge an Funktionalita¨ten an und sind
sehr flexibel bezu¨glich der Modellierung. Die Erfahrung des Autors hat ge-
zeigt, dass sich sowohl eine hohe Flexibilita¨t als auch eine zu große Menge an
Funktionalita¨ten in Bezug auf Software negativ auf die Versta¨ndlichkeit aus-
wirkt. Da Studenten zum Modellieren von Entity Relationship nur wesentli-
che Funktionen beno¨tigen, sind sie oftmals mit den ma¨chtigen Anwendungen
u¨berfordert.
Der zweite Grund betrifft weniger die Studenten, als die Lehrbeauftrag-
ten der Veranstaltung Datenbanken. Da mehrere Notationsformen bezu¨glich
bankinhalten. Select-Statements sind Strukturen zum Abfragen bestimmter Datenbankin-
halte
7Entity-Relationship-Diagramme werden in Abschnitt 2 noch genauer erkla¨rt.
8Spezifikation fu¨r Diagramme einer Softwarearchitektur, vgl.[Obj].
9vgl. [CA ].
10siehe [fab].
11siehe [Mic].
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eines Entity-Relationship-Diagramms existieren12 und verschiedene Anwen-
dungen zusa¨tzlich dazu ihre eigene Form der Darstellung besitzen, entste-
hen durch die Verwendung verschiedener Anwendungen durch die Studenten
auch viele verschiedene nicht einheitliche Entity-Relationship-Diagramme.
Diese Tatsache erschwert es den Lehrbeauftragten, die Aufgaben im Rah-
men des Praktikums bezu¨glich der Modellierung von Entity-Relationship-
Diagrammen, abzunehmen.
Es besteht somit der Bedarf einer Anwendung, die sich durch Begrenzung
auf die wesentlichen Funktionalita¨ten einfach bedienen la¨sst und einheitliche
Diagramme erzeugt. Eine solche Anwendung wird im Rahmen dieser Arbeit
entwickelt wie auch dokumentiert und soll nach ihrer Fertigstellung innerhalb
der Lernplattform edb als Download angeboten werden.
1.2 Ziele und Zielgruppe
Ziel Das Ziel dieser Arbeit ist es, eine Standalone-Java-Anwendung13 in
Form eines Prototypen zu entwickeln, die es ermo¨glicht Entity-Relationship-
Diagramme zu zeichnen, als Unterstu¨tzung der Veranstaltung Datenbanken
und als Erweiterung der Lernplattform edb. Dazu geho¨rt die entsprechende
Dokumentation der Anforderungen, des Architekturentwurfs, der verwende-
ten Technologien und Tools sowie die Mo¨glichkeit, das System zu erweitern.
Ein nennenswertes Teilziel ist es hierbei, verschiedene Java-Frameworks
zur Visualisierung von Daten zu evaluieren und festzustellen, ob ein solches
Framework im Rahmen der Entwicklung verwendet werden kann.
Zielgruppe Die Zielgruppe der Anwendung sind in erster Linie Studenten
der Informatik der Fachhochschule Ko¨ln am Campus Gummersbach, welche
die Veranstaltung Datenbanken besuchen. Die zweite Gruppe sind die Lehr-
beauftragten der Veranstaltung Datenbanken, die ggf. die Anwendung ver-
wenden werden um Entity-Relationship-Diagramme zu zeichnen, beispiels-
weise fu¨r Aufgabenstellung eines Praktikums.
12Einige der Notationen werden in Abschnitt 2.2 erla¨utert. Fu¨r eine U¨bersicht aller
ga¨ngigen Notationsformen, sei auf [Wikb] verwiesen.
13Eine Standalone-Anwendung ist eine nicht verteilte Anwendung, die auf einem Com-
puter lokal gestartet wird.
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1.3 Gliederung der Arbeit
Diese Arbeit ist wie folgt gegliedert. Zuna¨chst werden Entity-Relationship-
Modelle und -Diagramme in Abschnitt 2 eingefu¨hrt. Nach der Einfu¨hrung von
Entity-Relationship-Modellen und -Diagrammen werden die Anforderungen
an die zu entwickelnde Anwendung in Abschnitt 3 festgehalten. Im Anschluss
an die Anforderungen folgt die Evaluation verschiedener Java-Frameworks
(Abschnitt 4), die im Rahmen der Entwicklung in Frage kommen, in Bezug
auf die funktionalen Anforderungen.
Anschließend wird die Architektur der Anwendung beschrieben. Dazu
werden zuna¨chst Entwu¨rfe in Form von Anwendungsfall-, Wire Frame- und
Programmablauf-Diagrammen beschrieben (Abschnitt 5). Daraufhin wird die
vollsta¨ndige Architektur der Anwendung u¨ber Komponenten- und Klassen-
diagramme beschrieben (Abschnitt 6) sowie die in der Architektur verwende-
ten Entwurfsmuster (Abschnitt 7) und verschiedene Mo¨glichkeiten, die Ar-
chitektur zu erweitern oder anzupassen (Abschnitt 8). Nach der vollsta¨ndi-
gen Beschreibung der Architektur und der Erweiterungsmo¨glichkeiten werden
die im Rahmen der Entwicklung verwendeten Technologien beschrieben so-
wie die Mo¨glichkeiten, verschiedene Konfigurationen in dem Zusammenhang
vorzunehmen (Abschnitt 9). Abschließend wird die Projektstruktur wie auch
einige Screenshots der Anwendung in Abschnitt 10 gezeigt, woraufhin die
Schlussbetrachtung folgt (Abschnitt 11).
2 Entity-Relationship-Modell
Da die zu entwickelnde Anwendung das Zeichnen von Entity-Relationship-
Diagrammen ermo¨glichen soll, wird in diesem Abschnitt der Vollsta¨ndig-
keit halber erkla¨rt, was man unter einem Entity-Relationship-Model bzw.
-Diagramm versteht (Bezug zu [FWBRB66]).
2.1 Allgemein
Ein Entity-Relationship-Model stellt wie jedes Modell einen Ausschnitt der
Realita¨t dar. Es geho¨rt heutzutage zum Standardvorgehen fu¨r den Entwurf
des Datenbankschemas eines zu entwickelnden relationalen Datenbanksy-
stems. Grund dafu¨r ist, dass es die Struktur einzelner Tabellen14 (Entita¨ten)
14Attribute samt Datentyp und Schlu¨sseleigenschaft.
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und die jeweiligen Beziehungen15 zueinander spezifiziert.
Ein Entity-Relationship-Model besteht aus einem Entity-Relationship-
Diagramm (visuelle Darstellung des Entity-Relationship-Models, kurz ERD)
und einer Beschreibung (in Textform) der einzelnen Elemente.
2.2 Notation
Mit der Zeit haben sich verschiedene Notationen fu¨r die visuelle Darstel-
lung eines Entity-Relationship-Diagramms gebildet. Im Folgenden wird die
klassische Chen-Notation und die weitverbreitete Kra¨henfuß-/IE-Notation
erla¨utert:
2.2.1 Chen-Notation
Peter Chen, der u¨brigens auch das Entity-Relationship-Model eingefu¨hrt
hat, schlug 1976 die Chen-Notation fu¨r die visuelle Darstellung von Entity-
Relationship-Diagrammen vor. Abbildung 1 zeigt dazu die Elemente der vi-
suellen Darstellung eines Entity-Relationship-Diagramms entsprechend der
Chen-Notation (vgl. [Che76]).
Abbildung 1: Visuelle Elemente der Darstellung eines Entity-Relationship-
Diagramms nach Chen-Notation.
Die Chen-Notation stellt eine Entita¨t als Rechteck und eine Beziehung als
Raute dar. Die Attribute einer Entita¨t sind als ovale Kreise mit der Entita¨t
verbunden, wobei Prima¨rschlu¨sselattribute unterstrichen werden. Die Art der
151-1-, 1-n-, n-m- und rekursive Beziehungen.
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Beziehung, wird durch die jeweilige Kardinalita¨t dargestellt; somit handelt es
sich bei der Beziehung aus Abbildung 1 um eine sogenannte n-m-Beziehung.
2.2.2 Kra¨henfuß-/IE-Notation
Die sogenannte Kra¨henfuß-, auch IE-Notation (Information Engineering),
wurde von James Martin eingefu¨hrt (vgl. [Mar59]). Sie beschreibt die Darstel-
lung von Entita¨ten und Beziehungen zwischen Entita¨ten, wobei die visuelle
Darstellung von Beziehungen je nach Auspra¨gung an einen Kra¨henfuß erin-
nern (siehe Abbildung 2). Eine Beziehung erzeugt immer einen oder meh-
rere Fremdschlu¨sseleintra¨ge in der Ziel-Entita¨t mit einer Referenz auf die
jeweiligen Prima¨rschlu¨sselattribute der Quell-Entita¨t der Beziehung. Han-
delt es sich bei der Beziehung um eine identifizierende Beziehung, so stellt
der Fremdschlu¨ssel auch gleichzeitig ein Prima¨rschlu¨ssel dar. Identifizierende
Beziehungen werden mit einer durchgezogenen Linie, nicht identifizierende
mit einer gestrichelten Linie dargestellt.
Entita¨ten werden mit in der Kra¨henfuß-/IE-Notation, als Rechtecke dar-
gestellt, wobei die Attribute innerhalb des jeweiligen Rechtecks visualisiert
werden, was an ein Klassendiagramm (UML - Notation) erinnert.
Abbildung 2: Visuelle Darstellung von Beziehungen zwischen zwei Entita¨ten
entsprechend der Kra¨henfuß-/IE-Notation (vgl. [FWBRB66]).
Das Rechteck selbst beinhaltet eine Art Kopfzeile, oder Kopfbereich.
Welche Eigenschaften der Entita¨t in der Kopfzeile dargestellt werden, un-
terscheidet sich je nachdem, welche Anwendung zum Zeichnen des Entity-
Relationship-Diagramms verwendet wird. ERwin beispielsweise stellt in der
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Kopfzeile die Prima¨rschlu¨sselattribute dar, wobei die Bezeichnung der En-
tita¨t u¨ber dem Rechteck steht. Dahingegen wird beispielsweise bei der Ver-
wendung der MySQL Workbench16 die Bezeichnung der Entita¨t in der Kopf-
zeile dargestellt (siehe Abbildung 3).
Abbildung 3: Visuelle Darstellung einer Entita¨t mit der Anwendung
”
MySQL
Workbench“.
2.3 Erweitertes Entity-Relationship-Model
Das erweiterte Entity-Relationship-Model erweitert die Modellierung relatio-
naler Datenbanksysteme um den Ansatz der Objektorientierung17 zu einer
objektrelationalen Modellierung. Der Motivation dafu¨r ist, dass der relatio-
nale Ansatz zwar fu¨r die meisten Anwendungen ausreicht, jedoch komplexe
Anwendungen oftmals nicht mit relationaler Modellierung abgebildet werden
ko¨nnen. Im Folgenden werden die fu¨r den Rahmen dieser Arbeit relevanten
Aspekte des erweiterten Entity-Relationship-Models erla¨utert.
2.3.1 Beziehungsarten
Um Beziehungen des relationalen Modells um den Ansatz der Objektori-
entierung zu erweitern, sieht das erweiterte Entity-Relationship-Model im
Wesentlichen zwei neue Arten von Beziehungen vor:
16vgl. [Sun]
17Die Objektorientierung ist das derzeit dominierende Paradigma in Bezug auf Soft-
wareentwicklung. Sie lo¨st die klassische prozedurale Programmierung ab und erlaubt die
Abbildung von Dingen aus der Realita¨t und deren Eigenschaften auf Klassen und deren
Attribute.
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Vererbung Die Vererbung ist ein Konzept, das die Beziehung von Super-
typ und Subtyp beschreibt. Ein Subtyp erweitert einen Supertyp um be-
stimmte Eigenschaften und kann somit in eine Vererbungsbeziehung mit
dem Supertyp gebracht werden. Dabei erbt der Subtyp alle Eigenschaften
eines Supertypen. Diese Beziehung wird im Rahmen des erweiterten Entity-
Relationship-Modells als “IS-A“-Beziehung bezeichnet.
Ein Konstrukt aus Supertypen und Subtypen, ergibt sich durch Spezia-
lisierung oder Generalisierung. Bei der Spezialisierung, dem deduktiven An-
satz, wird ein gegebener Supertyp um bestimmte Eigenschaften erweitert und
repra¨sentiert somit einen Subtypen. Bei der Generalisierung, dem induktiven
Ansatz, werden verschiedene bestehende (Sub-)Typen aufgrund von gemein-
samen Eigenschaften, zu einem Supertyp geformt. Die gemeinsamen Eigen-
schaften werden dabei in den Supertypen extrahiert (siehe Abbildung 4).
Abbildung 4: Darstellung einer “IS-A“-Beziehung zwischen einem Subtyp
und einem Supertyp.
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(a) (b)
Abbildung 5: Darstellung von vollsta¨ndigen und disjunkten “IS-A“-Be-
ziehungen.
Konstrukte von Supertypen und Subtypen ko¨nnen zusa¨tzlich die Eigen-
schaften
”
vollsta¨ndig“ und/oder
”
disjunkt“ besitzen (siehe Abbildung 5). Die
Eigenschaft
”
vollsta¨ndig“ (5a) bedeutet in diesem Zusammenhang, dass der
”
Supertyp keine eigenen Elemente entha¨lt, also jedes Element in einem Sub-
typen enthalten ist“(vgl. [FWBRB66]). Die Eigenschaft
”
disjunkt“ (5b) si-
gnalisiert, dass
”
die einzelnen Subtypen keine gemeinsamen Elemente haben“
(vgl. [FWBRB66]).
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Aggregation Bei der Aggregation handelt es sich um ein Konstrukt, das ei-
ne Beziehung zwischen einem Ganzen und einem Teil des Ganzen beschreibt,
weshalb sie auch “Ist Teil von“-Beziehung bezeichnet wird. Syntaktisch wird
diese Beziehung als 1-n-Beziehung dargestellt.
2.3.2 Eigener SQL-Typ
Im Rahmen der Objektorientierung ko¨nnen nicht nur Dinge aus der Rea-
lita¨t auf Klassen abgebildet werden, es ko¨nnen auch logische Konstrukte Er-
schaffen werden, die in der Realita¨t nicht existieren. Das erweiterte Entity-
Relationship-Modell sieht fu¨r den Aspekt der Objektorientierung, das Er-
schaffen neuer SQL-Datentypen vor.
3 Anforderungsmanagement
Am Anfang eines jeden Softwareprojekts steht das Anforderungsmanage-
ment18. Hierbei werden die funktionalen und nichtfunktionalen Anforderun-
gen an die Anwendung ermittelt. Im Rahmen dieser Arbeit wurden die An-
forderungen zwischen dem Autor der Arbeit und den Pru¨fern festgelegt und
werden im Folgenden aufgefu¨hrt.
3.1 Funktionale Anforderungen
Die funktionalen Anforderungen beantworten die Frage, welche Funktionen
die Anwendung anbieten soll. Die funktionalen Anforderungen sind hierbei
in prima¨re und sekunda¨re Anforderungen unterteilt, wobei prima¨re Anfor-
derungen eine prima¨re Priorita¨t besitzen und die sekunda¨ren Anforderungen
eine sekunda¨re Priorita¨t.
3.1.1 Prima¨r
F10 Die Anwendung soll es Nutzern ermo¨glichen, Entita¨ten zu zeichnen
und zu lo¨schen. Dabei soll es mo¨glich sein, Attribute hinzuzufu¨gen und zu
lo¨schen. Die Attribute sollen dahingehend bearbeitet werden ko¨nnen, als dass
18Sowohl bei klassischen Vorgehensmodellen der Softwareentwicklung, wie beispielsweise
dem Wasserfallmodell, als auch bei moderneren, agilen Vorgehensmodellen wie Scrum (vgl.
[Scr]) wird ein Anforderungsmanagement durchgefu¨hrt.
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die Bezeichnung eines Attributs sowie der jeweilige SQL-Datentyp angege-
ben werden ko¨nnen. Daru¨ber hinaus kann ein Attribut oder mehrere als
Prima¨rschlu¨ssel markiert werden. Abbildung 6 zeigt, wie die Entita¨ten vi-
suell dargestellt werden sollen.
Abbildung 6: Visuelle Darstellung einer Entita¨t im Rahmen der zu ent-
wickelnden Anwendung.
F20 Neben dem Zeichnen, Bearbeiten und Lo¨schen einer Entita¨t soll es
Anwendern mo¨glich sein, Beziehungen zwischen Entita¨ten zu zeichnen. Es
werden hierbei lediglich bina¨re Beziehungen zugelassen, also Beziehungen
zwischen zwei Entita¨ten.
Abbildung 7: Visuelle Darstellung einer identifizierenden Beziehung zwischen
zwei Entita¨ten.
Die Anwendung soll dabei erlauben, die Kardinalita¨t der Beziehung zu
wa¨hlen und auch, ob es sich bei der Beziehung um eine identifizierende (Ab-
bildung 7) oder nichtidentifizierende Beziehung (Abbildung 8) handelt. Da-
bei wird eine Notation gewa¨hlt, bei der die Kardinalita¨ten an den jeweiligen
Enden der Beziehung in Textform dargestellt werden. Der Pfeil wurde ein-
gefu¨hrt, um zu zeigen, welches die Quell-Entita¨t und welches die Ziel-Entita¨t
der Beziehung ist; die Strichelung der Beziehung signalisiert, dass es sich um
eine nichtidentifizierende Beziehung handelt.
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Das Zeichnen einer Beziehung erzeugt einen Fremdschlu¨ssel in der Ziel-
Entita¨t der Beziehung, was u¨brigens die einzige Mo¨glichkeit ist, einen Fremd-
schlu¨ssel in einer Entita¨t anzulegen.
Abbildung 8: Visuelle Darstellung einer nichtidentifizierenden Beziehung
zwischen zwei Entita¨ten.
F30 Das statische Zeichnen von Entita¨ten und Beziehungen reicht nicht
aus, um eine Anwendung zu realisieren, mit der man Entity-Relationship-
Diagramme erzeugen kann. Anwender sollen ebenfalls die Mo¨glichkeit haben,
Entita¨ten nach eigenem Belieben zu bewegen. Dabei sollen die bestehenden
Beziehungen zwischen Entita¨ten erhalten bleiben und ggf. neu gezeichnet
werden.
F40 Um gezeichnete Entity-Relationship-Diagramme persistieren zu ko¨nn-
en, soll es mo¨glich sein, ein Diagramm in eine Datei zu exportieren. Zudem
sollen exportierte Dateien natu¨rlich auch wieder importiert werden ko¨nnen.
Fu¨r das Format dieser Dateien eignet sich die XML-Technologie19, da XML-
Dateien relativ komfortabel mit Java bearbeitet werden ko¨nnen (siehe JAXB,
vgl. [Gla]).
F50 Um ein bereits gezeichnetes Entity-Relationship-Diagramm einsehen
zu ko¨nnen, mu¨ssten Anwender eine vorher exportierte Datei o¨ffnen. Da dieses
Vorgehen fu¨r das reine Einsehen eines Diagramms recht umsta¨ndlich ist, soll
es ebenfalls mo¨glich sein, ein Modell in eine JPG-Datei zu exportieren.
F60 Das Zeichnen von Entity-Relationship-Diagrammen hat in erster Li-
nie den Vorteil, dass ein zu entwickelndes Datenbanksystem visuell darge-
stellt wird. Dies vereinfacht die Kommunikation mit Anderen Menschen so-
wie A¨nderungen an der Struktur des zu entwickelnden Datenbanksystems.
19vgl. [Wor]
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Ein weiterer Vorteil ist die Tatsache, dass aus einem Entity-Relationship-
Diagramm, SQL-Code (DDL20) generiert werden kann, da alle relevanten
Aspekte in dem Modell enthalten sind. Daher soll es die im Rahmen die-
ser Arbeit entwickelte Anwendung ero¨glichen, aus dem Modell MySQL- (vgl.
[Orab]) und Oracle-SQL-Code (vgl. [Oraf]) zu generieren.
3.1.2 Sekunda¨r
F70 Die Abbildungen 7 und 8 aus der Anforderung F10 zeigen, wie Bezie-
hungen zwischen zwei Entita¨ten im Rahmen der zu entwickelnden Anwen-
dung visuell dargestellt werden sollen. Die Kardinalita¨t wird dabei als Text
am jeweiligen Ende der Beziehung angezeigt. Es wa¨re wu¨nschenswert, die
Beziehungen entsprechend der Kra¨henfuß-/IE-Notation darzustellen (siehe
Abbildung 2).
F80 In Abschnitt 2.3.1 wurden die Beziehungen eines erweiterten Entity-
Relationship-Models eingefu¨hrt. Da die prima¨ren Anforderungen lediglich re-
lationale Beziehungen zwischen Entita¨ten vorsieht, soll die Anwendung um
das Zeichnen von objektrelationalen Beziehungen, gema¨ß dem erweiterten
Entity-Relationship-Model, erweitert werden. Dabei mu¨ssen lediglich die Ver-
erbungsbeziehungen (“IS-A“ und “Ist Teil von“) explizit implementiert wer-
den, da es sich bei Aggregationen – wie bereits erwa¨hnt – syntaktisch um
1-n-Beziehungen handelt; der einzige Unterschied ist semantischer Natur.
F90 Eine weitere funktionale Anforderung ist das Erzeugen und Visuali-
sieren eines eigenen SQL-Datentyps, siehe Abschnitt 2.3.2.
3.2 Nichtfunktionale Anforderungen
Die nicht funktionalen Anforderungen beschreiben grob gesagt die Qualita¨ts-
merkmale eines zu entwickelndes Softwaresystems und werden derzeit in dem
ISO-Standart 25010:201121 beschrieben. Im Folgenden werden nicht alle, son-
dern nur die wichtigen an die zu entwickelnde Anwendung gestellten, nicht-
funktionalen Anforderungen erla¨utert.
20Die Data Definition Language ist ein Aspekt der SQL-Notationsform, der die Defini-
tion von Tabellen innerhalb einer Datenbank betrifft.
21vgl. [Int]
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N10 Die Anforderung der
”
Funktionalita¨t“ fordert, dass alle Funktionen
gema¨ß den funktionalen Anforderungen samt geforderten Eigenschaften und
auch wie spezifiziert funktionieren. Um diesbezu¨glich ein Beispiel zu nen-
nen, soll ein von dem Anwender hinzugefu¨gtes Attribut einer Entita¨t, auch
innerhalb der grafischen Darstellung angezeigt werden.
N20 Zu dem Aspekt der
”
Zuverla¨ssigkeit“ in Bezug auf die zu entwickeln-
den Anwendung als nichtfunktionale Anforderung wird zum einen gefordert,
dass eine gewisse Fehlertoleranz bezu¨glich der Bedienung durch Anwender
besteht. Genauer gesagt bedeutet dies, dass kleinere Fehler der Bedienung
entsprechend toleriert werden und kritische Fehler auf angemessene Art und
Weise abgefangen werden.
Zum anderen wird gefordert, dass die Anwendung auch bei la¨ngerer Ver-
wendung wie gefordert funktioniert und kein invalides Verhalten zeigt.
N30 Die nichtfunktionale Anforderung der
”
Benutzbarkeit“ fordert, dass
die Anwendung ohne zusa¨tzlichen Aufwand von Anwendern bedient werden
kann. Um dieser Anforderung zu entsprechen, werden fu¨r gewo¨hnlich Metho-
den aus dem Bereich Usability-Engineering22 verwendet, um eine Benutzero-
berfla¨che mo¨glichst ergonom zu gestalten.
N40 Der Aspekt der
”
A¨nderbarkeit“ betrifft eher die technische Seite der
Anwendung. So wird gefordert, dass die bestehende Architektur der Softwa-
re analysiert, modifiziert und getestet ko¨nnen werden ko¨nnen. Es existieren
viele Aspekte, die das Erfu¨llen dieser Anforderung bekra¨ftigen. Dazu geho¨rt
beispielsweise die Dokumentation der Softwarearchitektur sowie eine
”
saube-
re23“ Implementierung.
22vgl. [Ram]
23Mit
”
sauber“ ist hier die Verwendung von bewa¨hrten Prinzipien bezu¨glich des Ent-
wurfs einer Softwarearchitektur gemeint, von denen einige im weiteren Verlauf der Arbeit
noch o¨fter genannt werden.
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4 Evaluation verschiedener Java-Frameworks
zur Visualisierung von Daten
Der letzte Abschnitt hat die Anforderungen an die zu entwickelnde Anwen-
dung aufgezeigt. In diesem Abschnitt werden nun einige Java-Frameworks24
evaluiert, die sich fu¨r eine Visualisierung von Daten eignen. Dazu werden
kleine Anwendungen implementiert, die das jeweilige Framework verwenden.
Anhand der Evaluation soll entschieden werden, ob im Rahmen der Entwick-
lung ein Framework zur Visualisierung benutzt werden kann oder nicht und
falls ja, dann welches.
Dazu sei erwa¨hnt, dass die Verwendung eines Frameworks grundsa¨tzlich
sowohl einen großen Vor- als auch einen großen Nachteil hat. Der offensicht-
liche Vorteil ist die Tatsache, dass Frameworks bereits viele Funktionalita¨ten
enthalten, die verwendet werden ko¨nnen, ohne sie erneut implementieren zu
mu¨ssen. Es kann dadurch viel Arbeit und Zeit gespart werden. In den mei-
sten Fa¨llen bietet ein Framework zwar viele, allerdings nicht alle beno¨tigten
Funktionen. Diese Tatsache fu¨hrt zu dem Nachteil der Verwendung eines Fra-
meworks. Je nachdem, wie komplex und gut dokumentiert das Framework
ist, kann es schwer bis unmo¨glich werden, das Framework an die gegebenen
Anforderungen anzupassen oder zu erweitern.
4.1 Graphen-Frameworks
Im Rahmen einer ersten Recherche wurde festgestellt, dass sich fu¨r das Zeich-
nen von Entity-Relationship-Diagrammen sogenannte Graphen-Frameworks
eignen ko¨nnten. Im Wesentlichen gibt es dafu¨r zwei Gru¨nde:
Urspru¨nglich kann man mit Graphen-Frameworks, Graphen (vgl. Gra-
phentheorie) visualisieren und teilweise auch interaktiv bearbeiten. Rein vi-
suell betrachtet sind Entity-Relationship-Diagramme einem Graphen, auf ab-
strakter Ebene, a¨hnlich. So besteht ein Entity-Relationship-Diagramm aus
Entita¨ten, die ggf. durch Beziehungen miteinander verbunden sind. Ein Graph
besteht aus Knoten, die ggf. u¨ber Kanten miteinander verbunden sind. Der
erste Grund ist somit, dass Entity-Relationship-Diagramme, visuell betrach-
tet, auf Graphen abgebildet werden ko¨nnen.
Der zweite Grund ist die Tatsache, dass fast alle der Graphen-Frameworks
eine Anpassung der visuellen Darstellung von Knoten und Kanten erlauben.
24siehe [ITW]
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Wie detailliert man dabei die visuellen Darstellung anpassen kann, ist von
Framework zu Framework verschieden. Einige Frameworks erlauben die An-
passung der Darstellung ohne Vera¨nderung der eigentlichen Form eines Gra-
phen. Dahingegen kann man mit anderen Frameworks die Form von Knoten
und Kanten auf sehr vielfa¨ltige, flexible Weise anpassen. Diese Tatsache ist
sehr wichtig, da ein Entity-Relationship-Model zwar, abstrakt betrachtet,
visuell auf ein Graphen abgebildet werden kann, aber dabei definitiv eine
Anpassung der visuellen Darstellung von No¨ten ist.
4.2 Bewertungskriterien
Um verschiedene Java-Graphen-Frameworks evaluieren zu ko¨nnen mu¨ssen
zuna¨chst Bewertungskriterien definiert werden. Anhand der Bewertungskri-
terien soll entschieden werden, ob ein Graphen-Framework im Rahmen dieser
Arbeit verwendet werden soll und falls ja, welches. Die Bewertungskriterien
leiten sich dabei unter anderem aus den in Abschnitt 3.1 genannten funktio-
nalen Anforderungen an die zu entwickelnde Anwendung ab und werden im
Folgenden aufgefu¨hrt:
Open Source Da ein Graphen-Framework in jedem Fall angepasst bzw.
erweitert werden muss, sollte es sich bei dem Framework um ein Open Sour-
ce25 Framework handeln. Die Mo¨glichkeit, u¨ber ein Open-Source-Frameworks
einzelne Elemente einsehen zu ko¨nnen, vereinfacht dabei die Anpassbarkeit
bzw. Erweiterbarkeit.
Dokumentation Neben der Tatsache, dass einzelne Elemente eines Graph-
en-Frameworks eingesehen werden ko¨nnen, erleichtert die zusa¨tzliche Doku-
mentation und die Verwendung von (abstrakten) Java-Klassen und -Schnitt-
stellen die Anpassung, Erweiterung und Verwendung eines Frameworks.
Hilfestellung im Internet Handelt es sich bei einem Framework um ein
Open-Source-Framework, dass gut dokumentiert ist, so ist die Anpassung,
Erweiterung und Verwendung wesentlich leichter. Allerdings muss man sich
intensiv mit den einzelnen Elementen des Frameworks befassen, um es er-
weitern, anpassen und verwenden zu ko¨nnen. Durch zusa¨tzliche Hilfestellung
25vgl. [Ope]
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aus dem Internet, in Form von Tutorials oder Code-Beispielen, kann viel Zeit
bezu¨glich der Auseinandersetzung mit dem Framework gespart werden.
Anpassung der grafischen Darstellung Des O¨fteren wurde jetzt be-
reits erwa¨hnt, dass ein Graphen-Framework angepasst bzw. erweitert werden
muss, um ein Entity-Relationship-Diagramm zeichnen zu ko¨nnen. Genauer
gesagt muss die Form und der Inhalt von Knoten und Kanten vera¨ndert
werden ko¨nnen. Knoten mu¨ssen als Rechtecke dargestellt werden ko¨nnen,
entsprechend Abbildung 7. Kanten sollen entsprechend der prima¨ren An-
forderung F20 zuna¨chst als gestrichelte oder durchgehende Linie, mit einer
entsprechenden Bezeichnung, dargestellt werden ko¨nnen. Daru¨ber hinaus sol-
len die Kardinalita¨ten der beteiligten Entita¨ten an dem jeweiligen Ende des
Kante als Text dargestellt werden (siehe Abbildung 8). Die grafische Darstel-
lung soll innerhalb eines Java-JPanels26 mo¨glich sein und es wa¨re wu¨nschens-
wert, die Darstellung der Kanten entsprechend der Kra¨henfuß-/IE-Notation-
Notation anpassen zu ko¨nnen (siehe sekunda¨re Anforderung F70).
Interaktion mit der grafischen Darstellung Neben der visuellen Dar-
stellung eines Entity-Relationship-Diagramms soll es mithilfe eines Graphen-
Framework mo¨glich sein, einzelne Knoten anzuklicken und zu bewegen (ent-
sprechend F30). Die Interaktion mit einem Graph soll dabei individuell ange-
passt werden ko¨nnen, um beispielsweise andere Aktionen mit einem Mausklick
zu verknu¨pfen.
Verknu¨pfung der grafischen Elemente mit Metadaten Entsprechend
dem Entwurfsmuster Model View Controller (wird in Abschnitt 7.1 ausfu¨hr-
lich erla¨utert) und den Design Prinzipien27
”
Separation of Concerns28“ sowie
”
Single Responsibility29“ wird der Code fu¨r die grafische Darstellung und fu¨r
den Umgang mit Gescha¨ftsdaten30 voneinander getrennt. Visuell dargestellte
Entita¨ten oder Beziehungen mu¨ssen aber dennoch auf irgendeine Weise mit
26Eine Strukturierungshilfe im Rahmen der Programmierung grafischer Oberfla¨chen mit
Java.
27In Bezug auf Softwarearchitektur.
28vgl. [Gre]
29siehe [Mar]
30Gescha¨ftsdaten sind die elementaren Daten, die im Rahmen einer Anwendung verwen-
det werden. Fu¨r die im Rahmen dieser Arbeit zu entwickelnde Software sind Gescha¨ftsda-
ten Elemente eines Entity-Relationship-Diagramms.
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dem entsprechenden Gescha¨ftsobjekt31 verknu¨pft werden. Es wa¨re vorteil-
haft, wenn ein Graphen-Framework die Mo¨glichkeit biete wu¨rde, Elemente,
die visuell dargestellt werden sollen, mit Metadaten zu verknu¨pfen. Die Ver-
knu¨pfung von Elementen mit Metadaten erleichtert die Zuordnung von visuell
dargestellten Elementen zu den entsprechenden Gescha¨ftsobjekten. Ein ent-
sprechender Mechanismus muss somit nicht explizit implementiert werden.
4.3 Vergleich
Im Folgenden werden 3 Frameworks miteinander verglichen. Dabei werden
die einzelnen Frameworks vorgestellt, Beispiele gezeigt, und anhand der Be-
wertungskriterien einander gegenu¨bergestellt. Das Ergebnis dieser Gegenu¨ber-
stellung ist die Entscheidung, ob eines der vorgestellten Frameworks fu¨r die
Visualisierung des Entity-Relationship-Models verwendet werden kann und
falls ja, dann welches.
4.3.1 Java Universal Network/Graph Framework
Das Java Universal Network/Graph (kurz JUNG) Framework erlaubt die
Visualisierung von Daten, die als Graph (Abbildung 9 (a)) oder Netzwerk
dargestellt werden ko¨nnen. Die Architektur des JUNG-Frameworks soll vie-
le Arten der Visualisierung unterstu¨tzen, beispielsweise un-/gerichtete Gra-
phen, Multigraphen und Hypergraphen. Daru¨ber hinaus ko¨nnen die einzelnen
Elemente mit Metadaten verknu¨pft werden (vgl. [OFNb]).
Der Quellcode des JUNG-Frameworks kann eingesehen werden, da es sich
um ein Open-Source-Framework handelt. Allerdings ist die Dokumentation
des Frameworks eher spa¨rlich. Innerhalb des Quellcodes sind einige der wich-
tigen Elemente nicht ausreichend oder gar nicht dokumentiert. Als Hilfestel-
lung bieten die Entwickler des JUNG-Frameworks daher Beispielcode fu¨r die
Verwendung einzelner Aspekte des Frameworks sowie eine dazugeho¨rige Do-
kumentation (vgl. [OFNa]). Durch diese Hilfestellung ist es relativ einfach,
einen Graphen zu visualisieren. Falls man das Framework allerdings tiefer-
gehend vera¨ndern mo¨chte, lassen sich vergleichsma¨ßige wenige Beispiele im
Internet finden.
Abbildung 9 (b) zeigt, dass die Visualisierung eines Graphen grundsa¨tz-
lich angepasst werden kann. So ko¨nnen Kanten als gestrichelte oder durch-
gehende Linie mit Bezeichnung dargestellt werden. Daru¨ber hinaus ko¨nnen
31In diesem Fall eine Entita¨t oder eine Beziehung.
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(a) (b)
Abbildung 9: Einfacher und leicht angepasster Graph.
Knoten als Rechtecke dargestellt und mit einem mit spezifischem Inhalt ver-
sehen werden (Abbildung 10). Ob es mo¨glich ist, eine Kante mit zwei Be-
schriftungen oder in Form der Kra¨henfuß-/IE-Notation darzustellen konnte
noch nicht explizit verifiziert werden. Bezu¨glich der Interaktion bietet das
JUNG-Framework die Mo¨glichkeit, einzelne Knoten auszuwa¨hlen und zu be-
wegen wobei die Kanten erhalten bleiben.
Zusammenfassend kann gesagt werden, dass sich das JUNG-Framework
durchaus fu¨r die Darstellung von Entity-Relationship-Diagrammen eignet, da
Knoten und Kanten in ihrer visuellen Darstellung angepasst und interaktiv
bewegt werden ko¨nnen. Die Dokumentation und Hilfestellungen im Internet
lassen zwar zu wu¨nschen u¨brig, reichen jedoch aus, um das Framework den
eigenen Bedu¨rfnissen entsprechend anpassen bzw. erweitern zu ko¨nnen.
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(a) (b)
Abbildung 10: Graph mit angepasster Darstellung, wobei Abbildung (b) ein
Ausschnitt der Anwendung
”
visualdependencies“ zeigt, die im Rahmen einer
Diplomarbeit entwickelt wurde und das JUNG-Framework verwendet(siehe
[KP09]).
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4.3.2 JGraphX
JGraphX ist ein Framework, welches ebenfalls fu¨r die Visualisierung von Gra-
phen verwendet werden kann (Abbildung 11). Es handelt sich dabei um die
sechste Version des Frameworks JGraph. Der Name wurde gea¨ndert, da die
sechste Version von Grund auf neu entwickelt wurde. Mithilfe des JGraphX-
Frameworks soll es mo¨glich sein, verschiedene Modellierungstools zu imple-
mentieren (vgl. [JGrb]).
Abbildung 11: Beispielanwendung zeigt die Standard-Darstellung eines Gra-
phen mit dem JGraphX-Framework.
Das JGraphX-Framework ist ein Open-Source-Framework somit kann der
Quellcode wie bei dem JUNG-Framework eingesehen werden. Nach der Im-
plementierung einer Beispielanwendung fu¨r die Evaluation kann gesagt wer-
den, dass die Dokumentation relativ gut ist, jedenfalls besser als die Doku-
mentation des JUNG-Frameworks. Es existiert eine ausfu¨hrliche Javadoc32-
Spezifikation des Frameworks und ein Leitfaden, der verschiedene Aspekte
des Frameworks beschreibt. Daru¨ber hinaus gibt es einige Beispiele im Inter-
32Javadoc ist ein Tool, das es ermo¨glicht, aus Kommentaren innerhalb von Java-Code
eine Dokumentation im HTML-Format zu erzeugen (siehe [Orae]).
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net und ein Forum fu¨r die Verwendung des JGraph-Frameworks (vgl. [JGra]).
Da das JGraphX-Framework eine Neuentwicklung des JGraph-Frameworks
darstellt, ko¨nnen viele Beispiele fu¨r die Verwendung des JGraphX-Frame-
works u¨bernommen werden.
Abbildung 12: Beispielanwendung zeigt die angepasste Visualisierung eines
Graphen mit dem JGraphX-Framework.
Abbildung 12 zeigt, dass die Visualisierung eines Graphen mit dem JGra-
phX-Framework detailliert ist und relativ einfach angepasst werden kann.
Knoten ko¨nnen als Entita¨t und Kanten ko¨nnen gestrichelt oder durchgehend
mit der jeweiligen Kardinalita¨t und Bezeichnung als Text visualisiert werden.
Die Mo¨glichkeit, Kanten entsprechend der Kra¨henfuß-Notation zu visuali-
sieren, wurde noch nicht explizit evaluiert. Allerdings kann gesagt werden,
dass JGraphX das Importieren und Verwenden von sogenannten Dia-Shape-
Dateien (siehe Benutzerhandbuch, vgl. [JGrc]) ermo¨glicht. Mithilfe dieser
Dateien ko¨nnen eigene Formen fu¨r Knoten oder Kanten verwendet werden,
was eine Mo¨glichkeit sein ko¨nnte, die Kra¨henfuß-Notation fu¨r die Darstel-
lung der Kanten zu verwenden. Bezu¨glich der Interaktion ist es mo¨glich,
Knoten zu bewegen, wobei Kanten erhalten bleiben. Auch Aktionen, die im
Zusammenhang mit Mausklicks stattfinden, ko¨nnen angepasst und erweitert
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werden.
4.3.3 yFiles
Bei dem yFiles-Framework handelt es um ein Java-Framework, das
”
Algorith-
men und Komponenten fu¨r die Analyse, die Visualisierung und das automa-
tische Anordnen von Graphen, Diagrammen und Netzwerken zur Verfu¨gung
stellt“ (Bezug zu [yWo]).
Da es sich bei dem yFiles-Framework um ein kommerziell vertriebenes
Framework und kein Open-Source-Framework konnte die Verwendung die-
ses Frameworks fu¨r den Einsatz im Rahmen dieser Arbeit nicht evaluiert
werden. Da es aber ziemlich ma¨chtig zu sein scheint und die geforderten An-
forderungen bezu¨glich der visuellen Darstellung erfu¨llt, soll es hier dennoch
kurz aufgefu¨hrt werden.
Abbildung 13: Beispiel fu¨r eine Anwendung, die mithilfe des yFiles-
Frameworks entwickelt wurde.
Laut Angaben der Entwickler soll die Verwendung des Frameworks es
beispielsweise ermo¨glichen, Anwendungen fu¨r das Modellieren verschiedener
Diagramme, wie UML- oder Flowchart-Diagramme, zu implementieren. Zwei
Beispiele dazu werden in Abbildung 13 und 14 gezeigt.
Da das Framework es erlaubt, die grafische Darstellung eines Graphen
sehr detailliert anzupassen, bzw. es sogar explizit fu¨r die Implementierung
einer Anwendung zum Zeichnen verschiedener Modelle vorgesehen ist, ko¨nn-
te es im Rahmen dieser Arbeit prinzipiell verwendet werden. Nicht zuletzt,
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weil davon ausgegangen werden kann, dass das Framework ausfu¨hrlich do-
kumentiert wurde und Hilfestellung geboten wird, das es kostenpflichtig ist.
Diese Tatsache ist hierbei Segen und Fluch zugleich, da im Rahmen dieser
Arbeit kein Budget zu Verfu¨gung steht, und das Framework somit bedauer-
licherweise nicht verwendet werden kann.
Abbildung 14: Beispiel fu¨r eine Anwendung, die ebenfalls mithilfe des yFiles-
Frameworks entwickelt wurde.
4.4 Fazit
Der Vergleich durch die Implementierung kleinerer Beispielanwendungen mit-
hilfe der aufgefu¨hrten Frameworks hat gezeigt, dass sich JGraphX-Framework
am besten eignet. Das Implementieren der Beispielanwendung (siehe Abbil-
dungen 11 und 12) mit dem JGraphX-Framework hat sich sehr einfach ge-
staltet und nicht mehr als 60 Zeilen Code beno¨tigt. Die verschiedenen Anpas-
sungen der Darstellung, entsprechend den prima¨ren Anforderungen, konnten
dabei mit sehr geringem Aufwand realisiert werden. In den meisten Fa¨llen
war lediglich das A¨ndern von Parametern no¨tig.
Weiterhin u¨bernimmt JGraphX viele Aspekte der Visualisierung von Gra-
phen innerhalb eines JPanels, wie das Bewegen und Markieren von Elemen-
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ten. Durch diese Tatsache kann noch mehr an Entwicklungsaufwand einge-
spart werden, da die Anforderung F30 beispielsweise nicht explizit implemen-
tiert werden muss.
5 Entwurf
Die letzten Abschnitte haben gezeigt, welche Anforderungen an die zu ent-
wickelnde Anwendung gestellt werden und welches Framework sich fu¨r die Vi-
sualisierung des Entity-Relationship-Diagramms eignet. In diesem Abschnitt
werden Entwu¨rfe vorgestellt, die sich aus den Anforderungen ergeben und
als Basis fu¨r die Architektur der Anwendung dienen. Die Entwu¨rfe werden
dabei in Form von verschiedenen Diagrammen gezeigt.
5.1 Anwendungsfa¨lle
Ein sogenanntes Anwendungsfalldiagramm entsprechend der UML-Notation
zeigt, welche Anwendungsfa¨lle von einem Aktor33 mithilfe der zu entwickeln-
den Anwendung durchgefu¨hrt werden ko¨nnen. Das folgende Anwendungs-
falldiagramm zeigt eine U¨bersicht der Anwendungsfa¨lle, welche direkt den
prima¨ren Anforderungen aus Abschnitt 3.1.1 zugeordnet werden ko¨nnen (sie-
he Abbildung 15).
33Ein Aktor, in Bezug auf ein Anwendungsfalldiagramm, ist eine Ausfu¨hrende Instanz,
meistens handelt es sich um den Anwender. Ein System kann allerdings auch ein Aktor
sein.
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Abbildung 15: Anwendungsfalldiagramm resultiert aus prima¨ren, funktiona-
len Anforderungen.
5.2 GUI-Design
Durch das im vorherigen Abschnitt gezeigte Anwendungsfalldiagramm wurde
festgelegt, welche Funktionen die zu entwickelnde Anwendung entsprechend
den prima¨ren Anforderungen anbieten soll. Als na¨chstes folgt ein Entwurf
der grafischen Benutzeroberfla¨che (GUI).
5.2.1 Hauptfenster
Das Hauptfenster der zu entwickelnden Anwendung ist schlicht gehalten,
beinhaltet ein JPanel und links eine Art Leiste mit verschiedenen JButtons34
(siehe Abbildung 16). Innerhalb des JPanels soll das Entity-Relationship-
Diagramm visualisiert werden, und die links befindlichen JButtons erlauben
34JButtons sind Benutzerschaltfla¨chen im Rahmen der Programmierung von grafischen
Oberfla¨chen mit Java.
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die Ausfu¨hrung verschiedener Funktionen, die im Rahmen des Anwendungs-
falldiagramms spezifiziert wurden.
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Abbildung 16: Hauptfenster der zu entwickelnden Anwendung.
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5.2.2 Dialog Entita¨t bearbeiten
Um eine bereits visualisierte Entita¨t zu bearbeiten, wird ein Dialogfenster
realisiert. In diesem Dialogfenster ko¨nnen Benutzer die Eigenschaften einer
Entita¨t einsehen und bearbeiten (siehe Abbildung 17). Dazu geho¨rt das hin-
zufu¨gen, lo¨schen und bearbeiten von Attributen, die ihrerseits in einer JTa-
ble35 dargestellt werden.
Abbildung 17: Dialogfenster zum Bearbeiten einer Entita¨t.
5.2.3 Dialog Beziehung bearbeiten
Um eine bereits visualisierte Beziehung zu bearbeiten, wird ebenfalls ein
Dialogfenster realisiert (siehe Abbildung 18).
35Element des Java-Frameworks das fu¨r die Darstellung von Tabellen verwendet wird.
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Abbildung 18: Dialogfenster zum Bearbeiten einer Beziehung.
5.3 Abla¨ufe
Das Anwendungsfalldiagramm aus Abschnitt 5.1 hat eine U¨bersicht der Funk-
tionen gezeigt, die durch die zu entwickelnde Anwendung angeboten werden
sollen. Dieser Abschnitt zeigt, wie einzelne Abla¨ufe der verschiedenen An-
wendungsfa¨lle realisiert werden, sowie das beno¨tigte Statusmodell.
5.3.1 PAP-Diagramme
Die Abla¨ufe der einzelnen Anwendungsfa¨lle werden im Folgenden beschrie-
ben und gro¨ßtenteils durch sogenannte Programmablaufpla¨ne36 (kurz PAP)
dargestellt:
Entita¨t zeichnen Um eine Entita¨t zu zeichnen, muss der Anwender zu-
na¨chst auf den Button mit der Beschriftung
”
Entita¨t“ klicken. Die Anwen-
dung wird dann in den internen Status
”
Add Entity“ versetzt (das Statusmo-
dell wird im Anschluss genauer erla¨utert). Nach dem Klick auf den Button
muss der Anwender in das JPanel klicken, in dem das Diagramm dargestellt
wird. Es wurde bereits angedeutet, dass der Code fu¨r die grafische Darstel-
lung und der Code fu¨r die Gescha¨ftsobjekte37 und Gescha¨ftsprozesse von-
einander getrennt werden. Falls der interne Status sich in der Zwischenzeit
36Ein Programmablaufplan, auch Flussdiagramm genannt, zeigt den Ablauf eines be-
stimmten Aspekts innerhalb eines zu entwickelnden Programms.
37Entita¨ten und Beziehungen des Entity-Relationship-Diagramms.
30
nicht gea¨ndert hat, wird eine Standard-Entita¨t38 erzeugt und zuna¨chst einer
internen Repra¨sentation des zu erzeugenden Entity-Relationship-Diagramms
hinzugefu¨gt. Bei dem Hinzufu¨gen einer Entita¨t wird zuerst gepru¨ft ob die En-
tita¨t eingefu¨gt werden kann, oder ob beispielsweise bereits eine Entita¨t mit
derselben Bezeichnung existiert. Falls die Entita¨t der internen Repra¨sentati-
on des Entity-Relationship-Diagramms hinzugefu¨gt wurde, wird die Entita¨t
in dem JPanel, an der Position des Mausklicks, visualisiert und der interne
Status auf
”
Neutral“ gea¨ndert (siehe Abbildung 19).
38Entita¨t mit der Bezeichnung
”
Entity“ und ohne Attribute.
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Abbildung 19: Programmablaufplan fu¨r das Hinzufu¨gen einer Entita¨t.
Entita¨t lo¨schen Um eine Entita¨t zu lo¨schen, muss der Anwender die En-
tita¨t zuna¨chst innerhalb des JPanels mit einem Mausklick selektieren. Die
ALPHA-Version der zu entwickelnden Anwendung unterstu¨tzt lediglich das
Selektieren eines Elements (Entita¨t oder Beziehung), in Zukunft sollte auch
das Selektieren mehrerer Elemente gleichzeitig unterstu¨tzt werden. Nachdem
eine Entita¨t selektiert wurde, muss der Anwender auf den Button mit der
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Beschriftung
”
Lo¨schen“ dru¨cken.
Abbildung 20: Programmablaufplan fu¨r das Lo¨schen einer Entita¨t.
Nachdem ein Dialog geo¨ffnet wurde, in dem der Anwender besta¨tigen
muss, dass die selektierte Entita¨t gelo¨scht werden soll, wird ermittelt, welche
Entita¨t innerhalb der grafischen Darstellung markiert wurde. Falls die mar-
kierte Entita¨t nicht in der Zeit zwischen dem Markieren und dem Dru¨cken
auf den Button mit der Beschriftung
”
Lo¨schen“ wieder deselektiert wurde,
wird die Entita¨t aus der internen Repra¨sentation und der grafischen Darstel-
lung des Entity-Relationship-Diagramms entfernt. Daraufhin wird gepru¨ft,
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ob andere Entita¨ten durch Fremdschlu¨sseleintra¨ge und Beziehungen von dem
Lo¨schen der Entita¨t betroffen sind. Fremdschlu¨sseleintra¨ge der betroffenen
Entita¨ten werden aus der internen Repra¨sentation des Entity-Relationship-
Diagramms gelo¨scht und die grafische Darstellung der betroffenen Entita¨ten
aktualisiert (siehe Abbildung 20). Betroffene Beziehungen werden ebenfalls
aus der internen Repra¨sentation des Entity-Relationship-Diagramms gelo¨scht,
allerdings muss die grafische Darstellung hier nicht aktualisiert werden, da
das JGraphX-Framework Kanten zu einem gelo¨schten Knoten automatisch
lo¨scht.
Auf das Abrufen oder Setzen des internen Status kann bei diesem An-
wendungsfall verzichtet werden. Der Grund dafu¨r ist, dass das JGraphX-
Framework die Selektion von Elementen u¨bernimmt; somit muss dieser Aspekt
nicht explizit implementiert werden.
Entita¨t bearbeiten Eine Entita¨t kann bearbeitet werden (siehe Abbil-
dung 21), indem der Anwender einen Doppelklick auf einer zu bearbeitenden
Entita¨t innerhalb des Panels durchfu¨hrt. Anschließend wird ermittelt, auf
welcher Entita¨t innerhalb der grafischen Darstellung der Doppelklick durch-
gefu¨hrt wurde, und der Dialog zum Bearbeiten einer Entita¨t (siehe Abbildung
17) gestartet.
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Abbildung 21: Programmablaufplan fu¨r das Bearbeiten einer Entita¨t.
Innerhalb des Dialogs ko¨nnen Attribute hinzugefu¨gt, gelo¨scht sowie deren
Bezeichnung, Datentyp und die Prima¨rschlu¨sseleigenschaft vera¨ndert werden.
Handelt es sich um ein Fremdschlu¨sselattribut, kann dieses nicht gelo¨scht
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werden und der Datentyp kann nicht vera¨ndert werden.
Nachdem der Anwender die Entita¨t bearbeitet hat, werden die A¨nderun-
gen in die interne Repra¨sentation des Entity-Relationship-Diagramms u¨ber-
nommen, wobei ein ausgefeilter Algorithmus (siehe Abbildung 22) fu¨r die
Konsistenz sorgt. Der Algorithmus pru¨ft im Wesentlichen, ob ein Prima¨r-
schlu¨sselattribut gelo¨scht wurde oder einem Attribut die Prima¨rschlu¨ssel-
eigenschaft entzogen wurde. Ist dies der Fall, wird ein Dialog gezeigt, mit der
Warnung, dass das Lo¨schen eines Prima¨rschlu¨sselattributs auch das Lo¨schen
von Fremdschlu¨sseln, die das Prima¨rschlu¨sseattribut referenzieren, nach sich
ziehen kann. Besta¨tigt der Anwender, so werden die entsprechenden Fremd-
schlu¨sseleintra¨ge entfernt.
Abbildung 22: Programmablaufplan fu¨r das Bearbeiten einer Entita¨t.
Handelt es sich bei dem Prima¨rschlu¨ssel der Quell-Entita¨t um ein ein-
zelnes Attribut, also einen nicht zusammengesetzten Schlu¨ssel, so wird die
jeweilige Beziehung ebenfalls gelo¨scht. Ist der Prima¨rschlu¨ssel zusammenge-
setzt, werden nur die entsprechenden Fremdschlu¨sseleintra¨ge gelo¨scht.
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Nachdem die Konsistenz der internen Repra¨sentation des Entity-Relation-
ship-Diagramms gesichert wurde, werden die Entita¨t sowie eventuell durch
das Lo¨schen von Fremdschlu¨sseleintra¨gen betroffene andere Entita¨ten und
Beziehungen innerhalb der grafischen Darstellung aktualisiert.
Beziehung bewegen Das Bewegen von Entita¨ten innerhalb des JPanels
muss nicht explizit implementiert werden, da dieser Aspekt bereits – wie das
Selektieren von Elementen – innerhalb des JGraphX-Frameworks implemen-
tiert ist.
Beziehung zeichnen Eine Beziehung zwischen zwei Entita¨ten kann er-
zeugt werden, indem der Anwender den Button mit der Beschriftung
”
Be-
ziehung“ dru¨ckt, woraufhin die Anwendung in den internen Status
”
Add
Relation“ versetzt wird. Anschließend muss der Anwender auf die Quell-
Entita¨t der zu erzeugenden Beziehung innerhalb des JPanels klicken. Falls
der Klick keine Entita¨t
”
getroffen“ hat, wird der Vorgang abgebrochen und
die Anwendung wieder in den internen Zustand
”
Neutral“ versetzt. Wurde
allerdings eine Entita¨t
”
getroffen“, so wird diese selektiert und zuna¨chst als
Quell-Entita¨t der zu erzeugenden Beziehung intern gespeichert. Parallel da-
zu wird die Anwendung in den internen Zustand
”
First Participant Selected“
versetzt.
Nach dem Klick auf die Quell-Entita¨t, muss der Anwender auf die Ziel-
Entita¨t klicken. Dazu wird der Ablauf ab dem Klicken einer Entita¨t erneut
ausgefu¨hrt. Falls der interne Status sich in der Zwischenzeit nicht gea¨ndert
hat, wird eine Standard-Beziehung (1-n-Beziehung) von der Quell- zu der
Ziel-eEntita¨t erzeugt. (Falls sich der Status doch in der Zwischenzeit gea¨ndert
hat, wird der Vorgang ebenfalls abgebrochen und die Anwendung wieder in
den internen Status
”
Neutral“ versetzt.) Diese erzeugte Beziehung wird der
internen Repra¨sentation des Entity-Relationship-Diagramms hinzugefu¨gt, wo-
bei auch der/die entsprechende(n) Fremdschlu¨ssel der Ziel-Entita¨t hinzu-
gefu¨gt wird/werden. Im Anschluss wird die Beziehung visualisiert und die
Darstellung der betroffenen Ziel-Entita¨t aktualisiert und die Anwendung wie-
der in den Status
”
Neutral“ versetzt (siehe Abbildung 23).
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Abbildung 23: Programmablaufplan fu¨r das Hinzufu¨gen einer Beziehung zwi-
schen zwei Entita¨ten.
Beziehung bearbeiten Fu¨r das Bearbeiten einer bereits visualisierten Be-
ziehung zwischen zwei Entita¨ten wird, wie fu¨r das Bearbeiten einer Entita¨t,
ein Dialog verwendet. Dieser wird durch einen Doppelklick auf die zu bearbei-
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tende Beziehung gestartet und mit den Eigenschaften der Beziehung gefu¨llt.
Bei dem Befu¨llen der GUI-Elemente, wird die Auswahl der Kardinalita¨ten
so eingeschra¨nkt, dass die Beziehung nicht
”
umgedreht“ werden kann. Bei-
spielsweise kann eine 1-n-Beziehung, nicht in eine n-1-Beziehung innerhalb
des Dialogs umgewandelt werden. Fu¨r eine zu bearbeitende 1-n-Beziehung
kann fu¨r die Kardinalita¨t der Quell-Entita¨t, lediglich 1 oder C gewa¨hlt wer-
den. Fu¨r die Ziel-Entita¨t kann in diesem Fall nur 1, C, N oder CN gewa¨hlt
werden.
Es soll hier auch gesagt sein, dass n-m-Beziehungen nicht explizit angebo-
ten werden. Um eine n-m-Beziehung zu zeichnen, muss der Anwender selber
die Zwischen-Entita¨t zeichnen und dann die beiden 1-n-Beziehungen zu der
Zwischen-Entita¨t erzeugen.
Nachdem die Beziehung innerhalb des Dialogs von dem Anwender bear-
beitet wurde, wird die interne Repra¨sentation und die grafische Darstellung
des Entity-Relationship-Diagramms aktualisiert (siehe Abbildung 24).
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Abbildung 24: Programmablaufplan fu¨r das Bearbeiten einer bereits visuali-
sierten Beziehung zwischen zwei Entita¨ten.
Beziehung lo¨schen Um eine Beziehung zu lo¨schen, muss der Anwen-
der zuna¨chst die zu lo¨schende Beziehung innerhalb des JPanels mit einem
Mausklick selektieren. Nachdem die zu lo¨schende Beziehung selektiert wur-
de, muss der Anwender auf den Button mit der Aufschrift
”
Lo¨schen“ dru¨cken.
Anschließend wird ermittelt, welche Beziehung innerhalb der grafischen Dar-
stellung selektiert wurde. Falls die selektierte Beziehung in der Zeit zwischen
dem Selektieren und dem Dru¨cken nicht wieder deselektiert wurde, wird die
Beziehung aus der internen Repra¨sentation und der grafischen Darstellung
des Entity-Relationship-Diagramms entfernt. Weiterhin werden die entspre-
chenden Fremdschlu¨sseleintra¨ge aus der Ziel-Entita¨t entfernt und die grafi-
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sche Darstellung der Ziel-Entita¨t aktualisiert (siehe Abbildung 25).
Abbildung 25: Programmablaufplan fu¨r das Lo¨schen einer bereits visualisier-
ten Beziehung zwischen zwei Entita¨ten.
SQL-Code generieren Um aus einem gezeichneten Entity-Relationship-
Diagramm entsprechenden SQL-Code zu generieren, muss der Anwender
zuna¨chst den Dialekt des zu erzeugenden SQL-Code in der entsprechenden
JCombobox39 auswa¨hlen und auf den Button mit Aufschrift
”
SQL generie-
ren“ dru¨cken. Im Anschluss wird ein sogenannter Save-File-Dialog40 gestar-
tet, in dem der Anwender einen Pfad fu¨r die zu speichernde Datei auswa¨hlen
39Eine JCombobox ist die Auswahlliste des Java-Frameworks, auch Drop-Down-
Menu¨ genannt.
40vgl. [Orad]
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kann. Nachdem der entsprechende Pfad ausgewa¨hlt wurde, wird der SQL-
DDL-Code erzeugt, indem u¨ber alle Entita¨ten innerhalb der internen Re-
pra¨sentation des Entity-Relationship-Diagramms iteriert wird. Jede Entita¨t
innerhalb des Entity-Relationship-Diagramm stellt eine zu erzeugende Ta-
belle innerhalb des generierten SQL-DDL-Codes dar. Am Ende des Vorgangs
befindet sich in der gespeicherten Datei, der entsprechende SQL-Code (mit
dem Dialekt einer spezifischen Datenbanktechnologie).
Diagramm speichern Ein gezeichnetes Entity-Relationship-Diagramm ka-
nn in eine XML-Datei abgespeichert werden. Dazu muss der Anwender auf
den Button mit der Aufschrift
”
Speichern“ dru¨cken. Anschließend o¨ffnet sich
ein sogenannter Save-File-Dialog, in dem der Anwender einen Pfad fu¨r die
zu speichernde Datei auswa¨hlen kann. Nach dem Besta¨tigen wird das Entity-
Relationship-Diagramm in eine XML-Datei in den angegebenen Pfad expor-
tiert.
Diagramm laden Ein bereits abgespeichertes Entity-Relationship-Diagr-
amm kann importiert werden, indem der Anwender auf den Button mit der
Aufschrift
”
Laden“ dru¨ckt. Auch hier wird zuna¨chst ein Dialogfenster gest-
artet (diesmal handelt es sich allerdings um einen sogenannten Open-File-
Dialog (vgl. [Orad])), in dem der Anwender – wie gewohnt – die XML-Datei
auswa¨hlt, aus der die Gescha¨ftsobjekte geladen werden sollen. Anschließend
werden die Gescha¨ftsobjekte aus der Datei geladen und innerhalb des JPanels
visualisiert.
Diagramm exportieren Um ein gezeichnetes Entity-Relationship-Dia-
gramm in Form eines Bildes zu exportieren, muss der Anwender auf den
Button mit der Aufschrift
”
Bild exportieren“ dru¨cken. Daraufhin o¨ffnet sich
wieder ein Save-File-Dialog, in dem der Anwender den Pfad und den Da-
tentyp des zu exportierenden Bildes festlegen kann. Nach der Besta¨tigung
des Dialogs wird ein Bild an dem festlegten Pfad erzeugt, das den gesamten
Inhalt des JPanels beinhaltet. Das Erzeugen des Bildes wird hierbei ohne ein
externes Framework realisiert, sondern mit java-internen Mitteln.
5.3.2 Statusmodell
Der vorherige Abschnitt hat die Abla¨ufe der verschiedenen Anwendungsfa¨lle
gezeigt, wobei oftmals der interne Status der Anwendung einbezogen wur-
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de. Die Eigenschaft der Anwendung, sich in verschiedenen Status zu befin-
den, ist aus folgendem Grund notwendig: Je nach Anwendungsfall werden
verschiedene Aktionen mit einem Mausklick innerhalb des JPanel fu¨r die
Darstellung des Entity-Relationship-Diagramms verknu¨pft. Um feststellen zu
ko¨nnen, welche Aktion letztlich ausgefu¨hrt werden soll, wird daher ein Sta-
tusmodell eingefu¨hrt. Wie genau die einzelnen Status verwendet werden, um
mit einem Mausklick in das JPanels verschiedene Aktionen zu verknu¨pfen,
wurde in dem letzten Abschnitt bereits erkla¨rt. Abbildung 26 zeigt die einzel-
nen Status, in denen sich die Anwendung befinden kann, und die mo¨glichen
U¨berga¨nge einzelner Status41.
Abbildung 26: Statusmodell mit einzelnen Status und deren U¨berga¨nge.
41Darstellung in Form eines endlichen Automaten (vgl. [FH-]).
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6 Architektur
Das letzte Kapitel hat verschiedene Entwu¨rfe gezeigt, die als Basis fu¨r die Ar-
chitektur der zur entwickelnden Anwendung dienen. Die Entwu¨rfe enthalten
keine technischen, sondern nur fachliche Aspekte. In diesem Kapitel werden
die eher fachlichen Entwu¨rfe mit technischen Aspekten zu einer Softwarear-
chitektur erweitert.
Die Reihenfolge der Beschreibung einzelner Aspekte der Softwarearchi-
tektur verfolgt den sogenannten Top-down-Ansatz. Das heißt, die Granula-
rita¨t (und somit auch der Abstraktionsgrad) der Sicht auf einen bestimmten
Aspekt der Softwarearchitektur wird dabei von Abschnitt zu Abschnitt feiner
(von Schichten u¨ber Komponenten zu Schnittstellen und Klassen).
6.1 Schichten
Eine sehr grob granula¨re Sicht auf die Softwarerchitektur bietet das sogenann-
te Schichtenmodell (Bezug zu [Dun 9]). Nach den bereits erwa¨hnten Design-
Prinzipien
”
Separation of Concerns“ und
”
Single Responsibility“ ko¨nnen
einzelne zusammenha¨ngende Elemente der Softwarearchitektur in logische
Schichten gruppiert oder zusammengefasst werden. Ein wesentlicher Grund
fu¨r die Aufteilung in Schichten ist, dass die Kommunikation der einzelnen
Elemente untereinander minimiert und zentral als Schnittstelle zusammen-
gefasst wird, entsprechend dem Design-Prinzip der losen Kopplung42. Die
somit lose gekoppelten Schichten ko¨nnen nicht nur leicht ausgetauscht und
wiederverwendet werden, einzelne Schichten ko¨nnen sogar auf entfernte Sy-
stem ausgelagert werden als Grundlage fu¨r verteilte Anwendungen.
Ein weiterer Aspekt des Schichtenmodells ist die Tatsache, dass eine
Schicht jeweils nur auf die unmittelbar darunterliegende Schicht zugreifen
kann. Dadurch ko¨nnen beliebig viele Schichten oberhalb einer jeweiligen
Schicht
”
gestapelt“ werden, ohne dass die Schicht selbst davon betroffen
ist. Allgemein betrachtet ist eine in logische Schichten unterteilte Softwa-
rearchitektur relativ robust, da A¨nderungen von jeweiligen Schichten durch
die Verwendung von schmalen Schnittstellen kaum Auswirkungen auf andere
Schichten haben.
Im Rahmen dieser Arbeit wird die Architektur in eine 3-Schichten-Archi-
tektur eingeteilt (siehe Abbildung 27). Bei der untersten Schicht handelt es
42vgl. [Dun 9]
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Abbildung 27: Die 3 Schichten der zu entwickelnden Anwendung.
sich um die Persistenzschicht, auch Datenhaltungsschicht genannt. Innerhalb
der Persistenzschicht wird das Persistieren und Abrufen von Gescha¨ftsobjek-
ten (Elemente des Entity-Relationship-Diagramms) gekapselt. Bei der mitt-
leren Schicht handelt es sich um die Gescha¨ftslogikschicht. Die Gescha¨ftslo-
gikschicht verwendet die Persistenzschicht u¨ber eine entsprechende Schnitt-
stelle, um das Persistieren oder Abrufen der Gescha¨ftsobjekten zu realisieren.
Daru¨ber hinaus wird in der Gescha¨ftslogikschicht, wie der Name schon andeu-
tet, weitere Logik im Zusammenhang mit dem Umgang von Gescha¨ftsobjekte
(Gescha¨ftsprozessen) implementiert und fu¨r die Persistenzschicht gekapselt.
Die oberste Schicht ist die Pra¨sentations- oder Darstellungsschicht. Inner-
halb der Pra¨sentationschicht werden lediglich Elemente implementiert, die
fu¨r die grafische Benutzeroberfla¨che zusta¨ndig sind. Um Gescha¨ftsprozesse
ausfu¨hren zu ko¨nnen, verwendet die Pra¨sentationsschicht die Gescha¨ftslo-
gikschicht u¨ber die entsprechende Schnittstelle. Die drei Schichten werden
um eine “Shared“-Schicht erga¨nzt, die von allen bereits genannten Schichten
verwendet wird.
Es soll an dieser Stelle gesagt sein, dass die Anwendung, die im Rahmen
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dieser Arbeit entwickelt wird ein Rich Client43 sein wird. Die Aufteilung
in Schichten dient hier in erster Linie einer u¨bersichtlicheren Gruppierung
und robusten Architektur. Daru¨ber hinaus bietet die Aufteilung in Schichten
die Mo¨glichkeit, den Rich Client in Zukunft in eine verteilte Anwendung zu
transformieren, falls dies irgendwann einmal gewu¨nscht sein sollte.
6.2 Komponenten und Klassen
Der letzte Abschnitt hat eine grobe U¨bersicht der Softwarearchitektur fu¨r die
zu entwickelnde Anwendung u¨ber das 3-Schichten-Modell gezeigt. In diesem
Abschnitt wird die Granularita¨t der Sicht auf die Softwarearchitektur verfei-
nert. Dazu werden die einzelnen Schichten genauer betrachtet und es wird
gezeigt, welche (Sub-)Komponenten sich in den Schichten (Komponenten)
verbergen. Fu¨r die einzelnen Komponenten werden dann jeweils die enthal-
tenen Klassen44 und Schnittstellen gezeigt und beschrieben, was der feinsten
Granularita¨t der Sicht auf die Softwarearchitektur entspricht.
6.2.1 Sketcher Shared
Wie bereits erwa¨hnt entha¨lt die
”
Shared“-Schicht Komponenten, die von al-
len anderen Schichten genutzt werden. Momentan befindet sich innerhalb
der “Shared“-Schicht lediglich die Komponente
”
Sketcher Model“, was sich
in Zukunft aber a¨ndern ko¨nnte. Grund dafu¨r ist, dass in Zukunft ggf. neue
Funktionen implementiert werden, die ihrerseits fu¨r alle oder mehrere Schich-
ten verfu¨gbar sein mu¨ssen; das Gleiche gilt fu¨r bereits vorhandene Funktio-
nalita¨t. Diese wird dann ebenfalls in die “Shared“-Schicht ausgelagert. Es sie
erwa¨hnt, dass der Zugriff auf Elemente dieser Schicht direkt und nicht u¨ber
eine explizite Schnittstelle der Schicht stattfinden (siehe Abbildung 28).
43Alle Schichten befinden sich auf dem Rechner, auf dem die Anwendung ausgefu¨hrt
wird.
44Falls bei Beziehungen innerhalb von Klassendiagrammen, keine Kardinalita¨ angegeben
wurde, handelt es sich um eine 1-1-Beziehung.
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Abbildung 28:
”
Shared“-Schicht kann von allen anderen Schichten verwendet
werden.
Sketcher Model Innerhalb dieser Komponente werden die Gescha¨ftsobjekte
auf Java-Klassen abgebildet (Gescha¨ftsklassen, siehe Abbildung 29):
SketcherModel Die Klasse
”
SketcherModel“ entha¨lt alle Entita¨ten und
Beziehungen eines Entity-Relationship-Diagramms sowie unter anderem Funk-
tionen fu¨r das Hinzufu¨gen oder Lo¨schen von Entita¨ten und Beziehungen.
SketcherModelRelation Die Klasse
”
SketcherModelRelation“ repr-
a¨sentiert eine Beziehung und referenziert somit zwei Entita¨ten und speichert
die Kardinalita¨ten der beiden Entita¨ten in Bezug auf die Beziehung, sowie
die ggf. die Eigenschaft
”
identifizierend“.
SketcherModelRelationCardinality
”
SketcherModelRelationCardi-
nality“ ist eine Java-Enumeration45 und entha¨lt alle unterstu¨tzten Kardina-
lita¨ten (1, N, C, CN). Die Enumeration verfu¨gt zusa¨tzlich u¨ber eine Methode,
die eine gefilterte Auswahl der Kardinalita¨ten zuru¨ckgibt. Die gefilterte Aus-
wahl wird verwendet, um die Auswahlmo¨glichkeiten der Kardinalita¨t einer
Quell-Entita¨t innerhalb des Dialogs zum Bearbeiten einer Beziehung (siehe
Abschnitt 5.3.1), bereitstellen zu ko¨nnen.
45vgl. [Orac]
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Abbildung 29: Klassendiagramm zeigt die Gescha¨ftsklassen und deren Bezie-
hung zueinander.
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SketcherModelEntity Diese Klasse stellt eine Entita¨t dar und kann
somit verschiedene Attribute aufnehmen. Daru¨ber hinaus wird hier die Be-
zeichnung einer Entita¨t gespeichert wie auch die Position, an der die Entita¨t
innerhalb des JPanels dargestellt werden soll. Des Weiteren verfu¨gt die Klasse
u¨ber Methoden zum Hinzufu¨gen und Lo¨schen von Attributen und Zuru¨ck-
geben verschiedener Attributsgruppen (Prima¨rschlu¨ssel, Fremdschlu¨ssel, alle
Attribute).
SketcherModelAttribute Die Klasse
”
SketcherModelAttribute“ spei-
chert die Beschreibung und den Datentyp eines Attributs einer Entita¨t. Da-
ru¨ber hinaus wird u¨ber ein entsprechendes Attribut des Typs Boolean46 fest-
gehalten, ob es sich bei dem Attribut um einen Prima¨rschlu¨ssel handelt oder
nicht.
SketcherModelForeignKey Diese Klasse ist eine Erweiterung der Kla-
sse
”
SketcherModelAttribute“. Da es sich bei einem Fremdschlu¨sselattribut
letztlich auch um ein Attribut einer Entita¨t handelt, entha¨lt ein Fremd-
schlu¨sselattribut ebenfalls eine Bezeichnung und einen Datentyp. Zusa¨tzlich
dazu wird die Quell-Entita¨t und das von dem Fremdschlu¨ssel referenzierte
Prima¨rschlu¨sselattribut der Quell-Entita¨t gespeichert.
SketcherModelAttributeDatatype Bei diesem Element handelt es
sich um eine Java-Enumeration, die alle unterstu¨tzen SQL-Datentypen entha¨lt.
Die Enumerationen stellen abstrakte SQL-Datentypen dar, die nicht an ei-
ne bestimmte Datenbanktechnologie (MySQL, Oracle, DB247 etc.) gebunden
sind.
46Java-Datentyp der einem booleschen Wert entspricht.
47Datenbanksystem von IBM, vgl. [IBM]
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6.2.2 Sketcher Business Logic
Die “Sketcher Business Logic“-Schicht entspricht der Gescha¨ftslogikschicht
des 3-Schichten-Modells und kapselt sa¨mtlichen Zugriff auf Gescha¨ftsobjek-
te und das Ausfu¨hren von Gescha¨ftsprozessen fu¨r die Pra¨sentationsschicht.
Die Schicht besteht aus den Komponenten
”
Sketcher Business Facade“ und
”
Sketcher SQL Generator“ (siehe Abbildung 30).
Abbildung 30: (Sub-)Komponenten und Schnittstellen der “Sketcher Business
Logic“-Schicht.
Sketcher Business Facade Die Komponente
”
Sketcher Business Facade“
besteht derzeit lediglich aus dem Java-Interface
”
SketcherBusinessFacade“
und der Klasse
”
SketcherDefaultBusinessFacade“ und stellt die zentrale Zu-
griffsstelle fu¨r die Pra¨sentationsschicht dar. Dennoch wird die Komponente
hier samt Klassendiagramm aufgefu¨hrt, um das Zusammenspiel der Kompo-
nente mit den Klassen der “Sketcher Modell“-Komponente zu zeigen (siehe
Abbildung 31).
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Abbildung 31: Klassendiagramm zeigt die Interaktion des Java-Interface
”
SketcherBusinessFacade“ mit den Gescha¨ftsklassen.
SketcherBusinessFacade Das Java-Interface
”
SketcherBusinessFaca-
de“ ist die Schnittstelle dieser Schicht, die nach Außen repra¨sentiert wird.
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Die Pra¨sentationsschicht verwendet diese Schnittstelle, um Gescha¨ftsprozes-
se anzustoßen. Dabei ist es aus Sicht der Pra¨sentationsschicht nicht relevant,
welche konkrete Implementierung verwendet wird.
SketcherDefaultBusinessFacade Diese Klasse ist die Standard-Im-
plementierung des im vorherigen Abschnitt genannten Java-Interface
”
Sket-
cherBusinessFacade“. Innerhalb der Klasse
”
SketcherBusinessFacade“ wer-
den alle Gescha¨ftsprozesse, zentral implementiert. Die von der Klasse imple-
mentierten Methoden lassen sich aus den Anwendungsfa¨llen (vgl. Abschnitt
5.1) ableiten.
Sketcher SQL Generator Die Komponente
”
Sketcher SQL Generator“
ist fu¨r das Generieren von SQL-Code zusta¨ndig und besteht derzeit aus
der abstrakten Java-Klasse
”
SketcherSQLGenerator“ und den Java-Klassen
”
SketcherMySQLGenerator“ und
”
SketcherOracleGenerator“ (siehe Abbil-
dung 32).
SketcherSQLGenerator Diese abstrakte Klasse ist dafu¨r zusta¨ndig,
aus den Gescha¨ftsobjekten SQL-Code eines bestimmten Dialekts zu generie-
ren. Da die Datentypen von Attributen innerhalb der Anwendung abstrakt
sind, also unabha¨ngig von einer bestimmten Datenbanktechnologie, mu¨ssen
die abstrakten Datentypen bei dem Generieren von SQL-Code in konkrete
Datentypen einer bestimmten Datenbanktechnologie umgewandelt werden.
Dieser Aspekt wurde innerhalb dieser Klasse durch eine abstrakte Methode
realisiert, damit Unterklassen entscheiden ko¨nnen, wie die abstrakten Daten-
typen auf konkrete abgebildet werden. Wie genau der SQL-Code generiert
wird, wird innerhalb dieser Klasse implementiert, kann aber durch Unter-
klassen u¨berschrieben werden.
SketcherMySQLGenerator Die Klasse
”
SketcherMySQLGenerator“
erweitert die im vorherigen Abschnitt eingefu¨hrte abstrakte Klasse
”
Sket-
cherSQLGenerator“ und implementiert die Methode fu¨r die Zuordnung der
abstrakten SQL-Datentypen zu konkreten MySQL-Datenypen.
SketcherOracleGenerator Diese Klasse erweitert ebenfalls die Klas-
se
”
SketcherSQLGenerator“sie implementiert allerdings die Methode fu¨r die
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Abbildung 32: Klassendiagramm zeigt die Java Elemente der Komponente
”
Sketcher SQL Generator“.
Zuordnung von abstrakten SQL-Datentypen zu konkreten SQL-Datenbanken
der Oracle-Datenbank.
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6.2.3 Sketcher Presentation
Die Schicht
”
Sketcher Presentation“ entspricht der Pra¨sentationsschicht in-
nerhalb des 3-Schichten-Modells und ist lediglich fu¨r die grafische Darstellung
eines Entity-Relationship-Diagramms zusta¨ndig. Dazu entha¨lt die Schicht die
Komponenten
”
Sketcher Main View“,
”
Sketcher Entity Dialog“ und
”
Sket-
cher Relation Dialog“ (siehe Abbildung 33). Fu¨r das Anstoßen von Ge-
scha¨ftsprozessen verwendet diese Schicht die Schnittstelle zu der Schicht
”
Sketcher Business Logic“ (
”
SketcherBusinessFacade“, siehe Abschnitt 6.2.2).
Abbildung 33: (Sub-)Komponenten der Schicht
”
Sketcher Presentation“.
Sketcher Main View Diese Komponente beinhaltet Java-Elemente fu¨r
die Steuerung des Hauptfensters der Anwendung (siehe Abbildung 34), den
Zugriff auf die Schicht
”
Sketcher Business Logic“ und verwendet die Kom-
ponenten
”
Sketcher Entity Dialog“ und
”
Sketcher Relation Dialog“.
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Abbildung 34: Klassendiagramm zeigt die Elemente fu¨r die Benutzerinterak-
tion innerhalb des Hauptfensters.
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SketcherMainView Die Klasse
”
SketcherMainView“ repra¨sentiert das
Hauptfenster und beinhaltet alle in Abbildung 16 gezeigten GUI-Elemente.
Die Klasse beinhaltet keinerlei fachliche Aspekte und kapselt den Zugriff auf
GUI-Elemente u¨ber sogenannte Getter-Methoden48.
SketcherMainViewController Diese Klasse ist das zentrale Element
der Komponente
”
Sketcher Main View“ und steuert die GUI u¨ber die Klasse
”
SketcherMainView“. Genauer gesagt verarbeitet diese Klasse Benutzerin-
teraktionen und fu¨hrt Gescha¨ftsprozesse u¨ber die Schnittstelle der Schicht
”
Sketcher Business Logic“ aus. Daru¨ber hinaus verwendet diese Klasse die
entsprechenden Elemente der Komponenten
”
Sketcher Entity Dialog“ und
”
Sketcher Relation Dialog“, um die Steuerung der Dialogfenster zu realisie-
ren.
Weiterhin ist diese Klasse der indirekte Einstiegspunkt der Anwendung,
hier wird die grafische Oberfla¨che initialisiert und ein Großteil des Programm-
flusses (gema¨ß den in Abschnitt 5.3.1 gezeigten Programmablaufpla¨nen) im-
plementiert.
SketcherViewState Bei diesem Element handelt es sich um eine Java-
Enumeration, die alle in Abschnitt 5.3.2 gezeigten Status beinhaltet, in denen
sich die Anwendung befinden kann.
SketcherViewStateManager Die Klasse
”
SketcherViewStateManager“
speichert den aktuellen Status, in dem sich die Anwendung befindet, wobei
initial der Status
”
Neutral“ eingenommen wird. Weiterhin bietet die Klasse
Methoden fu¨r das A¨ndern und Abfragen des aktuellen Status an.
SketcherModelVisualizer Diese Klasse ist dafu¨r zusta¨ndig, Gescha¨fts-
objekte aus der internen Repra¨sentation des Entity-Relationship-Diagramms
zu visualisieren und mit den visualisierten Elementen in Verbindung zu brin-
gen. Man kann die Klasse somit als Schnittstelle oder Vermittler zwischen
Gescha¨ftsobjekten und deren visueller Darstellung mithilfe des JGraphX-
Frameworks verstehen.
Fu¨r die visuelle Darstellung entha¨lt diese Klasse Methoden fu¨r das Vi-
sualisieren/Entfernen von Entita¨ten und Beziehungen und die Aktualisierung
48Getter-Methoden erlauben den Zugriff auf Instanzvariablen von Java-Klassen mit der
Sichtbarkeit
”
private“ oder
”
protected“.
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deren visueller Darstellung. Innerhalb der Methoden fu¨r das Visualisieren von
Entita¨ten und Beziehung wird festgelegt, wie genau diese visuell mithilfe des
JGraphX-Frameworks dargestellt werden sollen.
In Abschnitt 4.3.2 wurde erwa¨hnt, dass die Form eines Knotens auf meh-
reren Wegen vera¨ndert werden kann. Die ersten Versuche, die Form eines
Knotens so darzustellen, dass die visuelle Darstellung den Anforderungen
unter 3.1.1 entspricht, sind allerdings gescheitert.
Grund dafu¨r war ein Denkfehler. Die Form, also die a¨ußere Gestalt der
Darstellung eines Knotens mithilfe des JGraphX-Frameworks, kann in der
Tat auf vielfa¨ltige Art und Weise angepasst werden. Allerdings handelt es sich
bei der gewu¨nschten Darstellung einer Entita¨t entsprechend Anforderung F10
um mehrere Elemente, na¨mlich ein Rechteck und eine horizontale Linie zum
Abtrennen des Kopfbereichs. Mehrere Elemente zu einer einzigen Form zu
gruppieren, konnte nicht realisiert werden.
Daher wird der Ansatz gewa¨hlt, eine Entita¨t durch die Gruppierung zwei-
er Rechtecke zu realisieren, wobei das obere Rechteck die Bezeichnung und
das untere die Attribute der Entita¨t als Aufschrift beinhaltet. Dieser Ansatz
la¨sst sich relativ einfach mithilfe des JGraphX-Frameworks realisieren. So
lassen sich mehrere Knoten gruppieren, indem die diese einem Elternknoten
zugewiesen werden. Der Elternknoten kann hierbei als Rahmen fu¨r die zwei
gruppierten Rechtecke gesehen werden, wobei dieser
”
zusammengeklappt“
werden kann (vgl. Abbildung 12).
Um eine Beziehung entsprechend der Anforderung mit den jeweiligen Kar-
dinalita¨ten zu visualisieren, wurde ein a¨hnliches Vorgehen gewa¨hlt. Die bei-
den Kardinalita¨ten werden in Form von Kindknoten einer Kante hinzugefu¨gt
und befinden sich dann auf der jeweiligen Seite der beteiligten Entita¨t.
Um bereits visualisierte Entita¨ten und Beziehungen zu aktualisieren, weil
sie sich innerhalb der internen Repra¨sentation des Entity-Relationship-Dia-
gramms gea¨ndert haben, wird zuna¨chst das entsprechende Objekt innerhalb
der internen Repra¨sentation des JGraphX-Framework ermittelt. Anschlie-
ßend werden die darzustellenden Aspekte (bei Entita¨ten die Bezeichnung,
bei Attributen die Bezeichnung, der Datentyp und die Schlu¨sseleigenschaft)
an dem verknu¨pften Gescha¨ftsobjekt und ggf. an dessen visueller Darstel-
lung aktualisiert. Abschließend wird das JPanel, das die visuelle Darstellung
des Entity-Relationship-Diagramms entha¨lt aktualisiert, um die A¨nderungen
sofort darzustellen, und nicht erst, wenn das JPanel aufgrund seiner Imple-
mentierung entscheidet,
”
sich“ zu aktualisieren.
Ein weiterer wichtiger Aspekt, der innerhalb dieser Klasse implementiert
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wurde und hier nicht unerwa¨hnt bleiben soll, ist das sogenannte
”
Reshaping“
einer Entita¨t.
”
Reshaping“ beschreibt die Anpassung der horizontalen und
vertikalen La¨nge (in Pixeln) der visuellen Darstellung einer Entita¨t. Diese An-
passung ist immer dann notwendig, wenn Attribute hinzugefu¨gt oder gelo¨scht
werden und/oder wenn Bezeichnungen innerhalb der visuellen Darstellung
la¨nger oder ku¨rzer werden. Innerhalb des
”
Reshaping“-Prozesses wird fu¨r die
Anpassung der horizontalen La¨nge zuna¨chst berechnet, welche Bezeichnung
innerhalb der visuellen Darstellung am la¨ngsten ist49. Die beno¨tigte horizon-
tale La¨nge einer Entita¨t wird nun berechnet, indem die Anzahl der Zeichen
in der la¨ngsten Bezeichnung der Entita¨t mit einem konstanten Faktor (mo-
mentan 7) multipliziert wird. Um die beno¨tigte vertikale La¨nge der visuellen
Darstellung einer Entita¨t zu berrechnen, wird zuna¨chst die Anzahl der At-
tribute mit dem konstanten Faktor 15 multipliziert. Anschließend wird die
konstante vertikale La¨nge (10) des Kopfbereichs der visuellen Darstellung der
Entita¨t addiert.
Es wurde bereits erwa¨hnt, dass die visuelle Darstellung einer Entita¨t mit-
hilfe des JGrahpX-Frameworks, in Form eines Elternknotens mit zwei Kind-
knoten realisiert wurde. Dabei stellt ein Kindknoten den Kopfbereich, der
andere den Bereich fu¨r die Darstellung der Attribute innerhalb einer Entita¨t
dar. Falls die horizontale und/oder vertikale La¨nge einer Entita¨t (Elternkno-
ten) im Rahmen des
”
Reshaping“-Prozesses angepasst werden muss, werden
die La¨ngen der Kindknoten auch entsprechend neu berechnet.
Sketcher Entity Dialog Diese Komponente beinhaltet Java-Klassen fu¨r
das Bearbeiten einer Entita¨t und die Steuerung des entsprechenden Dialog-
fensters (siehe Abbildung 35).
SketcherEntityDialog Die Klasse
”
SketcherEntityDialog“ stellt das
Dialogfenster zum Bearbeiten einer Entita¨t dar und beinhaltet alle in Ab-
bildung 17 gezeigten GUI-Elemente. Diese Klasse beinhaltet ebenfalls keine
fachlichen Aspekte, der Zugriff auf Elemente der GUI werden u¨ber Getter-
Methoden gekapselt.
49Dabei wird die Bezeichnung der Entita¨t und der Attribute einbezogen. Bei den Attri-
buten wird die Bezeichnung des Attributs, der jeweilige Datentyp und die Schlu¨sseleigen-
schaft beru¨cksichtigt.
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Abbildung 35: Klassendiagramm zeigt die Elemente fu¨r die Benutzerinterak-
tion innerhalb des Dialogfensters zum Bearbeiten einer Entita¨t.
SketcherEntityDialogController Diese Klasse steuert die GUI des
Dialogfenster u¨ber die Klasse
”
SketcherEntityDialog“. Benutzerinteraktio-
nen werden hier zwar verarbeitet, allerdings hat diese Klasse nur einge-
schra¨nkten Zugriff auf das Ausfu¨hren von Gescha¨ftsprozessen. Der Grund
dafu¨r ist, dass die zu bearbeitende Entita¨t dem Dialogfenster als Referenz
u¨bergeben wird. Innerhalb dieser Klasse wird lediglich die Referenz bear-
beitet; die Integrita¨t der internen Repra¨sentation des Entity-Relationship-
Diagramms aufrecht zu erhalten, ist hauptsa¨chlich Aufgabe der Klasse
”
Sket-
cherMainViewController“. Falls ein Anwender allerdings innerhalb des Dia-
logs ein Prima¨rschlu¨sselattribut entfernt oder einem Prima¨rschlu¨sselattribut
die Prima¨rschlu¨sseleigenschaft entzieht, muss die Integrita¨t der internen Re-
pra¨sentation des Entity-Relationship-Diagramms von dieser Klasse gewa¨hr-
leistet werden. Dazu wird innerhalb dieser Klasse eine Referenz auf die Klas-
se
”
SketcherMainViewController“ gespeichert, u¨ber die dann der indirekte
Zugriff auf die Gescha¨ftslogikschicht realisiert wird, um den entsprechenden
Gescha¨ftsprozess ausfu¨hren zu ko¨nnen.
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SketcherEntityTableModel Die Klasse
”
SketcherEntityTableModel“
erweitert die Klasse
”
DefaultTableModel“ des Java-Frameworks und wird im
Zusammenhang mit der Steuerung der JTable verwendet, in der die einzelnen
Attribute einer Entita¨t dargestellt werden. Genauer gesagt wird innerhalb
dieser Klasse festgelegt, welche Java-Datentypen in den einzelnen Spalten
befinden und welche Zellen innerhalb der Tabelle editiert werden ko¨nnen.
Sketcher Relation Dialog Die Komponente
”
Sketcher Relation Dialog“
entha¨lt, analog zu der vorherigen Komponente, Java-Elemente fu¨r das Bear-
beiten einer Beziehung und die Steuerung des entsprechenden Dialogfensters
(siehe Abbildung 36).
Abbildung 36: Klassendiagramm zeigt die Elemente fu¨r die Benutzerinterak-
tion innerhalb des Dialogfensters zum Bearbeiten einer Beziehung.
SketcherRelationDialog Diese Klasse stellt das Dialogfenster zum
Bearbeiten einer Beziehung dar. Die Klasse beinhaltet alle in Abbildung
18 gezeigten GUI-Elemente. Diese Klasse beinhaltet auch keine fachlichen
Aspekte, der Zugriff auf GUI-Elemente wird auch hier u¨ber Getter-Methoden
gekapselt.
SketcherRelationDialogController Die Klasse
”
SketcherRelationDia-
logController“ steuert – wie alle bisher genannten Klassen mit dem Appendix
”
Controller“ – die GUI des Dialogfensters u¨ber die Klasse
”
SketcherRelation-
Dialog“. Auch innerhalb dieser Klasse findet kein direkter Zugriff auf das
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Ausfu¨hren von Gescha¨ftsprozessen statt. Um eine Beziehung zu bearbeiten,
wird lediglich eine Referenz der zu bearbeitenden Beziehung an diese Klasse
u¨bergeben, an der dann die A¨nderungen durchgefu¨hrt werden.
6.2.4 Sketcher Integration
Diese Schicht entspricht der Persistenz-/Datenhaltungsschicht des 3-Schichten-
Modells und kapselt die Persistierung sowie das Abrufen von Gescha¨ftsob-
jekten fu¨r die Schicht
”
Sketcher Business Logic“ (siehe Abbildung 37). Diese
Schicht besteht momentan lediglich aus der Komponente
”
Sketcher Integra-
tor“, da die Persistierung und das Abrufen von Gescha¨ftsobjekten momentan
lediglich u¨ber das JAXB-Framework angeboten wird. Falls in Zukunft fu¨r die-
se Aufgabe beispielsweise ein Datenbanksystem verwendet werden soll, wird
diese Schicht mit Sicherheit um weitere (Sub-)Komponenten erweitert.
Abbildung 37: “Sketcher Integration“-Schicht mit (Sub-)Komponente
”
Sket-
cher Model Integrator“.
Sketcher Model Integrator Die Komponente
”
Sketcher Integrator“ bein-
haltet das Java-Interface
”
SketcherModelIntegrator“ und die Klasse
”
Sket-
cherModelJaxBIntegrator“. Sie stellt die zentrale Zugriffsstelle fu¨r die
”
Sket-
cher Business Logic“-Schicht dar (siehe Abbildung 38).
SketcherModelIntegrator Dieses Java-Interface stellt die Schnittstel-
le dieser Schicht dar, die nach Außen repra¨sentiert wird. Die Schicht
”
Sket-
cher Business Logic“ verwendet diese Schnittstelle, um Gescha¨ftsobjekte zu
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Abbildung 38: Klassendiagramm zeigt die Elemente der “Sketcher Model In-
tegrator“-Komponente.
persistieren oder abzurufen. Auch hier ist fu¨r die “Sketcher Business Lo-
gic“-Schicht nicht relevant, welche konkrete Implementierung dieser Java-
Schnittstelle letztlich verwendet wird.
SketcherModelJaxBIntegrator Die Klasse
”
SketcherModelJaxBIn-
tegrator“ ist die Standardimplementierung des im letzten Abschnitt ein-
gefu¨hrten Java-Interface. Innerhalb der Klasse wird implementiert, wie genau
die Gescha¨ftsobjekte persistiert und wieder abgerufen werden ko¨nnen.
Hierfu¨r wurde das JAXB-Framework50 verwendet, das einfach ausgedru¨ckt
Java-Objekte in XML-Format umwandeln kann und vice versa. Dazu mu¨ssen
die entsprechenden Gescha¨ftsklassen51, in einem ersten Schritt, mit speziellen
Annotationen52 des JAXB-Frameworks annotiert werden. Nach der Anno-
tierung kann man durch das sogenannte
”
Marshalling“, die Transformation
von Objekten der Gescha¨ftsklasse in das XML-Format veranlassen. Die Um-
kehroperation, also das Extrahieren von Gescha¨ftsobjekten aus einer vorher
gespeicherten XML-Datei, ist das sogenannte
”
Unmarshalling“.
50siehe [Gla]
51Klassen der Komponente Sketcher Model, die den Gescha¨ftsobjekten entsprechen.
52vgl. [Oraa]
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7 Entwurfsmuster
Entwurfsmuster ko¨nnen einfach ausgedru¨ckt als Katalog abstrakter Lo¨sun-
gen fu¨r verschiedene wiederkehrende Probleme bezu¨glich einer objektorien-
tierten Softwarearchitektur verstanden werden. Sie sind im Laufe der Zeit
seit der Einfu¨hrung der objektorientierten Softwareentwicklung entstanden
und bu¨ndeln die jahrelange Erfahrung vieler Entwickler.
Genauer gesagt zeigen Entwurfsmuster nicht nur Lo¨sungen fu¨r bestimm-
te Probleme; deren Verwendung steigert auch die Qualita¨t einer Architektur
in Bezug auf Wiederverwendbarkeit, Anpassbarkeit und Erweiterbarkeit und
damit generell die Pflegbarkeit. Allerdings soll nicht unerwa¨hnt bleiben, dass
die Verwendung von Entwurfsmustern zwar die Qualita¨t einer Architektur in
Bezug auf die eben genannten Eigenschaften erho¨ht, die Komplexita¨t und der
Abstraktionsgrad allerdings ebenfalls steigen. Diese Tatsache geht zu Lasten
der Versta¨ndlichkeit. In diesem Zusammenhang sollen auch die sogenann-
ten Anti-Patterns genannt sein, die ihrerseits bestimmte Muster fu¨r einen
”
schlechten Architekturstil“ zeigen (vgl. [ant]).
Ein weiterer wichtiger Aspekt ist die Tatsache, dass Entwurfsmuster auf
einer relativ abstrakten Ebene beschrieben werden. Ein einzelnes Entwurfs-
muster zeigt somit eine Lo¨sung fu¨r eine ganze Reihe von Problemen einer
bestimmten Kategorie unabha¨ngig von der Programmiersprache, mit der die
Software letztlich implementiert wird. Falls die Verwendung eines bestimm-
ten Entwurfsmusters fu¨r die Lo¨sung eines Entwurfsproblems in Frage kommt,
stellt das Entwurfsmuster zuna¨chst lediglich eine Art Vorgabe oder Geru¨st fu¨r
die tatsa¨chliche Anwendung dar. Es muss an die vorherrschenden Gegeben-
heiten und Bedingungen des konkreten Problems angepasst werden. Hierbei
sollte man pragmatisch statt dogmatisch vorgehen und ein Entwurfsmuster
als Idee oder Hinweis fu¨r die Lo¨sung eines Problems sehen, anstatt beispiels-
weise beharrlich zu versuchen, Teile eines Entwurfsmuster zu implementie-
ren, die fu¨r das konkrete Problem nicht notwendig sind, nur weil diese in dem
Entwurfsmuster vorgesehen sind. Die Modifikation eines Entwurfsmusters ist
somit vo¨llig legitim.
Da im letzten Abschnitt ein relativ detaillierter Einblick in die Architek-
tur der zu entwickelnden Anwendung gegeben wurde, zeigt dieser Abschnitt,
welche Entwurfsmuster fu¨r den Entwurf der Architektur verwendet wurden
und was diese Tatsache im Einzelnen bedeutet. Die Entwurfsmuster werden
dabei nicht in ihrer urspru¨nglichen Form, sondern in Bezug auf die bereits
gezeigte Architektur beschrieben. Fu¨r die klassische Beschreibung von Ent-
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wurfsmustern sei auf [GHJV 8] und [FF 6] verwiesen.
7.1 Model View Controller
Das
”
Model View Controller“-Entwurfsmuster ist sehr wichtig, da es einen
Architekturentwurf in Bezug auf die Steuerung der grafischen Benutzerober-
fla¨che und somit die Interaktion mit dem Anwender beschreibt. Das Muster
sieht nach den bereits erwa¨hnten Prinzipien
”
Separation of Concerns“und
”
Single Responsibilty“die Aufteilung in drei Elemente vor: Ein View, ein
Modell und ein Controller (siehe Abbildung 39).
Das Model verwaltet gema¨ß Definition des Entwurfsmusters die Gescha¨fts-
objekte, also die interne Repra¨sentation des Entity-Relationship-Diagramms.
In diesem Fall wird das Model durch das Java-Interface
”
SketcherBusinessFa-
cade“ realisiert.
Ein View beinhaltet lediglich technische Aspekte der GUI, ohne fachliche
Aspekte zu implementieren, und wird hier von den Klassen
”
SketcherMain-
View“,
”
SketcherEntityDialog“ und
”
SketcherRelationDialog“ realisiert.
Der Controller hat die Aufgabe, u¨ber das View zwischen den Benutzerin-
teraktionen und dem Model zu vermitteln. Da fu¨r jedes View ein eigener Con-
troller verwendet wird, werden die Controller im Rahmen dieser Arbeit von
den Klassen
”
SketcherMainViewController“,
”
SketcherEntityDialogControl-
ler“ und
”
SketcherRelationDialogController“ repra¨sentiert. Die letzten bei-
den genannten Controller ko¨nnen als
”
Sub-Controller“ des
”
SketcherMain-
ViewController“ gesehen werden, da beide Controller von dem
”
Sketcher-
MainViewController“ gestartet werden und keiner der beiden das Model di-
rekt verwendet (Die Klasse
”
SketcherEntityDialogController“ stellt eine Aus-
nahme dar, greift aber auch nicht direkt sondern – wie bereits erwa¨hnt – u¨ber
die Klasse
”
SketcherMainViewController“ auf das Model zu).
Das Verwenden dieses Entwurfsmusters, bietet viele Vorteile. Ein Vorteil
ist die Tatsache, dass die View-Klassen in einem anderen Kontext wiederver-
wendet werden ko¨nnen, da sie keine fachlichen Aspekte beinhalten. Des Wei-
teren kann die View-Klasse selbst vera¨ndert werden, um beispielsweise Ele-
mente der grafischen Darstellung neu anzuordnen, ohne dass die Controller-
Klasse angepasst werden muss. Die View-Klasse ist auch von A¨nderungen an
der Implementierung von Gescha¨ftsobjekten und Gescha¨ftsprozessen nicht
betroffen.
Ein weiterer Vorteil ist, dass das Model keine Kenntnis u¨ber die Controller
hat, die es verwenden. Dadurch wirken sich A¨nderungen im Controller nicht
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Abbildung 39: Klassendiagramm zeigt die Elemente des
”
Model View Con-
troller“-Entwurfsmusters innerhalb der Architektur fu¨r die zu entwickelnde
Anwendung.
auf das Model aus und es ko¨nnen beliebig viele Controller implementiert
werden, ohne das Model anpassen zu mu¨ssen. Da das Model u¨ber die Java-
Schnittstelle
”
SketcherBusinessFacade“ repra¨sentiert wird, kann die konkrete
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Implementierung ausgetauscht oder vera¨ndert werden, ohne dass der Control-
ler davon betroffen ist.
7.2 Facade
Das Facade-Entwurfsmuster beschreibt, wie die Verwendung eines Teilsy-
stems53 nach Außen zentral gekapselt werden kann. Dazu wird eine soge-
nannte Facade eingefu¨hrt, in der alle wichtigen Funktionen des Teilsystems,
zentral implementiert werden. Die Verwendung des Teilsystems wird somit
auf die Facade reduziert und die Implementierung vor Elementen verborgen,
die das Teilsystem verwenden. Somit kann die Facade als Schnittstelle zu
dem Teilsystem gesehen werden, auch wenn es sich dabei technisch nicht
um ein Java-Interface handeln muss. Somit bietet eine Facade einen Vorteil,
den alle Schnittstellen bieten. Na¨mlich die Tatsache, dass sich A¨nderungen in
der Implementierung sich nicht auf Elemente auswirken, die das Teilsystem
u¨ber die eingefu¨hrte Facade verwenden.
Im Rahmen dieser Arbeit wird die Facade durch das Java-Interface
”
Sket-
cherBusinessFacade“ realisiert (siehe Abbildung 31). Da der letzte Abschnitt
gezeigt hat, dass das Java-Interface
”
SketcherBusinessFacade“ das Model
im Rahmen des
”
Model View Controller“-Entwurfsmusters darstellt, wurden
hier zwei Entwurfsmuster kombiniert. Das Model verwaltet also nicht nur die
Gescha¨ftsobjekte, sondern stellt gleichzeitig auch eine schmale Schnittstelle
fu¨r das Ausfu¨hren von Gescha¨ftsprozessen dar; es kapselt somit die gesamte
Gescha¨ftslogik.
7.3 Strategy
Einfach ausgedru¨ckt kann man durch Anwendung des Strategy-Entwurfs-
musters die Verwendung eines Algorithmus von der konkreten Implementie-
rung trennen. Dazu wird eine Schnittstelle in Form einer abstrakten Java-
Klasse oder eines Java-Interface eingefu¨hrt, in der lediglich die Methode
(Strategy-Methode) fu¨r das Ausfu¨hren des Algorithmus implementiert wird.
Fu¨r die Realisierung der konkreten Algorithmen muss die abstrakte Java-
Klasse erweitert oder das Java-Interface implementiert und die Strategy-
Methode mit dem konkreten Algorithmus gefu¨llt werden. Fu¨r Elemente, die
53Ein Verbund aus Klassen etc., die ein zusammenha¨ngendes Teilsystem formen; kann
auch als Komponente gesehen werden.
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den Algorithmus verwenden, ist es durch das Einfu¨hren der Schnittstelle nicht
mehr relevant, welche konkrete Implementierung des Algorithmus verwendet
wird. Die konkreten Algorithmen ko¨nnen somit beliebig ausgetauscht und
erweitert werden.
Das Strategy-Entwurfsmuster wird innerhalb der Anwendung im Wesent-
lichen zweimal verwendet. Das Strategy-Entwurfsmuster wurde einerseits fu¨r
die Persistierung und das Abrufen von Gescha¨ftsobjekten (
”
Sketcher Model
Integrator“, siehe Abschnitt 6.2.4) verwendet. Andererseits wird das Gene-
rieren von SQL-Code ebenfalls durch das Strategy-Entwurfsmuster realisiert.
8 Erweiterung und Anpassung
In den letzten Abschnitten wurde teilweise erwa¨hnt, was die Einteilung der
Softwarearchitektur in Schichten und Komponenten sowie die Verwendung
der beschriebenen Entwurfsmuster fu¨r die Erweiterbarkeit und Anpassung
der Architektur bedeuten. Dieser Abschnitt zeigt mo¨gliche Lo¨sungen, um
bestimmte Aspekte der bestehenden Architektur zu erweitern bzw. anzupas-
sen.
Vorab soll dabei erwa¨hnt sein, dass neben den im Folgenden gezeigten
Ansa¨tzen fu¨r die Erweiterung/Anpassung in Bezug auf die visuelle Darstel-
lung mithilfe des JGraphX-Frameworks auch immer die Mo¨glichkeit besteht,
das Framework genaustens zu analysieren, um tiefergehende A¨nderungen vor-
nehmen zu ko¨nnen54. Da eine tiefergehende Auseinandersetzung mit dem
Framework a¨ußerst zeitaufwendig ist und im Rahmen der Entwicklung nur
ein begrenzter Zeitrahmen zu Verfu¨gung stand, wurde bei der Entwicklung
versucht, so wenig Aufwand wie mo¨glich in die Verwendung des JGraphX-
Frameworks zu investieren. So wurde vorrangig versucht, Funktionen des
Framworks zu benutzen, anstatt sie zu vera¨ndern. Ein Beispiel dafu¨r ist
die Darstellung einer Entita¨t, die durch eine pragmatische Lo¨sung mithilfe
der vorhandenen Elemente des JGraphX-Frameworks, statt durch Vera¨nde-
rung der Elemente, bewerkstelligt wurde.
54Mit tiefergehenden A¨nderungen ist hier gemeint, dass beispielsweise wichtige Klassen
des Frameworks erweitert werden, um Basisfunktionalita¨ten zu u¨berschreiben.
67
8.1 Kra¨henfuß-Notation
Das Anpassen oder Erweitern der Darstellung von Beziehungen gema¨ß der
Kra¨henfuß-/IE-Notation entsprechend Anforderung F70 gestaltet sich als re-
lativ schwierig, weswegen auch fu¨r die erste Version der zu entwickelnden
Anwendung die in Anforderung F20 gezeigte Notation gewa¨hlt wurde.
Ein Ansatz, die Darstellung von Beziehungen anzupassen ist, eine neue
,bereits in Abschnitt 4.3.2 erwa¨hnte Dia-Shape-Datei fu¨r die jeweilige Dar-
stellung der verschiedenen Beziehungstypen gema¨ß der Kra¨henfuß-/IE-No-
tation zu erzeugen. Allerdings wurde bereits in Abschnitt 6.2.3 erla¨utert,
dass dieser Ansatz nicht umgesetzt werden konnte, da mehrere Elemente
nicht zu einer neuen Form zusammengefasst werden konnten.
Denselben Ansatz wie bei der Darstellung einer Entita¨t zu wa¨hlen und
verschiedene Linien zu einer speziellen Beziehung der Kra¨henfuß-/IE-Notation
zu einer Gruppe zusammenzufassen, ist grundsa¨tzlich mo¨glich. Der Nachteil
diese Methode ist, dass immer auch der Elternknoten als Rahmen um die
Kindknoten dargestellt wird. Falls eine Mo¨glichkeit existiert, den Elternkno-
ten unsichtbar zu machen, wa¨re dies ein Ansatz, um die Beziehungen ent-
sprechend der Kra¨henfuß-/IE-Notation zu visualisieren.
8.2 Objektrelationalita¨t
In Bezug auf die Darstellung der objektrationalen Beziehungen
”
IS-A“ und
”
ist Teil von“ siehe Abbildung 4 und 5 (gema¨ß Anforderung F80) gilt das-
selbe, wie fu¨r die Darstellung von Beziehungen entsprechend der Kra¨henfuß-
/IE-Notation: Die Vera¨nderung der Darstellung von Beziehungen mithilfe
von Dia-Shape-Formen konnte nicht umgesetzt werden und der Ansatz der
Gruppierung funktioniert nur, falls der Elternknoten unsichtbar gemacht wer-
den kann.
Das Erweitern der Anwendung in Bezug auf die Mo¨glichkeit, eigene SQL-
Typen zu definieren, ist grundsa¨tzlich denkbar. Dazu ko¨nnte zuna¨chst ein
Button in dem Dialogfenster fu¨r das Bearbeiten einer Entita¨t (siehe Abbil-
dung 17) und ein Dialogfenster fu¨r das Definieren eines eigenen SQL-Typs
hinzugefu¨gt werden. Der Mausklick auf den Button startet den neuen Dialog,
in dem der Anwender den neuen SQL-Typ definieren kann. Auf der fachlichen
Seite muss ein Mechanismus implementiert werden, um neue SQL-Typen
aufnehmen zu ko¨nnen (dazu geho¨rt die Abbildung der Gescha¨ftsobjekte auf
Java-Klassen sowie die Implementierung der entsprechenden Gescha¨ftspro-
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zesse).
Zusa¨tzlich dazu muss die Java-Enumeration, auf der die unterstu¨tzten
SQL-Datentypen abgebildet sind, ersetzt oder zumindest angepasst werden.
Grund dafu¨r ist, dass die Enumeration verwendet wird, um die unterstu¨tzten
SQL-Datentypen innerhalb des Dialogs fu¨r das Bearbeiten einer Entita¨t, als
Auswahl fu¨r den Datentyp eines Attributs anbieten zu ko¨nnen. Von dem An-
wender neu definierte SQL-Datentypen mu¨ssen nach ihrer Definierung eben-
falls als mo¨gliche Auswahl zur Verfu¨gung stehen. Da die Java-Enumeration,
auf der die SQL-Datentypen abgebildet sind, in ihrer derzeitigen Form nicht
fu¨r das dynamische Hinzufu¨gen von Enumerationen zu gebrauchen ist, muss
sie entweder diesbezu¨glich erweitert oder ein separates Element fu¨r diese Auf-
gabe eingefu¨hrt werden.
Des Weiteren mu¨ssen die neuen SQL-Typen bei dem Speichern eines
Entity-Relationship-Diagramms ebenfalls gespeichert und beim Laden eben-
falls wieder geladen werden. Dazu mu¨sste die vera¨nderte Java-Enumeration,
oder das neu eingefu¨hrt Element, lediglich mit den bereits erwa¨hnten Anno-
tationen des JAXB-Frameworks annotiert werden. Bezu¨glich der Generierung
von SQL-Code, mu¨sste die Definition des neu eingefu¨hrten SQL-Typs vor der
Definition von Tabellen eingefu¨hrt werden.
8.3 Zusa¨tzliche SQL-Dialekte
Die Anwendung soll hauptsa¨chlich das Generieren von Oracle- und MySQL-
Code unterstu¨tzen. Es ist allerdings durchaus mo¨glich, dass in Zukunft noch
weitere SQL-Dialekte unterstu¨tzt werden sollen. Wie bereits erwa¨hnt wird
das Generieren von SQL-Code einer konkreten Datenbanktechnologie u¨ber
die Verwendung des Strategy-Entwurfsmusters realisiert (siehe Abbildung
40).
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Abbildung 40: Klassendiagramm zeigt die Elemente des Strategy-
Entwurfsmuster fu¨r das Generieren von konkretem SQL-Code.
Wie bereits erwa¨hnt ku¨mmert sich die abstrakte Klasse
”
SketcherSQL-
Generator“ um den Großteil der Generierung von SQL-Code. Lediglich fu¨r
die konkrete Zuordnung der abstrakten SQL-Datentypen zu konkreten da-
tenbankspezifischen SQL-Code benutzt die Klasse eine abstrakte Methode
(matchDatatype), die von Unterklassen implementiert werden muss. Falls
ein neuer Dialekt eingefu¨hrt werden soll, muss also zuna¨chst eine Klasse ein-
gefu¨hrt werden, die ihrerseits die abstrakte Klasse
”
SketcherSQLGenerator“
erweitert und die Strategy-Methode implementiert, um die Datentypen des
neuen Dialekts zuzuordnen. Als na¨chstes wird ein entsprechender Eintrag in
der Spring-Konfiguration (wird in Abschnitt 9.2 noch genauer erkla¨rt) und
eine entsprechende Properties-Datei55 beno¨tigt. Die Properties-Datei entha¨lt
55In sogenannten Properties Dateien ko¨nnen Einstellungen oder Konfigurationen einge-
tragen werden. Ein Eintrag besteht aus einer Bezeichnung und einem Wert.
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konstante Standardwerte fu¨r die Parameter der datenbankspezifischen Da-
tentypen (Beispielsweise beno¨tigt der MySQL-Datentyp VARCHAR einen
Parameter, der die La¨nge des zu speichernden Textes beschreibt) und tra¨gt
dieselbe Bezeichnung wie die neue eingefu¨hrte Klasse, mit dem Appendix
”
.default“. Die Standardwerte mu¨ssen dann innerhalb der Implementierung
der Strategy-Methode in der neu eingefu¨hrten Klasse entsprechend beru¨ck-
sichtigt werden.
Es soll hier noch gesagt sein, dass einzelne Methoden der abstrakten Klas-
se
”
SketcherSQLGenerator“ in Unterklassen u¨berschrieben werden ko¨nnen,
um einzelne Aspekte, beispielsweise die Generierung des Fremdschlu¨ssels, an
eine konkrete Datenbanktechnologie anzupassen.
8.4 Persistierung und Abrufen a¨ndern
Da das Persistieren und Abrufen eines gezeichneten Entity-Relationship-
Diagramm ebenfalls durch das Strategy-Entwurfsmuster realisiert wurde, ge-
staltet sich das Einfu¨hren einer neuen Methode zum Persistieren und Abrufen
relativ einfach. Dazu muss lediglich eine neue Klasse eingefu¨hrt werden, die
das Java-Interface
”
SketcherModelIntegrator“ und die entsprechenden Me-
thoden implementiert. Damit die Anwendung weiß, welche konkrete Imple-
mentierung verwendet werden soll, wird hier ebenfalls eine Anpassung der
Spring-Konfiguration beno¨tigt.
9 Technologien
Im letzten Abschnitt wurde eine relativ dataillierte U¨bersicht der Architektur
sowie Erweiterungs- und Anpassungsmo¨glichkeiten gegeben. In diesem Ab-
schnitt werden die Technologien, die im Rahmen der Entwicklung eingesetzt
werden, und deren Verwendung beschrieben, da sie teilweise im Zusammen-
hang zur Erweiterbarkeit bzw. Anpassung stehen.
9.1 Maven
Maven56 ist ein Tool oder Framework, das in erster Linier verschiedene Ab-
ha¨ngigkeiten eines Softwareprojekts zu verschiedenen anderen Frameworks
56vgl. [Apab]
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oder Softwareprojekten verwaltet. Daru¨ber hinaus bietet Maven die Mo¨glich-
keit, verschiedene Aspekte eines Softwareprojekts zu automatisieren. Als Bei-
spiel soll hier das Kompilieren des Codes, das Erzeugen von Dokumentationen
oder einer ausfu¨hrbaren JAR-Datei und das Ausfu¨hren von Tests genannt
sein. Im Rahmen dieser Arbeit wird das Maven fu¨r die folgenden Aspekte
verwendet.
Abha¨ngigkeit zu JGraphX Abha¨ngigkeiten zu anderen Projekten oder
Frameworks werden in der Maven-Konfigurationsdatei (pom.xml) eines Soft-
wareprojekts definiert. So gut wie jedes gro¨ßere oder oft verwendete Fra-
mework kann u¨ber das sogenannte Maven Central Repository57 in ein ei-
genes Projekt integriert werden, indem ein entsprechender Eintrag in die
Maven-Konfigurationsdatei vorgenommen wird. Leider wurde das JGraphX-
Framework nicht in das Maven Central Repository aufgenommen und laut
Angaben der Entwickler wird das wohl auch so bleiben.
Wenn man das JGraphX-Framework dennoch innerhalb eines eigenen
Projekts verwenden mo¨chte, muss man sich den Quellcode herunterladen
und in ein Projekt innerhalb der bevorzugten Entwicklungsumgebung la-
den. Um das JGraphX-Framework in einem eigenen Projekt benutzen zu
ko¨nnen, muss innerhalb der Entwicklungsumgebung eine Abha¨ngigkeit zu
dem JGraphX-Framework definiert werden. Der Nachteil dieser Methode ist,
dass die Abha¨ngigkeit nicht in den Quelldateien des Projekts, sondern in dem
Projekt selbst durch die jeweilige Entwicklungsumgebung gespeichert wird.
Werden diese Quelldateien des eigenen Projekts beispielsweise in eine an-
dere Entwicklungsumgebung importiert, geht die Information bezu¨glich der
Abha¨ngigkeit verloren.
Daher wurde im Rahmen dieser Arbeit entschieden, das JGraphX Projekt
zu einem Maven-Projekt zu erweitern. Dazu wurde das Projekt im Wesent-
lichen um eine Maven-Konfigurationsdatei erweitert (siehe Listing 1). Somit
kann durch den entsprechenden Maven-Befehl (mvn install, in dem Haupt-
ordner des Softwareprojekts) eine JAR-Datei erzeugt werden, die alle Quell-
Dateien des JGraphX-Frameworks entha¨lt und in anderen Projekten u¨ber
den entsprechenden Eintrag deren Maven-Konfigurationsdatei, als Abha¨ngig-
keit definiert werden. Durch den Befehl wird die JAR-Datei nicht nur erzeugt,
57Das Maven Central Repository ist einfach ausgedru¨ckt eine zentrale Sammelstelle fu¨r
die verschiedensten Frameworks.
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sie wird ebenfalls in das lokale Maven Repository58 abgelegt. Ohne genauer
auf einzelne Aspekte dieses Vorgangs eingehen zu wollen, hat diese Tatsache
unter anderem den Vorteil, dass die Quell-Dateien des JGraphX-Frameworks
nicht mehr lokal verfu¨gbar sein mu¨ssen um Abha¨ngigkeiten zu erzeugen. Die
durch Maven generierte JAR-Datei muss sich lediglich in dem lokalen Maven
Repository befinden. Falls sich die Quell-Dateien des JGraphX-Frameworks
sich im Laufe der Zeit59 a¨ndern, muss die JAR-Datei erneut generiert werden
(mvn install), damit die abha¨ngenden Projekte – einfach gesagt – auch auf
die gea¨nderte Version zugreifen ko¨nnen.
Listing 1: Maven-Konfigurationsdatei fu¨r das JGraphXProjekt.
1 <project . . . >
2 <modelVersion>4 . 0 . 0</modelVersion>
3 <groupId>de . ske t che r</groupId>
4 <arti factId>JGraphXMaven</arti factId>
5 <version>SNAPSHOT</version>
6 <build>
7 <sourceDirectory>s r c /</sourceDirectory>
8 <resources>
9 <resource>
10 <directory>s r c /com/mxgraph/ swing / images</
directory>
11 <includes>
12 <i n c lude>∗∗/∗ . g i f</ inc lude>
13 </ includes>
14 <targetPath>com/mxgraph/ swing / images</targetPath>
15 </resource>
16 </resources>
17 </build>
18 </project>
Die Maven-Konfigurationsdatei des JGraphX-Maven-Projekts (siehe Li-
sting 1) entha¨lt folgende wichtigen Elemente: Die
”
groupId“ ist eine Id60, die
fu¨r verschiedene Maven-Projekte einer Softwareprodukts immer gleich sein
muss. Die
”
artifactId“ ist der Name des Projekts und die
”
version“ ist das
Appendix, was der generierten JAR-Datei (bei Ausfu¨hren des Befehls
”
mvn
install“) hinzugefu¨gt wird. Innerhalb des
”
build Blocks“ werden hier einige
Bilder, die sich innerhalb der Quell Dateien des JGraphX-Frameworks befin-
58Werden Abha¨ngigkeiten zu Frameworks in einer Maven-Konfigurationsdatei definiert,
so sucht Maven zuna¨chst im lokalen und danach im Central Maven Repository danach.
59Beispielsweise im Zuge der Weiterentwicklung.
60Eindeutige Nummer.
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den explizit in die zu erzeugende JAR-Datei
”
kopiert“. Grund dafu¨r ist die
Tatsache, dass Maven standardma¨ßig nur Java-Klassen und Dateien aus dem
Verzeichnis
”
src/main/ressources“ in die zu erzeugende JAR-Datei generiert,
allerdings beno¨tigen einige der Basiselemente des JGraphX-Frameworks die
eben erwa¨hnten Bilder, um aufgerufen werden zu ko¨nnen.
Ausfu¨hrbare JAR-Datei In dem Projekt fu¨r die zu entwickelnde Anwen-
dung muss die Abha¨ngigkeit zu dem Maven-Projekt des JGraphX-Framework
– wie bereits erwa¨hnt – in die entsprechende Maven-Konfigurationsdatei auf-
genommen werden (siehe Listing 2). Neben der Definition von Abha¨ngig-
keiten wird Maven fu¨r dieses Projekt auch verwendet um eine ausfu¨hrbare
JAR-Datei der Anwendung samt Abha¨ngigkeiten zu erzeugen (mvn install
package). Bei der Erzeugung der ausfu¨hrbaren JAR-Datei werden neben dem
Quellcode und den Abha¨ngigkeiten auch verschiedene Konfigurationsdateien
(siehe Abschnitt 10.1) einbezogen.
Listing 2: Maven-Konfigurationsdatei fu¨r das Projekt der zu entwickelnden
Anwendung.
1 <project . . . >
2 <modelVersion>4 . 0 . 0</modelVersion>
3 <groupId>de . ske t che r</groupId>
4 <arti factId>SketchER</arti factId>
5 <version>ALPHA</version>
6 <dependencies>
7 . . .
8 <dependency>
9 <groupId>de . ske t che r</groupId>
10 <arti factId>JGraphXMaven</arti factId>
11 <version>SNAPSHOT</version>
12 </dependency>
13 </dependencies>
14 <build>
15 <resources>
16 . . .
17 </resources>
18 <plugins>
19 <plugin>
20 <groupId>org . apache . maven . p lug in s</groupId>
21 <arti factId>maven−dependency−plug in</arti factId>
22 <executions>
23 <execution>
24 <id>copy−dependenc ies</ id>
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25 <phase>prepare−package</phase>
26 <goals>
27 <goa l>copy−dependenc ies</ goa l>
28 </goals>
29 <configuration>
30 <outputDirectory>SketchER/ l i b</
outputDirectory>
31 . . .
32 </configuration>
33 </execution>
34 </executions>
35 </plugin>
36 <plugin>
37 <groupId>org . apache . maven . p lug in s</groupId>
38 <arti factId>maven−j a r−plug in</arti factId>
39 <version>2 . 3 . 1</version>
40 <configuration>
41 <outputDirectory>SketchER</outputDirectory>
42 <archive>
43 <manifest>
44 . . .
45 <mainClass>de . ske t che r . Main .
SketcherMainEntry</mainClass>
46 </manifest>
47 </archive>
48 </configuration>
49 </plugin>
50 </plugins>
51 </build>
52 </project>
9.2 Spring
Die Verwendung des Spring61-Frameworks wurde im Rahmen dieser Arbeit
schon in Bezug auf die Erweiterung und Anpassung der Anwendung (sie-
he Abschnitt 8) durch das Erwa¨hnen der Spring-Konfigurationsdatei an-
gedeutet. Das Spring-Framework ist ein sehr ma¨chtiges Java-Framework,
das hauptsa¨chlich fu¨r die Entwicklung von “Java-Enterprise-Edition“-An-
wendungen verwendet werden kann. Auf die vielen Aspekte des Spring Fra-
meworks wird im Rahmen dieser Arbeit nicht eingegangen, fu¨r eine allge-
meine Einfu¨hrung der verschiedenen Aspekte des Spring-Frameworks soll auf
61vgl. [Piv]
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[Wol20] verwiesen sein. Im Rahmen dieser Arbeit wird das Spring-Framework
lediglich fu¨r die sogenannte Dependency Injection62 verwendet. Einfach aus-
gedru¨ckt kann man mithilfe der einer Dependency Injection relativ komforta-
bel konfigurieren, welche konkrete Klasse einer Schnittstelle (Java-Interface
oder abstrakte Java-Klasse) zur Laufzeit instantiiert werden soll. Es du¨rfte
sich von selbst verstehen, dass die zu instanziierende Java-Klasse das Java-
Interface implementieren oder die abstrakte Java-Klasse erweitern muss. Die
Konfiguration wird dabei in einer Spring-Konfigurationsdatei definiert. Diese
Tatsache bietet den großen Vorteil, dass die Entscheidung, welche konkrete
Klasse verwendet werden soll, nicht mehr explizit innerhalb des Java-Codes
implementiert werden muss, sondern separat in der Spring-Konfigurationsdatei
gekapselt wird (siehe Listing 3).
Listing 3: Spring Konfigurationsdatei fu¨r das Projekt der zu entwickelnden
Anwendung.
1 <beans . . . >
2 <context :annotat ion−c o n f i g />
3
4 <bean id=” bus inessFacade ”
5 class=”de . ske t che r . facade . SketcherDefau l tBus inessFacade ”>
6 </bean>
7 <bean id=” i n t e g r a t o r ”
8 class=”de . ske t che r . i n t e g r a t i o n . SketcherModelJaxBIntegrator
”>
9 </bean>
10
11 <bean id=”mysql”
12 class=”de . ske t che r . generator . SketcherMySQLGenerator”>
13 </bean>
14 <bean id=” o r a c l e ”
15 class=”de . ske t che r . generator . SketcherOrac leGenerator ”>
16 </bean>
17 </beans>
Innerhalb des Java-Codes muss lediglich der sogenannte
”
Application-
Context63“ initialisiert werden, der seinerseits die in Listing 3 gezeigte Spring-
Konfigurationsdatei la¨dt. U¨ber den
”
Application-Context“ kann dann die
konkrete Klasse einer Schnittstelle durch das Spring-Framework instantiiert
62siehe [Fow]
63Der Application-Context sorgt hauptsa¨chlich dafu¨r Spring-Beans zu instantieren. Al-
le Java-Klassen die von Spring instantiiert werden, ko¨nnen als Spring-Beans bezeichnet
werden.
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werden. Wird beispielsweise nach der Spring-Bean
”
businessFacade“ gesucht,
so instantiiert der
”
Application-Context“ die Klasse
”
SketcherDefaultBusi-
nessFacade“. Falls die konkrete Klasse ausgetauscht werden sollte, so muss
die Klasse nicht nur die entsprechende Schnittstelle implementieren sondern
es muss zusa¨tzlich der voll qualifizierte Name der neuen Klasse in der ent-
sprechenden Stelle der Spring-Konfigurationsdatei anstelle der alten Klasse
eingetragen werden.
9.3 Log4J
Bei dem Log4J-Framework (vgl. [Apaa]) handelt es sich um ein Java-Frame-
work, das innerhalb von Java Anwendungen fu¨r das sogenannte Logging64
verwendet werden kann. Das Konzept des Loggings hat im Rahmen dieser
Arbeit einen besonderen Stellenwert. Um viele der nichtfunktionalen Anfor-
derungen (siehe Abschnitt 3.2) zu gewa¨hrleisten, ko¨nnen verschiedene Soft-
waretests (Unit-Tests65, Integrationstest66 etc.) verwendet werden. Leider
nimmt das Realisieren und Pflegen der entsprechenden Tests sehr viel Zeit
in Anspruch, weshalb die Entscheidung getroffen wurde, die Softwaretests zu
vernachla¨ssigen und stattdessen ausfu¨hrliche Logging-Ausgaben zu generie-
ren.
Listing 4: Log4J-Konfigurationsdatei erzeugt Logging-Ausgaben des Log-
Levels DEBUG auf der Konsole.
1 # Root l o g g e r opt ion
2 l o g 4 j . rootLogger=DEBUG, stdout
3
4 l o g 4 j . appender . s tdout=org . apache . l o g 4 j . ConsoleAppender
5 l o g 4 j . appender . s tdout . Target=System . out
6 l o g 4 j . appender . s tdout . layout=org . apache . l o g 4 j . PatternLayout
7 l o g 4 j . appender . s tdout . layout . Convers ionPattern=%d{yyyy−MM−dd
HH:mm:ss} %−5p %c {1} :%L − %m%n
8
9 l o g 4 j . l o g g e r . org . spr ingframework = INFO
64Das Logging ist eine Technik um den Programmablauf zu protokollieren.
65Mit Unit-Tests testet man eine alleinstehende Einheit, beispielsweise eine Java-Klasse.
66Mit Integrationstests testet man das Zusammenspiel verschiedener alleinstehender
Einheiten.
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Die Logging-Ausgaben ersetzen zwar nicht die Softwaretests, sind aber ein
pragmatisches, weniger zeitaufwendiges Provisorium, da sie das Debugging67
stark vereinfachen.
Der Vorteil der Verwendung eines Logging-Frameworks wie Log4J ist die
komfortable Konfiguration der Loggings u¨ber eine Log4J-Konfigurationsdatei
(siehe Listing 4). Dabei kann die Ausgabe (auf Konsole oder in Datei) wie
auch die Formatierung der verschiedenen Loggings festgelegt werden. Des
Weiteren lassen sich mit Log4J Loggings verschiedener sogenannter Log-Level
erzeugen, was den Vorteil bietet, dass je nach Bedarf die Ausgabe der Log-
gings einem gewu¨nschten Log-Level entsprechend gefiltert werden kann.
10 SketchER
Die Tatsache, dass die im Rahmen dieser Arbeit entwickelte Anwendung den
Namen
”
SketchER“ tra¨gt, du¨rfte bereits durch die entsprechenden Appen-
dices verschiedener Elemente der Architektur erahnt werden. Die vorherigen
Abschnitte haben die Architektur der im Rahmen dieser Arbeit entwickelten
Anwendung in der sogenannten ALPHA-Version gezeigt. Es ko¨nnte durch-
aus sein, dass die Anwendung mittlerweile bereits weiterentwickelt wurde
und sich daher in einem aktuelleren Zustand befindet.
Der folgende Abschnitt zeigt die Struktur des Projekts aus der Sicht der
Entwicklungsumgebung Eclipse68 und einige Screenshots der Anwendung.
10.1 Projektstruktur
Abbildung 41 zeigt die Projektstruktur der Anwendung innerhalb der Ent-
wicklungsumgebung Eclipse. Alle (abstrakten) Java-Klassen und -Schnitt-
stellen befinden sich in den Verzeichnissen
”
src/main/java“ und
”
src/test/ja-
va“, wobei sich in dem letzteren Verzeichnis Java-Klassen befinden, die soge-
nannte Unit-Tests mit dem JUnit Framework69 realisieren. In die Verzeichnis-
se
”
src/main/resources“ und
”
src/test/resources“ ko¨nnen Dateien abgelegt
werden, die in den sogenannten Classpath70 der Anwendung aufgenommen
67Der Prozess zum Finden und Beheben von Fehlern im Rahmen der Softwareentwick-
lung wird Debugging genannt.
68vgl. [Ecl]
69siehe [jun]
70Der Classpath, zu deutsch Klassenpfad, ist ein Pfad in dem der Java Compiler nach
Java-Klassen sucht.
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werden sollen. Beispiele fu¨r Dateien, die im Classpath verfu¨gbar sein mu¨ssen,
sind sa¨mtliche Dateien zur Konfiguration der Anwendung, also Dateien mit
dem Appendix
”
.properties“,
”
.default“ oder
”
.xml“.
Abbildung 41: Projektstruktur.
Im Rahmen dieser Anwendung wurde das Verzeichnis
”
SketchER“ inner-
halb des Projekts angelegt, in dem alle bereits erla¨uterten Konfigurations-
dateien (außer die Maven-Konfigurationsdatei, die sich im Hauptverzeichnis
des Projekts befindet) sowie eine ausfu¨hrbare JAR-Datei und entsprechen-
de Start-Skripte der Anwendung enthalten. Um die Anwendung zu starten,
muss die Datei run.sh auf Unix-Betriebssystemen, die Datei run.bat auf
Windows-Betriebssystemen innerhalb dieses Verzeichnisses aufgerufen wer-
den. Das Skript buildAndRun.sh ist ein besonderes Skript, das zuna¨chst mit
Maven eine ausfu¨hrbare JAR-Datei in das Verzeichnis
”
SketchER“ generiert.
Dabei werden die Einstellungen in den Konfigurationsdateien u¨bernommen.
Anschließend wird die Anwendung gestartet. Man muss dieses Skript ver-
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wenden, falls man A¨nderungen in den Konfigurationsdateien vorgenommen
hat, wobei Maven auf dem Rechner installiert sein muss. Bislang wurde leider
keine Mo¨glichkeit gefunden, A¨nderungen in den Konfigurationsdateien, ohne
das anschließend beno¨tigte Ausfu¨hren der Maven-Befehle zu u¨bernehmen.
10.2 Screenshots
In diesem Abschnitt werden einige Screenshots der Anwendung gezeigt. So
zeigt Abbildung 42 die Darstellung einer Entita¨t und Abbildung 43 den Dia-
log zum Bearbeiten einer Entita¨t. Abbildung 44 zeigt die Darstellung einer
1-n-Beziehung zwischen zwei Entita¨ten und Abbildung 45 zeigt den Dialog
zum Bearbeiten einer Beziehung. Abschließend wird in Abbildung 46 die
Darstellung einer n-m-Beziehung gezeigt.
Abbildung 42: Darstellung einer Entita¨t.
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Abbildung 43: Dialog fu¨r das Bearbeiten einer Entita¨t.
Abbildung 44: Darstellung einer nicht identifizierenden 1-n-Beziehung zwi-
schen zwei Entita¨ten.
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Abbildung 45: Dialog zum Bearbeiten einer Beziehung.
Abbildung 46: Darstellung einer n-m-Beziehung mit Zwischentabelle.
11 Schlussbetrachtung
Im Rahmen dieser Arbeit wurde der Prototyp (ALPHA-Version) einer An-
wendung zum Zeichnen von Entity-Relationship-Diagrammen implementiert
und vollsta¨ndig dokumentiert. Innerhalb der ALPHA-Version ko¨nnen An-
wender Entita¨ten zeichnen, lo¨schen sowie deren Attribute bearbeiten, wo-
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bei diese der Anforderung F10 entsprechend dargestellt werden. Weiterhin
ko¨nnen bina¨re (identifizierende) Beziehungen zwischen Entita¨ten erzeugt und
gelo¨scht (F20) und Entita¨ten beliebig innerhalb der JPanels bewegt werden
(F30). Bezu¨glich F30 soll gesagt sein, dass Anwender Entita¨ten nur dann
bewegen ko¨nnen, wenn der in Abschnitt 6.2.3 genannte Elternknoten der En-
tita¨t bewegt wird. Das Bewegen einer Entita¨t u¨ber den Kopfbereich oder den
Bereich, in dem die Attribute dargestellt werden, funktioniert leider nicht.
Da dieses Verhalten in der ALPHA-Version nicht verbessert werden konnte,
wird empfohlen, Entita¨ten nur im zusammengeklappten Zustand zu bewegen.
Das Speichern und Laden eines Entity-Relationship-Diagramms entspre-
chend F40 wurde zwar umgesetzt, allerdings ist diese Funktionalita¨t in-
nerhalb der ALPHA-Version nicht ganz ausgereift. Wenn man ein Entity-
Relationship-Diagramm aus einer vorher gespeicherten Datei la¨dt, so zeigt
die Anwendung teilweise invalides, nicht nachvollziehbares Verhalten. Das
Exportieren eines Bilds (F60) und das Generieren von SQL-Code (F60) aus
einem gezeichneten Entity-Relationship-Diagramm wurde in der ALPHA-
Version ebenfalls umgesetzt, wobei die wichtigsten Fa¨lle unter MySQL und
Oracle getestet wurden.
Bezu¨glich der nichtfunktionalen Anforderungen kann gesagt werden, dass
N10 in Bezug auf alle funktionalen Anforderungen außer F40 zutrifft, da
alle funktionalen Anforderungen wie spezifiziert umgesetzt werden konnten.
Bezu¨glich N20 wurden an vielen Stellen Warnungen und Optionsdialoge ein-
gebaut, beispielsweise um zu besta¨tigen, dass ein Element wirklich gelo¨scht
werden soll, oder die Warnung, dass zwei Attribute mit derselben Bezeich-
nung innerhalb einer Entita¨t nicht angelegt werden ko¨nnen, ebenso wenig
Attribute ohne Bezeichnung und Datentyp. Zu der Zuverla¨ssigkeit in Be-
zug auf N20 kann keine genaue Angabe gemacht werden, da die Anwendung
aufgrund des begrenzten Zeitraums fu¨r diese Arbeit nicht intensiv getestet
werden konnte. Ob die Anwendung nach la¨ngerer Benutzung immer noch zu-
verla¨ssig funktioniert und valides Verhalten zeigt, wird sich erst zeigen, wenn
die Anwendung produktiv und intensiv genutzt wird.
Da die grafische Oberfla¨che schlicht gehalten wurde und nur Elemente
entha¨lt, die wirklich notwendig sind, kann gesagt werden, dass die Anwen-
dung ohne weiteren Aufwand durch den Anwender benutzt werden kann,
auch wenn hier nicht explizit Methoden aus dem Bereich Usability-Engin-
eering verwendet wurden.
Im Rahmen der Entwicklung der ALPHA-Version lag der Schwerpunkt
auf der Umsetzung der prima¨ren funktionalen Anforderungen, neben der Um-
83
setzung der nichtfunktionalen Anforderungen. Allerdings soll die Anwendung
zuku¨nftig um die sekunda¨ren funktionalen Anforderungen erweitert werden
ko¨nnen. In Bezug auf N40 wurden daher zuna¨chst Mo¨glichkeiten der Erwei-
terung/Anpassung in Bezug auf die sekunda¨ren Anforderungen in Abschnitt
8 gezeigt. Weiterhin wurde bei der Implementierung darauf geachtet, die
Wartbarkeit der Anwendung zu gewa¨hrleisten, unter anderem durch Doku-
mentation des Codes, Verwendung von Entwurfsmustern und allgemein durch
Anwenden von bewa¨hrten Design-Prinzipien der Softwareentwicklung.
Abschließend kann gesagt werden, dass die Ziele der Arbeit gro¨ßtenteils
umgesetzt wurden und der Prototyp einer Anwendung zum Zeichnen von
Entity-Relationship-Diagrammen realisiert wurde. Diese Anwendung wird in
Zukunft als Download innerhalb der Lernplattform edb angeboten. Sie steht
somit nicht nur fu¨r die Veranstaltung Datenbanken an der Fachhochschule
Ko¨ln - Campus Gummersbach zur Verfu¨gung, sondern eventuell auch einer
gro¨ßeren Community von Datenbankentwicklern oder anderen Universita¨ten,
an denen das Thema Datenbanken unterrichtet wird.
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