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La empresa Ford, en su planta de producción en Almussafes, cuenta con amplias 
aplicaciones y ayudas para poder gestionar la planta y llevar un riguroso control sobre 
ella. Sin embargo, a través de estudios que se realizan periódicamente, se ha detectado 
la necesidad de crear un simulador para el sistema de recuperación y almacenamiento 
automatizado del que disponen para sus coches, más conocido por las siglas ASRS. 
Con ello se desea conseguir un mayor seguimiento y control sobre la fábrica para 
poder investigar e introducir nuevas mejoras en su rendimiento. Este trabajo de fin de 
grado surge con el fin de diseñar y desarrollar una solución al problema descrito. 
El simulador mostrará la información de los coches almacenados en ese 
momento dentro de la posición donde se encuentren, clasificados por las grúas que los 
pueden extraer, pudiéndose además, acceder a una vista más detallada de cada 
vehículo de manera individual. 
Dicho simulador se ha realizado en un entorno web, integrándolo así en una de las 
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Resum 
L’empresa Ford en la seua planta de producció a Almussafes, compta amb amples 
aplicacions i ajudes per a poder gestionar la planta i dur a terme un rigorós control 
d’aquesta. Malgrat això, a través d’estudis que es realitzen periòdicament s’ha detectat 
la necessitat de crear un simulador per al sistema de recuperació i emmagatzematge 
automatitzat del que disposen per als seus cotxes, més conegut per les sigles ASRS. 
Amb tot això es desitja aconseguir un major seguiment i control sobre la fàbrica per 
a poder investigar i introduïr noves millores al seu rendiment. Aquest treball de fi de grau 
naix amb el fi de dissenyar i desenvolupar una solución al problema descrit. 
El simulador mostrarà la informació dels cotxes emmagatzemats en cada moment a 
la posició on es troben, classificats per les grues que els poden extraure, tenint la opció 
a més, d’accedir a una vista més detallada de cada vehicle de manera individual. 
L’esmentat simulador s’ha realitzat per a web, integrant-lo en una de les aplicacións 
que utilitzen diariament, fent que siga més amigable i fácil per a l’usuari final. 
 





The Ford company, on its Almussafes factory, has a wide range of applications and 
support to manage the factory and to keep track of it. Nevertheless, through studies that 
have been made periodically, the company has detected the need to build a simulator 
for the automated storage and retrieval system that they have for their cars, also known 
as ASRS. 
With that being said, we want to obtain an increment of the monitoring and control 
over the factory so they can research and introduce new improvements over their 
efficiency. This degree thesis is aimed at designing and developing a solution for the 
aforementioned problem. 
The simulator will show real time the information of the stored cars, like their current 
position, classified by the cranes that are able to extract them. In addition, the user can 
get into a detailed view that displays information of each vehicle individually. 
The simulator has been developed for a web platform, to make it fit in the application 
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El proyecto que se describe en el presente trabajo da una solución a la necesidad 
de poder controlar más aspectos de la fábrica de Ford en Almussafes (València). Dicha 
reconocida empresa automovilística necesita realizar un gran y riguroso control sobre 
cada uno de sus procesos, para lo cual cuentan con ayudas como aplicaciones y soporte 
software que mantienen, amplían y mejoran de manera continuada. 
El sistema desarrollado ayudará a controlar de manera detallada las estructuras 
de coches que hay almacenadas en el Sistema de Recuperación y Almacenamiento 
Automatizado (ASRS, por sus siglas en inglés), estructura física donde almacenan la 
estructura básica de los coches (su “esqueleto”) antes de salir a la planta de producción. 
También se debe poder observar en qué posición se encuentra cada uno, qué grúa 
puede extraer cada coche, su información, los huecos que quedan libres y dónde se 
encuentran dichos huecos. Además, permitirá saber cuál va a ser el próximo en salir a 
planta para su producción, lo que puede acarrear grandes ventajas como saber si 
utilizan bien los espacios del almacén, su capacidad, poder hacer mejoras de 
rendimiento y, por supuesto consultar el estado de cualquier vehículo y del almacén en 
general en cualquier momento. 
Además, integrar esto dentro de la aplicación web que ellos utilizan de manera 
habitual es muy beneficioso para el usuario, ya que conoce su funcionamiento general, 
y tiene un diseño amigable y fácil de usar para él que no supondría un gran esfuerzo ni 
riesgo de que deje de utilizarlo por imponer de repente un software muy diferente y 
novedoso al que no esté acostumbrado. 
 
El objetivo principal de este trabajo de fin de grado es crear una ampliación que 
se integrará en una aplicación ya existente con el fin de ayudar al usuario final a llevar 
un mayor control de la fábrica y poder hacer mejoras en la producción. Este, se puede 
dividir en objetivos más concretos, que son los siguientes: 
• Visualizar en qué posición se encuentra cada vehículo y observar qué 
espacios quedan libres 
• Poder ver con qué coches pueden interactuar cada grúa 
• Tener un control sobre qué vehículos son los siguientes en salir a 
producción  
 
También, como otro de los objetivos más importantes a destacar, y en relación 
con la formación de la autora, está el de profundizar en el aprendizaje de nuevas 
herramientas y tecnologías de apoyo para el desarrollo software. Igualmente, también 
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Durante todo el desarrollo del proyecto se ha seguido una metodología ágil 
basada en Scrum. Se trata de un proceso de gestión basado en la autoorganización 
para poder hacer frente a los imprevistos y poder abordar y cambiar continuamente los 
requisitos de manera rápida [1]. Por ello, es aún más recomendable utilizarlo cuando los 
requisitos son cambiantes o están poco definidos, cuando se quiere obtener algo muy 
complejo, o cuando la innovación, la competitividad y la flexibilidad son fundamentales. 
La metodología ágil rechaza el trabajo innecesario como documentación que no 
sea útil para alguna de las partes, pero también se caracteriza por tener contacto 
continuo con el cliente o por mantenerlo de la manera más estrecha posible haciéndolo 
participar en todas las fases necesarias. 
A consecuencia de hacer que no se requieran o preparen muchos documentos 
se requiere una estrecha comunicación, tanto con el cliente como con el equipo con el 
que se trabaja. Esto hace que en algunos casos en vez de suponer una ventaja pueda 
llegar a convertirse en un inconveniente. 
Como motivación personal, cabe destacar que el hecho de tener que integrarlo 
en una aplicación ya creada y en funcionamiento, obliga a utilizar tanto las herramientas 
como los diseños y plantillas utilizadas anteriormente en esta, por lo tanto, se ha tenido 
que profundizar y aprender todas ellas. Adicionalmente, se ha tenido que aprender el 
funcionamiento y características a rasgos generales de la aplicación en la que se debe 
integrar, y por supuesto, aprender términos y vocabulario técnico que emplean desde la 
empresa. 
Esta memoria se ha estructurado en un total de ocho capítulos. Tras la 
introducción, el capítulo 2 pone el trabajo en contexto, explicando los conceptos básicos, 
la aplicación en la que vamos a integrar nuestro proyecto, la infraestructura y las 
arquitecturas del sistema, además de explicar en detalle en qué consiste la metodología 
ágil escogida. 
En el capítulo 3 se detalla el análisis realizado, en el que se muestran los casos 
de uso, los actores, la propuesta del proyecto y el plan de trabajo que se va a llevar a 
cabo. El capítulo 4 trata la parte del diseño, mostrando los detalles tanto de la interfaz 
de usuario como del diseño de las clases utilizadas. En el capítulo 5, por su parte, se 
exponen y detallan las herramientas y entorno software utilizados en el desarrollo de la 
aplicación. El capítulo 6 muestra el desarrollo realizado, tanto desde la perspectiva de 
producto como la de proyecto. El capítulo 7 explica las pruebas realizadas durante todo 
el proceso, sus tipos y da razones de por qué se han realizado de esa manera. Por 
último, en el octavo capítulo se exponen las conclusiones, la relación de este proyecto 
con las asignaturas vistas en el Grado, y los trabajos futuros. 
Adicionalmente, podemos encontrar las referencias bibliográficas utilizadas en la 
memoria, y un apéndice que contiene el glosario de los términos más relevantes y 




Contexto tecnológico y metodológico 
 
En este capítulo se van a explicar los conceptos más importantes del proyecto 
que se van a utilizar a lo largo de esta memoria, la arquitectura existente en la aplicación 
tanto física como software, y la estructura del almacén físico. Adicionalmente, se expone 
el contexto metodológico de nuestro trabajo. 
2.1 Contexto tecnológico 
 
En este apartado vamos a explicar el contexto tecnológico para poder entender 
tanto la aplicación en la que vamos a aplicar nuestro proyecto como las arquitecturas 
física y software del sistema. Se describe además la infraestructura del almacén físico 
con todas sus partes. 
 
2.1.1 Aplicación huésped: ASRS 
 
La aplicación en la que se debe integrar este proyecto, conocida como 
secuenciador ASRS, lleva muchos años en funcionamiento. A día de hoy, se sigue 
manteniendo, añadiendo mejoras o nuevos requisitos para adaptarse a las necesidades 
que van surgiendo de manera continua. El secuenciador ASRS va dirigido al personal 
de control de producción, por lo que su funcionalidad en líneas generales consiste en 
llevar un control de los diferentes procesos que se realizan en la fábrica. Además de 
esto, también pueden realizar ciertas acciones como crear conjuntos de restricciones y 
aplicarlas a algunos algoritmos, modificar ciertos parámetros y obtener información 
sobre los vehículos y procesos. 
En la actualidad, esta aplicación web cuenta con 32 pantallas, separadas en 
diferentes menús, además de las cuatro que forman parte de los ajustes adicionales de 
usuarios en los que se pueden controlar y modificar las diferentes preferencias de cada 
uno, así como sus roles. Estos se utilizan para dar diferentes permisos de acceso o 
restringir ciertas acciones a usuarios no autorizados. Por ejemplo, seis de las 32 
pantallas que forman la aplicación solo pueden ser vistas si se tienen los permisos del 
rol administrador. 
Para poder explicar en detalle qué es, para qué sirve, y la estructura del almacén 
físico existente, también se deben definir los conceptos básicos necesarios para poder 
entenderlo de manera correcta. En primer lugar, debemos considerar los términos 
básicos con relación a un coche. 
En primer lugar, el body es una cadena formada tanto por letras como por 
caracteres especiales, que indica de manera cifrada a qué grupo de vehículos pertenece 
cada coche dependiendo de su modelo. En segundo lugar, la fecha de segmentación 
está formada por un día, mes y año que se le asigna a cada coche como fecha estimada 
en la que se va a producir. Por último, el VIN (vehicle identification number) es una 
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cadena alfanumérica única, que nos permite identificar los coches y diferenciarlos de 
otros. La Figura 2.1 muestra un ejemplo de cada uno de estos parámetros. 
 
      
        
Figura 2.1: Ejemplos de parámetros relevantes del ASRS 
 
Otro concepto relevante es el sistema asignado. No es un atributo directo del 
vehículo, pero está estrechamente relacionado con este, ya que a cada coche se le 
asignará un sistema en el proceso de fabricación (el más adecuado para cada uno). 
Dependiendo de las restricciones físicas de cada vehículo (su tamaño, su peso…), este 
ya tiene por defecto preasignado un sistema por el que puede ir; por ejemplo, si un 
coche mide menos de una cierta longitud, va por el sistema A, mientras que va por B en 
caso contrario. 
El dilema viene cuando un coche cumple las restricciones definidas para ambos 
sistemas; en este caso, dicho vehículo tendría un sistema preasignado AB, y se le 
asignaría un sistema concreto por otro tipo de necesidades. Un caso típico es asignar 
el sistema que menos tráfico tenga. Nosotros utilizaremos el sistema asignado 
finalmente. 
El número de presecuencia, término que aparecerá en varias ocasiones, es de 
gran importancia tanto para el almacén como para todo el proceso de producción de la 
planta. Dicho número, que puede comprender un rango de entre el 1 y el 3999, es el 
orden en el que se deben manipular los vehículos, y se asigna mediante un algoritmo 
de secuenciación en el que influyen los pesos de cada coche. Los pesos son números 
internos que suma dicho algoritmo por cada restricción. Unos ejemplos simples de 
restricciones pueden ser los extras que tenga un coche, si es eléctrico, si es 
descapotable, etc.  
Adicionalmente, cabe destacar que existen otros algoritmos configurables por el 
usuario que influyen en la extracción, como el de grúa, que se encarga de balancearlas 
en la mayor medida posible para que una sola grúa no monopolice su uso, sino que se 
vayan utilizando todas de la manera más equilibrada posible. 
Ahora que hemos definido el término presecuencia, es muy importante destacar 
que también existe una secuencia, y debemos explicar cuál es la diferencia entre 
ambos términos, y por qué utilizamos uno y no otro para nuestro sistema. 
La secuencia y la presecuencia representan el mismo concepto ya explicado 
anteriormente, esto es, un número dado a partir de algoritmos que nos dice el orden que 
se debe seguir en la fabricación y manipulación en general del coche en la fábrica. La 
diferencia entre estos dos términos reside en que el primero es solo un número temporal, 
ya que solo se utiliza en un tramo de recorrido relativamente pequeño hasta llegar a la 
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siguiente zona, llamada chasis, donde se le da el número de secuencia definitivo. Este 
número suele respetar el orden ya asignado con la presecuencia, pero puede haber 
pequeños cambios si se ha producido algún desajuste en algún punto de unión entre 
líneas de trabajo, por ello, al llegar a esta zona se le da el nuevo número definitivo. 
Por lo tanto, es importante remarcar, que durante este proyecto únicamente 
podemos trabajar con la presecuencia, ya que como se ha explicado, es el número que 
se le da dentro del almacén, justo antes de salir a producción y con el que se trabaja en 
esa zona inmediata a él. 
 
2.1.2 Arquitectura física del sistema 
 
Para poder entender mejor la aplicación en la que vamos a integrar nuestro 
proyecto, a continuación se explica la arquitectura física del entorno de producción, a la 
que va a tener que adaptarse nuestro proyecto. 
El sistema está formado por seis componentes (ver Figura 2.2): dos servidores en los 
que se encuentran las aplicaciones y el servicio web, dos máquinas que gestionan la 
información de los controladores lógicos programables 1  (PLCs) y la proveen a las 
aplicaciones, y dos sistemas de bases de datos, uno de ellos auxiliar. 
 
Figura 2.2: Estructura del entorno de producción 
 
Se emplea un servidor de aplicaciones, llamado WebSphere, en el que tenemos 
ejecutándose concurrentemente la aplicación y contiene la configuración para su 
ejecución. Como se puede observar en la figura 2.2, nosotros utilizamos la versión 9 de 
 
1 Un PLC es un equipo electrónico, autómata o minicomputadora programable que se 
utiliza generalmente para controlar maquinaria de la fábrica en líneas de montaje y hacer un 
seguimiento [9]. 
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WebSphere. Los dos servidores emplean sockets como un mecanismo con el que 
comunicarse continuamente para dar a conocer su disponibilidad. Es importante saber 
qué servidor está disponible para contar siempre con una escucha activa. La máquina 
activa se encarga de gestionar una serie de procesos bloqueados para la no activa, ya 
que los datos llegan simultáneamente a ambos servidores por seguridad, pero solo se 
ejecutan en uno de ellos. 
Además, la URL desde la que accede el usuario a la web es una especial, 
encargada de equilibrar la carga de las peticiones necesarias para la aplicación entre 
los dos servidores. Los servicios web con los que cuentan sirven para permitir la 
comunicación entre el PLCBridge y la aplicación. 
El PLCBridge es la aplicación puente entre la primera y el PLC. Este permite 
mantener informado a la aplicación de todos los cambios realizados a nivel de PLC y 
mantener comunicaciones entre ambos. Los PLCBridge emplean una librería basada en 
el estándar OPC ((OLE (Object Linking and Embedding)) for Process Control ) y se 
encargan de transmitir esta información al  servicio web de la aplicación. OPC es un 
estándar abierto, y con mucha diferencia, es la tecnología de comunicación 
industrial por excelencia, que permite el intercambio de información entre múltiples 
dispositivos y aplicaciones de control sin restricciones o límites impuestos por los 
fabricantes [10]. 
Para obtener información sobre los movimientos de los coches y establecer 
comunicación con Ford se emplean una serie de endpoints denominados palabras 
(words). RSLinx se encarga de proveer dichas palabras para poder escribir y leer sobre 
ellas. Los PLCs definen las posiciones en planta de los vehículos, compuestos por un 
vector de gran tamaño. Ford transforma la información de estos dispositivos y nos 
provee de VINs en palabras, definidas específicamente para una posición física. Es 
decir, nos da la información de una manera entendible, para que nosotros podamos 
saber en qué posición concreta se encuentra cada coche.  
Si alguno de los dos servidores o máquinas fallara, o se viera saturado en algún 
momento, automáticamente se cambiaría al activo de manera transparente al usuario y 
sin perjudicar al rendimiento. Si en algún caso llegaran a fallar los dos, se enviaría un 
mensaje de error informando sobre ello. 
 
2.1.3 Arquitectura software del sistema 
 
La arquitectura software implantada en el sistema es la Modelo Vista Controlador 
(MVC). Este estilo arquitectónico separa en tres capas distintas los datos de la 
aplicación, la interfaz de usuario y la lógica de control [7]. 
El modelo es la capa que trabaja con los datos, para lo cual utiliza mecanismos 
para acceder a los datos, consultarlos, alterarlos o actualizar su estado. Los datos a 
manejar se encuentran en una base de datos, por lo que en el modelo tendremos 
funciones para acceder a las tablas correspondientes y hacer las consultas necesarias 
(insert, select, alter…). Además de poder usar sentencias SQL de manera directa, 
también es habitual utilizar un framework que nos proporciona otro dialecto para hacerlo 
sin depender directamente del motor de bases de datos que se utilice, permitiéndonos 
trabajar con abstracción de bases de datos y persistencia de objetos. En nuestro caso 
se utilizará Hibernate, que explicaremos con más detalle en el capítulo 5. En resumen, 
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el modelo contiene una representación de los datos del sistema, sus mecanismos de 
persistencia y su lógica de negocio. 
La vista contiene el código de nuestra aplicación que hace que podamos 
visualizar las interfaces de usuario, es decir, como su propio nombre indica, toda la parte 
visual. Esta capa también utiliza datos, que son los que representará por pantalla, sin 
embargo, a diferencia de la anterior no accede directamente a ellos. Esta es la capa con 
la que interactuará el usuario final. 
El controlador es la capa que sirve de enlace entre vista y modelo. Esta contiene 
el código necesario para responder a las acciones utilizadas por la aplicación, pero al 







Figura 2.3: Modelo vista controlador (a) y el mismo incluyendo objetos de 
acceso a datos (b) 
 
El funcionamiento general del modelo vista controlador se resume en el flujo 
mostrado en la figura 2.3. El usuario realiza una acción a través de la interfaz, es decir 
de la vista, ya sea mediante una URL que genera una petición al controlador o por 
ejemplo pulsar un botón que necesite las acciones de un método del mismo. La vista se 
comunica con el controlador mandándole las acciones del usuario, y este tiene dos 
opciones: si puede responder directamente, lo hace mediante el model, objeto 
encargado del transporte de la información del controlador a la vista (se puede observar 
en la transición de la figura 2.3), y si necesita algún tipo de datos o de acción que los 
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requiera, puede hacer la petición al modelo para que le dé esa información; una vez el 
controlador cuente con todo lo necesario, lo enviará a la vista para que pueda dar la 
respuesta visual al usuario. 
En las interacciones que se producen entre modelo y controlador intervienen el 
DAO (data access object) y el service, que ayudan en el tratamiento de datos que debe 
realizar el modelo y a su envío de nuevo al controlador con las respuestas demandadas. 
 
2.1.4 Estructura física del almacén 
 
Ahora es el momento de comenzar a describir el almacén físico de manera 
detallada. El ASRS del que se dispone en la fábrica de Ford es una gran infraestructura 
compuesta por huecos en los que se van introduciendo y extrayendo la estructura 
metálica básica de los coches, identificados cada uno de ellos con un código de barras 
en su parte superior. 
Como muestra la figura 2.4, este almacén está dividido en dos partes simétricas, 
ya que en su centro se encuentra un ascensor por el que bajan los coches a planta. 
Además se dispone de cuatro grúas fijas para poder trasladar el coche hasta el almacén, 
o por el contrario extraerlo llevándolo hasta el ascensor. Cada una de estas grúas se 
encarga de una zona específica del almacén, por lo que una grúa solo puede manipular 
los coches que se encuentren en su zona asignada. 
Los vehículos escogidos para ser extraídos del almacén podrán empezar con el 
proceso de producción y montaje, por lo que se puede decir que el almacén y las 
decisiones producidas en él mediante los algoritmos son la clave para poder empezar 
su desarrollo. 
 
Figura 2.4: Esquema del almacén físico 
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2.2 Contexto metodológico 
 
Como se mencionó en el capítulo 1, se ha seguido una metodología ágil según 
la cual se deben realizar diversas iteraciones, cortas y de duración fija, que pueden 
variar de entre 2 a 4 semanas cada una. En cada iteración se deben realizar todas las 
fases; análisis, diseño, implementación y pruebas, para obtener al final una versión 
completa y totalmente funcional, que, aunque no tenga todos los requisitos necesarios, 
sea capaz de mostrar un progreso y pueda ser utilizada por el cliente si éste lo quisiera. 
A estas iteraciones, las llamaremos a partir de ahora sprints [2]. 
Scrum reconoce tres roles; product owner, scrum master y el equipo de 
desarrollo. El product owner ideal para este tipo de procesos se define como una sola 
persona que debe realizar tres funciones principales. La primera es representar a toda 
la parte cliente, teniendo autoridad sobre ella y priorizando el trabajo. La segunda, 
realizar una buena gestión y planificación del trabajo, realizando el papel de un buen 
jefe de proyecto. Y, en tercer lugar, tener una buena visión del resultado, explicando 
detalladamente al equipo lo que debe implementar. Aunque como bien se ha dicho, esta 
definición es la ideal, la realidad generalmente es muy distinta, y no suele existir un solo 
product owner o, si existe, tampoco realiza todas las funciones de una manera tan 
completa y detallada como debería. 
Siguiendo con otro de los roles reconocidos, el scrum master es el encargado de 
gestionar el proceso y eliminar los impedimentos, es decir, es el que se encarga de 
asegurar que el proceso se realiza de manera correcta, así como de facilitar su 
ejecución. Además, debe ser el responsable de hacer que Scrum se lleve adelante, 
transmitiendo sus beneficios y facilitando su implementación [3]. 
Por último, el equipo de desarrollo es el que se encarga de desarrollar el 
producto. Normalmente son equipos autoorganizados, autogestionados y cross 
functional. Esto significa que son capaces de desarrollar un producto completo por ellos 
mismos, sin depender de nada ni nadie exterior. Todos los miembros del equipo tienen 
el mismo rol, aunque dentro de cada entidad se puedan repartir cargos o tareas bajo su 
propia responsabilidad, aunque al final tienen que ser conscientes de que deben 
responder como uno solo. 
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Figura 2.5: Proceso Scrum (fuente: [4]) 
 
Para poder llevar a cabo la comunicación constante que demanda este tipo de 
metodología, se propone hacerlo mediante reuniones periódicas. En concreto, se 
describen cuatro tipos diferentes que son muy recomendables realizar a lo largo de la 
duración del proyecto. 
La primera de las reuniones que se proponen es la reunión de planificación. En 
ella, el product owner explica el trabajo que quiere para el siguiente sprint, y el equipo 
de desarrollo planifica, las divide en unidades de trabajo, las estima y las analiza de 
manera rápida si lo considera necesario para su correcta estimación. Con ello, negocia 
su alcance y se organizan para comenzar el sprint. Para realizar dicha estimación y 
extracción de las unidades de trabajo (UT), es recomendable utilizar herramientas de 
ayuda como un tablero Kanban (ver figura 2.6) y definir bien cuales entrarán en el sprint 
actual, y las que quedarán en el backlog. El backlog es un conjunto de unidades de 
trabajo sin preparar que no se han considerado para la iteración actual, pero que pueden 
ser incluidas en las siguientes. Esta primera reunión tiene una duración de ocho horas 




Figura 2.6: Tablero Kanban general con backlog y sprint 
 
El segundo tipo de reunión es la diaria, en la que el equipo pone en común el 
trabajo que han realizado el día anterior, explica qué va a seguir haciendo y expone si 
tiene alguna duda o bloqueo para que alguno de los compañeros que estén libres o con 
menos carga puedan ayudar. Además, también es recomendable hacerla con algún tipo 
de ayuda visual como un tablero Kanban o la herramienta que utilice cada equipo donde 
se vea cómo va el proyecto, el progreso que lleva y lo que queda pendiente para saber 
en todo momento si se necesita renegociar el alcance o para poder coger una nueva 
tarea cuando alguien quede libre. Este tipo de reuniones suelen tener una duración 
aproximada de 15 minutos. 
El tercer tipo de reunión es de revisión. Esta es una reunión más informal, con 
una duración de cuatro horas, en la que se presenta el resultado de esa iteración al 
product owner y a otros stakeholders. Pueden surgir mejoras o cambios que se podrán 
aplicar en próximos sprints y que deberán reflejarse en el backlog. 
Por último, el cuarto tipo de reunión es la retrospectiva, cuyo objetivo es mejorar 
la metodología aplicada durante el último sprint realizado. Para ello, el equipo de 
desarrollo identifica y prioriza las mejoras que se vayan encontrando y se aplican en la 
medida de lo posible para los siguientes. 
Además de las personas con los roles nombrados en cada reunión, el scrum 











Análisis del problema 
 
En este capítulo se va a proceder al análisis del problema. 
Se comenzará con una breve descripción del caso de estudio sobre el proyecto que se 
desea desarrollar. Seguidamente, se describirán los actores que intervienen y se 
extraerán los casos de uso que se analizarán con más detalle, para finalmente, proponer 
una solución y poder comenzar a desarrollar el plan de trabajo a seguir. 
Al utilizar una metodología ágil, cabe destacar que el cliente debe estar implicado 
desde el inicio de cada proceso y en este caso, validar todo el proceso de análisis que 
se realice, aunque pueda ir introduciendo cambios a lo largo de todo el proceso 
mediante las revisiones que se deben realizar al acabar cada sprint. 
3.1 Descripción del caso de estudio 
 
Se desea desarrollar una nueva sección dentro de la aplicación web, que permita 
a los usuarios poder visualizar el estado del sistema de recuperación y almacenamiento 
automatizado del que disponen. 
Para ello, el usuario final podrá visualizar el almacén acercándolo a la visión real 
de este todo lo posible. Su función principal será poder observar los vehículos que cada 
grúa tiene la posibilidad de extraer hacia la planta de producción. 
El usuario también podrá buscar un coche en concreto para poder visualizar en 
qué posición se encuentra, o por el contrario, observar que ya se ha empezado con su 
producción si no se pudiera encontrar su número de identificación de vehículo (VIN) 
existente. Si lo que se busca se encuentra en la columna de la cola de retiradas, indicaría 
que la grúa ya ha seleccionado ese vehículo para su retirada del almacén o que incluso 
ya lo está extrayendo de él. 
Para finalizar, además del almacén en sí y sus posiciones, se podrá obtener más 
información sobre cada coche en concreto. Este proyecto pretende ser un método más 
para poder observar de manera detallada la información que se acaba de exponer, 
actualizando cada posición y detalle si fuera necesario cada vez que se refresque la 
página o que se acceda a ella desde otra parte de la aplicación, con la finalidad de poder 
hacer estudios y llevar un mayor seguimiento para poder implantar futuras mejoras. 
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3.2 Casos de uso 
 
En este apartado se van a presentar los resultados del análisis realizado para 
identificar los actores y casos de uso del simulador. En estos últimos vamos a utilizar un 




Aunque la aplicación en la que se ha integrado el simulador va dirigida a un único 
departamento de Ford como usuario final, el de control de producción, se dividen varios 
niveles de usuarios dentro de la aplicación. Por ello, dentro de la misma se pueden 
distinguir cuatro tipos diferentes de actores: el administrador, el gerente, el operador y 
el de solo lectura. Sin embargo, en la extensión realizada todos ellos pueden acceder y 
utilizarla de la misma manera, por lo que no haremos ninguna distinción entre actores, 
englobando a todos los posibles actores en uno genérico al que llamaremos usuario. 
 
3.2.2 Especificación de los casos de uso 
 
En primer lugar, vamos a realizar un análisis más general para poder crear un 
diagrama de casos de uso y observar sus relaciones, aunque sin poder ver en qué 
consisten ni los detalles de cada uno. 
 
 
Figura 3.1: Diagrama de casos de uso 
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Seguidamente, vamos a analizar y desarrollar los casos de uso necesarios para 
el proyecto. A cada caso de uso se le va a asignar un identificador, un título, una 
descripción, una precondición si la tuviera, las acciones de usuario y las respuestas del 
sistema, donde se mostrarán los pasos que el usuario debe seguir para poder realizar 
la acción descrita. 
CU 01 Visualizar ASRS 
Descripción El usuario podrá visualizar el contenido del almacén en cada 





- Acceder a la pantalla. Una vez dentro podrá cambiar entre 




- Cargará todos los elementos de la pantalla, poniendo por 
defecto la vista de la primera grúa 
Tabla 3.1: CU visualizar ASRS 
CU 02 Buscar una unidad 
Descripción Al buscar una unidad mediante su VIN, si se ha encontrado, 
aparecerá enfatizada y si fuera necesario se desplazaría la pantalla 
de manera automática hasta su posición para facilitar su búsqueda; 
de la misma manera se cambiaría de vista si no coincide con la que 
ese está observando en ese momento. Si no ha podido encontrar la 
unidad se mostrará un mensaje informando al usuario 
Precondición Haber accedido a la visualización del ASRS sin importar la pestaña 
que esté visualizando en ese momento 
Acciones de 
usuario 
- Introducir un VIN en el buscador 
- Pulsar la acción buscar 
Respuestas 
del sistema 
- SI ha encontrado la unidad: enfatizará la posición de la 
unidad, desplazará la pantalla hasta donde se encuentre esta 
y cambiará de vista a la de la grúa donde se encuentre si fuera 
necesario 
- Si no ha podido encontrar la unidad: Mostrará un mensaje al 
usuario informando de que no se ha podido encontrar ninguna 
coincidencia con el VIN introducido 
Tabla 3.2: CU buscar unidad 
CU 03 Visualizar información importante de una unidad 
Descripción El usuario puede visualizar de manera fácil la información más 
importante de una unidad (body y fecha de segmentación) 
Precondición Que el cursor esté situado encima de la unidad deseada 
Acciones de 
usuario 
- Mover el cursor del ratón hasta la unidad de la que desee 
visualizar dicha información 
Respuestas 
del sistema 
- Muestra la información importante descrita, para la unidad en 
la que se encuentra posado el cursor 
- Cuando el cursor se mueve y sale de esa unidad esta 
información deja de estar visible para el usuario 
Tabla 3.3: CU visualizar información importante de la unidad 
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CU 04 Visualizar detalles de una unidad 
Descripción El usuario puede conocer todos los detalles posibles de una unidad 
Precondición Que se haya pulsado 
Acciones de 
usuario 
- Mover el cursor del ratón hasta la unidad deseada 
- Pulsar sobre el VIN de dicha unidad 
Respuestas 
del sistema 
- Abrirá una nueva pestaña en el navegador con una pantalla 
con todos los detalles de la unidad seleccionada 
Tabla 3.4: CU visualizar detalles de la unidad 
Para todo el análisis previo y todos los casos de uso extraídos se asume que se 
ha iniciado sesión anteriormente y de manera correcta en la aplicación en la que lo 
hemos integrado. 
Para todo este proyecto se tendrán en cuenta las plantillas y estilos aplicados al resto 
de aplicación siguiendo la misma línea visual. Al integrarla con esta, también se hará 
accesible en dos idiomas, español e inglés, que podrá cambiar a través de las banderas 
situadas en la parte superior o cambiando la preferencia de idioma en el perfil del 
usuario, acciones implementadas previamente en la aplicación. 
 
3.3 Solución propuesta  
 
La solución propuesta consiste en implementar el proyecto teniendo en cuenta 
los casos de uso descritos en el punto 3.2. Para ello, se desarrollará una pantalla web 
en la que se podrá visualizar el estado del ASRS en cada momento. Dicha pantalla 
contendrá un conjunto de vistas en las que se representará la zona en que una grúa 
puede extraer o manejar unidades. En cada una de ellas se visualizará el número de 
vehículos que se encuentran almacenados; además, cuando accedamos a cada vista, 
se representará una parte derecha, una parte izquierda y una central, que será la cola 
de retiradas, como se muestra en la figura 2.4; de esta manera, se intenta replicar el 
almacén físico con el mayor detalle, acercándolo todo lo posible a la realidad. Las dos 
primeras partes nombradas aparecerán con las posiciones x e y a su alrededor para 
poder distinguirlas con facilidad. 
Los tipos de unidades que pueden aparecer representados son los siguientes 
(ver figura 3.2): 
- Un espacio vacío, que representará la ausencia de unidad en esa posición  
- Una unidad presecuenciada y con sistema asignado A, resaltada en verde 
- Una unidad presecuenciada y con sistema asignado B, resaltada en azul 
- Una unidad sin presecuenciar con sistema asignado, resaltada en gris y con 
número de presecuencia 
- Una unidad sin presecuenciar, resaltada en gris y sin número de presecuencia 
 
Figura 3.2: Tipos de unidades 
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Para las posiciones que tengan un coche (unidad), además de lo ya mencionado, 
mostrará su VIN, y si lo tiene, su número de presecuencia y su sistema asignado. 
Por otra parte, la función de buscar se encontrará en la parte superior de la 
pantalla. Para acceder a dicha funcionalidad se introducirá un VIN y se procederá a su 
búsqueda. Si se ha encontrado, aparecerá la unidad enfatizada y si fuera necesario se 
desplazaría la pantalla de manera automática hasta su posición para facilitar su 
búsqueda. De la misma manera, se cambiaría de pestaña a la de la grúa donde se 
encontrara si no coincide con la que ese está visualizando en ese momento. 
Si el VIN introducido no coincide con ninguno de los que contengan las unidades 
en el almacén, ya sea porque se ha introducido un VIN inexistente o porque ese coche 
ya ha salido a la planta de producción, se mostrará un mensaje indicando que no se ha 
podido encontrar. 
Haciendo referencia al caso de uso CU 03, se podrá visualizar una pequeña 
parte de la información de cada unidad (body y fecha de segmentación) de manera fácil 
y sin necesidad de moverse de pantalla. 
Además, se podrá consultar toda la información completa sobre cada vehículo si 
lo desea (véase CU 04). Esto se mostrará en una pantalla de detalle que deberá abrirse 
en una nueva pestaña del navegador. Para acceder a ella, el usuario debe posar el ratón 
sobre un VIN, cambiando el cursor al modo puntero para indicar al usuario de manera 
visual que es un elemento en el que puede pulsar. 
Para finalizar, y haciendo referencia a lo ya extraído en los casos de uso, se 
deberá desarrollar de modo que pueda cambiar de idioma entre español e inglés y que 
respete el diseño y la familiaridad que posee la aplicación en la que se integra. 
3.4 Plan de Trabajo  
 
Como ya se ha explicado en el capítulo 1 hemos utilizado una metodología ágil 
basada en Scrum. Para ello, realizaremos sprints de dos semanas de duración, siendo 
la capacidad de cada uno de 50 horas, ya que se va a desarrollar trabajando cinco horas 
al día, cinco días a la semana, durante las dos semanas de duración. 
Los roles que se han ejercido en el proyecto son los propuestos por Scrum (ver 
punto 2.2), aunque el PO no va a ser uno ideal como gustaría, ya que el cliente, la 
empresa Ford en este caso, solo puede asumir este papel al comienzo, dejando claro lo 
que quiere, y al final cuando se acabe por completo y la versión sea la “definitiva”, ya 
que al estar ocupados prefieren dejar las posibles mejoras o cosas que deseen cambiar 
o añadir para la fase de mantenimiento, ya una vez entregado el producto. Por lo tanto, 
durante la etapa de desarrollo del producto y de toda la duración de los sprints este 
papel lo ha asumido un compañero de trabajo que tiene contacto con ellos para resolver 
cualquier tipo de duda o problema que surja, haciendo de intermediario o representante. 
Antes de la fecha de inicio del primer sprint se ha realizado la reunión de 
planificación, en la que la empresa ha expresado todas sus necesidades y con ellas se 
han estimado, priorizado y creado las unidades de trabajo correspondientes. La 
estimación se ha realizado en horas ideales, es decir, en tiempo completamente 
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dedicado a esa actividad sin distracciones. Ya que la empresa directamente solo va a 
intervenir en esta reunión, se ha intentado aclarar todas las dudas y preparar todo lo 
posible y necesario para que lo validen en cuestión de análisis y poder asegurar un 
mayor acierto posible, dejando el backlog prácticamente especificado y preparado para 
cualquier sprint, aunque no sea lo ideal en este tipo de metodologías. 
Las posteriores reuniones de planificación serán más cortas de lo recomendado 
debido a las razones mencionadas; sin embargo, se deben hacer a principio de cada 
sprint para decidir qué va a entrar en cada uno, priorizar las unidades de trabajo y 
especificar o diseñar algo que haya quedado pendiente si fuera necesario, por ejemplo, 
una posible mejora o algún requisito que haya quedado aplazado tras ser detectado en 
la reunión de revisión del sprint anterior. 
Para facilitar el trabajo de priorización y control de las UTs se va a utilizar una 
herramienta software llamada JIRA [5]. Se ha decidido utilizar esta herramienta, porque, 
tras una investigación, y como podemos ver en la figura 3.3, esta es una de las más 
utilizadas actualmente, siendo además gratuita para equipos pequeños, sencilla y 
visual.  





Diseño de la solución  
 
Con este capítulo se pretende completar el análisis realizado en los puntos 3.2 y 
3.3 añadiendo detalles de diseño visuales. Además, se describirá el conjunto de clases 
que se crean o utilizan en el desarrollo de este proyecto y sus relaciones de acuerdo 
con la arquitectura software elegida. 
 
4.1 Interfaz de usuario 
 
Haciendo un análisis más exhaustivo enfocado a la parte del diseño, aclarando 
así aspectos que no habían sido tenidos en cuenta en los análisis realizados 
previamente, hemos obtenido la siguiente información (representado gráficamente en 
la figura 4.1): 
 
En lo que respecta al caso de uso CU 01, las vistas que representan una zona en la que 
una grúa puede manejar ciertas unidades se representará mediante un mecanismo de 
pestañas, haciendo que cada pestaña sea la zona de una grúa y que en cada una se 
pueda ver el número de unidades (posiciones ocupadas) que hay en cada zona. Este 
número se podrá ver a primera vista al cargar la pantalla del ASRS, a la derecha de 
cada encabezado de la pestaña sin necesidad de cambiar entre ellas, y por tanto sin 
cambiar de vistas. En cada pestaña se representará el mismo esquema, una parte 
derecha, una izquierda y la cola de retiradas. 
Entre los diferentes tipos de unidades que existen a representar, las unidades 
sin presecuenciar se deben visualizar de color gris claro, las que estén presecuenciadas 
y con el sistema A asignado se representará de color verde claro, y las que tengan 
presecuencia y sistema B de un tono azul claro. 
El sistema de búsqueda se representará mediante una barra para introducir el 
VIN a buscar, y un botón que habrá que pulsar para poder iniciar la búsqueda. Los 
resultados de esta harán que la unidad encontrada se enfatice remarcándola con un fino 
marco verde oscuro, además de cambiar de pestaña y el scroll hasta ella si fuera 
necesario, como ya se había especificado anteriormente. 
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En cuanto al CU 03 (visualizar información importante de una unidad), la 
información se debe mostrar mediante un elemento de descripción emergente, también 
conocido como tooltip; solo hará falta pasar el cursor por encima de la unidad deseada 
para que la información aparezca en pantalla. Si queremos que esta información 
desaparezca, solo tenemos que volver a situar el cursor del ratón fuera de la unidad. 
Por último, cuando el cursor se pose sobre un VIN, este se subrayará y el cursor se 
cambiará al modo puntero, indicando que lo podemos pulsar; una vez el cursor se salga 
de esa posición, volverá a su modo normal y el VIN dejará de estar subrayado. 
 
 
Figura 4.1: Mockup sencillo de la interfaz diseñada 
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4.2 Organización de clases 
 
Las clases definidas y utilizadas para este proyecto, llamadas entidades por las 
herramientas utilizadas, son las siguientes: 
 
 
Figura 4.3: Diagrama de clases simplificado 
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De manera simplificada, podemos observar que de la entidad unit, que 
representa al coche, utilizaremos los atributos vin, body y segmentationdate de manera 
directa para este proyecto, aunque su id y todos los demás atributos también se 
utilizarán para conectar tablas en base de datos o para mostrar la información detallada 
descrita en el caso de uso CU 04; mediante su unitId lo conectamos con Unit_status, 
que va a ser la entidad que nos permite enlazar todos los datos necesarios. 
De esta clase solo utilizaremos internamente el bcr; aunque el usuario no lo 
podrá visualizar, sí que lo utilizamos para poder saber si un coche sigue en el almacén 
o no, ya que este número nos muestra la zona de la planta en la que se encuentra, 
proporcionada a la base de datos mediante las lectoras físicas de la fábrica. Sin 
embargo, utilizaremos los atributos unit, carin, unitStatusWms y unitStatusASRS para 
conectarlo a las tablas Unit, Retrieval, Unit_status_wms y Unit_status_seq 
respectivamente. 
En cuanto a la entidad Unit_status_seq, utilizamos presequence para saber si 
está presecuenciada una unidad, y su valor, y line, que indica el sistema asignado. Cabe 
recordar que en nuestro proyecto vamos a utilizar siempre la presecuencia y no la 
secuencia, por la situación física del almacén, como ya se ha detallado en el punto 2.1.1.  
De Unit_status_wms utilizamos todos sus atributos, la x e y para saber su 
posición, el craneId para saber la grúa que puede manejarla, y el side para saber en qué 
parte del almacén se encuentra, si en la derecha o en la izquierda. La última entidad, 
retrieval, se encuentra en una base de datos diferente a las anteriores, ya que, mientras 
todas las nombradas anteriormente se encuentran en la base de datos sequencerDB, 
esta está situada en la base de datos llamada Ford. Esta entidad es la que nos informa 
de las unidades que se encuentren en la cola de retiradas; esto lo vemos a partir de su 
carin_disp, que debe coincidir con un carin de Unit_status. 
Para facilitar la identificación de todos estos datos, se han remarcado en azul las 
claves ajenas que conectan unas clases con otras. Otro dato a destacar es que todas 
las relaciones son uno a uno, pero todas son bidireccionales. 
Además, siguiendo la arquitectura definida, hemos creado un nuevo controlador 
llamado ASRSSimulatorController, en el que con los datos recibidos del service se tratan 
y transforman para poder enviarlos de la forma adecuada al archivo JSP 2  para 
mostrarlos por pantalla; un nuevo archivo JSP, asrs_simulator como vista, que se 
convertirá en la interfaz final de usuario con la que se interactúa. Hemos utilizado 
UnitStatusService y UnitStatusDAO ya existentes añadiendo nuevos métodos para la 
parte del modelo. 
 Utilizamos UnitStatusService, con ayuda del DAO, para recuperar una lista de 
UnitStatus de la zona que queremos observar, y para poder tener el número máximo 
que existe en las posiciones x e y de cada grúa, que en este caso es un número fijo, 
pero lo hacemos así para tenerlo contemplado por si en algún momento deciden cambiar 
por ejemplo la zona o el número de vehículos que puede manipular cada grúa. Estos 
datos se los pasamos, como hemos podido observar en la figura 2.3, al controlador para 
 
2 Un archivo JSP, es un documento con esta misma extensión, que permite integrar 
HTML con código java [12]. 
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que haga su función, anteriormente descrita. Con UnitStatusDAO accedemos a la base 
de datos, y mandamos esa información al service. 
Para gestionar la internacionalización del secuenciador de ASRS se utilizan dos 
clases en los que se ponen todos los mensajes necesarios, con el mismo código en 
ambos idiomas (mensajes_en, mensajes_es). Utilizando estos mensajes como 
etiquetas en el archivo JSP, y poniendo el código correspondiente, se encarga de 
detectar el idioma elegido, y por tanto busca ese código de mensaje en la clase 
correspondiente. Si cambiáramos de idioma, buscaría ese mismo código en la otra 
clase, y cambiaría automáticamente todos los mensajes sin necesidad de tocar el código 
ni hacer métodos costosos y complejos. 
Adicionalmente también se han creado nuevos estilos en la hoja de estilos styles 
para aplicar por ejemplo colores, formas, alinear elementos, de los nuevos componentes 
que hemos creado, que complementan a los ya existentes, siempre respetando el 
esquema en funcionamiento. 
  







La tecnología y herramientas utilizadas en este proyecto juegan un papel muy 
importante, ya que ha sido uno de los mayores retos que se han producido durante el 
proceso de desarrollo debido a su previo aprendizaje desde cero en la gran mayoría de 
ellas. Por otra parte, también se ha buscado que una vez controladas faciliten de manera 
clara el desarrollo, pruebas y mantenimiento del sistema, intentando escoger las 
mejores herramientas posibles. 
5.1 Lenguaje 
 
En este caso se ha utilizado Java como lenguaje de programación principal. Java 
es un lenguaje que surgió en 1991 para que pudiese ejecutarse en cualquier dispositivo 
[11]. Esto es una gran ventaja, ya que nos permite poder ejecutar un mismo programa 
independientemente del sistema operativo del usuario (independiente de la plataforma). 
Además, este lenguaje viene acompañado de unas bibliotecas con ciertos métodos 
comunes para hacer que la programación sea más fácil. 
Ya que el proyecto es web, se utiliza la tecnología JSP (Java server pages) que 
permite desarrollar páginas web con contenido dinámico. Siguiendo la arquitectura 
aplicada de modelo vista controlador, el archivo JSP estaría dentro de la vista, 
encargado de la parte visual. Dentro de este mismo archivo, también se pueden incluir 
partes de JavaScript, conocido como el lenguaje de scripting para web que permite que 
podamos realizar actividades más complejas que mostrar solo información estática. 
 
5.2 Entorno de programación 
 
El entorno elegido para realizar el proyecto ha sido Eclipse. Este programa es un 
entorno de desarrollo integrado (IDE) que permite realizar las funciones de editor, 
compilador automático y depurador [13]. 
Eclipse permite integrar diversos lenguajes de programación, ya que no está 
orientado a ninguno en concreto, e introducir plugins de manera fácil que pueden 
resultar muy útiles, ya sea a la hora de desarrollar código, de integrar frameworks, 
librerías, ayuda para estas o añadir por ejemplo analizadores estáticos de código que 
nos ayuden a depurarlo. 
Este entorno se caracteriza especialmente por su barra de perspectivas. Una 
perspectiva es un conjunto de editores y vistas relacionadas entre sí que nos permite 
tener ayudas especiales para cada tipo de proyecto que queramos realizar. Por ejemplo, 
para realizar una aplicación java en nuestro caso, existe una perspectiva Java (Java EE) 
que facilita el desarrollo de este tipo de aplicaciones y que incluye vistas para navegar 
por las clases, los paquetes etc. 




Figura 5.1: Perspectivas utilizadas 
En la figura 5.1 se pueden observar las 4 perspectivas que se han utilizado en el 
desarrollo del proyecto; de izquierda a derecha se encuentran la perspectiva de Java 
EE, la perspectiva SVN de control de versiones, la del modo debug, y, por último, la de 
SpotBugs para depurar el código. 
 Este programa cuenta con un sistema de reconocimiento sintáctico de palabras 
reservadas del lenguaje utilizado. De esta forma, las palabras reservadas del lenguaje 
aparecerán escritas en negrita y en color burdeos, los comentarios en verde y los 
comentarios de documentación en azul. Cuando detecta un error de compilación 
remarcará con una línea ondulada roja la sentencia errónea, pudiendo obtener más 
información sobre el problema acercando el cursor sobre dicha sentencia; si se trata de 
una advertencia, lo hará de la misma manera, pero en amarillo. 
Algo muy importante a la hora de programar es tener el código ordenado, legible 
y limpio, sobre todo si, como es nuestro caso, la aplicación se puede seguir manteniendo 
y haciendo cambios una vez entregada. Para ello, disponemos de una ayuda para 
formatear y reestructurar nuestro código mediante el editor que se nos proporciona; solo 
tenemos que ir a la barra de herramientas principal y pulsar sobre la opción format. 
Una de las características más curiosas del IDE Eclipse es el modo en que se 
compilan los proyectos. No existe ninguna opción que permita compilar individualmente 
un archivo concreto, sino que la compilación se lanza automáticamente al guardar los 
cambios realizados en el código, permitiendo así, una compilación en tiempo real [14]. 
Para desplegar nuestro proyecto de manera local utilizaremos el servidor de 
aplicaciones WebSphere 9 nombrado en el punto 4.1.1. Para realizar esta función existe 
una opción que se puede deshabilitar en la que cada vez que se guarda y compila se 
despliega y publica automáticamente. 
El modo debug nos permite hacer un seguimiento de nuestro código para 
encontrar errores lógicos que no se han podido detectar en tiempo de compilación. Es 
especialmente útil cuando nos encontramos por ejemplo un error que no sabemos 
dónde se ha podido producir, con esto podemos acotar ese error y encontrar las 
sentencias que no funcionan correctamente [15]. 
 
5.2.1 Plugin SpotBugs 
 
SpotBugs es un analizador estático de código que se puede añadir a Eclipse 
como plugin. Este es el sucesor de Findbugs, ya que, aunque haga la misma función, 
este último ya está prácticamente obsoleto [16]. 
El análisis estático es el que se encarga de buscar defectos en un programa a 
partir del código fuente sin ejecutarlo, a diferencia del análisis dinámico que se realiza 
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en tiempo de ejecución. El compilador ya intenta hacer algunas comprobaciones 
estáticas, pero en menor escala que el analizador, ya que este va más allá y busca 
diferentes tipos de errores, como por ejemplo el código que ha quedado inutilizado, los 
posibles null pointers, etc. [17]. 
Cuando queramos utilizar esta función, al estar fuertemente ligado al entorno, se 
nos cambiará y abrirá automáticamente la perspectiva que tengamos a la de SpotBugs, 
simbolizada como se muestra en el último icono de la figura 5.1, pudiendo cambiarla en 
cualquier momento si necesitamos hacer cualquier otra acción mientras funciona sin 
que tenga que ser interrumpido. 
 
5.2.2 Control de versiones 
 
Para poder realizar cualquier proyecto es fundamental contar con un control de 
versiones; con esto se pretende llevar una gestión y control de archivos y directorios con 
la que poder ver los diferentes cambios que se han producido, incluso recuperar algún 
archivo borrado o dañado por alguna modificación errónea. Además, si se trabajara en 
equipo sería necesario utilizarlo para saber que no se altera el trabajo de otras personas 
y que se junta e integra todo de manera correcta y fácil. 
En este caso no se va a trabajar en equipo, ya que ha sido un trabajo individual, 
pero es importante poder tener un control de cambios para cualquier imprevisto, y 
además obtener esa seguridad de tener el proyecto subido a un repositorio y no solo 
disponer de la copia local en tu dispositivo. Por supuesto, esto también nos ayuda a la 
hora de integrar nuestro proyecto en la aplicación global. 
Para realizar esta función, se ha elegido Subversion o SVN, que es un software 
libre que se puede integrar muy bien con el entorno elegido. Unas de las características 
a destacar son su gestión de actualizaciones y su manera de estructurar internamente 
sus componentes [18]. 
A la hora de realizar una actualización del contenido, es decir, de añadir nuevos 
cambios realizados en local al control de versiones, considera la lista de todos los 
cambios que se hayan producido como uno solo, lo que hace más difícil que aparezcan 
inconsistencias. En cambio, si deseamos ver los cambios que se van a subir detallados 
en cada archivo modificado, o si se ha producido un conflicto, es posible visualizarlo y 
rectificar de manera individual lo que se desee. 
Con respecto a la manera de estructurar internamente sus componentes, este 
los gestiona como a un sistema de carpetas y archivos, sin diferenciar su tipo. Por tanto, 
un ejemplo que puede llamar la atención a alguien que conozca o haya utilizado otro 
tipo de control de versiones, es el de las ramas. Es muy habitual crear ramas en las que 
trabajar diferentes aspectos del proyecto por separado sin que haya conflictos para 
después poder juntarlo todo sin problemas, o poder hacer que varias personas trabajen 
en lo mismo sin que se pisen o necesiten algo del otro continuamente; en cambio, como 
se ha dicho, aunque aquí el concepto de rama también existe, es muy diferente, ya que 
SVN lo ve como una carpeta más de su conjunto, de nombre “rama”, pero no hace 
ninguna diferencia estructural ni de ningún tipo. Sin embargo, esto no afecta en términos 
de proyecto; para nosotros sigue siendo un espacio diferente en el que trabajar de 
manera separada al principal.  
 




En este apartado describiremos qué frameworks hemos utilizado para el 
desarrollo de este proyecto, pero antes de entrar en detalles es necesario explicar qué 
es un framework. Este concepto se podría traducir como entorno o marco de trabajo, y 
es la estructura que se establece y utiliza para desarrollar y organizar un producto 
software; se podría decir que es una especie de plantilla que nos facilita la programación 





Spring es un framework que ayuda en el desarrollo back end de las aplicaciones 
web. Este software está organizado en diferentes módulos separados por paquetes y 
clases. Uno de estos módulos que contiene es el de web MVC (modelo vista 
controlador), que nos provee de anotaciones de código específicas para ayudar a 
desarrollar los componentes necesarios en este tipo de arquitectura, que ha sido la 
elegida para nuestro sistema [20]. 
Algunas de las anotaciones que utiliza y que han sido útiles, respetando siempre 
la arquitectura son @Controller, @Repository, @RequestMapping, etc. Las dos 
primeras se utilizan para confirmar y registrar que ese archivo o ese código pertenece 
al controlador, o al DAO respectivamente, en la arquitectura MVC. El último de los 
ejemplos es una anotación encargada de enlazar un método con una petición HTTP. 
Este módulo cuenta con una extensa lista de anotaciones de la que solo hemos dado 





Bootstrap es un framework libre destinado a la parte frontend que incluye 
diferentes estilos o plantillas de diseño de los diferentes componentes que puede tener 
HTML y CSS, así como plugins de JavaScript para facilitarnos el desarrollo de nuestra 
web. Además, también nos ayuda a crear nuevas plantillas y estilos que se adapten a 
los diferentes navegadores y dispositivos de manera fácil [21]. Soporta todos los 




Hibernate se puede definir como una herramienta ORM (object-relational 
mapper), es decir de mapeo objeto relacional para Java que agiliza la relación entre la 
aplicación y la base de datos [22]. Un ORM es un sistema que permite almacenar objetos 
Java en tablas de sistemas de bases de datos relacionales de manera transparente y 
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eficiente. Se obtiene un mapeado muy flexible, y utiliza un potente lenguaje de consulta 
que hace que hace que estas sean más sencillas [23]. 
Hibernate genera las sentencias SQL necesarias en su funcionamiento y libera 
al programador del manejo manual de los datos resultantes de su ejecución. También 
ofrece una API para construir consultas de manera más sencilla que desde el lenguaje 
SQL directamente conocida como Criteria, esto nos proporciona una nueva notación 
con operaciones básicas bien formadas que nos ayuda y que podemos combinar hasta 
obtener el resultado esperado. 
 
5.4 Base de datos 
 
La base de datos escogida ha sido la de IBM, ya que es la que está en 
funcionamiento en la aplicación a integrar. Esta base de datos está optimizada 
especialmente para obtener una gran mejora en el campo empresarial. El acceso a 
datos cuenta con una gran disponibilidad, siendo de fácil instalación y configuración. 
Además, dispone de una gran escalabilidad, ya que puede dar soporte a grandes 
cantidades de datos y a su vez realizar consultas complejas. También ofrece flexibilidad 
para dar soporte a un rango de cargas de trabajo con un rendimiento constante y de 
manera segura [24]. 
Para facilitar todavía más la visualización y el manejo de las bases de datos y su 
contenido hemos utilizado el programa SQL Developer de Oracle [25]. Desde esta 
herramienta podemos visualizar de manera organizada todas las bases de datos que 
hayamos configurado, con sus tablas, y dentro de ellas podemos observar en detalle 
sus columnas, los tipos de cada una y todos los datos que contienen. 
Si se desea, también se pueden lanzar sentencias SQL desde ella o apoyarnos 
en las ayudas gráficas que nos proporciona para por ejemplo añadir o eliminar algún 
elemento en una tabla en concreto. Sin embargo, esto solo nos deja manipular de 
manera directa nuestra base de datos local; si lo que queremos es que esos cambios 
realizados sean visibles para el resto de usuarios que vayan a manipular de alguna 
manera nuestra aplicación, debemos poner las consultas realizadas en un script SQL y 
compartirlo mediante el control de versiones SVN para que ellos lo puedan ejecutar de 
la misma manera en su local o en producción. 
 
  





Desarrollo de la solución propuesta 
 
En este capítulo se va a desarrollar la solución para el proyecto expuesto. En 
primer lugar, se explica la gestión del proyecto realizada, mostrando las unidades de 
trabajo realizadas en cada sprint, cómo se ha administrado y los resultados sobre cómo 
se ha manejado el proyecto en su totalidad. En segundo y último lugar, se va a mostrar 
el desarrollo de la solución junto con capturas de la web como resultado final. 
6.1 Gestión del proyecto 
 
Siguiendo la metodología descrita y la organización inicial, se ha comenzado 
realizando la reunión de planificación como ya se ha explicado en el punto 3.4. En ella 
se han extraído las diferentes unidades de trabajo con las que se va a trabajar, llamadas 
incidencias en Jira, el programa utilizado como apoyo. 
Se han detectado tres unidades de trabajo y una épica. Una épica es una unidad 
de trabajo con una carga de trabajo muy grande con la que se pueden aplicar diversas 
técnicas para poder desarrollarla. En este caso hemos decidido que la mejor técnica a 
aplicar para poder trabajar con ella es separándola en dos incidencias diferentes. Por 
tanto, finalmente quedan cinco unidades de trabajo en total más el envoltorio de épica. 
Jira crea automáticamente un objeto llamado envoltorio para poder juntar las incidencias 
que forman la épica, por ello, aunque sea algo vacío de funcionalidad, Jira la cuenta 
como una más. 
En el sprint 1, se ha decidido comenzar con una unidad de trabajo con duración 
de 50 horas ideales de trabajo, es decir, las dos semanas del sprint en su totalidad (ver 
figura 6.1). Esta unidad es la primera parte de la épica que consiste en poder visualizar 
las unidades del almacén, clasificadas por grúas y con el lado al que pertenecen 




Figura 6.1: Unidad de trabajo visualizar unidades en almacén (sprint 1) 
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El sprint 2 se ha completado con el desarrollo de dos unidades de trabajo, una 
de ellas la segunda parte de la épica (visualizar cola de retiradas), en la que se ha 
desarrollado la visualización de la cola de retiradas de cada grúa para completar la 
incidencia del sprint 1 (figura 6.2). Además, se ha implementado la incidencia de unidad 
de trabajo de buscar unidad (figura 6.3); estas incidencias corresponden a los casos de 
uso CU 01 y CU 02 respectivamente, con duraciones de 20 y 30 horas ideales. 
 
Figura 6.2: Unidad de trabajo 2 correspondiente al sprint 2 
Figura 6.3: Unidad de trabajo 3 correspondientes al sprint 2 
 
También se debe cerrar la épica en el final de este sprint, ya que las dos unidades 
de trabajo que la formaban ya se han finalizado por completo. 
Figura 6.4: Unidad de trabajo épica 
 
El tercer y último sprint lo forman dos incidencias de 25 horas cada una, las dos 
que quedan preparadas en el backlog (unidades de trabajo ya estimadas y analizadas 
que todavía estaban pendientes por realizar e incluir en un sprint), visualizar la 
información importante de una unidad (figura 6.5) y visualizar detalles de la unidad 




Figura 6.5: Unidad de trabajo 4 correspondiente al sprint 3 
 
Figura 6.6: Unidad de trabajo 5 correspondiente al sprint 3 
 
Siguiendo la metodología explicada, al acabar cada sprint se ha realizado la 
reunión de revisión con el product owner como se han descrito en los puntos 2.2 y 3.4. 
Al no estar directamente implicada la empresa Ford, no se han incluido nuevas mejoras 
de un sprint a otro, solo se han introducido pequeñas modificaciones de diseño que no 
se incluyen como nuevas unidades de trabajo. Además, se han realizado las dos 
reuniones correspondientes a ver las posibles mejoras que se podían introducir a nivel 
metodológico, llamadas reuniones de retrospectiva. 
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Figura 6.7: Diagrama de flujo acumulado del proyecto 
 
El diagrama de flujo acumulado se define como uno de los instrumentos de 
análisis más avanzados para la gestión de proyectos. Este tipo de diagrama nos 
proporciona información sobre la estabilidad del flujo y ayuda a poder ver si algo va mal, 
si ha habido algún problema, si estamos mucho tiempo en alguna actividad, o incluso si 
alguna de ellas no ha sido ejecutada [26]. 
En la figura 6.7 podemos observar que, en este caso, el eje de las coordenadas 
“y” representa el número de incidencias, y el “x” los días que ha durado el proyecto. 
Podemos ver que el flujo que ha seguido ha sido estable, aunque hay algunas 
irregularidades en proporción que comentaremos a continuación; además se puede 
observar que hay una clara ausencia del color morado, que como podemos ver en la 
leyenda representa las pruebas. 
En la parte naranja de incidencias en estado “por hacer”, vemos un pico al 
principio pasando de cinco de estas a seis, debido a la adición de la épica en los días 
de preparación del sprint inicial. Después de esto podemos ver como la parte azul 
dedicada a la programación, ocupa una incidencia durante un largo periodo de tiempo, 
más concretamente durante todo el primer sprint. Más tarde, vemos que este 
desaparece, ya que la incidencia pasa al estado lista, representado en verde que ocupa 
ese espacio. 
Seguidamente, las incidencias en programar vuelven a subir en 1; esto en 
nuestro caso indica el inicio del segundo sprint, en el que primero tenemos una 
incidencia programando por un tiempo, esta se finaliza y se programa otra. Al finalizar 
esta última, que es una de las dos que conforman la épica, esta se da también por 
finalizada, por lo que podemos observar el pico verde de listo que aumenta en dos de 
manera no proporcional. 
Da comienzo el tercer y último sprint con una nueva incidencia en el estado 
programar, que finaliza, y se inicia la programación de la última incidencia del backlog, 
por ello, al quedar este vacío de incidencias pendientes, el color naranja desaparece por 
completo en ese mismo momento. Al final del diagrama se puede observar un pequeño 
pico verde que indica que este color ya ocupa la totalidad de la gráfica. 
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Como ya hemos nombrado, hay una ausencia total del color morado que 
representa a las pruebas; con esto se puede pensar que si no aparecen es porque no 
se han realizado, pero no lo podemos afirmar de manera rotunda, ya que puede darse 
el caso en el que se haya probado en el mismo día que esa incidencia se ha pasado a 
esta actividad y se ha vuelto a mover a finalizada, por tanto, a Jira no le ha dado tiempo 
a capturar ese momento y no lo muestra. 
Podría ser, que si se mostrara un diagrama más detallado en cuanto al eje “x”, 
es decir, si en vez de días se mostrara por horas, podríamos ver claramente la evolución 
de si ha pasado o no por todas las fases. En nuestro caso, aunque no se puede observar 
en el diagrama sí que lo ha hecho, pero casualmente todas se han realizado el mismo 
día que se han finalizado. 
Para finalizar, cabe destacar, que en este tipo de casos debería completarse esta 
información para poder sacar conclusiones con total seguridad, completando las 
posibles dudas que puedan surgir con la información analizada haciendo uso de otro 
tipo de gráficas o diagramas, pero al trabajar a ritmo constante, cinco horas fijas al día, 
todos los días laborables, no se pueden observar irregularidades ni nada a destacar en 
ellas, por lo tanto, se ha decidido que en este caso no eran de interés. 
 
6.2 Solución final 
 
Siguiendo la estructura de la arquitectura aplicada modelo vista controlador, en 
este apartado se va a proceder a explicar en detalle la solución final al problema 
planteado, tanto explicando las clases, la estructura y su conexión, como mostrando de 




Dentro de la parte del modelo podemos distinguir el DAO y el servicio. 
Empezando por el DAO, archivo llamado UnitStatusDAO, que ya estaba creado para su 
utilización por otras clases, se ha extendido añadiendo tres nuevos métodos. 
Los métodos findMaxXByCrane (craneType crane) y findMaxYByCrane 
(craneType crane) en los que con la ayuda de Criteria (API o método alternativo de 
Hibernate para poder manipular objetos y formular consultas) encontramos la posición 
x e y máximas respectivamente de la grúa que le pasemos por los parámetros, para así 
poder hacer el proyecto más flexible y receptivo a los posibles cambios que puedan 
realizarse en el futuro. 
El nuevo método getUnitStatusRetrievals() mediante una compleja consulta SQL 
a la base de datos (conectando la base de datos sequencerDB con la de Ford, véase 
figura 4.3) nos devuelve la lista de UnitStatus que estén en la cola de retiradas del 
almacén. 
Adicionalmente, aparte de estos tres nuevos métodos, también hemos 
reutilizado código, haciendo uso de una función ya existente llamada 
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getUnitsByBCRId(int bcr) en la que pasándole el número de BCR 3correspondiente a la 
zona del almacén, nos devuelve una lista de UnitStatus que se encuentran en dicha 
zona. 
Todos estos datos se pasan a los servicios, que explicaremos a continuación. 
Como se puede observar, vamos a trabajar en su gran mayoría con objetos de la entidad 
UnitStatus, ya que como podemos ver de nuevo en la figura del diagrama de clases 4.3, 
es la que une todas las demás, por ello podremos trabajar de manera más cómoda y 
fácil accediendo a los demás datos desde aquí si procediera. 
En cuanto a la parte del servicio, extendiendo de nuevo una clase ya creada y 
utilizada (UnitStatusService) se han añadido los métodos findMaxXByCrane(CraneType 
crane), findMaxYByCrane(CraneType crane) y getUnitStatusRetrievals(), llamadas igual 
que los añadidos al DAO, llamando a este para recuperar los datos extraídos desde él 
y poder utilizarlos posteriormente en el controlador. No se ha necesitado tratar aquí los 
datos recibidos por el DAO de nuevo, ya que desde él nos hemos encargado de que los 
devuelva de la manera que necesitábamos. 
Tanto el DAO como el servicio implementan interfaces, llamadas IUnitStatusDAO 
e IUnitStatusService respectivamente, en las que también hemos añadido la declaración 




Para la parte controlador de la arquitectura, hemos creado una nueva clase 
llamada ASRSSimulatorController en la que, con la información obtenida a través del 
servicio, creamos las estructuras necesarias con el tamaño obtenido desde 
findMaxXByCrane(CraneType crane) y findMaxYByCrane(CraneType crane), y 
clasificándolos de manera ordenada por posición y grúa. Es decir, obtener una 
estructura para cada grúa, y dentro de esta que esté ordenada por posición. Estas se 




 En cuanto a la vista, se ha creado un nuevo archivo JSP al que hemos nombrado 
asrs_simulator. En él se ha construido toda la parte visual del proyecto en HTML que se 
muestra al usuario final, dando visibilidad y construyendo así de manera completa los 
casos de uso detectados. 
Haciendo referencia al caso de uso CU 01 se ha construido un sistema de 
pestañas en la que se han representado las unidades y los huecos libres del almacén 
en la zona en la que la grúa correspondiente a esa pestaña puede manipular los 
vehículos de manera individual, así como el número de unidades que hay en total en 
 
3 El BCR es un número fijo que define o representa a una o más lectoras situadas en la 
planta de producción. Esto nos permite, entre otras cosas saber qué vehículos se encuentran en 
esa zona, ya que vamos recibiendo la información de los coches que va leyendo en tiempo real. 
De esta manera, si nos llega la información de un coche cualquiera con un BCR 1, sabemos que 
ese coche se encuentra en la zona de la planta donde se sitúa la lectora número 1. 
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dicho espacio tal y como se especifican en la tabla 3.1 y el punto 4.1. Como se ha 
descrito en dicho punto, se puede observar que, según el sistema asignado, cada unidad 
se representa con un color diferente, además de poder observar la cola de retiradas de 
los coches que van a salir a planta. 
 
 
Figura 6.8: Visualización general de la pantalla web del proyecto 
 
En cuanto al buscador de unidades por VIN (CU 02), además de realizar la parte 
visual, también se ha añadido en este mismo archivo la funcionalidad de este. La lógica 
se ha implementado en lenguaje JavaScript, con ayuda de JQuery, tanto para poder 
encontrar una unidad, como para poder remarcarla, hacer scroll hasta llegar a ella, 
cambiar de pestaña automáticamente si fuera necesario o mostrar un mensaje en caso 
de que no se encuentre ninguna coincidencia con el VIN introducido. La especificación 
de esta parte del proyecto se encuentra en l atabla 3.2 y el punto 4.1. 
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Figura 6.9: Función buscador (unidad encontrada) 
 
 
Figura 6.10: Función buscador (sin coincidencias) 
 
Para visualizar la información importante de cada unidad, se ha implementado 
un tooltip; de nuevo tanto la parte visual como su lógica a través de código JavaScript. 




Figura 6.11: Visualizar información importante (tooltip) 
 
Por último, para el caso de uso CU 04, que consiste en poder visualizar la 
información detallada de la unidad seleccionada, se ha implementado la lógica que hace 
que, al pasar el cursor por una unidad, el VIN de esta se subraye y el cursor cambie de 
forma; también,  el link que hace que se pueda abrir la pantalla de la información en otra 
pestaña del navegador al pulsar un VIN en concreto, tal y como se especifica en la tabla 
3.4 y el punto 4.1. 
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Figura 6.12: Visualizar información detallada (unidad subrayada) 
 
 






Las pruebas tienen la finalidad de comprobar el cumplimiento de los estándares 
y procedimientos predefinidos para un proyecto, garantizar la entrega y puesta en 
producción de una aplicación con el número mínimo de errores o sin ellos, aumentando 
la confiabilidad en el producto y la satisfacción de los usuarios finales [28]. 
Para poder evaluar, verificar y validar el software desarrollado hemos aplicado 
pruebas de aceptación de manera constante, cada vez que se ha finalizado una unidad 
de trabajo, y de nuevo al acabar un sprint, ya que, de acuerdo a la metodología aplicada, 
las pruebas son una parte muy importante en el desarrollo, para detectar los fallos lo 
antes posible y corregirlos sin que el coste de hacerlo se magnifique demasiado. 
 Esto también puede hacer que gastemos mucho tiempo en realizarlas, más de 
lo necesario, ya que se busca poder avanzar en el desarrollo de manera constante, 
rápida y ágil. Por ello, se han aplicado de manera manual, simulando el comportamiento 
que podría tener el usuario final o, en otros casos, añadiendo datos de manera rápida 
en la base de datos, pero siempre sin llegar a automatizar, ya que, al poderse probar de 
manera completa de esta forma, se considera más rápida y eficiente. 
De manera más concreta, la prueba de aceptación (PA) tiene como propósito 
demostrar al cliente el cumplimiento de un requisito del software (casos de uso descritos 
en el punto 3.2.2). Una PA describe un escenario, compuesto por una situación del 
sistema (condición de ejecución) una secuencia de pasos y el resultado alcanzado, todo 
ello desde la perspectiva del usuario. Esta puede estar asociada a requisitos funcionales 
o no funcionales, pero cada requisito tendrá una o más PAs asociadas, abarcando 
desde escenarios típicos o frecuentes hasta los más excepcionales, que incluso puede 
que no se lleguen a dar nunca [27]. 
Además, si queremos verificar que un software que hemos modificado sigue 
cumpliendo los requerimientos solicitados inicialmente de forma satisfactoria, se puede 
realizar con ayuda de las pruebas de regresión, para comprobar que el sistema se sigue 
comportando correctamente después de los cambios. En nuestro caso concreto 
deberemos comprobar que al integrarlo todo en la aplicación del secuenciador de ASRS 
no afecta a otras partes o altera o deja de funcionar algo que antes lo hacía con 
normalidad. 
 En resumen, las pruebas no sirven únicamente para comprobar nuevo código o 
nuevas funcionalidades, sino también para el mantenimiento o la medida de 
características no funcionales como el rendimiento, la facilidad de uso, etc. Y para tener 
la seguridad de que nuestro sistema funciona bien deberemos hacer pruebas tanto de 
aceptación del nuevo código como de regresión a rasgos generales sobre la aplicación, 
y por supuesto pruebas sobre características no funcionales como las nombradas 
anteriormente entre otras. 
Centrándonos en nuestro sistema, se han realizado una batería de pruebas, de 
las que guardamos un historial sobre las realizadas, que posteriormente también 
deberán pasar por unos filtros de seguridad en la propia empresa del usuario final; es 
decir, que una vez finalizado nuestro proyecto y antes de entrar completamente en 
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funcionamiento, desde Ford también deben probarlo y corroborar que todo está correcto. 
Para ello, utilizando como base el historial que le pasamos nosotros vuelven a reproducir 
dichas pruebas y nos dejan sus comentarios. 
En el historial de pruebas realizadas se han ido registrando los siguientes 
campos (ver figura 7.1): 
• El código del cambio que es el nombre de la versión que se entrega al 
usuario final. 
• Una clave que hace referencia a la tarea, unidad de trabajo o incidencia 
en la que se centra la prueba. 
• Un identificador de prueba que ayuda a localizarlas fácil y rápidamente 
en caso de necesitarlo. 
• El nombre de la prueba que debe ser descriptivo, claro y sencillo. 
• Una descripción breve (comentario) sobre cómo realizar la prueba, la 
respuesta esperada, es decir, lo que debería contestar el sistema, y, si 
se necesitará poder especificar algún valor o paso en concreto más 
especial o que reacciona diferente al resto.   
• El tiempo estimado que se va a tardar en realizarla. 
• Si se ha realizado con éxito o no (los tres campos siguientes, cada uno 
realizado por un equipo diferente). En caso de que falle, se deberá revisar 
y modificar dicha parte en su implementación y repetir la misma prueba 
hasta que se pueda afirmar que es correcta. 
• Por último, dos campos de comentarios en los que se puede comentar 
los resultados y dificultades surgidas en la prueba o cualquier otra cosa 
importante a destacar. 
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Figura 7.1: Extracto del historial de pruebas4
 
4 Se debe aclarar que se han eliminado datos de la figura (como la clave o algunos comentarios) de manera deliberada para proteger a los 
usuarios debido a la ley de protección de datos. 
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Como se puede observar, son pruebas que un usuario puede reproducir 
fácilmente, ya que al tratarse de un documento cuyas pruebas deben reproducir 
diferentes equipos con perfiles diferentes, deben ser acciones claramente identificables 
y reproducibles. 
Además de las mostradas, también se han realizado pruebas en local que 
implican modificar los datos de la base de datos para poder observar los diferentes 
casos que pueden aparecer, y posteriormente se ha probado en el servidor de pruebas 
disponible por parte de la empresa Everis. Adicionalmente, se han realizado pruebas de 
eficiencia para mejorar y optimizar al máximo la implementación, cuidando siempre la 






En este TFG hemos desarrollado una extensión de la aplicación del 
secuenciador de ASR, creando un nuevo apartado en el que poder visualizar la situación 
del almacén en cada momento y los próximos vehículos que van a salir a producción, 
siguiendo en todo momento una metodología ágil. 
En este proyecto se ha implementado una página web en la que siguiendo todos 
los requisitos extraídos en los análisis realizados y manteniendo el mayor contacto con 
el cliente posible hemos podido realizar un sistema completo. En él se muestra un 
conjunto de pestañas en el que se pueden visualizar las zonas del almacén diferenciado 
por las diferentes grúas que pueden manipular ese espacio. Además, también podemos 
ver la cola de retiradas de cada una, que nos indica los vehículos que van a ser sacados 
hacia la planta de producción para su montaje y construcción. 
Adicionalmente, se ha implementado un buscador de unidades en el que al 
introducir un VIN muestra en qué posición del almacén se encuentra, enfatizándola e 
incluso haciendo scroll en la pantalla o cambiando de pestaña hasta donde se encuentre 
si fuera necesario. En caso de no haber coincidencias con lo introducido en el buscador 
por el usuario se lanza un mensaje informando de ello. 
El usuario que utilice esta pantalla también podrá visualizar de manera sencilla 
la información más importante de cada coche, o si lo desea toda su información 
detallada en una nueva pestaña del navegador haciendo que sea más fácil poder 
visualizar o comparar varias unidades o hacer comprobaciones sobre ellas. 
Como ya se especificó, cada celda del almacén se puede visualizar con un color, 
información o diseño diferente dependiendo de si esa posición está vacía, o por el 
contrario se muestra ocupada por una unidad, ya sea secuenciada o no, con un sistema 
asignado, sin él, o cualquiera de estas combinaciones. 
Para acabar, y haciendo referencia a los objetivos planteados en el apartado de 
introducción de la memoria, cabe destacar que se ha conseguido con éxito el poder 
desarrollar y adquirir nuevos conocimientos que se han aplicado en el proyecto y que 
se podrán seguir aplicando en el futuro. 
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8.1 Relación del trabajo desarrollado con los estudios 
cursados 
 
Durante el tiempo en el que se ha cursado el grado, se han adquirido 
conocimientos y competencias que han ayudado para la realización de este proyecto; 
las siguientes asignaturas han sido especialmente relevantes para el trabajo 
• Programación (PRG): afianzando las bases de programación altamente 
necesarias. Más concretamente enfocado a los lenguajes orientados a 
objetos, en especial Java, que ha sido uno de los utilizados para este 
proyecto. 
• Estructuras de datos y algoritmos (EDA): aprendiendo el uso de las 
estructuras de datos y cómo utilizarlas, conocimientos que se han 
aplicado, ya que han sido necesarias algunas estructuras como el map. 
• Bases de datos y sistemas de información (BDA): adquiriendo 
conocimientos de bases de datos, sobre todo relacionales, y aprendiendo 
a hacer consultas SQL y manipular las tablas con comandos del mismo 
tipo. 
• Proceso de software (PSW): aprendiendo metodologías ágiles a la vez 
que se aplican en un proyecto concreto y pudiendo adquirir 
conocimientos sobre herramientas software que ayudan a la aplicación 
de esta o que facilitan ciertas tareas o competencias como el seguimiento 
y evaluación del esfuerzo realizado en un proyecto. 
• Proyecto de ingeniería del software (PIN): integrando los conocimientos 
ya adquiridos y aplicándolos a un proyecto concreto que da experiencia 
y nuevos conocimientos prácticos. 
• Mantenimiento y evolución del software (MES): permitiéndonos 
diferenciar los tipos de mantenimiento existentes y aplicando los 
conocimientos adquiridos realizando el mantenimiento de una aplicación. 
En concreto para este caso, ha sido útil el mantenimiento perfectivo, ya 
que es el que hemos realizado, además de poder conocer ciertas 
herramientas que nos han ayudado como SpotBugs. 
• Calidad del software (CSO): ayudando a entender y aplicar los principios 
y técnicas para la gestión, control y aseguramiento de la calidad de 
productos y procesos software, muy importantes en cualquier caso, pero 
especialmente si se tratan de grandes empresas. 
• Diseño de software (DDS): Centrándonos en la parte de código limpio, 
que también influye en la calidad. 
• Análisis y especificación de requisitos (AER): Siendo capaces de 
entender las necesidades de los usuarios y clientes; entender el dominio 
y contexto en el cual el sistema software será utilizado; elicitar, analizar, 
negociar y documentar los requisitos del software; validarlos y gestionar 
la evolución de los requisitos acorde a los cambios tecnológicos o de la 
organización. 
• Ingeniería del software (ISW): Siendo el objetivo de la asignatura 
presentar los métodos, técnicas y herramientas actuales para el 
desarrollo de software de calidad, pudiendo así adquirir conocimientos 
necesarios para poder desarrollar un buen código y obtener un producto 
final de calidad. 
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8.2 Trabajos futuros 
 
Dado que vivimos en un tiempo en el que el software se encuentra en constante 
evolución, parece prácticamente imposible imaginar que una aplicación pueda quedarse 
estática de manera permanente; y más si se trata de una aplicación a medida para una 
gran empresa como es nuestro caso. Por ello, sabemos que este proyecto va a sufrir 
cambios, ya sea mejorando cosas a nivel de experiencia de usuario, añadiendo más 
información, conectando más pantallas o haciendo cambios y mejoras entre otros. 
En estos momentos, ya están planteados varios cambios que se van a producir 
de manera inminente. La fábrica de Ford Almussafes tiene previsto cambiar alguna de 
sus líneas de producción de manera física, tanto de maquinaria como de “circuito” que 
realiza la estructura de los coches en su cadena de montaje, incluso el sentido en el que 
circulan por algunas zonas en concreto. 
Esto afectaría gravemente a las lectoras que recogen los datos de los vehículos, 
y consecuentemente a muchas de las pantallas de la aplicación que nos daban alertas 
o nos informaban sobre en qué línea de trabajo y posición se encontraba cada coche, 
ya que, al cambiar el sentido de alguna de ellas, nos puede informar completamente al 
revés. En cambio, ya que la infraestructura del almacén no va a ser modificada, la 
pantalla de este proyecto en concreto no se vería afectada por ninguno de los cambios 
nombrados anteriormente. 
Sin embargo, todavía queda nombrar uno de los cambios más grandes e 
importantes que se va a realizar. Se quiere conseguir que el número de secuencia dado 
a cada vehículo sea único y definitivo desde el principio, es decir, desde que se le asigna 
en el almacén antes de su salida a producción, eliminando así la presecuencia y los 
posibles problemas al cambiar ligeramente el orden con la secuencia definitiva a mitad 
de recorrido. Con ello se pretende conseguir una mayor eficiencia, un mayor control al 
saber exactamente desde el principio el orden de cada coche, y una reducción de 
posibles problemas de integración. 
Esta gran modificación afectaría a toda la aplicación, incluyendo esta vez a este 
proyecto en su totalidad. Se deberá cambiar la presecuencia mostrada, por la secuencia, 
además de modificar los algoritmos que lleva asociados y a la información detallada del 
vehículo. 
Para ello se deberá realizar una reunión previa con el cliente y analizar de 
manera concreta y detallada todos los nuevos requisitos y mejoras en un futuro próximo. 
Después de esto, se comenzará a aplicar la misma metodología y pasos seguidos para 
este mismo proyecto desde el principio, teniendo en cuenta que se va a programar 
desde algo ya entregado y en funcionamiento y no desde cero como hasta ahora. 
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APÉNDICE A 
Glosario de términos 
 
• Backlog: Conjunto de unidades de trabajo sin preparar que no se han considerado 
para la iteración actual, pero que pueden ser incluidas en las siguientes. Primera 
referencia a esta palabra en la página 18. 
• BCR: Número fijo que define o representa a una o más lectoras situadas en la planta 
de producción. Primera referencia a este término en la página 39. 
• Body: Cadena de caracteres, tanto letras como especiales, que indica de manera 
cifrada a qué grupo de vehículos pertenece cada coche dependiendo de su modelo. 
Solo debe haber un único body dentro de cada vehículo; en cambio un body, como 
es normal, puede estar en varios de ellos. La primera vez que se utiliza este término 
es en la página 11. 
• Fecha de segmentación: Día, mes y año que se le asigna a cada coche como fecha 
prevista en el que va a ser producido. Primera ocurrencia en la página 11. 
• Número de presecuencia: Orden en el que se deben manipular los vehículos. Éste 
se asigna mediante un algoritmo de secuenciación. Se utiliza entre otras cosas para 
decidir qué coche van a llevar primero a la planta de producción o en qué orden se 
fabricarán. Nombrado por primera vez en la página número 12. 
• PLC: Controlador lógico programable que se utiliza generalmente para controlar 
maquinaria de la fábrica en líneas de montaje y hacer un seguimiento. Mencionado 
a partir de la página 13. 
• Sprint: Iteración que puede durar de 2 a 4 semanas, en el que se realizan todos los 
pasos para llegar a una versión del producto final. Término utilizado a partir de la 
página 17. 
• Unidad: Durante todo el trabajo, cada vez que se nombra este término, se refiere a 
un coche. Esto se utiliza como término técnico, ya que es cómo desde Ford se 
refieren a un vehículo (Unit). 
• Unidad de trabajo: Nomenclatura utilizada en la metodología ágil para referirse a 
una parte del producto requerido, del que su finalización le aporta valor al cliente o 
receptor final. Primera referencia a esta palabra en la página 18. 
• VIN: Identificador único para cada coche. Consiste en una cadena de letras y 
números que hacen que podamos diferenciar a cada vehículo de manera individual. 
Nombrado por primera vez en la página número 11. 
 
