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Povzetek
Cilj diplomskega dela je bila izvedba aplikacije za prikaz multimedijskih predstavitev.
Aplikacija izstopa v 3-D ucˇinkih, ki pri menjavi predstavitvenih strani dajejo vtis, kot da
je predstavitev projicirana na ploskve navidezne kocke. Najprej sem opisal tematiko, pred-
stavil sorodne resˇitve ter pojasnil nekatere tehnologije, ki so bile na taksˇen ali drugacˇen
nacˇin pomembne pri razvoju. V nadaljevanju sem se osredotocˇil na arhitekturo ter za-
snovo aplikacije jPresenter, ki je bila v sklopu tega dela razvita v jeziku Java. Predstavil
sem dve resˇitvi za upodabljanje PDF dokumentov. Eno sem izvedel s pomocˇjo knjizˇnice
jPedal, drugo pa preko vmesnika JNI s knjizˇnico Poppler. Nato sem opisal izvedeno
3-D grafiko, osnovano na knjizˇnici JOGL, ki je nekaksˇna ovojnica za knjizˇnico OpenGL v
okolju Java. Na kratko sem razlozˇil tudi nekatere uporabljene matematicˇne prijeme pri
animacijah in transformacijah v 3-D prostoru, kot so kvaternioni, Eulerjevi koti, Be´zierove
krivulje, B-zlepki . . . V zakljucˇku sem spregovoril sˇe o prednostih in slabostih aplikacije
jPresenter ter o mozˇnostih za nadaljnje delo.
Kljucˇne besede:
Multimedijske predstavitve, Eclipse RPC, OpenGL, JOGL, afine transformacije, kvater-
nioni, Be´zierove krivulje, B-zlepki, de Casteljaujev algoritem, de Boor-Coxov algoritem.
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Poglavje 1
Uvod
Predstavitev je proces predstavljanja neke snovi dani publiki. Poznamo jo bodisi kot
neformalen govor ali pa zaobsega precej bolj kompleksne priprave, kjer si govorec lahko
pomaga denimo z rocˇno pripravljenimi grafikoni ali pa morda racˇunalniˇsko podprtimi
multimedijskimi prikazi.
V tem delu je poudarek na tehnicˇni izvedbi predstavitev. Vsebinska plat in metode
priprave predstavitev za doseganje optimalnih ucˇinkov pri dani publiki presegajo obseg
te diplomske naloge, zato bralcu, ki ga to zanima, svetujem branje druge literature, na
primer [16]. Na kratko pa lahko povzamem, da sam nacˇin izvedbe predstavitve mocˇno
zavisi od njenega namena. Tako za bolj tehnicˇne in znanstvene predstavitve, ki so na-
menjene predstavitvi znanj, tehnologij ali pa denimo rezultatov nekih raziskav, ne zˇelimo
pretiravati z estetiko. Dodatni ucˇinki, ki s samo vsebino nimajo nobene povezave, lahko
nehote odvracˇajo pozornost obcˇinstva od bistva problema in povzrocˇijo nizˇjo koncentra-
cijo ter slabsˇe razumevanje predstavljene snovi. Nasprotno pa ima vsesplosˇen vtis publike
precej vecˇji pomen, ko je cilj predstavitve bolj trzˇno usmerjen. Takrat si praviloma lahko
v zmerni kolicˇini pomagamo tudi z ucˇinki, ki so namenjeni zgolj povecˇevanju pozornosti
in navdusˇevanju publike. Bistvo te diplomske naloge je izvedba racˇunalniˇske aplikacije,
namenjene prikazovanju multimedijskih predstavitev, ki uporablja tovrstne ucˇinke za iz-
menjavanje sicer staticˇnih predstavitvenih strani. Najprej pa bom na kratko opisal nekaj
zˇe obstojecˇih tehnologij, ki se dandanes najbolj pogosto uporabljajo na tem podrocˇju, in
tehnologij, ki so bile tako ali drugacˇe pomembne pri izdelavi omenjene aplikacije.
1.1 Motivacija
Ideja o izdelavi aplikacije za prikaz predstavitev se je deloma porodila iz potrebe. Podobni
uporabniˇski programi sicer zˇe obstajajo, a kot bomo videli v nadaljevanju (poglavje 1.2),
zaradi takih ali drugacˇnih razlogov niso zadovoljili nekaterih mojih pricˇakovanj.
Po drugi strani mi je zanimiv izziv predstavljalo spoznavanje s 3-D grafiko, mate-
maticˇnimi prijemi pri animacijah in transformacijah v 3-D prostoru ter nenazadnje teh-
nologijami kot so OpenGL, Eclipse RCP, Java JNI . . .
3
4 Poglavje 1: Uvod
Od aplikacije za prikaz predstavitev sem si v prvi vrsti zˇelel resˇitev, ki deluje tudi
v okolju Linux. Izmed obstojecˇih tovrstnih uporabniˇskih programov morda sˇe najbolj
izstopa OpenOffice.org Impress, ki pa za dinamicˇne ucˇinke uporablja le 2-D grafiko in tudi
ta na mojem racˇunalniku ne deluje povsem tekocˇe. Predstavo o tem, kako bi aplikacija
za prikaz predstavitev lahko izgledala, mi je oblikovala tudi izkusˇnja s 3-D grafiko v
upravitelju oken Compiz.
Compiz
V zacˇetku leta 2006 je Novell predstavil prvo razlicˇico sestavljalnega upravitelja oken
(angl. compositing window manager) za X okenski sistem, imenovan Compiz [21]. Ta
upravljalnik oken je prevzel nekaj funkcionalnosti od operacijskega sistema Apple OS X
(npr. Expose´ za bolj pregledno preklapljanje med odprtimi okni) in dodal nekaj novih.
Njegova morda najbolj znacˇilna lastnost pa je kocka, ki ima na vertikalnih ploskvah proji-
cirane sˇtiri delovne povrsˇine. Izmenjava delovnih povrsˇin tako izgleda kot obracˇanje kocke,
mozˇna pa je tudi rocˇna navigacija kocke s pomocˇjo miˇske. Za hitro izrisovanje Compiz
izkoriˇscˇa podporo za strojno pospesˇeno grafiko z uporabo graficˇne knjizˇnice OpenGL (po-
glavje 1.4.3). Morda v kontekstu tega velja omeniti sˇe projekt Beryl, ki se je zacˇasno
odcepil od razvoja Compiz projekta, a sta se marca 2007 oba projekta ponovno zdruzˇila.
Omenjena kocka mi je sluzˇila kot ideja o tem, kako bi aplikacija za prikazovanje pred-
stavitev lahko menjavala predstavitvene strani. Na spletu sem nasˇel zelo preprost pro-
gram, imenovan PDF Cube (poglavje 1.2), ki v osnovi pocˇne prav to. Za predstavitvene
strani pa uporabi posamezne strani poljubnega PDF dokumenta (poglavje 1.3). Njegova
glavna pomanjkljivost je zelo skromna funkcionalnost.
Kasneje sem se seznanil sˇe z nekaterimi drugimi resˇitvami, ki so preprosto izvedbo
menjave predstavitvenih strani z ucˇinkom obracˇanja kocke nudile zˇe precej prej. Te resˇitve
bom predstavil v nadaljevanju, ponovno pa nastane problem, ker so razvite za druge
operacijske sisteme in so po vecˇini placˇljive.
1.2 Obstojecˇe resˇitve
Ponudba uporabniˇskih programov za delo z multimedijskimi predstavitvami obsega take,
ki so namenjeni zgolj urejanju in pripravi predstavitvenih dokumentov, in take, ki zmorejo
le njihovo prikazovanje ali pa zdruzˇujejo obe funkcionalnosti. Namenjen izkljucˇno pripravi
predstavitve je na primer Beamer, ki je razsˇiritev urejevalnika tehnicˇnih in znanstvenih
besedil, LaTeX, in kot izhod pripravi PDF dokument. Pripravljen dokument lahko potem
prikazujemo s poljubnim prikazovalnikom PDF dokumentov, denimo z zˇe omenjenim PDF
Cube ali pa Adobe Acrobat. Seveda za pripravo predstavitve v PDF obliki lahko upora-
bimo tudi mnozˇico drugih uporabniˇskih programov, ki niso namenjeni izkljucˇno pripravi
predstavitvenih dokumentov.
V nadaljevanju bom dal poudarek prikazovalnim lastnostim nekaterih najbolj znanih
uporabniˇskih programov, namenjenih delu z multimedijskmi predstavitvami.
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Apple Keynote
Apple Keynote se je na trgu pojavil leta 2003 kot alternativa takrat zˇe precej razsˇirjenemu
Microsoft PowerPointu. Od leta 2005 je del zbirke Applovih pisarniˇskih orodij iWork.
Keynote zˇe od leta 2003 v osnovnem paketu ponuja nekatere 3-D ucˇinke, med drugim
tudi zˇe omenjen ucˇinek obracˇanja kocke za prehajanje med predstavitvenimi stranmi. Pri
tem izkoriˇscˇa podporo za strojno pospesˇeno grafiko z uporabo graficˇne knjizˇnice OpenGL.
Omogocˇa tako pripravo predstavitve kot tudi njeno prikazovanje. Ima svoj lasten da-
totecˇni zapis, a med drugim podpira tudi izvoz v PDF in PowerPoint (poglavje 1.3).
Njegova glavna omejitev je, da deluje zgolj v operacijskem sistemu Mac OS X. Keynote
je zaprtokoden in placˇljiv.
Microsoft PowerPoint
PowerPoint je leta 1987 razvilo podjetje Forethought za okolje Apple Macintosh. Sˇe v
istem letu jeMicrosoft kupil Forethought in leta 1990 predstavil prvo razlicˇico zaMicrosoft
Windows 3.0 in jo vkljucˇil v svojo zbirko pisarniˇskih orodij Microsoft Office. [19]
Sˇele najnovejˇsa razlicˇica, PowerPoint 2007, je prinesla nekaj podpore za strojno po-
spesˇeno grafiko na osnovi graficˇne knjizˇnice Direct3D. Vseeno pa je nabor posebnih 3-D
ucˇinkov v osnovni namestitvi skromnejˇsi od tistega v prej omenjenem Apple Keynote.
PowerPoint deluje tako v operacijskem sistemu Windows kot tudi Mac OS X. V opera-
cijskem sistemu Linux pa ga lahko poganjamo le s pomocˇjo posnemovalnikov, vendar se
to praviloma negativno odrazˇa na hitrosti in zanesljivosti delovanja. PowerPoint enako
kot Apple Keynote omogocˇa tako pripravo predstavitve kot tudi njeno prikazovanje, je
zaprtokoden in sˇe nekoliko drazˇji. Ima svoj lasten datotecˇni zapis in v osnovni namestitvi
ne podpira izvoza v PDF (poglavje 1.3).
Crystal Graphics PowerPlugs za Microsoft PowerPoint
Crystal Graphics PowerPlugs je zbirka dodatkov za Microsoft PowerPoint, ki uporabniku
pri pripravi predstavitev omogocˇi uporabo mnozˇice novih gradnikov ter ucˇinkov. Med
drugim omogocˇa tudi ucˇinek obracˇanja kocke za prehajanje med predstavitvenimi stranmi
po zgledu prej omenjenega programa Apple Keynote.
OpenOffice.org Impress
OpenOffice.org Impress je del odprtokodne zbirke pisarniˇskih orodij OpenOffice.org. Ta je
nastala iz zbirke StarOffice, ki jo je razvilo podjetje StarDivision in leta 1999 prevzel Sun
Microsystems. Deluje v vecˇini danasˇnjih operacijskih sistemov, kot so Windows, Linux,
Solaris, BSD, Mac OS X . . .
Enako kot PowerPoint in Keynote omogocˇa tako pripravo kot tudi prikaz predstavitev.
Podpira vecˇino sorodnih datotecˇnih zapisov, v osnovi pa uporablja OASIS OpenDocument
zapis (poglavje 1.3). Pomanjkljivost je, da ne izkorsˇcˇa strojno pospesˇene grafike, zato je
dinamika predstavitev pogosto precej skromna.
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Google Docs Presentation
Google Docs Presentation je zanimiv predvsem, ker je v celoti narejen kot spletna apli-
kacija in od uporabnika zahteva le sodoben spletni brskalnik. Omogocˇa tako urejanje
kot tudi prikazovanje predstavitev, podpira razlicˇne datotecˇne zapise in je za uporabo
brezplacˇen. Zaenkrat sˇe ne omogocˇa nobene dinamike.
Adobe Acrobat Reader
Adobe Acrobat Reader je v osnovi prkazovalnik poljubnih PDF dokumentov, toda sluzˇi
lahko tudi prikazovanju predstavitev. Ne omogocˇa dinamike, je pa lahko toliko bolj inte-
raktiven. Od razlicˇice 7.0 podpira prikaz 3-D vsebine, ki jo uporabnik lahko s pomocˇjo
strojno podprte grafike med drugim vrti in prikazuje iz razlicˇnih zornih kotov.
PDF Cube
PDF Cube je zelo enostaven prikazovalnik PDF dokumentov, ki prehaja med stranmi z
ucˇinkom obracˇanja kocke po zgledu programa Apple Keynote. Program je osnovan na
graficˇni knjizˇnici OpenGL, za upodabljanje (angl. rendering) strani PDF dokumenta pa
uporablja knjizˇnico Poppler (poglavje 1.4.4). V ukazni vrstici mu kot parametre dolocˇimo
strani, ki naj za svoj prikaz uporabijo omenjeni ucˇinek. Poleg pomikanja na naslednjo in
prejˇsnjo stran PDF Cube omogocˇa sˇe povecˇavo petih odsekov strani z ucˇinkom zveznega
priblizˇevanja in oddaljevanja.
Deklarativno animirane in interaktivne predstavitve
Graficˇni uporabniˇski vmesnik sicer uporabniku precej poenostavi delo s predstavitvami,
vendar mu tudi precej omeji mozˇnosti za njihovo pripravo. Za doseganje vecˇje interaktiv-
nosti in zahtevnejˇse dinamike je deklarativen pristop sˇe vedno neizbezˇen. Nekatera orodja
omogocˇajo pripravo tako imenovanih makrojev. Gre za programe, ki jih lahko sprozˇijo
razni dogodki, povezani s prikazovanjem predstavitve in predstavitvi dodajajo vecˇji pridih
interaktivnosti.
Priprava teh makro programov je precej nerodna in neucˇinkovita, posebej ko zˇelimo
dosecˇi poljubno kompleksno, po mozˇnosti celo 3-D dinamiko. Kot alternativo je Douglas
Zongker leta 2003 na simpoziju o racˇunalniˇski grafiki, ACM SIGGRAPH, predstavil sistem
Slithy [23]. Gre za skupek Python knjizˇnic, ki za upodabljanje strojno pospesˇene 3-
D grafike uporablja knjizˇnico OpenGL, za upodabljanje besedil pa knjizˇnico FreeType.
Uporabnik predstavitev tako v celoti spiˇse v Pythonu.
Za konec naj omenim sˇe mozˇnost uporabe Shockwave Flash Object (SWF) datotek,
ki jih pripravimo s programskimi orodji, kot sta na primer Flash in Ming. Za prikaz
takih predstavitev potrebujemo poseben predvajalnik, ki trenutno sˇe ne podpira strojno
pospesˇene 3-D grafike.
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1.3 Datotecˇni zapisi
Datotecˇnih zapisov (angl. file format) za predstavitvene dokumente je precej, zato bom tu
nasˇtel le nekaj najpogostejˇsih. Zaenkrat najbolj razsˇirjen zapis je Microsoft PowerPoint
Template (.ppt) oziroma Microsoft PowerPoint Slideshow (.pps). Gre za zaprt binaren
zapis, uporabljen v starejˇsih razlicˇicah aplikacije Microsoft PowerPoint in naj bi ga v
prihodnosti nadomestil Office Open XML (.pptx).
Office Open XML temelji na odprtem standardu Ecma-376 s konca leta 2006, ki ga
je Microsoft razvil kot protiutezˇ zapisu OASIS OpenDocument (.odp). V razlicˇici 2007
aplikacije Microsoft PowerPoint je Office Open XML privzet datotecˇni zapis, za podporo
v starejˇsih razlicˇicah pa zˇe obstajajo razsˇiritve.
OASIS OpenDocument je odprt standard od leta 2005. Le kak teden pred sprejetjem
standarda Ecma-376 pa je s koncem leta 2006 formalno postal potrjen tudi kot ISO stan-
dard ISO/IEC 26300:2006. Za njim stojita predvsem Sun Microsystems in IBM, podpira
pa ga vrsta podjetij, med drugim Google, Novell, Oracle in Red Hat, ki se zdruzˇujejo v
tako imenovan OpenDocument Format Alliance. Tako Office Open XML kot tudi OASIS
OpenDocument sta stisnjena XML zapisa.
V aplikaciji OpenOffice.org Impress je od razlicˇice 2.0.0 dalje privzet datotecˇni za-
pis OASIS OpenDocument, ki je izpodrinil dotedanji OpenOffice.org Presentation (.sxi).
Apple Keynote zaenkrat sˇe vedno prisega na lasten zapis Keynote Presentation (.key), a
podpira tudi druge oblike.
Adobe Portable Document Format (PDF)
Adobe Portable Document Format (.pdf) je edina oblika datotecˇnega zapisa, ki sem jo pod-
prl v aplikaciji, razviti v sklopu tega diplomskega dela. Gre za odprt standard, namenjen
predvsem pregledovanju oziroma tiskanju in manj popravljanju obstojecˇih dokumentov.
Uporablja se za najrazlicˇnejˇse vrste dokumentov, med drugim tudi za multimedijske pred-
stavitve. Razvil ga je Adobe leta 1993 in je scˇasoma postal de facto standard za dokumente,
namenjene tiskanju na medmrezˇju. Najnovejˇsa razlicˇica, PDF 1.7, naj bi postala tudi ISO
standard, ki ima trenutno v fazi osnutka ime ISO 32000.
PDF dokument lahko vsebuje tekst, nabore znakov (angl. font), rasterske in vektorske
slike, notranje in zunanje povezave, kazalo ter celo interaktivne 3-D gradnike, ki se jih da
vrteti in ogledovati iz razlicˇnih zornih kotov.
1.4 Izbor tehnologij
Sedaj bom na kratko predstavil tehnologije, med katerimi sem se odlocˇal v fazi arhitek-
ture. Izbiro nekoliko omejuje zahteva, da aplikacija deluje vsaj na operacijskih sistemih
Microsoft Windows in Linux. Druga omejitev je licenciranje izbranih tehnologij, ki mo-
rajo biti do te mere zdruzˇljive, da bo lahko koncˇna resˇitev objavljena pod katero izmed
odprtokodnih licenc (GPL, EPL, BSD . . . ).
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1.4.1 Razvojno okolje
Prenosljivosti med operacijskimi sistemi sem najpreprosteje ugodil z izbiro programskega
jezika Java. Za integrirano razvojno okolje (angl. integrated development environment –
IDE) pa sem vzel Eclipse IDE, ki sem ga bil vajen zˇe od prej.
1.4.2 Programsko ogrodje
Pri pripravi uporabniˇskega vmesnika sem imel na razpolago orodjarni gradnikov (angl.
widget toolkit) AWT in Swing, ki sta del standardnega graficˇnega ogrodja okolja Java
(JFC), ali pa SWT, ki je sestavni del Eclipse RCP. Predvsem iz estetskih razlogov sem
izbral slednjo, saj temelji na graficˇnem vmesniku operacijskega sistema. Preko vmesnika
JNI namrecˇ uporablja knjizˇnice GTK,Win32, Carbon oziromaMotif in zato daje podoben
izgled kot aplikacije, razvite za domacˇe (angl. native) okolje.
Razmerje med Eclipse IDE, platformo Eclipse in Eclipse RCP bo bolje razlozˇeno v
poglavju 2.2. Poleg knjizˇnice SWT Eclipse RCP prinese sˇe druge koristne komponente
za razvoj odjemalskih aplikacij, kot je JFace, ki omogocˇa uporabo SWT gradnikov z
model-pogled-krmilnik (angl. model-view-controller – MVC) nacˇrtovalskim vzorcem (angl.
design pattern), ali pa denimo komponenta, ki skrbi za zˇivljenjski cikel aplikacije in vpelje
koncept vticˇnikov (angl. plugin), osnovan na OSGi specifikaciji (poglavje 2.1).
1.4.3 Knjizˇnice za delo s 3-D grafiko
Knjizˇnice za delo s 3-D grafiko bom razdelil v dve skupini glede na njihov programski
vmesnik (angl. application programming interface – API). Knjizˇnice z nizkonivojskimi
programskimi vmesniki ukaze za delo s 3-D grafiko sproti posredujejo do gonilnika graficˇne
kartice. Visokonivojski programski vmesniki pa omogocˇajo pripravo objektnega opisa
scene, ki se sˇele kasneje na zahtevo izriˇse z uporabo ukazov nizkonivojskih knjizˇnic.
Nizkonivojski programski vmesniki
Glede na nekatere arhitekturne omejitve sem za delo s 3-D grafiko uporabil nizkonivojski
programski vmesnik OpenGL. Ta vmesnik je del odprtega standarda OpenGL [2], name-
njenega razvoju graficˇne programske opreme. Predstavil ga je Silicon Graphics Inc. (SGI)
leta 1992. Za nadzor nad standrdom je bil sˇe istega leta ustanovljen OpenGL Architec-
ture Review Board (ARB), ki so ga sestavljala zainteresirana podjetja. Leta 2006 je bil
nadzor predan konzorciju Khronos Group. OpenGL je najbolj razsˇirjen pri aplikacijah za
racˇunalniˇsko podprto nacˇrtovanje (angl. computer aided design – CAD), navidezni re-
snicˇnosti, raznih vizualizacijskih aplikacijah ter simulatorjih. Predvsem pri video igricah
pa ima mocˇnega tekmeca v programskem vmesniku Direct3D, ki ga je za okolje Windows
razvil Microsoft. OpenGL je podprt na vseh vecˇjih operacijskih sistemih, med drugim
Microsoft Windows, Mac OS X, UNIX, OS/2 in Linux. Ima povezave do programskih
jezikov C, C++, Fortran, Python, Ada, Perl, Java . . .
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Direct3D je del sˇirsˇega programskega vmesnika, DirectX, ki poleg upodabljanja
3-D grafike skrbi sˇe za ostala opravila, povezana z multimedijo (2-D grafika, video, zvok,
podpora za igralne palice . . . ) [1]. V primerjavi z vmesnikom OpenGL je njegova glavna
pomanjkljivost zaprtost standarda, kar otezˇuje razvoj knjizˇnic in gonilnikov za druge ope-
racijske sisteme. Podprt je na operacijskem sistemu Microsoft Windows in igralni konzoli
XBox.
Omenjena standarda s svojima programskima vmesnikoma omogocˇata abstrakcijo
strojne opreme in razvijalcem resˇujeta tezˇave, povezane z raznolikostjo podpore za strojno
pospesˇeno 3-D grafiko. Poleg tega OpenGL nudi sˇe programsko posnemanje (angl. soft-
ware emulation) tistih funkcionalnosti, ki jih strojna oprema ne podpira.
Knjizˇnice, izvedene po omenjenih standardih, praviloma sluzˇijo tudi kot zasnova za
visokonivojske programske vmesnike za delo s 3-D grafiko.
Visokonivojski programski vmesniki
Programski vmesnik OpenGL zahteva zelo proceduralen pristop za programiranje 3-D gra-
fike. Direct3D je sicer nekocˇ podpiral tako imenovan zadrzˇan nacˇin (angl. retained mode),
ki je omogocˇal visokonivojsko programiranje, toda ta nacˇin je bil kasneje opusˇcˇen. Danes
deluje le sˇe v takojˇsnem nacˇinu (angl. immediate mode), ki podobno kot OpenGL nudi
zgolj neposreden vmesnik do funkcij graficˇnga vmesnika. Nekoliko si sicer lahko poma-
gamo tudi s knjizˇnicami, kot sta GLU za OpenGL in D3DX za Direct3D, ki poenostavijo
nekatere bolj zapletene operacije.
Pogosto pa za upodabljanje 3-D grafike uporabimo katero izmed knjizˇic, ki z viso-
konivojskimi programskimi vmesniki podpirajo tako imenovane grafe scene (angl. scene
graph) [20]. Graf scene je strutkura, ki logicˇno ali pa vcˇasih tudi prostorsko razcˇlenjuje
predstavitev scene. Gre za aciklicˇen graf, vecˇinoma drevo. Operacije, izvedene na po-
sameznih vozliˇscˇih, se praviloma odrazijo na celotnem poddrevesu. Denimo geometricˇna
transformacija vozila se smiselno prenese tudi na motor in kolesa, ki v grafu scene predsta-
vljajo potomce vozliˇscˇa vozila. Te pa lahko nato posebej transformiramo glede na njihov
polozˇaj na vozilu.
Programski vmesniki za delo z grafi scen so pogosto del igralnih pogonov (angl. game
engine), ki poleg upodabljanja 3-D grafike omogocˇajo sˇe detekcijo trkov, delo z zvokom,
umetno inteligenco, animacijo . . . Primeri tovrstnih igralnih pogonov so RealmForge, Ogre,
jMonkey Engine . . .
OpenGL v programskem jeziku Java
Povezave za nizkonivojski programski vmesnik OpenGL v jeziku Java omogocˇata knjizˇnici
JOGL in LWLGL. Gre za odprtokodni knjizˇnici, ki preko vmesnika JNI zgolj delegirata
ukaze do knjizˇnice OpenGL v domacˇem okolju. Na razpolago so tudi visokonivojske
knjizˇnice, ki temeljijo na grafih scen, kot so Java3D, Aviatrix3D, jMonkey Engine . . . Za
izdelavo te diplomske naloge sem izbral JOGL, saj sem si zˇelel bolje spoznati programski
vmesnik OpenGL.
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1.4.4 Knjizˇnice za upodabljanje strani PDF datotek
V tej diplomski nalogi sem se posvetil predvsem prikazovanju PDF dokumentov, saj je
za upodabljanje teh na razpolago precej razlicˇnih knjizˇnic. Prvo resˇitev sem izvedel s
knjizˇnico jPedal, ki je izdana pod licenco GPL in je v celoti narejena v programskem
jeziku Java. Ta resˇitev deluje tako na operacijskem sistemu Linux kot tudi Microsoft
Windows. Njena tezˇava je pocˇasnost, saj posamezne strani lahko upodablja tudi nekaj
sekund, kar zelo motecˇe vpliva na delovanje celotne aplikacije. Deloma ta problem resˇujem
s predpomnilnikom in upodabljanjem strani vnaprej, a ne v zadovoljivi meri. Druga tezˇava
pa je slaba kvaliteta upodobljenih strani, ki pogosto opazno odstopajo od rezultatov
ostalih, bolj razsˇirjenih prikazovalnikov. Poleg knjizˇnice jPedal velja omeniti sˇe PDFBox,
izdan pod licenco BSD, ter zaprtokodno knjizˇnico ICEPdf, ki sta obe prav tako narejeni
za okolje Java. Teh knjizˇnic nisem preizkusil.
Zaradi opisanih tezˇav sem pripravil sˇe razlicˇico, ki upodablja strani z uporabo knjizˇnice
Poppler. Poppler je prav tako izdan pod licenco GPL, napisan je v programskem jeziku
C++ in se je razvil iz knjizˇnice Xpdf. Pri tej izvedbi sem moral pripraviti vmesnik JNI, ki
iz programskega jezika Java omogocˇa klice v domacˇe okolje. Rezultati so bistveno boljˇsi,
vecˇ o sami izvedbi pa bo govora v poglavju 2.5.2. Alternativno bi lahko uporabil tudi
nekoliko manj znano GPL knjizˇnico Fitz/MuPDF.
1.5 Zgradba dela
V pricˇujocˇem delu bo najprej govora o izvedbi same aplikacije za prikaz predstavitvev,
cˇemur je posvecˇeno drugo poglavje. Prvi del poglavja predstavi arhitekturo aplikacije in
koncepte, ki jih vpeljejo nekatere arhitekturne odlocˇitve, kot je na primer izbira platforme
Eclipse RCP. V nadaljevanju je govora o nizkonivojski zasnovi in izvedbi nekaterih kon-
kretnih funkcionalnosti. Poglavje se zakljucˇi z razlago integracije knjizˇnic za upodabljanje
PDF dokumentov.
Tretje poglavje govori o nacˇinu prikazovanja predstavitev z uporabo 3-D grafike. Naj-
prej je poudarek na geometriji zastavljenega problema in z njim povezanih specificˇnih
lastnostih kocke oziroma bolj splosˇno kvadra. Nato je prikazano, kako se kocka upodablja
z uporabo nizkonivojske knjizˇnice za delo s 3-D grafiko, OpenGL. Preostanek poglavja
razlozˇi sˇe objektni model za predstavitev scene in animacije. V kontekstu animacije
so pojasnjeni nekateri matematicˇni prijemi, kot so uporabljene interpolacijske funkcije,
preracˇunanje prostorskih stanj ter Be´zierove krivulje in B-zlepki za glajenje trajektorij
gibanja. Na koncu poglavja je razlozˇena podprta interakcija uporabnika s kocko.
V zakljucˇku dela so povzeti rezultati, pomanjkljivosti izvedene resˇitve ter mozˇnosti za
nadaljnje izboljˇsave. Dodatek A na kratko predstavi kvaternione ter nekatere operacije
nad njimi.
Poglavje 2
Izvedba aplikacije
Cilj diplomskega dela je bila izdelava aplikacije za prikazovanje predstavitev, projiciranih
na ploskve kocke, izrisane s pomocˇjo strojno pospesˇene 3-D grafike. Aplikaciji sem dal ime
jPresenter in lahko deluje bodisi samostojno ali pa kot dodatek k obstojecˇim aplikacijam,
ki temeljijo na Eclipse RCP. V skladu s platformo Eclipse (angl. Eclipse Platform) [5]
je jPresenter sestavljen iz vticˇnikov, ki bolj ali manj neodvisno prispevajo vsak svoj del
funkcionalnosti. Zasnova aplikacije omogocˇa, da dodajanje podpore za novo vrsto da-
totecˇnega zapisa ali pa za drugacˇno izvedbo prikazovalnika zahteva le pripravo ustreznega
vticˇnika.
2.1 Vticˇniki v Eclipse in OSGi specifikacija
Eclipse IDE in ostale aplikacije, ki temeljijo na Eclipse RCP, so v osnovi sestavljene iz
vticˇnikov. Infrastruktura, ki skrbi za zˇivljenjski cikel posameznih vticˇnikov in njihovo
medsebojno interakcijo, je izvedena v skladu z OSGi specifikacijo. Gre za specifikacijo
dinamicˇno modularnega sistema za programsko okolje Java.
OSGi specifikacija [18] ponuja standardiziran pristop za gradnjo aplikacij iz majhnih,
ponovno uporabnih (angl. reusable) in sodelojocˇih komponent. Nudi dinamicˇno sesta-
vljanje in menjavo komponent brez potrebe po ponovnem zagonu aplikacije. Servisno
orientirana arhitektura OSGi sistema omogocˇa avtomatsko medsebojno zaznavanje kom-
ponent za njihovo sodelovanje.
Osrednji del OSGi specifikacije je vecˇplastno ogrodje, ki skrbi za izvajanje (angl. exe-
cution), modularnost komponent (angl. modularity), zˇivljenjski cikel komponent (angl.
life cycle) in servisni register (angl. service registry). Modularnost je zagotavljena z la-
stnim nalagalnikom razredov (angl. class loader), ki na nivoju posameznih komponent
omogocˇa zasˇcˇito notranjih, cˇetudi javnih razredov pred nenamensko rabo iz drugih kompo-
nent. Zˇivljenjski cikel komponent predstavlja njihovo dinamicˇno namesˇcˇanje, zaganjanje,
ustavljanje, nadgrajevanje in odstranjevanje. Servisni register pa omogocˇa medsebojno lo-
ciranje in interakcijo med komponentami, uposˇtevajocˇ dinamicˇnost njihovega namesˇcˇanja.
11
12 Poglavje 2: Izvedba aplikacije
Platforma Eclipse [10] temelji na OSGi specifikaciji predvsem glede zagotavljanja mo-
dularnosti in zˇivljenjskega cikla komponent oziroma vticˇnikov. Servisno podporo za inte-
rakcijo med vticˇniki pa nadomesˇcˇa lasten sistem razsˇiritvenih tocˇk (angl. extension point).
Nekateri vticˇniki tako dolocˇajo razsˇiritvene tocˇke, na katere lahko drugi vticˇniki prispe-
vajo svoje razsˇiritve (angl. extension). Primer razsˇiritvene tocˇke ima denimo vticˇnik za
nastavitveno okno, ki omogocˇa uporabniku prilagajanje programskih nastavitev. Drugi
vticˇniki pa lahko prispevajo svojo nastavitveno stran znotraj nastavitvenega okna kot
razsˇiritev omenjene razsˇiritvene tocˇke. Definicije razsˇiritev in razsˇiritvenih tocˇk podamo
v datoteki plugin.xml.
2.2 Razcˇlenitev na vticˇnike
<<application>>
jPresenter
<<plugin>>
net.sourceforge.jpresenter.cube
<<plugin>>
net.sourceforge.jpresenter.pdf
<<plugin>>
net.sourceforge.jpresenter.ide
<<plugin>>
net.sourceforge.jpresenter.intro
<<application>>
Eclipse IDE
<<plugin>>
net.sourceforge.jpresenter.odp
<<framework>>
Eclipse Platform
<<plugin>>
net.sourceforge.jpresenter.core
<<framework>>
Eclipse Rich Client Platform (RCP)
<<optional>>
<<optional>>
PresentationProvider
PresentationEditor
Slika 2.1: UML komponentni diagram za jPresenter.
Razcˇlenitev aplikacije jPresenter predstavlja komponentni diagram na sliki 2.1. Sive
komponente so specificˇne za aplikacijo jPresenter, bele pa so del platforme Eclipse. Iz di-
agrama je razviden odnos med ogrodjem platforme Eclipse in Eclipse RCP. Eclipse RCP
je skupek vsesplosˇno uporabnih vticˇnikov, ki med drugim skrbijo za uporabniˇski vme-
snik (SWT in jFace), OSGi integracijo in Eclipse Runtime. Platforma Eclipse pa poleg
Eclipse RCP vsebuje sˇe vticˇnike, specificˇne za razvojna okolja, na primer za Eclipse IDE.
V ta sklop sodijo vticˇniki za razhrosˇcˇevalnik, pomocˇ, iskanje, ekipno delo . . . Aplikaciji
Eclipse IDE in jPresenter sta fizicˇno definirani v vticˇnikih org.eclipse.ide oziroma
net.sourceforge.jpresenter.core, na sliki pa sta prikazani kot posebni logicˇni kompo-
nenti. Cˇrtkane pusˇcˇice kazˇejo medsebojno odvisnost oziroma uporabo komponent. Cˇetudi
so vse te povezave vzpostaljene preko standardnih razsˇiritvenih tocˇk, ki so del platforme
Eclipse, sta razsˇiritveni tocˇki PresentationEditor in PresentationProvider na sliki
posebej izpostavljeni. Vecˇ o tem v nadaljevanju.
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2.2.1 Osnovni vticˇnik
Osnovni vticˇnik je poimenovan net.sourceforge.jpresenter.core. Vsebuje tako in-
frastrukturo aplikacije kot tudi uporabniˇski vmesnik.
Uporabniˇski vmesnik
V kontekstu uporabniˇskega vmesnika so v tem vticˇniku definirani aplikacija, perspektiva,
nekateri pogledi in osnovna izvedba urejevalnika. Izrazoslovje je povzeto iz Eclipse RCP
in ga velja na kratko razlozˇiti.
 Urejevalnik je odlozˇljivo (angl. dockable) okno, praviloma vezano na posamezen,
vnaprej dolocˇen primerek odprtega dokumenta. Odlaga se lahko le v sˇtirikotno
obmocˇje glavnega aplikacijskega okna, ki je rezervirano za urejevalnike. Odprti ure-
jevalniki se bodisi prekrivajo ali pa si razdelijo omenjeno obmocˇje. Tisti, ki ostanejo
prekriti, so dostopni s pomocˇjo zavihkov (angl. tab).
 Pogledi lahko poljubno zapolnjujejo preostali prostor aplikacijskega okna. Vsebina
posameznega pogleda se praviloma prilagaja trenutno izbranemu urejevalniku ozi-
roma pripadajocˇemu dokumentu.
 Perspektiva dolocˇa izhodiˇscˇno razporeditev pogledov in prostora za urejevalnike.
Na razpolago imamo lahko vecˇ perspektiv, ki jih dinamicˇno preklapljamo med delo-
vanjem aplikacije, odvisno od trenutnega konteksta uporabe.
 Aplikacija je definirana s privzeto perspektivo ter nekaterimi atributi, vezanimi na
njeno oznacˇevanje, kot so na primer ime, ikona, avtorstvo, licence, predstavitveno
okno . . .
Slika 2.2 prikazuje privzeto perspektivo aplikacije jPresenter. Levo je pogled Presen-
tation List, ki drzˇi seznam odprtih predstavitvenih dokumentov. Pod njim je Outline,
ki prikazuje razcˇlembo trenutno izbranega dokumenta, na primer kazalo v primeru pred-
stavitvenih dokumentov. Desno spodaj je pogled Properties, ki za zadnji izbran objekt
v katerem koli drugem oknu (npr. dokument, stran, poglavje . . . ) izpiˇse nekatere nje-
gove lastnosti. Slednja dva pogleda sta splosˇna in sta zˇe del Eclipse RCP. Zagotoviti pa
jima je bilo potrebno podporo za predstavitvene dokumente, o cˇemer bom nekoliko vecˇ
spregovoril v poglavju 2.3.
Preostalo obmocˇje je namenjeno trenutno prikazanim urejevalnikom. Edini odprt ure-
jevalnik na sliki prikazuje dokument z imenom jpresenter.pdf. V nasˇem primeru gre
sicer za prikazovalnik predstavitve in je beseda urejevalnik morda rahlo zavajajocˇa. Ta
beseda je vzeta iz okolja Eclipse, kjer so bili prvotno urejevalniki namenjeni predvsem
urejanju izvorne kode in drugih besedilnih dokumentov.
Infrastruktura aplikacije
Podrobnejˇso zasnovo bom obdelal v poglavju 2.4. Zaenkrat pa bom dal vecˇ poudarka na
interakciji z ostalimi vticˇniki. Ob odprtju dokumenta mora aplikacija najprej ugotoviti,
14 Poglavje 2: Izvedba aplikacije
Slika 2.2: Posnetek aplikacije jPresenter.
za katero vrsto datotecˇnega zapisa gre, in uporabiti ustrezen vticˇnik. Za prvi del poskrbi
zˇe Eclipse RCP. Ta preiˇscˇe seznam podprtih datotecˇnih zapisov, ki jih posamezni vticˇniki
prijavijo preko razsˇiritvene tocˇke org.eclipse.core.contenttype.contentTypes. Vrne
tistega, ki se sam prepozna za najustreznejˇsega, bodisi na osnovi koncˇnice ali pa vsebine
datoteke. Eclipse RCP nato poiˇscˇe sˇe ustrezen urejevalnik, ki je prijavljen najviˇsje na
prioritetnem seznamu za urejanje ugotovljenga datotecˇnega zapisa. Vsi datotecˇni zapisi
za predstavitve morajo zato dedovati iz abstraktnega datotecˇnega zapisa net.sourcefo-
rge.jpresenter.content-type.presentation, ki je dolocˇen v nasˇem osnovnem vticˇniku
in mora biti prijavljen pri vseh izvedbah urejevalnikov za prikaz predstavitev. Eclipse RCP
nato inicializira urejevalnik in mu poda rocˇko na datoteko.
Urejevalniki predstavitev praviloma dedujejo iz abstraktne izvedbe urejevalnika Pre-
sentationEditor, ki je del osnovnega vticˇnika. PresentationEditor zˇe poskrbi, da se
glede na vrsto datotecˇnega zapisa poiˇscˇe pripadajocˇi ponudnik predstavitve. Isˇcˇe se med
prijavljenimi razsˇiritvami razsˇiritvene tocˇke net.sourceforge.jpresenter.presenta-
tionProviders. Ponudnik predstavitve nato sluzˇi kot vmesnik za delo s predstavitvami,
opisanimi s podatkovnimi strukturami, ki so prav tako del osnovnega vticˇnika. Ponudnike
predstavitev si bomo podrobneje ogledali v poglavju 2.4.3.
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2.2.2 Vticˇniki za podporo predstavitvenim datotecˇnim zapisom
Kot je mogocˇe razbrati zˇe iz poglavja 2.2.1, mora vticˇnik za podporo novega predstavi-
tvenega datotecˇnega zapisa prijaviti dve razsˇiritvi. Prva je datotecˇni zapis org.ecli-
pse.core.contenttype.contentTypes, ki mora dedovati iz net.sourceforge.jprese-
nter.content-type.presentation. Druga pa je ponudnik predstavitev net.source-
forge.jpresenter.presentationProviders. Razsˇiritvi za ponudnika predstavitev je
potrebno dolocˇiti sˇe izvedbo IPresentationProvider vmesnika, ki priskrbi vso logiko za
tolmacˇenje danega datotecˇnega zapisa.
Vticˇnika za podporo PDF predstavitev
V sklopu te diplomske naloge sta bila narejena dva vticˇnika, ki priskrbita podporo za
prikaz PDF dokumentov. Gre za vticˇnika net.sourceforge.jpresenter.pdf.jpedal
in net.sourceforge.jpresenter.pdf.poppler. Za upodabljanje posameznih strani do-
kumenta in razcˇlembo vsebine uporabljata knjizˇnici jPedal oziroma Poppler. Podrobneje
bom o tem spregovoril v poglavju 2.5.
2.2.3 Vticˇniki za prikaz predstavitev
Dokumente praviloma prikazujemo v urejevalnikih. Funkcija vticˇnika za prikaz predsta-
vitev je ravno v tem, da priskrbi izvedbo ustreznega urejevalnika za predstavitvene doku-
mente. To najlazˇje dosezˇemo z dedovanjem iz abstraktnega razreda PresentationEdi-
tor, ki je na razpolago v osnovnem vticˇniku. Nov urejevalnik pa prijavimo kot razsˇiritev
razsˇiritvene tocˇke org.eclipse.ui.editors, ki ji dolocˇimo povezavo na podatkovni zapis
net.sourceforge.jpresenter.content-type.presentation.
Vticˇnik za prikaz predstavitev, projiciranih na ploskve kocke
Vticˇnik za prikaz predstavitev, projiciranih na ploskve kocke, je kjucˇni del te diplomske
naloge. Poimenovan je net.sourceforge.jpresenter.cube, njegovemu delovanju pa je
posvecˇeno celotno tretje poglavje.
2.2.4 Vticˇnik za integracijo z Eclipse IDE
Omenjeno podporo za prikaz predstavitev zˇelimo integrirati sˇe v Eclipse IDE. V osnovi
zadosˇcˇa le kopiranje novih vticˇnikov v plugins mapo, toda to deluje le za odpiranje pred-
stavitvenih dokumentov neposredno iz datotecˇnega sistema. Eclipse IDE namrecˇ operira
s tako imenovanimi viri (angl. resource), ki sestavljajo nek odprt projekt. Viri sicer pra-
viloma res predstavljajo neko fizicˇno datoteko na disku, vendar jim je potrebno zagotoviti
neposredno povezavo z logiko za rokovanje s predstavitvenimi dokumenti. To povezavo za-
gotavlja vticˇnik net.sourceforge.jpresenter.ide, ki je posledicˇno odvisen od celotne
platforme Eclipse in zato ne sme biti vkljucˇen v samostojno aplikacijo jPresenter.
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2.2.5 Vticˇnik za uvodno predstavitev
Vticˇnik za uvodno predstavitev, net.sourceforge.jpresenter.intro, ob prvem zagonu
aplikacje jPresenter odpre predstavitveni dokument, ki na kratko razlozˇi njeno uporabo.
Prav tako v meni za pomocˇ doda opcijo za naknadno odprtje te predstavitve. Za delovanje
potrebuje tudi vticˇnik za podporo PDF predstavitev.
2.3 Pretvorniki tipov
V tem poglavju bomo spoznali koncept oziroma nacˇrtovalski vzorec (angl. design pattern),
ki sluzˇi kot pomembno orodje pri razsˇirjanju funkcionalnosti v platformi Eclipse. Gre
za pretvarjanje tipov [6], ki lahko s pomocˇjo posebnega registra tovarn pretvornikov za
poljuben primerek (angl. instance) objekta vrne njegov pretvornik (angl. adapter) v nek
drug vmesnik. Kadar izvorni primerek zˇe sam izvaja (angl. implements) zˇeleni vmesnik,
je pretvorba obicˇajno le enostavna prevedba tipa (angl. typecasting) in se v bistvu lahko
vrne kar isti primerek. Dodana vrednost tega pristopa pa je, kadar zˇelimo pretvarjati
primerke, katerih izvedba v osnovi ne nudi potrebne funkcionalnosti oziroma jo nudi v
drugacˇni obliki. Edina zahteva je, da izvorni primerek izvaja vmesnik IAdaptable ali pa
razsˇirja razred PlatformObject, kar pa velja za vecˇino vmesnikov in razredov v platformi
Elipse.
Oglejmo si na primeru vticˇnika za integracijo z Eclipse IDE. Kot sem omenil v po-
glavju 2.2.4, je potrebno vzpostaviti povezavo med viri v Eclipse IDE in logiko za roko-
vanje s predstavitvenimi dokumenti. Tezˇava je namrecˇ, da bi neposredna povezava zah-
tevala odvisnost aplikacije jPresenter od celotne platforme Eclipse. Povezavo zato vzpo-
stavi poseben vticˇnik, ki registrira tovarno pretvornikov kot razsˇiritev razsˇiritvene tocˇke
org.eclipse.core.runtime.adapters. Pri registraciji se dolocˇi izvorni vmesnik, ki je
lahko vmesnik za datotecˇne vire IFile, izhodni vmesnik IFileStorage, ki ga potrebuje
jPresenter, ter izvedba tovarne pretvornikov – razred, ki izvaja vmesnik IAdapterFactory.
Ob odprtju urejevalnika za prikaz predstavitev jPresenter z uporabo klica (IFileStore)
input.getAdapter(IFileStore.class) pretvori podan vhodni primerek (input) v pri-
merek, ki izvaja IFileStorage. Kot je bilo recˇeno v zakljucˇku prejˇsnjega odstavka, mora
input izvajati vmesnik IAdaptable.
Iz opisanega koncepta je mogocˇe razbrati, da posamezen izvorni primerek lahko izvaja
tudi svojo lastno izvedbo metode getAdapter(Class). Na tak nacˇin lahko pretvorbo
dolocˇa tudi vsak tip po svoje, mimo registra tovarn pretvornikov, ali pa tovarno pretvor-
nikov uporabi zgolj kot rezervno opcijo. Vecˇina razredov v platfromi Eclipse deduje iz
razreda PlatformObject, ki uporablja omenjeni register.
Ta pristop je uporabljen tudi pri pretvarjanju oblik upodobljenih strani predstavitev,
o cˇemer bo govora v poglavju 2.4.2.
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2.4 Zasnova aplikacije
Zaradi preobsezˇnosti zasnove celotne aplikacije se bom v tem poglavju osredotocˇil le na
tiste dele, ki pomembneje vplivajo na funkcionalnost.
2.4.1 Podatkovne strukture za hranjenje predstavitev
Podatkovne strukture za hranjenje prestavitev so del osnovnega vticˇnika. Dolocˇene so s
pomocˇjo vmesnikov, ki so javno dostopni iz vseh odvisnih vticˇnikov. Razredi, ki izvajajo
te vmesnike, so po vecˇini skriti, njihovi primerki pa se generirajo s pomocˇjo tovarniˇskega
nacˇrtovalskega vzorca (angl. factory design pattern). Diagram razredov 2.3 prikazuje
vmesnike, ki opisujejo primerke odprtih predstavitvenih dokumentov. Razredi, ki izvajajo
te vmesnike, so prikazani na diagramu 2.4. Slednji diagram prikazuje sˇe vmesnik za
ponudnike predstavitev, IPresentationProvider.
Inicializacija podatkovnih struktur se vrsˇi na zahtevo (angl. lazy initalization), kar
pomeni, da se podatki o predstavitvenem dokumentu in posameznih straneh dokumenta
ugotavljajo sˇele, ko se dejansko potrebujejo. Ugotavlja jih ponudnik predstavitev, ki je
specificˇen za posamezno vrsto datotecˇnega zapisa (poglavje 2.2.2). Alternativno lahko
celotno inicializacijo izvedemo takoj s klicem metode initialize() na primerku pred-
stavitve.
Predstavitev je predstavljena z vmesnikom IPresentation. Ta vmesnik nudi dostop
do posameznih strani dokumenta, kazala ter podrobnosti o dokumentu. Vsaka stran
dokumenta (IPresentationSlide), podrobnosti o dokumentu (IPresentationDetails)
ter posamezna poglavja v kazalu (IPresentationOutlineNode) preko vmesnika IPro-
pertySource ponujajo nek nabor lastnosti. IPropertySource je del Eclipse RCP in
ga v kombinaciji z vmesnikom IPropertySourceProvider uporablja pogled Properties
(poglavje 2.2.1) za prijavo lastnosti, ki naj jih ta pogled prikazuje. Lastnosti, ki jih
hranimo na tak nacˇin, so denimo sˇtevilka in velikost posamezne strani, vrsta datotecˇnega
zapisa, sˇtevilo strani v dokumentu ter na primer naslov in sˇtevilka zacˇetne strani izbranega
poglavja.
Vmesnik IPresentation razsˇirja IPersistableElement, ki na diagramu 2.3 sicer
ni prikazan. IPersistableElement je prav tako del Eclipse RCP in sluzˇi za shranje-
vanje stanja primerkov izvajajocˇega razreda. Eclipse RCP ga med drugim uporabi za
shranjevanje seznama odprtih dokumentov (na primer za pogled Presentation List) in
odprtih urejevalnikov ob zaprtju aplikacije. Ko se aplikacija naslednjicˇ zazˇene, se vzpo-
stavi prejˇsnje stanje, za kar je potrebno prijaviti sˇe ustrezne razsˇiritve razsˇiritveni tocˇki
org.eclipse.ui.elementFactories. Te razsˇiritve podajo izvedbo vmesnika IEleme-
ntFactory, ki iz shranjenih podatkov nazaj naredi identicˇne primerke prej odprtih doku-
mentov in urejevalnikov.
Primer delovanja in interakcije opisanih struktur podrobneje opisuje diagram 2.5.
Gre za sekvenco dogodkov, ki se izvrsˇijo ob odprtju predstavitvenega dokumenta in pri-
padajocˇega prikazovalnika (dogodki 1–9), ob morebitni zamenjavi trenutne strani (do-
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+outline : IPresentationOutline
+provider : IPresentationProvider
+details : IPresentationDetails
+slides : IPresentationSlide[]
+connect() : void
+disconnect() : void
+initialize() : void
<<Interface>>
IPresentation
+slideNumber : int
+dimension : Dimension
+presentation : IPresentation
+getRenderedSlideFitToWindow(pageManager, ... 
<<Interface>>
IPresentationSlide
+getEditableValue() : Object
+getPropertyDescriptors() : IPropertyDescriptor []
+getPropertyValue(id : Object) : Object
+isPropertySet(id : Object) : boolean
+resetPropertyValue(id : Object)
+setPropertyValue(id : Object, value : Object)
<<Interface>>
org.eclipse.ui.views.properties.IPropertySource
+slideCount : int
+fileStore : IFileStore
+format : PresentationFormat
<<Interface>>
IPresentationDetails
+presentation : IPresentation
+getFirstNodeOnSlide(slidenum : int) : IPresentationOutlineNode
<<Interface>>
IPresentationOutline
+title : String
+slideNumber : int
+outline : IPresentationOutline
+parent : IPresentationOutlineNode
+children : IPresentationOutlineNode[]
+hasChildren() : boolean
+isCoveredBySlide(slidenum : int) : bool... 
<<Interface>>
IPresentationOutlineNode
1
outline
1
presentation
0..1 outline
1details
0..1parent
1
presentation
*children
*slides
Slika 2.3: UML diagram razredov podatkovnih struktur.
+Presentation(fileStore : IFileStore, provider : IPresentationProvi...
+getOutline() : IPresentationOutline
+getSlide(slidenum : int) : IPresentationSlide
+getDetails() : IPresentationDetails
+connect() : void
+disconnect() : void
+getFactoryId() : String
+saveState(memento : IMemento) : void
+getPropertyDescriptors() : IPropertyDescriptor []
+getFormat() : PresentationFormat
+getSlideCount() : int
+initialize() : void
Presentation
+getFirstNodeForSlide(slidenum : int) : IPresentationOutlineNode
PresentationOutline
+getPropertyDescriptors() : IPropertyDescriptor []
+createChild(title : String, slidenum : int) : IPresentationOutlineF... 
+getChildren() : IPresentationOutlineNode []
+hasChildren() : boolean
+getParent() : IPresentationOutlineNode
+getSlideNumber() : int
+isCoveredBySlide(slidenum : int) : boolean
PresentationOutlineNode
+getPropertySource(object : Object) : IPropertySource
+getEditableValue() : Object
+getPropertyValue(id : Object) : Object
+isPropertySet(id : Object) : boolean
+resetPropertyValue(id : Object) : void
+setPropertyValue(id : Object, value : Object) : void
PropertySource
+getPresentation(fileStore : IFileStore) : IPresentation
+connect(fileStore : IFileStore) : void
+disconnect(fileStore : IFileStore) : void
+generateOutline(fileStore : IFileStore, outlineRoot : IPr...
+providePropertiesForSlide(fileStore : IFileStore, sliden...
+providePropertiesForPresentation(fileStore : IFileStore...
+renderSlide(fileStore : IFileStore, slidenum : int, scale...
<<Interface>>
IPresentationProvider
1
provider
1outline
1
parent
*
entities
org.eclipse.ui.views.properties.IPropertySource
IPresentationDetails
IPresentation
IPresentationOutlineFactory
org.eclipse.ui.views.properties.IPropertySourceProvider
IPresentationOutline
IPresentationOutlineNode
Slika 2.4: UML diagram razredov, ki izvajajo vmesnike iz diagrama 2.3.
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opt
<<asynchronous>>
13: renderSlide()
14: slideUpdated()
3: presentationAssigned()
11: getSlide()
18: disconnect()
17: disconnect()
16: dispose()
10: selectSlideByNumber()
9: connect()
8: connect()
7: Presentation()
6: createPresentation()
tovarna predstavitev
 : PresentationFactory
5: getPresentation()
4: getPresentationProvider()
register predstavitev
 : PresentationProvide...
2: init()
predstavitev
 : Presentation
prikazovalnik predstavitev
 : PresentationEditor
prikaz ’Presentation List’
 : PresentationNavigator
uporabnik
ponudnik predstavitev
 : IPresentationProvider
Slika 2.5: UML diagram zaporedja pri zˇivljenjskem ciklu prikazovalnika predstavitev.
godki 10–15) ter ob zaprtju prikazovalnika (dogodki 16–18). Poudariti velja pomen me-
tod connect() ter disconnect(), ki ponudniku predstavitev omogocˇata sˇtetje aktiv-
nih referenc na dan predstavitveni dokument. Ko sˇtevilo aktivnih referenc pade na nicˇ,
lahko ponudnik predstavitev sprosti pripadajocˇe vire. Pri PDF dokumentih je tak vir
lahko razcˇlenjevalnik, ki ob prvem klicu connect() razcˇleni dokument in ob zadnjem
disconnect() sprosti celotno razcˇlembo.
V sekvenci dogodkov 10–15 je prikazana asinhrona menjava strani. Torej, ko se zahteva
prikaz nove strani, se najprej preveri, cˇe ta v zadovoljivi velikosti zˇe obstoji v predpomnil-
niku (angl. cache) (dogodek 12). Dogajanje, povezano s predpomnilnikom, bo podrobneje
opisano v poglavju 2.4.2. V primeru, da ustrezne upodobitve strani sˇe ni, se ponudniku
predstavitev posˇlje asinhrona zahteva za njeno upodobitev pri neki minimalni velikosti
(dogodek 13). Zacˇasno se prikazˇe bodisi upodobitev strani v manjˇsi velikosti, cˇe je bila
taka najdena v predpomnilniku, ali pa posebna zacˇasna stran (dogodek 12). Ko ponudnik
predstavitve koncˇa upodabljanje, prikazovalniku posredno vrne klic slideUpdated(), ki
zamenja stran v njeno koncˇno obliko (dogodka 14 in 15).
20 Poglavje 2: Izvedba aplikacije
2.4.2 Upodobljene strani predstavitev
Slike strani se upodabljajo v vticˇnikih za podporo predstavitvenim datotecˇnim zapisom
(poglavji 2.2.2 in 2.4.3). Oblika predstavitve slike je lahko razlicˇna. Denimo knjizˇnica
jPedal vrne upodobljeno stran kot primerek razreda BufferedImage iz knjizˇnice AWT.
Podobno jo knjizˇnica Poppler preko vmesnika JNI vrne v obliki polja bajtov. Cˇe bi hoteli
stran prikazati v enostavnem pogledu ali pa urejevalniku v aplikaciji, ki kot recˇeno sloni
na Eclipse RCP, bi jo zˇeleli pretvoriti v obliko primerka razreda Image iz knjizˇnice SWT.
In nenazadnje, pri delu z OpenGL knjizˇnico, kjer moramo sliko kot teksturo nalozˇiti v
videopomnilnik, lahko to sliko pomnimo zgolj kot nek sklic na to teksturo. Slika mora
torej biti zmozˇna menjati oblike, predpomnilnik pa naj jo v danem trenutku, cˇe je to
mogocˇe, hrani zgolj v najkoristnejˇsi obiki.
Prav tako pomembno je vprasˇanje velikosti slike, ki se poda kot parameter metode
getRenderedSlideFitToWindow() na vmesniku IPresentationSlide. S hranjenjem ra-
sterskih slik visoke locˇljivosti lahko hitro zapolnimo razpolozˇljiv pomnilnik, zato z veli-
kostjo slike ne velja pretiravati. Glede na to, da gre za predstavitvene dokumente, ki
se jih praviloma gleda iz daljˇse razdalje, si po eni strani lahko privosˇcˇimo nekoliko nizˇjo
locˇljivost. Po drugi strani pa urejevalnik za prikaz predstavitve lahko omogocˇa povecˇavo
dela strani in prenizka locˇljivost postane motecˇa. Izbira minimalne velikosti slike je tako
prepusˇcˇena posamezni izvedbi urejevalnika, obicˇajno pa je vezana na velikost predstavi-
tvenega okna ali pa zaslonsko locˇljivost.
Pretvarjanje oblik
Pretvarjanje oblik predstavitev slik sem omenil zˇe na koncu poglavja 2.3, kjer sem opisal
splosˇen koncept pretvornikov tipov v Eclipse RCP. Vse oblike slik so v bistvu razsˇiritve
abstraktnega razreda ImageStorage, ki izvaja vmesnik IAdaptable z uporabo registra
tovarn pretvornikov. V celotni aplikaciji so trenutno izvedene naslednje sˇtiri razlicˇice
oblik predstavitev slik:
(i) AWTImageStorage je izveden v osnovnem vticˇniku in sluzˇi kot ovojnica (angl. wra-
pper) za primerek razreda BufferedImage iz knjizˇnice AWT. Metoda getAdapter()
neposredno izvaja pretvorbo v SWTImageStorage in ByteArrayImageStorage brez
pomocˇi registra tovarn pretvornikov. Tako obliko predstavitve slike uporablja vticˇnik
za upodabljanje strani PDF dokumentov s knjizˇnico jPedal.
(ii) SWTImageStorage je prav tako del osnovnega vticˇnika in ovija primerek razreda
Image oziroma ImageData iz knjizˇnice SWT. Neposredno se zna pretvoriti v obliki
AWTImageStorage in ByteArrayImageStorage. Ta oblika je smiselna za prikaz
strani v SWT komponentah uporabniˇskega vmesnika. Uporablja jo preprosta iz-
vedba urejevalnika SimplePresentationEditor.
(iii) ByteArrayImageStorage je ovojnica za navadno polje bajtov, ki predstavljajo se-
kvenco pikslov. Poleg polja bajtov drzˇi sˇe informacijo o sˇirini in viˇsini slike ter obliki
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zapisa posameznega piksla. Prav tako je zˇe del osnovnega vticˇnika in se zna nepo-
sredno pretvoriti v AWTImageStorage ter SWTImageStorage. Uporablja ga vticˇnik
za upodabljanje strani PDF dokumenta s knjizˇnico Poppler, ki preko vmesnika JNI
dobi upodobljeno stran v obliki polja bajtov.
(iv) GLImageStorage je del vticˇnika za prikaz predstavitev, projiciranih na ploskve kocke,
o katerem bom vecˇ govoril v poglavju 3. Vsebuje zgolj indeks teksture v videopo-
mnilniku, kjer je hranjena dejanska slika. Gre za koncˇno obliko predstavitve slike
in ne omogocˇa pretvorbe v druge oblike. Za pretvorbo iz ostalih oblik pa si mora
registrirati dodatne tovarne pretvornikov, saj ostale oblike same po sebi te oblike ne
poznajo.
Predpomnilnik
Samo upodabljanje strani je lahko cˇasovno precej zahtevno. Konkretno jPedal knjizˇnji-
ca lahko eno stran upodablja tudi vecˇ sekund. Poppler je sicer bistveno hitrejˇsi, vendar
vseeno lahko zmoti animacijo kocke, cˇetudi ima nit, ki izvaja upodabljanje, najnizˇjo mozˇno
prioriteto. Vsaj deloma te probleme resˇuje predpomnilnik upodobljenih strani. Vseeno
pa ima predpomnilnik pri predstavitvenih dokumentih precej majhno dodano vrednost,
saj predstavitvene strani praviloma obracˇamo od zacˇetka proti koncu in se redko vracˇamo
nazaj. Njegov ucˇinek lahko nekoliko izboljˇsamo tako, da zahtevamo upodobitev naslednjih
nekaj strani vnaprej. Idealno je, cˇe se to stori takrat, kadar animiran prikazovalnik miruje.
Predpomnilnik je vezan na posamezen prikazovalnik predstavitev in je zˇe vkljucˇen v
abstraktnem razredu PresentationEditor. Alternativno bi lahko imeli en sam predpo-
mnilnik za vse prikazovalnike hkrati. Prednosti takega pristopa bi bila bolje dorecˇena
skupna omejitev razpolozˇljivih predpomnilniˇskih kapacitet in mozˇnost uporabe ene same
upodobitve dane strani v vecˇ prikazovalnikih, ki prikazujejo isti predstavitveni dokument.
Po drugi strani pa vsak prikazovalnik lahko zahteva drugacˇno obliko predstavitve slike in
drugacˇno locˇljivost, kar precej otezˇi izvedbo takega enotnega predpomnilnika.
Na diagramu zaporedja 2.6 je opisan postopek prikazovanja in upodabljanja neke strani
v prikazovalniku predstavitev. Ta diagram v bistvu le podrobneje opisuje korake 10–15 iz
diagrama 2.5. Vso logiko, povezano s predpomnilnikom, izvaja upravitelj strani. Kadar
upodobitve strani, ki jo zahteva njegov prikazovalnik, ne najde v predpomnilniku (dogodek
4), delegira zahtevo na obdelovalnik strani in jo shrani v njegovo cˇakalno vrsto (dogodka
7 in 8). Nato prikazovalniku vrne zacˇasno sliko, ki jo ta lahko prikazuje, dokler ustrezna
upodobitev strani sˇe ni na razpolago (dogodka 9 in 10). Obdelovalnik strani je samo eden
za celotno aplikacijo in tecˇe v svoji niti, ki zaporedoma izvaja zahteve iz cˇakalne vrste
(dogodek 11). Zahtevo zanj izpolni ponudnik predstavitve, ki upodobljeno stran vrne
kot nov primerek slike (dogodka 13 in 14). Vrnjeno sliko nato upravitelj strani pretvori v
obliko, primerno za prikazovalnik, (dogodek 15) ter mu jo ponudi za izris (dogodki 17–19).
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18: slideUpdated()
15: getAdapter()
14: ImageStorage()
13: renderSlide()
ponudnik predstavitev
 : IPresentationProvider
17: slideRendered()
16: notifySlideRendered()
12: doRender()
7: process()
3: requestSlideRender()
2: getRenderedSlideFitToWindow()
1: selectionChanged()
obdelovalnik strani
 : SlideProcessor
upravitelj strani
 : SlideManager
slika
 : ImageStorage
stran
 : PresentationSlide
prikazovalnik predstavitev
 : PresentationEditor
Slika 2.6: UML diagram zaporedja pri prikazu in upodobitvi predstavitvene strani.
2.4.3 Ponudniki predstavitev
Vecˇkrat sem zˇe omenil vmesnik IPresentatioProvider, ki je prikazan na diagramu
2.4. Izvedba tega vmesnika od knjizˇnice za razcˇlenjevanje predstavitvenih dokumentov
pricˇakuje izgradnjo drevesne strukture za opis kazala in ugotavljanje nekaterih lastnosti
predstavitvenega dokumenta oziroma posameznih strani. Vecˇinoma so ti podatki opcijski,
nujna sta le podatka o sˇtevilu in velikosti strani. Knjizˇnica za upodabljanje pa mora biti
zmozˇna pripraviti rastersko upodobitev posameznih strani v poljubni velikosti oziroma
locˇljivosti.
Kazalo dokumenta
Klic metode generateOutline() na ponudniku predstavitev pripravi kazalo v obliki dre-
vesne strukture iz vozliˇscˇ tipa PresentationOutlineNode. Ta razred vozliˇscˇ izvaja vme-
snika IPresentationOutlineNode ter IPresentationOutlineNodeFactory, kar je raz-
vidno tudi iz diagramov 2.3 in 2.4. Prvi je namenjen pregledovanju drevesa, drugi pa sluzˇi
2.4 Zasnova aplikacije 23
ponudniku predstavitev, da preko metode createChild() rekurzivno sestavi kazalo. Me-
toda generateOutline() pri pripravi kazala izhaja iz korenskega vozliˇscˇa, ki ga dobi kot
vhodni parameter. Logicˇna vrednost, ki jo ta metoda vracˇa, pa pove, ali predstavitveni
dokument sploh ima kazalo.
Lastnosti
Lastnosti se lahko dolocˇajo za vsako vozliˇscˇe kazala, za vsako stran ali pa za celotno
predstavitev. Posameznemu vozliˇscˇu kazala (poglavju) lahko poleg sˇtevilke strani in na-
slova, ki sta obvezna podatka, dodatne lastnosti nastavimo v metodi generateOutline().
Lastnosti posamezne strani se nastavijo v metodi providePropertiesForSlide(), celo-
tnega predstavitvenega dokumenta pa v providePropertiesForPresentation(). Na-
stavljamo jih s pomocˇjo vmesnika IPropertySource, ki ga vse te podatkovne strukture
izvajajo.
Upodabljanje strani
Za upodabljanje strani ponudnik predstavitev poskrbi v metodi renderSlide(). Slika,
ki jo vrne ta metoda, mora biti primerek abstraktnega razreda ImageStorage. Pravi-
loma izberemo tako izvedbo tega razreda, ki zgolj ovije rezultat knjizˇnice za uporabljanje
strani. Tako se izognemo nepotrebnemu pretvarjanju in kopiranju podatkov, saj ponudnik
predstavitev sˇe ne more vedeti, v kaksˇni obliki bo slika, potrebna za prikaz. O tem sem
podrobneje spregovoril zˇe v poglavju 2.4.2.
2.4.4 Urejevalniki za prikaz predstavitev
Izvedbe urejevalnikov za prikaz predstavitev praviloma razsˇirjajo abstraktni razred Pre-
sentationEditor. Najpreprostejˇsa izvedba je razred SimplePresentationEditor iz
osnovnega vticˇnika. Ta zgolj prikazˇe stran, povecˇano na velikost prikazovalnega okna, in
omogocˇa enostavno navigacijo z izbiro sˇtevilke strani ali pa poglavja v kazalu. Zanimivejˇsa
pa je izvedba CubePresentationEditor iz vticˇnika za prikaz predstavitev, projiciranih
na ploskve kocke. O njej bom vecˇ govoril v 3. poglavju.
Abstraktni razred PresentationEditor razsˇirja razred EditorPart iz Eclipse RCP,
ki priskrbi osnovno funkcionalnost, skupno vsem urejevalnikom. PresentationEditor
doda podporo za delo s predstavitvenimi dokumenti. Izvedbam urejevalnikov za prikaz
predstavitev je tako praviloma potrebno izvesti le sˇest abstraktnih metod, ki jih prikazuje
spodnji primer nefunkcionalne izvedbe (koda 2.1).
Izvedbo metod createPartControl() in setFocus() potrebuje zˇe EditorPart. Prva
poskrbi za oblikovanje uporabniˇskega vmesnika urejevalnika, druga pa pove, kaj naj se
zgodi, ko urejevalnik preide v zˇariˇscˇe (angl. focus) – obicˇajno preda zˇariˇscˇe glavni kom-
ponenti urejevalnika. Metoda presentationAssigned() omogocˇi urejevalniku, da se
postavi v zacˇetno stanje, potem ko se mu dodeli pripadajocˇi predstavitveni dokument
(diagram 2.5, dogodek 3). Aktivno predstavitveno stran lahko zamenjamo z metodama
24 Poglavje 2: Izvedba aplikacije
1 public class MPE extends PresentationEditor<MyImageStorage> {
2 protected Class<MyImageStorage> getImageStorageClass() {
3 return MyImageStorage.class;
4 }
5 protected void presentationAssigned(IPresentation)
6 protected void selectionChanged(IPresentationSlide)
7 protected void slideUpdated(IPresentationSlide, ImageStorage, boolean)
8 public void createPartControl(Composite)
9 public void setFocus()
10 }
Programska koda 2.1: Izvedba urejevalnika za prikaz predstavitev.
setSelection() in selectSlideByNumber() na razredu PresentationEditor. Ti me-
todi s klicem selectionChanged() obvestita urejevalnik, naj osvezˇi prikaz (diagram 2.6,
dogodek 1). Kadar se upodobitev neke strani naknadno spremeni, je urejevalnik o tem
obvesˇcˇen z metodo slideUpdated() (diagram 2.6, dogodek 18).
Izvedbo metode getImageStorageClass() v principu dolocˇa zˇe generika v Javi 1.5,
saj mora vracˇati razred oblike slik, ki je asociiran z urejevalnikom. Ta omejitev je vsi-
ljena zˇe v cˇasu prevajanja kode. Razred oblike slik je potreben pri pretvorbi upodobitve
strani v ustrezno obliko, saj se poda kot parameter metode getAdapter() na vmesniku
IAdaptable razreda ImageStorage (diagram 2.6, dogodek 15).
2.5 Prikaz PDF dokumentov
Za podporo posameznim predstavitvenim datotecˇnim zapisom skrbijo posebni vticˇniki.
Ko enkrat razpolagamo s knjizˇnicami za razcˇlenjevanje predstavitvenih dokumentov in
za upodabljanje posameznih strani, je izvedba takih vticˇnikov zelo enostavna. V tem
poglavju se bomo seznanili z dvema knjizˇnicama, ki razcˇlenjujeta in upodabljata PDF
dokumente ter sta uporabljeni v vticˇnikih, omenjenih v poglavju 2.2.2.
2.5.1 Izvedba s knjizˇnico jPedal
Knjizˇnica jPedal je narejena za programsko okolje Java in deluje tako na Linux kot tudi
na Windows zasnovi. Zasnovana je precej neobjektno, saj je prakticˇno vsa funkcionalnost
vkljucˇena v razred PdfDecoder, ki je hkrati zˇe graficˇni gradnik za prikaz predstavitve.
Posredno razsˇirja razred JPanel iz knjizˇnice Swing.
Vticˇnik, ki temelji na doticˇni knjizˇnici, na zacˇetku ustvari nov razcˇlenjevalnik (prime-
rek razreda PdfDecorder) in mu prepusti, da opravi razcˇlembo nekega lokalnega PDF do-
kumenta. Razcˇlenjevalnik se pomni vse dokler za dan dokument obstajajo povezave, ki jih
aplikacija vzpostavlja in rusˇi s pomocˇjo zˇe omenjenih metod connect() in disconnect()
na ponudniku predstavitev. Kasneje lahko vticˇnik po potrebi od razcˇlenjevalnika zahteva
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(a) Knjizˇnica jPedal (b) Knjizˇnica Poppler
Slika 2.7: Primerjava upodobitve strani.
kazalo, splosˇne podatke o dokumentu ter posameznih straneh ali pa upodobitev posa-
meznih strani. Za podatke o dolocˇeni strani ter njeno upodobitev mora razcˇlenjevalniku
predhodno dolocˇiti trenutno stran in faktor povecˇave. Rezultat upodabljanja je slika,
predstavljena z razredom BufferedImage iz knjizˇnice AWT, kazalo pa se vrne v obliki
XML DOM dokumenta.
Tezˇava knjizˇnice jPedal je v prvi vrsti pocˇasnost, saj upodabljanje strani lahko vzame
tudi nekaj sekund. Drug problem pa je slabo upodabljanje, ki pogosto opazno odstopa od
pricˇakovanih rezultatov. Primer upodobitve neke strani je na sliki 2.7, kjer v primerjavi
z rezultati knjizˇnice Poppler spodaj desno manjka sˇtevilka strani. Prav tako je mogocˇe
opaziti nekatere napake pri izrisu ozadja kock v zgornjem levem ter spodnjem desnem
vogalu.
2.5.2 Izvedba s knjizˇnico Poppler preko vmesnika JNI
Knjizˇnica Poppler se je razvila iz knjizˇnice Xpdf in je danes uporabljena v vecˇini odprto-
kodnih Linux aplikacij za delo s PDF dokumenti. Narejena je v jeziku C++ in deluje v
domacˇem okolju. Komunikacija znotraj istega procesa (angl. inprocess) z okoljem Java
je mozˇna preko vmesnika JNI.
Vticˇnik, ki uporablja to knjizˇnico, zaenkrat deluje le v operacijskem sistemu Linux
in sˇe to verjetno le na osmi razlicˇici distribucije Fedora. Knjizˇnica Poppler je namrecˇ
dinamicˇno povezana sˇe z drugimi distribucijsko odvisnimi knjizˇnicami, kot so FreeType,
GDK, Cairo, X11 . . . Resˇitev za ostale distribucije bi bila staticˇno povezana knjizˇnica,
vkljucˇena v sam vticˇnik.
Vmesnik JNI v okolju Java predstavlja skupek staticˇnih metod, ki jih prikazuje pro-
gramska koda 2.2. V domacˇem okolju je na osnovi te kode pripravljena zaglavna (angl.
header) datoteka za jezik C oziroma C++, ki je izvedena tako, da ukaze ustrezno delegira
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knjizˇnici Poppler. Prevedena knjizˇnica dobi ime libjpoppler.so oziroma jpoppler.dll
(to ime pricˇakuje 3. vrstica v kodi 2.2) in mora biti vticˇniku dostopna v knjizˇnicˇni poti
(angl. library path). Knjizˇnicˇno pot se praviloma dolocˇi celotni aplikaciji ob njenem
zagonu, toda to je lahko problematicˇno, saj zagon aplikacije tako postane odvisen od
vticˇnika. OSGi specifikacija zato omogocˇa, da si vticˇnik dolocˇi dodatno knjizˇnicˇno pot
do svojih lastnih domacˇih knjizˇnic. Da vticˇnik deluje neodvisno od ostalih sistemskih
namestitev, je smiselno knjizˇnico tudi staticˇno povezati.
1 public class PopplerJNIDelegator {
2 static {
3 System.loadLibrary("jpoppler");
4 }
5 public static synchronized native int openDocument(String uri);
6 public static synchronized native void closeDocument(int doc);
7 public static synchronized native String getOutlineAsXML(int doc);
8 public static synchronized native int pageCount(int doc);
9 public static synchronized native double[] pageSize(int doc, int
pagenum);
10 public static synchronized native byte[] renderPage(int doc, int
pagenum, int width, int height, double scale);
11 }
Programska koda 2.2: JNI vmesnik za knjizˇnico Poppler v okolju Java.
Vticˇnik ob prvi povezavi z nekim PDF dokumentom klicˇe metodo openDocument().
Ta metoda v domacˇem okolju razcˇleni dokument ter vrne sˇtevilo, ki je nekaksˇna rocˇka na
razcˇlembo in se podaja kot prvi parameter ob klicu ostalih metod. Ko se z dokumentom
prekine zadnja povezava, se klicˇe metoda closeDocument(), ki v domacˇem okolju sprosti
vire, dodeljene (angl. allocated) za razcˇlembo.
Knjizˇnica Poppler pripravi kazalo v strukturirani obliki, kar bi bilo nerodno vracˇati
preko vmesnika JNI. Zato ga metoda getOutlineAsXML() najprej pretvori v tekstovni
niz, ki predstavlja XML dokument z enako shemo kot v primeru knjizˇnice jPedal. Sˇirina
in viˇsina strani v pikslih pri zaslonski resoluciji 72 dpi se preko vmesnika JNI vrneta kot
polje dveh decimalnih sˇtevil. Upodobljena stran pa se vrne kot polje bajtov, katerega vsak
cˇetvercˇek predstavlja vrednosti rdecˇe, zelene in modre barvne komponente posameznega
piksla ter njegovo alfa vrednost, ki dolocˇa prosojnost.
Poglavje 3
Kocka
V tem poglavju se bom v celoti posvetil delovanju vticˇnika za prikaz predstavitev, projici-
ranih na ploskve kocke (net.sourceforge.jpresenter.cube). Na kratko sem ga opisal
zˇe v poglavju 2.2.3, njegov nacˇin interakcije z ostalo aplikacijo pa je bil razlozˇen v po-
glavju 2.4.4. Ta vticˇnik med drugim vsebuje knjizˇnico JOGL, ki jo koristi za izrisovanje
strojno pospesˇene 3-D grafike. O tem bom vecˇ spregovoril v poglavju 3.2. Za opis scene
in potek animacije skrbi poseben objektni model, ki opravlja preracˇunavanje in transfor-
miranje stanj objektov ter njihovo izvrisovanje. Temu objektnemu modelu je posvecˇeno
poglavje 3.3. Na koncu bom govoril sˇe o vrtenju in premikanju kocke z miˇsko ter obcˇutku
vztrajnosti kocke, ki povzrocˇi, da je to gibanje bolj zvezno.
3.1 Geometrija kocke
Najprej velja poudariti, da je izraz kocka (angl. cube) vzet iz sorodnih in uveljavljenih
resˇitev, cˇetudi je prikazovano geometrijsko telo lahko poljuben kvader. Po obnasˇanju in
geometrijskih lastnostih nasˇa resˇitev oponasˇa kocko oziroma kvader iz upravitelja oken
Compiz, ki sem ga omenil zˇe v uvodu. Slika 3.1 prikazuje 12 stabilnih leg, torej leg, v
katerih se prednja ploskev kvadra ravno pokrije z dimenzijo prikazovalnega okna (tak pri-
mer prikazuje tudi slika 3.2). Vse ostale lege veljajo za nestabilne in cˇe kvader postavimo
v eno izmed takih leg, se ta avtomaticˇno zapelje nazaj v najblizˇjo stabilno lego. Na sliki
so ploskve oznacˇene s pari zacˇetnih cˇrk: ZGornja, SPodnja, PRednja, DEsna, ZAdnja
ter LEva. Legi, ko je prednja ploskev obrnjena proti kameri in je na sliki prikazana v
srednji vrsti levo, bomo rekli osnovna lega.
Prikazovanju predstavitev so namenjene le lege, prikazane v srednji vrsti (navpicˇne
ploskve glede na osnovno lego), zgornja in spodnja ploskev pa sta zaenkrat neuporabljeni
in eventuelno rezervirani za prikaz kazala ali pa katerih drugih podatkov o predstavitvi.
Vrtenje kvadra je mozˇno okrog osi X in Y , kjer os X tecˇe skozi srediˇscˇi leve in desne, os
Y zgornje in spodnje ter os Z prednje in zadnje ploskve. Prav tako je vrtenje okrog osi X
omejeno na interval [−90◦, 90◦]. Take omejitve preprecˇujejo nekatere manj smiselne lege,
denimo ko so predstavitvene strani obrnjene na glavo ali pa pod katerim drugim kotom.
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Slika 3.1: 12 stabilnih leg kocke oziroma kvadra.
Stran se zamenja tako, da se kvader obrne okoli osi Y za nek vecˇkratnik pravega kota,
dobljena lega pa postane nova osnovna lega.
Vse stabilne lege na sliki 3.1 so pravokotniki v dimenziji prikazovalnega okna. Smiselno
se zastavi vprasˇanje, kaksˇno geometrijsko telo sploh lahko sestavimo iz takih ploskev.
Najbolj prakticˇna resˇitev je kvader, ki prilagaja obliko v odvisnosti od njegove orientacije
glede na os Y . Ker se za prikaz zˇe tako ali tako uporablja perspektivna projekcija, je to
popacˇenje pri obracˇanju predstavitvenih strani neprepoznavno. Je pa opazno, cˇe kvader
gledamo z vrha, kar se vidi tudi na sliki 3.3.
3.1.1 Volumen gledanja
V nasˇem primeru za izris scene uporabljamo perspektivno projekcijo, kot je prikazano
na sliki 3.2. Vidno obmocˇje oziroma volumen gledanja (angl. viewing volume) pri per-
spektivni projekciji lahko opiˇsemo s stozˇcem. Konkretno pri delu s knjizˇnico OpenGL
gre obicˇajno za prirezano sˇtiristrano piramido. Poleg stranskih ploskev piramide volumen
gledanja omejujeta sˇe ploskvi, ki sta pravokotni na os gledanja in lezˇita na razdalji Dmin
oziroma Dmax od kamere. Na sliki sta ti ploskvi prikazani kot bela pravokotnika, obro-
bljena s polno cˇrto. Razpon gledanja glede na navpicˇno smer je oznacˇen kot Θ. Glede
na vodoravno smer pa je enak produktu Θrs, kjer je rs = ws/hs razmerje pogleda (angl.
aspect ratio) in ga praviloma prilagodimo razmerju sˇirine in viˇsine prikazovalnega okna.
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Slika 3.2: Perspektiva gledanja kocke oziroma kvadra.
3.1.2 Velikost in polozˇaj kocke oziroma kvadra
Slika 3.2 prikazuje pogled na kvader v eni izmed njegovih stabilnih leg. Kamero postavimo
v tocˇko (0, 0, 0) in jo usmerimo v negativno smer Z osi. S tem zagotovimo, da je pri
desnosucˇnem koordinatnem sistemu X os lahko usmerjena od leve proti desni ter Y os od
spodaj navzgor. Za Θ se v aplikaciji jPresenter uporablja privzeta vrednost 45◦. Ker lahko
izberemo poljubno skalo koordinatnega sistema v 3-D prostoru, kvader postavimo vedno
tako, da je v stabilni legi srediˇscˇe prednje ploskve postavljeno v tocˇko (0, 0,−1), torej je
D = 1. Viˇsina kvadra h, ki je hkrati enaka globini d, se izracˇuna iz enakosti tan Θ
2
= h
2D
.
Sˇirina se dobi kot produkt viˇsine in razmerja pogleda prikazovalnega okna. Iz povedanega
med drugim sledi, da je srediˇscˇe kvadra postavljeno v tocˇko (0, 0,−D − d/2).
Na osnovi opisanih dimenzij kvadra ocˇitno ni problem prikazati prednje, zgornje, za-
dnje ter spodnje ploskve, saj imajo vse sˇtiri razmerje sˇirine in viˇsine enako prikazovalnemu
oknu. Problematicˇni pa sta obe stranski ploskvi (leva in desna), ki sta v bistvu kvadrata.
Ob prehajanju med dvema zaporednima predstavitvenima stranema se morata torej di-
menziji w in d zamenjati. Prehod zˇelimo, da je zvezen, zato ga racˇunamo kot funkcijo
kota vrtenja okrog osi, ki gre skozi srediˇscˇi zgornje in spodnje ploskve kvadra, φy. Slika
3.3 prikazuje, kako ti dve dimenziji prehajata, cˇe kvader pri obracˇanju strani opazujemo z
vrha oziroma gledamo zgornjo ploskev. Funkciji za izracˇun novih vrednosti d′ in w′ imata
naslednji obliki:
w′ = ws
(
1
2
+
1
2
cos(2φy)
)
+ hs
(
1
2
− 1
2
cos(2φy)
)
(3.1)
d′ = ws
(
1
2
− 1
2
cos(2φy)
)
+ hs
(
1
2
+
1
2
cos(2φy)
)
(3.2)
Vrednosti ws in hs sta sˇirina in viˇsina prednje ploskve v stabilni legi.
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Slika 3.3: Vrtenje kocke oziroma kvadra okrog Y osi pri pogledu na zgornjo ploskev.
3.1.3 Povecˇava
Ker uporabljamo perspektivno projekcijo, lahko predstavitveno stran povecˇamo oziroma
pomanjˇsamo na dva nacˇina. Prvi nacˇin, ki deluje tudi za ortografske projekcije, je spremi-
njanje dimenzij kvadra proporcionalno z zˇelenim faktorjem povecˇave p. Pri perspektivni
projekciji je potrebno zagotoviti sˇe, da prednja ploskev ostane na konstantni oddaljeno-
sti od kamere, kar pomeni tudi premikanje srediˇscˇa kvadra. Cˇe hocˇemo kvader vendarle
obdrzˇati na istem mestu, pa moramo uposˇtevati sˇe faktor povecˇave pp = D/D
′, ki ga pov-
zrocˇi perspektiva zaradi priblizˇanja prednje ploskve na oddaljenost D′ od kamere. Isˇcˇemo
torej tak faktor povecˇave kvadra pd, da bo veljalo p = pd · pp.
Srediˇscˇe kvadra torej ohranimo na istem mestu in izpeljemo D′:
D +
d
2
= D′ +
d′
2
, d′ = d · pd ⇒ D′ = D + d
2
− d · pd
2
In izracˇunamo pd:
p = pd · pp = pd D
D′
=
Dpd
D + d
2
(1− pd)
p
(
D +
d
2
)
= pd
(
D +
p · d
2
)
pd =
D + d
2
D + p·d
2
· p (3.3)
Opisana resˇitev je prakticˇna, kadar zˇelimo podpreti tako perspektivno kot tudi or-
tografsko projekcijo. Preprostejˇsi nacˇin, ki pa je mozˇen izkljucˇno pri perspektivni pro-
jekciji, pa zgolj s priblizˇevanjem in oddaljevanjem kvadra izkoriˇscˇa ucˇinek perspektive
p = pp = D/D
′.
V prakticˇni izvedbi povecˇavo obicˇajno korakoma povecˇujemo oziroma pomanjˇsujemo,
na primer z obracˇanjem kolesˇcˇka na miˇski. Cˇe je n sˇtevilo premikov kolesˇcˇka glede na iz-
hodiˇscˇno lego, skupen faktor povecˇave izracˇunamo po enacˇbi p = pn1 , kjer je p1 aplikacijsko
dolocˇen faktor povecˇave enega koraka.
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3.1.4 Prikaz predstavitvenih strani
Predstavitvene strani se kot teksture lepijo na ploskve kvadra. Velikost teksture prilago-
dimo tako, da se optimalno ujema z velikostjo prednje ploskve v osnovni legi (ws × hs).
Pod besedno zvezo “optimalno ujemanje” razumemo maksimalno velikost, pri kateri je
prikazana sˇe celotna in nepopacˇena tekstura. Razmerje sˇirine in viˇsine teksture (rt) je
seveda lahko razlicˇno od razmerja rs = ws/hs.
(a) rs > rt (b) rs = rt (c) rs < rt
Slika 3.4: Lepljenje teksture na ploskev kvadra.
Locˇimo tri primere, ki jih prikazuje slika 3.4. Splosˇno se relativne koordinate ploskve
preslikajo v relativne koordinate teksture po enacˇbah:
(a) rs > rt: x
′ =
(
x− 1
2
)
rs
rt
+ 1
2
, y′ = y
(b) rs = rt: x
′ = x, y′ = y
(c) rs < rt: x
′ = x, y′ =
(
y − 1
2
)
rt
rs
+ 1
2
Iz tabele 3.1 lahko odcˇitamo, kako se preslikajo ogliˇscˇa ploskve, kar bom potreboval v
poglavju 3.2 za dolocˇitev teksture s knjizˇnico OpenGL. Vse vrednosti so izven intervala
(0, 1), saj se robovi ploskve bodisi pokrijejo z robovi teksture ali pa so izven nje.
primer levo zgoraj desno spodaj
(a) 1
2
(1− rs
rt
) 0 1
2
(1 + rs
rt
) 1
(b) 0 0 1 1
(c) 0 1
2
(1− rt
rs
) 1 1
2
(1 + rt
rs
)
Tabela 3.1: Relativne koordinate teksture v robovih ploskve pri optimalnem prileganju.
3.2 Upodabljanje kocke
3-D grafika se v aplikaciji jPresenter upodablja z uporabo knjizˇnice JOGL. JOGL v bistvu
ni nicˇ drugega kot ovojnica za knjizˇnico OpenGL, ki preko vmesnika JNI delegira ukaze
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OpenGL v domacˇe okolje. V tem poglavju bom nakazal [3], kako se uporabi omenjeno
knjizˇnico za izris kocke, opisane v poglavju 3.1. Za bolj poglobljeno razumevanje o delu
s knjizˇnico OpenGL pa priporocˇam branje druge literature, na primer [17].
3.2.1 Prikazovanje vsebine OpenGL v Eclipse RCP
Knjizˇnica JOGL za prikaz vsebine OpenGL nudi razreda GLCanvas ter GLJPanel. Prvi je
razsˇiritev razreda Canvas iz knjizˇnice AWT, drugi pa razsˇirja JPanel iz knjizˇnice Swing.
Eclipse RCP priskrbi svojo izvedbo tovrstnega prikazovalnika, ki mu je prav tako ime
GLCanvas, le da temelji na knjizˇnici SWT. Gre za obicˇajno komponento graficˇnega vme-
snika, ki ji naredimo GL kontekst in ji preko tega konteksta izriˇsemo 3-D vsebino.
Postopek priprave komponente GLCanvas ter njenega GL konteksta je nakazan v pro-
gramski kodi 3.1. Ustvarjanje konteksta (vrstica 5) zahteva, da se predhodno dolocˇi
trenutno prikazovalno komponento (vrstica 4), saj se na tak nacˇin vzpostavi povezava
med obema. Do konteksta sme v danem trenutku dostopati le tista nit, ki si ga pred-
hodno prisvoji (vrstica 6). Da si ga lahko kasneje prisvoji katera druga nit, je potrebno
kontekst po uporabi vedno sprostiti (vrstica 8). Izkazˇe se, da se morajo v Eclipse RCP vse
operacije nad GL kontekstom vrsˇiti znotraj niti uporabniˇskega vmesnika, saj sicer lahko
prihaja do napak.
V vrstici 2 omogocˇimo sˇe dvojno medpomnjenje (angl. double buffering), s katerim
lahko vsako naslednjo sliko najprej pripravimo v posebnem medpomnilniku in jo sˇele nato
prikazˇemo s klicem swapBuffers() na komponenti GLCanvas. To preprecˇuje utripanje
slike, do katerega bi prihajalo, cˇe bi izrisovali neposredno na ekran.
1 GLData data = new GLData();
2 data.doubleBuffer = true;
3 canvas = new GLCanvas(parent, SWT.NONE, data);
4 canvas.setCurrent();
5 context = GLDrawableFactory.getFactory().createExternalGLContext();
6 context.makeCurrent();
7 initialize(context.getGL());
8 context.release();
Programska koda 3.1: Priprava komponente GLCanvas ter njenega GL konteksta.
Funkcija initialize() (vrstica 7) poskrbi za zacˇetne nastavitve GL konteksta ter
nastavitve, ki se tekom izvajanja ne bodo vecˇ bistveno spreminjale. V podrobnosti, kaj
vse bi ta funkcija lahko pocˇela, se tu ne bom spusˇcˇal.
3.2.2 Nastavljanje projekcije
Projekcijo je potrebno nastaviti ob vsaki spremembi velikosti prikazovalne komponente.
Postopek je prikazan v programski kodi 3.2. Najprej dolocˇimo izrisno okno (angl. vie-
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wport), ki zˇelimo, da zaobsega celotno prikazovalno komponento (vrtica 1). ww in hw
predstavljata zaslonsko velikost (sˇirino in viˇsino) te komponente. Nato preklopimo v
projekcijski matricˇni nacˇin (vrstica 2), da dolocˇimo projekcijsko transformacijo kamere.
Dolocˇimo jo tako, da projekcijsko matriko najprej nastavimo na identiteto (vrstica 3) in
jo zmnozˇimo s perspektivno matriko (vrstica 5). Parametre funkcije gluPerspective()
sem razlozˇil zˇe v poglavju 3.1.1. Preden nadaljujemo z risanjem scene, preklopimo nazaj
v oblikovni matricˇni nacˇin (vrstica 6).
1 gl.glViewport(0, 0, ww, hw);
2 gl.glMatrixMode(GL.GL PROJECTION);
3 gl.glLoadIdentity();
4 GLU glu = new GLU();
5 glu.gluPerspective(Θ, ws/hs==ww/hw, Dmin, Dmax);
6 gl.glMatrixMode(GL.GL MODELVIEW);
Programska koda 3.2: Nastavljanje projekcije v JOGL.
3.2.3 Prikaz kocke
Programska koda 3.3 izriˇse prednjo ploskev kocke oziroma kvadra, opisanega v poglavju
3.1. Najprej dolocˇimo velikost osnovne ploskve (vrstici 2 in 3), kot je opisano v poglavju
3.1.2. Razmerje pogleda osnovne ploskve (vrstica 1) vzamemo, da je enako razmerju
pogleda prikazovalne komponente. Sˇirino in globino kocke (vrstici 5 in 7) izracˇunamo
po enacˇbah 3.1 in 3.2. Za vpenjanje teksture na ploskev potrebujemo sˇe spremenljivke
levo, zgoraj, desno in spodaj (vrstice 8–11), ki so izracˇunane po tabeli 3.1. Povecˇavo
uposˇtevamo s premikom za p1
n nazaj po Z osi koordinatnega sistema (vrstica 13) v skladu
s povedanim v poglavju 3.1.3.
V vrstici 12 najprej nastavimo transformacijsko matriko na identiteto. To matriko
nato v naslednji vrstici zmnozˇimo z matriko translacije, ki prestavi koordinatni sistem na
mesto, kjer zˇelimo srediˇscˇe kocke. Sledi vrtenje okrog X (vrstica 14) ter nato sˇe okrog
Y osi (vrstica 15). V zacˇetku poglavja 3.1 sem omenil, da za nasˇ primer vrtenje okrog
Z osi ni smiselno. Sedaj, ko smo se postavili v koordinatni sistem kocke, lahko izriˇsemo
njene ploskve. Prednja ploskev se izriˇse med vrsticama 17 in 26. Konstanta GL QUADS
pove, da povrsˇino opisujemo s sˇtirikotniki. Posamezno ogliˇscˇe sˇtirikotnika oziroma ploskve
dolocˇimo z ukazom glVertec3f tako, da mu podamo koordinate v kockinem koordinatnem
sistemu. Predhoden ukaz glTexCoord2f pa za dano ogliˇscˇe pove, na katero tocˇko na
teksturi (lahko tudi izven nje) naj bo vpeto. Teksturo tid, ki jo vpenjamo na ploskev,
dolocˇimo v vrstici 16. O tem bom vecˇ povedal v poglavju 3.2.4.
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1 rs = rw = ww/hw;
2 hs = 2.0*tan(0.5*Θ);
3 ws = rs*hs;
4 state = 0.5 − 0.5*cos(2.0*φy);
5 w = (1.0 − state)*ws + state*hs;
6 h = hs;
7 d = state*ws + (1.0 − state)*hs;
8 levo = rs > rt ? 0.5*(1.0 − rs/rt) : 0.0;
9 zgoraj = rs < rt ? 0.5*(1.0 − rt/rs) : 0.0;
10 desno = rs > rt ? 0.5*(1.0 + rs/rt) : 1.0;
11 spodaj = rs < rt ? 0.5*(1.0 + rt/rs) : 1.0;
12 gl.glLoadIdentity();
13 gl.glTranslatef(0.0, 0.0, −0.5*hs − p1n);
14 gl.glRotatef(φx, 1.0, 0.0, 0.0);
15 gl.glRotatef(φy, 0.0, 1.0, 0.0);
16 gl.glBindTexture(GL.GL TEXTURE RECTANGLE ARB, tid);
17 gl.glBegin(GL.GL QUADS);
18 gl.glTexCoord2f(levo*wt, zgoraj*ht);
19 gl.glVertex3f(−0.5*w, 0.5*h, 0.5*d);
20 gl.glTexCoord2f(desno*wt, zgoraj*ht);
21 gl.glVertex3f(0.5*w, 0.5*h, 0.5*d);
22 gl.glTexCoord2f(desno*wt, spodaj*ht);
23 gl.glVertex3f(0.5*w, −0.5*h, 0.5*d);
24 gl.glTexCoord2f(levo*wt, spodaj*ht);
25 gl.glVertex3f(−0.5*w, −0.5*h, 0.5*d);
26 gl.glEnd();
Programska koda 3.3: Prikaz prednje ploskve s knjizˇnico JOGL.
3.2.4 Prosojnost in zlivanje tekstur
Pri dolocˇanju barve nekega gradnika lahko poleg treh osnovnih barvnih komponent (rdecˇe,
modre in zelene) podamo sˇe tako imenovano alfa vrednost, ki predstavlja stopnjo prosoj-
nosti (angl. transparency). Prav tako imajo teksture lahko poseben alfa sloj, ki dolocˇa
prosojnost vsake pike posebej.
Upodabljanje prosojnih gradnikov v 3-D prostoru prinese tudi nekatere dodatne tezˇave.
V splosˇnem je pri izrisovanju scene pomembna globina polozˇaja posameznih gradnikov, saj
lahko tisti, ki so blizˇje kameri, prekrivajo ostale. Za pravilen izris moramo zato izrisovati
gradnike v vrstnem redu od najbolj oddaljenega proti najblizˇjemu. V ta namen obstaja
precej algoritmov za razvrsˇcˇanje gradnikov, vendar nobeden ni enostaven za izvedbo.
Vseeno pa lahko problem zaobidemo z uporabo globinskega testa, ki povzrocˇi, da knjizˇnica
OpenGL za vsako tocˇko rasterske upodobitve poiˇscˇe ter izriˇse le najblizˇji gradnik v tisti
smeri. To pa deluje le, cˇe ta gradnik ni prosojen. Na srecˇo je razvrsˇcˇanje ploskev pri
kocki zelo enostavno. Aplikacija jPresenter jih razvrsti po razliki v kotu med njihovimi
normalami ter normalo prednje ploskve v stabilni legi.
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1 int TUNIT[] = new int[] { GL.GL TEXTURE0, GL.GL TEXTURE1, ... };
2 int tid[] = new int[M];
3 gl.glGenTextures(M, tid, 0);
4 for (int i = 0; i < M; i++); {
5 gl.glActiveTexture(TUNIT[i]);
6 gl.glBindTexture(GL.GL TEXTURE RECTANGLE ARB, tid[i]);
7 gl.glTexImage2D(GL.GL TEXTURE RECTANGLE ARB, 0, GL.GL RGBA, wt, ht, 0,
GL.GL RGBA, GL.GL UNSIGNED BYTE, tdata[i]);
8 gl.glTexParameteri(GL.GL TEXTURE RECTANGLE ARB, GL.GL TEXTURE WRAP S,
GL.GL CLAMP TO BORDER);
9 gl.glTexParameteri(GL.GL TEXTURE RECTANGLE ARB, GL.GL TEXTURE WRAP T,
GL.GL CLAMP TO BORDER);
10
11 double CONSTANT = new double[] { 0.9, 0.9, 0.9, 0.5 };
12 gl.glTexEnvdv(GL.GL TEXTURE ENV, GL.GL TEXTURE ENV COLOR, CONSTANT, 0);
13 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL TEXTURE ENV MODE, GL.GL COMBINE);
14 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL COMBINE RGB, GL.GL INTERPOLATE);
15 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL SOURCE1 RGB, GL.GL PREVIOUS);
16 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL OPERAND0 RGB, GL.GL SRC COLOR);
17 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL SOURCE0 RGB, GL.GL TEXTURE);
18 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL OPERAND1 RGB, GL.GL SRC COLOR);
19 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL SOURCE2 RGB, GL.GL CONSTANT);
20 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL OPERAND2 RGB, GL.GL SRC COLOR);
21 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL COMBINE ALPHA, GL.GL REPLACE);
22 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL SOURCE0 ALPHA, GL.GL CONSTANT);
23 gl.glTexEnvi(GL.GL TEXTURE ENV, GL.GL OPERAND0 ALPHA, GL.GL SRC ALPHA);
24
25 gl.glEnable(GL.GL TEXTURE RECTANGLE ARB);
26 }
27 ...
28 gl.glBegin(GL.GL QUADS);
29 for (i = 0; i < M; i++) gl.glMultiTexCoord2d(TUNIT[i], levo, zgoraj);
30 gl.glVertex3f(−0.5*w, 0.5*h, 0.5*d);
31 for (i = 0; i < M; i++) gl.glMultiTexCoord2d(TUNIT[i], desno, zgoraj);
32 gl.glVertex3f(0.5*w, 0.5*h, 0.5*d);
33 for (i = 0; i < M; i++) gl.glMultiTexCoord2d(TUNIT[i], desno, spodaj);
34 gl.glVertex3f(0.5*w, −0.5*h, 0.5*d);
35 for (i = 0; i < M; i++) gl.glMultiTexCoord2d(TUNIT[i], levo, spodaj);
36 gl.glVertex3f(−0.5*w, −0.5*h, 0.5*d);
37 gl.glEnd();
Programska koda 3.4: Zlivanje tekstur na ploskev.
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Vpenjanje teksture sem opisal zˇe na primeru v programski kodi 3.3. Konstanta
GL TEXTURE RECTANGLE ARB v vrstici 16 pove, da je tekstura podana z uporabo OpenGL
razsˇiritve ARB texture rectangle. Za razliko od standardnih tekstur (GL TEXTURE 2D) so
te teksture lahko poljubnih dimenzij in sˇirina ter viˇsina nista nujno potenci sˇtevila 2.
Po drugi strani ta razsˇiritev ni nujno povsod podprta, zato se velja pred uporabo o tem
prepricˇati z ukazom isExtensionAvailable(), ki je del knjizˇnice JOGL.
Na isto ploskev lahko vpnemo tudi vecˇ tekstur in jim dolocˇimo prakticˇno poljuben
nacˇin zlivanja. To omogocˇa OpenGL razsˇiritev GL ARB multitexture. Maksimalno sˇtevilo
tekstur, ki jih lahko vpnemo na eno ploskev, je odvisno od sˇtevila razpolozˇljivih teksturir-
nih enot. Ugotovimo ga lahko z ukazom glGetIntegerv(GL MAX TEXTURE UNITS, val,
0).
Programska koda 3.4 prikazuje primer zlivanja M tekstur, opisanih v polju tdata.
Polje TUNIT (vrstica 1) vsebuje identifikatorje teksturirnih enot. Posamezno teksturirno
enoto aktiviramo v vrstici 5 in s tem povemo, da se nanjo navezujejo vse nadaljnje opera-
cije. V vrstici 6 ji izberemo teksturo, ki jo v naslednji vrstici nalozˇimo v videopomnilnik z
ukazom glTexImage2D(). Vrstici 8 in 9 dolocˇata, kako naj se tekstura nadaljuje na tistih
delih ploskve, ki jih eksplicitno ne prekriva.
Nacˇin zlivanja tekstur dolocˇajo vrstice 11–23. V konkretnem primeru se barvne kom-
ponente interpolirajo (vrstica 14) od prejˇsnjih vrednosti (vrstici 15 in 16) do vrednosti
trenutne teksture (vrstici 17 in 18) za konstanten faktor 0.9 (vrstice 11, 19 in 20). Alfa
vrednosti pa se nadomestijo (vrstica 21) za konstantno vrednost 0.5 (vrstice 11, 22 in 23).
Vrstice 28–37 v bistvu nadomesˇcˇajo vrstice 17–26 v programski kodi 3.3 tako, da
na posamezno ogliˇscˇe ploskve vpnejo vseh M tekstur, dolocˇenih (vrstica 6) posameznim
teksturirnim enotam.
3.3 Opis scene in animacije
V poglavju 3.2 smo si na kratko ogledali, kako bi zastavljen problem resˇili neposredno z
uporabo knjizˇnice JOGL. Tak proceduralen pristop je precej tog in neroden za upoda-
bljanje kompleksnejˇse grafike, zato bom sedaj vpeljal bolj intuitiven objekten model za
opis 3-D scene in animacije. Zˇe v uvodu (poglavje 1.4.3) je bilo govora o visokonivojskih
programskih vmesnikih za delo s 3-D grafiko ter o tako imenovanih grafih scen. Nekaj
podobnega sem razvil za aplikacijo jPresenter.
3.3.1 Scena
Diagram razredov na sliki 3.5 prikazuje razrede za opis scene. Abstraktni razred Scene
predstavlja celotno sceno, ki se s funkcijo draw() izriˇse bodisi v podan ali pa privzet GL
kontekst. Za privzet kontekst mora poskrbeti razsˇiritev tega razreda, ki praviloma vsebuje
komponento graficˇnega vmesnika za izris 3-D vsebine (npr. razred SWTScene vsebuje
komponento GLCanvas iz knjizˇnice SWT – poglavje 3.2.1). To tesno zdruzˇevanje scene in
graficˇne komponente oziroma njenega GL konteksta je smiselno, kadar je sama vsebina
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+Scene()
+addObject(object : SceneObject) : void
+appendTransition(transition : ITransition) : void
+draw() : void
+draw(context : GLContext, observer : SceneObserver) : void
+updateState(msec : long) : boolean
+setObserver(observer : SceneObserver) : void
Scene
+SceneIlluminant()
+draw(gl : GL) : void
SceneIlluminant
+activateTransition(transition : ISceneObjectTransition) : boo...
+stopTransformTransitions() : void
+evaluateState() : void
+initialize(scene : Scene) : void
+draw(gl : GL) : void
SceneObject
+SceneObserver(fovy : double)
+draw(gl : GL) : void
+canvasResized(width : int, height : int) : void
+observe(gl : GL) : void
+prepare(gl : GL) : void
SceneObserver
+SceneSurfaceObject()
+SceneSurfaceObject(transform : RigidTransform, surface : I...
+activateTransition(transition : ISceneObjectTransition) : boo...
+stopSurfaceTransitions() : void
+evaluateState() : void
SceneSurfaceObject
+SceneCube(fovy : double, depthSort : boolean, textureProv...
+evaluateState() : void
+draw(gl : GL) : void
+canvasResized(width : int, height : int) : void
+settle(rotationType : CubeRotationTransitionType, surfaceT...
+show(rotationType : CubeRotationTransitionType, surfaceT...
+show(rotationType : CubeRotationTransitionType, surfaceT...
+update(transitionType : SurfaceTransitionType, index : int, ...
SceneCube
+SceneRectangle(transform : RigidTransform, surface : ISurf...
+setSize(width : double, height : double, ratio : double) : void
+evaluateState() : void
+draw(gl : GL) : void
+setSurfaceDetail(surface : ISurfaceDetail) : void
SceneRectangle
+SWTScene(canvas : GLCanvas)
+draw() : void
SWTScene
1scene
* objects
1
observer
6
faces
Slika 3.5: UML diagram razredov scene.
+activate() : void
Transition
+InterpolationFunctionTransition(object : SceneObj...
+update(msec : long) : long
+stop() : void
InterpolationFunctionTransition
+activate() : void
+getSceneObject() : SceneObject
SceneObjectTransition+activate() : void
+update(msec : long) : long
+stop() : void
ITransition
+exclusive : boolean
+transitionType : TransitionType
+sceneObject : SceneObject
ISceneObjectTransition
+appendTransition(transition : ITransition) : void
+activate() : void
+update(msec : long) : long
+stop() : void
+isComplete() : boolean
ParallelTransition
+appendTransition(transition : ITransition) : void
+activate() : void
+update(msec : long) : long
+stop() : void
+isComplete() : boolean
SequentTransition
+AdvancedRegulatedTransformTransition(object : S...
+move(dx : double, dy : double) : void
+rotate(drx : double, dry : double) : void
+zoom(dzoom : int) : void
+stop() : void
+update(msec : long) : long
+impose(transform : RigidTransform) : void
+isExclusive() : boolean
+getTransitionType() : TransitionType
AdvancedRegulatedTransformTransition
+TransformStateTransition(object : SceneObject, de...
+impose(transform : RigidTransform) : void
+isExclusive() : boolean
+getTransitionType() : TransitionType
TransformStateTransition
+TransformTransition(object : SceneObject, transfor...
+TransformTransition(object : SceneObject, transfor...
+impose(transform : RigidTransform) : void
+isExclusive() : boolean
+getTransitionType() : TransitionType
TransformTransition
+StepTransformTransition(object : SceneObject, ste...
+isComplete() : boolean
+update(msec : long) : long
+stop() : void
+impose(transform : RigidTransform) : void
+isExclusive() : boolean
+getTransitionType() : TransitionType
StepTransformTransition
+TextureSurfaceTransition(object : SceneObject, de...
+impose(surface : IAlphaSurfaceDetail) : void
+getTransitionType() : TransitionType
+isExclusive() : boolean
TextureSurfaceTransition
+createNew() : IInterpolationFunction
+setFinalValue(newValue : double, timePassed : lon...
+evaluate(timePassed : long) : InterpolationResult
IInterpolationFunction
1 position
* transitions
1 interpolation
* transitions
1 rotation
Slika 3.6: UML diagram razredov prehajanja.
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scene odvisna od velikosti prikazovalnika, kot sta v nasˇem primeru denimo dimenzija kocke
in locˇljivost tekstur.
Omenjena funkcija draw() izriˇse trenutno stanje. Stanje se mora predhodno osvezˇiti
glede na cˇas, ki je pretekel od zadnje osvezˇitve. Za to poskrbi funkcija updateState(), ki
jo iz posebne niti, tempirane na dolocˇen cˇasovni interval, klicˇe primerek razreda Player.
Povratna logicˇna vrednost te funkcije pove, ali se je karkoli spremenilo. Le v primeru, cˇe
je do spremembe priˇslo, se nato asinhrono iz niti uporabniˇskega vmesnika izvede funkcija
draw(). Obe funkciji morata biti sinhronizirani, da preprecˇimo izrisovanje nekonsistentnih
oziroma deloma osvezˇenih stanj.
Sceni s klicanjem funkcije addObject() dodajamo objekte, ki so izvedbe abstrak-
tnega razreda SceneObject. Tovrstni objekti so lahko kamere (SceneObserver), svetila
(SceneIlluminant) ali pa konkretni objekti v prostoru. Nadalje so lahko hierarhicˇno
sestavljeni iz drugih podobjektov (npr. kocka SceneCube je sestavljena iz sˇestih ploskev
SceneRectangle). Vsak objekt ima dolocˇen polozˇaj in orientacijo v prostoru, za svoj
izris pa poskrbi v funkciji draw(), ki jo rekurzivno po celotnem grafu scene izvaja prej
omenjena istoimenska funkcija razreda Scene. Polozˇaj in orientacija sta dve izmed la-
stnosti stanja objekta, ki ju skozi tok animacije spreminjajo primerki razredov prehajanja
(diagram 3.6). Med ostale tovrstne lastnosti sˇtejemo sˇe stopnjo prosojnosti povrsˇine na
objektih, ki so primerki razsˇiritve abstraktnega razreda SceneSurfaceObject.
3.3.2 Prehajanje stanj
Kot je bilo recˇeno, za animacijo skrbijo razredi prehajanja (angl. transition), ki so pri-
kazani na diagramu 3.6. V osnovi vsi razsˇirajo abstraktni razred Transition in izvajajo
vmesnik ITransition. Posamezen primerek razreda prehajanja je bodisi vsebovalnik
drugih primerkov ali pa povzrocˇa prehajanje stanja nekega tocˇno dolocˇenega objekta v
sceni. Vsebovalnika sta denimo razreda ParallelTransition in SequentTransition, ki
vzporedno oziroma zaporedno izvajata vsebovane primerke razredov prehajanja.
Prehajanje stanja dolocˇenega objekta v sceni povzrocˇajo tisti razredi prehajanja, ki
izvajajo vmesnik ISceneObjectTransition oziroma razsˇirajajo abstraktni razred Sce-
neObjectTransition. Nekateri si pri preracˇunavanju vmesnih stanj pomagajo z inter-
polacijskimi funkcijami (poglavje 3.3.3) in praviloma razsˇirjajo abstraktni razred Inte-
rpolationFunctionTransition. Interpolacijska funkcija na osnovi cˇasa, ki je pretekel
od aktivacije primerka razreda prehajanja, izracˇuna pot opravljenega prehoda. Razlicˇne
izvedbe interpolacijske funkcije omogocˇajo razlicˇno dinamiko prehajanja.
Prehajanje se lahko navezuje na prostorsko stanje objekta (polozˇaj in orientacija v
prostoru), ki je opisano z razredom RigidTransform, ali pa na nekatere druge lastnosti,
kot je na primer stopnja prosojnosti, stopnja prelivanja dveh tekstur (angl. cross dissolve)
. . . Primerek razreda prehajanja se pricˇne izvajati na pripadajocˇem objektu ob klicu funk-
cije activate(), kar se zgodi, ko je dodan v sceno s funkcijo appendTransition(), ali pa
ko pride na vrsto za izvajanje v primerkih prej omenjenih vsebovalnih razredov prehajanja
ParallelTransition in SequentTransition.
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Postopek osvezˇevanja prostorskih stanj objektov v sceni je prikazan z algoritmom 3.1.
Trenutna stanja posameznega objekta se vedno izracˇunavajo glede na njegovo zacˇetno
stanje. Cˇe je na danem objektu dolocˇenih vecˇ aktivnih primerkov prehajanja, se ti ob
vsaki osvezˇitvi, v enakem vrstnem redu, kot so bili aktivirani, eden za drugim (zanka v
koraku 6) odrazijo na stanju T – ga transformirajo (korak 8). Stanje T je prednastavljeno
na identiteto (korak 5). Prehajanje P je v prvi iteraciji zanke (korak 6) vedno primerek
koncˇanega prehajanja, ki predstavlja zacˇetno stanje objekta (komentar 7).
Ker se tudi ostala prehajanja lahko enkrat koncˇajo, jih je smiselno nekako izkljucˇiti
iz postopka vsakokratnega osvezˇevanja, sicer se z aktiviranjem novih prehajanj dolzˇina
zanke le povecˇuje. Cˇe bi bile transformacije komutativne, bi lahko vsako zakljucˇeno pre-
hajanje kar izbrisali in ustrezno popravili zacˇetno stanje – recimo temu, da bi zakljucˇeno
prehajanje zdruzˇili v prehajanje, ki predstavlja zacˇetno stanje. Zˇal temu ni tako, zato pa
lahko izkoristimo asociativnost transformacij, kar nam omogocˇa, da zdruzˇujemo zaporedna
koncˇana prehajanja (koraki 10–14).
Kot dodatno optimizacijo izkoristimo sˇe lastnost nekaterih izvedb razredov prehajanja.
Prehajanje namrecˇ v svojem koncˇanem stanju prostorsko stanje T , bodisi popolnoma
povozi (popravljeno stanje T ′ = P (T ) ni odvisno T ) bodisi ga le prilagodi (T ′ je odvisno
od T ). V prvem primeru lahko odmislimo vse primerke prihajanj, ki se odrazˇajo na T
pred tem primerkom, stanje tega primerka pa dolocˇimo za novo zacˇetno stanje objekta
(korak 11).
1: za vsak aktiven primerek prehajanja P :
2: osvezˇi trenutno stanje prehajanja P za dan cˇas od prejˇsnje osvezˇitve ∆t
3: konec za
4: za vsak objekt O v sceni :
5: T ← I
6: za vsak aktiven primerek prehajanja P objekta O :
7: {prvi primerek P vedno predstavlja zacˇetno stanje objekta O}
8: T ← P (T ) {prehajanje P odrazi svoje trenutno stanje na prostorskem stanju T}
9: cˇe prehajanje P je koncˇano potem
10: cˇe P (T ) je neodvisno od T {P v koraku 8 povozi T} potem
11: zbriˇsi vsa predhodna prehajanja {tudi cˇe niso koncˇana}
12: sicer cˇe prejˇsnje prehajanje P ′ je koncˇano potem
13: zdruzˇi P ′ in P {v tem vrstnem redu!}
14: konec cˇe
15: konec cˇe
16: P ′ ← P
17: konec za
18: konec za
Algoritem 3.1: Osvezˇevanje prostorskih stanj objektov.
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Prehajanje prostorskega stanja po korakih
Gre za najenostavnejˇso obliko prehajanja, ki ne uposˇteva cˇasa od zadnje osvezˇitve in se
zato zanasˇa na tocˇnost osvezˇevanja animacije. Izvedena je v razredu StepTransformTra-
nsition. Nad prostorskim stanjem objekta N -krat odrazi podano prostorsko transfor-
macijo, pri cˇemer je N sˇtevilo osvezˇitev oziroma korakov od zacˇetka izvajanja.
Postopno prehajanje v novo prostorsko stanje
Pri tej obliki prehajanja se ob vsaki osvezˇitvi prostorsko stanje objekta interpolira (do-
datek A) v podano ciljno stanje za delezˇ, ki ga ugotovi s pomocˇjo podane interpolacijske
funkcije. Izvaja jo razred TransformStateTransition. Ko je tako prehajanje gotovo,
vsa ostala prehajanja, ki se vrsˇijo pred njim, izgubijo vpliv in jih lahko pobriˇsemo (korak
11 algoritma 3.1).
Postopno prehajanje za dano spremembo prostorskega stanja
Ta oblika je izvedena v razredu TransformTransition. Z vsako osvezˇitvijo prostorskega
stanja objekta se to transformira za izracˇun interpolacije med identiteto ter podano trans-
formacijo (dodatek A). Delezˇ interpolacije ugotovi s pomocˇjo podane interpolacijske funk-
cije. Ko je prehajanje gotovo, se lahko zdruzˇi s sosednjimi koncˇanimi prehajanji (korak
13 algoritma 3.1).
Uporabniˇsko vodeno prehajanje stanja
Uporabniˇsko vodeno prehajanje stanja je namenjeno predvsem navigaciji objektov s po-
mocˇjo miˇske (poglavje 3.4.2). Izvedeno je v razredu AdvancedRegulatedTransformTra-
nsition. Smisel tega prehajanja je, da objekt (orientacija in polozˇaj) sledi premikom
miˇske, vendar hkrati omogocˇa uposˇtevanje dolocˇene vztrajnosti, s cˇimer zgladi njegovo
gibanje tudi v primeru naglih premikov miˇske. Za preracˇunavanje vmesnih stanj si po-
maga z ravninskimi interpolacijskimi funkcijami (poglavje 3.3.4), ki se morajo znati tudi
dinamicˇno prilagajati spreminjanju ciljne lokacije.
3.3.3 Interpolacijske funkcije
Interpolacijska funkcija je funkcija poti opravljenega prehoda v odvisnosti od pretecˇenega
cˇasa t. Definirana je v skladu s preslikavo 3.4. Notranje stanje ji med drugim dolocˇa
koncˇna pot s, na osnovi katere je mozˇno izracˇunati delezˇ opravljenega prehoda.
s(t) : [0, T ]→ < ; s(0) = 0, s(T ) = s (3.4)
Vse interpolacijske funkcije izvajajo vmesnik IInterpolationFunction. Funkcija
evaluate() za podan tenutek t vrne strukturo InterpolationResult, ki poleg opra-
vljene poti pove sˇe, ali je bilo prehajanje koncˇano, ter cˇas, ki je v tem primeru ostal.
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Opozoriti velja, da to, da je pot enaka koncˇni poti, sˇe ne pomeni nujno, da je prehajanje
koncˇano. Prav tako lahko pot vmes tudi prekoracˇi koncˇno pot, kot v primeru dusˇene
nihajocˇe interpolacijske funkcije (graf 3.8(f)).
Dani interpolacijski funkciji lahko koncˇno pot naknadno spremenimo s funkcijo setFi-
nalValue(). Pri tem poleg nove vrednosti koncˇne poti podamo sˇe cˇas, ob katerem naj
bi do spremembe priˇslo, da funkcija po potrebi ustrezno prilagodi svoje notranje stanje.
Nekatere interpolacijske funkcije namrecˇ potrebujejo ta cˇas, da lahko ohranijo zveznost
poti v odvisnosti od cˇasa s(t).
Takojˇsnja interpolacijska funkcija
Takojˇsna interpolacijska funkcija (graf 3.8(a)) do podanega cˇasa T vracˇa 0, nato pa se v
trenutku koncˇa in pricˇne vracˇati koncˇno pot s. Ni tezˇko ugotoviti, da funkcija poti s(t)
ni zvezna.
Zakasnjena interpolacijska funkcija
Podobno kot takojˇsnja funkcija cˇaka podan cˇas T , le da nato pricˇne izvajati drugo inter-
polacijsko funkcijo.
Linearna interpolacijska funkcija
Linearna interpolacijska funkcija (graf 3.8(b)) s podano konstantno hitrostjo v linearno
povecˇuje pot s(t), dokler ta ne pride do koncˇne poti s. Pot s(t) je zvezna C0, saj ima
zˇe prvi odvod v(t) tocˇki nezveznosti na zacˇetku ter koncu intervala [0, T = s/v]. Za
ohranjanje zveznosti C0 se pri spremembi koncˇne poti s tej interpolacijski funkciji ni
potrebno posebej prilagajati.
Pospesˇena interpolacijska funkcija
Pospesˇena interpolacijska funkcija (graf 3.8(c)) s podanim konstantnim pospesˇkom a li-
nearno povecˇuje hitrost v(t) ter kvadraticˇno pot s(t), dokler ta ne pride do koncˇne poti
s. Pot s(t) je enako kot pri linearni interpolacijski funkciji zvezna C0, saj ima v(t) tocˇko
nezveznosti na koncu intervala [0, T =
√
2s/a]. Za ohranjanje zveznosti C0 se pospesˇeni
interpolacijski funkciji pri spremembi koncˇne poti s ni potrebno posebej prilagajati.
Pospesˇena in zavirana interpolacijska funkcija
Ta interpolacijska funkcija (graf 3.8(d)) je podobna pospesˇeni interpolacijski funkciji, le
da pospesˇuje samo prvo polovico cˇasa, nato pa z nasprotno enakim pospesˇkom −a zavira.
Pot s(t) je tu zvezna C1, saj je prvi odvod v(t) zvezen povsod, drugi odvod a(t) pa ima
tri tocˇke nezveznosti (0, T/2 in T ). V primeru spremembe koncˇne poti s je prilagajanje
te interpolacijske funkcije odvisno od tega, v katerem trenutku do te spremembe pride.
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(e) Zglajena interpolacijska funkcija
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(f) Dusˇeno nihajocˇa interpolacijska funk. (N = 1.5)
Slika 3.7: Grafi hitrosti in poti interpolacijskih funkcij.
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(b) Funkcija sinc (N = 1.5) in okenska funkcija
Slika 3.8: Izpeljava dusˇeno nihajocˇe interpolacijske funkcije.
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Zglajena interpolacijska funkcija
Zglajena interpolacijska funkcija (graf 3.8(e)) je zvezna C1, cˇetudi gre za zamaknjeno in
raztegnjeno kosinusno funkcijo. Njen drugi odvod a(t) ima namrecˇ tocˇki nezveznosti na
robovih intervala [0, T = s/v]. Zato pa je za razliko od pospesˇene in zavirane interpola-
cijske funkcije zvezen C∞ povsod znotraj tega intervala. Za ohranjanje zveznosti C0 je
pri spremembni koncˇne poti s kar precej dela, zato tega postopka tu ne bom opisoval.
Dusˇeno nihajocˇa interpolacijska funkcija
Dusˇeno nihajocˇa interpolacijska funkcija je v bistvu zamaknjena, raztegnjena in z oken-
sko funkcijo porezana sinc funkcija. V primeru uporabe Hannove okenske funkcije (graf
3.9(a)) se nihanje sinc funkcije do cˇasa T zvezno zadusˇi. Racˇuna se tako, da se od 1 odsˇeje
produkt zamaknjene Hannove funkcije in sinc funkcije, kot sta prikazani na grafu 3.9(b),
ter se razliko pomnozˇi s koncˇno potjo s. Pri sˇtevilu valov N = 1.5 sinc funkcije je rezultat
funkcija, prikazana na grafu 3.8(f). Spreminjanje koncˇne poti s sredi prehajanja pri tej
interpolacijski funkciji ni smiselno in zato v aplikaciji jPresenter ni podprto.
3.3.4 Ravninske interpolacijske funkcije
V poglavju 3.3.3 sem govoril o interpolacijskih funkcijah, ki slikajo cˇas v neko skalarno
kolicˇino, ki smo ji rekli pot. Sedaj si bomo ogledali funkcije ~r(t), ki cˇas t preslikajo v
tocˇko na ravnini oziroma vektor dveh komponent (x, y).
~r(t) : [0, T ]→ <×< ; ~r(0) = ~r0, ~r(T ) = ~r1 (3.5)
Potrebo po ravninskih interpolacijskih funkcijah sem izpostavil, ko je bilo govora o
uporabniˇsko vodenem prehajanju stanja oziroma o razredu AdvancedRegulatedTransfo-
rmTransition. Ideja je, da neko prehajanje z zvezno hitrostjo sledi gibanju miˇske in s
pomocˇjo ravninske interpolacijske funkcije oblazˇi sunkovite premike. Prehajanje se nato z
neko cˇasovno zakasnitvijo koncˇa na mestu, kjer se je miˇska ustavila. Cˇasovna zakasnitev
in trajektorija, ki jo opiˇse, zavisita od lastnosti ravninske interpolacijske funkcije.
Ravninske interpolacijske funkcije izvajajo dve interpolaciji. Ena je interpolacija poti,
ki preslika nek delezˇ v koordinatno tocˇko na trajektoriji. Druga interpolacija pa ugotavlja
delezˇ v odvisnosti od cˇasa in gre v bistvu za eno izmed skalarnih interpolacijskih funkcij,
opisanih v poglavju 3.3.3. Prva torej interpolira trajektorijo, druga pa gibanje po tej
trajektoriji.
Linearna ravninska interpolacijska funkcija
Najpreprostejˇsa izvedba ravninske interpolacijske funkcije je z uporabo linearne interpo-
lacije, ki vmesno tocˇko med A = (Ax, Ay) in B = (Bx, By) ob cˇasu t izracˇuna kot:(
Ax + (Bx − Ax) s(t)− sA
sB − sA , Ay + (By − Ay)
s(t)− sA
sB − sA
)
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s(t) je poljubna skalarna interpolacijska funkcija in sB njena koncˇna pot. sA je sku-
pna pot, opravljena do tocˇke A. Koncˇno pot sB sproti prilagajamo kot skupno dolzˇino
opravljene ter nacˇrtovane trajektorije in je enaka vsoti evklidskih razdalj vseh parov za-
porednih tocˇk, ki trajektorijo opisujejo. Ker bi bilo vsakokratno preracˇunavanje celotne
poti potratno in neucˇinkovito, lahko koncˇno pot ob vsakem premiku miˇske popravimo le
z izracˇunom njene spremembe. Cˇe se na primer miˇska premakne iz tocˇke B v B′, ko je
prehajanje v tocˇki X med A in B, se nova koncˇna pot izracˇuna po enacˇbi:
sB′ = sB +
√
∆x(X,B′)2 +∆y(X,B′)2 −
√
∆x(X,B)2 +∆y(X,B)2
Zglajena ravninska interpolacijska funkcija
Trajektorija, ki jo prehajanje opiˇse pri linearni ravninski interpolacijski funkciji, je C0
zvezna, kar pomeni, da gre v bistvu za lomljeno cˇrto. Sedaj bom opisal tri oblike zglajene
ravninske interpolacijske funkcije, ki temeljijo na sestavljenih Be´zierovih krivuljah tretje
stopnje oziroma na posebnem primeru le-teh, imenovanem kubicˇni B-zlepek (angl. B-
spline) [14]. Sestavljene Be´zierove krivulje so C2 zvezne povsod razen v sticˇiˇscˇih dveh
zaporednih krivulj, kjer jim bom zagotovil vsaj C1 zveznost. Z B-zlepkom pa bom opisal
celotno trajektorijo, kar pomeni, da bo tedaj interpolacijska funkcija C2 zvezna vzdolzˇ
celotne svoje dolzˇine.
Parametricˇna definicija Be´zierove krivulje tretje stopnje je za t ∈ [0, T ] podana z
enacˇbo 3.6. V nadaljevanju bosta potrebna sˇe njena prva odvoda (enacˇbi 3.7 in 3.8).
A(t) =
1
T 3
(
(T − t)3A0 + 3t(T − t)2A1 + 3t2(T − t)A2 + t3A3
)
(3.6)
A′(t) =
3
T 3
(
(T − t)2(A1 − A0) + 2t(T − t)(A2 − A1) + t2(A3 − A2)
)
(3.7)
A′′(t) =
6
T 3
((T − t)(A0 − 2A1 + A2) + t(A1 − 2A2 + A3)) (3.8)
Sliki 3.9 in 3.10 z odebeljeno polno cˇrto prikazujeta Be´zierovo krivuljo s kontrolnimi
tocˇkami A0, A1, A2 in A3. Ko je prehajanje v cˇasu t in se nahajamo v tocˇki A03, se
ciljna tocˇka A3 prestavi v A
′
3. Tocˇka A03 se na podlagi cˇasa t ugotovi z uporabo de
Casteljaujevega algoritma, tako da rekurzivno dolocˇimo tocˇke A(i)(j) = A(i)(j−1) · 1−tT +
A(i+1)(j) · tT , kjer izhajamo iz Aii = Ai.
Omenjen algoritem v bistvu Be´zierovo krivuljo A(t) razbije na dve Be´zierovi krivulji
Aa(t ∈ [0, Ta]) in Ab(t ∈ [0, Tb]). Aa(t) je opisana s kontrolnimi tocˇkami A0, A01, A02 in
A03, Ab(t) pa z A03, A13, A23 in A3. Cˇe zˇelimo ohraniti C
1 zveznost v njunem sticˇiˇscˇu
A03, mora veljati A
′
a(Ta) = A
′
b(0). Po enacˇbi 3.7 to pomeni:
3
Ta
(A03 − A02) = 3
Tb
(A13 − A03) A13 − A03
A03 − A02 =
Tb
Ta
(3.9)
Iz tega sledi, da je A13 enolicˇno dolocˇena in da so A02, A03 in A13 kolinearne.
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Slika 3.9: Zglajena ravninska interpolacija po Be´zierovi krivulji.
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Slika 3.10: Zglajena ravninska interpolacija po B-zlepku.
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Mimogrede naj omenim sˇe, da so Be´zierove krivulje zˇe same po sebi po gibanju inter-
polirane tako, da je gibanje na bolj ravnih odsekih hitrejˇse od gibanja na krivinah. Cˇetudi
je to gibanje zvezno za t ∈ (0, T ), pa to ne velja za krajiˇscˇni tocˇki A(0) in A(T ). Torej
nimamo speljevanja in zaviranja. Iz tega razloga je sˇe vedno smiselna uporaba skalarne
interpolacijske funkcije za preslikavo dejanskega cˇasa v cˇas t, ki ga potrebujemo za izracˇun
tocˇke Be´zierove krivulje.
Druga tezˇava je dolocˇitev cˇasa T za dano Be´zierovo krivuljo. Ta cˇas bi lahko bil so-
razmeren z dolzˇino krivulje, toda te dolzˇine ni mogocˇe analiticˇno izracˇunati [22]. Za grob
priblizˇek si lahko pomagamo z vsoto evklidskih razdalj zaporednih parov kontrolnih tocˇk.
Z uporabo rekurzivne poddelitve (angl. recursive subdivision) bi tak izracˇun konvergiral
proti eksaktni resˇitvi. Po drugi strani je smiselno v nasˇem primeru uporabiti tudi kon-
stanten in sorazmerno majhen T za vsak premik miˇske, ne glede na razdaljo. Tako bi
zagotovili, da se prehod vedno koncˇa v konstantnem cˇasu od zadnjega premika miˇske.
Oglejmo si sedaj tri mozˇne resˇitve prilagajanja trajektorije gibanja ob spremembi ciljne
tocˇke A3 → A′3:
(i) V tocˇki A03 (slika 3.9) ohranimo C
1 zveznost v skladu z enacˇbo 3.9. A′3 kot recˇeno
dolocˇi uporabnik z miˇsko, za A′13 pa velja:
A13 =
Tb
Ta
(A03 − A02) + A03 (3.10)
Tocˇka A23 je v tem primeru svobodna. Za funkcijo preslikave te tocˇke zˇelimo, da
je reverzibilna. Torej, cˇe uporabnik takoj prestavi miˇsko nazaj v A3, pricˇakujemo,
da se tudi preslikava te tocˇke preslika nazaj v A23. Oglejmo si dva mozˇna primera
reverzibilne funkcije preslikave tocˇke A23:
(a) Tocˇko A23 obdrzˇimo na istem mestu. Na sliki 3.9 je dobljena krivulja oznacˇena
z dolgo prekinjeno odebeljeno cˇrto. Nadaljevanje krivulje je v tem primeru
odvisno tudi od prvotno zastavljene poti (tocˇke A3).
(b) Tocˇko A23 preslikamo v A
′
23 tako, da velja
A′3−A23′
A′23−B =
A3−A23
A23−B , kjer je B presecˇiˇscˇe
premic, nosilk daljic A03A13 in A23A3. Na sliki 3.9 je dobljena krivulja oznacˇena
s kratko prekinjeno odebeljeno cˇrto. Za razliko od (a) se ta krivulja nadaljuje
neodvisno od prvotno zastavljene poti.
(ii) V tocˇki A03 (slika 3.10) zˇelimo ohraniti C
2 zveznost. Veljati mora tako enacˇba 3.9
za zveznost v prvem odvodu kot tudi A′′a(Ta) = A
′′
b (0). Z uporabo enacˇbe 3.8 slednjo
enakost izpeljemo v:
6
T 2a
(A01 − 2A02 + A03) = 6
T 2b
(A03 − 2A13 + A23)
A03 − 2A13 + A23
A01 − 2A02 + A03 =
(
Tb
Ta
)2
(3.11)
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A23 =
(
Tb
Ta
)2
(A01 − 2A02 + A03)− A03 + 2A13 (3.12)
Iz povedanega sledi, da sta v tem primeru enolicˇno dolocˇeni tako tocˇka A13 oziroma
A′13 (enacˇba 3.10) kot tudi tocˇka A23 oziroma A
′
23 (enacˇba 3.12). Poenostavljen
primer take krivulje (Ta = Tb) je na sliki 3.10 prikazan s prekinjeno odebeljeno cˇrto.
Krivuljo, sestavljeno iz n kubicˇnih Be´zierovih krivulj, lahko opiˇse enakomeren (angl.
uniform) B-zlepek z n+3 kontrolnimi oziroma de Boorovimi tocˇkami (Pi, i ∈ [0, n+
2]) [11]. To je sˇtirimi za opis prve Be´zierove krivulje in po eno za vsako nadaljnjo
krivuljo, ki doda po eno svobodno tocˇko.
Na sliki 3.10 nasˇ primer krivulje opisuje B-zlepek s kontrolnimi tocˇkami P0, P1, P2,
P3 in P4 na cˇasovnem intervalu [t3, t5]. Za vozle t0 . . . t8 smo rekli, da so enakomerni,
veljati pa mora t5 − t3 = Ta + Tb. Cˇas tocˇke A03 izracˇunamo po enacˇbi t′ = t3 +
(t5 − t3) TaTa+Tb in je v nasˇem primeru (Ta = Tb) kar enak t′ = t4.
Kontrolne tocˇke lahko dolocˇimo z uporabo de Boor-Coxovega algoritma [9, 7], cˇe
izracˇunamo tocˇke nasˇega B-zlepka v trenutkih t3, t
′ = t4 in t5. De Boor-Coxov
algoritem je v bistvu posplosˇitev de Castaljaujevega algoritma za poljubne B-zlepke:
P (t) = P ki (t) ; t ∈ [ti, ti+1] (3.13)
P ji (t) =
{
(1− rji )P j−1i−1 (t)− rjiP j−1i (t) ; j > 0
Pi ; j = 0
(3.14)
rji =
t− ti
ti+k+1−j − ti (3.15)
V nasˇem primeru gre za kubicˇen enakomeren B-zlepek in je zato k = 3, za vozle pa
lahko vzamemo tx = x, saj se dolzˇine intervala pokrajˇsajo. Pri t = t3 dobimo:
P (t3) = P
3
3 (t3) =
(
1− t3 − t3
t4 − t3
)
P 22 (t3) +
t3 − t3
t4 − t3P
2
3 (t3) = P
2
2 (t3)
P 22 (t3) =
(
1− t3 − t2
t4 − t2
)
P 11 (t3) +
t3 − t2
t4 − t2P
1
2 (t3) =
1
2
(
P 11 (t3) + P
1
2 (t3)
)
P 12 (t3) =
(
1− t3 − t2
t5 − t2
)
P 01 (t3) +
t3 − t2
t5 − t2P
0
2 (t3) =
2P1 + P2
3
P 11 (t3) =
(
1− t3 − t1
t4 − t1
)
P 00 (t3) +
t3 − t1
t4 − t1P
0
1 (t3) =
P0 + 2P1
3
Podobno lahko izracˇunamo sˇe za t = t′ in t = t5. Kontrolne tocˇke dolocˇimo z
uposˇtevanjem enakosti:
P (t3) = P
2
2 (t3) = A0 P
1
2 (t3) = A01 P
1
1 (t3) = B
P (t4) = P
2
3 (t4) = A03 P
1
2 (t4) = A02 P
1
3 (t4) = A
′
13
P (t5) = P
3
4 (t5) = A
′
3 P
1
3 (t5) = A
′
23 P
1
4 (t5) = C
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3.3.5 Afine transformacije
Afine transformacije so transformacije, ki kolineranim tocˇkam ohranjajo kolinearnost ter
razmerja njihovih medsebojnih razdalj. Sestavljata jih linearna transformacija L in premik
oziroma translacija ~t:
~x→ L~x+ ~t
Linearne transformacije so med drugim lahko vrtenje oziroma rotacija, povecˇava (angl.
scale), zrcaljenje (angl. reflection), strizˇenje (angl. shear) in nenazadnje vse linearne kom-
binacije drugih linearnih transformacij. V aplikaciji jPresenter je podprta le kombinacija
vrtenja R in premika ~t. Z njo opisujemo bodisi prostorsko stanje nekega objekta ali pa
transformacijo nad njim. Takim transformacijam bomo rekli rigidne transformacije:
~x→ R~x+ ~t
Opisane so z razredom RigidTransform, ki ga sestavljata informacija o polozˇaju ozi-
roma premiku, predstavljena z vektorjem treh komponent, ter informacija o usmerjenosti
oziroma vrtenju, hranjena v obliki kvaterniona (dodatek A). Izbira take predstavitve je
predvsem posledica potrebe po interpolaciji, ki je potrebna pri animaciji. Nad primerkom
P omenjenega razreda lahko izvajamo naslednje operacije:
 Funkciji set() in reset() za nastavljanje transformacije.
 Funkcija interpolate() transformacijo primerka P za dan delezˇ priblizˇa transfor-
maciji drugega primerka, podanega kot parameter.
 Funkcija postTransform() trasformira P s transformacijo drugega primerka R (P ←
P ·R).
 Funkcija postRotate() transformacijo primerka P obrne za dan kot ψ okrog po-
ljubne osi ~r (P ← P ·Rot ~r(ψ)). Rot ~r(ψ) je transformacija, ki opisuje tako rotacijo.
 Funkcija postTranslate() primerek P premakne za dan vektor ~x glede na orienta-
cijo P (P ← P · Tr ~x). Tr ~x je transformacija, ki opisuje premik za ~x.
 Funkcija toMatrix() pretvori transformacijo primerka P v polje decimalnih sˇtevil,
ki predstavljajo transformacijsko matriko velikosti 4x4.
 Funkcija toEuler() pretvori usmerjenost primerka P v zaporedje treh Eulerjevih
kotov pri vrtenju okrog osi koordinatnega sistema v podanem vrstnem redu.
 Funkcija positionDist() izracˇuna evklidsko razdaljo P do drugega primerka.
 Funkcija orientationDist() izracˇuna razliko med usmeritvijo primerka P ter dru-
gega primerka, izrazˇeno v kotu.
Vse transformacijske funkcije sprejemajo sˇe parameter, ki pove, ali naj se transformira
le polozˇaj, usmeritev ali oboje.
3.4 Interakcija z uporabnikom 49
3.4 Interakcija z uporabnikom
Najenostavnejˇsa oblika interakcije, ki jo podpira aplikacija jPresenter, je sprejemanje
ukazov za zamenjavo strani. Ukaze prozˇita levi in desni gumb na miˇski. V kombinaciji
s tipkami shift, ctrl in alt lahko izberemo razlicˇne nacˇine menjavanja predstavitvenih
strani. Druga oblika interakcije pa je navigacija z drzˇanjem levega gumba miˇske za vrtenje
oziroma desnega gumba za premikanje kocke. Ob pritisku obeh gumbov hkrati lahko
kocko zadrzˇimo v poljubini nestabilni legi (stabilnost kocke sem razlozˇil v poglavju 3.1).
Obracˇanje kolesˇcˇka ob drzˇanju enega gumba na miˇski povzrocˇa premikanje v Z smeri in
ima ucˇinek povecˇevanja oziroma pomanjˇsevanja predstavitvene strani.
3.4.1 Zamenjava strani
Ukazi za zamenjavo strani kocko obrnejo okrog Y osi glede na osnovno lego za nek
vecˇkratnik pravega kota. Ob tem se popravijo tudi teksture ploskev, tako da prednja
ploskev prikazuje trenutno, leva prejˇsnjo, desna pa naslednjo predstavitveno stran. Apli-
kacija jPresenter omogocˇa naslednja prehajanja za obracˇanje strani:
 Takojˇsnja zamenjava strani v bistvu niti ni prehajanje, temvecˇ le v trenutku zamenja
teksture posameznih ploskev.
 Zglajeno obracˇanje kocke povzrocˇi, da se kocka po zglajeni interpolacijski funkciji
funkG s hitrostjo v obrne za ∆str strani v desno. To prehajanje sprozˇi naslednja
programska koda:
funkG = new SmoothInterpolationFunction(v);
scena.appendTransition(new ParallelTransition(
new TransformStateTransition(kocka, stanjeP, funkG, BOTH),
new TransformTransition(kocka, stanjeD, ∆str, funkG, ORIENTATION)
));
Prehajanje je sestavljeno iz dveh delov, ki se izvajata vzporedno. Prvi del poskrbi,
da se kocka postavi v stabilno lego, cˇe slucˇajno sˇe ni. Drugi del pa povzrocˇi vrtenje
za stanjeD ·∆str, kjer je stanjeD v bistvu en obrat kocke za −90◦ okrog Y osi.
Pri tvorbi primerkov razredov TransformStateTransition in TransformTransi-
tion zadnji parameter dolocˇa, kateri del podanega prostorskega stanja (drugi para-
meter) naj se pri prehajanju odrazˇa na objektu. Mozˇne vrednosti so ORIENTATION
za vrtenje, POSITION za premik in BOTH za oboje.
 Dusˇeno nihajocˇe obracˇanje kocke je enako zglajenemu obracˇanju kocke, le da uporabi
dusˇeno nihajocˇo interpolacijsko funkcijo funkN :
funkN = new SincInterpolationFunction(T, N, HannWindow.getInstance());
scena.appendTransition(new ParallelTransition(
new TransformStateTransition(kocka, stanjeP, funkN, BOTH),
new TransformTransition(kocka, stanjeD, ∆str, funkN, ORIENTATION)
);
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 Odmaknjeno dusˇeno nihajocˇe obracˇanje kocke najprej kocko oddalji na mesto, ki
ga dolocˇa stanje stanjeO, jo nato zavrti z dusˇeno nihajocˇo interplacijsko funkcijo
ter vrne nazaj na zacˇetno mesto. Zaporedno izvajanje prehajanj omogocˇa razred
SequentTransition. Programska koda izgleda priblizˇno tako:
funkG = new SmoothInterpolationFunction(v);
funkN = new SincInterpolationFunction(T, N, HannWindow.getInstance());
scena.appendTransition(new SequentTransition(
new TransformStateTransition(kocka, stanjeO, funkG, POSITION),
new ParallelTransition(
new TransformStateTransition(kocka, stanjeP, funkG, ORIENTATION),
new TransformTransition(kocka, stanjeD, ∆str, funkN, ORIENTATION)
),
new TransformStateTransition(kocka, stanjeP, funkG, POSITION)
);
3.4.2 Navigacija kocke z miˇsko
Navigacijo kocke izvaja uporabniˇsko vodeno prehajanje stanja, o katerem je bilo govora
v poglavju 3.3.2 in je izvedeno v razredu AdvancedRegulatedTransformTransition. In-
formacijo o premikih in vrtenju mu posreduje primerek razreda SWTCubeController, ki jo
pridobi s poslusˇanjem dogodkov, povezanih z miˇsko na komponenti uporabniˇskega vme-
snika GLCanvas. Ta razred v kombinaciji z razredom CursorAutoHide skrbi sˇe za skrivanje
miˇskinega kazalca po sekundi neaktivnosti v celozaslonskem nacˇinu prikazovanja predsta-
vitve.
Premiki miˇske na XY ravnini se lahko linearno preslikajo v premike kocke. Premik
po Z osi, ki se odrazˇa v povecˇavi, pa sem pojasnil zˇe v poglavju 3.1.3. Nekoliko vecˇ
matematike je potrebne pri vrtenju. V poglavju 3.1 sem omenil, da se kocka lahko vrti
okrog X in Y osi glede na svojo trenutno osnovno lego ter da je vrtenje okrog X osi
omejeno na interval [−90◦, 90◦].
Vrtenje okrog X osi bo dolocˇal premik miˇske v navpicˇni smeri, vrtenje okrog Y osi pa
premik v vodoravni smeri. Pomemben je tudi vrstni red, v katerem se odrazita omenjeni
vrtenji na kocko. Cˇe bi se kocka najprej zavrtela za −90◦ okrog Y osi, bi se X os preslikala
v X ′ = Z. Posledicˇno bi nato vrtenje okrog X ′ osi predstavitveno stran, obrnjeno proti
kameri, sukalo okrog njene normale, kar pa v nasˇem primeru ni zazˇeleno. Boljˇsa resˇitev je
vrtenje najprej okrog X ter nato sˇe okrog Y osi. Okrog normale bi se v tem primeru sukali
le zgornja in spodnja ploskev, kar pa ni problematicˇno, saj ti dve ploskvi vsaj zaenkrat
ne sluzˇita nicˇemur.
Takemu nacˇinu predstavitve vrtenja oziroma usmeritve objekta v prostoru recˇemo Eu-
lerjevi koti. Podani so s tremi vrednostmi kotov vrtenja okrog osi X, Y in Z v dolocˇenem
vrstnem redu. Mozˇnih vrstnih redov je 12, saj poleg vseh permitacij osi (3!/0! = 6) lahko
za tretjo os uporabimo sˇe enkrat prvo (3!/1! = 6), ki ima zaradi vrtenja okrog srednje osi
tedaj (lahko) zˇe drugo smer.
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V nasˇem primeru je najustreznejˇsi vrstni red x-z-y. Za enolicˇno dolocˇljive kote vrtenja
ima namrecˇ kot vrtenja okrog srednje osi razpon [0, pi], ostala dva pa [0, 2pi]. Ozˇjo zalogo
vrednosti si najlazˇje privsˇcˇimo pri vrtenju okrog Z osi, saj je to zˇe v specifikaciji problema
fiksirano na 0. Slednja ugotovitev pride do izraza pri prevedbi kvaterniona, ki opisuje
zacˇetno usmeritev kocke, v Eulerjeve kote. Prevedbo izvaja razred RigidTransform (po-
glavje 3.3.5 in dodatek A, enacˇba A.22), potrebuje pa jo razred prehajanja AdvancedRe-
gulatedTransformTransition. To prehajanje iznicˇi oziroma povozi (poglavje 3.3.2) vsa
prehajanja, ki se izvajajo pred njim. Pri izrisovanju novo usmeritev kocke izracˇuna kot
I · Rot x · Rot z · Rot y, kjer je Rot z vedno identiteta.
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Poglavje 4
Zakljucˇek
Osrednja tema te diplomske naloge je uporaba 3-D grafike za prikaz multimedijskih pred-
stavitev. Strojno pospesˇena 3-D grafika na tem podrocˇju danes sicer ni nekaj novega,
je pa vsekakor sˇe precejˇsnja redkost. Najbolj razsˇirjeno orodje za delo s predstavitvami,
Microsoft PowerPoint, jo koristi sˇele v najnovejˇsi razlicˇici. Nekoliko dlje je prisotna le v
programu Apple Keynote.
Posebnost aplikacije jPresenter, ki je bila razvita v sklopu tega diplomskega dela,
je navidezna kocka, upodobljena z uporabo knjizˇnice OpenGL. Njena ploskev, ki je v
zacˇetnem stanju obrnjena proti kameri, prikazuje trenutno predstavitveno stran, prejˇsnja
stran je na njeni levi ploskvi, naslednja pa na desni. Kocko lahko vrtimo, premikamo,
priblizˇujemo in oddaljujemo. Pri zamenjavi strani se vsebina ploskev ustrezno popravi.
Poleg 3-D grafike je aplikacija zanimiva tudi, ker deluje v okolju Java in je nacˇeloma
prenosljiva na vecˇino operacijskih sistemov. Deluje lahko samostojno ali pa kot razsˇiritev
razvojnega okolja Eclipse IDE ter drugih aplikacij, osnovanih na Eclipse RCP. Zasno-
vana je precej splosˇno in omogocˇa enostavno sˇirjenje funkcionalnosti z dodajanjem novih
vticˇnikov.
Pri razvoju aplikacije je zanimiv izziv predstavljalo delo z animacijo in racˇunanjem
vmesnih stanj objektov (kocke) v prostoru (poglavje 3.3). Cˇetudi bi bil konkreten problem
najlazˇje resˇljiv z uporabo Eulerjevih kotov, sem se odlocˇil za izvedbo bolj splosˇnega modela
predstavitve scene, ki usmeritve in vrtenja objektov obravnava s kvaternioni (dodatek A).
Pri navigaciji kocke sem obravnaval tudi problem blazˇenja naglih gibov miˇske. To
sem dosegel s pomocˇjo glajenja trajektorije gibanja z Be´zierovimi krivuljami ter B-zlepki
(poglavje 3.3.4).
4.1 Tezˇave in omejitve
Glede na zelo pestro ponudbo precej bolj celovitih programov za delo s predstavitvami
je funkcionalnost aplikacije jPresenter za vecˇino uporabnikov sˇe preskromna. V trenutni
izvedbi lahko prikazuje le staticˇne predstavitvene strani, shranjene v obliki PDF doku-
mentov. Ucˇinki, povezani z menjavo strani, so omejeni na obracˇanje navidezne kocke in
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preprosto prehajanje oziroma zamenjavo tekstur ploskev. Prav tako ni mogocˇa priprava
novih in spreminjanje obstojecˇih predstavitvenih dokumentov.
Strojne zahteve niso pretirano visoke, saj OpenGL zadovoljivo podpira zˇe vecˇina
danasˇnjih graficˇnih kartic. Z vidika programske opreme pa mora uporabnik priskrbeti
okolje Java JRE razlicˇice 1.5 ali novejˇse. Trenutno aplikacija preverjeno deluje vsaj v
operacijskih sistemih Microsoft Windows in Linux. Izjema je le vticˇnik za podporo PDF
predstavitev na osnovi knjizˇnice Poppler, saj sem vmesnik JNI za delo s to knjizˇnico za-
enkrat prevedel in povezal le za osmo razlicˇico distribucije Fedora operacijskega sistema
Linux.
4.2 Ideje za nadaljnji razvoj
Mozˇnosti za nadaljnji razvoj aplikacije je veliko. Nekaj sem jih nakazal zˇe v poglavju 4.1,
navedel pa bi lahko sˇe:
 Podpora drugih datotecˇnih zapisov za predstavitvene dokumente (poglavje 1.3). Po-
trebna bi bila priprava ustreznih vticˇnikov z razcˇlenjevalniki zapisov.
 Mozˇnost izbire privzetega nacˇina prehajanja med sosednjimi stranmi za vsako stran
posebej. Nastavitve bi moral shranjevati vticˇnik za podporo datotecˇnega zapisa dane
predstavitve, na primer v datoteki z enakim imenom kot predstavitveni dokument,
a drugacˇno koncˇnico.
 Kazalo in drugi podatki o predstavitvenem dokumentu na zgornji in spodnji ploskvi
kocke. Izbira povezave v kazalu bi kocko obrnila na izbrano stran.
 Delovanje povezav v predstavitvenem dokumentu. Izbira povezave bi obrnila kocko
na izbrano stran oziroma povezavo odprla v ustrezni aplikaciji.
 Dinamicˇna vsebina posameznih predstavitvenih strani. Predstavitvena stran tako ne
bi bila vecˇ ploskev kocke, predstavljena kot koncˇno vozliˇscˇe v grafu scene, temvecˇ
bi se naprej delila na posamezne gradnike strani. Vsak gradnik bi se nato lahko
samostojno gibal, relativno glede na polozˇaj strani v prostoru. Taka sprememba bi
terjala tudi prilagoditev podatkovnih struktur, opisanih v poglavju 2.4.1.
 Bolj realisticˇno obnasˇanje kocke s simuliranjem fizikalnih pojavov. Na primer, kocko
bi lahko smatrali, kot da je vpeta na vzmet, ki jo vracˇa v stabilno lego, obenem pa
je vlozˇena v viskozen medij, ki dusˇi nihanje. Za posamezno dinamicˇno kolicˇino kocke
x (usmeritev in polozˇaj v prostoru) potem velja diferencialna enacˇba:
x¨ = −ω2(x− x0)− ηx˙ ,
kjer je ω lastna frekvenca kocke, η opredeljuje dusˇenje, x0 pa je stabilna vrednost
kolicˇine. Tak pristop bi verjetno celo nekoliko poenostavil prilagajanje gibanja upo-
rabnikovi interakciji, saj interakcija vpliva le na ciljno stabilno lego x0 in potencialno
trenutno hitrost x˙, shema za integracijo diferencialne enacˇbe pa ni nicˇ bolj zapletena.
 Podpora za pripravo in urejanje predstavitvenih dokumentov. Urejanje v tekstovnem
(npr. LATEX/Beamer, ConTeXt [13], HTML, XML . . . ) ali pa graficˇnem nacˇinu.
 Deklarativno animirane in interaktivne predstavitve (poglavje 1.2, [23]).
Dodatek A
Kvaternioni
O afinih transformacijah je bilo govora zˇe v poglavju 3.3.5. V tem dodatku se bom
osredotocˇil na predstavitev usmeritev oziroma vrtenj v 3-D prostoru s kvaternioni [8].
Anekdota
Irski matematik William Rowan Hamilton je leta 1835 odkril, kako lahko kompleksna
sˇtevila obravnavamo kot par realnih sˇtevil. Po spoznanju povezave med kompleksnimi
sˇtevili in 2-dimenzionalno geometrijo si je naslednja leta prizadeval odkriti sˇirsˇo algebro,
ki bi imela podobno vlogo v 3-dimenzionalni geometriji.
Anekdota pravi [4], da je kvaternione odkril 16. oktobra 1843, med potjo na sestanek
irske akademije. Nad odkritjem je bil tako navdusˇen, da je osnovno enacˇbo kvaternionske
algebre A.1 vklesal v skalo Broughamskega mostu v Dublinu (slika A.1).
i2 = j2 = k2 = ijk = −1 (A.1)
Slika A.1: Broughamski most in spomenik v cˇast Williamu Rowanu Hamiltonu
(sliki sta last Teviana Draya, vir [4]).
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Definicija
Kasneje se je izkazalo, da je sprva iskal 3 namesto 4 dimenzionalno normirano algebro z
deljenjem (angl. normed division algebra). Leta 1898 je Hurwitz [12] dokazal, da normi-
rana algebra obstaja zgolj v dimenzijah n = 1, 2, 4, 8. Edine take algebre z multiplikativno
identiteto so realna sˇtevila, kompleksna sˇtevila, kvaternioni in oktonioni [4, 12]. Normi-
rana algebra je algebra z operacijo mnozˇenja ∗, za katero velja ||x ∗ y|| = ||x|| ∗ ||y||, kjer
x, y ∈ <n.
Kvaternione se torej predstavi s sˇtirimi realnimi sˇtevili qa = (a1, a2, a3, a4). Pogosto se
uporablja tudi zapis z realnim sˇtevilom in vektorjem treh komponent qa = (a1,~a), kjer je
~a = [a2, a3, a4], ali pa zapis analogen zapisu kompleksnih sˇtevil (polarna oblika je podana
z enacˇbo A.13):
qa = a1 · 1 + a2 · i+ a3 · j + a4 · k (A.2)
V <4 prostoru, se kvaternione lahko zapiˇse tudi v matricˇni obliki. Osnovni kvaternioni
so matricˇno podani kot:
i =

0 1 0 0
−1 0 0 0
0 0 0 −1
0 0 1 0
 j =

0 0 1 0
0 0 0 1
−1 0 0 0
0 −1 0 0

k =

0 0 0 1
0 0 −1 0
0 1 0 0
−1 0 0 0
 1 = I =

1 0 0 0
0 1 0 0
0 0 1 0
0 0 0 1

(A.3)
Za osnovne kvaternione veljajo tako imenovana Hamiltonova pravila:
i2 = j2 = k2 = −1
ij = −ji = k
jk = −kj = i
ki = −ik = j
(A.4)
Operacije nad kvaternioni
 Konjugacija kvaterniona:
qa = a1 · 1 + a2 · i+ a3 · j + a4 · k = a1 · 1− a2 · i− a3 · j − a4 · k (A.5)
 Norma kvaterniona:
||qa|| =
√
qaqa =
√
qaqa =
√
a21 + a
2
2 + a
2
3 + a
2
4 (A.6)
Norma je multiplikativna ||qa · qb|| = ||qa|| · ||qb||.
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 Normalizacija kvaterniona:
qˆa =
qa
||qa|| (A.7)
 Sesˇtevanje kvaternionov:
qa + qb = (a1 + b1)1 + (a2 + b2)i+ (a3 + b3)j + (a4 + b4)k (A.8)
 Mnozˇenje kvaternionov se lahko izpelje iz Hamiltonovih pravil A.4:
qaqb = (a1b1 − a2b2 − a3b3 − a4b4) + (a1b2 + a2b1 + a3b4 − a4b3)i+
+ (a1b3 + a3b1 − a2b4 + a4b2)j + (a1b4 + a4b1 + a2b3 − a3b2)k (A.9)
qaqb = (a1,~a)(b1,~b) = (a1b1 − ~a ·~b, a1~b+ b1~a+ ~a×~b) (A.10)
Mnozˇenje ni komutativno (qaqb 6= qbqa), je pa asociativno (qa(qbqc) = (qaqb)qc).
 Inverz kvaterniona:
q−1a =
qa
qaqa
=
qa
||qa||2 (A.11)
Vkolikor je qa normaliziran, je inverz kar enak q
−1
a = qa.
 Interpretacija normaliziranega kvaterniona qa z vrtenjem v smeri urinega kazalca za Θ
okrog enotskega vektorja nˆa:
qa = (a1,~a) =
(
cos
(
Θ
2
)
, nˆa sin
(
Θ
2
))
(A.12)
Kvaternion qa je normaliziran, saj velja ||qa|| = 1. Analogno polarnemu zapisu komple-
ksnih sˇtevil se kvaternion lahko zapiˇse tudi kot:
qa = cos
(
Θ
2
)
+ nˆa sin
(
Θ
2
)
= enˆa
Θ
2 (A.13)
 Vrtenje tocˇke oziroma vektorja ~p v vektor ~p′ za kvaternion qa:
~p′ = qa~pq−1a (A.14)
Mnozˇenje vektorja ~p s kvaternionoma qa in q
−1
a je ocˇitno, cˇe se kvaterniona zapiˇse v
obliki A.13, ali pa vektor ~p kot nenormaliziran kvaternion (0, ~p) in je potem rezultat
enak (0, ~p′). Vektor p′ se lahko sedaj zavrti sˇe za kvaternion qb v vektor p′′:
~p′′ = qb~p′q−1b = qb(qa~pq
−1
a )q
−1
b = (qbqa)~p(q
−1
a q
−1
b ) = qbqa~p(qbqa)
−1 (A.15)
Produkt kvaternionov qa,b = qbqa torej predstavlja vrtenje za qa ter nato sˇe za qb.
 k-kratno vrtenje vektorja ~p za kvaternion qa je enako enkratnemu vrtenju za kot kΘ
okrog istega enotskega vektorja nˆ = nˆa = nˆb:
qb~pq
−1
b = q
k
a~pq
−k
a
Sledi ugotovitev:(
cos
(
Θ
2
)
, nˆ sin
(
Θ
2
))k
= qka = qb =
(
cos
(
kΘ
2
)
, nˆ sin
(
kΘ
2
))
(A.16)
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Sfericˇna linearna interpolacija (Slerp)
Sfericˇno linearno interpolacijo si lahko predstavljamo kot interpolacijo najkrajˇse poti ozi-
roma loka po povrsˇini krogle z radijem 1, ki povezuje tocˇki p0 in p1. Ω naj bo kot, ki ga
oklepa ta lok glede na srediˇscˇe krogle. Torej velja cosΩ = ~p0 · ~p1 in ||Slerp (p0, p1; t)|| = 1
za vsak t ∈ [0, 1]. S trigonometricˇnimi funkcijami se funkcija Slerp zapiˇse kot:
Slerp (p0, p1; t) =
sin (1− t)Ω
sinΩ
p0 +
sin tΩ
sinΩ
p1 , (A.17)
kjer je prehajanje ob cˇasu t = 0 v tocˇki p0 in ob cˇasu t = 1 v p1 ter velja enakost
Slerp (p0, p1; t) = Slerp (p1, p0; 1− t).
Cˇe se Ω priblizˇuje proti 0, lok med tocˇkama p0 in p1 postaja vse bolj raven in Slerp
postane linearna interpolacijska funkcija:
Slerp (p0, p1; t) = lim
Ω→0
(
sin (1− t)Ω
sinΩ
p0 +
sin tΩ
sinΩ
p1
)
= (1− t)p0 + tp1 (A.18)
Slerp se lahko racˇuna tudi za interpolacijo vrtenja za kot Θ, cˇe si mnozˇico vrtenj pred-
stavljenih z normaliziranimi kvaternioni zamislimo kot polovico lupine enotske
4-dimenzionalne hiperkrogle (ta predstava sledi iz enacˇbe A.13). Polovico lupine zato,
ker kvaterniona q in −q predstavljata isto vrtenje. Zveza med kotom vrtenja Θ in kotom
Ω, ki oklepa lok med kvaternionama na hiperkrogli, je dolocˇena z bijektivno preslikavo
Θ = 2Ω.
Funkcijo Slerp je mogocˇe zapisati tudi v kvaternionski obliki. Pri interpolaciji nor-
maliziranih kvaternionov iz q0 v q1 se najprej poiˇscˇe kvaternion qd = (cos
Θ
2
, nˆd sin
Θ
2
)),
ki po najkrajˇsi poti q0 zavrti za kot Θ v q1, torej velja qdq0 = q1 (zaporedje mnozˇenj
kveternionov je razlozˇeno z enacˇbo A.15):
qd = q1q
−1
0
Vmesno stanje v cˇasu t se izracˇuna tako, da se kvaternion q0 namesto za qd zavrti za
qtd =
(
cos tΘ
2
, nˆd sin
tΘ
2
)
(sledi iz zveze A.16):
Slerp (q0, q1; t) = (q1q
−1
0 )
tq0 = (q0q
−1
1 )
(1−t)q1 (A.19)
Obravnava posebnih primerov:
(i) Ko je Ω oziroma Θ majhen, gre v bistvu za linearno interpolacijo po enacˇbi A.18.
(ii) Ko je Ω = pi, enacˇba A.17 ni izracˇunljiva, saj je pri iztegnjenem kotu neskoncˇno
mozˇnih najkrajˇsih interpolacijskih poti iz tocˇke p0 v p1. Pri interpolaciji vrtenja za
kot Θ = pi s kvaternionom qd = (0, nˆd) pa teh tezˇav ni, saj gre za interpolacijo po
tΩ ∈ [0, pi
2
] in je os vrtenja sˇe vedno enolicˇno dolocˇena z enacˇbo qd = q1q
−1
0 (cˇetudi
teoreticˇno obstajajo tudi druge osi z enako kratko interpolacijsko potjo). Posebna
obravnava tega primera zato pri interpolaciji kvaternionov ni potrebna!
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(iii) Slerp izvaja interpolacijo vrtenja po najbolj neposredni poti (loku krozˇnice) za kot
Θ ∈ [−2pi, 2pi]. Taki vrtenji sta seveda dve: krajˇse za ≤ 2pi v eno smer in daljˇse
za ≥ 2pi v drugo smer. Pri izracˇunu kota Θ je potrebno torej paziti, da bo znotraj
intervala [−pi, pi], kar pa se da dosecˇi z absolutno vrednostjo skalarnega produkta
kvaternionov v enacˇbi A.20.
q0 · q1 = ||q0||||q1|| cos Θ
2
= cos
Θ
2
Θ = 2 arccos |q0 · q1| (A.20)
Predznak skalarnega produkta je sˇe vedno potrebno uposˇtevati pri smeri vrtenja.
Programska koda A.1 prikazuje izvedbo sfericˇne linearne interpolacije kvaterniona q0 v
q1 ob cˇasu t, ki enacˇbo A.19 izvede neposredno z izracˇunavanjem posameznih komponent
interpoliranega kvaterniona po enacˇbi A.17. Zveza med enacˇbama A.19 in A.17 sledi iz
racˇunanja potence t po pravilu A.16.
1 public final Quaternion slerp(Quaternion q0, Quaternion q1, double t) {
2 double dot = q0.x*d1.x + q0.y*q1.y + q0.z*q1.z + q0.w*q1.w;
3 double s1, s2, Ω;
4 Quaternion q = new Quaternion();
5 if (dot < 0) { // obravnavaj primer (iii)
6 dot = −dot;
7 s2 = −1.0; // obrni smer vrtenja, ker smo vzeli absoluten 'dot'
8 } else {
9 s2 = 1.0;
10 }
11 if ((1.0 − dot) < ) { // obravnavaj primer (i)
12 s1 = 1.0 − t;
13 s2 *= t;
14 } else {
15 Ω = arccos(dot); // Ω = Θ/2
16 s1 = sin((1.0−t)*Ω)/sin(Ω);
17 s2 *= sin(t*Ω)/sin(Ω);
18 }
19 q.w = s1*q0.w + s2*q1.w;
20 q.x = s1*q0.x + s2*q1.x;
21 q.y = s1*q0.y + s2*q1.y;
22 q.z = s1*q0.z + s2*q1.z;
23 return q;
24 }
Programska koda A.1: Izvedba sfericˇne linearne interpolacije kvaternionov.
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Pretvarjanje oblik
 Normaliziran kvaternion q = (w, x, y, z) v rotacijsko matriko R = [ri,j]:
R =
 w2 + x2 − y2 − z2 2xy − 2wz 2xz + 2wy2xy + 2wz w2 − x2 + y2 − z2 2yz − 2wx
2xz − 2wy 2yz + 2wx w2 − x2 − y2 + z2
 (A.21)
 Rotacijsko matritko v normaliziran kvaternion [15]: Rotacijska matrika je ortogonalna
matrika, za katero velja, da je njena transponiranka enaka inverzu (RRT = RTR = I)
in je posebna, kar pomeni, da je determinanta enaka 1 (detR = 1). Slednja zahteva
izkljucˇi zrcaljenja. Cˇe gre za enostavna vrtenja okrog baznih vektorjev (r1,2 = r2,3 = 0,
r1,3 = r2,3 = 0 ali r1,2 = r1,3 = 0), je kvaternione enostavno dolocˇiti po enacˇbi A.12,
sicer pa se uporabi:
w = ±1
2
√
1 + r1,1 + r2,2 + r3,3 S =
√
r21,2r
2
1,3 + r
2
1,2r
2
2,3 + r
2
1,3r
2
2,3
x =
{ r3,2−r2,3
4w
, w 6= 0
r1,3r1,2
S
, w = 0
y =
{ r1,3−r3,1
4w
, w 6= 0
r1,2r2,3
S
, w = 0
z =
{ r2,1−r1,2
4w
, w 6= 0
r1,3r2,3
S
, w = 0
 Eulerjevi koti v normaliziran kvaternion: Eulerjevi koti podani v x-y-z konvenciji, pred-
stavljajo vrtenje najprej za kot ψx okrog vektorja ~x = (1, 0, 0), nato za ψy okrog
~y = (0, 1, 0) ter na koncu sˇe za ψz okrog ~z = (1, 0, 0). Po enacˇbi A.12 se kvaternion
qx,y,z izpelje kot produkt qzqyqx (kvaternioni se mnozˇijo v obratnem vrstnem redu!):
qx,y,z =

cos (ψx/2) cos (ψy/2) cos (ψz/2) + sin (ψx/2) sin (ψy/2) sin (ψz/2),
sin (ψx/2) cos (ψy/2) cos (ψz/2)− cos (ψx/2) sin (ψy/2) sin (ψz/2),
cos (ψx/2) sin (ψy/2) cos (ψz/2) + sin (ψx/2) cos (ψy/2) sin (ψz/2),
cos (ψx/2) cos (ψy/2) sin (ψz/2)− sin (ψx/2) sin (ψy/2) cos (ψz/2)

 Normaliziran kvaternion v Eulerjeve kote: Pri izpeljavi enacˇb za neposredno pretvorbo
normaliziranega kvaterniona v Eulerjeve kote, podane v x-y-z konvenciji, je potrebno
najprej ugotoviti rotacijsko matriko kot produkt rotacijskih matrik vrtenja okrog baznih
vektorjev R = RzRyRx: cosψy cosψz cosψz sinψx sinψy − cosψx sinψz cosψx cosψz sinψy + sinψx sinψzcosψy sinψz cosψx cosψz + sinψx sinψy sinψz cosψx sinψy sinψz − cosψz sinψx
− sinψy cosψy sinψx cosψx cosψy

Iz enacˇenja prejˇsnje matrike ter matrike A.21 se izpeljejo zveze:
r2,1
r1,1
=
2xy + 2wz
w2 + x2 − y2 − z2 = tanψz
r3,2
r3,3
=
2yz + 2wx
w2 − x2 − y2 + z2 = tanψx
r3,1 = 2wy − 2xz = sinψy
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 Pretvorba kvaternionov in Eulerjevih kotov po x-z-y konvenciji: V poglavju 3.4.2 je
bilo povedano, da aplikacija jPresenter potrebuje x-z-y konvencijo. Po tej konvenciji se
Eulerjevi koti v kvaternione pretvorijo po enacˇbi:
qx,z,y =

cos (ψx/2) cos (ψy/2) cos (ψz/2)− sin (ψx/2) sin (ψy/2) sin (ψz/2),
sin (ψx/2) cos (ψy/2) cos (ψz/2) + cos (ψx/2) sin (ψy/2) sin (ψz/2),
cos (ψx/2) sin (ψy/2) cos (ψz/2) + sin (ψx/2) cos (ψy/2) sin (ψz/2),
cos (ψx/2) cos (ψy/2) sin (ψz/2)− sin (ψx/2) sin (ψy/2) cos (ψz/2)

Pretvorba kvaternionov v Eulerjeve kote po x-z-y konvenciji:
ψx = arctan
(
2(wx− yz),−x2 + y2 − z2 + w2)
ψz = arcsin (2(wz + xy))
ψy = arctan
(
2(wy − xz), x2 − y2 − z2 + w2) (A.22)
Pri enacˇbah A.22 velja omeniti sˇe, da je potrebno posebej obravnavati primer, ko je
kot ψz blizu ±pi2 . Takrat pride do tako imenovane kardanske zapore (angl. gimbal lock),
saj se os Y preslika v prejˇsnjo lego osi X in se tako izgubi ena prostorska stopnja.
Posledicˇno enacˇbe A.22 takrat vracˇajo precej nestabilne rezultate.
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