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Abstrakt
Tato diplomová práce se zabývá problematikou ukládání a vyhledávání bodu˚ zájmu ve
smeˇrovacích aplikacích. V rámci práce je popsána implementace datové struktury trie,
její využití pro implementaci fulltextového vyhledávání bodu˚ zájmu a následné optima-
lizace vyhledávání. Dále je popsána implementace datové struktury k-d stromu a její
využití pro implementaci prostorového vyhledávání bodu˚ zájmu. Je popsáno vytvorˇení
webové služby pro nasazení implementovaných algoritmu˚ a využití vybraných cˇástí prˇi-
pravovaného frameworku na VŠB-TU Ostrava. Je vytvorˇena aplikace pro operacˇní sys-
tém Android, která testuje a demonstruje možnosti prˇipravovaného frameworku.
Klícˇová slova: fulltextové vyhledávání, prostorové vyhledávání, bod zájmu, webová
služba, Android aplikace
Abstract
This thesis deals with the storage and retrieval of points of interest in routing applica-
tions. The thesis describes the implementation of the trie data structure, its use for the
implementation of full-text search for points of interest and subsequent optimization
search. It also describes the implementation of the k-d tree data structure and its use
for the implementation of spatial search points of interest. It describes the creation of
web service for deployment of implemented algorithms and the use of selected parts of
the forthcoming framework for VŠB-TU Ostrava. An application for the Android operat-
ing system that tests and demonstrates the possibilities of the prepared framework was
created.
Keywords: full-text search, spatial search, point of interest, web service, Android appli-
cation
Seznam použitých zkratek a symbolu˚
2D – Dvojrozmeˇrný
3D – Trˇírozmeˇrný
API – Application Programming Interface
ASP.NET – Soucˇást .NET Frameworku pro tvorbu webových aplikací
a služeb
CSV – Comma-separated values
GPS – Global Positioning System
HTTP – Hypertext Transfer Protocol
JDK – Java Development Kit
JSON – JavaScript Object Notation
OS – Operacˇní systém
OSM – OpenStreetMap
SOAP – Simple Object Access Protocol
SQL – Structured Query Language
XML – Extensible Markup Language
.NET – Microsoft .NET Framework
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41 Úvod
V ru˚zných aplikacích mu˚že být potrˇeba vyhledávat body zájmu. Tyto aplikace mohou
být ru˚zného druhu a beˇžet na ru˚zných platformách. Prˇíkladem takové aplikace mohou
být mapy na portálech mapy.cz, maps.google.cz a openstreetmap.org. Tyto portály umož-
nˇují fulltextoveˇ vyhledávat body zájmu zadáním textu do vyhledávacího formulárˇe, také
umožnˇují zjistit adresu v daném místeˇ mapy nebo vyhledat body zájmu v okolí.
Dalším prˇíkladem aplikací jsou navigace, které jsou bud’ specializované zarˇízení,
nebo aplikace pro mobilní zarˇízení. V navigacích bývá, jako jedna z funkcí možnost vy-
hledat ru˚zné body zájmu v okolí, naprˇíklad nejbližší benzínovou pumpu.
V této diplomové práci jsou popsány datové struktury trie a k-d strom a jejich vyu-
žití pro fulltextové a prostorové vyhledávání bodu˚ zájmu. Je vytvorˇena webová služba,
která využívá tyto struktury pro vyhledávání bodu˚ zájmu. Vytvorˇená webová služba je
následneˇ využita aplikací pro operacˇní systém Android, jejíž vývoj je také soucˇástí této
práce.
1.1 Struktura práce
Práce se v sekci 2 zabývá implementací knihovny pro vyhledávání bodu˚ zájmu. Nej-
prve se zabývá datovou strukturou trie a její konstrukcí. Poté jsou popsány algoritmy
pro prˇesné a neprˇesné vyhledávání v trii. Je popsán formát ukládání trie do souboru a její
nacˇítání ze souboru.
V sekci 2.2 je popsán algoritmus pro fulltextové vyhledávání bodu˚ zájmu s využi-
tím algoritmu pro neprˇesné vyhledávání v trii. Jsou popsány vlastnosti algoritmu, chyby
v uživatelem zadaném vyhledávaném textu, které se snaží algoritmus ošetrˇit. Dále se
práce zabývá optimalizací fulltextového vyhledávání využitím ru˚zných datových struk-
tur a úpravou zpu˚sobu procházení trie.
V sekci 2.4 je popsána datová struktura k-d strom, její konstrukce a vlastnosti. Je po-
psán algoritmus vyhledávání bodu˚ zájmu v dané oblasti a vyhledání bodu˚ zájmu nej-
bližších k daným sourˇadnicím s využitím k-d stromu. Dále je popsán formát ukládání
k-d stromu do souboru a nacˇtení k-d stromu ze souboru. Nakonec jsou provedeny testy
rychlosti vyhledávání bodu˚ zájmu v k-d stromu.
V sekci 3 se práce zabývá nasazením implementovaných algoritmu˚ vyhledávání bodu˚
zájmu pomocí webové služby. Webová služba také využívá prˇipravovaný framework na
VŠB-TU Ostrava pro smeˇrování vozidel a výpocˇet dostupnosti.
V sekci 4 je popsán vývoj aplikace pro operacˇní systém Android, která bude vyu-
žívat implementovanou webovou službu. Jsou popsány základní vlastnosti operacˇního
systému Android a volba verze API pro vyvíjenou aplikaci. Je popsáno zpracování dat
v aplikaci a jejich kešování. Dále je popsáno uživatelské rozhraní aplikace a nakonec je
experimentálneˇ otestováno vyhledávání.
52 Ukládání a vyhledávání bodu˚ zájmu v smeˇrovacích aplika-
cích
Prˇi vývoji smeˇrovacích aplikací bývá potrˇeba navrhnout a implementovat algoritmy umož-
nˇující ru˚zné vyhledávání bodu˚ zájmu. Bod zájmu [24] je lokace ve sveˇteˇ, dána svými ze-
meˇpisnými sourˇadnicemi, o jejíž vyhledání mu˚že mít uživatel zájem. V reálném sveˇteˇ
mu˚že bod zájmu zaujímat velkou plochu (naprˇíklad stadión, jezero) nebo mu˚že být bo-
dový (naprˇíklad strom).
Ve smeˇrovacích aplikacích je veˇtšinou potrˇeba uživatele nasmeˇrovat na konkrétní lo-
kaci (naprˇíklad v prˇípadeˇ stadiónu k vstupní bráneˇ), proto se body zájmu, které zaujímají
veˇtší rozlohu, uloží do neˇkolika samostatných bodu˚ (naprˇíklad v prˇípadeˇ stadiónu bu-
dou jednotlivými body vstupní brány, které jsou pro vyhledání cesty du˚ležitými body).
Cˇasto požadovanou funkcˇností bývá fulltextové vyhledávání bodu˚ zájmu. Prˇi tomto
zpu˚sobu vyhledávání uživatel zadá text, na jehož základeˇ mu budou nabídnuty body
zájmu serˇazené podle podobnosti názvu jednotlivých bodu˚ se zadaným textem. Takové
vyhledávání se uplatní v prˇípadech, kdy uživatel zná alesponˇ cˇást názvu hledaného
bodu, ale neví, kde se prˇesneˇ nachází nebo nechce daný bod na mapeˇ hledat. Prˇíkladem
prˇípadu užití je vyhledávací rˇádek na Google mapách a mnoha jiných.
Další cˇastou funkcí bývá vyhledání nejbližších bodu˚ zájmu (vyhledávání nejbližších
sousedu˚ [3]). Prˇi tomto vyhledávání zadá uživatel strˇed vyhledávání (naprˇíklad jeho ak-
tuální polohu zjišteˇnou pomocí GPS) a typ bodu˚ zájmu, které chce nalézt. V praxi se
tento typ vyhledávání uplatní naprˇíklad v prˇípadeˇ, kdy uživatel potrˇebuje zjistit, na jaké
se nachází adrese, potrˇebuje zjistit nejbližší bankomat, restauraci a podobneˇ.
Poslední du˚ležitou funkcí je vyhledání bodu˚ zájmu v konkrétní oblasti. Prˇi tomto vy-
hledávání je zadána oblast hledání a typ bodu˚ zájmu. Uplatní se naprˇíklad v aplikacích,
kde se na mapový podklad vykreslují uživateli body zájmu, o které se uživatel zajímá
(naprˇíklad restaurace v okolí).
2.1 Datová struktura trie
Trie [12] se používá pro uchovávání množiny asociací. V prˇípadeˇ použití pro vyhledávání
bodu˚ zájmu je klícˇem slovo a hodnotou je množina všech bodu˚ zájmu, které obsahují
dané slovo ve svém názvu. Trie umožnˇuje rychlé vyhledávání textu vcˇetneˇ vyhledávání
variací hledaného slova, proto mu˚že být použita jako základ fulltextového vyhledávání.
Je to nelineární datová struktura - strom. Každý uzel trie odpovídá konkrétnímu klícˇi
a pokud je s daným klícˇem asociována hodnota, pak je obsažena v daném uzlu. Každý
uzel má prˇirˇazen prefix. Prefix má nenulovou délku, kromeˇ korˇene trie, jehož prefix je
prázdný rˇeteˇzec.
Každý list musí obsahovat hodnotu asociovanou s jeho klícˇem. Klícˇ uzlu je zrˇeteˇzením
všech prefixu˚ prˇedku˚ uzlu vcˇetneˇ prefixu uzlu samotného v porˇadí od korˇene. Každý
uzel má maximálneˇ tolik potomku˚, kolik je velikost abecedy použité pro vytvárˇení klícˇu˚.
Jednotlivé deˇti uzlu jsou rozlišitelné na základeˇ prvního znaku prˇirˇazeného prefixu, proto
každé díteˇ uzlu musí mít unikátní první znak prefixu.
6Obrázek 1: Ukázka struktury trie
Obrázek 2: Ukázka trie prˇed a po komprimaci
Na obrázku 1 je ukázka trie, do které je vložena množina asociací {Ostrava: 1, Os-
trava: 2, Ostrov: 3, Praha: 4}. Pro zdu˚razneˇní unikátnosti prvního znaku prefixu uzlu,
je první znak zobrazen na hraneˇ vedoucí smeˇrem od rodicˇe k uzlu a zbytek prefixu je
zobrazen v samotném uzlu.
Prefix slova je úsek znaku˚, kterými dané slovo zacˇíná. Délka prefixu mu˚že být mi-
nimálneˇ nulová a maximálneˇ rovna délce daného slova. Naprˇíklad slovo Ostrava má
prefixy: „“ (prázdné slovo), O, Os, Ost, Ostr, Ostra, Ostrav, Ostrava.
Komprimovaná trie je struktura vycházející z trie, má oproti základní trii menší po-
cˇet uzlu˚ dosažený bezztrátovou kompresí. Komprimovaná trie splnˇuje následující pod-
mínku [11]: každý uzel, který není listem nebo korˇenem, má se svým klícˇem asociovánu
hodnotu nebo má minimálneˇ dveˇ deˇti. Komprimací trie dojde k eliminaci uzlu˚, které by
zbytecˇneˇ zvyšovaly hloubku stromu, ale neprˇidávaly by žádnou další informaci. Na ob-
rázku 2 je zobrazena trie prˇed a po komprimaci se vstupem množiny asociací {sen: 1,
seno: 2}.
72.1.1 Konstrukce komprimované trie
Prˇi konstrukci komprimované trie lze volit mezi dveˇma prˇístupy. Bud’ lze trii konstru-
ovat nekomprimovaneˇ a po vložení všech prvku˚ množiny asociací provést komprimaci,
nebo lze kompresi provádeˇt prˇímo prˇi vkládání. Provedením metody ve výpisu kódu
1 pro všechny prvky asociativní množiny vznikne komprimovaná trie. Metoda provádí
kompresi prˇímo prˇi vkládání. Samotná metoda je definována v trˇídeˇ Node, která prˇed-
stavuje uzel stromu trie.








Nejprve se zkontroluje, jestli je klícˇ nulové délky. Pokud ano, pak se hodnota vloží
do uzlu. Pokud klícˇ není prázdný rˇeteˇzec, pak je nutné urcˇit vhodné díteˇ. Mu˚že nastat
neˇkolik prˇípadu˚. Prˇi urcˇení vhodného díteˇte je využito vlastnosti uzlu trie, kdy každé
díteˇ uzlu musí mít unikátní pocˇátecˇní znak prˇirˇazeného prefixu.
9 AChildrenDictionary<TValue>.Association assoc;
10 if (children .Get(key[0], out assoc))
11 {






Objekt assoc definovaný na rˇádku 9. obsahuje informace o prˇirˇazení prefixu k uzlu.
Pokud klícˇ zacˇíná prefixem neˇkterého díteˇte (rˇádek 12.), pak se z klícˇe odstraní zleva
prefix díteˇte a dojde k rekurzivnímu volání metody.
18 int i = NumberOfIdenticalCharacterFromLeft(key, assoc.Prefix.Whole);
19 TrieNode<TValue> n = assoc.Node;
20 assoc.Node = new TrieNode<TValue>();
21 assoc.Node.AddChildren(assoc.Prefix.Whole.Substring(i), n);
22 assoc.Prefix = new Prefix(assoc.Prefix.Whole.Substring(0, i)) ;
23










8Obrázek 3: Ukázka zmeˇny trie prˇi vkládání
Urcˇí se pocˇet shodných znaku˚ klícˇe a prefixu díteˇte (rˇádek 18.), vytvorˇí se nové díteˇ
s prefixem rovným shodné cˇásti klícˇe a prefixu pu˚vodního díteˇte. Nové díteˇ nahradí pu˚-
vodní díteˇ, které se stane jeho díteˇtem (rˇádek 19. až 22.). Z prefixu pu˚vodního díteˇte se
odstraní jeho shodná cˇást s klícˇem (rˇádek 21.).
Pokud se celý klícˇ shodoval s cˇástí prefixu díteˇte, pak je vkládaná hodnota vložena
do nového díteˇte (rˇádek 26.), jinak je vytvorˇen nový uzel s prefixem neshodné cˇásti klícˇe
(rˇádek 30. až 32.). Na obrázku 3 je znázorneˇna zmeˇna trie prˇi vkládání, pu˚vodní trie
obsahovala množinu asociací {Ostrava: 1, Praha: 2} a poté byly vloženy asociace (Os: 3)
a (Osa: 4).
Nakonec se ošetrˇí situace, kdy žádné z deˇtí nelze použít pro daný klícˇ a musí se vy-











Výpis 1: Kód metody pro vkládání do trie
92.1.2 Vyhledávání v komprimované trii
Pro realizaci fulltextového vyhledávání bodu˚ zájmu s využitím trie je nutné implemen-
tovat operace prˇesného a neprˇesného vyhledávání v trii. Prˇesné vyhledávání v trii vrátí
uzel odpovídající zadanému klícˇi, využije se prˇi vyhledávání bodu˚ zájmu v prˇípadech,
kdy uživatel zadá v textu libovolný pocˇet cˇísel.
Zadaná cˇísla se vyhledávají prˇesneˇ, protože se neprˇedpokládá, že by uživatel chteˇl
nalézt adresu s jiným cˇíslem popisným, než zadaným (cˇíslice mu˚že samozrˇejmeˇ v bodu
názvu být použita i v jiných prˇípadech, naprˇíklad v názvu restaurace).
Prˇi prˇesném vyhledávání v trii se postupneˇ prochází stromem tak, že se volí cesta,
která odpovídá prefixu zadaného klícˇe. Pru˚chod stromem koncˇí v okamžiku, kdy se na-
lezne uzel, jehož klícˇ je shodný s vyhledávaným klícˇem nebo pokud neexistuje potomek
uzlu, jehož klícˇ je prefixem hledaného klícˇe.
Definice 2.1 „Levenshteinova vzdálenost dL(v, w) mezi dveˇma rˇeteˇzci v, w ∈∗, je minimální
pocˇet editacˇních operací výmeˇna (replace), vložení (insert) a zrušení (delete) ke konverzi v na w.“
[13, str. 4]
Neprˇesné vyhledávání v trii se využije prˇi vyhledávání jednotlivých slov zadaných
uživatelem, prˇi vyhledávání bodu˚ zájmu. Vy výpisu kódu 2 je metoda pro neprˇesné
vyhledávání v trii. Metoda je definována v trˇídeˇ Node. Algoritmus metody je rekur-
zivneˇ provádeˇný na uzlech stromu, dokud nedojde k dosažení maximální Levenshtei-
novy vzdálenosti. Vstupní parametry metody jsou:
1. key - hledaný klícˇ (slovo v textu zadaném uživatelem), klícˇ se postupneˇ zkracuje
prˇi rekurzi metody.
2. maxLevenshteinDistance - maximální Levenshteinova vzdálenost mezi hledaným
klícˇem a klícˇi nalezených uzlu˚.
3. currentLevenshteinDistance - aktuální Levenshteinova vzdálenost, která se zvy-
šuje v pru˚beˇhu rekurze.
4. result - množina nalezených uzlu˚ vcˇetneˇ informace o Levenshteinoveˇ vzdálenosti
mezi klícˇem uzlu a hledaným klícˇem. Tento parametr slouží jako výstup metody.
Na rˇádku 3 se zjistí, jestli se aktuální uzel má prˇidat do množiny výsledku. Uzel se
prˇidá, pokud nebude prˇekrocˇena maximální Levenshteinova vzdálenost. Pokud má uzel
deˇti (rˇádek 11), tak se pro každé díteˇ (rˇádek 14) projde množina následujících klícˇu˚ (rˇádek
16) a pro každý následující klícˇ se rekurzivneˇ zavolá neprˇesné vyhledávání v uzlu trie
(rˇádek 18).
1 private Result<TValue> Search(string key, byte maxLevenshteinDistance, byte
currentLevenshteinDistance, Result<TValue> result)
2 {
3 if (key.Equals("") || key.Length + currentLevenshteinDistance <= maxLevenshteinDistance)
4 {
5 if (values != null)
10
6 {




11 if (children .Count() > 0)
12 {
13 byte localMaxLd = (byte)(maxLevenshteinDistance − currentLevenshteinDistance);
14 foreach (var assoc in children .GetAll () )
15 {
16 foreach(var nextKey in BestNextKey(key, assoc.Prefix.Whole, localMaxLd))
17 {
18 assoc.Node.Search(nextKey.key, maxLevenshteinDistance, (byte)(




22 return result ;
23 }
Výpis 2: Kód metody pro neprˇesné vyhledávání v trii
Množina následujících klícˇu˚ je vytvárˇena metodou BestNextKey. Vstupem metody
jsou rˇeteˇzce α, β a maximální Levenshteinova vzdálenost lmax. Výstupem metody je mno-
žina rˇeteˇzcu˚ R, která splnˇuje formuli 1. Množina R tedy obsahuje takové sufixy klícˇe α,
pro které je Levenshteinova vzdálenost mezi prefixem uzlu β a zbytkem klícˇe, po odstra-
neˇní sufixu, minimální.
∀γ1 ∈ R ∀γ2 ∈ R ∀γ3 /∈ R→ δ1γ1 = α ∧ δ2γ2 = α ∧ δ3γ3 = α ∧
∧ dL(δ1, α) = dL(δ2, α) ∧ dL(δ1, α) < dL(δ3, α) ∧ dL(δ1, α) ≤ lmax (1)
2.1.3 Formát ukládání trie
Aby se jednou vytvorˇená trie nemusela vytvárˇet znovu, naprˇíklad prˇi restartu webové
služby, lze ji uložit na disk do souboru a poté ze souboru nacˇíst do pameˇti tak, aby rych-
lost nacˇtení byla vyšší než rychlost vygenerování celé nové trie.
Prˇi nacˇítání ze souboru se nemusí kontrolovat podmínky pro splneˇní komprimace
trie, je prˇedem znám pocˇet deˇtí uzlu a pocˇet hodnot v uzlu, které lze využít pro vytvo-
rˇení seznamu˚ o prˇesné velikosti (oproti dynamickému zveˇtšování seznamu prˇi vytvárˇení
nové trie).
Na obrázku 4 je zobrazen formát ukládání trie na disk. Základní cˇástí je blok jednoho
uzlu. Uložením korˇenového uzlu trie dojde k uložení celého stromu. Blok uzlu obsahuje
informaci o pocˇtu deˇtí následované bloky jednotlivých deˇtí (v prˇípadeˇ, že uzel deˇti nemá,
žádné bloky deˇtí nenásledují).
Každý blok díteˇte je ve formátu bloku jednoho uzlu. Za bloky deˇtí následuje prˇíznak,
informující jestli daný uzel obsahuje neˇjaké body zájmu. Pokud je prˇíznak true, pak ná-
sleduje blok bodu˚ zájmu.
Blok bodu˚ zájmu obsahuje informaci o pocˇtu bodu˚ zájmu, následovanou bloky jed-
notlivých bloku˚ bodu˚ zájmu. Každý blok bodu zájmu obsahuje prˇíznak, zdali je bod
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Obrázek 4: Formát uložení trie na disku
zájmu uložen lokálneˇ, nebo v jiném místeˇ souboru. Pokud je prˇíznak false, pak násle-
duje adresa místa v souboru, ve kterém je daný bod zájmu uložen. Pokud je prˇíznak true,
pak následují data bodu zájmu.
Prˇíznak, informující jestli je bod zájmu uložen lokálneˇ nebo v jiném místeˇ souboru,
zajišt’uje, aby jeden bod zájmu nebyl uložen opakovaneˇ na více místech (naprˇíklad pokud
bude do trie vkládán bod zájmu se jménem „Ostrava Poruba“, pak se bude v trii nacházet
v uzlu s klícˇem „Ostrava“ a v uzlu s klícˇem „Poruba“). Z prˇíznaku lze snadno zjistit, že
daný bod zájmu byl již drˇíve nacˇtený a použije se jeho existující instance.
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2.2 Fulltextové vyhledání bodu˚ zájmu
Fulltextové vyhledání bodu˚ zájmu umožnˇuje vyhledat body zájmu na základeˇ zadání
vstupního textu, který nemusí být shodný se skutecˇnými jmény bodu˚ zájmu a mu˚že ob-
sahovat ru˚zné chyby. Prˇi vyhledávání bodu˚ zájmu mu˚že mít uživatel k dispozici ru˚zné
typy klávesnic a znakových sad, proto se prˇi vyhledávání bude ignorovat diakritika. Se-
znam chyb v uživatelem zadaném vyhledávaném rˇeteˇzci, které by meˇl algoritmus umeˇt
ošetrˇit:
1. Text zadaný s diakritikou i bez diakritiky.
2. Text zadaný libovolneˇ malými nebo velkými písmeny.
3. Vynechání písmen ve sloveˇ, v libovolném místeˇ (na pocˇátku, uprostrˇed, na konci).
4. Nadbytecˇné písmena ve sloveˇ (vzniklé naprˇíklad nechteˇným stisknutím klávesy).
5. Prˇeklep (vloženo jiné písmeno, než správné).
Vyhledané body zájmu jsou serˇazeny na základeˇ podobnosti jejich názvu˚ s zadaným
textem, které by meˇlo probíhat na základeˇ:
1. Levenshteinovy vzdálenosti mezi zadanými slovy textu a slovy názvu˚ bodu˚ zájmu.
2. Pocˇtu zadaných slov, které jsou obsaženy v názvu konkrétního bodu zájmu (naprˇí-
klad uživatel zadá „Moravská Ostrava“, pak shoda s bodem zájmu „Ostrava“ je
pouze jedno slovo).
3. Pocˇtu bodu˚ zájmu, které obsahují dané slovo (naprˇíklad slovo „Republika“ má
nižší váhu než slovo „Ostrava“).
4. Pocˇtu zadaných slov a pocˇtu slov v názvech bodu˚ zájmu (naprˇíklad prˇi vyhledá-
vání textu „Ostrava“ je ve výsledku bod zájmu „Ostrava“ výše než bod zájmu
„Moravská Ostrava“).
2.2.1 Algoritmus fulltextového vyhledávání bodu˚ zájmu s využitím trie
Fulltextového vyhledávání bodu˚ zájmu bude využívat prˇesné a neprˇesné vyhledávání
v trii, popsané v kapitole 2.1.2. Fulltextové vyhledávání je popsáno v algoritmu 2.1. Al-
goritmus pocˇítá pro každý nalezený bod zájmu rank, na jehož základeˇ serˇadí nalezené
body zájmu.
Pokud nastane situace, že by se ve výsledku mohly objevit body zájmu se stejným
rankem, pak tyto body serˇadí ješteˇ podle pocˇtu zadaných slov a pocˇtu slov v názvech
bodu˚ zájmu.
Vzorec pro výpocˇet ranku za každé slovo v zadaném textu je zobrazen v rovnici 2,
kde w je jedno slovo v hledaném textu, n udává, jestli je w cˇíslo (n = 1) nebo není cˇíslo
(n = 0), ckey je pocˇet bodu˚ zájmu asociovaných s daným klícˇem key, cmax je maximální
pocˇet bodu˚ zájmu asociovaných s libovolným klícˇem obsaženým mezi vyhledanými uzly.
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Meˇrˇení Prˇed úpravou Po úpraveˇ
Vyhledání „Brno“ 40 ms 40 ms
Vyhledání „Ostrava“ 114 ms 108 ms
Vyhledání „Moravská“ 370 ms 362 ms
Vyhledání „Moravská Ostrava“ 478 ms 464 ms
Tabulka 1: Rychlost vyhledávání po úpraveˇ výpocˇtu Levenshteinovy vzdálenosti
rank = n ∗ 10 + (1− n) ∗ [10− 3 ∗ (ckey/cmax)] ∗ [(|w| − dL(w, key))/|w|] (2)
2.2.2 Optimalizace vyhledávání
Profilováním kódu fulltextového vyhledávání bylo zjišteˇno, že pomeˇrneˇ velká cˇást vý-
pocˇetního cˇasu je využita k výpocˇtu Levenshteinovy vzdálenosti. Dále bylo zjišteˇno, že
v rámci metody výpocˇtu Levenshteinovy vzdálenosti je nejdelší operace alokace pameˇti
pro promeˇnné.
Celý výpocˇet Levenshteinovy vzdálenosti byl proto prˇesunut do samostatného ob-
jektu, který je vytvárˇený pouze jedenkrát na pocˇátku vyhledávání. V tabulce 1 jsou vý-
sledky meˇrˇení rychlosti vyhledávání prˇed úpravou a po úpraveˇ výpocˇtu Levenshteinovy
vzdálenosti. Úprava neprˇinesla zásadní zrychlení vyhledávání.
Další úprava se snaží optimalizovat strukturu uchovávající deˇti uzlu. Vhodná volba
struktury mu˚že ovlivnit velikost celého fulltextového indexu v pameˇti RAM a rychlost
samotného vyhledávání. Deˇti uzlu jsou asociativní množina, kde klícˇe jsou datového
typy char a hodnoty jsou instance uzlu˚. Bude meˇrˇena rychlost vyhledávání a velikost
indexu v pameˇti RAM pro tyto zpu˚soby uchování deˇtí:
1. Pole s prázdnými elementy: jednotlivé deˇti jsou uchovány v poli, k jednotlivým
uzlu˚m se prˇistupuje prˇímo na základeˇ hodnoty klícˇe, složitost vyhledání je O(1).
Pocˇet prvku˚ pole je dán vztahem kmax − kmin + 1, kde kmin je hodnota minimál-
ního klícˇe a kmax je hodnota maximálního klícˇe. Výhoda tohoto zpu˚sobu uchování
je vysoká rychlost vyhledání, nevýhoda je veˇtší pameˇt’ová nárocˇnost v prˇípadeˇ ne-
využití všech možných klícˇu˚ nacházející se mezi kmin a kmax.
2. Pole bez prázdných elementu˚: jednotlivé deˇti jsou uchovány v poli, k jednotlivým
uzlu˚m se prˇistupuje sekvencˇneˇ, složitost vyhledání je O(n). Pocˇet prvku˚ pole je
roven pocˇtu deˇtí. Výhoda tohoto zpu˚sobu uchování je optimální využití pameˇti
RAM, nevýhoda je rychlost vyhledávání.
3. Serˇazené pole: jednotlivé deˇti jsou uchovány v poli, k jednotlivým uzlu˚m se prˇi-
stupuje binárním vyhledáváním, složitost vyhledání je O(log(n)). Pocˇet prvku˚ pole
je roven pocˇtu deˇtí. Výhoda tohoto zpu˚sobu uchování je optimální využití pameˇti
RAM a rozumná rychlost vyhledávání.
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Algoritmus 2.1 Fulltextové vyhledávání bodu˚ zájmu
Vstup: Hledaný text - text; maximální pocˇet vyhledaných bodu˚ zájmu - limit; korˇenový
uzel trie, která obsahuje jednotlivé body zájmu, jejichž klícˇe mají odstraneˇnou diakritiku
a všechny písmena malé - root.
Výstup: Množina bodu˚ zájmu odpovídající hledanému textu, serˇazených podle podob-
nosti hledaného textu a názvu˚ bodu˚ zájmu.
Kroky algoritmu:
words = rozdeˇl vstupní text na jednotlivé slova, odstranˇ diakritiku a zmeˇnˇ všechny
písmena na malá;
values = nový prázdný seznam nalezených bodu˚ zájmu a jejich ranku˚ (podle ranku
budou serˇazeny výsledné nalezené body zájmu);
results = nový prázdný slovník asociací (word : nodes), bude obsahovat uzly odpoví-
dající danému slovu;
for word in words do Vyhledání bodu˚ zajmu pro jednotlivá slova
if word je cˇíslo then
values.AddAll(vyhledej prˇesneˇ všechny body zájmu v trii root a prˇirˇad’
každému rank 10);
else
Maximální Levenshteinova vzdálenost pro neprˇesné hledání




Najdi maximální pocˇet bodu˚ zájmu ze všech uzlu˚ trie obsažených v slovníku results;
maxV aluesCount = (from r in results.V alues select r.V aluesCount).Max();
for (word, nodes) in results do Výpocˇet ranku˚ pro jednotlivé výsledky
Znevýhodneˇní (0 až 3 body) slov, které se vyskytují nejcˇasteˇji.
handicap = (nodes.PoisCount()/maxV aluesCount) ∗ 3;
for (node, levenshtein) in nodes do Pru˚chod uzly každého výsledku
for poi in node do Pru˚chod body zájmu každého uzlu
shoda = (word.Length− levenshtein)/word.Length;
Prˇipocˇítání bodu˚ za shodu mezi zadaným slovem a slovem a klícˇem uzlu;





return Vyber z values maximálneˇ limit bodu˚ zájmu s nejvyšším rankem, má-li více
bodu˚ stejný rank, pak tyto body serˇad’ podle shody pocˇtu slov v zadaném textu text
a pocˇtu slov v názvu bodu zájmu.
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Pole O(1) Pole O(n) Pole O(log(n)) Hashovací tabulka
Nacˇtení ze souboru 2146 ms 2150 ms 2158 ms 2074 ms
Pameˇt’ RAM 61,04 MB 59,96 MB 63,04 MB 71,82 MB
Vyhledávání
„Brno“ 41 ms 41 ms 42 ms 49 ms
„Ostrava“ 117 ms 110 ms 120 ms 124 ms
„Moravská“ 398 ms 375 ms 400 ms 397 ms
„Moravská Ostrava“ 507 ms 469 ms 510 ms 498 ms
„17 633“ 3 ms 3 ms 4 ms 3 ms
„17. Listopadu 633“ 363 ms 340 ms 365 ms 363 ms
Tabulka 2: Rychlost vyhledávání pro jednotlivé zpu˚soby uchovávání deˇtí
4. Hashovací tabulka: jednotlivé deˇti jsou uchovány v hashovací tabulce, složitost
vyhledání je O(1). Výhoda tohoto zpu˚sobu uchování dobrá rychlost vyhledávání
a operace vkládání.
Tabulka 2 zobrazuje rychlost vyhledávání a pameˇt’ové nároky pro jednotlivé zpu˚soby
uchovávání deˇtí. Nejlepších výsledku˚ bylo dosaženo s polem bez prázdných elementu˚,
se kterým meˇl fulltextový index nejmenší pameˇt’ové nároky a nejrychlejší vyhledávání.
Prˇi fulltextovém vyhledávání algoritmus nejprve najde všechny uzly trie odpovída-
jící jednotlivým slovu˚m zadaného textu v maximální Levenshteinoveˇ vzdálenosti urcˇené
na základeˇ délky hledaného slova. Vyhledání teˇchto uzlu˚ se provádí algoritmem neprˇes-
ného vyhledávání v trii. Nalezených uzlu˚ mu˚že být zbytecˇneˇ velký pocˇet a neˇkteré z nich
neovlivní celkový výsledek (vzhledem k zadanému maximální pocˇtu vyhledaných bodu˚
zájmu). Cˇím prˇesneˇji (bezchybneˇji) uživatel zadá hledaný text, tím spíš budou zajímavé
pouze ty uzly, jejichž Levenshteinova vzdálenost od hledaného slova bude nižší.
Tohoto faktu využívá další optimalizace, která upravuje zpu˚sob vyhledávání násle-
dujícím zpu˚sobem:
1. Neprˇesné vyhledávání v trii vrací jednotlivé odpovídající uzly v porˇadí od nejnižší
Levenshteinovy vzdálenosti mezi klícˇem uzlu a hledaným slovem.
2. Prˇi pru˚chodu výsledku pro neprˇesné vyhledávání se neprochází všechny uzly, ale
projdou se vždy pouze uzly s nejnižší Levenshteinovou vzdáleností, a pokud je na-
lezen minimálneˇ jeden bod zájmu, který odpovídá všem zadaným slovu˚m, pak je
hledání ukoncˇeno. Pokud bod zájmu nalezen není, projdou se uzly s veˇtší Levensh-
teinovou vzdáleností a opeˇt se zkontroluje, jestli byl nalezen minimálneˇ jeden bod
zájmu odpovídající všem zadaným slovu˚m. Takto se pokracˇuje, dokud jsou uzly
k prohledání.
Tyto úpravy zajistí, že není nutné procházet tolika uzly trie, ale prochází se tak dlouho,
dokud není nalezen hledaný bod zájmu. Protože samotné procházení trie prˇi neprˇesném
vyhledávání v trii je cˇasoveˇ nárocˇná operace, snížení pocˇtu navštívených uzlu˚ trie by
meˇlo zvýšit rychlost vyhledávání.
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Hledaný test Neserˇazený pru˚chod Serˇazený pru˚chod
Vyhledání „Aš“ 7,5 ms 0,5 ms
Vyhledání „Ostrava“ 104 ms 1,5 ms
Vyhledání „Moravská“ 350 ms 0,7 ms
Vyhledání „Moravská Ostrava“ 453 ms 2,2 ms
Vyhledání „Moravská Oxtxaxa“ 439 ms 137 ms
Vyhledání „Oxtxaxa“ 95 ms 134 ms
Vyhledání „Moravs Oxtxaxa“ 183 ms 283 ms
Tabulka 3: Zmeˇna rychlosti vyhledávání prˇi serˇazeném pru˚chodu trií
Úprava neprˇesného vyhledávání v trii, tak, aby vracelo jednotlivé odpovídající uzly
v porˇadí od nejnižší Levenshteinovy vzdálenosti mezi klícˇem uzlu a hledaným slovem,
je provedena s využitím serˇazeného seznamu uzlu˚. Do seznamu se vkládají uzly s vypo-
cˇítanou Levenshteinovou vzdáleností mezi klícˇem uzlu a hledaným slovem. Ze seznamu
se vyberou ty uzly, které mají nejnižší Levenshteinovu vzdálenost a prohledají se jejich
potomci a opeˇt se vloží do seznamu. To se opakuje, dokud prˇibývají uzly s menší Leven-
shteinovu vzdáleností. Jednotlivé uzly v porˇadí od nejnižší Levenshteinovy vzdálenosti
se zacˇnou iterativneˇ vracet jako výsledek neprˇesného hledání v momenteˇ, kdy je nalezen
uzel s nulovou Levenshteinovou vzdáleností nebo neexistují žádné uzly s menší Leven-
shteinovou vzdáleností.
Tato úprava neprˇesného vyhledávání v trii zpu˚sobí vetší režii, prˇedevším s údržbou
serˇazeného seznamu uzlu˚. Tato vyšší režie je kompenzována v navazujícím kroku full-
textového vyhledávání, kdy je možné projít menší pocˇet uzlu˚, než je nalezen výsledek.
V tabulce 3 je srovnání cˇasu˚ vyhledávání obeˇma zpu˚soby. Prˇi vyhledávání „Aš“,
„Ostrava“ a „Moravská“ se projevil vliv snížení pocˇtu navštívených uzlu˚. Protože tyto
slova byla zadána prˇesneˇ, byl rychle nalezen uzel s nulovou Levenshteinovou vzdá-
leností. Prˇi vyhledávání „Moravská Ostrava“ se navíc projevila optimalizace, kdy vy-
hledávání koncˇí, jakmile je nalezen bod zájmu odpovídající všem zadaným slovu˚m. Prˇi
vyhledávání „Oxtxaxa“ a „Moravs Oxtxaxa“ optimalizace pru˚chodu nepomohla, pro-
tože zadaná slova neodpovídají žádným klícˇu˚m v trii a naopak se projevila vyšší režie s
údržbou serˇazeného seznamu uzlu˚. Prˇi vyhledání fráze „Moravská Oxtxaxa“ se projevil
prˇínos rychlého vyhledání slova „Moravská“, tak i nevýhoda pomalejšího vyhledávání
neprˇesneˇ zadaných slov, ale i prˇesto byl cˇas vyhledání kratší, oproti pu˚vodnímu zpu˚sobu
vyhledávání.
Na obrázku 5 je diagram trˇíd pro fulltextové vyhledávání. Datová struktura trie je
implementována jako generická, aby byla univerzální a bylo ji možné využít i pro vyhle-
dávání jiných dat než bodu˚ zájmu.
2.3 Další datové struktury
Pro vyhledáván rˇeteˇzcu˚ lze použít i jiné datové struktury. V této kapitole je uveden
strucˇný prˇehled takových struktur.
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Obrázek 5: Diagram trˇíd trie
2.3.1 Ternární strom
Ternární strom [5] je další datovou strukturou, kterou je možné použít pro vyhledávání
rˇeteˇzcu˚. Každý uzel ternárního stromu má trˇi deˇti, prˇi vyhledávání se porovná znak uzlu
se znakem hledaného rˇeteˇzce; pokud je znak rˇeteˇzce menší než znak uzlu, pokracˇuje se
levým potomkem; pokud je znak rˇeteˇzce veˇtší než znak uzlu, pokracˇuje se pravým po-
tomkem; pokud je znak rˇeteˇzce roven znaku uzlu, pokracˇuje se prostrˇedním potomkem
a vyhledává se následující znak rˇeteˇzce.
Podle [5] je výhodou ternárních stromu˚, oproti triím, menší pameˇt’ová nárocˇnost a na-
opak výhodou trií je vyšší rychlost vyhledávání. Protože implementované fulltextové vy-
hledávání bude využito ve webové službeˇ, má vyšší prioritu rychlost vyhledávání. Veˇtší
pameˇt’ové nároky trií budou sníženy využitím komprimované trie (kapitola 2.1) a vhod-
nou volbou zpu˚sobu uložení deˇtí uzlu˚ trie (kapitola 2.2.2).
2.3.2 Sufixový strom
Sufixový strom [14] je trie, která obsahuje všechny sufixy rˇeteˇzce, kromeˇ sufixu nulové
délky. Sufixový strom naprˇíklad umožnˇuje rychlé nalezení rˇeteˇzcu˚ na základeˇ znalosti
jejich sufixu nebo prefixu. Protože sufixový strom obsahuje všechny sufixy rˇeteˇzce, je
jeho pameˇt’ová složitost veˇtší než pameˇt’ová složitost trie.
2.3.3 Hashovací tabulka
Hashovací tabulka [5] je datová struktura pro uchování množiny asociací. Hodnoty ukládá
v poli, pozice hodnot v poli je dána na základeˇ hashovací funkce. Její výhodou je složi-
tost vyhledávání O(1) v ideálním prˇípadeˇ. Pro úcˇely neprˇesného vyhledávání, které je
potrˇeba pro vytvorˇení fulltextového indexu se nehodí, protože jednotlivé hodnoty jsou
v tabulce usporˇádány na základeˇ hashovací funkce, ne na základeˇ podobnosti klícˇu˚, takže
prˇi neprˇesném vyhledávání by se musely projít všechny hodnoty v tabulce obsažené.
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Obrázek 6: Ukázka dvourozmeˇrného k-d stromu
2.4 K-d strom
K-d strom [6] je datová struktura používaná pro organizaci bodu˚ v k-rozmeˇrném pro-
storu. K-d strom je binární vyhledávací strom. Pro organizaci bodu˚ zájmu bude použita
dvourozmeˇrná varianta. K-d strom lze využít pro vyhledávání nejbližších bodu˚ zájmu
k zadaným sourˇadnicím a vyhledávání všech bodu˚ zájmu v zadané oblasti.
Definice 2.2 „Strom se nazývá dokonale vyvážený, jestliže pro každý uzel stromu platí, že pocˇet
uzlu˚ v jeho levém a pravém podstromu se liší nejvýše o jeden.“ [5, str. 149]
K-d strom deˇlí v každém uzlu, který není listem, body zájmu na dveˇ cˇásti. Deˇlení
probíhá v každé úrovni strˇídaveˇ podle zemeˇpisné šírˇky a zemeˇpisné délky, naprˇíklad
v první úrovni se body zájmu rozdeˇlí podle zemeˇpisné šírˇky, v následující podle zemeˇ-
pisné délky, atd.
Deˇlení mu˚že být na dveˇ stejneˇ velké cˇásti nebo podle neˇkterého bodu zájmu. Deˇlení
na dveˇ stejneˇ velké cˇásti umožní v ideálním prˇípadeˇ dosáhnout dokonale vyváženého
stromu, proto bude použito. Prˇi deˇlení na dveˇ stejneˇ velké cˇásti se body zájmu rozdeˇlí
tak, že levý podstrom obsahuje body zájmu s menší nebo shodnou hodnotou zemeˇpisné
šírˇky / délky (podle úrovneˇ daného uzlu) jako bod pivot a pravý podstrom obsahuje
body zájmu s hodnotou vyšší [17]. Na obrázku 6 je k-d strom obsahující body {[1, 4], [5,
8], [6, 6], [4, 5], [6, 5], [5, 6]}.
2.4.1 Konstrukce dvourozmeˇrného k-d stromu
K-d strom je konstruován algoritmem 2.2. Vstupem algoritmu je množina bodu˚. Algo-
ritmus serˇadí vstupní množinu bodu˚ podle zemeˇpisné šírˇky nebo délky (podle aktuální
hloubky rekurze), urcˇí prostrˇední prvek, který deˇlí vstupní množinu na dveˇ podmnožiny
(levá podmnožina obsahuje prvky menší nebo rovny prostrˇednímu prvku a pravá pod-
množina obsahuje prvky veˇtší) a rekurentneˇ provede konstrukci k-d stromu pro pravou
a levou podmnožinu.
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Algoritmus 2.2 Vytvorˇení k-d stromu
Vstup: Množina bodu˚ zájmu P , každý bod zájmu obsahuje zemeˇpisnou šírˇkou (latitude)
a délku (longitude), hloubka rekurze deep
Výstup: k-d strom obsahující všechny body zájmu z množiny P
Kód:
node = vytvorˇ nový prázdný uzel;
Urcˇení podle které sourˇadnice se deˇlí v aktuální úrovni.
divide = (deep mod 2) == 0 ? latitude : longitude;
Serˇad’ množinu P podle sourˇadnice divide;
pivotIndex = urcˇi prostrˇední bod množiny P ;
node.pivot = P [pivotIndex];
Pokud obeˇ podmnožiny mají minimálneˇ jeden bod
if |P [1..pivotIndex− 1]| > 0 ∧ |P [pivotIndex+ 1..|P |]| > 0 then
node.left = rekurentneˇ vytvorˇ k-d strom z P [1..pivotIndex− 1] a deep+ 1;
node.right = rekurentneˇ vytvorˇ k-d strom z P [pivotIndex+ 1..|P |] a deep+ 1;
end if
return node;
2.4.2 Vyhledání bodu˚ zájmu v dané oblasti
Vyhledání bodu˚ zájmu v dané oblasti umožnˇuje vyhledávat na základeˇ zadaného roz-
sahu zemeˇpisné délky, šírˇky a volitelneˇ kategorie bodu˚ zájmu. Kategorie mohou deˇlit
body zájmu naprˇíklad na stravování, turistické cíle, zábavu a podobneˇ.
Vyhledání bodu˚ zájmu v dané oblasti popisuje algoritmus 2.3. Algoritmus prochází
stromem od korˇene, zjistí, zdali aktuální uzel leží celý v zadaném rozsahu a pokud ano,
potom všechny hodnoty obsažené v uzlu a jeho potomcích prˇidá do množiny nalezených
bodu˚ zájmu. Pokud aktuální uzel svými hranicemi pouze prˇekrývá cˇást rozsahu, pak
se projdou jeho deˇti a pokud jeho prostrˇední bod leží v zadaném rozsahu, prˇidá se do
množiny nalezených bodu˚ zájmu.
Prˇed prˇidáváním libovolného bodu do množiny nalezených bodu˚ zájmu je prove-
dena kontrola, zdali daný bod patrˇí do požadované skupiny bodu˚ zájmu, pokud nepatrˇí,
nebude prˇidán.
2.4.3 Vyhledání nejbližších bodu˚ zájmu na daných sourˇadnicích
Vyhledání nejbližších bodu˚ zájmu na daných sourˇadnicích umožnˇuje vyhledávat na zá-
kladeˇ zadané zemeˇpisné sourˇadnice (strˇedu vyhledávání). Vyhledávání najde n nejbliž-
ších bodu˚ zájmu k daným sourˇadnicím. Volitelneˇ mu˚že být zadána kategorie bodu˚ zájmu
pro vyfiltrování.
Zdrojový kód algoritmu pro vyhledání nejbližších bodu˚ zájmu je uveden ve výpisu 3.
Vstupem metody je poloha strˇedu vyhledávání, limit pocˇtu vyhledaných nejbližších bodu˚
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Algoritmus 2.3 Vyhledání bodu˚ zájmu v dané oblasti a dané kategorie v k-d stromu
Vstup: K-d strom - root - obsahující množinu bodu˚ zájmu - P ; rozsah zemeˇpisné délky
a šírˇky - range; množina kategorií bodu˚ zájmu - C
Výstup: {p ∈ P : p ∈ range ∧ p ∈ C}
Kód:
queue = nová prázdná fronta uzlu˚ k prohledání;
queue.Enqueue(root);
result = nový prázdný seznam nalezených bodu˚ zájmu;
while |queue| > 0 do Dokud fronta obsahuje prvky
node = queue.Dequeue();
if range.Contains(node.bounds) then Pokus rozsah obsahuje hranice uzlu
Prˇidání do výsledku všech bodu˚ zájmu v daných kategoriích
result = result ∪ {p ∈ node.V alues() : p ∈ C};
else range.IsIntersection(node.bounds) Pokud se rozsah prˇekrývá s oblastí uzlu
if node.left! = null then Pokud má levé díteˇ
queue.Enqueue(node.left);
end if
if node.right! = null then Pokud má pravé díteˇ
queue.Enqueue(node.right);
end if
Pokud pivot leží v zadaném rozsahu a má správnou kategorii
if node.pivot ∈ range ∧ node.pivot ∈ C then





zájmu a filtr kategorií. Na obrázku 7 je znázorneˇn pru˚chod stromem prˇi vyhledávání nej-
bližších bodu˚ k bodu [5, 7].
Na rˇádku 3 je definovaný setrˇídeˇný seznam nejbližších bodu˚ zájmu, v tomto seznamu
se udržují nejbližší nalezené body zájmu, maximální délka seznamu je omezena limitem
pocˇtu nalezených bodu˚ zájmu. Na rˇádku 4 je definovaná oblast, u které je prˇedpoklad,
že obsahuje neˇkterý z nejbližších bodu˚ zájmu. Tato oblast na pocˇátku zahrnuje vše. Na
rˇádku 5 je definován seznam uzlu˚, které se musí zkontrolovat na výskyt nejbližších bodu˚
zájmu.
Cyklus na rˇádku 7 prochází stromem postupneˇ do hloubky (na obrázku 7 je pru˚chod
vyznacˇen zelenými šipkami), dokud nenarazí na list, a vždy volí díteˇ, které se nachází na
stejné polorovineˇ jako strˇed vyhledávání. Opacˇné díteˇ se prˇidá do seznamu uzlu˚ others,
které se musí pozdeˇji zkontrolovat. V pru˚beˇhu pru˚chodu stromem se udržuje seznam
nejbližších bodu˚ zájmu (rˇádek 12), pomocí metody MaintainNearest, která zjistí, jestli
se má bod zájmu n.P ivot vložit mezi nejbližší body zájmu na základeˇ jeho vzdálenosti ke
21
strˇedu vyhledávání. Pokud dojde ke vložení daného bodu zájmu mezi nejbližší, metoda
upraví podezrˇelou oblast vyhledávání, check, tak, aby zahrnovala oblast danou nejvzdá-
leneˇjším bodem z nejbližších nalezených bodu˚. Metoda uzlu GetByLocation (na rˇádku
14) vrátí díteˇ, které obsahuje danou lokaci. Metoda uzlu GetOtherByLocation (na rˇádku
9) vrátí díteˇ, které neobsahuje danou lokaci
Cyklus na rˇádku 17 projde všechny body zájmu v listu nalezeném v prˇedchozím
cyklu a pokusí se je zarˇadit do seznamu nejbližších. V prˇípadeˇ vyhledávání ve stromu
na obrázku 7 se pokusí zarˇadit bod [5, 8].
Na rˇádku 22 je cyklus, který postupneˇ prochází seznam uzlu˚, které se musí zkontrolo-
vat (cˇervené šipky na obrázku 7). Seznam se prochází od konce, tedy od uzlu˚, které jsou
nejvíce vnorˇeny ve strukturˇe stromu, tím je zajišteˇna kontrola uzlu˚, obsahující menší ob-
last, drˇíve, než uzlu˚ obsahující oblast veˇtší. Kontrola uzlu˚ probíhá pouze, pokud prˇekrý-
vají oblast, která mu˚že obsahovat nejbližší body zájmu. Metoda CheckSubtree na rˇádku
28 zkontroluje podstrom daného uzlu, prochází pouze potomky, kterˇí prˇekrývají pode-
zrˇelou oblast.
Nakonec dojde na rˇádku 32 k ukoncˇení metody a vrácení všech nalezených nejbližších
bodu˚ zájmu.
1 public IEnumerable<TValue> GetNearest(Location location, uint countLimit, IFilter<TValue> filter )
2 {
3 SortedSet<ValueDistance> nearest = new SortedSet<ValueDistance>();
4 Range check = Range.MaxValue;
5 LinkedList<Node<TValue>> others = new LinkedList<Node<TValue>>();




10 if ( filter .Contains(n.Pivot.Value))
11 {
12 MaintainNearest(nearest, location, n.Pivot , countLimit, ref check);
13 }
14 n = n.GetByLocation(location);
15 }
16
17 foreach (var value in n.Where(value => filter .Contains(value.Value)))
18 {
19 MaintainNearest(nearest, location, value, countLimit, ref check);
20 }
21
22 while (others.Count > 0)
23 {








32 return from i in nearest select i .Value.Poi;
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33 }
Výpis 3: Kód metody pro vyhledání nejbližších bodu˚ zájmu na daných sourˇadnicích
2.4.4 Ukázka vyhledání nejbližších bodu˚ zájmu
Je dán k-d strom zobrazený na obrázku 7 a sourˇadnice [5, 7], ke kterým se musí vyhledat
dva nejbližší body. Algoritmus provede následující kroky:
1. Inicializují se pocˇátecˇní promeˇnné.
nearest = ∅
check =< [−∞,−∞], [∞,∞] >
others = ∅
2. Prochází se do hloubky, aktuální uzel je n1.
nearest = {([5, 6], 1)}
check =< [−∞,−∞], [∞,∞] >
others = {n3}
3. Prochází se do hloubky, aktuální uzel je n2.
nearest = {([5, 6], 1), ([4, 5],√5)}
check =< [5−√5, 6−√5], [5 +√5, 6 +√5] >
others = {n3, n4}
4. Prochází se do hloubky, aktuální uzel je n5.
nearest = {([5, 6], 1), ([5, 8], 1)}
check =< [5− 1, 8− 1], [5 + 1, 8 + 1] >
others = {n3, n4}
5. Prochází se zpeˇt, aktuální uzel je n4, oblast uzlu se neprˇekrývá s oblastí check.
nearest, check : beze zmeˇny
others = {n3}
Obrázek 7: Ilustrace pru˚chodu stromem prˇi vyhledávání nejbližších bodu˚ k bodu [5, 7]
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Obrázek 8: Formát uložení k-d stromu na disku
6. Prochází se zpeˇt, aktuální uzel je n3, oblast uzlu se neprˇekrývá s oblastí check.
nearest, check : beze zmeˇny
others = ∅
7. Vyhledávání ukoncˇeno, výsledkem jsou body v množineˇ nearest.
2.4.5 Formát ukládání k-d stromu
Aby se jednou vytvorˇený k-d strom nemusel opakovaneˇ vytvárˇet prˇi restartu webové
služby, je vytvorˇen formát pro jeho uložení do souboru na disk. Z takto vytvorˇeného
souboru lze rychle nacˇíst do pameˇti celý strom. Na obrázku 8 je zobrazena struktura
formátu souboru k-d stromu.
Základní cˇástí je blok k-d stromu, který obsahuje informaci o pocˇtu uzlu˚, dále o pocˇtu
bodu˚ zájmu, poté blok indexu následovaný jednotlivými bloky bodu˚ (pokud by strom
neobsahoval žádné body, pak zde žádné bloky nebudou).
Blok indexu obsahuje bloky jednotlivých uzlu˚, pocˇet bloku˚ uzlu˚ je dán pocˇtem uzlu˚ ve
stromu. Bloky uzlu jsou zapsány v porˇadí preorder [5]. Každý blok uzlu obsahuje index
prvního bloku bodu patrˇícího do uzlu, index posledního bloku bodu patrˇícího do uzlu
a index bloku bodu, který je pivotem uzlu. Dále index bloku uzlu pravého potomka. In-
dex bloku uzlu levého potomka není potrˇeba ukládat, protože díky usporˇádání preorder,
tento blok následuje prˇímo za aktuálním blokem.
Formát k-d stromu v pameˇti RAM je velice podobný formátu souboru na disku. Blok
indexu je realizován polem celých cˇísel, každý blok uzlu obsahuje cˇtyrˇi cˇísla, celková veli-
kost pole tedy je 4∗n celých cˇísel, kde n je pocˇet uzlu˚ ve stromu. Všechny body ve stromu
jsou uloženy také v jediném poli, indexy v poli odpovídají indexu˚m bloku˚ bodu˚ v sou-
boru. Veškerá data, která tvorˇí strom, jsou uložena ve dvou polích. Prˇi nacˇítání stromu ze
souboru stacˇí provést dveˇ alokace polí, jejichž velikost je prˇedem známa, a alokace pro
jednotlivé body zájmu (odpovídá bloku˚m bodu˚ zájmu).
Protože je celá struktura stromu uložena ve dvou polích, odpadá nutnost vytvárˇení
instancí jednotlivých uzlu˚ stromu. K zjišteˇní veškerých informací o uzlu stacˇí znát index
do pole indexu˚ (tím zjistíme, které všechny body patrˇí do uzlu, jeho pivot a jestli má
potomky) a hloubku zanorˇení (tím je dána osa pivotu, která deˇlí jednotlivé body).
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Obrázek 9: Diagram trˇíd k-d stromu
Na obrázku 9 je diagram trˇíd k-d stromu. Datová struktura k-d stromu je implemen-
tována jako generická, aby byly univerzální a bylo je možné využít i pro vyhledávání
jiných dat než bodu˚ zájmu.
2.4.6 Test rychlosti vyhledávání v k-d stromu
Byly provedeny testy rychlosti jednotlivých zpu˚sobu˚ vyhledávání v k-d stromu. Prˇi tes-
tech byly v k-d stromu vloženy body zájmu v CˇR. Pocˇet adres byl 1 020 344 a pocˇet
ostatních bodu˚ zájmu (naprˇíklad restaurace a kultura) byl 107 270.
První test meˇrˇil rychlost vyhledávání bodu˚ zájmu v zadané oblasti. Výsledky testu
jsou v tabulce 4. Meˇrˇení probeˇhlo pro tyto oblasti1:
1. <[0◦; 0◦], [5◦; 5◦]>: oblast pro kterou strom neobsahuje žádné body zájmu.
2. <[49,834049◦; 18,160130◦], [49,834049◦; 18,160130◦]>: oblast obsahující jediný bod
zájmu - VŠB-TUO.
3. <[49,830329◦; 18,159366◦], [49,839833◦; 18,159366◦]>: oblast v okolí VŠB-TUO, obsa-
huje 42 bodu˚ zájmu.
4. <[49,815975◦; 18,142588◦], [49,845944◦; 18,198819◦]>: oblast zahrnující celou Porubu
v Ostraveˇ, zahrnuje 301 bodu˚ zájmu.
5. <[49,742148◦; 18,148311◦], [49,871746◦; 18,449843◦]>: oblast zahrnující celou Ost-
ravu, zahrnuje 2 209 bodu˚ zájmu.
6. <[0◦; 0◦], [90◦; 180◦]>: oblast zahrnující všechny body ve stromu zahrnuje 107 270
bodu˚ zájmu.
Druhý test meˇrˇil rychlost vyhledání nejbližších bodu˚ zájmu (bez filtrace kategorií
a s filtrováním kategorie vzdeˇlání) a adres k zadaným sourˇadnicím. Výsledky testu jsou
v tabulce 5. Vyhledávání probíhalo postupneˇ s omezením maximálního pocˇtu vyhledá-
vaných nejbližších bodu˚ na jeden, deset a sto bodu˚ zájmu. Jako strˇed vyhledávání byly
zvoleny tyto lokace:
1. [49,508065◦; 18,370670◦]: hora Smrk v Beskydech, oblast rˇídce pokrytá body zájmu.
1Sourˇadnice jsou zapsané v formátu [zemeˇpisná šírˇka; zemeˇpisná délka]
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Oblast Pocˇet bodu˚ Doba vyhledávání
<[0◦; 0◦], [5◦; 5◦]> 0 0,02 ms
<[49,834049◦; 18,160130◦], [49,834049◦; 18,160130◦]> 1 0,021 ms
<[49,830329◦; 18,159366◦], [49,839833◦; 18,159366◦]> 42 0,024 ms
<[49,815975◦; 18,142588◦], [49,845944◦; 18,198819◦]> 301 0,129 ms
<[49,742148◦; 18,148311◦], [49,871746◦; 18,449843◦]> 2209 0,416 ms
<[0◦; 0◦], [90◦; 180◦]> 107 270 12,654 ms
Tabulka 4: Rychlost vyhledávání bodu˚ zájmu v zadané oblasti
Nastavení Doba vyhledávání
Strˇed vyhledávání Pocˇet bodu˚ adresy vše vzdeˇlání
[49,508065◦; 18,370670◦]
1 0,281 ms 0,053 ms 0,401 ms
10 0,351 ms 0,205 ms 0,811 ms
100 0,913 ms 0,856 ms 2,594 ms
[49,834049◦; 18,160130◦]
1 0,066 ms 0,057 ms 0,033 ms
10 0,113 ms 0,088 ms 0,126 ms
100 0,606 ms 0,404 ms 1,962 ms
[[49,834933◦; 18,280474◦]
1 0,095 ms 0,056 ms 0,051 ms
10 0,153 ms 0,101 ms 0,244 ms
100 0,608 ms 0,527 ms 1,715 ms
Tabulka 5: Rychlost vyhledávání nejbližších bodu˚ zájmu k zadaným sourˇadnicím
2. [49,834049◦; 18,160130◦]: VŠB-TUO, oblast strˇedneˇ husteˇ pokrytá body zájmu.
3. [49,834933◦; 18,280474◦]: Stodolní ulice v Ostraveˇ, oblast husteˇ pokrytá body zájmu.
V obou testech byla doba vyhledávání ve veˇtšineˇ meˇrˇení kratší než 1 ms, tento výsle-
dek je uspokojivý, proto lze testované algoritmy považovat za dostatecˇneˇ výkonné pro
nasazení ve webové službeˇ.
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3 Nasazení implementovaného rˇešení pomocí webové služby
Webová služba [23] je software navržený k podporˇe spolupráce zarˇízení prˇes sít’. Má
prˇesneˇ popsané rozhraní ve strojoveˇ zpracovatelném formátu, podle kterého probíhá ko-
munikace ostatních zarˇízení s webovou službou, typicky pomocí HTTP s XML serializací.
Knihovna pro vyhledávání bodu˚ zájmu a vyvíjený framework pro smeˇrování vozi-
del je implementován pro prostrˇedí .NET, proto i samotná služba je vyvíjena pro stejné
prostrˇedí. Webové služby ASP.NET umožnˇují komunikaci s zarˇízeními prostrˇednictvím
XML a JSON zpráv. JSON formát je výhodný naprˇíklad pro komunikace s zarˇízeními
využívající operacˇní systém Android, protože obsahují nativní podporu pro zpracování
JSON formátu.
3.1 Funkce webové služby
Smyslem vyvíjené webové služby je nabídnout škálu funkcí, která obsáhne všechny du˚-
ležité funkce potrˇebné ve smeˇrovacích aplikacích. Jednotlivé funkce služby pak mohou
využívat další aplikace, které je využijí podle svého zameˇrˇení.
Webová služba nabídne funkce pro vyhledání dostupnosti, cesty mezi dveˇma body,
nejbližších bodu˚ zájmu v okolí, prˇibližné adresy na daných sourˇadnicích, fulltextové vy-
hledání bodu˚ zájmu a bodu˚ zájmu v oblasti vymezené rozsahem sourˇadnic.
Funkce vyhledání dostupnosti umožnˇuje vypocˇítat dojezd ze zadaných pocˇátecˇních
bodu˚, vcˇetneˇ možnosti zvolit nedostupné oblasti (oblasti, které jsou nepru˚jezdné). Služba
také obsahuje seznam hasicˇských stanic a informace o zatopených oblastech prˇi stoleté,
dvacetileté a peˇtileté vodeˇ, takže lze nechat vypocˇítat naprˇíklad mapu pokrytí hasicˇskými
jednotkami tak, aby dojezd hasicˇu˚ neprˇekrocˇil dvacet minut.
Další využití mu˚že být naprˇíklad v aplikaci, která umožní uživateli zjistit si, kam až
dojede od svého domu v zadaném cˇasovém limitu. Protože samotný výsledek vyhle-
dání dostupnosti mu˚že být pameˇt’oveˇ nárocˇný, prˇedevším prˇi vyhledávání dostupnosti
z všech hasicˇských stanic, proto je celý výsledek rozdeˇlený do dlaždic a klientovi se pru˚-
beˇžneˇ zasílají ty dlaždice, o které si zažádá.
Funkce vyhledání cesty mezi dveˇma body vyhledá cestu, vrátí jednotlivé úseky cesty
a informaci o délce cesty a odhadované dobeˇ jízdy. Funkce pro vyhledávání bodu˚ zájmu
vrací jednotlivé nalezené body, každý bod obsahuje informace: jméno bodu, popis bodu,
sourˇadnice umísteˇní, typ bodu (naprˇíklad „autobusová zastávka“) a kategorii bodu (na-
prˇíklad „doprava“).
3.2 Rozdeˇlení mapy na dlaždice
Prˇi vyhledávání dostupnosti je výsledek vracen postupneˇ v jednotlivých dlaždicích, o které
si klient žádá. Rozdeˇlení na jednotlivé dlaždice je shodné jako rozdeˇlení na dlaždice
u Microsoft Bing map nebo Mapniku (nástroj pro generování mapových podkladu˚ [18]).
Využívá Mercatorovo zobrazení, které má dveˇ zásadní vlastnosti: zachovává tvar re-
lativneˇ malých objektu˚, sever a jih jsou vždy nahorˇe a dole, východ a západ jsou vždy
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Obrázek 10: Zkreslení polárních oblastí u Mercatorova zobrazení [15]
vpravo a vlevo. Protože projekce u pólu˚ se blíží nekonecˇnu, je zobrazovaný rozsah zemeˇ-
pisné šírˇky v rozsahu od −85, 05◦ do 85, 05◦ [16].
Na obrázku 10 je zobrazeno zkreslení objektu˚ blížících se k pólu˚m. Všechny kruhy
na mapeˇ znázornˇují stejneˇ velkou plochu zemeˇ. Lze videˇt, že Mercatorovo zobrazení
zobrazuje objekty blížící se k pólu˚m veˇtší oproti objektu˚m blíže k poledníku.
Každá dlaždice má velikost 256 x 256 pixelu˚. Pocˇet dlaždic na mapeˇ závisí na úrovni
rozlišení. Pocˇet dlaždic na výšku a šírˇku mapy je shodný, je dán vztahem nx = ny = 2d,
kde nx je pocˇet dlaždic na šírˇku, ny je pocˇet dlaždic na výšku a d je úrovenˇ rozlišení.
Celkový pocˇet dlaždic je pak dán vztahem n = (2d)2. Pro identifikaci každé dlaždice
proto je potrˇeba znát úrovenˇ rozlišení a sourˇadnice x a y.
3.3 Kešování výsledku˚ dostupnosti
Protože samotný výpocˇet dostupnosti je cˇasoveˇ a pameˇt’oveˇ nárocˇná operace (prˇedevším
pokud se pocˇítá dostupnost z více pocˇátecˇních míst), je nutné udržovat si výsledek v pa-
meˇti tak, aby prˇi každém dotazu klienta na další dlaždici výsledku nebylo nutné vypocˇí-
távat celou dostupnost znova. Proto se výsledek dostupnosti uloží do speciální struktury,
která data rozdeˇlí do jednotlivých dlaždic a prˇi požadavku na konkrétní dlaždici se pra-
cuje už pouze s relevantní cˇástí dat.
3.4 Proces vyhledání dostupnosti
Pokud chce klient vypocˇítat dostupnost, pak musí první zavolat metodu
PrepareAccessability, jejíž parametry jsou všechny údaje nutné k vypocˇítání dostup-
nosti, tedy maximální rychlost vozidla, sourˇadnice pocˇátku vyhledávání (v prˇípadeˇ po-
kud vyhledává dostupnost z jednoho bodu), identifikátory skupin pocˇátecˇních bodu˚ (po-
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kud vyhledává dostupnost z více pocˇátecˇních lokací, naprˇíklad dostupnost z hasicˇských
stanic), jestli se mají používat pouze úseky pru˚jezdné nákladním vozidlem a identifikátor
omezení (v prˇípadeˇ omezení naprˇíklad stoletou vodou). Po zavolání
PrepareAccessability mu˚že klient opakovaneˇ volat metodu GetAccessabilityT ile, která
vrací dostupnost pro jednotlivé dlaždice mapy.
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4 Vytvorˇení aplikace pro OS Android
V této kapitole budou nejprve uvedeny základní informace o OS Android, jeho vlastnosti,
zastoupení jednotlivých verzí a výbeˇr verze, pro kterou bude naše aplikace vytvárˇena.
Poté bude detailneˇji prˇedstavena vytvárˇená aplikace.
4.1 Operacˇní systém android
OS Android je postaven na Linuxovém jádrˇe s otevrˇeným zdrojovým kódem. Je na mili-
ónech mobilních zarˇízení na celém sveˇteˇ. Díky otevrˇenému zdrojovému kódu jeho rozší-
rˇení rychle roste [21].
Je navržen primárneˇ jako dotekový OS, využívá se prˇedevším v chytrých telefonech
a tabletech, ale objevuje se i v zarˇízeních jako fotoaparáty, multimediální prˇehrávacˇe,
cˇtecˇky knih a dokonce i v lednicích. OS Android byl první, který kombinoval tyto vý-
hody [2]:
• Bezplatné vývojové prostrˇedí a otevrˇený zdrojový kód. Protože výrobci telefonu˚
nemusejí platit licencˇní poplatky a vývojárˇi mají dostupné bezplatné vývojové pro-
strˇedí, stal se rychle oblíbený.
• Komponentová architektura inspirovaná internetovými mashup aplikacemi umož-
nˇuje nahradit cˇásti aplikace vlastními upravenými komponentami.
• Množství vestaveˇných služeb, jako polohové služby využívající GPS a triangulace
pomocí dostupných buneˇk mobilních operátoru˚, SQL databáze, prohlížecˇ, mapová
komponenta.
• Automatické rˇízení životního cyklu aplikace. Jednotlivé beˇžící aplikace jsou izolo-
vané, Android je optimalizovaný pro málo výkonné zarˇízení s omezeným množ-
stvím pameˇti.
• Vysoká kvalita grafiky a zvuku. Jemná a vyhlazená 2D vektorová grafika a animace
inspirované Flash aplikacemi a 3D grafika akcelerovaná pomocí OpenGL. Podpora
multimediálních kodeku˚ H.264, MP3 a AAC.
• Prˇenositelnost mezi velkým množstvím soucˇasného a budoucího hardwaru.
Zastoupení OS Android mezi mobilními OS z dlouhodobého hlediska roste. Podle
statistik StatCounter bylo jeho celosveˇtové zastoupení 37% v brˇeznu 2013 (graf na ob-
rázku 11), zastoupení v Cˇeské Republice pak dokonce 62,7% (graf na obrázku 12) [22].
Existují ru˚zné verze Androidu, prˇi vývoji aplikace je nutné na pocˇátku rozhodnout pro
kterou verzi bude vyvíjena.
Volbou starší verze je výhoda veˇtší kompatibility (aplikace pro starší verze lze spustit
i na noveˇjších verzích), ale nevýhodou je starší API, které je chudší, mu˚že obsahovat
chyby, jež jsou v noveˇjších verzích odstraneˇny, absence neˇkterých technologií. Proto je
nutné najít kompromis mezi verzí a její penetrací. Z tabulky 6 lze usoudit, že volbou API
10 lze získat podporu 89,3% zarˇízení (soucˇet penetrací všech API ≥ 10).
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Obrázek 11: Zastoupení mobilních operacˇních systému celosveˇtoveˇ [22]
Obrázek 12: Zastoupení mobilních operacˇních systému v CˇR [22]
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Verze Oznacˇení API Penetrace
1.6 Donut 4 0.2%
2.1 Eclair 7 2.2%
2.2 Froyo 8 8.1%
2.3 - 2.3.2 Gingerbread 9 0.2%
2.3.3 - 2.3.7 Gingerbread 10 45.4%
3.1 Honeycomb 12 0.3%
3.2 Honeycomb 13 1.0%
4.0.3 - 4.0.4 Ice Cream Sandwich 15 29.0%
4.1 Jelly Bean 16 12.2%
4.2 Jelly Bean 17 1.4%
Tabulka 6: Zastoupení jednotlivých verzí OS Android 4. 2. 2013 [9]
4.1.1 Distribuce Android aplikací
Primárním distribucˇním kanálem pro Android aplikace je Google Play, což je internetový
obchod, prˇes který mu˚žou uživatelé androidu instalovat aplikace do zarˇízení. Aplikace
v obchodeˇ mohou být bezplatné i placené.
Zákazníkovi je umožneˇno nakoupit pouze takové aplikace, které jsou urcˇeny pro jeho
verzi Androidu. Prˇi umísteˇní aplikace do obchodu mu˚že autor aplikace omezit distri-
buci pouze pro konkrétní hardwarové konfigurace. Každý meˇsíc je z Google Play staženo
1,5 miliardy aplikací a pocˇet stále roste. [8]
Dalším zpu˚sobem distribuce aplikace pomocí e-mailu. Aplikaci stacˇí prˇipojit jako prˇí-
lohu e-mailové zprávy a odeslat na Gmail uživatele. Pokud si uživatel zprávu vyzvedne
prostrˇednictvím Gmail aplikace, bude mu nabídnuta instalace aplikace. Zobrazí se mu
však varování, že instaluje aplikaci z neoveˇrˇeného zdroje. Proto je tento zpu˚sob šírˇení
vhodný pouze pro omezenou skupinu uživatelu˚.
Posledním zpu˚sobem je umísteˇní aplikace na vlastní webový server. V tomto prˇípadeˇ
se uživatelu˚m bude prˇed instalací zobrazovat varování, že instalují aplikaci z neoveˇrˇe-
ného zdroje. V prˇípadeˇ šírˇení aplikace prˇes e-mail i prˇes vlastní webový server, musí mít
uživatelé v nastavení telefonu povoleno instalovat aplikace z neznámých zdroju˚.
4.1.2 Prˇíprava aplikace pro distribuci
Jakmile je aplikace prˇipravena pro distribuci prˇes Google Play, musí být provedeno neˇko-
lik kroku˚, prˇed samotným umísteˇním aplikace do nabídky Google Play. První je potrˇeba
zkontrolovat název balícˇku aplikace, musí být takový, aby byl pro aplikaci vhodný po
celou dobu její existence. Zmeˇna jména balícˇku není pozdeˇji možná.
Další krok je odstraneˇní z kódu volání logování a zakázání ladeˇní aplikace. Také je
potrˇeba z aplikace odstranit všechny testovací soubory a logy, které nejsou nutné pro beˇh
aplikace.
Další krok je vhodná volba ikony aplikace, na kterou uživatel klepne pro spušteˇní
aplikace. Ikona by meˇla být jednoznacˇná a nezameˇnitelná s ikonami jiných aplikací. Také
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by ikona nemeˇla být komplikovaná, tak, aby byla rozeznatelná na displejích s nízkou
hustotou pixelu˚. Rozlišení ikony by meˇlo být 36 x 36 pixelu˚ pro displeje s nízkou hustotou
pixelu˚, 48 x 48 pixelu˚ pro displeje se strˇední hustotou pixelu˚, 72 x 72 pixelu˚ pro displeje
s vysokou hustotou pixelu˚ a 96 x 96 pixelu˚ pro displeje s velmi vysokou hustotou pixelu˚.
Dále je potrˇeba vytvorˇit ikonu aplikace s rozlišením 512 x 512 pixelu˚, která je požado-
vána pro umísteˇní do Google Play, bude se zobrazovat uživatelu˚m na stránce s možností
stažení aplikace z Google Play.
Dále je potrˇeba vlastnit certifikát, kterým bude aplikace podepsána. Certifikát nemusí
být vydaný certifikacˇní autoritou, stacˇí si ho vygenerovat.
Pro vygenerování certifikátu lze použít nástroj keytool, který je soucˇástí vývojového
prostrˇedí, lze zvolit ale i jednoduší zpu˚sob a využít pru˚vodce v programu Eclipse, který
provede celý proces od vygenerování certifikátu až do podepsání aplikace.
Posledním krokem je samotné sestavení aplikace a její podepsání privátním klícˇem.
K tomuto kroku lze využít zmíneˇný pru˚vodce programu Eclipse.
Je du˚ležité zabezpecˇit privátní klícˇ, kterým byla aplikace podepsána. Pokud by se klícˇ
dostal do nepovolaných rukou, mohl by být zneužit k nahrazení naší aplikace aplikací
osoby, která by se zmocnila našeho privátního klícˇe.
4.1.3 Vývojové prostrˇedí pro Android
Veškeré potrˇebné cˇásti vývojového prostrˇedí jsou bezplatné, jsou dostupné pro Windows,
Linux i Mac OS X. [2] Pro vývoj je potrˇeba mít instalované:
1. JDK, nejnoveˇjší verzi lze stáhnout z [20]
2. Android Developer Tools Bundle, balík obsahující základní nástroje potrˇebné pro
vývoj. Lze stáhnout z [10]. Obsahuje:
• Eclipse + ADT plugin: vývojové prostrˇedí pro Android
• Android SDK Tools: sada nástroju˚ pro vývoj a ladeˇní
• Android Platform-tools: podpora jednotlivých Android verzí
• Knihovny poslední Android verze
• Obraz poslední Android verze pro emulátor
4.1.4 Android Emulátor
Pro vývoj aplikace není potrˇeba vlastnit fyzické zarˇízení s OS Android, protože vývo-
jové prostrˇedí zahrnuje emulátor mobilního zarˇízení s OS Android. Emulátor umožnˇuje
simulovat všechny možnosti fyzického zarˇízení kromeˇ uskutecˇneˇní skutecˇného telefon-
ního hovoru.
Lze vytvorˇit emulátory s ru˚znými parametry. Lze zvolit verzi OS Android, velikost
pameˇt’ové karty, rozlišení displeje, hustotu displeje a maximální velikost haldy. Také lze
emulovat množství hardwarového vybavení: prˇídavný LCD displej, qwerty klávesnici,
zvukový výstup a vstup, akcelerometr, kameru, GSM modem, senzor magnetického pole,
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Obrázek 13: Vyvíjená aplikace v emulátoru
GPS modul, grafickou procesorovou jednotku a další. Na obrázku 13 je zobrazena vyví-
jená aplikace v emulátoru.
Deˇkuji spolecˇnosti Samsung Electronics Czech and Slovak za zapu˚jcˇení tabletu Sam-
sung Galaxy Note 10.1 (GT-N8100) za úcˇelem testování programované aplikace.
4.1.5 Ladeˇní aplikací
Vývojové prostrˇedí umožnˇuje ladeˇní vyvíjené aplikace. Prostrˇedí pro ladeˇní umožnˇuje
krokovat program, sledovat hodnoty promeˇnných v pru˚beˇhu krokování, nastavovat body
prˇerušení. Lze sledovat systémové zprávy, aktuální existující vlákna procesu, stav haldy,
alokaci objektu˚ a souborový systém zarˇízení.
4.2 Funkce aplikace
Úcˇel aplikace je nabídnout takovou funkcˇnost, která obsáhne možnosti vyvíjeného fra-
meworku a umožní tak testovat jeho možnosti. Samotné výpocˇty budou probíhat na ser-
veru, ke kterému se aplikace bude prˇipojovat prostrˇednictvím webové služby popsané
v kapitole 3. Samotné výsledky budou zobrazovány na mapovém podkladu OSM, který
má však omezení rychlosti stahování jednotlivých dlaždic mapy.
4.2.1 Zobrazení mapových podkladu˚
Základem celé aplikace je obrazovka zobrazující mapu, na kterou si uživatel mu˚že vo-
litelneˇ nechat vykreslovat další informace (naprˇíklad nalezenou cestu a podobneˇ). Jako
základ pro vykreslování mapy je použita knihovna OSMDroid [19], která distribuována
pod licencí Apache License 2.0.
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Obrázek 14: Diagram trˇíd pro vykreslení dlaždic mapy
Celá mapa je rozdeˇlena na samostatné dlaždice. Prˇi zobrazení mapy dojde vždy první
ke zjišteˇní, které dlaždice jsou potrˇeba k vykreslení mapy. O samotné vygenerování po-
trˇebných dlaždic se postará instance trˇídy OverlayFloreon, která je vytvorˇena jako kon-
tejner pro instance abstraktní trˇídy AbstractLayer, jejíž samotné realizace jsou konkrétní
trˇídy, pro vykreslení specifických výsledku˚ (naprˇíklad vrstva pro vykreslení cesty nebo
vrstva pro vykreslení dostupnosti.) Na obrázku 14 je zachycen diagram trˇíd potrˇebných
pro vykreslení dlaždic.
4.2.2 Prˇipojení k webové službeˇ
Aplikace komunikuje a webovou službou prostrˇednictvím zpráv ve formátu JSON.
Webová služba je umísteˇna na adrese http://web.floreon.vsb.cz/Routing/Service.asmx.
Pro komunikaci se službou byla vytvorˇena trˇída JsonClient, která umožnˇuje dotazy spouš-
teˇt v samostatném vlákneˇ a sledovat pru˚beˇh prˇenosu dat, na jehož základeˇ jsou aktuali-
zovány prvky uživatelského rozhraní znázornˇující pru˚beˇh operace.
Pro zpracování výsledku se používají trˇídy balícˇku org.json, který je soucˇástí OS An-
droid. Na obrázku 15 je zachycen diagram trˇíd pro prˇijení k webové službeˇ. Interface Re-
sultProcessor slouží ke zpracování výsledku z serveru, jeho realizace jsou soucˇást trˇídy
DataRepository, která slouží v aplikaci jako prezentacˇní vrstva pro dotazy na webovou
službu a jako úložišteˇ nastavení aplikace.
4.2.3 Zpracování CSV dat
Prˇi vykreslování dostupnosti na mapu musí být kromeˇ samotné dostupnosti vykresleny
i pocˇátecˇní lokace, ze kterých se dostupnost vypocˇítává (tedy stanice dobrovolných nebo
profesionálních hasicˇu˚). K prˇenosu seznamu teˇchto lokací se využívá format CSV, k jeho
zpracování se využívá Java CSV knihovna [4] distribuovaná pod licencí LGPLv2.
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Obrázek 15: Diagram trˇíd pro prˇipojení k webové službeˇ
4.2.4 Sledování funkcˇnosti aplikace na koncových zarˇízeních
Prˇi rozšírˇení aplikace mezi koncové uživatele se mu˚že stát, že dojde k neocˇekávané chybeˇ
aplikace, která nebyla objevena v pru˚beˇhu testování. Tato chyba se mu˚že objevit naprˇí-
klad z du˚vodu nedu˚kladného otestování všech situací, rozdílným hardwarem, na kte-
rém aplikace beˇží, rozdíly mezi verzemi OS Android nebo neprˇedvídanými událostmi
za beˇhu OS (nedostatek pameˇti RAM, nedostatek pameˇti na pameˇt’ové karteˇ a další).
Proto je dobré upravit aplikaci tak, aby v prˇípadeˇ zachycení neocˇekávané chyby nebo
v prˇípadeˇ pádu aplikace byl odeslán report o chybeˇ. Takový report by meˇl v ideálním prˇí-
padeˇ obsahovat co nejvíce informací o stavu aplikace, tedy rˇeteˇzec výjimek, které chybu
zpu˚sobily a technické parametry zarˇízení, na kterém došlo k chybeˇ. K odeslání reportu
mu˚že být využito internetové prˇipojení zarˇízení.
Aplikaci využívá pro reportování chyb knihovnu ACRA [7], která je šírˇena pod Apache
2.0 licencí. Prˇidání knihovny do aplikace v nejjednodušším prˇípadeˇ znamená prˇidání
pouhých dvou rˇádku˚ do zdrojového kódu aplikace. Knihovna umožnˇuje reporty zasílat
více zpu˚soby: prˇímo do Google dokumentu˚, e-mailem a na libovolný uživatelem defino-
vaný skript.
Také umožnˇuje definovat zpu˚sob chování aplikace v prˇípadeˇ nezachycené výjimky.
Lze zvolit tichý mód, který zajistí odeslání reportu a ukoncˇení aplikace. Druhý mód
umožnˇuje v prˇípadeˇ pádu uživateli zobrazit krátkou zprávu. Další mód zobrazuje krát-
kou zprávu a poté dá uživateli možnost vybrat, zdali chce odeslat report a má možnost
prˇidat vlastní komentárˇ. Poslední mód umožnˇuje navíc restartovat aplikaci.
Aplikace je nakonfigurovaná tak, aby v prˇípadeˇ chyby byla chyba tiše odeslána. Chyby
jsou odesílány na webovou službu BugSense [1], která umožnˇuje pohodlné zpracování
odeslaných reportu˚. Nabízí množství grafu˚ a statistik reportu˚. Všechny nové chyby (tedy
ty, které se drˇíve nevyskytly), které jsou zachyceny, mu˚žou být posílány na uživatelem
definovaný e-mail.
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Obrázek 16: Vrstvy mapy
Služba je placená, nabízí ale i bezplatnou verzi, která je omezena prˇedevším maximál-
ním pocˇtem zachycených chyb za týden, který je u bezplatné verze 500. Pro malé projekty
dostacˇující pocˇet. Díky reportování chyb mohla být aplikace snadno testována v terénu.
4.3 Zpracování a vykreslení výsledku˚
O vykreslování mapy s výsledky se stará trˇída OverlayFloreon dohromady s jednotli-
vými vrstvami, které jsou realizacemi abstraktní trˇídy AbstractLayer. Výsledný obraz se
skládá ze trˇí úrovní, spodní úrovenˇ slouží k zobrazení dat, jejichž zpracování je nárocˇné
a vykreslují se po dlaždicích (naprˇíklad vypocˇítání dostupnosti).
Prostrˇední úrovenˇ slouží pro vykreslení dat, které nepotrˇebují vykreslovat po jednot-
livých dlaždicích, ale lze je vykreslit pro celou obrazovku najednou (naprˇíklad vyhledaná
cesta, body zájmu).
Vrchní úrovenˇ slouží k vykreslení dodatecˇných informací, které mají statickou polohu
na obrazovce a jejich poloha se nemeˇní se zmeˇnou zobrazení mapy (naprˇíklad kompas,
informace o délce cesty).
Jednotlivé úrovneˇ se vykreslují pouze jednou a poté dojde k jejich prˇekreslení v oka-
mžiku zmeˇny zobrazení mapy nebo pokud dojde v neˇkteré z vrstev k požadavku na
prˇekreslení (naprˇíklad se dokoncˇí stahování dat z webové služby a lze je vykreslit) nebo
pokud OS požádá o prˇekreslení.
Pro zajišteˇní veˇtší rychlosti prˇekreslení je vytvorˇeno neˇkolik úrovní kešování. Cˇást ke-
šování se provádí ve trˇídeˇ OverlayFloreon, cˇást v samotných vrstvách vykreslující kon-
krétní výsledky a cˇást prˇímo ve webové službeˇ.
Na obrázku 16 jsou zobrazeny jednotlivé vrstvy mapy a jejich rozdeˇlení na úrovneˇ.
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Obrázek 17: Využití keše prˇi vykreslování dostupnosti
4.3.1 Spodní úrovenˇ obrazu
Ve spodní úrovní obrazu se vykresluje dostupnost a mapové podklady OSM. Její vykres-
lování probíhá po jednotlivých dlaždicích mapy. Protože výpocˇet i vykreslení dostup-
nosti je cˇasoveˇ nárocˇná operace (vzhledem k výkonu mobilních zarˇízení), je vytvorˇen
celý rˇeteˇzec keší.
Pokud dojde k požadavku na vykreslení dlaždice, první v rámci trˇídy OverlayFlo-
reon, dojde ke kontrole, jestli není dlaždice prˇipravena v pameˇti telefonu, pokud není,
pak dojde k pokusu vyhledat danou dlaždici v SQLite databázi. Pokud trˇída OverlayFlo-
reon nemá k dispozici vykreslenou dlaždici, pak dojde k volání vykreslení dlaždice trˇídy
LayerAccessability (nebo jiné realizace trˇídy AbstractLayer).
Zde opeˇt dojde k pokusu vyhledat v SQLite databázi data pro zjišt’ovanou dostupnost
(naprˇíklad dostupnost se stejnými parametry mohla být v minulosti již v zarˇízení vyhle-
dána), pokud data dlaždice nejsou ani nyní v databázi nalezena, dojde k požadavku na
webovou službu o data dané dlaždice. Webové služba používá taky keš, která je popsaná
v kapitole 3.3. Obrázek 17 zachycuje všechny vrstvy keše prˇi vykreslování dostupnosti.
V prˇípadeˇ vykreslování mapového podkladu OSM je situace obdobná, s rozdílem
kešování dlaždic mapy oproti kešování dlaždic dostupnosti. Kešovat dlaždice mapy je
potrˇeba, protože z OSM se dlaždice stahují velice pomalu.
4.3.2 Prostrˇední úrovenˇ obrazu
V prostrˇední úrovni obrazu se vykreslují body zájmu a nalezená cesta mezi dveˇma body.
Úrovenˇ se kešuje v trˇídeˇ OverlayFloreon pomocí dvou bitmap, kde jedna se vždy vykres-
luje na obrazovku a druhá se mezitím na pozadí prˇipravuje, po dokoncˇení prˇípravy se
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úloha bitmap vymeˇní. Vrstva bodu˚ zájmu je navíc kešovaná v SQLite databázi, aby se
nemusely opakovaneˇ nacˇítat jednotlivé body z webové služby.
4.3.3 Vrchní úrovenˇ obrazu
Vrchní úrovenˇ obrazu slouží k vykreslení informací, jejichž poloha na obrazovce nezávisí
na poloze zobrazené mapy. Vykresluje informace o délce cesty a odhadované dobeˇ cesty.
Protože vykreslení teˇchto informací není cˇasoveˇ nárocˇná operace, není vrstva kešovaná.
4.3.4 Kešování do SQLite databáze
Aplikace využívá SQLite databázi pro kešování dat ze serveru, aby nebylo nutné o data
žádat webovou službu pokaždé, když uživatel opakovaneˇ zobrazí stejný kousek mapy,
který meˇl zobrazený již v minulosti. Schéma databáze je zobrazeno na obrázku 18. Ke-
šování do souborového systému je možná alternativa ke kešování do databáze, každý
zpu˚sob kešování má své výhody.
Výhodou kešování do databáze je možnost snadno prˇidávat ru˚zná metadata, jedno-
duché dotazování nad daty, snadná modifikace dat, snadno lze zjistit velikost celé keše
jako velikost celého souboru databáze. Snadno lze z keše promazávat nejstarší záznamy
na základeˇ hodnot sloupce id. Výhodou kešování do souborového systému je prˇedevším
vyšší rychlost prˇístupu k datu˚m.
Tabulka tile slouží pro kešování binárních dat rozdeˇlených podle dlaždic. Sloupce
x, y a zoom souží pro identifikaci dlaždice na mapeˇ. Sloupec group udává skupinu vý-
sledku˚, v aplikaci se využívá jako skupina jméno trˇídy, která kešování provádí. Sloupec
mark slouží k identifikaci ru˚zných podskupin v rámci jedné skupiny. Sloupec data slouží
k uložení samotných binárních dat dlaždice.
Kešování do tabulky tile se využívá ve vrstveˇ mapového podkladu, kde se ukládají
všechny zobrazené dlaždice, protože samotné stahování dlaždic z OSM serveru je po-
malé. Dále tabulku tile využívá vrstva dopravní dostupnosti, která kešuje výsledky do-
stupnosti, sloupec mark se využívá pro rozlišení dostupností s ru˚zným nastavením.
Tabulky poi_tile a poi_tila_data slouží pro kešování bodu˚ zájmu rozdeˇlených na jed-
notlivé dlaždice. Tabulka poi_tile má sloupce x, y, zoom, group a mark, které mají stejný
význam jako v tabulce tile. Tabulka poi_tile_data obsahuje samotné data jednotlivých
bodu˚ zájmu, tabulka obsahuje cizí klícˇ poi_tile_id, který ukazuje ke které dlaždici se daný
bod zájmu váže. Tento druh keše se využívá ve vrstveˇ vykreslující body zájmu na mapu.
Tabulky poi_group a poi_group_data slouží pro kešování speciálních skupin bodu˚
zájmu, tyto skupiny jsou identifikovány na základeˇ sloupce server_id, jehož hodnota i sa-
motné body zájmu jsou nacˇteny z webové služby. Tento druh keše se využívá ve vrstveˇ
dopravní dostupnosti pro uložení skupin pocˇátku˚ výpocˇtu dostupnosti (naprˇíklad sku-
pina dobrovolní hasicˇi a skupina profesionální hasicˇi).
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Obrázek 18: Schéma databáze pro kešování dat
4.4 Uživatelské rozhraní
Aplikace se skládá z neˇkolika obrazovek: obrazovka mapy, obrazovka hlavního nasta-
vení, obrazovka nastavení barev, obrazovka nastavení filtrace kategorií bodu˚ zájmu, ob-
razovka nastavení vykreslované dostupnosti, obrazovka vyhledávání bodu˚ zájmu a ob-
razovka informací o aplikaci.
4.4.1 Obrazovka mapy
Hlavní obrazovka aplikace je obrazovka mapy, která se zobrazí uživateli po spušteˇní
aplikace (prˇed samotným zobrazením mapy se uživateli krátce zobrazí logo aplikace).
Tato obrazovka slouží pro vykreslování výsledku˚, které si uživatel aktivuje, do mapy
a je tedy obrazovkou, u které uživatel stráví nejvíce cˇasu a poskytuje uživateli užitecˇné
informace.
Celou plochu obrazovky zabírá interaktivní mapa, prˇes kterou se zobrazují ovládací
prvky prˇiblížení a oddálení mapy, aktivace a deaktivace GPS sledování polohy uživatele.
Na mapeˇ se zárovenˇ vykreslují další informace, které si uživatel aktivoval (dostupnost,
cesta mezi dveˇma body, nalezené body zájmu).
Na mapeˇ mu˚že uživatel používat následující gesta: dvojitým poklepáním prˇiblížit
mapu na daný bod, dveˇma prsty prˇibližovat a oddalovat mapu (pinch to zoom), dlouhým
stiskem zobrazit kontextovou nabídku, týkající se daného místa, která umožnˇuje uživa-
teli vyhledat body zájmu v daném místeˇ nebo cestu do daného místa. Poslední gesto -
klepnutí - mu˚že provádeˇt dveˇ akce, záleží v jakém režimu se mapa aktuálneˇ nachází.
Pokud je mapa v beˇžném režimu, klepnutím na bod zájmu na mapeˇ se zobrazí infor-
mace o daném bodu zájmu. Klepnutím na vybarvenou oblast v rámci zobrazení výsledku
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(a) Body zájmu v okolí (b) Informace o bodu (c) Volba bodu (d) Volba lokace
Obrázek 19: Obrazovka mapy
zjišteˇní dostupnosti se zobrazí odhadovaný cˇas dojezdu do daného místa. Pokud je mapa
v režimu výbeˇru lokace na mapeˇ (obrázek 19d), pak se klepnutím zvolí daná lokace (tento
režim se využívá naprˇíklad prˇi nastavení vyhledávané cesty).
Na obrázku 19a je zobrazena mapa s body zájmu v okolí, kategorie bodu˚ zájmu, které
se budou vykreslovat lze nastavit v nastavení aplikace. Klepnutím na libovolný zobra-
zený bod zájmu se zobrazí dostupné informace o daném bodeˇ (obrázek 19b). Jeli v daném
místeˇ mapy více bodu˚ zájmu blízko u sebe, pak nelze prˇesneˇ urcˇit, na který bod zájmu
uživatel klepl a bude mu zobrazena nabídka s volbou bodu (obrázek 19c).
Zpracování výsledku dostupnosti je cˇasoveˇ dlouhá operace, proto se uživateli v pru˚-
beˇhu zobrazuje informace, že probíhá zpracování (obrázek 20a). Po zpracování výsledku
se uživateli zameˇrˇí mapa tak, aby videˇl celou oblast relevantní k vypocˇítané dostupnosti
(obrázek 20b).
Prˇi dostatecˇném prˇiblížení mapy se uživateli zobrazí i pocˇátecˇní místa, které jsou
brány jako pocˇátecˇní body pro výpocˇet dostupnosti - na obrázku 20c jsou zobrazeny
hasicˇské stanice (klepnutím na hasicˇskou stanici lze zjistit prˇesneˇjší informace o stanici -
obrázek 19b) a na obrázku 20d je zobrazen uživatelem definovaný pocˇátek.
Na obrázku 20c i 20d je zobrazena dostupnost s nastavenými nedostupnými oblastmi
prˇi stoleté vodeˇ. Klepnutím na mapu v místeˇ vykreslené dostupnosti se zobrazí infor-
mace o dobeˇ dojezdu do daného místa, poprˇípadeˇ informace, že se jedná o zatopenou
oblast (obrázek 19b).
Prˇi vyhledávání cesty mezi dveˇma body bud’ uživatel vybere daný bod zájmu a v jeho
detailu vybere možnost vyhledat cestu (obrázek 19b) nebo dlouhým stisknutím na mapeˇ
otevrˇe kontextovou nabídku a vybere možnost najít cestu.
Poté se mu otevrˇe okno pro zadání, odkud se cesta bude hledat (obrázek 21a), v tomto
okneˇ mu˚že pocˇátek zadat bud’ jako sourˇadnice, vybrat klepnutím na mapeˇ, nacˇíst aktu-
ální polohu z GPS nebo vyhledat bod zájmu v okolí nebo pomocí fulltextu. Po vypocˇítání
cesty se uživateli zameˇrˇí mapa na nalezenou cestu (obrázek 21b).
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(a) Zpracování (b) Celá dostupnost (c) Detail dostupnosti (d) Dostupnost z bodu
Obrázek 20: Zobrazení dostupnosti na mapeˇ
4.4.2 Obrazovka vyhledání bodu zájmu
Pokud zvolí uživatel funkci hledání bodu˚ zájmu, zobrazí se mu obrazovka rozdeˇlená na
trˇi záložky, v první záložce mu˚že hledat body zájmu v okolí s možností filtrovat podle
daných kategorií (obrázek 21c). Na druhé záložce mu˚že uživatel vyhledat body zájmu
pomocí fulltextu (obrázek 21d) a na poslední záložce mu˚že najít adresy, které se nacházejí
v jeho okolí.
4.4.3 Ostatní obrazovky
Další obrazovka aplikace je obrazovka základního nastavení, ve které mu˚že uživatel na-
stavit maximální rychlost vozidla, jestli chce prˇi vyhledávání používat i placené úseky
cest a jestli se jedná o nákladní vozidlo. Také mu˚že nastavit maximální velikost keše.
Další obrazovka je obrazovka nastavení barev prˇi vykreslování dostupnosti (každý cˇas
dostupnosti má svoji barvu).
4.5 Experimentální otestování fulltextového vyhledávání
Bude provedena rˇada experimentu˚, jejichž cílem bude oveˇrˇit správnost rˇazení nalezených
bodu˚ zájmu prˇi fulltextovém vyhledávání. Správným rˇazením je myšleno serˇazení tako-
vým zpu˚sobem, aby na vyšších pozicích nalezených bodu˚ zájmu byly body, které se více
podobají zadanému vstupu a jsou pro uživatele du˚ležiteˇjší. Pro otestování bude vytvo-
rˇeno neˇkolik fulltextových dotazu˚ a bude urcˇeno jestli nalezené body zájmu odpovídají
dotazu.
Prvním dotazem je otestován vliv pocˇtu slov v jménech bodu˚ zájmu. Hledaný výraz
je „Ostrava“. Výsledek je: Ostrava; Moravská Ostrava; Nordica Ostrava; ... Lze videˇt, že
bod zájmu který odpovídal svojí délkou byl rˇazen výše.
Další dotaz testuje možnost zadat dotaz s diakritikou i bez diakritiky a libovolneˇ ma-
lými i velkými písmeny. Hledaný dotaz je „hrabu˚vka“ a „HRABUVKA“, pro oba dotazy
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(a) Pocˇátek cesty (b) Nalezená cesta (c) Nejbližší body (d) Fulltext
Obrázek 21: Zobrazení cesty na mapeˇ a hledání bodu˚ zájmu
je výsledek: Hrabu˚vka (cˇást obce); Hrabu˚vka (obec); Poliknika Hrabu˚vka; ... Výsledek
odpovídá ocˇekávání.
Další dotaz otestuje chybeˇjící a prˇebytecˇné písmeno. Uživatel bude chtít naprˇíklad
hledat „Ostrava“, ale zadá „otravaa“. Výsledek je: Odrava; Ostrava; Otava; Moravská
Ostrava; ... Levenshteinova vzdálenost mezi zadaným textem a jménem nalezeného bodu
zájmu pro první trˇi záznamy je trˇi, proto mají všechny trˇi stejnou váhu a proto se záznam
„Ostrava“ mu˚že nacházet na libovolné pozici z prvních trˇí. Cˇtvrtý záznam obsahuje dveˇ
slova (zadaný text pouze jedno), projevil se vliv pocˇtu slov, testovaný v prvním testova-
cím dotazu. Výsledek odpovídá ocˇekávání.
Další dotaz otestuje prˇeklepy. Uživatel bude opeˇt chtít najít meˇsto „Ostrava“, ale zadá
„oxtxaxa“. Výsledek: Ostrava; Metaxa; Otava; Ostrata; Moravská Ostrava; ... První trˇi
záznamy mají Levenshteinovu vzdálenost trˇi, trˇetí záznam cˇtyrˇi a u dalšího záznamu se
projevil pocˇet slov ve jméneˇ bodu zájmu.
Dotaz „Ostrava Moravská“ otestuje hledání fráze obsahující více slov. Výsledek: Mo-
ravská Ostrava; Moravská Ostrava 3130; Moravská Ostrava 1278; Moravská Ostrava 3109;
ÚMOb Moravská Ostrava a Prˇívoz; ... Výsledek obsahuje na prvním místeˇ bod názvu,
který odpovídá zadání a na dalších pozicích jsou pak záznamy mající veˇtší pocˇet slov.
Posledním dotaz „mAArykkavo nmestío“ je kombinací prˇedchozích testu˚, jeho vý-
sledek je podle ocˇekávání: Masarykovo námeˇstí.
Na základeˇ experimentálních testu˚ lze prˇedpokládat, že fulltextové vyhledávání na-
bízí relevantní výsledky, v rámci dat dostupných z OSM.
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5 Záveˇr
Byla implementována datová struktura trie. Trii je možné ukládat a nacˇítat ze souboru
na disku. Bylo implementováno prˇesné a neprˇesné vyhledávání v trii, které bylo použito
pro realizaci fulltextového vyhledávání bodu˚ zájmu.
Byly hledány optimalizace fulltextového vyhledávání. Optimalizace volbou ru˚zných
zpu˚sobu˚ ukládání uzlu˚ v trii nemeˇla velký vliv na rychlost vyhledávání, ale snížila pa-
meˇt’ovou složitost trie. Optimalizace snížením pocˇtu alokací promeˇnných potrˇebných
pro výpocˇet Levenshteinovy vzdálenosti zvýšila rychlost vyhledávání pouze mírneˇ, ale
optimalizace zmeˇnou zpu˚sobu neprˇesného vyhledávání v trii, tak, aby byly uzly prochá-
zeny v porˇadí od nejnižší Levenshteinovy vzdálenosti, zpu˚sobila zásadní snížení doby
vyhledávání.
Byla implementována datová struktura k-d strom. K-d strom je možné ukládat a na-
cˇítat ze souboru na disku. Bylo implementováno vyhledávání bodu˚ zájmu nejbližších
k zadaným sourˇadnicím a bodu˚ zájmu v zadané oblasti mapy. Vyhledávání umožnˇuje
filtrovat vyhledávané body zájmu podle kategorií (naprˇíklad kategorie vzdeˇlání, zábava
a další). Byl proveden test rychlosti vyhledávání, doby vyhledávání v testu se pohybo-
valy ve veˇtšineˇ prˇípadu˚ pod 1 ms, což lze považovat za dobrý výsledek.
Byla implementována a nasazena webová služba, která využívá implementované vy-
hledávání bodu˚ zájmu a framework pro smeˇrovaní vyvíjený VŠB-TU Ostrava. Webová
služba umožnˇuje vyhledávat body zájmu, vyhledávat nejkratší cestu mezi dveˇma body
a vypocˇítat dostupnost z jednoho nebo více pocˇátecˇních míst.
Nakonec byla vyvinuta aplikace pro operacˇní systém Android, která využívá vytvo-
rˇenou webovou službu. Aplikace demonstruje neˇkteré možnosti vyvíjeného frameworku.
Další vývoj projektu by mohl smeˇrˇovat naprˇíklad v dalších optimalizacích algoritmu
fulltextového vyhledávání, protože jeho rychlost je aktuálneˇ nejnižší ze všech implemen-
tovaných algoritmu˚. Optimalizace by mohla spocˇívat naprˇíklad ve využití keše, kdy by
se kešovaly vyhledávané dotazy a jejich výsledky. Prˇi opakovaném položení dotazu by
se výsledek nacˇetl rychle z keše, místo pomalého vyhledávání v trii.
Dále by mohl algoritmus fulltextového vyhledávání být rozšírˇen o možnost vyhledá-
vat na základeˇ uživatelovy lokace, kdy by výsledky, které jsou k uživateloveˇ lokaci blíže,
byly rˇazeny výše, takže naprˇíklad pokud ve sveˇteˇ existuje více meˇst se stejným jménem,
pak by uživatel videˇl na prvním místeˇ to meˇsto, které je mu blíže.
Vyhledávání nejbližších bodu˚ zájmu by mohlo být rozšírˇeno o možnost rˇadit výsledky
podle cestovní vzdálenosti mezi strˇedem vyhledávání a jednotlivými nalezenými body
místo vzdálenosti vzdušné.
Samotná aplikace pro operacˇní systém Android by mohla být v budoucnu použita
jako základ navigace, vcˇetneˇ hlasových pokynu˚ k jízdeˇ nebo aplikace pro geocaching
a jiné. Mohla by být prˇidána funkcˇnost pro uživatelem definované omezení prˇi výpocˇtu
dostupnosti, naprˇíklad uživatel by si mohl zadat, že daná silnice je nepru˚jezdná a nechal
by si vypocˇítat, kam všude dojede v zadaném cˇasovém intervalu ze zadaného bodu.
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