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Resumo
A Internet trouxe grandes benef´ıcios a`s organizac¸o˜es e usua´rios de computadores, pore´m
causou tambe´m uma maior exposic¸a˜o dos sistemas computacionais interligados em rede.
Inu´meros teˆm sido os esforc¸os para conter o crescente aumento dos ataques que ocorrem
no mundo todo, dentre os quais inclui-se o desenvolvimento de sistemas operacionais mais
seguros. Entretanto, a adoc¸a˜o desses sistemas ainda e´ incipiente, devido a va´rias dificul-
dades envolvidas no processo, dentre as quais destaca-se a complexidade de configurac¸a˜o
e gerenciamento de pol´ıticas de seguranc¸a.
Nesta dissertac¸a˜o, sa˜o apresentados os aspectos estudados durante o desenvolvimento
do mestrado, que permitiram a identificac¸a˜o dos problemas atuais associados a segu-
ranc¸a de sistemas operacionais e pol´ıticas de seguranc¸a. Isso resultou no projeto e imple-
mentac¸a˜o do Policy Viewer, uma ferramenta de visualizac¸a˜o de pol´ıticas de seguranc¸a.
Sua finalidade e´ auxiliar o administrador de pol´ıticas na compreensa˜o, visualizac¸a˜o e
verificac¸a˜o das pol´ıticas de seguranc¸a especificadas para o sistema operacional.
Utilizando as caracter´ısticas apresentadas no projeto, foi desenvolvida uma imple-
mentac¸a˜o parcial da ferramenta contendo um subconjunto das funcionalidades previstas,
sobre o qual foram elaborados exemplos para demonstrar sua utilidade no aux´ılio da
configurac¸a˜o de pol´ıticas e na identificac¸a˜o de problemas da pol´ıtica especificada.
vii
Abstract
The Internet brought great benefits to organizations and computer users, but has also
caused a larger exposure of the computing systems connected to the network. Countless
efforts are being made to contain the increasingly higher level of attacks that happen all
over the world, among which stands the development of safer operating systems. Un-
fortunately, the adoption of these systems is still incipient, because of several obstacles
involved in the process. One of them is the complexity of configuring and managing
security policies.
This dissertation shows aspects of operating system security and security policies stu-
died during the Masters program, leading to the identification of current problems asso-
ciated with them. This resulted in the project and implementation of Policy Viewer, a
tool for the visualization of security policies. Its purpose is to aid the policy administrator
in the comprehension, visualization and validation of operating systems security policies.
The tool has been partially implemented with a subset of the intended functions, using
the features presented in the project. Also, examples are shown to demonstrate its utility
toward aiding in the process of policy configuration and in the identification of possible
problems of such policies.
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“The beginning of knowledge is the discovery
of something we do not understand.”
“Seek freedom and become captive of your de-
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A interligac¸a˜o entre organizac¸o˜es atinge proporc¸o˜es globais grac¸as a Internet. A facilidade
e agilidade no intercaˆmbio de informac¸o˜es melhoraram significativamente a eficieˆncia e a
competitividade de come´rcios, indu´strias e corporac¸o˜es, afetando positivamente inclusive
a´reas como ensino e governo. Termos como E-Business, E-Commerce e E-Learning sa˜o
forjados na literatura internacional e se tornam presentes no cotidiano, dando forma a
uma ”Sociedade da Informac¸a˜o”[32].
Entretanto, conjuntamente com as vantagens provenientes do uso cada vez mais difun-
dido da Internet, emergiu uma crescente preocupac¸a˜o com a seguranc¸a de informac¸o˜es. O
acesso por pessoas na˜o autorizadas a informac¸o˜es sigilosas pode causar enormes preju´ızos
a uma empresa ou usua´rio, o que tem direcionado diversos esforc¸os no sentido de melho-
rar a seguranc¸a dos sistemas computacionais envolvidos, visando impedir, ou pelo menos
limitar, o acesso na˜o autorizado.
Para garantir a seguranc¸a de sistemas computacionais, esses esforc¸os teˆm sido dire-
cionados a treˆs focos principais de ac¸a˜o: seguranc¸a de redes, seguranc¸a de aplicac¸o˜es e
seguranc¸a de sistemas operacionais.
A seguranc¸a de redes constitui a primeira barreira para ataques remotos, e visa res-
tringir tanto o acesso a`s informac¸o˜es trafegando pela rede quanto a subversa˜o de algum
servic¸o que deˆ acesso ao computador em si. No primeiro caso, um atacante poderia obter
as informac¸o˜es simplesmente acessando os pacotes que trafegam pela rede, e, no segundo,
obter as informac¸o˜es diretamente de uma ma´quina comprometida. O uso de firewalls,
filtros de pacotes, detectores de intrusa˜o e a criptografia sa˜o alguns dos mecanismos uti-
lizados com a finalidade de limitar o acesso externo [17].
Por sua vez, a seguranc¸a de aplicac¸o˜es constitui a segunda linha de defesa para ata-
ques remotos. A grande maioria dos ataques que resultam em comprometimento de um
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computador e, por vezes, de uma rede inteira, utiliza-se de falhas nas aplicac¸o˜es servido-
ras ou clientes de servic¸os de rede, permitindo ao atacante obter acesso a`s informac¸o˜es
diretamente. Para minimizar as falhas presentes nas aplicac¸o˜es, existem te´cnicas de pro-
gramac¸a˜o segura [45] e mecanismos que visam detectar tentativas de subversa˜o de uma
aplicac¸a˜o (por exemplo, o StackGuard [10]). A primeira consiste num conjunto de guide-
lines que, se seguidas, resultam num co´digo menos propenso a falhas. O segundo consiste
em plantar marcadores no meio do co´digo, na tentativa de identificar ataques como buffer
overflow ou formatted string attacks.
O terceiro foco, seguranc¸a de sistemas operacionais, foi negligenciado nos primo´rdios
dos sistemas operacionais, e muitos sistemas operacionais modernos apresentam problemas
de seguranc¸a ja´ estudados, mas cujas soluc¸o˜es na˜o foram implementadas para manter a
compatibilidade com sistemas mais antigos (nestes, incluem-se o Linux e o Windows
XP) [29]. A ide´ia, neste contexto de seguranc¸a, e´ restringir cada aplicac¸a˜o somente a`s
informac¸o˜es de que necessita, e impedir qualquer acesso fora deste escopo. Com isso,
mesmo que um atacante conseguisse passar pela seguranc¸a de rede e comprometer uma
aplicac¸a˜o, ainda assim ele teria acesso muito restrito, impedindo-o de acessar informac¸o˜es
na˜o autorizadas.
1.2 Motivac¸a˜o
Muitos passos ja´ foram dados no sentido de garantir a seguranc¸a de sistemas operacionais,
pore´m a absorc¸a˜o dos sistemas operacionais seguros por usua´rios e organizac¸o˜es tem
sido lenta, por va´rios motivos [23], entre os quais se destaca a complexidade de criac¸a˜o
e gerenciamento de pol´ıticas de seguranc¸a para sistemas operacionais. Existem va´rios
modelos de pol´ıticas de seguranc¸a, cada qual visando uma determinada caracter´ıstica
de seguranc¸a (ou conjunto de caracter´ısticas), como confidencialidade, integridade e na˜o
interfereˆncia [6]. Derivadas desses modelos, existem va´rias especificac¸o˜es de pol´ıticas de
seguranc¸a para sistemas operacionais espec´ıficos, o que torna invia´vel gerenciar uma rede
que depende de mais de uma pol´ıtica ou sistema operacional de forma segura.
Mesmo o tratamento de uma u´nica pol´ıtica de seguranc¸a para um determinado sistema
operacional e´ complexo, dado o n´ıvel de detalhamento necessa´rio para configurar correta-
mente a seguranc¸a de determinados recursos do sistema, e a complexidade em gerenciar
mu´ltiplos domı´nios e perfis de usua´rios do sistema. A t´ıtulo de exemplo, a definic¸a˜o da
pol´ıtica de seguranc¸a do sistema operacional SELinux (Security-Enhanced Linux) [27]
dispon´ıvel para o GentooLinux, para os servic¸os ba´sicos do sistema operacional mais o
Apache e o SSH, possui aproximadamente 7.700 linhas (sem contar comenta´rios e linhas
em branco).
Para simplificar o processo de especificac¸a˜o das pol´ıticas, muitos sistemas utilizam ma-
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cros para os conjuntos de definic¸o˜es mais comuns (por exemplo, para especificar o domı´nio
ba´sico de uma aplicac¸a˜o e o acesso ao direto´rio tempora´rio). Adicionalmente, para tentar
garantir a corretude das pol´ıticas, existem verificadores de pol´ıticas baseados em regras,
cuja finalidade e´ identificar e alertar o administrador das pol´ıticas sobre eventuais falhas
na especificac¸a˜o, como e´ o caso da ferramenta Gokyo [21].
Entretanto, tanto as pol´ıticas de seguranc¸a quanto as restric¸o˜es de verificac¸a˜o sa˜o de-
finidas utilizando arquivos de texto, onde cada regra da pol´ıtica compreende uma ou mais
linhas de definic¸a˜o. Apesar de permitir maior flexibilidade na especificac¸a˜o de pol´ıticas
de seguranc¸a, essa representac¸a˜o dificulta o seu gerenciamento, podendo resultar em uma
pol´ıtica incompleta, amb´ıgua, ou mesmo conflitante. Mesmo o uso de verificadores de
pol´ıticas na˜o impede uma definic¸a˜o incorreta, uma vez que visam corrigir os erros mais
comuns, restringindo-se a` correc¸a˜o sinta´tica da definic¸a˜o e na˜o cobrindo caracter´ısticas
semaˆnticas inerentes ao ambiente de uso da pol´ıtica.
1.3 Proposta
Considerando que um dos problemas que tem dificultado uma adoc¸a˜o mais ampla de
sistemas operacionais mais seguros esta´ relacionado a` dificuldade de configurar corre-
tamente as pol´ıticas de seguranc¸a desses sistemas, dada a complexidade de especificar
milhares de regras descritas em formato textual e garantir que elas sejam condizentes
com as finalidades de seguranc¸a a que se propo˜em, o objetivo desta dissertac¸a˜o e´ estudar
as caracter´ısticas inerentes aos sistemas operacionais seguros e pol´ıticas de seguranc¸a e
projetar uma ferramenta que auxilie no processo de especificac¸a˜o.
Uma grande limitac¸a˜o do modelo textual de especificac¸a˜o e´ a dificuldade de compre-
ender o impacto de uma regra em relac¸a˜o a`s demais regras no comportamento do sistema
operacional, o que pode ocasionar na inserc¸a˜o na˜o intencional de brechas de seguranc¸a.
Adicionalmente, dada a quantidade de regras em uma pol´ıtica ba´sica, a sua ana´lise em
busca de falhas conceituais ou de especificac¸a˜o fica relegada a verificadores automa´ticos,
tambe´m limitados a um conjunto de regras e restric¸o˜es definidas em formato textual. Por-
tanto, decidiu-se pelo projeto de uma ferramenta para visualizac¸a˜o gra´fica de pol´ıticas de
seguranc¸a, cuja finalidade e´ melhorar a compreensa˜o, ana´lise e validac¸a˜o das estruturas
das regras, auxiliando na configurac¸a˜o correta do comportamento esperado do sistema
operacional em relac¸a˜o a` seguranc¸a, e que permitisse identificar problemas existentes na
pol´ıtica especificada.
A grande variedade de sistemas operacionais seguros e modelos de pol´ıtica de seguranc¸a
levaram a` decisa˜o de utilizar o sistema operacional SELinux e sua respectiva pol´ıtica de
seguranc¸a como base de desenvolvimento da ferramenta, tendo em vista a flexibilidade
na especificac¸a˜o de pol´ıticas diferentes e o uso de um modelo misto para definic¸a˜o de sua
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pol´ıtica. Adicionalmente, sua compatibilidade com as aplicac¸o˜es ja´ existentes do sistema
operacional Linux e seus derivados permite uma migrac¸a˜o mais fa´cil de usua´rios desses
sistemas para o SELinux. Entretanto, espera-se beneficiar na˜o so´ o SELinux, mas tambe´m
outros sistemas operacionais seguros, projetando a ferramenta de forma a permitir futuras
expanso˜es a outros modelos e representac¸o˜es, ampliando seu potencial de uso.
Ale´m do desenvolvimento do projeto, foi realizada a implementac¸a˜o parcial da ferra-
menta, consistindo de uma implementac¸a˜o parcial do projeto, tendo por base uma das
representac¸o˜es criadas para apresentar a pol´ıtica, permitindo a leitura dos arquivos de
pol´ıticas e a interac¸a˜o do usua´rio com a estrutura visual utilizada para representar a
pol´ıtica.
1.4 Organizac¸a˜o
Esta dissertac¸a˜o esta´ estruturada em 7 cap´ıtulos, organizados da seguinte forma:
Cap´ıtulo 1: Introduc¸a˜o - apresenta o contexto geral deste trabalho.
Cap´ıtulo 2: Sistemas operacionais e seguranc¸a - apresenta os conceitos gerais de segu-
ranc¸a em sistemas operacionais, detalhando arquiteturas e mecanismos que visam robus-
tecer sua seguranc¸a.
Cap´ıtulo 3: Pol´ıticas de Seguranc¸a - apresenta os principais modelos de pol´ıtica de
seguranc¸a e suas classificac¸o˜es, tratando de aspectos gerais a seguranc¸a computacional.
Cap´ıtulo 4: SELinux: Sistema e Pol´ıticas de Seguranc¸a - apresenta a estrutura de
seguranc¸a do SELinux, fazendo um paralelo com os pontos apresentados nos dois cap´ıtulos
anteriores.
Cap´ıtulo 5: Ana´lise de Requisitos - apresenta a etapa de ana´lise de requisitos realizada
para identificar as caracter´ısticas necessa´rias ao projeto.
Cap´ıtulo 6: PolicyViewer - apresenta o projeto da ferramenta de visualizac¸a˜o de se-
guranc¸a e os detalhes da implementac¸a˜o parcial da ferramenta para validar os objetivos
da dissertac¸a˜o.
Cap´ıtulo 7: Conclusa˜o - apresenta as principais concluso˜es e benef´ıcios provenientes
deste trabalho, e descreve trabalhos futuros que podem ser realizados sobre o projeto.
Cap´ıtulo 2
Sistemas Operacionais e Seguranc¸a
Os sistemas operacionais foram criados com dois objetivos ba´sicos: criar uma camada
de abstrac¸a˜o entre o hardware e as aplicac¸o˜es, e gerenciar os recursos do sistema de
forma eficiente [44]. Como os computadores encontravam-se isolados entre si e poucas
pessoas tinham acesso a eles, as preocupac¸o˜es de seguranc¸a eram mı´nimas, e geralmente
eram negligenciadas para permitir um aproveitamento maior do desempenho limitado dos
primeiros computadores.
Com o passar do tempo tanto os computadores quanto os sistemas operacionais foram
se aprimorando e disseminando. Organizac¸o˜es comec¸aram a interligar seus computadores
em redes e os sistemas operacionais comec¸aram a permitir a execuc¸a˜o de processos em
paralelo, inclusive de usua´rios diferentes. Finalmente, com o surgimento e crescimento
da Internet, as redes computacionais de organizac¸o˜es foram se unindo, permitindo um
intercaˆmbio de informac¸o˜es em escala global.
Infelizmente, os sistemas operacionais em uso atualmente baseiam muito da sua estru-
tura nos primeiros sistemas operacionais, o que torna a seguranc¸a provida por eles insu-
ficiente para a Internet. Os computadores, antes isolados e acess´ıveis a poucos usua´rios,
agora podem ser acessados dos mais diferentes lugares do mundo, expondo-os a inu´meros
atacantes potenciais.
Neste cap´ıtulo, a questa˜o das seguranc¸a em sistemas operacionais sera´ apresentada.
Em primeiro lugar, sera˜o apresentadas as falhas presentes nos sistemas operacionais mais
usados. Em seguida, sera˜o analisados dois dos principais aspectos de seguranc¸a relaci-
onados a esta dissertac¸a˜o: Controle de Acesso e Arquitetura de Sistemas Operacionais.
Finalmente, sera˜o discutidos os aspectos que dificultam a adoc¸a˜o de sistemas operacionais
seguros.
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2.1 Sistemas operacionais mais usados e suas falhas
Entre os sistemas operacionais mais difundidos atualmente enquadram-se o Unix e seus
derivados (Linux, BSD e suas va´rias distribuic¸o˜es), o Windows (em especial o NT, XP
e o 2000) e o MacOS. Derivados de sistemas operacionais de terceira gerac¸a˜o [44], esses
sistemas apresentam muitas das caracter´ısticas de seguranc¸a de seus predecessores1, nos
quais a seguranc¸a reside nos direitos de acesso de um usua´rio (ou grupo de usua´rios) aos
recursos dispon´ıveis (arquivos, perife´ricos, memo´ria, entre outros).
Para entender a necessidade de modificar os mecanismos de seguranc¸a existentes nesses
sistemas operacionais e´ preciso inicialmente entender quais as limitac¸o˜es desses mecanis-
mos.
A primeira caracter´ıstica a ser apontada e´ a maneira como e´ tratado o controle de
acesso. Como apresentado anteriormente, os direitos de acesso sa˜o baseados no usua´rio
que esta´ operando o computador, ou melhor, na identidade desse usua´rio. Uma vez veri-
ficada a identidade de um usua´rio, todas as aplicac¸o˜es inicializadas por ele executara˜o em
nome dessa identidade. Em func¸a˜o disso, todas as deciso˜es do sistema operacional, como
permitir ou na˜o a` aplicac¸a˜o acessar algum arquivo (ou recurso do sistema), sera˜o tomadas
analisando os direitos de acesso concedidos ao usua´rio sobre esse arquivo. Esse conceito
de controle de acesso e´ denominado IBAC (Identity-Based Access Control - controle de
acesso baseado em identidade)[6].
Apesar de eficiente para computadores isolados, o IBAC representa se´rios riscos em
ambientes interligados em rede. Como apresentado em [45], as aplicac¸o˜es esta˜o ficando
cada vez mais complexas e, consequ¨entemente, mais sujeitas a vulnerabilidades em sua
programac¸a˜o. A questa˜o e´ que existem va´rias aplicac¸o˜es que sa˜o utilizadas para comu-
nicac¸a˜o em rede e poss´ıveis vulnerabilidades nelas podem ser utilizadas para obter acesso
ao computador, dando ao atacante os mesmos direitos dados ao usua´rio cuja identidade
esta´ associada a` aplicac¸a˜o. Por exemplo, considere o caso de um usua´rio executando um
navegador de internet (browser). Eventualmente, ele pode entrar em um site que contenha
um co´digo malicioso preparado para explorar vulnerabilidades do navegador e tomar o
controle de sua execuc¸a˜o, expondo assim o domı´nio do usua´rio ao atacante.
Outra caracter´ıstica desses sistemas operacionais que influencia em sua seguranc¸a esta´
relacionada a` existeˆncia de um usua´rio especial, denominado administrador ou super-
usua´rio, cuja func¸a˜o e´ gerenciar os arquivos e recursos do sistema operacional que os
demais usua´rios na˜o podem acessar ou modificar diretamente. Nessa classe, incluem-se as
configurac¸o˜es do sistema operacional, o controle da instalac¸a˜o de aplicac¸o˜es tanto clientes
1O Windows e´ uma excec¸a˜o, visto que derivou do sistema operacional DOS, o qual na˜o possu´ıa
nenhum mecanismo para garantir a seguranc¸a dos recursos do sistema. Posteriormente, o Windows NT
foi desenvolvido incluindo mecanismos de seguranc¸a e um sistema de arquivos que permitia o controle de
acesso — o NTFS.
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como servidoras, entre outros. Dessa forma, e´ retirada dos usua´rios normais a responsa-
bilidade sobre o funcionamento normal do sistema operacional, minimizando o impacto
causado por erros desses usua´rios. Se alguma aplicac¸a˜o executando sob a identidade de
um usua´rio normal necessitar de acesso a algum recurso privilegiado do sistema operaci-
onal, o mesmo devera´ ser feito atrave´s de uma interface bem definida e controlada pelo
sistema operacional, denominada API (Application Programming Interface), de tal forma
permitindo ao sistema operacional mediar o acesso e controlar os direitos concedidos ao
usua´rio. O risco associado a esta caracter´ıstica se deve ao fato de que, assim como os
usua´rios normais, o super-usua´rio pode executar aplicac¸o˜es, que ficam associadas a sua
identidade, dando a um atacante que subverta essas aplicac¸o˜es controle sobre todo o
sistema operacional.
A u´ltima caracter´ıstica a ser analisada esta´ relacionada a` forma como sa˜o implementa-
dos os sistemas operacionais. As instruc¸o˜es dispon´ıveis em qualquer computador podem
ser agrupadas em instruc¸o˜es privilegiadas e instruc¸o˜es na˜o privilegiadas, e dois modos
ba´sicos de execuc¸a˜o: protegido ou normal (alguns computadores apresentam mais modos,
dividindo as instruc¸o˜es privilegiadas em n´ıveis). Em modo protegido, qualquer instruc¸a˜o
pode ser executada, enquanto em modo normal, apenas as instruc¸o˜es na˜o privilegiadas
sa˜o permitidas. Dessa forma, como as instruc¸o˜es privilegiadas incluem as instruc¸o˜es de
controle dos recursos do computador (memo´ria, discos e perife´ricos), o sistema operacional
pode utilizar esta estrutura para gerir o computador. Executando em modo protegido,
e permitindo a`s aplicac¸o˜es executarem somente em modo normal, ele impede que as
aplicac¸o˜es modifiquem o comportamento do sistema. Como visto anteriormente, a API
fica responsa´vel por mediar o acesso das aplicac¸o˜es a essas instruc¸o˜es privilegiadas.
Infelizmente, por questo˜es de desempenho, os sistemas operacionais incluem va´rios
mo´dulos de co´digo que sa˜o executados em modo protegido, responsa´veis por gerenciar os
mais diversos recursos, como sistema de arquivos, de rede, drivers de perife´ricos. Esse fator
adiciona complexidade ao co´digo do sistema operacional, de tal forma que, assim como
no caso das aplicac¸o˜es, torna-se imposs´ıvel garantir que na˜o haja vulnerabilidades que
possam ser exploradas. So´ que, neste caso, o atacante obtera´ acesso direto a`s instruc¸o˜es
privilegiadas, inutilizando qualquer tentativa de barrar o ataque a partir de aplicac¸o˜es
seguras.
Nas pro´ximas sec¸o˜es, sera˜o analisadas em mais detalhes as questo˜es do controle de
acesso e da arquitetura dos sistemas operacionais, ja´ levando em conta as caracter´ısticas
necessa´rias a um sistema operacional mais seguro.
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2.2 Controle de Acesso
Para entender o que e´ e como funcionam os mecanismos de controle de acesso de um
sistema operacional, faz-se necessa´rio classificar os elementos do sistema em treˆs grupos.
O conjunto de sujeitos do sistema operacional englobam qualquer elemento que pode
realizar ac¸o˜es sobre objetos, e e´ composto por usua´rios, processos e o pro´prio sistema
operacional. Por sua vez, o conjunto de objetos do sistema operacional englobam os
elementos sobre os quais podem ser realizadas ac¸o˜es, e inclui, entre outros, arquivos,
enderec¸amentos de memo´ria, recursos do sistema e processos. E´ importante destacar que
os processos pertencem aos dois conjuntos, uma vez que outro processo ou o sistema
operacional pode realizar ac¸o˜es sobre ele (por exemplo, mandar um sinal de te´rmino de
execuc¸a˜o forc¸ada). O terceiro conjunto, o de ac¸o˜es, compreende a lista de ac¸o˜es que
podem ser realizadas sobre cada um dos objetos do sistema operacional. Por exemplo,
ler, escrever e apagar sa˜o ac¸o˜es que podem ser realizadas sobre um arquivo, enquanto
abrir conexa˜o, enviar mensagem e encerrar conexa˜o sa˜o ac¸o˜es que podem ser realizadas
em um canal de comunicac¸a˜o em rede.
Por uma questa˜o de clareza, no restante da dissertac¸a˜o sera´ utilizado o termo processo
para definir uma aplicac¸a˜o em execuc¸a˜o no sistema operacional, e o termo aplicac¸a˜o para
definir o arquivo em disco que conte´m o co´digo executa´vel.
Portanto, determinar se um sujeito tem direito de realizar uma ac¸a˜o sobre um objeto
e permitir ou na˜o a realizac¸a˜o desta e´ o objetivo dos mecanismos de controle de acesso
do sistema operacional. Partindo dessa definic¸a˜o, surgem dois novos conceitos: permissa˜o
e domı´nio. Uma permissa˜o e´ o direito que um sujeito tem de realizar uma ac¸a˜o sobre
um objeto, e sera´ identificada ao longo desta dissertac¸a˜o pelo mesmo nome da ac¸a˜o.
Um domı´nio e´ o conjunto de todas as permisso˜es sobre objetos do sistema operacional
associadas a um sujeito.
Tratar o controle de acesso em func¸a˜o de processos, e na˜o so´ em func¸a˜o da identi-
dade dos usua´rios, permite implementar no sistema operacional o princ´ıpio de privile´gio
mı´nimo (least privilege principle). Esse princ´ıpio de seguranc¸a define que a um sujeito
sejam dados apenas os privile´gios necessa´rios a` realizac¸a˜o de sua atividade. Dessa forma,
em caso de comprometimento de um processo, o conjunto de objetos que sofrera´ quebra
de seguranc¸a sera´ o mı´nimo poss´ıvel. Usando o exemplo do navegador apresentado anteri-
ormente, segundo o princ´ıpio de privile´gio mı´nimo ele deveria ter apenas acesso de leitura
a`s suas configurac¸o˜es e acesso de leitura e escrita no direto´rio de arquivos tempora´rios,
(desconsiderando-se as complicac¸o˜es referentes ao uso de plug-ins). Assim, mesmo que o
navegador seja comprometido (e seu respectivo domı´nio), o domı´nio do usua´rio na˜o seria
afetado.
A maioria dos sistemas operacionais garante que os usua´rios e processos so´ realizem
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ac¸o˜es utilizando a arquitetura em dois modos de execuc¸a˜o explicada anteriormente (modos
normal e protegido), e verificando as permisso˜es atrave´s das chamadas da API disponibi-
lizada a`s aplicac¸o˜es.
Os mecanismos de controle de acesso mais utilizados sa˜o baseados em quatro modelos:
Matriz de Controle de Acesso, Listas de Controle de Acesso (ou ACL, sigla de Access
Control List), Capabilities e sistema de cadeados-chaves (Lock and Key System).
2.2.1 Modelo de Matriz de Controle de Acesso
A forma mais precisa para definir as permisso˜es do sistema operacional e´ utilizar o modelo
de matriz de controle de acesso proposta em 1971 por Lampson [25], que descreve as
permisso˜es dos processos sobre arquivos em uma matriz.
Neste modelo, cada linha representa um sujeito do sistema operacional, e cada coluna
representa um objeto. As ce´lulas conte´m o conjunto de permisso˜es que o sujeito tem
sobre o objeto. Por exemplo, a Tabela 2.1 apresenta as regras de controle de acesso de
um sistema operacional fict´ıcio. O processo 1 pode ler dos arquivos 1 e 2, e escrever no
primeiro, pore´m na˜o tem nenhuma permissa˜o de acesso ao arquivo 3. Adicionalmente,
ele pode se comunicar com o processo 2 enviando mensagens. O processo 2, por sua vez,
pode ler dos arquivos 2 e 3, escrever nos arquivos 1 e 3, e receber mensagens do processo
1.
Arquivo 1 Arquivo 2 Arquivo 3 Processo 1 Processo 2
Processo 1 ler, escrever, ler — ler, escrever escrever
possuir executar, possuir
Processo 2 escrever ler, ler, ler ler, escrever,
possuir escrever executar, possuir
Tabela 2.1: Exemplo de matriz de controle de acesso. O sistema possui 2 processos e 3
arquivos, e o conjunto de permisso˜es dispon´ıveis e´ {ler, escrever, executar, possuir}
A interpretac¸a˜o do significado dessas permisso˜es pode variar de sistema para sistema.
Ler e escrever arquivos e´ usualmente claro, pore´m o significado de “ler de um processo”
pode variar. No exemplo acima, foi assumido que essa permissa˜o concede ao processo 2 o
recebimento de mensagens do processo 1, mas poderia tambe´m representar comunicac¸a˜o
atrave´s do uso de uma a´rea de memo´ria comum aos dois processos.
A permissa˜o “possuir” e´ um direito que se distingue dos demais. Na maioria dos
sistemas, o criador de um objeto tem o privile´gio especial de poder adicionar e remover
permisso˜es sobre o objeto para outros sujeitos. No exemplo da Tabela 2.1, cada processo
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possui a si pro´prio e ao arquivo de nu´mero correspondente. Portanto, o processo 2 poderia
conceder ao processo 1 a permissa˜o de escrever no arquivo 2, ou mesmo revogar o acesso
de leitura a este arquivo. Esse tipo de controle de acesso e´ denominado Controle de
Acesso Discriciona´rio ou DAC (Discretionary Access Control [13]), uma vez que as deciso˜es
referentes as permisso˜es sobre objetos ficam a` discric¸a˜o do usua´rio que o criou.
Outros sistemas possuem ainda pol´ıticas que determinam regras de controle de acesso.
Assim, mesmo que um usua´rio crie um objeto e deseje liberar o acesso a este para outro
usua´rio, o sistema so´ permitira´ o acesso se a pol´ıtica na˜o proib´ı-lo. Esse tipo de controle
de acesso e´ denominado Controle de Acesso Mandato´rio ou MAC (Mandatory Access
Control), e e´ utilizado paralelamente com o DAC na maioria dos sistemas operacionais
seguros.
Apesar de o exemplo ter utilizado como objetos somente arquivos e processos como
objetos, os objetos definidos em um sistema operacional incluem tambe´m todos os recursos
dispon´ıveis aos processos atrave´s da API (Application Programming Interface) do sistema
operacional.
Embora precisa, a Matriz de Controle de Acesso e´ u´til apenas como modelo teo´rico,
pois sua implementac¸a˜o direta apresenta inu´meros problemas. Num sistema t´ıpico, o
nu´mero de sujeitos e objetos e´ suficientemente grande para que a matriz utilize muito
espac¸o para seu armazenamento, e muitas das entradas da tabela sera˜o brancas ou iguais,
indicando inexisteˆncia de acesso e definic¸o˜es de acessos padro˜es aos objetos, respectiva-
mente. Ale´m da questa˜o do espac¸o necessa´rio, a criac¸a˜o e remoc¸a˜o de sujeitos e objetos
requerem gerenciamento cuidadoso da matriz, o que torna a implementac¸a˜o do meca-
nismo muito complexa. Por isso, foram desenvolvidas otimizac¸o˜es para permitir uma
implementac¸a˜o conveniente, e em alguns casos mais simples, do modelo.
2.2.2 Access Control Lists
Uma variac¸a˜o direta da matriz de controle de acesso e´ armazenar cada coluna da tabela
com o objeto que ela representa, e e´ denominado Lista de Controle de Acessos (ACL -
Access Control List). Assim, cada objeto esta´ associado a um conjunto de pares, cada par
contendo um sujeito e um conjunto de permisso˜es. Por exemplo, a ACL apresentada na
Tabela 2.2 representa o mesmo conjunto de permisso˜es do sistema fict´ıcio apresentado na
Tabela 2.1.
Um problema associado ao uso de ACLs em sistemas com muitos sujeitos e´ que a
lista pode ser muito grande, fazendo-se necessa´rio utilizar abreviac¸o˜es na lista. Definic¸o˜es
padro˜es para sujeitos na˜o presentes na lista, grupos de usua´rio e caracteres “coringas”
sa˜o algumas das formas utilizadas para abreviar a lista. O UNIX [38], por exemplo,
divide os conjuntos de usua´rios do sistema em treˆs classes: o proprieta´rio do arquivo,
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Objeto ACL
Arquivo 1 (Processo 1, {ler, escrever, possuir}), (Processo 2, {escrever})
Arquivo 2 (Processo 1, {ler}), (Processo 2, {ler, possuir})
Arquivo 3 (Processo 2, {ler, escrever})
Processo 1 (Processo 2, {ler})
Processo 2 (Processo 1, {escrever})
Tabela 2.2: Exemplo de ACL. Esta ACL descreve as mesmas permisso˜es apresentadas na
Tabela 2.1
um grupo associado ao arquivo, e os demais usua´rios, sendo que cada classe tem um
conjunto separado de permisso˜es. Entretanto, essa divisa˜o em apenas treˆs classes resulta
em perda de granularidade no controle de acesso, pois certos arranjos de permisso˜es na˜o
sa˜o poss´ıveis nesse modelo.
2.2.3 Capabilities
A segunda forma de simplificar o modelo de matriz de controle de acesso e´ associar ao
sujeito as linhas da matriz, e este modelo e´ conhecido como Capabilities (Capacidades
ou Habilidades). Conceitualmente, a cada sujeito esta´ associado um conjunto de pares,
cada par contendo um objeto e um conjunto de permisso˜es e correspondendo a uma
capability (Tabela 2.3). Por questa˜o de uniformidade com a nomenclatura convencional,
sera´ utilizado o termo em ingleˆs para definir este modelo.
Sujeito Capabilities
Processo 1 (Arquivo 1, {ler, escrever, possuir}) (Arquivo 2, {ler})
(Processo 1, {ler, escrever, executar, possuir}) (Processo 2, {escrever})
Processo 2 (Arquivo 1, {escrever}) (Arquivo 2, {ler, possuir})
(Arquivo 3, {ler, escrever}) (Processo 1, {ler})
(Processo 2, {ler, escrever, executar, possuir})
Tabela 2.3: Exemplo de Capabilities. Esta tabela descreve as mesmas permisso˜es apre-
sentadas na Tabela 2.1
O sistema operacional EROS e´ um exemplo de sistema operacional com controle de
acesso baseado em Capabilities [41]. Quando um processo apresenta uma capability, o
sistema operacional a examina para determinar se o processo tem a permissa˜o desejada
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para acessar um determinado objeto. Isto reflete como funciona capabilities para geren-
ciamento de memo´ria: a localizac¸a˜o de um objeto na memo´ria e´ encapsulada em uma
capability. Sem esta, o processo na˜o pode nomear o objeto de forma a obter o acesso
desejado.
A arquitetura de capabilities e´ mais interessante em termos de implementac¸a˜o que a
de ACL. Em sistemas que implementam ACL, tanto a lista de controle de acesso quanto
a identidade do processo esta˜o sob o controle do sistema operacional, de tal forma que
o usua´rio so´ pode manipula´-las por interme´dio da API. Ja´ em sistemas que implemen-
tam capabilities o processo precisa identificar uma capability para poder utiliza´-la, tendo
portanto controle sobre ela. Se o processo puder forjar uma capability e utiliza´-la, o con-
trole de acesso ira´ falhar. Existem treˆs alternativas conhecidas para proteger as listas de
capabilities: marcas, memo´ria protegida e criptografia.
A protec¸a˜o por marcas possui um conjunto de bits associado a cada enderec¸amento
de memo´ria, sendo que a marca tem dois estados poss´ıveis: somente leitura ou leitura e
escrita. Apenas processos privilegiados podem modificar o estado da marca. Um exemplo
de arquitetura com marcas e´ o sistema B5700 [6]. A protec¸a˜o por memo´ria protegida
consiste em utilizar marcas associadas a pa´ginas ou segmentos da memo´ria. Todas as
capabilities sa˜o armazenadas em uma pa´gina cujo processo pode ler, mas na˜o alterar. Por
na˜o necessitar de um hardware espec´ıfico, esta alternativa e´ mais comum. O sistema CAP
[33] e´ um exemplo de sistema que utiliza essa abordagem. A terceira alternativa utiliza
criptografia para gerar uma assinatura para as capabilities, identificando tentativas de
modificac¸a˜o pela verificac¸a˜o das assinaturas associadas. O sistema Amoeba [31] utiliza
essa alternativa para o controle de acesso de objetos em um sistema distribu´ıdo.
2.2.4 Cadeados e Chaves
O u´ltimo mecanismo de controle de acesso a ser analisado e´ conhecido como te´cnica
dos cadeados e chaves (Locks and Keys Technique), e combina caracter´ısticas de ACL e
capabilities. Neste mecanismo, uma parte de informac¸a˜o (o cadeado ou trava) e´ associada
ao objeto, e uma segunda parte da informac¸a˜o (a chave) e´ associada ao sujeito autorizado
a acessar o objeto. Quando o sujeito tenta acessar um objeto, o conjunto de chaves do
sujeito e´ analisado para encontrar uma chave que corresponda exatamente ao cadeado do
objeto, e so´ enta˜o permitindo o acesso. Uma sugesta˜o de implementac¸a˜o de cadeados e
chaves com criptografia e´ apresentada em [19].
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2.3 Arquitetura de Sistemas Operacionais Seguros
Como visto anteriormente, os sistemas operacionais atuais derivam sua arquitetura de
sistemas operacionais mais antigos, e os mecanismos de seguranc¸a foram sendo incorpo-
rados a uma estrutura que na˜o previa os requisitos de seguranc¸a do mundo atual. O
problema por tra´s dessa decisa˜o de projeto e´ similar ao de desenvolver um sistema de
alto-desempenho a partir de um sistema com desempenho ruim. Se o desempenho ruim
e´ atribu´ıdo a func¸o˜es espec´ıficas, essas func¸o˜es podem ser reprojetadas. Entretanto, a
estrutura, projeto e estilo do sistema esta˜o provavelmente na raiz do problema de desem-
penho, e corrigir esses elementos do sistema e´ um trabalho bem mais complexo. Seria
melhor recomec¸ar o projeto do zero, considerando desde o in´ıcio desempenho como obje-
tivo prima´rio.
Por esse motivo, pesquisadores apontam para as falhas de seguranc¸a existentes nos
sistemas operacionais em uso, uma vez que as suposic¸o˜es de seguranc¸a em que se baseiam
sa˜o insuficientes para garantir a seguranc¸a das aplicac¸o˜es e informac¸o˜es [29]. Va´rias arqui-
teturas foram propostas, com as arquiteturas SawMill [18], Birlix [20], Trusted Computing
Base (TCB) do Trusted Computing Group [24]. Este u´ltimo, em especial, propo˜e a in-
clusa˜o de hardware para gerenciar as operac¸o˜es de seguranc¸a, impedindo assim que os
mecanismos de seguranc¸a possam ser corrompidos. Va´rias arquiteturas tornaram-se siste-
mas operacionais funcionais, e incluem-se nesse grupo, ale´m dos sistemas ja´ citados: SPIN
Operating System [4], Flask [43], Perseus [36] e SELinux [27, 28]. Nesta sec¸a˜o, sera˜o abor-
dadas algumas das caracter´ısticas que conferem seguranc¸a a esses sistemas operacionais.
Na maioria dos sistemas operacionais, normalmente o controle de seguranc¸a esta´ ba-
seado nas operac¸o˜es de acesso aos dados, como leitura e escrita. Outros, como no caso
do Birlix [20], por ser baseado no modelo de programac¸a˜o orientada a objetos, controla
as invocac¸o˜es de me´todos dos objetos do sistema. Ou ainda, como no caso do Mach,
utilizam a interceptac¸a˜o de chamadas entre processos (IPC - Inter-process call) para con-
trolar a seguranc¸a do sistema. Em qualquer um dos casos, a granularidade do controle
das operac¸o˜es deve ser analisada, uma vez que influencia diretamente na seguranc¸a do
sistema operacional. Por exemplo, o controle de acesso a arquivos no Unix [38] e´ feito
em func¸a˜o de treˆs tipos de permisso˜es: leitura, escrita e execuc¸a˜o. Uma aplicac¸a˜o de log,
mesmo precisando apenas escrever ao final do arquivo de log, podera´ modificar qualquer
porc¸a˜o desse arquivo, o que pode ser utilizado por um atacante que obteve acesso ao
mesmo domı´nio para apagar os rastros da invasa˜o, ocultando sua ac¸a˜o. Entretanto, o
excesso de granularidade pode causar impacto no desempenho do sistema operacional, ja´
que cada operac¸a˜o controlada devera´ ser analisada para verificar se o processo envolvido
tem permissa˜o para realiza´-lo.
Um conceito importante, presente em todos os sistemas operacionais seguros, e´ o Mo-
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nitor de Refereˆncia (Reference Monitor) [13]. Um monitor de refereˆncia e´ um mecanismo
de validac¸a˜o que media todos os acessos a objetos realizados por sujeitos do sistema opera-
cional, e e´ responsa´vel por impor as pol´ıticas de seguranc¸a sobre todas as ac¸o˜es realizadas.
Nesse sentido, o monitor de refereˆncia deve ser sempre invocado (evitando, assim, tenta-
tivas de contornar os mecanismos de seguranc¸a), ser a prova de falhas e deve ser pequeno
o suficiente para ser submetido a uma ana´lise de corretude e testes, para que sua efica´cia
seja comprovada.
A questa˜o da ana´lise de corretude e realizac¸a˜o de testes na˜o se restringe somente ao
monitor de refereˆncia. Va´rios sistemas operacionais seguros teˆm sido desenvolvidos utili-
zando uma estrutura de microkernel, em que o nu´cleo do sistema operacional e´ responsa´vel
apenas pelos aspectos essenciais do computador: gerenciamento de processos e memo´ria,
e intermediac¸a˜o de acesso ao hardware. Todas as demais funcionalidade, como sistemas
de arquivos e controle de perife´ricos, sa˜o tratadas por aplicac¸o˜es executando no mesmo
espac¸o que o dos usua´rios. Dessa forma, obte´m-se um nu´cleo menor e verifica´vel utili-
zando te´cnicas como ana´lise de corretude e testes exaustivos, o que confere a estes maior
confiabilidade do que um nu´cleo como o do Linux. Neste u´ltimo, a grande quantidade de
subsistemas diretamente ligados ao nu´cleo tornam invia´vel uma ana´lise de corretude, e
podem conter vulnerabilidades que comprometam toda a seguranc¸a do sistema.
O uso de microkernel tambe´m apresenta outras vantagens ale´m da garantia de funcio-
namento correto do nu´cleo. Como nem todos os subsistemas do sistema operacional esta˜o
ligados diretamente ao nu´cleo, eles podem ser analisados individualmente, aumentando
a confianc¸a geral no comportamento do sistema. Mesmo o monitor de refereˆncia na˜o
precisa estar associado ao nu´cleo, desde que o sistema operacional imponha a execuc¸a˜o
dele a cada operac¸a˜o realizada. Assim, mesmo que algum subsistema seja comprometido,
todos os demais estara˜o seguros.
2.4 Dificuldades na Adoc¸a˜o de Sistemas Operacionais
Seguros
Apesar de ja´ existir uma ampla variedade de sistemas operacionais, utilizando os mais
variados sistemas de controle de acesso e modelos de pol´ıticas de seguranc¸a, a adoc¸a˜o de
sistemas operacionais seguros ainda e´ incipiente na maioria dos ambientes computacionais
de organizac¸o˜es e em computadores pessoais.
Um dos principais fatores esta´ relacionado a` migrac¸a˜o de aplicac¸o˜es de um sistema
operacional para outro, que impo˜e uma certa “ine´rcia” a` substituic¸a˜o dos sistemas opera-
cionais [23]. As aplicac¸o˜es, de um modo geral, sa˜o desenvolvidas para utilizar da melhor
maneira poss´ıvel as funcionalidades e estruturas providas pelo sistema operacional e, por-
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tanto, esta˜o fortemente ligadas ao sistema operacional para o qual foram desenvolvidas.
A sua utilizac¸a˜o direta em outro sistema operacional, portanto, na˜o sera´ poss´ıvel se as
estruturas providas forem incompat´ıveis, gerando a necessidade de adquirir novos progra-
mas para suprir as necessidades da organizac¸a˜o. O alto custo financeiro e o longo tempo
necessa´rio para desenvolvimento e treinamento das novas aplicac¸o˜es tornam invia´vel a
migrac¸a˜o de sistemas operacionais.
Sendo a substituic¸a˜o do sistema operacional muito custosa, a soluc¸a˜o seria adaptar os
sistemas operacionais existentes para se adequarem a requisitos de seguranc¸a. Entretanto,
como apresentado anteriormente, essa soluc¸a˜o pode implicar reestruturac¸a˜o de boa parte
do sistema operacional ou, em caso ainda pior, na˜o ser poss´ıvel comprovar que os me-
canismos de seguranc¸a sa˜o realmente eficientes. Ale´m do nu´cleo do sistema operacional
em si, outros sistemas auxiliares tambe´m podera˜o sofrer remodelagem para se adaptar
aos requisitos de seguranc¸a. Por exemplo, o sistema de arquivos necessitara´ armazenar
informac¸o˜es adicionais sobre as caracter´ısticas de seguranc¸a associadas aos arquivos, para
permitir um controle mais efetivo. Atualmente, uma das grandes promessas nesse sen-
tido e´ o SELinux (Security-Enhanced Linux) [27, 28], que sera´ visto em mais detalhes no
Cap´ıtulo 4.
Outro fator que pesa na adoc¸a˜o de sistemas operacionais seguros e´ a complexidade
envolvida no gerenciamento de pol´ıticas de seguranc¸a. Como apontado por Baker [1], as
pol´ıticas, em geral, sa˜o de dif´ıcil compreensa˜o, pouco escala´veis e limitadas em termos de
usua´rios, func¸a˜o, operac¸o˜es e classes. Esse ponto sera´ melhor abordado no Cap´ıtulo 3.
2.5 Conclusa˜o
Neste cap´ıtulo, foram apresentadas caracter´ısticas inerentes a sistemas operacionais se-
guros. Foram apresentadas as caracter´ısticas presentes nos sistemas operacionais mais
difundidos, analisando suas falhas no atual ambiente computacional em que esta˜o inse-
ridos. O conhecimento das suas limitac¸o˜es e´ essencial para entender a necessidade de
sistemas operacionais mais seguros e a importaˆncia de incentivar a sua adoc¸a˜o.
O estudo dos mecanismos de controle de acesso e suas caracter´ısticas e´ importante
para entender como o sistema operacional gerencia as ac¸o˜es realizadas por processos aos
arquivos e recursos do sistema operacional, e permite perceber as vantagens e desvantagens
de utilizar uma soluc¸a˜o ao inve´s das outras. Requisitos distintos de seguranc¸a podem
necessitar de soluc¸o˜es diferentes, e a compreensa˜o de como o controle de acesso e´ realizado
permite escolher a soluc¸a˜o mais adequada.
A ana´lise de questa˜o de arquitetura dos sistemas operacionais, das estruturas utilizadas
para garantir a seguranc¸a das aplicac¸o˜es e dos objetos do usua´rio, permite o estudo dos
variados sistemas operacionais seguros existentes, auxiliando na escolha daqueles mais
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seguros com relac¸a˜o a um determinado aspecto de seguranc¸a.
Entretanto, a adoc¸a˜o desses sistemas operacionais seguros ainda esbarram em va´rias
questo˜es te´cnicas, e mesmo econoˆmicas, que sa˜o apresentadas ao final do cap´ıtulo, e que




O desenvolvimento de sistemas operacionais seguros criou a necessidade de se desenvolver
pol´ıticas de seguranc¸a para especificar os crite´rios de seguranc¸a desejados. As ACL’s
e Capabilities sa˜o precisas ao especificar as permisso˜es do domı´nio de cada usua´rio e
processo para o sistema operacional, pore´m faltam-lhes legibilidade para o administrador
de seguranc¸a.
No intuito de simplificar a especificac¸a˜o de pol´ıticas, torna´-las mais claras aos usua´rios
e assim evitar eventuais erros na especificac¸a˜o que comprometam a seguranc¸a, foram
desenvolvidas abstrac¸o˜es para representar a pol´ıtica de seguranc¸a. Neste cap´ıtulo, sa˜o
analisados os principais modelos de pol´ıticas de seguranc¸a, baseados nos conceitos ba´sicos
de seguranc¸a computacional.
3.1 Conceitos Ba´sicos
Seguranc¸a computacional pode ser definida de va´rias formas, dependendo do contexto em
que e´ tratada. Pode variar em func¸a˜o da estrutura computacional, das pessoas envolvidas,
ou mesmo das regras de uma organizac¸a˜o em particular, pore´m, de um modo geral, os
objetivos de seguranc¸a podem ser resumidos a treˆs conceitos ba´sicos: confidencialidade
(confidentiality), integridade (integrity) e disponibilidade (avaliability) [6].
Confidencialidade consiste, basicamente, em impedir o acesso na˜o autorizado a in-
formac¸o˜es ou recursos do sistema. Instituic¸o˜es militares e industriais sa˜o os principais
exemplos para a necessidade de se manter uma informac¸a˜o em sigilo. O vazamento de
informac¸o˜es sobre posicionamento de tropas pode resultar na reversa˜o da vantagem es-
trate´gica em uma guerra, enquanto que uma indu´stria pode perder a vantagem competi-
tiva se outra indu´stria obtiver acesso ao projeto de novos produtos.
E´ importante observar que confidencialidade na˜o se restringe somente a proteger a
informac¸a˜o contida em um arquivo do sistema operacional. Em determinados contextos,
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a confidencialidade aplica-se tambe´m a` existeˆncia da informac¸a˜o, que pode ser mais rele-
vante do que a informac¸a˜o propriamente dita. Por exemplo, a descoberta da existeˆncia
de um plano de ataque pode ser utilizado pelo pa´ıs alvo para reforc¸ar as defesas, mesmo
que o plano seja desconhecido.
Por sua vez, integridade refere-se ao n´ıvel de confianc¸a com relac¸a˜o a corretude de uma
informac¸a˜o ou recurso, podendo tambe´m ser definido em func¸a˜o da garantia de que estes
na˜o sofreram alterac¸o˜es impro´prias ou na˜o autorizadas. Diferentemente da confidencia-
lidade, garantir a integridade de um sistema e´ um processo muito mais complexo, pois
depende de dois fatores: integridade dos dados (o conteu´do da informac¸a˜o) e integridade
da origem (a fonte dos dados). Este u´ltimo influencia na precisa˜o e na credibilidade dada
a`s informac¸o˜es armazenadas.
Ao se tratar sobre integridade em um sistema computacional, deve-se observar que
as informac¸o˜es na˜o sa˜o corrompidas necessariamente por acessos na˜o autorizados. Um
usua´rio ou processo com acesso autorizado pode alterar o conteu´do de uma base de dados
de forma incorreta (acidental ou propositalmente), de tal forma que se faz necessa´rio tratar
a integridade das informac¸o˜es para qualquer tipo de acesso. Por exemplo, um caixa de
banco possui acesso a`s contas dos clientes, para poder realizar as transac¸o˜es requeridas.
Entretanto, sem mecanismos de protec¸a˜o adequados, ele pode utilizar esse acesso para
transferir dinheiro para uma conta pessoal, fraudando o banco.
Finalmente, disponibilidade refere-se a` possibilidade de utilizar uma informac¸a˜o ou
recurso quando desejado. E´ um importante aspecto de confiabilidade do sistema (relia-
bility), ja´ que um sistema indispon´ıvel e´ pelo menos ta˜o ruim quanto sistema nenhum.
O aspecto de disponibilidade relevante para seguranc¸a computacional esta´ relacionado ao
fato de que algue´m pode deliberadamente provocar a negac¸a˜o de acesso a informac¸o˜es.
Tentativas de bloquear o acesso, denominados ataques de negac¸a˜o de servic¸o (deny of ser-
vice attacks) sa˜o de dif´ıcil detecc¸a˜o. Normalmente, a detecc¸a˜o e´ feita a partir de ana´lises
estat´ısticas de acesso ao servic¸o, podendo ocorrer falsos positivos em padro˜es at´ıpicos de
acesso, e ataques deliberados podem parecer padro˜es normais de acesso, gerando falsos
negativos.
Destes treˆs conceitos ba´sicos, apenas os dois primeiros sa˜o de interesse ao analisar
pol´ıticas de seguranc¸a para sistemas operacionais, uma vez que disponibilidade normal-
mente envolve o uso de sistemas redundantes, em uma arquitetura distribu´ıda.
3.2 Pol´ıticas de Seguranc¸a
Ao analisar um sistema computacional como um autoˆmato de estados finitos com um
conjunto de func¸o˜es de transic¸a˜o de estados, define-se um sistema seguro como um sis-
tema que inicializa em um estado seguro e na˜o pode entrar em um estado na˜o seguro.
3.2. Pol´ıticas de Seguranc¸a 19
Entretanto, como cada organizac¸a˜o e ambiente computacional possuem objetivos pro´prios
de seguranc¸a, e´ necessa´rio definir de forma clara e precisa quais os estados considerados
seguros ou na˜o. Portanto, tem-se que uma pol´ıtica de seguranc¸a especifica a divisa˜o dos es-
tados poss´ıveis do sistema em estados autorizados (ou seguros) e estados na˜o autorizados
(ou inseguros).
Dada a complexidade de se definir a pol´ıtica de seguranc¸a completa de forma precisa,
na˜o existe um modelo de pol´ıtica adequado a todas as organizac¸o˜es. A grande varia-
bilidade de requisitos tornou necessa´rio desenvolver pol´ıticas que privilegiassem um ou
mais aspectos espec´ıficos da seguranc¸a do sistema operacional. Nesse sentido, surgiu a
classificac¸a˜o de pol´ıticas em pol´ıticas militares (ou governamentais) e pol´ıticas comerci-
ais. A primeira classificac¸a˜o engloba pol´ıticas desenvolvidas primariamente para prover
confidencialidade a`s informac¸o˜es, tendo o nome se originado da necessidade de militares
e governos manterem informac¸o˜es em segredo. Por sua vez, a segunda engloba pol´ıticas
desenvolvidas com o objetivo prima´rio de prover integridade, fator mais importante que
confidencialidade para a maioria das organizac¸o˜es da a´rea comercial.
As pol´ıticas de seguranc¸a podem ser classificadas tambe´m em func¸a˜o do aspecto de
seguranc¸a computacional para o qual foram desenvolvidas. Uma pol´ıtica e´ denominada
pol´ıtica de confidencialidade se especifica somente confidencialidade das informac¸o˜es, e e´
denominada pol´ıtica de integridade se trata apenas da integridade de informac¸a˜o. Uma
pol´ıtica que trate de ambos os aspectos, em qualquer proporc¸a˜o, e´ denominada pol´ıtica
h´ıbrida. Repare que uma pol´ıtica de confidencialidade e´ uma pol´ıtica militar, mas a
afirmac¸a˜o inversa na˜o e´ va´lida, uma vez que pol´ıticas militares podem tratar tambe´m de
integridade.
A seguir, sera˜o apresentados os principais modelos de seguranc¸a, analisando os aspec-
tos mais espec´ıficos tratados por cada um.
3.2.1 Pol´ıticas de Confidencialidade
O modelo de Bell-LaPadula [2, 3] e´ o principal modelo de pol´ıtica de confidencialidade, e
corresponde ao modelo de classificac¸a˜o militar americano. Ele tem influenciado o desen-
volvimento de muitos outros modelos e muitas das tecnologias de seguranc¸a de computa-
dores.
Nesse modelo, sa˜o definidos n´ıveis de confidencialidade em uma ordenac¸a˜o linear,
que sera˜o associados aos sujeitos e objetos do sistema. O n´ıvel associado a um sujeito e´
denominado liberac¸a˜o, enquanto o n´ıvel associado a um objeto e´ denominado classificac¸a˜o.
Esta u´ltima denominac¸a˜o tambe´m e´ usada ao se referir ao n´ıvel de sujeitos e objetos
indistintamente. O objetivo da pol´ıtica, portanto, e´ prevenir acessos de leitura a objetos
em uma classificac¸a˜o maior que a liberac¸a˜o do sujeito. Na Tabela 3.1 e´ apresentando
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um exemplo com quatro n´ıveis de confidencialidade, quatro usua´rios e quatro tipos de
arquivos.
Classificac¸a˜o Sujeitos Objetos
Super-Secreto (SS) Joa˜o Arquivos de Pessoal
Secreto (S) Mariana Arquivos de e-mail
Confidencial (C) Toma´s Arquivos de Log
Liberados (L) Ursula Arquivos comuns
Tabela 3.1: Exemplo de modelo Bell-LaPadula em um sistema fict´ıcio.
Para garantir o objetivo da pol´ıtica, os acessos aos arquivos so´ sa˜o autorizados sob
duas condic¸o˜es. A primeira condic¸a˜o, denominada condic¸a˜o de seguranc¸a simples, define
que um sujeito pode ler um objeto se e somente se sua liberac¸a˜o for maior ou igual a`
classificac¸a˜o do objeto. Na Tabela 3.1, por exemplo, o usua´rio Toma´s pode ler os arquivos
de log e os arquivos comuns, mas na˜o pode ler os arquivos de e-mail nem os de Pessoal.
Entretanto, apenas essa condic¸a˜o na˜o e´ suficiente para garantir a confidencialidade, pois
caso Mariana ou Joa˜o lerem os arquivos de e-mail e os copiassem para os arquivos de
log, Toma´s obteria acesso a esses arquivos, quebrando a regra de confidencialidade. Para
impedir essa situac¸a˜o, uma segunda condic¸a˜o determina que um sujeito pode escrever em
um objeto se e somente se sua liberac¸a˜o for menor ou igual a` classificac¸a˜o do objeto. Esta
condic¸a˜o e´ conhecida como propriedade estrela (*-property ou star property). Assim, nem
Mariana nem Joa˜o poderiam copiar as informac¸o˜es contidas nos arquivos de e-mail para
os arquivos de log, garantindo-se, dessa forma, que na˜o ha´ quebra de confidencialidade
indiretamente.
O modelo possui ainda outras duas caracter´ısticas. A primeira e´ a combinac¸a˜o de
controle de acesso mandato´rio e discriciona´rio, de tal forma que o acesso so´ e´ permitido
se, ale´m de obedecer a`s duas condic¸o˜es, o sujeito tiver permissa˜o discriciona´ria sobre o
arquivo. A segunda consiste na inclusa˜o de categorias na classificac¸a˜o de seguranc¸a, em
que cada categoria descreve um tipo de informac¸a˜o. Assim, a cada objeto e sujeito sa˜o
associadas uma ou mais categorias, distribu´ıdas de tal forma que o sujeito so´ possa acessar
os objetos necessa´rios a` realizac¸a˜o de sua func¸a˜o (esse requisito e´ conhecido como princ´ıpio
do “need to know”). Levando essas caracter´ısticas em conta, as duas condic¸o˜es podem ser
redefinidas da seguinte forma:
• Condic¸a˜o de Seguranc¸a Simples: Um sujeito S pode ler um objeto O se e
somente se as seguintes treˆs condic¸o˜es forem va´lidas: a liberac¸a˜o de S e´ maior ou
igual a` classificac¸a˜o de O; o conjunto de categorias associadas a O e´ um subconjunto
das categorias associadas a S; e S tem permissa˜o de leitura discriciona´ria sobre O.
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• Propriedade estrela: Um sujeito S pode escrever em um objeto O se e somente
se as seguintes treˆs condic¸o˜es forem va´lidas: a liberac¸a˜o de S e´ menor ou igual a`
classificac¸a˜o de O; o conjunto de categorias associadas a S e´ um subconjunto das
categorias associadas a O; e S tem permissa˜o de escrita discriciona´ria sobre O.
A influeˆncia do modelo de Bell-LaPadula permeia todas as modelagens de seguranc¸a
em seguranc¸a computacional. Foi o primeiro modelo matema´tico a capturar atributos de
sistemas reais em suas regras. Tornou-se a base de va´rios padro˜es, incluindo o Trusted
Computer System Evaluation Criteria (TCSEC, tambe´m conhecido como o “livro la-
ranja”), desenvolvido pelo Departamento de Defesa dos Estados Unidos. Outros modelos
de confidencialidade surgem de me´todos pra´ticos, podendo na˜o ocorrer mu´ltiplos n´ıveis
no mesmo sentido do Bell-LaPadula. Por tambe´m inclu´ırem questo˜es de integridade, sa˜o
tratados na Sec¸a˜o 3.2.3, de pol´ıticas h´ıbridas.
3.2.2 Pol´ıticas de integridade
Existem treˆs trabalhos principais estudando a natureza de pol´ıticas de integridade. Em
1977, Biba [5] propoˆs treˆs tipos de pol´ıticas, uma das quais corresponde ao dual ma-
tema´tico do modelo de Bell-LaPadula. Cinco anos depois, Lipner retomou o modelo de
Bell-LaPadula e o combinou com o modelo de Biba para criar uma pol´ıtica mais adequada
aos requisitos de pol´ıticas comerciais [26]. Em 1987, David Clark e David Wilson desenvol-
veram um modelo de integridade [9] diferente dos anteriores, utilizando transac¸o˜es como
operac¸o˜es ba´sicas e modelando sistemas comerciais mais realisticamente que os anteriores.
Antes de detalhar alguns desses modelos, e´ importante ressaltar o papel do fator con-
fianc¸a. O n´ıvel de confianc¸a dado a`s informac¸o˜es contidas em um computador depende de
qua˜o acuradas e precisas (com relac¸a˜o a alguma me´trica) essas informac¸o˜es esta˜o. Mesmo
com o uso de me´tricas, esse n´ıvel possui um valor subjetivo, e pode ser influenciado por
outros fatores, como o usua´rio responsa´vel por sua entrada ou os processos que mani-
pularam essas informac¸o˜es. Em um banco, por exemplo, uma transac¸a˜o realizada por
um atendente (menor n´ıvel de integridade) seria considerada “menos confia´vel” do que a
realizada por um gerente (maior n´ıvel de integridade). De forma semelhante, um sistema
de controle de transac¸o˜es banca´rias, sobre o qual tenham sido realizados testes exaustivos
e ana´lise de corretude, teria maior n´ıvel de integridade que outro sistema que na˜o pas-
sou por tais ana´lises. Uma consequ¨eˆncia dessa marcac¸a˜o de n´ıveis de integridade e´ que,
sempre que um processo realizar ac¸o˜es sobre alguma informac¸a˜o, a informac¸a˜o resultante
do processamento tera´ o n´ıvel de confianc¸a equiparado ao menor n´ıvel. Se a precisa˜o
das informac¸o˜es na˜o for confia´vel, mesmo um programa confia´vel na˜o obtera´ resultados
corretos. De forma ana´loga, se um programa na˜o e´ confia´vel, mesmo com informac¸o˜es
confia´veis ele na˜o obtera´ resultados corretos.
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Todas as treˆs pol´ıticas propostas por Biba em [5] apresentam o mesmo princ´ıpio com
relac¸a˜o a escrita de objetos e execuc¸a˜o de novos processos, que esta˜o diretamente ligados
ao conceito de integridade apresentado no para´grafo anterior. Um processo com n´ıvel de
integridade i(p) so´ pode escrever em objetos com n´ıvel de integridade i(o) ≤ i(p), e so´
pode inicializar um novo processo com n´ıvel de integridade i(p2) ≤ i(p), no sentido de que
um processo so´ pode gerar informac¸o˜es com n´ıvel de integridade igual ou inferior ao seu
pro´prio.
As treˆs pol´ıticas diferem com relac¸a˜o ao comportamento do sistema nas operac¸o˜es de
leituras de objetos. Na pol´ıtica de marcas d’a´gua, os processos podem baixar de n´ıvel de
integridade. Toda vez que um processo leˆ um objeto com n´ıvel de integridade menor que o
seu, o seu n´ıvel de integridade e´ igualado ao n´ıvel do objeto. A ide´ia dessa regra e´ que, se o
processo esta´ dependendo de dados menos confia´veis, a confiabilidade de seus resultados
tambe´m e´ menos confia´vel. Dessa forma, essa pol´ıtica impede modificac¸o˜es diretas e
indiretas em objetos que poderiam reduzir a suas confiabilidades, ou seja, seus n´ıveis
de integridade. Em contrapartida, essa pol´ıtica apresenta um problema se´rio: o n´ıvel
de integridade dos processos somente decresce, o que significa que em algum momento
eles na˜o podera˜o acessar nenhum objeto de n´ıvel alto. Na pol´ıtica de anel (ring policy),
modificac¸o˜es indiretas sa˜o ignoradas e o foco recai em modificac¸o˜es diretas, de tal forma
que qualquer processo pode acessar qualquer objeto do sistema operacional. Vale ressaltar
que expor todos os objetos do sistema na˜o e´ uma preocupac¸a˜o desse modelo, uma vez que
na˜o trata da questa˜o da confidencialidade.
A terceira pol´ıtica proposta por Biba e´ denominada pol´ıtica de integridade seve-
ra (Strict Integrity Policy), e corresponde a um dual matema´tico do modelo de Bell-
LaPadula, sendo mais comumente chamado de “modelo de Biba”. Essa pol´ıtica, assim
como a de marcas d’a´gua, previne modificac¸o˜es indiretas de entidades sem autorizac¸a˜o,
pore´m restringe o problema de rebaixamento de n´ıvel de integridade permitindo que um
processo so´ leia objetos com n´ıvel de integridade maior ou igual ao seu. Ao acrescentar
o conceito de categorias e acesso discriciona´rio, tem-se o dual completo do modelo de
Bell-LaPadula.
O modelo de integridade criado por Lipner [26] e´ mais adequado a`s necessidades co-
merciais de integridade, e foi baseado nos modelos de Bell-LaPadula e de Biba. Nesse
modelo, o modelo de Bell-LaPadula e´ utilizado para definir as categorias de acesso a`s
aplicac¸o˜es e arquivos do sistema em func¸a˜o de quatro tipos de usua´rios (normais, desen-
volvedores de aplicac¸o˜es, desenvolvedores de sistema e administradores) e os n´ıveis de
seguranc¸a sa˜o utilizados para separar os arquivos de auditoria (maior n´ıvel) dos arquivos
gerais do sistema (menor n´ıvel). O modelo de Lipner usa o modelo de Biba para manter
isolados os dados e aplicac¸o˜es utilizados para desenvolvimento e os utilizados na produc¸a˜o
da empresa. Assim, na˜o se corre o risco de que um programa em desenvolvimento aciden-
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talmente corrompa a integridade dos dados de produc¸a˜o. Somente quando o programa
estiver completamente desenvolvido e verificado, um usua´rio com privile´gios especiais po-
dera´ muda´-lo de categoria, desassociando o programa do desenvolvimento e associando-o
a produc¸a˜o.
O modelo de Clark-Wilson [9] na˜o e´ de grande interesse para sistemas operacionais,
sendo mais aplica´vel em sistemas comerciais baseados em transac¸o˜es. Em [37], e´ des-
crita uma implementac¸a˜o desse modelo no sistema operacional Unix, utilizando usua´rios
“fantasmas” para gerir as transac¸o˜es sobre os dados restringidos pelo modelo. Entre-
tanto, como o pro´prio autor apresenta, existem problemas de seguranc¸a envolvidos no
uso dessa implementac¸a˜o. Como o acesso aos usua´rios “fantasmas” e´ realizado atrave´s de
aplicac¸o˜es com o bit setuid1 ativo, o risco de que eles possam ser corrompidos para obter
acesso a privile´gios inapropriados aumenta. Paralelamente, o super-usua´rio pode assumir
a identidade de qualquer usua´rio “fantasma”, invalidando os requisitos de seguranc¸a do
modelo.
3.2.3 Pol´ıticas Hı´bridas
Poucas organizac¸o˜es limitam seus objetivos de seguranc¸a somente em integridade ou con-
fidencialidade. A maioria deseja ambos, em alguma proporc¸a˜o. Esse e´ um dos motivos
pelos quais normalmente as pol´ıticas h´ıbridas sa˜o mais comumente implementadas em
sistemas operacionais seguros do que pol´ıticas que so´ tratem de confidencialidade ou inte-
gridade. Nessa sec¸a˜o, sera˜o tratados treˆs modelos de pol´ıticas: Modelo Muralha da China
(Chinese Wall Model), DTE (Domain and Type Enforcement) e RBAC (Role-Based Access
Control).
O Modelo Muralha da China [7] descreve pol´ıticas que envolvem conflito de interesse
em transac¸o˜es comerciais, e e´ ta˜o importante para essa a´rea quanto o modelo de Bell-
LaPadula e´ para o militar. Bolsas de ac¸o˜es e casas de investimento sa˜o os ambientes
mais naturais desse modelo. Nesse contexto, o objetivo do modelo e´ prevenir situac¸o˜es
em que um negociador, representando dois clientes com interesses conflitantes, na˜o possa
ajudar um dos clientes a ganhar lucros a`s custas do outro. Esse objetivo e´ atingido orga-
nizando as informac¸o˜es em conjuntos funcionais e agrupando esses conjuntos em classes
de conflito. No caso de bolsa e valores, por exemplo, podem-se organizar as informac¸o˜es
de um determinando banco A em um conjunto funcional e as de um banco B em outro
conjunto funcional, e agrupar os dois conjuntos numa classe de conflito. Assim, a partir
do momento que um determinado corretor obtiver acesso ao conjunto do banco A, ele
na˜o tera´ acesso a nenhum outro conjunto da mesma classe de conflito (no caso, a`s in-
1Esse bit, associado a` aplicac¸o˜es, instrui o sistema operacional a executar o programa em nome do
usua´rio proprieta´rio da aplicac¸a˜o, e na˜o do usua´rio que a executou
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formac¸o˜es pertinentes ao banco B), mas continua tendo acesso a informac¸o˜es em outras
classes de conflito. Repare que esse modelo e´ funcionalmente diferente dos apresentados
anteriormente. Enquanto os outros pressupo˜em regras pre´-estabelecidas, neste modelo as
restric¸o˜es va˜o sendo estabelecidas a` medida que o usua´rio vai acessando a`s informac¸o˜es
contidas nas diversas classes de conflito.
Apesar de prover tanto confidencialidade quanto integridade, o Modelo Muralha da
China na˜o e´ adequado para uso em sistemas operacionais, uma vez que o controle de acesso
nesses na˜o e´ derivado de ac¸o˜es anteriores do usua´rio, e sim de premissas sobre quais as
informac¸o˜es a que ele deve ter acesso. Nesse sentido, os modelos de DTE e RBAC sa˜o
mais adequados.
O modelo de DTE e´ derivado do modelo de TE desenvolvido por Boebert e objetiva
restringir o acesso de processos a objetos do sistema operacional a partir de uma pol´ıtica
de seguranc¸a baseada em tipos e domı´nios [46]. Nesse modelo, todos os objetos do sis-
tema esta˜o associados a um tipo, que representa uma classe de equivaleˆncia de dados e
aplicac¸o˜es (por exemplo, arquivos do setor de recursos humanos, manufatura, vendas) que
sa˜o tratados da mesma forma pela pol´ıtica. Paralelamente, todo processo em execuc¸a˜o
esta´ associado a um u´nico domı´nio, que determina quais as ac¸o˜es permitidas ao processo
quando acessando objetos de tipos espec´ıficos ou interagindo com processos em outros
domı´nios.
A linguagem utilizada para a especificac¸a˜o e´ conhecida como DTEL (Domain and Type
Enforcement Language) e utiliza uma combinac¸a˜o de elementos de baixo e alto n´ıvel para
expressar as restric¸o˜es de domı´nios a tipos. Por apresentar essas caracter´ısticas e na˜o uti-
lizar um modelo matema´tico em sua definic¸a˜o, o DTEL e´ classificada como linguagem de
alto n´ıvel. Por exemplo, considere uma pol´ıtica de seguranc¸a que determine que um na-
vegador somente possa ler seus arquivos de configurac¸a˜o, armazenar arquivos no direto´rio
tempora´rio e executar aplicac¸o˜es espec´ıficas para alguns conteu´dos da Internet. A Figura
3.1 apresenta a especificac¸a˜o dessa pol´ıtica em DTEL, utilizado a notac¸a˜o apresentada
em [46].
A primeira linha define os tipos dos arquivos do sistema. A segunda linha especifica
o nome do domı´nio, e qual a aplicac¸a˜o que quando executada entrara´ nesse domı´nio. A
terceira, quarta e quinta linha definem as regras de acesso do domı´nio, onde c,r,w,x,d
definem respectivamente, criac¸a˜o (create), leitura (read), escrita (write) e execuc¸a˜o (exe-
cute) de arquivos e listagem de direto´rio (search). As linhas 6 e 7 definem os arquivos e
direto´rios associados com cada tipo, onde -r indica que tipo devera´ ser associado recur-
sivamente nos subdireto´rios.
Assim como as demais pol´ıticas, o DTE combina o controle de acesso mandato´rio,
especificado pela pol´ıtica, com o controle de acesso discriciona´rio. Dessa forma, usando
o exemplo anterior, o navegador sendo executado pelo usua´rio ‘diogo’ so´ tera´ acesso a`s
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type t_tmp, t_browser_conf, t_plugin_exec;




assign -r t_tmp /tmp/;
assign -r t_browser_conf /home/{user}/.mozilla/
...
Figura 3.1: Exemplo de pol´ıtica escrita em DTEL
configurac¸o˜es contidas no direto´rio /home/diogo/.mozilla/, enquanto outra instaˆncia
executada pelo usua´rio ‘paulo’ so´ tera´ acesso ao direto´rio /home/paulo/.mozilla/.
Enquanto o modelo de DTE trata a pol´ıtica de seguranc¸a em func¸a˜o dos elementos
do sistema operacional (usua´rios, processos e objetos), o modelo de RBAC [14, 15] trata
o acesso na˜o em func¸a˜o do usua´rio, mas sim em func¸a˜o do papel do usua´rio em uma
organizac¸a˜o. Embora ambos possam especificar o mesmo tipo de seguranc¸a em um modelo
esta´tico, o segundo trata melhor de movimentac¸a˜o de funciona´rios entre setores de uma
mesma empresa. Por exemplo, considere o caso de uma biblioteca. Um funciona´rio que
atue no setor de empre´stimos precisa de acesso de leitura a` lista de livros e de acesso
de leitura e escrita na lista de empre´stimos. Se, em um determinado momento, ele e´
transferido para o setor de aquisic¸a˜o de livros, em sua nova func¸a˜o ele precisa de acesso de
leitura e escrita na lista de livros, mas de nenhum acesso a` lista de empre´stimos. Quando
outro funciona´rio for alocado para o setor de empre´stimos, a ele sera´ disponibilizado o
mesmo acesso que o primeiro dispunha. Repare, que nesse caso, a identidade do usua´rio
na˜o influencia nas deciso˜es de seguranc¸a, mas sua func¸a˜o sim.
No RBAC, portanto, surge o conceito de papel, que corresponde ao direito de realizar
um conjunto de transac¸o˜es relacionadas a uma atividade espec´ıfica. Diferente do conceito
de domı´nio do DTE, os pape´is esta˜o associados aos usua´rios do sistema operacional, e na˜o
aos processos, de tal forma que um usua´rio pode estar autorizado a atuar em mais de um
papel. Um detalhe importante do modelo de RBAC e´ que ele define que apenas um papel
pode estar ativo por vez e que, ao executar uma aplicac¸a˜o, o processo gerado devera´ ser
associado ao domı´nio do papel ativo, e na˜o ao domı´nio do usua´rio. Assim, o processo
ficara´ restrito a um subdomı´nio do domı´nio do usua´rio, sendo poss´ıvel impor o princ´ıpio
de privile´gio mı´nimo na especificac¸a˜o da pol´ıtica de seguranc¸a. Detalhes maiores sobre
classificac¸o˜es e padronizac¸o˜es do modelo RBAC podem ser encontradas em [40].
Outra caracter´ıstica prevista pelo RBAC, derivada do ambiente de organizac¸o˜es, e´ a
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hierarquia de pape´is. Dessa forma, pode ser evitada redundaˆncia de especificac¸a˜o de per-
misso˜es entre va´rios pape´is organizados segundo uma hierarquia, simplesmente incluindo
o papel imediatamente inferior na hierarquia e definindo apenas as permisso˜es espec´ıficas
do n´ıvel em questa˜o. Na Figura 3.2 e´ apresentado um exemplo de hierarquia de um
hospital universita´rio, onde as letras r,w,a representam, respectivamente, permisso˜es de
leitura (read), escrita (write) e escrita ao final do arquivo (append). No esquema pro-
posto, um aluno de medicina pode consultar dados referentes a diagno´sticos e aplicac¸a˜o
de medicamentos, para uso em trabalhos e pesquisas do curso, pore´m sem acesso a` iden-
tidade dos pacientes. Ja´ um enfermeiro, ale´m do acesso ja´ concedido ao aluno, precisa
poder adicionar ı´tens na lista de dosagens, alertando outros enfermeiros e me´dicos sobre as
aplicac¸o˜es de medicamentos ja´ realizadas. Finalmente, o me´dico pode modificar o registro
do paciente, direcionando o tratamento conforme o diagno´stico do paciente. Repare que,
ale´m da confidencialidade dos dados pessoais do paciente serem mantidos pelo me´dico, a
lista de dosagens na˜o pode ser corrompida apo´s a inclusa˜o das anotac¸o˜es de aplicac¸o˜es de

















Figura 3.2: Estrutura Hiera´rquica em RBAC. Exemplo de um hospital universita´rio.
3.3 Conclusa˜o
Neste cap´ıtulo, foram apresentados os principais modelos de pol´ıticas de seguranc¸a estu-
dados, destacando-se aqueles mais adequados a sistemas operacionais. A grande variedade
de modelos existentes deriva das diferenc¸as de requisitos de seguranc¸a presentes nos mais
diversos ambientes computacionais, o que torna necessa´rio escolher a pol´ıtica a ser utili-
zada em func¸a˜o dos objetivos de seguranc¸a almejados.
A ana´lise das pol´ıticas revela algumas caracter´ısticas interessantes. As pol´ıticas “pu-
ras” (so´ confidencialidade ou so´ integridade) possuem meios de definir regras de maneira
precisa, utilizando elementos matema´ticos para definir as regras e o comportamento do
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sistema operacional. Pore´m, normalmente mapeiam permisso˜es em func¸a˜o de usua´rios e
objetos do sistema, o que muitas vezes na˜o condiz com a realidade do sistema operacional
ou da organizac¸a˜o que o usa. Por sua vez, as pol´ıticas h´ıbridas tendem a estar associ-
adas mais ao ambiente que sera´ utilizado do que ao rigor matema´tico, e sa˜o especificas
em func¸a˜o dos elementos do sistema operacional (processos e objetos) ou em func¸a˜o de
elementos do ambiente de trabalho em que sa˜o empregados (pape´is ou cargos).
Cap´ıtulo 4
SELinux: Sistema e Pol´ıticas de
Seguranc¸a
No intuito de facilitar a adoc¸a˜o de sistemas operacionais seguros, esforc¸os teˆm sido di-
recionados para a re-estruturac¸a˜o de sistemas operacionais existentes, objetivando sua
adequac¸a˜o a`s necessidades atuais de seguranc¸a, uma vez que os custos de migrac¸a˜o para
novos sistemas sa˜o muito elevados. O sistema operacional Linux, por exemplo, conta
com va´rios projetos para implementar pol´ıticas de seguranc¸a, como o Rule Set Based
Access Control (RSBAC) [35] , o Linux Intrusion Detection System1 (LIDS) e o Security-
Enhanced Linux (SELinux) [28].
O SELinux foi escolhido como base para o desenvolvimento deste projeto por pos-
suir va´rias caracter´ısticas interessantes a` seguranc¸a do sistema operacional Linux. Ele
incorpora ao nu´cleo do sistema uma arquitetura de controle de acesso mandato´rio forte
e flex´ıvel, e proveˆ mecanismos para impor o isolamento de informac¸o˜es baseado em re-
quisitos tanto de confidencialidade quanto de integridade. Sua pol´ıtica de seguranc¸a foi
implementada para permitir o uso de abstrac¸o˜es dos modelos de TE e RBAC, sendo
poss´ıvel configurar o sistema para uma grande variedade de objetivos de seguranc¸a.
Nesse cap´ıtulo, sera˜o apresentados os aspectos do SELinux relevantes a` seguranc¸a
de sistemas operacionais. Primeiramente, sera´ apresentada a arquitetura de seguranc¸a
do SELinux. Em seguida, sera˜o analisados aspectos da implementac¸a˜o do servidor de
seguranc¸a, sistema base para a imposic¸a˜o das pol´ıticas. Finalmente, sera´ apresentada a






Como o SELinux e´ uma implementac¸a˜o da arquitetura Flask de seguranc¸a no nu´cleo do
sistema operacional, e´ importante entender primeiramente o que e´ essa arquitetura. A
Flask [43] foi criada na tentativa de servir como uma arquitetura gene´rica de controle de
acesso mandato´rio (MAC). Um importante objetivo desse projeto foi prover um suporte
flex´ıvel para pol´ıticas de seguranc¸a, uma vez que nenhum modelo u´nico de MAC e´ capaz de
satisfazer a uma ampla variedade de requisitos de seguranc¸a. Este objetivo foi alcanc¸ado
pela separac¸a˜o clara entre a lo´gica da pol´ıtica de seguranc¸a e o mecanismo de imposic¸a˜o
da pol´ıtica (enforcement mechanism). Cuidados foram tomados para garantir que uma
interface de pol´ıtica bem-definida fosse especificada e que pudesse suportar um grande
conjunto de pol´ıticas de seguranc¸a. Adicionalmente, com a arquitetura Flask a imposic¸a˜o
de uma pol´ıtica de seguranc¸a pode ser transparente para as aplicac¸o˜es pelo fato de permitir
a definic¸a˜o de comportamento padra˜o de seguranc¸a, na auseˆncia de regras espec´ıficas da
pol´ıtica.
O sistema operacional Flask foi implementado com sucesso a partir da adic¸a˜o da
arquitetura de seguranc¸a proposta ao sistema operacional Flµke (abreviac¸a˜o de Flexible
MicroKernel), apresentando bons resultados com relac¸a˜o aos objetivos iniciais: seguranc¸a,
flexibilidade de pol´ıtica, baixo impacto no desempenho e escalabilidade [43]. A Figura 4.1
apresenta a arquitetura utilizada para incorporar o Flask no sistema operacional Flµke. No
intuito de garantir uma adoc¸a˜o maior da arquitetura de seguranc¸a, o Flask foi incorporado
a um sistema operacional de co´digo aberto largamente utilizado, o Linux, surgindo assim
















Figura 4.1: Arquitetura Flask
Assim como o sistema operacional Flask, o SELinux conta com um mecanismo de
controle de acesso mandato´rio (MAC) integrado aos principais subsistemas do nu´cleo do
Linux, incluindo controles de granularidade fina para as operac¸o˜es sobre processos, arqui-
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vos e sockets. A lo´gica de decisa˜o da pol´ıtica de seguranc¸a foi encapsulada em um novo
componente do nu´cleo denominado Servidor de Seguranc¸a, responsa´vel por tomar deciso˜es
referentes a nomeac¸a˜o e acesso dos objetos em resposta a requisic¸o˜es independentes de
pol´ıticas que foram posicionadas em todo o nu´cleo. Essa arquitetura permite ao nu´cleo
impor as deciso˜es da pol´ıtica sem necessariamente conhecer os detalhes da pol´ıtica.
O Servidor de Seguranc¸a foi desenvolvido com um modelo particular de MAC para
contornar as limitac¸o˜es de implementac¸o˜es de MAC tradicionais. Devido a` flexibilidade
da arquitetura Flask, entretanto, esse modelo pode ser facilmente modificado, ou mesmo
substitu´ıdo, para suportar outros modelos.
A implementac¸a˜o do servidor de seguranc¸a do SELinux demandou a selec¸a˜o de um
modelo concreto de pol´ıtica de seguranc¸a, o que levou a escolha de uma combinac¸a˜o
de RBAC e TE. Apesar do SELinux na˜o depender exclusivamente desse modelo, ele foi
escolhido por ser suficientemente gene´rico para suportar muitos dos objetivos de seguranc¸a
encontrados no dia-a-dia das organizac¸o˜es.
4.2 Servidor de Seguranc¸a
O servidor de seguranc¸a [28] e´ totalmente separado do resto do nu´cleo do SELinux e isolado
atrave´s de uma interface bem definida. A flexibilidade da arquitetura Flask permite que o
servidor de seguranc¸a seja modificado ou substitu´ıdo para alterar os modelos de seguranc¸a
suportados. O completo encapsulamento de lo´gica da pol´ıtica de seguranc¸a dentro do
servidor de seguranc¸a torna poss´ıvel esse requisito da arquitetura sem causar nenhum
impacto ao resto do sistema.
As deciso˜es de seguranc¸a tomadas pelo servidor de seguranc¸a sa˜o baseadas em con-
textos de seguranc¸a (security contexts) que representam ro´tulos de seguranc¸a associados
a todo sujeito e objeto do sistema operacional. Um contexto de seguranc¸a e´ um identifi-
cador independente de pol´ıtica que pode ser manipulado por diferentes partes do sistema,
mas deve somente ser interpretado pelo servidor de seguranc¸a. Esse contexto conte´m
todos os atributos de seguranc¸a associados a um objeto rotulado em particular, e que sa˜o
relevantes a` lo´gica de deciso˜es da pol´ıtica. No caso espec´ıfico do modelo base adotado,
sa˜o treˆs os atributos relevantes a` seguranc¸a armazenados no contexto de seguranc¸a: uma
identidade, um papel e um tipo.
Entretanto, os contextos de seguranc¸a na˜o sa˜o ligados diretamente aos objetos. Para
garantir a flexibilidade, um segundo identificador independente de pol´ıtica, denominado
identificador de seguranc¸a (SID - Security Identifier) e´ associado a todo objeto que neces-
site de rotulac¸a˜o. Os SIDs sa˜o identificadores locais, na˜o persistentes e opacos, que sa˜o
mapeados para contextos de seguranc¸a. Esse mapeamento e´ criado em tempo de execuc¸a˜o
do sistema operacional e mantido pelo servidor de seguranc¸a. Quando um objeto e´ cri-
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ado, o servidor de seguranc¸a decide qual SID devera´ ser utilizado como ro´tulo. Os SIDs
associados com objetos sa˜o passados para o servidor de seguranc¸a e usados como base
para as deciso˜es de seguranc¸a.
Os controles de acesso mandato´rio do SELinux sa˜o implementados como verificac¸o˜es
de permissa˜o que foram inseridas em pontos de controle no sistema operacional. Os
detalhes de implementac¸a˜o no co´digo do nu´cleo sa˜o apresentados em detalhes em [27].
Sa˜o aproximadamente 140 permisso˜es de granularidade fina agrupadas em 28 classes de
objetos que foram definidas para permitir o controle de praticamente qualquer operac¸a˜o
do sistema operacional. Exemplos de permisso˜es incluem ‘transic¸a˜o’ e ‘envio de sinais’
para a classe de processos, ou ‘criac¸a˜o’ e ’escrita’ para a classe de arquivos. As permisso˜es
de seguranc¸a sa˜o verificadas em func¸a˜o de verificac¸o˜es feitas entre SIDs de origem e SIDs
de destino para uma permissa˜o particular em alguma classe de objetos. Para responder
a uma verificac¸a˜o de decisa˜o, o servidor de seguranc¸a utiliza os atributos contidos nos
contextos de seguranc¸a associados aos SIDs de origem e de destino para determinar se
uma permissa˜o pode ser concedida.
Nesse ponto, e´ importante fazer uma breve distinc¸a˜o entre a classe e o tipo de um
objeto. A classe esta´ diretamente ligada ao sistema operacional e define a forma como
o objeto e´ tratado. Assim, um objeto pode pertencer a classe ‘arquivo’, ‘arquivo de
dispositivo’ (device file) ou mesmo ‘processo’, o que define quais as permisso˜es controladas
para o objeto. O tipo, por sua vez, e´ independente da estrutura do sistema operacional,
e e´ utilizado para agrupar va´rios objetos em um conjunto com caracter´ısticas comuns a`
pol´ıtica de seguranc¸a. Assim, ‘arquivo de configurac¸a˜o do navegador’ e ‘arquivos pessoais
de usua´rio’ sa˜o tipos associados a arquivos e direto´rios do sistema de arquivos.
Como pode ser observado, cada verificac¸a˜o de uma operac¸a˜o sobre um par (sujeito, ob-
jeto) e´ custoso em termos de impacto no desempenho do sistema operacional, de tal forma
que foi incorporado a` arquitetura Flask e, consequ¨entemente, ao SELinux um cache para
as deciso˜es tomadas, denominado AVC (Access Vector Cache). O AVC e´ um componente
do sistema operacional que armazena as deciso˜es ja´ computadas, de forma a minimizar
o impacto no desempenho que poderia ser causado pelo servidor de seguranc¸a. Como
normalmente a realizac¸a˜o de uma determinada operac¸a˜o de acesso controlada envolve
va´rias operac¸o˜es subsequ¨entes sobre o mesmo objeto, o AVC armazena, apo´s a primeira
consulta, todo o conjunto de deciso˜es relacionado a um sujeito e um objeto, minimizando
ainda mais o impacto no desempenho.
4.3 Modelo de Pol´ıtica de Seguranc¸a
Como visto anteriormente, o modelo base do SELinux foi baseado em dois modelos de
seguranc¸a: RBAC e TE. Nesta sec¸a˜o, sera´ explicada a inter-relac¸a˜o desses dois modelos
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para especificar o comportamento geral do sistema operacional.
No modelo do SELinux, ale´m das identidades de usua´rio e grupo comuns ao Linux
(UIDs e GIDs), todo processo esta´ associado a uma identidade ligada a` pol´ıtica de se-
guranc¸a. Mudanc¸as nessa identidade sa˜o rigorosamente controladas e a configurac¸a˜o da
pol´ıtica permite que apenas certos programas modifiquem sua identidade. Quando o
usua´rio acessa o sistema e apresenta suas credenciais (nome de usua´rio e senha), a porc¸a˜o
referente a` identidade no contexto de seguranc¸a associado ao Shell ira´ refletir a identidade
real do usua´rio. Repare que a identidade do SELinux na˜o esta´ associada ao UID do Linux
(exceto quando especificado na pol´ıtica), de tal forma que mesmo que o UID de uma pro-
cesso seja modificado, a identidade SELinux permanecera´ a mesma. Ale´m disso, quando
um novo programa e´ executado, a identidade do componente e´ preservada. Dessa forma,
todas as deciso˜es de controle de acesso sa˜o baseadas na identidade correta do usua´rio.
As ac¸o˜es de qualquer usua´rio sa˜o restringidas pela pol´ıtica de RBAC. A cada usua´rio
e´ atribu´ıdo um conjunto de pape´is que ele pode assumir, e a transic¸a˜o entre pape´is e´
controlada pela pol´ıtica. Apesar de na˜o ser estritamente necessa´rio, a pol´ıtica de seguranc¸a
padra˜o foi configurada para limitar a transic¸a˜o de pape´is atrave´s de aplicac¸o˜es pro´prias
que requerem uma nova autenticac¸a˜o do usua´rio, de forma a garantir que as transic¸o˜es so´
ocorram com consentimento do usua´rio e na˜o pela execuc¸a˜o de programas maliciosos.
Os pape´is sa˜o utilizados para expressar as ac¸o˜es permitidas aos usua´rios, pore´m, dife-
rente de como o RBAC e´ descrito em [14], o SELinux define as permisso˜es do usua´rio para
um papel em particular usando a pol´ıtica de TE. Enquanto uma pol´ıtica RBAC t´ıpica
iria especificar diretamente as permisso˜es concedidas, a pol´ıtica do SELinux especifica
domı´nios que podem ser adentrados pelos pape´is, deixando a atribuic¸a˜o de permisso˜es a`
configurac¸a˜o TE. Apesar de na˜o oferecer nenhuma seguranc¸a ale´m daquela que poderia
ser obtida por uma pol´ıtica estritamente TE, essa forma de RBAC permite que a pol´ıtica
TE seja gerenciada mais facilmente utilizando o conceito de pape´is.
Finalmente, o tipo e´ utilizado para expressar o controle de acesso de granularidade
fina sobre todo objeto do sistema operacional, sendo que uma matriz de acesso e´ definida
para determinar as ac¸o˜es permitidas a cada par de tipos. No SELinux, os acessos sa˜o
expressos em termos de permisso˜es concedidas a cada classe de sujeito e objeto que foram
definidas em pontos de controle do nu´cleo, de forma que todas as permisso˜es precisam ser
explicitamente concedidas. Um detalhe importante nesse modelo de pol´ıtica e´ que na˜o ha´
distinc¸a˜o entre tipos e domı´nios, diferentemente do que ocorre no modelo apresentando
em [46]. Como domı´nios esta˜o associados somente a processos, e um processo e´ tanto um
sujeito como um objeto para o sistema operacional, o domı´nio e´ tratado como qualquer
outro tipo, com o u´nico diferencial de que pode ser associado a processos. Reduzindo
domı´nios e tipos a uma u´nica abstrac¸a˜o de tipo, uma u´nica tabela pode ser utilizada para
expressar tanto a interac¸a˜o entre um sujeito e um objeto quanto a interac¸a˜o entre dois
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sujeitos, permitindo, inclusive, a definic¸a˜o de relacionamento entre objetos na pol´ıtica.
Essa forma de TE tambe´m e´ distinta no sentido de que as permisso˜es sa˜o agrupadas
por classes de objetos. O conceito de classe permite definir as permisso˜es sobre o objeto em
func¸a˜o dos servic¸os dispon´ıveis, e permite a` pol´ıtica distinguir entre diferentes objetos com
o mesmo tipo, por exemplo, concedendo permisso˜es diferentes a um arquivo de dispositivo
(device file) do que seriam concedidas a um arquivo regular. Isso permite ao SELinux
prover permisso˜es com granularidade mais fina do que o tipicamente esperado usando
TE.
4.4 Linguagem de Especificac¸a˜o da Pol´ıtica
As regras da pol´ıtica de seguranc¸a do SELinux sa˜o escritas em arquivos de configurac¸a˜o
baseados em texto, utilizando uma linguagem desenvolvida a partir dos treˆs modelos de
pol´ıtica utilizados. Entretanto, o servidor de seguranc¸a na˜o utiliza diretamente essa re-
presentac¸a˜o, pois tornaria seu co´digo complexo demais para avaliac¸a˜o de corretude. Ao
inve´s disso, esses arquivos de configurac¸a˜o sa˜o verificados e convertidos em uma repre-
sentac¸a˜o bina´ria mais adequada ao servidor de seguranc¸a. Dessa forma, separando-se as
representac¸o˜es utilizadas para administrac¸a˜o da pol´ıtica e para uso do sistema operaci-
onal, garante-se uma boa legibilidade e entendimento das pol´ıticas pelo administrador
de seguranc¸a, e evita-se problemas inerentes a` interpretac¸a˜o dessas pol´ıticas pelo sistema
operacional.
A linguagem da pol´ıtica consiste de um conjunto de definic¸o˜es que podem ser agru-
padas nos seguintes conjuntos: Flask, TE, RBAC, usua´rios, contextos de seguranc¸a e
restric¸o˜es[42].
O conjunto do Flask consiste de um conjunto de definic¸o˜es compartilhadas entre o
nu´cleo do SELinux e a pol´ıtica de seguranc¸a. Essas definic¸o˜es esta˜o ligadas a`s estrutu-
ras utilizadas pelo sistema operacional para identificar e validar as operac¸o˜es, e por isso
raramente sa˜o modificadas. Nesse grupo esta˜o inclusas a definic¸a˜o de classes e seus res-
pectivos vetores de permissa˜o de acesso, e a definic¸a˜o dos SIDs iniciais utilizados durante
o processo de boot do sistema operacional.
As definic¸o˜es da pol´ıtica propriamente dita comec¸am no conjunto de definic¸o˜es do TE.
Essas definic¸o˜es especificam o nome dos tipos e seus atributos, as regras para transic¸o˜es
entre domı´nios, as regras de acessibilidade e auditoria e asserc¸o˜es. As Figuras 4.2 e 4.3
apresentam a sintaxe das definic¸o˜es de TE do SELinux. A definic¸a˜o de tipo type especifica
o nome, poss´ıveis sinoˆnimos (alias) e uma lista de atributos (previamente definidos
por attribute). Os atributos sa˜o utilizados para identificar conjuntos de tipos com
propriedades similares, e utilizados para simplificar a especificac¸a˜o de regras. As regras
type_transition e type_change lidam, respectivamente, com transic¸o˜es automa´ticas
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(ou preferenciais) e transic¸o˜es opcionais entre domı´nios e tipos. Existem dois tipos de
transic¸o˜es ba´sicas: transic¸a˜o de um domı´nio para outro, e transic¸a˜o de tipo na criac¸a˜o de
objetos. A transic¸a˜o entre domı´nios ocorre quando um processo cujo tipo esteja contido
em source types set executa uma aplicac¸a˜o de tipo target types set, inicializando um novo
processo (classe process) de tipo new type. A transic¸a˜o de tipos ocorre quando um processo
do tipo source types set tenta criar um novo objeto em um objeto do tipo target types set
(um direto´rio, por exemplo), associando o tipo new type ao objeto criado. Na auseˆncia
dessa regra, se um processo estiver autorizado a criar um novo objeto, ele sera´ criado com
o tipo do processo.
% Declarac¸~oes de atributos e tipos de TE
ATRIBUTE attr_name;
TYPE type_name [ ALIAS alias_name_set ], attr1, attr2, ...;
% Regras de Transic¸~ao de TE
TYPE_TRANSITION source_types_set target_types_set:classes_set new_type;
TYPE_CHANGE source_types_set target_types_set:classes_set new_type;
Figura 4.2: Definic¸o˜es do conjunto TE da linguagem da pol´ıtica do SELinux (declarac¸o˜es
e transic¸o˜es)
As regras de acessibilidade e auditoria definem o conjunto de permisso˜es baseados nos
tipos do sistema e a classe do objeto afetado (Figura 4.3). As regras allow e auditallow
definem que um processo do tipo (domı´nio) source types set tem as permisso˜es permissi-
ons set sobre objetos de classe classes set e tipo target types set. A diferenc¸a entre as duas
regras esta´ relacionada ao registro para auditoria de seguranc¸a. No SELinux, por padra˜o,
acessos negados sa˜o registrados, e acessos permitidos na˜o. Ao usar auditallow, esta´-se
instruindo o SELinux a registrar no log esse acesso, mesmo que o acesso seja permitido.
O caso oposto, na˜o registrar uma negac¸a˜o de acesso, e´ provido pela regra dontaudit.
A u´ltima definic¸a˜o de TE, a asserc¸a˜o neverallow, e´ utilizada somente durante o pro-
cesso de compilac¸a˜o da pol´ıtica para sua forma bina´ria. Ela especifica regras de acesso
que na˜o deveriam constar na pol´ıtica. Nesse ponto, e´ importante explicar como os con-
juntos (sets) sa˜o definidos no SELinux. Um conjunto de tipos pode ser especificado
agrupando os tipos desejados entre chaves (por exemplo, {type1 type2 ...}). Entre-
tanto, os conjuntos podem ser definidos em func¸a˜o de tipos que na˜o fazem parte do con-
junto, ou enta˜o de tipos que apresentem (ou na˜o) atributos em comum. Assim, o trecho
~{type1 type2} define um conjunto de todos os tipos do sistema menos os dois citados;
o trecho {attr1 attr2} define o conjunto de todos os tipos que possuem os atributos
citados em comum; e, finalmente, o trecho {attr -type1 -type2} define o conjunto de
todos os tipos que possuem o atributo citado menos os dois tipos citados (o nu´mero de
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tipos e atributos em cada definic¸a˜o e´ varia´vel). Dessa forma, uma asserc¸a˜o impondo que
na˜o haja transic¸a˜o de processo para um tipo que na˜o e´ domı´nio pode ser especificado da
seguinte forma: neverallow domain ~domain:process transition, onde domain e´ um
atributo comum a todos os domı´nios, e transition e´ uma permissa˜o associada a` classe de
objetos process.
% Regras de Acessibilidade e auditoria em TE
ALLOW sourcetypes_set target_type_set:classes_set permissions_set;
AUDITALLOW source_types_set target_type_set:classes_set permissions_set;
DONTAUDIT source_types_set target_type_set:classes_set permissions_set;
% Asserc¸~oes a serem validadas durante compilac¸~ao da polı´tica em TE
NEVERALLOW source_types_set target_type_set:classes_set permissions_set;
Figura 4.3: Definic¸o˜es do conjunto TE da linguagem da pol´ıtica do SELinux (acessibili-
dade e auditoria)
As definic¸o˜es de RBAC sa˜o utilizadas para definir os pape´is e seus domı´nios associados,
hierarquias e regras de acessibilidade entre pape´is. A Figura 4.4 apresenta as sintaxes
das definic¸o˜es de RBAC. A declarac¸a˜o role especifica o nome do papel e o conjunto de
domı´nios aos quais o papel esta´ autorizado. Para definir hierarquias entre pape´is, utiliza-
se a declarac¸a˜o dominance. Finalmente, a transic¸a˜o entre pape´is so´ e´ permitida se houver
uma regra allow definindo explicitamente a transic¸a˜o e, ainda assim, a transic¸a˜o so´ ocorre
atrave´s de aplicac¸o˜es de autenticac¸a˜o especificas do SELinux com essa finalidade.
% Declarac¸~ao de pape´is e hierarquia de pape´is do RBAC
ROLE role_name TYPES domain_types_set;
DOMINANCE { ROLE role_name { sub_roles_set } }
% Regras de Transic¸~ao entre pape´is do RBAC
ALLOW current_roles_set new_roles_set;
Figura 4.4: Definic¸o˜es do conjunto RBAC da linguagem da pol´ıtica do SELinux
Finalmente, as declarac¸o˜es de usua´rios definem os usua´rios reconhecidos pela pol´ıtica
e especificam o conjunto de pape´is autorizados de cada usua´rio. Apenas os usua´rios
definidos nessas declarac¸o˜es podem ser utilizados na definic¸a˜o de contextos de seguranc¸a.
A Figura 4.5 apresenta a sintaxe da declarac¸a˜o de usua´rios.
Com os treˆs conjuntos de definic¸o˜es, especificam-se todos os elementos necessa´rios
para compor o contexto de seguranc¸a: usua´rio, papel e tipo. Essa trinca e´ normalmente
representada por uma cadeia de caracteres com a estrutura usua´rio:papel:tipo, e e´
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% Declarac¸~ao de Usua´rios
USER user_name ROLES allowed_roles_set;
Figura 4.5: Definic¸o˜es do conjunto de usua´rio e restric¸o˜es da linguagem da pol´ıtica do
SELinux
utilizada pelo SELinux para validar as regras e tomar a decisa˜o de permitir ou na˜o o
acesso. Dessa forma, mesmo que haja uma regra RBAC permitindo a transic¸a˜o de um
papel (origem) para outro papel (destino), um processo do usua´rio atuando no papel de
origem so´ podera´ mudar de papel se o seu usua´rio estiver autorizado a assumir o papel
de destino. Essa hierarquia na tomada de deciso˜es e´ va´lida tambe´m para as regras TE,
ou seja, na existeˆncia de uma regra que permita a transic¸a˜o de um domı´nio para outro, a
transic¸a˜o so´ estara´ dispon´ıvel a um processo cujo papel esteja autorizado a executar no
domı´nio de destino. Dessa forma, regras mais gene´ricas e, portanto, mais simples podem
ser especificadas no n´ıvel de TE, sendo poss´ıvel criar restric¸o˜es especificas a pape´is ou
usua´rios usando as regras desses n´ıveis.
Definidos os treˆs elementos ba´sicos do contexto de seguranc¸a, a u´nica etapa que falta
para que a pol´ıtica seja funcional e´ associar todo objeto presente no sistema operacional
a um contexto de seguranc¸a. Esse mapeamento e´ feito de duas formas: atrave´s de ro´tulos
persistentes ou atrave´s da definic¸a˜o de regras de associac¸a˜o. A primeira forma e´ aplicada a
sistemas de arquivos persistentes que suportem rotulac¸a˜o persistente de seguranc¸a, como
o ext3 ou reiserfs, e normalmente e´ inicializada durante a instalac¸a˜o do SELinux ou
em caso de modificac¸o˜es da estrutura de tipos da pol´ıtica de seguranc¸a. Essas definic¸o˜es
ficam armazenadas em um arquivo separado do arquivo de pol´ıticas e so´ precisam ser
aplicadas uma vez, ja´ que o sistema de arquivos mantera´ os ro´tulos de forma persistente
e os novos arquivos criados ira˜o obter seus contextos de seguranc¸a a partir das regras da
pol´ıtica. A Figura 4.6 apresenta a sintaxe dessas definic¸o˜es, e quatro exemplos, definindo
os contextos de seguranc¸a de todo o direto´rio de bina´rios do sistema, do servic¸o de login,
dos direto´rios do usua´rio e dos arquivos do usua´rio, respectivamente. O campo file type,
quando na˜o especificado, define que o contexto vale para todas as classes de objeto.
O mapeamento de contextos de seguranc¸a atrave´s de regras de associac¸a˜o sa˜o utilizados
em quatro situac¸o˜es onde a rotulac¸a˜o persistente na˜o e´ poss´ıvel: definic¸a˜o dos contextos de
seguranc¸a dos SIDs de inicializac¸a˜o do sistema operacional, definic¸a˜o de comportamento
de rotulac¸a˜o de sistemas de arquivos, definic¸o˜es de arquivos que na˜o suportar rotulac¸a˜o
fixa e definic¸a˜o de contextos para objetos de rede. A Figura 4.7 apresenta a sintaxe
dessas definic¸o˜es. A declarac¸a˜o sid e´ utilizada para definir o contexto de seguranc¸a dos
SIDs de inicializac¸a˜o do sistema operacional. As declarac¸o˜es fs_use_psid, fs_use_task
e fs_use_trans sa˜o utilizadas para determinar o comportamento de rotulac¸a˜o durante a
montagem de sistemas de arquivos e criac¸a˜o de arquivos especiais. fs_use_psid instrui
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Figura 4.6: Definic¸o˜es dos contextos de seguranc¸a iniciais do SELinux
o SELinux a utilizar o mapeamento persistente ao montar um determinado sistema de
arquivos. fs_use_task instrui o SELinux a associar aos objetos criados o mesmo contexto
do processo que o esta´ criando, e e´ utilizado para objetos de pipe e socket. Por fim,
fs_use_trans instrui o SELinux a derivar o contexto de seguranc¸a do objeto tanto do
contexto do processo que o esta´ criando quanto o contexto associado ao tipo de sistema
de arquivos, e tipicamente ele e´ usado em pseudo-terminais e memo´ria compartilhada.
% Definic¸~ao de associac¸~ao inicial entre SID e contexto de seguranc¸a
SID sid_id security_context;





% Definic¸~ao de contexto de seguranc¸a para /proc e /dev
GENFSCON fstype path_prefix ’-’file_type user:role:type;
% Definic¸~oes de contexto de seguranc¸a para Redes
PORTCON protocol port_range user:role:type;
NETIFCON interface device_context packet_context;
NODECON ipv4_address ipv4_mask security_context;
Figura 4.7: Definic¸o˜es dos contextos de seguranc¸a dinaˆmicos do SELinux
Ainda com relac¸a˜o ao mapeamento por regras de associac¸a˜o, existem mais dois con-
juntos de definic¸o˜es. A declarac¸a˜o genfscon e´ utilizada para determinar o contexto de
seguranc¸a em sistemas de arquivos que na˜o suportam rotulac¸a˜o, como e´ o caso do proc,
devfs,usbdevfs e driverfs. O u´ltimo conjunto de definic¸o˜es, portcon, netifcon e
nodecon e´ utilizado para determinar o contexto de seguranc¸a de objetos provenientes da
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rede, definindo o contexto de seguranc¸a de portas, interfaces de redes e enderec¸os IP da
Internet, respectivamente.
O u´ltimo conjunto de definic¸o˜es da linguagem da pol´ıtica do SELinux na˜o influencia
no comportamento do sistema operacional, mas sim na validac¸a˜o da pol´ıtica de seguranc¸a
especificada. Para tal, sa˜o definidas restric¸o˜es sobre permisso˜es, baseadas na forma de
expresso˜es booleanas, que precisam ser satisfeitas para que a permissa˜o especificada seja
concedida. Detalhes sobre essa estrutura podem ser encontrados em [42].
No intuito de simplificar a especificac¸a˜o da pol´ıtica, o SELinux utiliza um pre´-compila-
dor de pol´ıticas que permite gerar o arquivo de pol´ıtica para compilac¸a˜o final a par-
tir de uma hierarquia de direto´rios e arquivos, permitindo assim agrupar as regras por
aplicac¸a˜o e/ou finalidade, e disponibilizando conjuntos de macros para auxiliar a definic¸a˜o
da pol´ıtica. A Figura 4.8 apresenta um trecho da macro domain trans, que e´ utilizada
para definir o conjunto de regras comuns a` transic¸a˜o para um novo domı´nio.
# domain_trans(parent_domain, program_type, child_domain)
# Permissions for transitioning to a new domain.
define(‘domain_trans’,‘
# Allow the process to transition to the new domain.
allow $1 $3:process transition;
# Allow the process to execute the program.
allow $1 $2:file { read x_file_perms };
# Allow the process to reap the new domain.
allow $3 $1:process sigchld;
# Allow the new domain to write back to the old domain via a pipe.
allow $3 $1:fifo_file rw_file_perms;
# Allow the new domain to be entered via the program.
allow $3 $2:file entrypoint;
...
’)
Figura 4.8: Definic¸o˜es (parciais) da macro domain trans do SELinux
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4.5 Conclusa˜o
Nesse cap´ıtulo, foram apresentados os aspectos do SELinux relevantes a` seguranc¸a de
sistemas operacionais. Sua arquitetura, por ser derivada de um modelo implementado em
um sistema operacional de microkernel, possui diversas vantagens sobre outros soluc¸o˜es
adaptadas para o sistema operacional Linux, tornando-se um interessante opc¸a˜o como
substituto seguro do Linux e seus derivados. Adicione-se a isso o fato de que o isolamento
do servidor de seguranc¸a do restante do sistema permite uma maior flexibilidade e pol´ıticas
de seguranc¸a, e se obte´m um sistema operacional apto a ser utilizado nos mais diversos
ambientes computacionais.
A pol´ıtica padra˜o, definida com base em dois importantes modelos de pol´ıtica de segu-
ranc¸a, permite especificar o comportamento do sistema operacional dividindo as regras em
camadas de abstrac¸a˜o, simplificando na˜o so´ a especificac¸a˜o da pol´ıtica, mas sua posterior
validac¸a˜o e gerenciamento. Finalmente, como ele pode ser instalado em substituic¸a˜o ao
Linux, sem necessitar a modificac¸a˜o das aplicac¸o˜es ja´ existentes, influenciam na decisa˜o




A complexidade da interac¸a˜o do sistema operacional com os mais diversos arquivos e
dispositivos, em especial da parte relativa ao acesso a arquivos e recursos privilegiados,
torna a pol´ıtica complexa e extensa. O arquivo de especificac¸a˜o da pol´ıtica do SELinux
para definir os servic¸os ba´sicos do sistema possui mais de 7.700 linhas de especificac¸a˜o,
na˜o contando comenta´rios e linhas em branco da pol´ıtica. Na tentativa de compreender a
pol´ıtica de seguranc¸a padra˜o do SELinux, percebeu-se a necessidade de ferramentas para
visualizac¸a˜o de pol´ıticas que auxiliassem em sua compreensa˜o, o que desencadeou uma
pesquisa para identificar as ferramentas dispon´ıveis.
As poucas ferramentas encontradas, e seu foco no formalismo e em sistemas dis-
tribu´ıdos, demonstraram a necessidade de desenvolver uma ferramenta que objetivasse
auxiliar administradores de pol´ıticas de sistemas operacionais na compreensa˜o, ana´lise e
verificac¸a˜o das pol´ıticas de sistemas operacionais. Com isso em mente, surgiu a ide´ia de
projetar uma ferramenta para visualizac¸a˜o gra´fica de pol´ıticas de seguranc¸a, que exibisse
de maneira clara e independente do conhecimento da especificac¸a˜o o relacionamento entre
usua´rios, pape´is, domı´nios e tipos do sistema operacional.
Neste cap´ıtulo, sa˜o apresentadas as atividades realizadas para identificar a necessidade
da ferramenta, modelos que poderiam ser utilizados, e quais as questo˜es importantes a se-
rem consideradas no projeto, desenvolvimento e utilizac¸a˜o da ferramenta. Primeiramente,
sa˜o apresentados os trabalhos correlatos estudados. Em seguida, sa˜o apresentados os ob-
jetivos do sistema e o ambiente de desenvolvimento, que da˜o base a` ana´lise de requisitos
apresentada em seguida. Finalmente, apresenta-se o proto´tipo desenvolvido com o intuito
de auxiliar na identificac¸a˜o de estruturas e necessidades do projeto da ferramenta Policy
Viewer.
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5.1 Trabalhos Correlatos
Partindo da necessidade de encontrar ferramentas que auxiliassem na compreensa˜o de
pol´ıticas de seguranc¸a, foram pesquisados estudos e ferramentas que utilizassem repre-
sentac¸o˜es de pol´ıticas na˜o baseadas em arquivos textuais, visto que a linearidade imposta
pelo formato textual e´ um dos fatores que dificultam a ana´lise das pol´ıticas.
Com relac¸a˜o a` modelagem em estruturas gra´ficas, foram encontrados treˆs trabalhos
envolvendo o mapeamento de pol´ıticas de seguranc¸a em uma estrutura de grafos, pore´m
com objetivos totalmente distintos dos desta dissertac¸a˜o.
Em [30] e´ apresentada uma forma de usar grafos para modelar pol´ıticas de seguranc¸a
baseada em contextos, para ser utilizada na especificac¸a˜o da pol´ıtica. Essa modelagem
permite que uma pol´ıtica possa ser descrita com maior formalismo do que em outros mo-
delos de pol´ıticas baseadas em contexto que utilizam formalismo baseado em regras, com
a vantagem adicional de simplificar a visualizac¸a˜o da pol´ıtica especificada. Uma carac-
ter´ıstica interessante apontada pelo autor e´ que a representac¸a˜o em grafo permite uma
compreensa˜o melhor da pol´ıtica, auxiliando numa aquisic¸a˜o incremental de conhecimento
e na evoluc¸a˜o da pol´ıtica atrave´s da assimilac¸a˜o de novas pra´ticas de especificac¸a˜o.
Em [22], os autores apresentam uma formalizac¸a˜o do modelo de RBAC utilizando
transformac¸o˜es em grafos. Essa formalizac¸a˜o consiste de uma te´cnica de especificac¸a˜o
gra´fica que permite a descric¸a˜o visual intuitiva de estruturas dinaˆmicas, presentes em
modelos de controle de acesso. O uso da estrutura de grafos permite um tratamento
uniforme para pape´is de usua´rios e administradores, sem precisar de meta-modelos para
descrever poss´ıveis evoluc¸o˜es da estrutura administrativa, e se beneficia de resultados bem
estabelecidos em sistemas de transformac¸o˜es em grafos.
O terceiro trabalho analisado baseado em estrutura de grafos e´ apresentado em [34].
Nesse artigo, e´ apresentado um modelo de grafo para mapear pape´is em hierarquias, que
sa˜o utilizadas para representar relacionamento entre pape´is. Utilizando esse modelo, os
autores apresentam uma taxonomia para va´rios tipos de conflitos, considerando detalhes
de conflitos entre privile´gios e/ou pape´is, e demonstram como o modelo pode ser uti-
lizado para particionar o grafo em colec¸o˜es na˜o-conflitivas que podem ser seguramente
autorizadas a um determinado usua´rio.
Como pode ser observado, esses treˆs trabalhos utilizam estruturas de grafos para re-
presentar a pol´ıtica de seguranc¸a, sendo que essas estruturas sa˜o utilizadas para obter
um maior formalismo na especificac¸a˜o e/ou implementac¸a˜o de estruturas de seguranc¸a e
para auxiliar na identificac¸a˜o de problemas da pol´ıtica. Apesar de os treˆs artigos cita-
rem ferramentas em desenvolvimento para operac¸a˜o sobre os grafos propostos, pesquisas
subsequ¨entes na˜o encontraram nenhuma ferramenta dispon´ıvel derivada deles.
Ferramentas cujo objetivo principal e´ visualizac¸a˜o gra´fica de pol´ıticas foram encon-
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tradas na a´rea de sistemas distribu´ıdos. As duas ferramentas identificadas utilizam re-
presentac¸o˜es em a´rvore para mapear os domı´nios do sistema distribu´ıdo. Entretanto, e´
importante observar que o conceito de domı´nio em pol´ıticas para sistemas distribu´ıdos e´
um pouco diferente do conceito de domı´nio para sistemas operacionais. Enquanto neste
u´ltimo um domı´nio representa o conjunto de permisso˜es associado a um processo ou
usua´rio do sistema, em sistemas distribu´ıdos o domı´nio representa conjuntos de sujeitos,
objetos e recursos computacionais distribu´ıdos pela rede, dessa forma definindo quais su-
jeitos e objetos podem interagir, e quais computadores da rede eles podem utilizar para
realizar o seu processamento.
Em [16] e´ apresentado um ambiente interativo de gerenciamento de domı´nios para
aplicac¸o˜es empresariais distribu´ıdas utilizando o CORBA, e e´ baseado na linguagem de
configurac¸a˜o de pol´ıticas Darwin. Esse ambiente permite a visualizac¸a˜o da estrutura de
componentes em termos de instaˆncias de componentes, suas alocac¸o˜es em no´s da rede e
a conexa˜o entre suas interfaces. Nesse sistema, e´ utilizada a representac¸a˜o em treemap
[8] para apresentar a hierarquia de domı´nios ao usua´rio. Outro gerenciador, denominado
beagle, e´ utilizado para derivar os sub-componentes de cada domı´nio e suas inter-relac¸o˜es,
permitindo a visualizac¸a˜o gra´fica do estado de configurac¸a˜o de um processo.
Em [12] e´ apresentado um conjunto de ferramentas integradas para gerenciamento de
pol´ıticas em sistemas distribu´ıdos, utilizando a linguagem de especificac¸a˜o de pol´ıticas
Ponder. No sistema proposto, e´ utilizado o servidor de direto´rios LDAP para gerenciar
e distribuir os recursos pela rede, com extenso˜es para permitir que objetos pertenc¸am
a mu´ltiplos domı´nios. Das ferramentas apresentadas, apenas uma e´ interessante com
relac¸a˜o aos objetivos desta dissertac¸a˜o. O Domain Browser (navegador de domı´nios)
proveˆ uma interface com usua´rio para gerenciamento de pol´ıticas, que consulta as in-
formac¸o˜es necessa´rias a partir do LDAP e exibe uma visualizac¸a˜o gra´fica estruturada em
a´rvore representando a relac¸a˜o dos domı´nios com os objetos. A ferramenta leva em conta
questo˜es de usabilidade para auxiliar o usua´rio a navegar entre os domı´nios do sistema, in-
cluindo menus de contexto e integrac¸a˜o com outras ferramentas, e utiliza um algoritmo de
mapeamento em a´rvores hiperbo´licas [8] para disposic¸a˜o dos no´s da a´rvore, o que garante
uma melhor navegac¸a˜o na hierarquia.
5.2 Objetivos
A principal motivac¸a˜o para se desenvolver um visualizador gra´fico de pol´ıticas de segu-
ranc¸a e´ permitir uma melhor compreensa˜o da estrutura de seguranc¸a especificada, atrave´s
da visualizac¸a˜o do relacionamento entre os elementos da pol´ıtica de seguranc¸a. A repre-
sentac¸a˜o gra´fica de detalhes da pol´ıtica, como a interac¸a˜o entre usua´rios, pape´is e domı´nios
e entre processos e objetos do sistema, permite uma melhor assimilac¸a˜o da especificac¸a˜o
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da pol´ıtica do que os arquivos que a especificam. Outro aspecto principal ao projeto e´ que
o uso de representac¸o˜es visuais contribui para a identificac¸a˜o de poss´ıveis riscos de segu-
ranc¸a, provenientes de falhas conceituais e/ou de especificac¸a˜o na pol´ıtica, que na˜o seriam
identificados atrave´s da ana´lise direta da especificac¸a˜o da pol´ıtica pelo administrador de
seguranc¸a ou atrave´s do uso de verificadores de restric¸o˜es baseado em regras.
Partindo dessa ide´ia base e da ana´lise dos trabalhos correlatos, foram estabelecidos os
seguintes objetivos a serem atingidos pela ferramenta:
• Mapear as regras da pol´ıtica de seguranc¸a em uma estrutura de grafo, condizente
com a lo´gica da pol´ıtica;
• Representar a estrutura do grafo gerada utilizando representac¸o˜es visuais;
• Disponibilizar um conjunto de funcionalidades e te´cnicas que permitam a visua-
lizac¸a˜o de determinados aspectos da pol´ıtica, conforme requisitos de seguranc¸a co-
mumente analisados;
• Representar os objetos de sistema de forma coordenada com a representac¸a˜o em
grafo da pol´ıtica, permitindo a identificac¸a˜o de riscos a` seguranc¸a do sistema ope-
racional;
• Possibilitar estender a ferramenta para outros modelos de pol´ıtica de seguranc¸a;
• Utilizar te´cnicas de visualizac¸a˜o de informac¸a˜o para aprimorar a compreensa˜o da
pol´ıtica
5.3 Ambiente de Desenvolvimento
O sistema operacional SELinux foi escolhido como plataforma base para o desenvolvimento
da ferramenta. As motivac¸o˜es por tra´s dessa decisa˜o foram apresentados no Cap´ıtulo 4.
Para implementac¸a˜o, decidiu-se pelo uso do paradigma de orientac¸a˜o a objetos, de
forma que as linguagens Java e C++ foram cogitadas como linguagem de programac¸a˜o.
Ambas possuem um variado conjunto de ferramentas que poderiam ser utilizadas no
desenvolvimento, entre as quais destacam-se ferramentas para representac¸a˜o e visualizac¸a˜o
de grafos, e ferramentas para desenvolvimento de interfaces. Entre ambas, a linguagem
C++ foi escolhida por prefereˆncia pessoal.
Finalmente, o ambiente de desenvolvimento Qt Designer1 foi escolhido como ambiente
de programac¸a˜o, pois disponibiliza um framework para desenvolvimento de aplicac¸o˜es em
C++. Entre outras coisas, ele permite a integrac¸a˜o entre co´digo-fonte e interfaces de forma
1http://www.trolltech.com/products/qt/designer.html
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clara e limpa, disponibiliza um editor de interfaces gra´ficas e permite o gerenciamento
centralizado do projeto.
5.4 Ana´lise
Definidos os objetivos e o ambiente de desenvolvimento, a etapa seguinte consistiu em ana-
lisar os requisitos necessa´rios a um visualizador de pol´ıticas. A ide´ia base dessa aplicac¸a˜o
e´ representar a lo´gica da pol´ıtica em uma estrutura gra´fica, e exibi-la ao administrador
de pol´ıticas—usua´rio-alvo da ferramenta—de uma forma que lhe seja u´til.
O estudo dos trabalhos relacionados demonstrou que mapear as regras da pol´ıtica de
seguranc¸a em uma estrutura de grafos orientados e´ via´vel e pode ser feita de forma di-
reta. Nessa estrutura, os no´s representam as abstrac¸o˜es associadas a sujeitos e objetos do
sistema (usua´rios, pape´is, domı´nios e tipos) e as arestas representam regras de acessibili-
dade, de transic¸a˜o e de dominaˆncia. Com isso, uma etapa do desenvolvimento do projeto
pode ser simplificada, utilizando bibliotecas para representac¸a˜o dos grafos ja´ existentes.
Uma consequ¨eˆncia interessante desse mapeamento em grafo e´ a independeˆncia entre a
representac¸a˜o da pol´ıtica e a especificac¸a˜o, de forma que o projeto podera´ ser estendido
para outros tipos de pol´ıtica, apenas realizando o mapeamento adequado para a estrutura
em grafo.
Exibir o grafo de uma pol´ıtica completa para o usua´rio na˜o iria contribuir de forma
alguma para a compreensa˜o do usua´rio, dada a quantidade de no´s e arestas que derivam
da pol´ıtica, e que facilmente tornariam confuso o grafo. Outro detalhe a ser levado em
conta e´ que ha´ necessidade de distinguir no´s e arestas com significac¸o˜es diferentes, para
permitir uma melhor compreensa˜o dos relacionamentos entre os diversos elementos da
pol´ıtica. Nesse sentido, treˆs aspectos foram considerados: representac¸a˜o de no´s e arestas
com diferentes significados na pol´ıtica, estudo de te´cnicas de visualizac¸a˜o de informac¸a˜o
que auxiliassem na representac¸a˜o mais clara da pol´ıtica de seguranc¸a e identificac¸a˜o de
objetivos de seguranc¸a para focar a gerac¸a˜o dos subgrafos derivados da pol´ıtica.
Com relac¸a˜o ao aspecto de representac¸o˜es distintas, decidiu-se por utilizar o mesmo
grau de abstrac¸a˜o que a especificac¸a˜o da pol´ıtica. Assim, no´s referentes aos tipos das regras
de TE seriam representados diferentemente dos no´s das regras de RBAC e usua´rios. A
representac¸a˜o de contextos de seguranc¸a constitui uma questa˜o a` parte, pois estes associam
os treˆs elementos base das regras anteriores, e esta˜o associados diretamente aos objetos
do sistema, sendo por isso representados em uma estrutura a parte. As arestas, por sua
vez, seriam diferenciadas em relac¸a˜o a sua finalidade: regra de acesso, regra de transic¸a˜o
e relac¸a˜o de dominaˆncia. Os detalhes sobre o mapeamento no grafo e suas representac¸o˜es
sa˜o apresentados na Cap´ıtulo 6.
O estudo de te´cnicas de visualizac¸a˜o de informac¸a˜o foi baseado em conhecimentos
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pre´vios e formalizado a partir de consultas a [8]. Entre as te´cnicas descritas, decidiu-
se pelo conjunto mais apropriado para estruturas de grafos: filtragem de dados, zoom,
exibic¸a˜o de detalhes sob demanda, interac¸a˜o do usua´rio com a visa˜o representada, entre
outros. Muitas dessas te´cnicas podem ser implementadas utilizando as bibliotecas de
representac¸a˜o de grafos, que contam com variado conjunto de func¸o˜es para manipulac¸a˜o
de grafos, como a gerac¸a˜o de subgrafos e identificac¸a˜o de caracter´ısticas em grafos.
O u´ltimo aspecto considerado consiste da identificac¸a˜o de objetivos de seguranc¸a.
Dessa forma, podem-se adicionar funcionalidades a` interface do Policy Viewer que fo-
quem em determinados detalhes da pol´ıtica, como a identificac¸a˜o de transic¸o˜es de domı´nio
que tornassem a pol´ıtica insegura. Nesse sentido, foram listadas as questo˜es mais comuns
utilizadas como premissas na ana´lise e verificac¸a˜o de pol´ıticas de seguranc¸a:
1. Dado um processo em um determinado domı´nio, quais outros domı´nios ele pode
atingir?
2. Dados dois domı´nios, existe alguma forma de um processo no primeiro obter acesso
ao segundo?
3. Quais aplicac¸o˜es permitem a transic¸a˜o para um determinado domı´nio sens´ıvel a
seguranc¸a?
4. Dado um objeto de um determinado tipo, quais domı´nios podem acessa´-lo (para
leitura e/ou escrita), direta ou indiretamente?
5. Existe alguma possibilidade que uma informac¸a˜o, acess´ıvel somente por um domı´nio
A, possa ser escrita em um arquivo (ou objeto) acess´ıvel a outro domı´nio, quebrando
a confidencialidade da informac¸a˜o?
6. A partir da definic¸a˜o dos domı´nios autorizados a um papel, alguma transic¸a˜o entre
domı´nios esta´ sendo bloqueada ou liberada quando na˜o deveria?
7. Existe o risco de que um usua´rio, atuando em um determinado papel, utilize-o para
corromper outros pape´is ou mesmo o sistema como um todo?
Como pode ser observado, as quatro primeiras perguntas podem ser respondidas
utilizando algoritmos de percurso em grafos, e permitem identificar objetos expostos e
aplicac¸o˜es de risco. A quinta questa˜o aponta para a ocorreˆncia de fluxos de informac¸o˜es
no sistema operacional, podendo ser utilizada para identificar falhas na premissa de con-
fidencialidade do sistema, em situac¸o˜es semelhantes a` tratada pela propriedade estrela
do modelo de Bell-LaPadula. As questo˜es 6 e 7 esta˜o associadas ao comportamento do
SELinux com relac¸a˜o a`s regras da pol´ıtica, em que a maleabilidade do emprego conjunto
5.5. Proto´tipo 46
dos modelos RBAC e TE simplifica a definic¸a˜o das regras, mas pode sutilmente ocultar
alguns detalhes do comportamento da pol´ıtica.
5.5 Proto´tipo
Antes de iniciar a etapa de projeto do sistema, foram realizados testes utilizando um
proto´tipo para verificar a viabilidade do mapeamento em grafo e sua utilidade na visua-
lizac¸a˜o de pol´ıticas. Isso foi feito dado que a transic¸a˜o manual da pol´ıtica de seguranc¸a
para esboc¸os de grafo e´ um processo complicado, tendo em vista a complexidade da pol´ıtica
(mesmo analisando apenas trechos dela) e a pouca manuseabilidade dos esboc¸os. O de-
senvolvimento do proto´tipo foi essencial para o amadurecimento do projeto, contribuindo
com a identificac¸a˜o de estruturas de dados necessa´rias, de funcionalidades relevantes ao
sistema e de uma organizac¸a˜o mais elaborada para o projeto.
O proto´tipo foi desenvolvido utilizando pequenas aplicac¸o˜es desenvolvidas na lingua-
gem C++, em conjunto com o gerenciador de banco de dados MySQL2 e programas vi-
sualizadores em Java, utilizadas pela ferramenta Intermap[39]3 do ambiente de educac¸a˜o
a distaˆncia TelEduc4.
Cada aplicac¸a˜o foi criada com uma finalidade bem espec´ıfica, utilizando a base de
dados MySQL para armazenar e consultar as regras da pol´ıtica. Por se tratarem de
aplicac¸o˜es experimentais, pouco foi feito com relac¸a˜o a` simplificac¸a˜o de seu uso para o
usua´rio-alvo (administrador de pol´ıtica), sendo o esforc¸o focado principalmente na funci-
onalidade e nas estruturas de armazenamento, conforme os objetivos iniciais do desenvol-
vimento do proto´tipo.
O gerenciador de banco de dados MySQL foi utilizado para criar e gerenciar as tabelas
para representac¸a˜o da pol´ıtica. Ele foi escolhido como reposito´rio por permitir a realizac¸a˜o
de va´rias consultas consideradas u´teis segundo os objetivos de visualizac¸a˜o provenientes
da fase de ana´lise, pois permite a filtragem e selec¸a˜o de elementos em func¸a˜o dos relacio-
namentos entre tabelas. A Figura 5.1 apresenta o diagrama conceitual de tabelas criado
para especificar a base de dados a ser utilizada pelas aplicac¸o˜es do proto´tipo.
Finalmente, o visualizador de grafos da ferramenta Intermap foi escolhido em func¸a˜o
de suas caracter´ısticas interessantes ao projeto. Ele disponibiliza uma representac¸a˜o em
grafo interativa e possui mecanismos para disposic¸a˜o dos no´s e arestas na janela, utili-
zando o algoritmo Force Directed [11] para organiza´-los de forma mais clara e coerente.
Ale´m disso, por permitir a utilizac¸a˜o de arquivos XML para entrada dos dados do grafo
(versa˜o mais atual), os grafos gerados a partir da base de dados puderam ser facilmente
2http://www.mysql.com


























































Figura 5.1: Diagrama conceitual das tabelas utilizadas no proto´tipo.
convertidos em XML para serem visualizados, sendo necessa´ria apenas uma modificac¸a˜o
no co´digo do visualizador. Foi adicionada a representac¸a˜o de orientac¸a˜o nas arestas, re-
quisito identificado durante as primeiras visualizac¸o˜es como essencial para a interpretac¸a˜o
correta das regras representadas.
Nessa etapa, foram desenvolvidas quatro aplicac¸o˜es que permitiram atingir os ob-
jetivos propostos para o proto´tipo. A aplicac¸a˜o policyParser e´ responsa´vel por ler
as regras presentes nos arquivos e inseri-las na base de dados para uso das demais
aplicac¸o˜es. Apenas as regras de TE da pol´ıtica foram mapeadas nessa etapa. As aplicac¸o˜es
domainRelationshipGraph, domainReachGraph e domainAllowRules sa˜o responsa´veis
por acessar a base de dados e gerar os arquivos XML para representac¸a˜o, respectiva-
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mente, dos domı´nios vizinhos (por transic¸a˜o) de um domı´nio, dos domı´nios acess´ıveis
(por transic¸a˜o) a partir de um domı´nio e dos tipos de objetos acess´ıveis por um domı´nio.
A Figura 5.2 apresenta um grafo gerado pelo visualizador de grafos do Intermap, a partir
do arquivo XML gerado pela aplicac¸a˜o domainReachGraph tendo como domı´nio de origem
o domı´nio user t.
Figura 5.2: Diagrama de Transic¸a˜o de Domı´nios produzida pelo proto´tipo. Sa˜o represen-
tados todos os domı´nios ating´ıveis a partir do domı´nio do usua´rio
Dadas as limitac¸o˜es do visualizador de grafos, alguns detalhes na˜o puderam ser tes-
tados, como a utilizac¸a˜o de arestas com significac¸o˜es diferentes (por exemplo, regras de
transic¸a˜o e regras de acessibilidade). Entretanto, os resultados obtidos durante esses
testes preliminares permitiram identificar va´rios aspectos interessantes ao projeto e a`
implementac¸a˜o da ferramenta.
5.6 Conclusa˜o
Neste cap´ıtulo, foram apresentadas as atividades realizadas para identificar as carac-
ter´ısticas necessa´rias ao projeto. A ana´lise de trabalhos correlatos mostrou a viabilidade
do uso de grafos para representac¸a˜o de pol´ıticas e que a visualizac¸a˜o poderia ser u´til para
auxiliar o administrador de pol´ıticas na compreensa˜o e especificac¸a˜o da pol´ıtica, e tambe´m
contribuiu com ide´ias a serem adotadas na ferramenta.
5.6. Conclusa˜o 49
A etapa de ana´lise de requisitos permitiu levantar outras caracter´ısticas necessa´rias
a` ferramenta, no intuito de facilitar na visualizac¸a˜o das pol´ıticas, direcionando as repre-
sentac¸o˜es a serem desenvolvidos em focos espec´ıficos de seguranc¸a, tornando os grafos
mais claros e precisos para o administrador de pol´ıticas.
Finalmente, o proto´tipo contribuiu na identificac¸a˜o de estruturas melhores a serem
utilizadas, na selec¸a˜o do modelo prima´rio de representac¸a˜o a ser elaborado e estendido
no projeto, ale´m de servir de uma importante ferramenta de teste para comprovar a
utilidade da ferramenta a ser desenvolvida com relac¸a˜o aos objetivos iniciais propostos
(visualizac¸a˜o, compreensa˜o e ana´lise de pol´ıticas de seguranc¸a).
Cap´ıtulo 6
PolicyViewer
Conclu´ıda a etapa de ana´lise e pre´-prototipac¸a˜o da ferramenta, iniciou-se a elaborac¸a˜o do
projeto a servir de guia no desenvolvimento da ferramenta Policy Viewer. Os resultados
obtidos nas etapas anteriores foram essenciais na definic¸a˜o das representac¸o˜es, arquitetura
e estruturas de dados utilizados na ferramenta.
A partir do projeto, pretendia-se a implementac¸a˜o completa da ferramenta, pore´m
o pouco tempo dispon´ıvel tornou invia´vel tal implementac¸a˜o, motivo pelo qual decidiu-
se pela implementac¸a˜o parcial da ferramenta, considerando apenas alguns aspectos do
projeto, pore´m de tal forma que fossem poss´ıveis incluso˜es incrementais para o desenvol-
vimento posterior de todas as funcionalidade e representac¸o˜es previstas no projeto. A
partir da ferramenta desenvolvida, foram elaboradas ana´lises de determinados aspectos
da pol´ıtica de seguranc¸a padra˜o do SELinux, para comprovar sua utilidade e efica´cia com
relac¸a˜o aos seus objetivos.
Neste cap´ıtulo, sa˜o apresentados o projeto da ferramenta Policy Viewer, os detalhes
da implementac¸a˜o da ferramenta desenvolvido a partir do projeto e alguns exemplos de
uso da ferramenta.
6.1 Projeto
O projeto aqui apresentado corresponde ao projeto final elaborado para a ferramenta
para visualizac¸a˜o de pol´ıticas de seguranc¸a Policy Viewer, integrando todas as carac-
ter´ısticas definidas no proto´tipo em uma u´nica aplicac¸a˜o. Ele apresenta algumas diferenc¸as
em relac¸a˜o ao projeto originalmente desenvolvido devido a caracter´ısticas descobertas du-
rante a prototipac¸a˜o e desenvolvimento parcial da ferramenta, que permitiram uma me-
lhor organizac¸a˜o e isolamento entre os componentes. Essas diferenc¸as sera˜o explicadas
juntamente com o detalhamento da implementac¸a˜o parcial da ferramenta, na Sec¸a˜o 6.3.
A Figura 6.1 apresenta o diagrama conceitual de alto n´ıvel dos componentes do sis-
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tema. Cada componente e´ responsa´vel por tratar uma caracter´ıstica da visualizac¸a˜o da
pol´ıtica em forma de grafo, e essa divisa˜o foi feita para permitir uma desenvolvimento
incremental da ferramenta, com a vantagem adicional de permitir incluso˜es posteriores de











Figura 6.1: Diagrama conceitual do Projeto
Nesse diagrama, o componente Conversor de Pol´ıtica e´ responsa´vel por ler os arquivos
de pol´ıtica de seguranc¸a do SELinux e converter para a estrutura do grafo utilizada. O
componente Gerenciador do Grafo e´ responsa´vel por armazenar a estrutura do grafo e
gerar os subgrafos que sera˜o exibidos, a partir de algoritmos de manipulac¸a˜o de grafos. O
componente Gerenciador de Representac¸o˜es e´ responsa´vel por gerenciar as representac¸o˜es
visuais de grafo, definindo as estruturas de desenho dos no´s e arestas a serem exibidos para
o usua´rio. O terceiro componente gerenciador, Gerenciador de Exibic¸a˜o, e´ responsa´vel por
gerenciar os algoritmos que cuidam da distribuic¸a˜o visual dos no´s e arestas do grafo, de
forma coerente e organizada para exibic¸a˜o. O componente Controle e´ responsa´vel por
gerenciar a interac¸a˜o entre os treˆs gerenciadores e a interface do usua´rio. Finalmente, a
Interface do Usua´rio e´ responsa´vel por exibir o grafo ao usua´rio (no caso, o administrador
de pol´ıticas) e mediar a interac¸a˜o dele com os elementos da ferramenta.
Para a definic¸a˜o mais formal do projeto, foram utilizados diagramas da linguagem
UML1 (Unified Modeling Language), amplamente utilizada no projeto de softwares cuja
implementac¸a˜o faz uso do paradigma de orientac¸a˜o a objetos. A Figura 6.2 apresenta
o diagrama de classes elaborado para a implementac¸a˜o do projeto, dividindo as classes
conforme previsto no diagrama conceitual.
Como o foco do trabalho e´ a conversa˜o da pol´ıtica para uma representac¸a˜o em um grafo














Gerenciador de Representações Gerenciador de Exibição
Gerenciador do Grafo
Conversor de Política
Figura 6.2: Diagrama de Classes do Projeto.
atenc¸a˜o aos componentes Conversor de Pol´ıtica, Gerenciador do Grafo e Gerenciador de
Representac¸o˜es e Interface do Usua´rio. Os treˆs primeiros sera˜o detalhados a seguir, e o
u´ltimo sera´ visto em detalhes na apresentac¸a˜o da implementac¸a˜o da ferramenta, na Sec¸a˜o
6.3. Com relac¸a˜o ao Gerenciador de Exibic¸a˜o, pretende-se utilizar ferramentas prontas
para disposic¸a˜o dos no´s do grafo na interface com o usua´rio, aproveitando muito do que
ja´ foi estudado na a´rea de visualizac¸a˜o de informac¸a˜o. Exemplos de te´cnicas desse tipo
incluem Hyperbolic Tree, utilizado na ferramenta Domain Browser apresentada em [12] e
o Force Directed Graph, utilizado na organizac¸a˜o dos no´s da ferramenta Intermap [11].
6.1.1 Conversor de Pol´ıtica
O conversor de pol´ıticas e´ constitu´ıdo por uma u´nica classe (PolicyConverter), cuja fi-
nalidade e´ ler os arquivos de especificac¸a˜o da pol´ıtica e converter a pol´ıtica para uma
estrutura de grafo. Ele foi elaborado primariamente para operar apenas sobre a lingua-
gem de pol´ıticas de seguranc¸a do SELinux, pore´m seu isolamento permite realizar futuras
extenso˜es para outras linguagens de pol´ıtica, sendo feito o mapeamento adequado dessas
novas pol´ıticas para a estrutura de grafo utilizada.
A estrutura do grafo a ser gerado e´ derivada da pol´ıtica da seguinte forma: os elementos
das pol´ıticas (tipos, domı´nios, pape´is e usua´rios) sa˜o mapeados em no´s no grafo. As regras
(acessibilidade, transic¸a˜o, autorizac¸a˜o) sa˜o mapeadas em arestas orientadas, em que a
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origem da aresta e´ definida de acordo com a regra que representa. Assim, em uma regra
de acessibilidade, a origem e´ o tipo (domı´nio) do processo; em uma regra de transic¸a˜o, a
origem e´ o domı´nio de origem; e em uma regra de autorizac¸a˜o, o tipo e´ o papel (ou usua´rio)
autorizado a um domı´nio (ou papel). Os contextos de seguranc¸a na˜o sa˜o mapeados no
grafo, pois sa˜o utilizados apenas para representac¸o˜es associadas a objetos dinaˆmicos do
sistema.
E´ importante notar que uma mesma regra pode gerar va´rias arestas, visto que podem
ser definidos conjuntos de origens e destinos em uma mesma regra, o que seria conver-
tido em va´rias arestas no grafo. Outro detalhe a ser levado em conta e´ a necessidade de
realizar a transformac¸a˜o da pol´ıtica de seguranc¸a do SELinux em duas etapas, dada a
forma como sa˜o representados conjuntos nas regras. A possibilidade de utilizar conjuntos
({type1 type2 ...}), conjuntos complementares (~{type1 type2}) e identificar conjun-
tos de tipos a partir de atributos em comum (~{type1 type2} e {attr -type1 -type2})
tornam necessa´rio primeiro identificar todos os tipos e atributos existentes, para so´ enta˜o
processar as regras e identificar os tipos associados a elas.
6.1.2 Gerenciador de Grafo
O Gerenciador de Grafo e´ responsa´vel por armazenar a estrutura da pol´ıtica em grafo no
sistema, e prover ao componente de Controle um conjunto de funcionalidades para gerac¸a˜o
de subgrafos a serem utilizadas pelo sistema. Ele substitui o MySQL como centralizador
das regras da pol´ıtica representadas em estrutura grafo, que foi descartado do projeto por
va´rios motivos. Entre os motivos, destacam-se o interesse de independeˆncia de plataforma
da aplicac¸a˜o, facilitando sua migrac¸a˜o para outros sistemas operacionais e outras pol´ıticas,
e o impacto no desempenho de consultas sucessivas e complexas atrave´s da interface de
acesso ao MySQL, conforme constatado em algumas experieˆncia com o proto´tipo.
A classe GraphManager e´ responsa´vel por receber os dados do grafo do componente
de conversa˜o de pol´ıtica, armazena´-la, e gerar os subgrafos a serem exibidos ao usua´rio.
Para gerac¸a˜o do subgrafo, foram identificadas as seguintes funcionalidades essenciais:
filtragem dos no´s e arestas a partir de caracter´ısticas destes (atributos de tipos, classes de
regras, entre outros), percursos no grafo orientado e identificac¸a˜o de caminhos entre no´s.
Outros algoritmos podera˜o vir a ser acrescentados futuramente para suprir necessidades
identificadas durante o uso.
O grafo e´ armazenado na estrutura de classes apresentada na Figura 6.3. E´ utilizada
uma estrutura de grafo gene´rica, com no´s e arestas, das quais sa˜o derivadas as classes
de no´s e arestas espec´ıficos da estrutura da pol´ıtica. Nessas classes derivadas sa˜o arma-
zenadas na˜o so´ os nomes e regras em si, mas tambe´m informac¸o˜es referentes a` origem
do elemento na pol´ıtica (arquivo, nu´mero de linha, a regra no formato da especificac¸a˜o
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original). Os no´s TypeNode, RoleNode e UserNode representam, respectivamente, tipos,
pape´is e usua´rios da pol´ıtica. E´ importante ressaltar que, assim como no SELinux, os
domı´nios na representac¸a˜o em grafo tambe´m sa˜o representados por tipos. O quarto tipo






























Figura 6.3: Diagrama das classes de dados da estrutura do grafo.
As arestas TERuleEdge representam as regras de acessibilidade de DTE (allow e
auditallow). A regra dontaudit, por instruir o SELinux apenas a na˜o auditar uma
negac¸a˜o de acesso, e portanto na˜o representar uma permissa˜o, na˜o e´ mapeada no grafo.
As arestas TETransitionEdge representam regras de transic¸a˜o entre domı´nios e tipos.
Ale´m de armazenar o domı´nio de origem e o tipo (ou domı´nio gerado), elas armaze-
nam tambe´m o tipo do elemento de transic¸a˜o (aplicac¸o˜es, para transic¸a˜o de domı´nios, e
objetos container, para transic¸a˜o de tipo). As arestas UserRoleEdge e RoleTypeEdge re-
presentam as regras de autorizac¸a˜o para associac¸a˜o entre usua´rios e pape´is, e entre pape´is
e tipos (domı´nios). Finalmente, as arestas RBACTransitionEdge representam as regras
de transic¸a˜o entre domı´nios. Nesse caso, diferentemente do que ocorre com TETransiti-
onEdge, na˜o ha´ necessidade de armazenar informac¸o˜es sobre os elementos de transic¸a˜o,
pois o SELinux determina que transic¸o˜es de pape´is sejam realizadas apenas por aplicac¸o˜es
espec´ıficas que utilizam autenticac¸a˜o para validar a transic¸a˜o.
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6.2 Gerenciador de Representac¸o˜es
O Gerenciador de Representac¸o˜es e´ o componente mais importante do sistema, uma vez
que ele centraliza e gerencia as representac¸o˜es visuais da estrutura do grafo para o usua´rio.
Nesta sec¸a˜o, sera˜o descritas as funcionalidades gerais das classes de representac¸a˜o e sera˜o
apresentadas as representac¸o˜es visuais elaboradas para auxiliar na compreensa˜o e ana´lise
das pol´ıticas.
A classe RepresentationManager e´ uma classe gene´rica para manipulac¸a˜o das propri-
edades gra´ficas do grafo, da qual sa˜o derivadas as classes responsa´veis por cada repre-
sentac¸a˜o. Ela obte´m a estrutura do grafo (no´s e arestas) do componente Gerenciador
de Grafos, define as propriedades gra´ficas (forma e cor de representac¸a˜o dos no´s, estilo
das arestas), e interage com os componentes Gerenciador de Exibic¸a˜o (para obter a dis-
posic¸a˜o dos no´s) e Interface do Usua´rio (para o desenho na janela de exibic¸a˜o e interac¸a˜o
do usua´rio). Toda essa interac¸a˜o entre componentes e´ realizada atrave´s do componente
Controle, permitindo um melhor isolamento das definic¸o˜es de representac¸a˜o dos demais
componentes do sistema.
Para a representac¸a˜o das pol´ıticas, foram elaborados quatro diagramas que podem ser
compostos para gerar um u´nico grande diagrama da pol´ıtica, pore´m foram especificados
separadamente para permitir a visualizac¸a˜o individual das caracter´ısticas da pol´ıtica.
Dada a estrutura utilizada, outros diagramas podem ser elaborados e facilmente inclu´ıdos
no sistema, sem requerer modificac¸o˜es nos demais componentes do sistema, simplificando
o processo de extensa˜o do Policy Viewer a outras visualizac¸o˜es e pol´ıticas.
Com relac¸a˜o a` pol´ıtica, e´ importante frisar que apenas regras relacionadas a` concessa˜o
de permisso˜es foram mapeadas para a estrutura do grafo. Como visto no Cap´ıtulo 4, a
permissa˜o de realizar uma ac¸a˜o so´ e´ concedida se explicitamente definida pela pol´ıtica.
Regras referentes a asserc¸o˜es e restric¸o˜es sa˜o verificadas somente no momento da com-
pilac¸a˜o da pol´ıtica para identificar erros na especificac¸a˜o, na˜o afetando o comportamento
do sistema apo´s a ativac¸a˜o da pol´ıtica. Adicionalmente, o mapeamento das restric¸o˜es
e asserc¸o˜es na estrutura do grafo demandariam o uso de uma novo tipo de aresta, cuja
semaˆntica seria inversa a` das arestas utilizadas para representar regras de permisso˜es,
isto e´, representariam arestas (regras) que na˜o deveriam existir no grafo. Com isso, a
representac¸a˜o poderia gerar uma interpretac¸a˜o du´bia da pol´ıtica, de forma que optou-se
por na˜o representar essas regras.
Um u´ltimo detalhe a ser observado, antes de descrever as representac¸o˜es propriamente
ditas, esta´ relacionado a` colorac¸a˜o dos no´s. Derivada da necessidade de distinguir tipo e
domı´nio (que sa˜o, para o SELinux, ambos tipos), optou-se por implementar uma carac-
ter´ıstica adicional a`s representac¸o˜es: ale´m de contarem com cores previamente definidas
para cada elemento do modelo, os usua´rios podera˜o configurar o sistema para destacar no´s
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e/ou arestas baseados em suas caracter´ısticas. Por exemplo, o usua´rio poderia utilizar os
atributos dos tipos para destacar domı´nios administrativos de domı´nios comuns, ou enta˜o
destacar todos os tipos associados a sistemas de arquivos. Dessa forma, pode-se destacar
os pontos de interesse da pol´ıtica, simplificando seu processo de ana´lise.
As pro´ximas subsec¸o˜es descrevem os quatro diagramas desenvolvidos no intuito de
permitir a visualizac¸a˜o gra´fica das pol´ıticas.
6.2.1 Diagrama de Domı´nios e Tipos
O primeiro diagrama apresentado e´ baseado no Domain Browser descrito em [12], pore´m
aplicado a` pol´ıtica do sistema operacional e na˜o de um sistema distribu´ıdo. Ale´m das
transic¸o˜es de domı´nios exibidas pelo Domain Browser, este diagrama apresenta transic¸o˜es
de tipo e as regras de acessibilidade.
O SELinux utiliza o mesmo par de regras para definir transic¸a˜o de domı´nios e transic¸a˜o
de tipos. Pore´m, essas transic¸o˜es sa˜o semanticamente diferentes e, portanto, sua repre-
sentac¸a˜o foi diferenciada. A primeira representac¸a˜o a ser analisada e´ a de transic¸a˜o de
domı´nios. No SELinux, um processo na˜o pode trocar de domı´nio apo´s ser instanciado, de
forma que a transic¸a˜o de domı´nios so´ e´ poss´ıvel quando um novo processo e´ criado a partir
da execuc¸a˜o de uma aplicac¸a˜o. O domı´nio do processo criado e´ determinado em func¸a˜o do
domı´nio do processo que o criou, e do tipo da aplicac¸a˜o executada. Entretanto, existem
situac¸o˜es em que um mesmo par (domı´nio origem, tipo da aplicac¸a˜o) pode levar a mais de
um domı´nio—sendo um preferencial (ou obrigato´rio) e os demais opcionais—tornando-se
necessa´rio distinguir essas duas possibilidades no diagrama. A Figura 6.4 apresenta a
representac¸a˜o utilizada para a transic¸a˜o preferencial (a) e opcional (b). Repare que essas
representac¸o˜es exibem apenas o domı´nio de origem e o domı´nio de destino da transic¸a˜o,
o que torna necessa´rio a inclusa˜o de um no´ “fantasma” para destacar o tipo da aplicac¸a˜o
envolvida na transic¸a˜o (c). Essa u´ltima forma de exibic¸a˜o e´ opcional, ficando a crite´rio
do usua´rio determinar se deseja ou na˜o visualizar essa informac¸a˜o.
A segunda forma de representac¸a˜o a ser analisada e´ a transic¸a˜o de tipos. Diferente
do que ocorre na transic¸a˜o de domı´nios, a transic¸a˜o de tipos ocorre quando um processo
cria um novo objeto dentro de um objeto container, como um direto´rio ou interface de
rede. As regras de transic¸a˜o de tipo definem, portanto, qual o tipo do objeto criado
em func¸a˜o do tipo do objeto container e do domı´nio do processo. Durante os esboc¸os
das representac¸o˜es, foi observado que o grande problema dessa representac¸a˜o era manter
a semaˆntica sem poluir demais o diagrama, caso contra´rio o usua´rio poderia ficar con-
fuso com relac¸a˜o a` regra apresentada. Apo´s algumas tentativas, decidiu-se por utilizar
a representac¸a˜o exibida na Figura 6.5. Assim como no caso da transic¸a˜o de domı´nios, a
transic¸a˜o de tipos pode ser preferencial (a) ou opcional (b), e o usua´rio pode desejar ver
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Figura 6.4: Diagrama de Domı´nios e Tipos: Regras de Transic¸a˜o de Domı´nio. (a)
transic¸a˜o de domı´nio obrigato´rio. (b) transic¸a˜o de domı´nio opcional. (c) transic¸a˜o de
domı´nios com destaque para o elemento de transic¸a˜o.
em destaque o tipo do objeto container (c). Repare que, apesar de ambos utilizarem o
retaˆngulo como identificador (lembrando que o SELinux trata domı´nios como tipos espe-









Figura 6.5: Diagrama de Domı´nios e Tipos: Regras de Transic¸a˜o de Tipo. (a) transic¸a˜o
de tipo preferencial. (b) transic¸a˜o de tipo opcional. (c), transic¸a˜o de tipo com destaque
para o tipo do objeto container.
O u´ltimo conjunto de regras a ser representado neste diagrama sa˜o as regras de acessi-
bilidade da pol´ıtica do SELinux. Existem duas regras que determinam quais as permisso˜es
de um domı´nio sobre um objeto: allow e auditallow. Para os processos associados aos
domı´nios, na˜o ha´ distinc¸a˜o entre uma ou outra, pois ambas determinam a possibilidade
de executar uma ac¸a˜o. Entretanto a segunda regra instrui o SELinux a registrar a rea-
lizac¸a˜o da ac¸a˜o, que normalmente seria feita somente em caso de negac¸a˜o. Por isso, as
duas regras sa˜o diferenciadas, conforme apresentado na Figura 6.6(a).
Um detalhe observado durante os esboc¸os e´ que, em determinadas situac¸o˜es, a visua-
lizac¸a˜o das regras de acessibilidade em conjunto com as regras de transic¸a˜o tornam o grafo
muito polu´ıdo, podendo obscurecer detalhes mais importantes da pol´ıtica. Com isso em
mente, foi elaborada uma segunda forma de representac¸a˜o das regras de acessibilidade,





(a) para exibic¸a˜o no mesmo diagrama de
transic¸a˜o de domı´nios. As permisso˜es as-







{leitura, escrita ao final}
(b) para exibic¸a˜o a parte com foco
em um domı´nio. As permisso˜es sa˜o
exibidas ao lado dos tipos
Figura 6.6: Diagramas de Domı´nio e Tipos: Regras de Acessibilidade. As arestas com
seta dupla indicam permisso˜es auditadas.
para ser utilizada na ana´lise de domı´nios isolados, que e´ apresentada na Figura 6.6(b).
Essa representac¸a˜o e´ mais adequada na ana´lise de regra para um u´nico domı´nio, enquanto
a anterior e´ mais apropriada para ana´lise de impacto de seguranc¸a indireto, isto e´, atrave´s
da transic¸a˜o sucessiva de domı´nios.
Em conjunto com as opc¸o˜es de filtragem e manipulac¸a˜o de grafos provida pelo compo-
nente Gerenciador do Grafo, esse diagrama pode ser utilizado para analisar, em detalhes,
praticamente todas regras de TE da pol´ıtica do SELinux. Um detalhe a ser observado e´
que, assim como ocorreu com as asserc¸o˜es e restric¸o˜es, a regra dontaudit na˜o e´ mape-
ada no grafo, uma vez que na˜o influencia no comportamento do sistema, pois o acesso
seria negado mesmo na sua auseˆncia. A finalidade dessa regra e´ instruir o SELinux a
na˜o registrar no log do sistema uma negac¸a˜o de acesso que na˜o seja importante a` segu-
ranc¸a do sistema. na˜o consistindo assim uma permissa˜o e, por conseguinte, uma aresta
de permissa˜o na estrutura do grafo.
O u´ltimo detalhe pendente com relac¸a˜o a esse diagrama esta´ associada a` caracter´ıstica
mista da pol´ıtica de seguranc¸a SELinux, que se reflete nas regras de transic¸a˜o de domı´nio.
As regras de transic¸a˜o sa˜o limitadas pelos domı´nios autorizados ao papel associado ao
processo. Assim, mesmo que exista uma regra de transic¸a˜o de um domı´nio para outro, a
transic¸a˜o na˜o podera´ ser efetivada se o papel associado ao processo na˜o estiver autorizado
a assumir o segundo domı´nio. Assim, tem-se um domı´nio acess´ıvel pela regra de transic¸a˜o,
pore´m inacess´ıvel devido a`s restric¸o˜es impostas ao papel associado. Para representar essa
situac¸a˜o, utiliza-se a representac¸a˜o apresentada na Figura 6.7. No modelo apresentado,
um usua´rio acessando o sistema remotamente (via ssh) e´ associado ao papel remote user r.
As regras de transic¸a˜o permitem a transic¸a˜o do usua´rio para os domı´nios user mail t,
user cron t e sysadm t, pore´m o papel remote user r na˜o e´ autorizado a entrar no domı´nio
sysadm t, impossibilitando assim a transic¸a˜o.




Figura 6.7: Exemplo de diagrama de transic¸a˜o de domı´nios, analisando o comportamento
sob um determinado papel.
6.2.2 Diagrama de Fluxo de Informac¸o˜es
Apesar de u´til na visualizac¸a˜o de associac¸o˜es entre domı´nios, permisso˜es e tipos, o dia-
grama anterior na˜o permite a identificac¸a˜o de caminhos de fluxo de informac¸a˜o. Ao tratar
de confidencialidade, o acesso direto de leitura a informac¸o˜es na˜o-autorizadas e´ apenas
um dos pontos de risco na quebra de seguranc¸a. A possibilidade de obter o acesso a
informac¸o˜es indiretamente, atrave´s da utilizac¸a˜o de arquivos como tu´neis de informac¸o˜es
entre domı´nios, representa um risco muito maior, pois a identificac¸a˜o de uma falha desse
tipo na pol´ıtica de seguranc¸a e´ muito mais complicado.
Com isso em mente, foi projetado um diagrama de fluxo de informac¸o˜es para repre-
sentac¸a˜o da pol´ıtica de seguranc¸a, utilizando como base a estrutura ja´ dispon´ıvel pelo
componente Gerenciador do Grafo. Diagramas de fluxo de informac¸a˜o ja´ foram usados
com sucesso em outras a´reas, como engenharia de software e redes, o que demonstra sua
utilidade tambe´m para o caso de pol´ıticas de seguranc¸a de sistemas operacionais.
Partindo-se do modelo do diagrama de Domı´nios e Tipos, apenas duas modificac¸o˜es
principais precisam ser feitas para adicionar ao grafo a semaˆntica de caminhos de fluxo
de informac¸o˜es: apenas permisso˜es de leitura e escrita em objetos sa˜o consideradas e
a orientac¸a˜o das arestas segundo o modelo original sa˜o modificadas. A modificac¸a˜o da
orientac¸a˜o das arestas e´ feita de forma a indicar o fluxo da informac¸a˜o entre domı´nios
e tipos, de forma que as arestas representando permissa˜o de leitura teˆm sua orientac¸a˜o
invertida, indicando que a informac¸a˜o flui do objeto associado ao tipo para o processo
associado ao domı´nio. Se a aresta representar uma regra que possua tanto permissa˜o de
leitura quando de escrita, a aresta e´ desenhada como bidirecional. A Figura 6.8 apresenta
um paralelo entre as arestas de acessibilidade dos dois diagramas.
A Figura 6.9 apresenta um exemplo do diagrama de fluxo de informac¸o˜es, utilizando
uma pol´ıtica fict´ıcia. Repare que, segundo a pol´ıtica representada, um processo execu-
tando no domı´nio user t na˜o pode acessar as informac¸o˜es associadas ao tipo secret data t.
Pore´m, atrave´s do domı´nio do navegador Web (mozilla t), ele pode ter acesso ao direto´rio
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Figura 6.8: Paralelo entre o Diagrama de Domı´nios e Tipos e o Diagrama de Fluxo de
Informac¸o˜es.
tempora´rio, e transferir eventuais “lixos” de processos executando no domı´nio secure t, e
transferi-los para a cache do navegador, podendo acessa´-los posteriormente. Uma ana´lise
direta na especificac¸a˜o da pol´ıtica dificilmente identificaria essa possibilidade de quebra
de confidencialidade, e pela ana´lise pode-se restringir a possibilidade de acesso pela dife-




Figura 6.9: Exemplo de diagrama de fluxo de informac¸a˜o no SELinux. As arestas mar-
cadas com a, b, c, representam, respectivamente, permisso˜es de leitura, de escrita, e de
leitura e escrita.
Usados em conjunto, os diagramas de Domı´nios e Tipos e de Fluxo de Informac¸a˜o
podem auxiliar na identificac¸a˜o de muitas caracter´ısticas da pol´ıtica de seguranc¸a que
sa˜o obscurecidas pela forma textual e linear da linguagem de especificac¸a˜o da pol´ıtica.
Isso vale na˜o so´ para o SELinux, mas para praticamente qualquer pol´ıtica que possa ser
mapeada na estrutura de grafo proposta.
6.2.3 Diagrama de Usua´rios e Pape´is
Ate´ o momento, foram tratados apenas detalhes do comportamento do sistema operacional
baseado em tipos do SELinux. Por estarem ligados diretamente aos elementos do sistema
operacional, os tipos teˆm importante papel na definic¸a˜o da interac¸a˜o entre os elementos,
sendo o modelo mais complexo da pol´ıtica do SELinux.
Para apresentar os outros dois elementos da trinca do contexto de seguranc¸a, pape´is e
usua´rios, utilizou-se uma representac¸a˜o visual diferente, aproveitando-se da semaˆntica da
6.2. Gerenciador de Representac¸o˜es 61
estrutura de representac¸a˜o UML. A ide´ia e´ utilizar o conceito de agregac¸a˜o para repre-
sentar as associac¸o˜es entre pape´is e domı´nios, pape´is e pape´is, e pape´is e usua´rios. Apesar
dessa distinc¸a˜o na forma de representac¸a˜o, a estrutura de dados interna do Policy Vi-
ewer para representar essas estruturas corresponde a um grafo orientado descrita na Sec¸a˜o
6.1.2. Essa representac¸a˜o e´ utilizada para destacar o relacionamento de autorizac¸a˜o entre
esses elementos. A Figura 6.10 apresenta uma pol´ıtica fict´ıcia, com 2 usua´rios, 3 pape´is e
3 domı´nios. Conforme pode ser observado na figura, o papel P esta´ autorizado a utilizar
os domı´nios A e B, enquanto que o papel Q esta´ autorizado a utilizar o domı´nio C e os
domı´nios autorizados ao papel P. A significac¸a˜o do modelo para usua´rios, representada
em (b), segue a mesma lo´gica.
b)  Associação de papéis a usuáriosa)  Associação de domínios a papéis
Papel RPapel Q




Domínio A Domínio B Domínio C
Figura 6.10: Exemplo de Diagrama de Usua´rios e Hierarquia de Pape´is.
Os treˆs diagramas apresentados ate´ aqui mapeiam todas as caracter´ısticas esta´ticas do
comportamento do sistema operacional segundo a pol´ıtica de seguranc¸a especificada. E´
fa´cil observar que este u´ltimo diagrama pode ser combinado com um dos dois anteriores
para representar, em um u´nico grafo, o comportamento dos va´rios n´ıveis da especificac¸a˜o
do SELinux. Entretanto, dado o nu´mero de elementos envolvidos, a separac¸a˜o em diagra-
mas distintos permite ter uma visa˜o mais clara dos detalhes de cada n´ıvel, e a possibilidade
de visualizar os diagramas lado a lado pode facilitar ainda mais a interac¸a˜o do usua´rio do
Policy Viewer com a pol´ıtica.
Associado a recursos de filtragem e manipulac¸a˜o de grafos e dos mecanismos de dis-
posic¸a˜o dos no´s dos outros dois componentes de gerenciamento do sistema, tem-se uma
importante ferramenta para ana´lise e compreensa˜o da pol´ıtica em modo gra´fico.
6.2.4 Diagrama de Objetos do Sistema Operacional
Finalmente, apo´s o mapeamento completo das definic¸o˜es esta´ticas da pol´ıtica de segu-
ranc¸a, e´ necessa´rio mapear os elementos dinaˆmicos na pol´ıtica. Basicamente, este mape-
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amento esta´ relacionado aos contextos de seguranc¸a associados aos objetos do sistema, e
e´ resultado das regras de associac¸a˜o da pol´ıtica SELinux e do uso de SIDs persistentes
pelos sistemas de arquivos.
Entretanto, ao contra´rio do que ocorre com as regras esta´ticas, utilizar a estrutura
de um grafo para representa´-los seria invia´vel e pouco u´til no intuito de auxiliar na visu-
alizac¸a˜o da pol´ıtica, por dois motivos. Primeiramente, o nu´mero de objetos do sistema
e´ muito grande (mesmo que o grupo demonstrado seja sujeito a filtragens), em segundo
lugar o contexto de seguranc¸a esta´ associado a treˆs elementos dos diagramas anteriores,
e na˜o a um so´. Por isso, adotou-se a representac¸a˜o em a´rvore comumente usada para
mostrar a estrutura de direto´rios, adicionando-se os detalhes referentes a` pol´ıtica de se-
guranc¸a, conforme apresentado na Figura 6.11. Uma vez que o SELinux, assim como o
Linux, mapeia todos os recursos do sistema em arquivos especiais do sistema de arqui-
vos, essa representac¸a˜o permite exibir todos os objetos do sistema sem requerer a criac¸a˜o
de um diagrama diferenciado. Dessa forma, simplifica-se a interac¸a˜o do usua´rio com o
Policy Viewer, ja´ que ele ja´ estara´ acostumado a utilizar essa estrutura.
Figura 6.11: Diagrama de Objetos do Sistema Operacional.
Na representac¸a˜o, os objetos do sistema podem ser filtrados levando em conta carac-
ter´ısticas da pol´ıtica de seguranc¸a. Por exemplo, poderiam ser apresentados todos os
objetos acess´ıveis para leitura por um determinado domı´nio, para verificac¸a˜o de aspectos
de confidencialidade associados ao domı´nio. Ou enta˜o, poderiam ser exibidos os obje-
tos acess´ıveis direta ou indiretamente a partir de um determinado domı´nio, permitindo
verificar se ha´ riscos a integridade do sistema operacional.
6.3 Policy Viewer: detalhes da implementac¸a˜o
A ferramenta foi implementada seguindo a estrutura prevista pelo projeto, pore´m algumas
experieˆncias obtidas durante o desenvolvimento da ferramenta serviram para realimentar
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o projeto e algumas modificac¸o˜es no mesmo foram derivadas de necessidades identificadas
durante a implementac¸a˜o. Alguns nomes de classes e algumas estruturas diferem entre o
projeto e a ferramenta devido a essa realimentac¸a˜o, pore´m, tendo em vista o isolamento
entre componentes obtido, a modificac¸a˜o para adaptac¸a˜o ao projeto pode ser realizada
sem grandes impactos ao co´digo.
Para implementac¸a˜o parcial da ferramenta, foram escolhidos um conjunto de regras a
serem mapeados e um conjunto de funcionalidades essenciais relacionadas a estas regras.
Decidiu-se por iniciar a implementac¸a˜o da ferramenta pelas regras relacionadas ao modelo
TE previsto pelo SELinux, que correspondem ao conjunto das regras de transic¸a˜o de
domı´nios e tipos, e ao conjunto de regras de acessibilidade, pelo fato de definirem o
comportamento do sistema operacional em func¸a˜o dos elementos reconhecidos por ele:
processos e objetos. Entretanto, alguns contratempos durante a etapa de desenvolvimento
permitiram somente a implementac¸a˜o das caracter´ısticas do diagrama relacionadas a`s
transic¸o˜es, e as regras de acessibilidade foram deixadas para implementac¸a˜o posterior,
quando o projeto for totalmente implementado.
Com relac¸a˜o ao projeto apresentado na sec¸a˜o anterior, as seguintes classes foram im-
plementadas:
• PolicyConverter: Implementac¸a˜o parcial da estrutura prevista, realizando o parsing
das regras de transic¸a˜o de domı´nios e tipos. Diferente do projeto final, entretanto,
os me´todos dessa classe foram implementadas na classe PolicyGraph.
• GraphManager: Implementac¸a˜o parcial, sendo responsa´vel por gerar os subgrafos
a serem exibidos para o usua´rio do Policy Viewer. Como anteriormente cada
representac¸a˜o estaria associada a`s rotinas de gerac¸a˜o de subgrafo, os me´todos foram
implementados inicialmente na classe DomainTransitionGraph.
• GraphStructure: Implementac¸a˜o parcial, mapeando as regras de transic¸a˜o somente.
• Representation Manager e TEGraph: Implementac¸a˜o completa, pore´m em uma
u´nica classe, denominada DomainTransitionGraph. Foi durante a implementac¸a˜o
dessa classe que observou-se a necessidade de reestruturar o projeto para torna´-lo
mais simples e pra´tico. Repare que, primariamente, previa-se o uso de dois dia-
gramas distintos para representac¸a˜o de transic¸o˜es e para representac¸a˜o das regras
de acessibilidade, do que deriva o nome. Entretanto, o uso de regras de filtragem
mostrou-se mais u´til do que esta divisa˜o, permitindo uma melhor estruturac¸a˜o da
representac¸a˜o.
• GraphDisplayWidget: Implementac¸a˜o completa. Os me´todos dispon´ıveis nesta classe
permitem a manipulac¸a˜o dos no´s na representac¸a˜o (arraste, selec¸a˜o, adic¸a˜o e remoc¸a˜o
de no´s), conforme sera´ apresentado na Sec¸a˜o 6.3.1.
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• PolicyViewerWindow: Implementac¸a˜o parcial, cumprindo os objetivos relacionados
as regras de transic¸a˜o. Ao contra´rio da estrutura apresentada no diagrama de clas-
ses, esse “mo´dulo” e´ composto por va´rias subclasses responsa´veis pelos aspectos
da interface com o usua´rio (menus, menus de contexto, boto˜es, entre outros). Sua
estrutura esta´ baseada nos padro˜es de implementac¸a˜o de interfaces do QtDesigner.
• Controller: Implementado na classe DomainTransitionGraph. O projeto inicial na˜o
previa uma classe de controle, tendo como elemento central o componente res-
ponsa´vel pelas representac¸o˜es. A possibilidade de criar extenso˜es futuras motivou a
separac¸a˜o no projeto desse componente.
• ViewManager: Na˜o implementado. As rotinas de gerac¸a˜o de grafo utilizam nu´meros
aleato´rios para realizar o posicionamento inicial dos no´s na interface do usua´rio.
Como pode ser observado, o desenvolvimento preliminar do projeto permitiu identificar
va´rias caracter´ısticas do projeto que poderiam ser modificadas para criar uma estrutura
mais organizada, permitindo expanso˜es posteriores no projeto. A seguir, sa˜o apresentadas
as caracter´ısticas da interface desenvolvida para a ferramenta, e alguns detalhes a serem
adicionados a` versa˜o final.
6.3.1 Interface com o usua´rio
A interface com o usua´rio foi projetada visando a simplicidade de interac¸a˜o do usua´rio,
pore´m provendo o maior conjunto de recursos poss´ıveis para auxiliar o usua´rio na visu-
alizac¸a˜o e ana´lise da pol´ıtica de seguranc¸a. A Figura 6.12 apresenta a interface ba´sica
com o usua´rio. Esta˜o destacados na figura: (a) menu principal; (b) descric¸a˜o do grafo,
(c) GraphDisplayWidget; (d) no´s; (e) arestas; (f) hint.
O menu principal permite ao usua´rio abrir os arquivos de pol´ıtica, aplicar opc¸o˜es
de edic¸a˜o sobre o grafo visualizado e escolher quais as visualizac¸o˜es desejadas. Na im-
plementac¸a˜o parcial, o usua´rio conta com treˆs opc¸o˜es de visualizac¸a˜o de transic¸a˜o de
domı´nios, que correspondem a treˆs preocupac¸o˜es de seguranc¸a (Figura 6.13). Essas opc¸o˜es
permitem verificar as 3 primeiras questo˜es apresentadas na Sec¸a˜o 5.4, ou seja, determinar
se um determinado domı´nio pode atingir algum domı´nio de risco, se um determinado
domı´nio esta´ exposto a algum domı´nio que na˜o deveria e se existe um caminho entre
dois domı´nios que transic¸o˜es sucessivas poderiam permitir a transic¸a˜o do primeiro para o
segundo.
A descric¸a˜o do grafo esta´ presente para orientar o usua´rio de qual o conjunto de
regras esta˜o sendo analisados, visto que o usua´rio pode abrir mais de uma janela para
visualizar aspectos distintos da pol´ıtica de seguranc¸a. No exemplo da Figura 6.12, a
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Figura 6.12: Interface ba´sica com o usua´rio da ferramenta do Policy Viewer.
Figura 6.13: Opc¸o˜es do menu View
opc¸a˜o selecionada foi observar as transic¸o˜es de domı´nios poss´ıveis a partir do domı´nio
user t (Domains reached by..., com alguns arestas de transic¸a˜o de tipo ocultas.
O GraphDisplayWidget e´ o corac¸a˜o da interface das representac¸a˜o visuais com o
usua´rio. E´ ele a responsa´vel por exibir o grafo para o usua´rio, e de direcionar os eventos ge-
rados pelo usua´rio e pelo restante do sistema aos componentes de gerenciamento. Atrave´s
dela, o usua´rio pode arrastar os no´s, ajeitando-os conforme queira, requerer mais detalhes
sobre um determinado no´ ou aresta, ou exibir e esconder elementos da visualizac¸a˜o. Adi-
cionalmente, permite a inclusa˜o de opc¸o˜es especificas aos diagramas utilizados. A Figura
6.14(a) apresenta o menu de contexto gene´rico com opc¸o˜es de ocultar ou exibir no´s dos
grafo, enquanto a Figura 6.14(b) apresenta as opc¸o˜es espec´ıficas a`s arestas TETransitio-
nEdge.
Uma caracter´ıstica adicional, prevista para a versa˜o final do Policy Viewer, preveˆ a
exibic¸a˜o de dois GraphDisplayWidget na mesma janela, permitindo a visualizac¸a˜o de dois
diagramas em paralelo. Por exemplo, o usua´rio poderia visualizar a diagrama de objetos
do sistema para identificar objetos expostos, visualizando o diagrama de domı´nios e tipos
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(a) Menu de con-
texto padra˜o com
opc¸o˜es sobre no´s
(b) Menu de contexto
espec´ıfico de arestas de
tipo TETransitionEdge
Figura 6.14: Menus de Contexto
ao lado para identificar os caminhos de exposic¸a˜o, conforme apresentado no exemplo do
arquivo /etc/passwd na Sec¸a˜o 6.2.4.
No´s e arestas sa˜o representados conforme projetado na Sec¸a˜o 6.2. Na interface apre-
sentada na Figura 6.12, apenas no´s TypeNode e arestas TETransitionEdge esta˜o presentes,
pois foram os u´nicos implementados na ferramenta. Cores distintas sa˜o utilizadas para
representar no´s e arestas com significado diferente, sendo utilizado fundo verde para in-
dicar domı´nios e fundo em tom laranja para indicar demais tipos do sistema. De forma
semelhante, setas azuis indicam transic¸a˜o de domı´nios enquanto setas vermelhas indicam
transic¸a˜o tipos. Apesar da classe possuir a opc¸a˜o de modificar as cores utilizadas na
representac¸a˜o, visando permitir ao usua´rio configurar dinamicamente opc¸o˜es de destaque
em func¸a˜o de outras caracter´ısticas do no´, a ferramenta dispo˜e no momento somente de
uma configurac¸a˜o esta´tica para as colorac¸o˜es.
Como pode ser observado, ainda na Figura 6.12, pode haver mais de um tipo executa´vel
responsa´vel pela transic¸a˜o de um domı´nio para outro (arestas do domı´nio user crontab t
para user t), de forma que utilizam-se arestas “curvadas” para permitir a representac¸a˜o
de mu´ltiplas arestas. Ainda na mesma figura, e´ poss´ıvel observar que foram adicionados
detalhes (as pequenas caixas com o caracteres ‘+’ e ‘-’), que selecionam a exibic¸a˜o ou na˜o
do tipo da aplicac¸a˜o (ou objeto container) envolvido na transic¸a˜o, conforme previsto no
diagrama de domı´nios e tipos. Sa˜o exibidos dois destes no´s “fantasmas”: crontab exec t
(aplicac¸a˜o) e user home dir t (direto´rio).
O u´ltimo detalhe da interface principal apresentada e´ o uso de hints para exibir detalhes
a pol´ıtica. Parando o mouse sobre um no´ ou aresta, sera´ exibido um hint contendo as
informac¸o˜es importantes sobre ele. Assim, ao parar o mouse sobre um no´ TypeNode, sa˜o
exibidos os atributos do no´. Se o usua´rio desejar mais informac¸o˜es, ele pode utilizar o menu
de contexto para acessar a janela de detalhes do objeto selecionado. A Figura 6.15 exibe
a janela de informac¸o˜es adicionais sobre o tipo httpd user script t, contendo informac¸o˜es
sobre o arquivo que define a regra, qual a definic¸a˜o utilizada, e eventuais comenta´rios (a
classe PolicyConverter utilizou o padra˜o adotado pela pol´ıtica do SELinux, que posiciona
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o comenta´rio imediatamente antes da regra, para obter essa informac¸a˜o).
Figura 6.15: Janela exibindo detalhes de um no´
Ale´m da janela principal, janelas auxiliares sa˜o utilizadas para selec¸a˜o dos grafos a
serem apresentados. A Figura 6.16 apresenta duas dessas janelas, acessadas a partir da
opc¸a˜o View do menu principal. Em (a), e´ apresentada a janela de selec¸a˜o do domı´nio
de origem para exibic¸a˜o dos domı´nios acess´ıveis a partir do domı´nio selecionado (Figura
6.16(a)), e em (b) e´ apresentada a janela de selec¸a˜o dos domı´nios de origem e destino de
uma busca de caminhos de transic¸a˜o. Essas janelas cobrem os objetivos da implementac¸a˜o
parcial da ferramenta, servindo de exemplo para as futuras janelas a serem desenvolvidas
na implementac¸a˜o completa do projeto.
(a) Janela para selec¸a˜o de
no´ para exibic¸a˜o da opc¸a˜o
Domain Transition: Reached
by...
(b) Janela para selec¸a˜o de
no´ para exibic¸a˜o da opc¸a˜o
Domain Transition: Paths
between...
Figura 6.16: Janelas de selec¸a˜o de visualizac¸a˜o
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6.4 Exemplos de Uso
Nessa sec¸a˜o, sera˜o apresentados alguns exemplos de uso da ferramenta desenvolvida, de-
monstrando sua utilidade com relac¸a˜o aos objetivos a que se propo˜e: permitir melhor
compreensa˜o da pol´ıtica e auxiliar na identificac¸a˜o de riscos a` seguranc¸a.
Para apresentar os exemplos, utilizou-se a ferramenta desenvolvida para gerar os grafos
de transic¸a˜o de domı´nios e tipos. Como a ferramenta ainda na˜o dispo˜e dos dados referentes
as regras de acessibilidade, quando necessa´rio foi utilizado o proto´tipo para gerar as
informac¸o˜es adicionais. Sera˜o apresentados 3 exemplos de uso, todos baseados na pol´ıtica
padra˜o do SELinux, demonstrando o aux´ılio provido pela ferramenta na compreensa˜o e
verificac¸a˜o das pol´ıticas de seguranc¸a.
6.4.1 Identificac¸a˜o de caminhos entre domı´nios
Mesmo sem dispor da representac¸a˜o em grafo de todos os aspectos da pol´ıtica de segu-
ranc¸a, o Policy Viewer permite realizar diversas ana´lises na especificac¸a˜o. Suponha, por
exemplo, que o administrador de seguranc¸a deseja saber quais sa˜o os domı´nios que um
determinado usua´rio pode atingir. Utilizando a opc¸a˜o Domains reached by... do menu
View, ele pode obter o diagrama de domı´nios e tipos a partir do domı´nio prima´rio do
usua´rio que e´ apresentado na Figura 6.17. A partir do grafo, e´ poss´ıvel descobrir quais
as aplicac¸o˜es envolvidas nas transic¸o˜es de domı´nio, e detalhes adicionais disponibilizados
atrave´s do menu de contexto.
Figura 6.17: Domı´nios acess´ıveis a partir do domı´nio de usua´rio comum (user t)
Outra informac¸a˜o de interesse esta´ relacionada aos tipos dos novos arquivos que podem
ser criados a partir de um determinado domı´nio. Dependendo de como foi configurada a
pol´ıtica, esses tipos poder ser utilizadas para criar canais de comunicac¸a˜o entre aplicac¸o˜es
em domı´nios isolados e ser utilizados para transmitirem informac¸o˜es na˜o autorizadas. A
Figura 6.18 apresenta o diagrama de transic¸a˜o de tipos para os domı´nios user t e sysadm t.
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Figura 6.18: Domı´nios acess´ıveis a partir do domı´nio de usua´rio comum (user t)
Eventualmente, a quantidade de no´s obtidos em uma consulta e´ muito grande, por
exemplo, devido ao nu´mero de transic¸o˜es de domı´nios sucessivas a partir de um domı´nio
base ou devido ao nu´mero de regras de acessibilidade associadas, de forma que e´ necessa´rio
poder selecionar um subconjunto desses no´s para permitir melhor visualizac¸a˜o das regras.
A Figura 6.19(a) apresenta o resultado obtido da consulta Domains reached by... a partir
do domı´nio sysadm t. Repare a grande quantidade de no´s e arestas presentes, que podem
causar certa confusa˜o ao analisar a pol´ıtica. Utilizando recursos da ferramenta, e´ poss´ıvel
selecionar um conjunto de no´s, e visualiza´-los separadamente dos demais. A Figura 6.19(b)
apresenta o mesmo diagrama, apo´s a selec¸a˜o de domı´nios ligados a` administrac¸a˜o de
mo´dulos, sistemas de arquivos, rede e pol´ıticas.
(a) Diagrama completo, com todos
os domı´nios obtidos inicialmente.
(b) Diagrama apo´s ocultar alguns domı´nios. Dessa
forma, pode-se realizar uma ana´lise mais detalhada
de determinado aspecto da pol´ıtica.
Figura 6.19: Domı´nios acess´ıveis a partir do domı´nio de administrac¸a˜o (sysadm t
Mais do que simplesmente permitir visualizar a pol´ıtica, a ferramenta tem por objetivo
auxiliar na identificac¸a˜o de eventuais falhas de seguranc¸a, que podem na˜o ser capturadas
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por verificadores de regras. Por isso, foram selecionados exemplos exibindo o uso da
ferramenta com esse objetivo, que sa˜o apresentados a seguir.
6.4.2 Exposic¸a˜o do arquivo de senhas
Um risco de seguranc¸a existente nos sistemas operacionais consiste na possibilidade de
um atacante obter acesso de leitura ou escrita ao arquivo de senhas. Dessa forma, ele
pode obter acesso leg´ıtimo ao sistema, contornando todo isolamento imposto pela pol´ıtica
de seguranc¸a a`s aplicac¸o˜es vulnera´veis, e dificultando a identificac¸a˜o do seu acesso na˜o
autorizado. No caso de permissa˜o de leitura somente, va´rias te´cnicas ja´ sa˜o utilizadas
com sucesso para impedir que as senhas sejam descobertas, como e´ o caso das te´cnicas de
cifragem. Entretanto, caso o atacante obtenha permissa˜o de escrita, ele pode modificar
a senha de qualquer usua´rio que deseje, ou ainda inserir um novo usua´rio no sistema. A
pol´ıtica de seguranc¸a deve, portanto, impedir o acesso ao arquivo de senhas que na˜o seja
realizado atrave´s de aplicac¸o˜es espec´ıficas para esse fim.
Para verificar se a pol´ıtica padra˜o do SELinux trata corretamente essa situac¸a˜o uti-
lizando o Policy Viewer, primeiramente identificou-se o tipo associado ao arquivo de
senhas. Como a ferramenta, no esta´gio atual de desenvolvimento, ainda na˜o dispo˜e do
diagrama de objetos do sistema, utilizou-se o comando ls -Z /etc/shadow2 para desco-
brir o tipo associado (no caso, shadow t). A etapa seguinte e´ descobrir quais domı´nios
tem acesso ao arquivo. A Figura 6.20 apresentam os domı´nios com permissa˜o de leitura
somente(a) e permissa˜o de escrita (b) sobre objetos do tipo shadow t.
(a) Domı´nios com acesso so-
mente de leitura ao tipo shadow t
(b) Domı´nios com acesso de
escrita ao tipo shadow t
Figura 6.20: Diagrama de domı´nios e tipos: regras de acessibilidade
Descobertos os domı´nios com acesso ao arquivo de senhas, decidiu-se por analisar
aqueles que permitem escrever no arquivo de senhas, visto que o problema da leitura e´
2A opc¸a˜o -Z foi adicionada ao comando ls do SELinux para retornar os contextos de seguranc¸as
associados aos arquivos listados
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resolvido utilizando cifragem. Portanto, o objetivo agora e´ identificar quais os caminhos
que transic¸o˜es sucessivas podem levar aos domı´nios passwd t, sysadm passwd t, useradd t
e groupadd t. Utilizando a implementac¸a˜o parcial do Policy Viewer, foi poss´ıvel obter as
transic¸o˜es que permitem atingir esses domı´nios, e quais aplicac¸o˜es permitem a transic¸a˜o.
A Figura 6.21 apresenta o diagrama obtido. Repare que poucos domı´nios podem atingir
os domı´nios que escrevem no arquivo de senhas e que, excluindo-se o caminho proveni-
ente do domı´nio do administrador do sistema, o u´nico domı´nio acess´ıvel e´ o passwd t, e
ainda assim, a transic¸a˜o so´ ocorre atrave´s de aplicac¸o˜es do tipo passwd exec t. Ao ana-
lisar as definic¸o˜es, obte´m-se que a u´nica aplicac¸a˜o associada a este tipo e´ a aplicac¸a˜o
/usr/bin/passwd. A conclusa˜o, portanto, e´ de que um ataque proveniente da rede na˜o
tem como ser bem sucedido na tentativa de corromper o arquivo de senhas, pois na˜o ha´
nenhum conjunto de transic¸a˜o de domı´nios que permita o acesso ao domı´nio passwd t a
partir de um domı´nio de aplicac¸a˜o de rede. Ainda assim, mesmo que ele logre acesso a
um domı´nio autorizado de usua´rio (exceto, claro, o de administrador do sistema operaci-
onal), ele so´ podera´ realizar tentar modificar a senha do pro´prio usua´rio, na auseˆncia de
vulnerabilidades na aplicac¸a˜o /usr/bin/passwd.
Figura 6.21: Diagrama de Domı´nios e Tipos. Domı´nios com acesso aos domı´nios passwd t,
sysadm passwd t e useradd t
Para questa˜o de comparac¸a˜o, a Figura 6.22 apresenta uma conjunto de comandos em
Shell Script que poderiam ser utilizados para identificar, a partir da forma original da
pol´ıtica (em definic¸a˜o textual), as relac¸o˜es apresentadas nas figuras anteriores. Primei-
ramente, identificam-se os domı´nios que teˆm permissa˜o de escrita sobre o tipo shadow t.
A etapa seguinte e´ identificar quais os domı´nios que podem realizar transic¸a˜o para esse
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domı´nio. Repare que, na definic¸a˜o dessa regra, ao inve´s de declarar domı´nio a domı´nio,
utiliza-se um atributo comum a eles para designa´-los, o que faz necessa´rio mais uma
consulta para determinar os domı´nios com esse atributo. A seguir, sa˜o identificados, re-
cursivamente, os domı´nios que podem atingir o domı´nio passwd t a partir do domı´nio
user t, o que torna esse trabalho muito oneroso para ser feito manualmente, e apo´s va´rios
comandos fica imposs´ıvel interpretar os dados obtidos. Um detalhe adicional, a ser ob-
servado, e´ que a flexibilidade na especificac¸a˜o das regras podem esconder algumas regras,
como aconteceria se, ao inve´s de querer descobrir quais domı´nios podem realizar transic¸a˜o
para o domı´nio passwd t, fosse desejado saber se existe uma transic¸a˜o do domı´nio de
usua´rio comum (user t para o domı´nio do passwd t. Uma consulta direta utilizando esses
dois domı´nios na consulta na˜o retornaria nenhuma regra.
bash-2.05b$ cat policy.conf | egrep "^(audit)?allow.*shadow_t:.*write.*"
allow passwd_t shadow_t:file { create ioctl read getattr lock write...
allow sysadm_passwd_t shadow_t:file { create ioctl read getattr lock...
allow useradd_t shadow_t:file { create ioctl read getattr lock write...
allow groupadd_t shadow_t:file { create ioctl read getattr lock write...
bash-2.05b$ cat policy.conf | egrep "^type_.* passwd_t;$"
type_transition { userdomain } passwd_exec_t:process passwd_t;
bash-2.05b$ cat policy.conf | egrep "^type .*userdomain.*"
type sysadm_t, domain, privlog, privowner, admin, userdomain,...
type staff_t, domain, userdomain, unpriv_userdomain,web_client_domain,...
type user_t, domain, userdomain, unpriv_userdomain, web_client_domain,...
bash-2.05b$ cat policy.conf | egrep "^type_.* user_t;$"
type_transition user_crontab_t { bin_t shell_exec_t }:process user_t;
bash-2.05b$ cat policy.conf | egrep "^type_.* user_crontab_t;$"
type_transition user_t crontab_exec_t:process user_crontab_t;
bash-2.05b$ ...
Figura 6.22: Identificando caracter´ısticas da pol´ıtica de seguranc¸a utilizando sua forma
textual.
6.4.3 Analisando a seguranc¸a do Apache
No exemplo anterior, explorou-se a possibilidade de invasa˜o atrave´s do acesso ao arquivo
de senhas, que permitiria ao atacante acesso “leg´ıtimo” ao sistema operacional. Neste
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exemplo, o objetivo e´ verificar que, na eventualidade de comprometimento de um de-
terminado servic¸o ou aplicac¸a˜o, um atacante na˜o possa ir mais ale´m do que o domı´nio
necessa´rio a aplicac¸a˜o. Para tal, faz-se necessa´rio verificar as permisso˜es associadas ao
domı´nio da aplicac¸a˜o, e verificar eventuais transic¸o˜es de domı´nio que poderiam causar
quebra da seguranc¸a do sistema.
Para exemplo, decidiu-se pela ana´lise das pol´ıticas associadas a um Servidor HTTP
(no caso, o Apache). A primeira etapa e´ identificar as transic¸o˜es de domı´nio poss´ıveis a
partir do domı´nio base (httpd t), e analisar eventuais domı´nios de risco. A Figura 6.23
apresenta o diagrama de transic¸a˜o de domı´nios obtidos a partir do Policy Viewer, ja´
destacando informac¸o˜es relevantes a` segunda etapa da ana´lise. Como pode ser observado,
o compromentimento do Apache na˜o apresenta riscos de acesso direto aos domı´nios de
usua´rios do sistema, visto que as transic¸o˜es so´ permitem acesso a domı´nios de uso do
Apache, exceto pelo acesso do domı´nio do servidor de e-mails (system mail t). Atrave´s
dessa transic¸a˜o, o atacante pode utilizar a ma´quina invadida para enviar mensagens com
origem falsa. Gerando o diagrama de acessibilidade do domı´nio system mail t, observa-
se que ele so´ tem permissa˜o de escrita em conexo˜es de rede na porta 25 (servidores de
e-mail) e a eventuais canais fifo criados a partir do domı´nio de origem, de forma que ele
na˜o podera´ alterar o arquivo de configurac¸o˜es e estara´ restrito as opc¸o˜es configuradas pelo
administrador do sistema para o servidor de e-mails.
Figura 6.23: Domı´nios acess´ıveis a partir do domı´nio do servidor Apache (httpd t)
A necessidade ou na˜o de restringir o acesso do Apache ao servidor de e-mails depende
muito das objetivos de seguranc¸a da organizac¸a˜o em que a pol´ıtica esta´ implantada e das
restric¸o˜es que podem ser implementadas atrave´s das configurac¸o˜es do servidor de e-mail,
de forma que a transic¸a˜o para o domı´nio system mail t pode ser considerada de risco ou
na˜o.
Ainda analisando o Apache, existe o risco de que o atacante utilize o acesso ao sistema
de arquivos para “plantar” uma aplicac¸a˜o maliciosa no sistema, que pode ser executada
inadivertidamente por um usua´rio, expondo seu domı´nio ao atacante. Para verificac¸a˜o,
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foi escolhido analisar os domı´nios de usua´rios comuns que poderiam ser afetados por
esse tipo de ataque. A Figura 6.24 apresenta as permisso˜es de escrita dos domı´nios
httpd user script t (a) e httpd t (b).
(a) Permisso˜es de escrita do Domı´nio httpd user script t
(b) Permisso˜es de escrita do Domı´nio httpd t
Figura 6.24: Diagrama de domı´nios e tipos: Permisso˜es do Apache
Repare que o grande nu´mero de arestas dificulta identificar as arestas ligando os dois
domı´nios aos tipos user t e httpd user content t. Para facilitar a visualizac¸a˜o, utilizou-
se o proto´tipo para gerar o diagrama (Figura 6.25) levando em conta apenas domı´nios
que contivessem no nome ‘httpd’ e ‘user’. Observe que, isolando os no´s de interesse, fica
muito mais simples identificar os riscos a` seguranc¸a do sistema. No caso das arestas
associadas associadas ao domı´nio httpd user script t, a ana´lise deos detalhes na˜o indicam
nenhum risco a seguranc¸a (a aresta de permissa˜o de escrita ligada ao tipo user t se refere a
canais de comunicac¸a˜o fifo do sistema, e na˜o a arquivos do usua´rio). No caso do domı´nio
httpd t, entretanto, a aresta representa uma permissa˜o de escrita em arquivos do tipo
httpd user content t (associado a arquivos no direto´rio public_html do usua´rio).
Uma ra´pida procura em fo´runs de discussa˜o constatou que o problema ja´ tinha sido
levantado anteriormente, e que nas verso˜es mais novas da pol´ıtica a permissa˜o de escrita
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Figura 6.25: Regras de acessibilidade de domı´nios ‘httpd’ para tipos ‘user’
foi retirada, uma vez que na˜o ha´ motivos para o Apache precisar escrever nada nesses
direto´rios, ficando a permissa˜o para tal a cargo do domı´nio http user script t e, ainda
assim, em arquivos designados especificamente para esse fim (Tipos httpd user script rw t
e Tipos httpd user script ra t).
6.5 Conclusa˜o
Neste cap´ıtulo, foi apresentado o projeto da ferramenta Policy Viewer, os detalhes
da implementac¸a˜o parcial da ferramenta e exemplos de uso da ferramenta, para validar
suas funcionalidades. As modificac¸o˜es inseridas no projeto provenientes de constatac¸o˜es
realizadas durante o desenvolvimento da ferramenta foram essenciais para o amadureci-
mento do projeto. Sua estrutura, dividida em componentes responsa´veis por aspectos
espec´ıficos, permite na˜o so´ o desenvolvimento incremental do projeto, como tambe´m a
adic¸a˜o de novas classes para expandir as funcionalidades da ferramenta. Apesar de ter
sido feito especificamente para o sistema operacional SELinux, pequenas alterac¸o˜es na
estrutura permitem o tratamento de outras pol´ıticas de seguranc¸a, bem como a inclusa˜o
de novas representac¸o˜es adequadas a finalidades na˜o previstas ao longo do projeto.
A ferramenta desenvolvida ate´ o momento, apesar de contar com apenas um sub-
conjunto das funcionalidades previstas, permite realizar va´rias ana´lises sobre a pol´ıtica,
que auxiliam na identificac¸a˜o de treˆs das setes questo˜es de seguranc¸a previstas na fase
de ana´lise de requisitos. A fa´cil manipulac¸a˜o dos no´s e arestas, a possibilidade de ob-
ter detalhes sobre demanda, e a representac¸a˜o da pol´ıtica independente do conhecimento
da estrutura da especificac¸a˜o permitem ao administrador de pol´ıticas uma compreensa˜o
da pol´ıtica em va´rios n´ıveis de abstrac¸a˜o, dessa forma auxiliando-o na identificac¸a˜o de
problemas dificilmente detecta´veis atrave´s da ana´lise das definic¸o˜es. Os exemplos de uso
apresentado, mesmo utilizando somente a parte do projeto implementada, permitem va-
lidar esse objetivo e vislumbrar o potencial da ferramenta completa.
Cap´ıtulo 7
Conclusa˜o
O surgimento e evoluc¸a˜o da Internet trouxe inu´meros benef´ıcios a organizac¸o˜es e usua´rios
de computadores ao permitir o intercaˆmbio de informac¸o˜es de maneira fa´cil e a´gil. Entre-
tanto, apesar dessas conexo˜es contribu´ırem com uma melhora significativa na eficieˆncia e
competitividade das organizac¸o˜es, elas tambe´m levaram ao aumento dos riscos de vaza-
mento de informac¸o˜es sigilosas e invaso˜es a sistemas computacionais, expondo computa-
dores e seus sistemas a ataques provenientes do mundo todo.
Com isso em vista, foi iniciado um estudo focando a seguranc¸a de sistemas operacio-
nais, identificado arquiteturas, mecanismos de seguranc¸a e caracter´ısticas necessa´rias a um
sistema operacional seguro. Constatou-se que muito ja´ foi feito nesse sentido, incluindo
o desenvolvimento de sistemas operacionais seguros. Entretanto, tambe´m constatou-se
que esses sistemas operacionais estavam restritos aos meios acadeˆmicos, e que a grande
maioria dos sistemas operacionais usados atualmente derivam sua estrutura de sistemas
operacionais anteriores a Internet, e por isso na˜o levam em conta inu´meras caracter´ısticas
de seguranc¸a necessa´rias ao contexto atual.
Va´rias sa˜o os motivos da fraca adoc¸a˜o de sistemas operacionais mais seguros, mesmo
com o crescimento praticamente exponencial dos incidentes de seguranc¸a ano apo´s ano,
dentre os quais destaca-se o uso de pol´ıticas de seguranc¸a. Responsa´veis por especifi-
car o comportamento esperado do sistema operacional, as pol´ıticas de seguranc¸a criam
abstrac¸o˜es dos elementos do sistema operacional para simplificar a definic¸a˜o das regras
e reduzir o trabalho necessa´rio para configurar todo o sistema. Pore´m, dada a quanti-
dade de usua´rios, processos, arquivos e recursos existentes em um sistema operacional,
a especificac¸a˜o torna-se muito extensa, o que dificulta a compreensa˜o e a verificac¸a˜o da
pol´ıtica definida. Foram estudados va´rios modelos, alguns com forte embasamento ma-
tema´tico, outros derivados das necessidade do mundo real, mas todos estavam sujeitos ao
esse mesmo problema.
Esses estudos culminaram com o desenvolvimento do projeto de uma ferramenta para
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visualizac¸a˜o gra´fica de pol´ıticas de seguranc¸as, denominada Policy Viewer, baseado
no sistema operacional SELinux, objetivo principal desta dissertac¸a˜o. Todas as etapas
realizadas, desde os estudos preliminares, ate´ a ana´lise de requisitos e o estudo de trabalhos
relacionados foram apresentadas, detalhando as caracter´ısticas necessa´rias identificadas,
a arquitetura do projeto, as estruturas de dados utilizadas e as interfaces desenvolvidas.
Para validar a ferramenta com relac¸a˜o ao seu objetivo inicial, a de auxiliar na compre-
ensa˜o e verificac¸a˜o das pol´ıticas de seguranc¸a, e assim contribuir na disseminac¸a˜o do uso
de sistemas operacionais seguros, foi realizada a implementac¸a˜o parcial da ferramenta a
partir de um subconjunto das funcionalidades previstas. Como os exemplos demonstram,
mesmo possuindo apenas parte das requisitos propostos, a implementac¸a˜o parcial da fer-
ramenta desempenha muito bem o seu papel de representar as pol´ıticas de seguranc¸a de
forma visual, mantendo uma representac¸a˜o clara e independente do conhecimento da sin-
taxe de especificac¸a˜o da pol´ıtica, quebrando a linearidade imposta pela definic¸a˜o textual
e auxiliando na ana´lise da pol´ıtica especificada.
Uma caracter´ıstica adicional obtida devido a forma como foi estruturado o projeto e´
a possibilidade de estender a ferramenta para representar a pol´ıtica de outros sistemas
operacionais, ou ainda de utilizar outras formas de representac¸a˜o, sem ser necessa´rio rees-
truturar totalmente a aplicac¸a˜o. Isolando as funcionalidades em componentes espec´ıficos,
e fazendo a interligac¸a˜o entre os componentes atrave´s de um componente mediador, e´
poss´ıvel adicionar funcionalidades ao sistema modificando apenas o componente associ-
ado a funcionalidade.
7.1 Trabalhos Futuros
Existem va´rias possibilidades de extenso˜es ao projeto proposto nesta dissertac¸a˜o. A pri-
meira, e mais importante, ja´ foi citada ao longo do texto, e consiste em adaptar a ferra-
menta para outros sistemas operacionais e pol´ıticas de seguranc¸a. Apesar de na˜o ter sido
proposto um framework para uso gene´rico, a estruturac¸a˜o componentizada da ferramenta
permite uma adaptac¸a˜o mais fa´cil, atrave´s da modificac¸a˜o do componente envolvido na
conversa˜o da pol´ıtica.
Outro ponto a ser estudado e´ a possibilidade de utilizar outras representac¸o˜es que na˜o
a estrutura de grafos. Grafos foram utilizados por haver uma grande disponibilidade de
mecanismos de manuseio, e por possuir propriedades semaˆnticas similares as das regras da
pol´ıtica. Entretanto, outras formas de representac¸a˜o poderiam ser empregadas para apre-
sentar caracter´ısticas distintas da pol´ıtica, focando determinados aspectos na˜o presentes
em grafos. Estudos envolvendo a a´rea de visualizac¸a˜o de informac¸o˜es poderiam contribuir
na identificac¸a˜o de representac¸o˜es visuais aplica´veis, que poderiam ser anexadas a ferra-
menta Policy Viewer para prover informac¸o˜es de forma mais clara e selecionada para o
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usua´rio.
Ainda ha´ trabalho a fazer no componente Gerenciador de Exibic¸a˜o, uma vez que foi
praticamente negligenciado durante o projeto e prototipac¸a˜o. No momento, apenas um
mecanismo de disposic¸a˜o dos no´s do grafo esta´ previsto (Force Directed Graph), pore´m
existe uma vasta gama de mecanismos que poderiam ser estudados e adaptados, permi-
tindo ao usua´rio da ferramenta selecionar mecanismos diferentes para destacar aspectos
distintos da pol´ıtica.
Finalmente, um trabalho mais complexo que pode ser derivado da ferramenta e´ o de-
senvolvimento de um editor completo de pol´ıticas de seguranc¸a, totalmente integrado e
dispondo de mecanismos de visualizac¸a˜o, verificac¸a˜o e distribuic¸a˜o de pol´ıticas de segu-
ranc¸a em sistemas operacionais conectados em rede. Um editor nesses moldes simplifica-
ria muito o processo de gerenciamento de pol´ıtica, dessa forma estimulando ainda mais a
adoc¸a˜o de sistemas operacionais seguros.
Apeˆndice A
Glossa´rio
ACL Access Control List - Lista de Controle de Acesso
AVC Access Vector Cache - Cache do vetor de permisso˜es de acessos
API Application Programming Interface - Interface de programac¸a˜o da aplicac¸a˜o
DAC Discretionary Access Control - Controle de Acesso Discriciona´rio
DTE Domain and Type Enforcement - Imposic¸a˜o de Domı´nio e Tipo
GID Group Identifier - Identificador de Grupo associado a arquivos do Linux
IBAC Identity-Based Access Control - Controle de Acesso baseado em identidade
IPC Inter-proccess Call - Chamada entre processos
LDAP Lightweight Directory Access Protocol
LIDS Linux Intrusion Detection System
MAC Mandatory Access Control - Controle de Acesso Mandato´rio
RBAC Role-Based Access Control - Controle de Acesso baseado em pape´is
RSBAC Rule Set Based Access Control - Controle de acesso baseado em conjuntos de
regras
SELinux Security-Enhanced Linux
SID Security Identified - Identificador de Seguranca do SELinux
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TCSEC Trusted Computer System Evaluation Criteria - Crite´rio de avaliac¸a˜o de siste-
mas computacionais confia´veis
TE Type Enforcement - Imposic¸a˜o de Tipo
UID User Identifier - Identificador de Usua´rio associado a arquivos do Linux
UML Unified Modeling Language
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