Abstract
Introduction
In today's businesses, the application of workflow management systems (WFMSs) is widespread. The use of WFMSs ensures a well-structured and standardized handling of these processes within the organization. Traditionally, the emphasis of workflow management has been on processes within the boundary of a single organization. In the context of close cooperation between companies, where companies combine their efforts and become virtual enterprises, processes crossing organizational boundaries have to be supported. This implies extending the functionality of workflow support so that workflow management systems in different organizations can be linked to manage integrated cross-organizational processes. This extended workflow support should be able to deal effectively with heterogeneous workflow environments, well-specified levels of autonomy of partners in a virtual enterprise, and dynamic formation of new and dismantling of existing collaborations. A typical pattern of collaboration in virtual enterprises is that of service outsourcing. In this pattern, an organization, called the service consumer, outsources part of its process to another organization, called the service provider, to prosecute a result collaboratively. The resulting cooperation is called a virtual enterprise. In specific business sectors (vertical markets), standard types of services exist. This opens the possibility of dynamic outsourcing. Based on a common understanding of standard services, services to be outsourced can be exchanged on electronic markets through service trading facilities. Parameterization of standard services is necessary to cater for required flexibility in service enactment. To enable flexible service trading, detailed contracts are required for both service trading and service execution. These contracts provide the structure for specification and parameterization of complex workflow-supported services. To link workflow management systems properly in the enactment of outsourced services, these contracts should not only specify static parameters of the service being traded, but also service process structures and enactment clauses. Process structures allow a mapping of service execution to workflow management systems on both service consumer and service provider sides. High-level enactment clauses allow the specification of additional execution characteristics, like monitoring of quality of service parameters or explicitly controlling the progress of outsourced services by the service consumer party. To allow high-level, flexible enactment of dynamically specified services, an infrastructure is required on top of traditional workflow management functionality that can handle both contract making and contract enactment. To effectively match the dynamic nature of contracts, this infrastructure should be dynamic as well. Its configuration should be determined by the contents of the contracts. For this purpose, a well-structured contract specification language is required. We chose XML as the basis for this language, as it allows the specification of complex structures. In the CrossFlow ESPRIT project [Gref99a] , contract-based support for cross-organizational workflow is developed for dynamic virtual enterprise settings. Along the lines presented in this report, a conceptual contract model and contract specification language have been developed to model and specify flexible outsourcing. On top of a commercial workflow management system, a contract making and contract enactment infrastructure has been designed to advertise contracts via a trader, search for contracts matching outsourcing requirements, make contracts, and enact services specified in contracts. This report focuses on the contract model and language developed in the CrossFlow project. The application of the language in the project context is discussed to illustrate the use of contracts. The contribution of this report to the state of the art is threefold: it shows that contracts are required for flexible workflow based outsourcing, it explains what form contracts should have by describing a contract model and specification language, and it shows the application of the approach in a real work context.
Structure of this report
Below, we start with a discussion of related work, in which we position our work with respect to other work in the fields of cross-organizational workflow management and structured information exchange. In Section 3, we describe the context in which we propose the use of contracts as the basis for cross-organizational workflow management. The conceptual structure of contracts is discussed in Section 4. Here we see how requirements from the context are mapped into a conceptual contract structure. In Section 5, we show how this conceptual structure can be operationalized into an XML-based contract specification language. Next, the application of contracts in the CrossFlow project context is presented as a concrete application of our ideas. We end the report with conclusions and a description of future work.
Related work
In the past decade, workflow management technology has emerged as a basis for structured process management [Geor95] . The emphasis has mainly been on workflow management in homogeneous environments within the boundaries of an organization. With the advent of virtual enterprises and electronic commerce, however, cross-organizational workflow management is attracting much attention these days [Ludw99] . Basic interoperability between workflow management systems has been addressed by the Workflow Management Coalition [WFM98] , but realistic virtual enterprise settings require more than this. The FlowJet project at HewlettPackard aims at coupling various types of workflow systems in E-business contexts [Shan99] . Dynamic resource brokering is within the scope of the project, but explicit contracts for detailed service specification are not considered. The WISE project is comparable to FlowJet as it uses cross-organizational workflow management technology for business-to-business E-commerce scenarios [Alon99] . Electronic trading of workflows is also considered in other research efforts [Ditt99] . Our work distinguishes itself from these other approaches by the use of contracts as fine-grain specifications of the workflows (or rather services) to be traded. In the past, a substantial amount of effort has been dedicated to electronic description and communication of structured information. Most notable are developments in the context of EDI [Cann93] and EDIFACT [EDIF] . This work generally concentrates on electronic exchange of product specifications, whereas our work focuses on trading, exchange and enactment of service specifications, including execution characteristics. The work in the XML community aims at structured information specification [XML, Grah99] . We see this work as input to our work, as our contract specification language is based on XML.
Context
In this section, we discuss the context in which contracts for cross-organizational workflow are used. First, we describe the concept of contracts. Next, we show the cross-organizational environment in which contracts are applied. From concept and environment, the requirements for contracts follow. These requirements are the basis for the conceptual contract structure presented in Chapter 4.
The concept of contracts
Contracts are needed in many types of business transactions. In the first place, the contract should specify exactly the product or service to be exchanged in such a way that buyer and seller know what they can expect and what is expected of them. In the second place, a contract establishes the rules of the engagement. In case disagreements occur, the contract should ultimately contain the information to judge who is right. Contract making has been done and studied for centuries, so in itself this is nothing new [Beal90] . In a vertical market, where the same products or services are traded on a regular basis, standard form contracts can be used [NJL98] . These are contracts with standard wording, leaving fields empty for specifying the individual characteristics of each transaction (such as the date and the buyer's name). By using standard form contracts, making a contract is less complicated than when the phrasing of the entire contract has to be formulated with each agreement. In this report, we discuss contracts for dynamic outsourcing of workflow. We present contracts that are an electronic variation of standard form contracts for trading standardized workflow processes. This electronic form offers more flexibility in specifying contracts than traditional standard form contracts, as they can be dynamically composed from contract elements.
An environment for contracts
We focus here on an environment where transactions take place between automated systems. Contracts are used to define these transactions. The goal is to have a fully automated cooperation between two systems that will be set up and managed without human intervention. The consequence of this is that the contracts have to be established automatically and have to be interpreted by automated systems. The product that is traded is a service implemented by a workflow process. The automated systems on both sides are Workflow Management Systems (WFMSs), extended with contract handling facility such that they are able to deal with the outsourcing interaction. On one side there is a consumer WFMS that wants to outsource a process, on the other side a provider WFMS that can execute this process for the consumer. The outsourcing starts when the consumer WFMS notices that it needs to outsource part of its process. Reasons for this may be that the process is not supported within the company at all, or that all the resources needed for this process within the workflow context are already in use. It may also be the case that the provider can perform the service more efficiently or effectively than the consumer. The consumer WFMS will then, through its outsourcing infrastructure, automatically send out a request to a service trader that results in a contract with a provider. Both the provider and consumer WFMS must be able to read from the contract what is expected of them and they will start executing the process without human intervention.
The processes are traded by the use of an automatic matchmaker. As shown in Figure 1 , providers can advertise service offers via the matchmaker. The matchmaker will find the provider offers closest to the consumer's wishes and present the resulting set of offers to the consumer. The consumer can then finalize the deal between himself and the provider. Since the contracts are standardized with only certain fields that can be used to define variations it is not too difficult to accomplish the matchmaking. The matchmaking process itself is described in [Hoff99] , we will focus here on the contract itself and its use in cross-organizational workflow. The consumer WFMS has now bought a process that the provider will execute for it. It is, however, not a black box situation where only the process name is known to the consumer. Through the contract, the consumer knows the internal specification of the process. The consumer WFMS will, through the outsourcing infrastructure, monitor the progress of the purchased process and influence the process, even though it is executed elsewhere. The provider WFMS is obliged to keep the consumer WFMS up to date on the progress and to obey a certain set of commands from the consumer. The contract defines all the properties of this close cooperation. 
Figure 2: Contract and workflow levels
There is not a direct co-operation on workflow level between the WFMSs, in the sense that two workflows are connected directly through, for example, a WfMC IF4 interface. The WfMC interface defines the requests and responses that two workflow engines must exchange when interoperating across a network [WfMC] . In our case, both WFMSs will have a contract enactment infrastructure, which can translate the relevant contract information into concepts that can be interpreted by the WFMS and will manage issues that are outside of standard WFMSs itself. The level of co-operation is elevated to the level of the contract (Figure 2 ). This is a flexible situation, which is required for dynamic outsourcing. If workflow systems are connected directly, a static situation is created. By elevating the co-operation to the contract level, new links can be made at any moment, without having to reorganize the basic workflow infrastructure. Such flexibility means, for example, that different providers can be used each time a specific service is needed, depending on the requirements and offers at that moment. The implications of such an environment for contracts will be discussed in the next section.
Requirements to contracts
In order to have contracts that can be used as a basis for automatic co-operation, these have to comply with several requirements:
Structured and complete contents. The contract must be searchable and interpretable by electronic systems. This means the contract must have a clear structure and use unambiguous naming conventions. It also means that one cannot leave out things, relying on the (human) common sense of the contract parties, every interaction issue that can possibly occur must be described in the contract.
Flexibility. The contract must be usable in each kind of outsourcing situation. It should be flexible in respect to usage and reusability. For example it may be practical to reuse the same contract for multiple uses of a service. The contract should also be flexible with respect to the enactment characteristics, allowing adaptation of contracts to organizations and circumstances.
Heterogeneity. The contract should be interpretable by each WFMS that is on the market. The WFMSs on both sides read, through the outsourcing infrastructure, the specifics of the transaction from the contract. The contract should therefore be stated in terms that have meaning to each type of WFMS. Each kind of WFMS must be able to map the contract view on the process to its own process specification language.
Encapsulation. The contract contains a specification of the process. The provider is the expert on the outsourced process, it has well worked out procedures, a set of internal rules and details of how to execute this process successfully. The provider's WFMS will know exactly how to use the provider's resources in order to have the fastest and most cost effective way of executing this process. The provider may not be willing to disclose all its process information to the consumer. Also, to the consumer not all details about the provider are relevant. The consumer wants to know that a certain set of actions is executed and in which order, so it will know when to expect a result or when to inquire about service execution status. The consumer WFMS does not need so many details that it can actually run this process. Therefore, the contract should hold an encapsulated view on the process, with enough information to be meaningful to the consumer without containing irrelevant detail or private information of the provider.
Legality. The contract should be a legally binding document that defines the co-operation between the companies. Even though it is an automated affair, we are still dealing with a business transaction between two organizations. In case of conflict the contract should contain the information for settlement.
From these requirements, the essential elements of the contract can be derived. These elements and the way these are structured in the contract are described in the next section.
Contract structure
From the requirements in the previous section, five basic contract elements can be identified, which together describe all aspects of automatic workflow outsourcing: Concept model. All concepts that are used in the contract must be defined clearly, creating a concept space in which the other contract issues can be specified. This is not dissimilar to the terminology statements in the first section of a regular contract.
Process model. The process model describes the internal structure of the workflow process implementing the service. The process is composed of process elements, e.g. the individual activities and transitions. The process needs to be specified in a way that allows the provider to map it to its actual process and allows the consumer to understand the sequence of events and make decisions based on this knowledge.
Enactment model. The enactment details must be described. This part of the contract specifies the co-operative support that is offered during the service. For example remuneration, authentication, control options for the consumer, etc.
Usage model. The usage model defines manners in which the contract can be used. The simplest case is where one contract is made to start one instance of the service immediately.
Other possibilities are contracts made to start multiple executions of the service, or contracts made to reserve the resources of the provider for a service execution at a later moment. The usage model describes the different usage possibilities of the contract and their conditions. Natural Language Description. The natural language description is a piece of text that is not meant for electronic interpretation, but for human reading. This piece of text can be used to describe the service in an easily understandable way and to refer to the legal context of the transaction.
The structure of a contract is depicted in Figure 3 . This picture shows the above mentioned elements that the contracts consist of and their relation to each other. As can be seen in this figure, the elements of the contract are not independent, many of the elements can refer to other elements. For example, clauses in the enactment model can specify that the consumer is allowed to change the value of a concept during a particular activity in the process, thereby referring to both the concept model and the process model in the enactment model. Concept, process, and enactment model are the most important and most interesting parts of the contract model. In order to be concise, only these are described in more detail below, the complete contract model and language are described in [Koe99a] and [Koe99b] .
Concept model
In a traditional contract, the terminology of the contract will be established in the first section. For example, a phrase in the first part of the contract stating: Mr. X. who will be referenced as CUSTOMER from now on. This has the advantage that the basic text of the contract can be reused without changes, only the specifications of the references in the first section have to be altered for each new contract. A similar approach is used in the electronic contract for cross-organizational workflow. In the contract, all the objects that can be parameterized are defined and given a value. The specific properties of the service are established in this part of the contract as parameters. Since the contracts are interpreted automatically, these parameters should be defined in a manner that automated systems can process. This means that for each parameter the following attributes should be defined:
• A unique name, that identifies the parameter.
• The type, whether it is a string, integer, etc. This makes it easier to manipulate the parameters electronically if necessary.
• The value, if required. The value does not in each case have to be specified in the contract.
If the parameter is used for communicating the results of the process, the parameter will only receive its value during the execution of the process.
• An optional explanation, this is not essential for electronic processing, but it makes the contract more readable for humans.
• Additional attributes, defining whether it is mandatory for this parameter to have a value, or who should provide the value of the parameter (consumer or provider). These additional attributes enable validation of contracts before starting the execution of the service.
Several types of parameters can be identified, these types determine whether and when a value will be specified for the parameter and in what manner the parameter must be treated by the infrastructure:
• Parameters that define the co-operation, such as the name and address of the consumer, the name and address of the provider, the date of the contract, etc.
• Parameters that have to serve as input for the outsourced process, this means that the consumer should provide its value.
• Parameters that will supply the results of the process, these parameters will not have a value in the contract but they will be defined so that the consumer knows what to expect.
Just like the terminology in regular contracts, these established parameters can be referred to in other parts of the contract. For example, it may be mentioned somewhere in the contract that the provider will update the value of a certain parameters after each activity. Only the name of the parameter will have to be mentioned, the structure and the meaning of it can be looked up in the concept model.
Process model
The contract contains a workflow specification of the process that is being traded. This workflow specification ensures that both parties have a shared view on the outsourced process.
To comply with the heterogeneity requirement, the workflow specification must be set in a language that allows a mapping to any workflow specification language of a particular WFMS. The WfMC workflow description language is used for this [WFM98] . The encapsulation requirement states that the specification of the process should only contain the process information that is functional for the co-operation. This is the process information that is to be shared between consumer and provider. It is not necessary to actually implement a workflow from the contract, the workflow is already fully implemented at the provider's side. The process that is in the contract is therefore an abstracted view on this provider's process. This is reflected in the contract specification in two ways:
The full WfMC workflow specification language contains activities, transitions, workflow relevant data, roles and application definitions. In the contract we only use activities and transitions to specify the process. This way all that is specified is which activities will take place and in which order. This is sufficient information for the consumer WFMS to track the process. The data shared between both parties is defined in the parameter section. The roles and applications are only of interest to the provider WFMS in order to be able to run the process, these do not have to be shared between the contract parties. Not all the activities of the provider have to be specified in the contract. A detailed set of activities may be grouped into one aggregated activity in the contract. The contract view on the workflow will then be a higher level view on the process, which is more understandable and meaningful to a consumer. The provider however should pay close attention to the mapping from the contract to its real process, it can mean he has to perform a whole set of activities before he can report one single contract activity as 'finished' to the consumer. The structure of the workflow specification as it is used in the contracts is depicted in Figure 4 . 
Enactment model
The enactment clauses in the contract define the additional functionality that is provided during the execution of the process. These options go beyond a plain connection of two WFMSs and need support from the connection infrastructure. This can include:
• monitoring, allowing the consumer to look into data of the provider's workflow process during the execution.
• control operations, allowing the consumer to exercise control on the running provider's workflow process.
• control of service flexibility, giving the consumer possibilities to adapt the provider's workflow.
• workflow transaction mechanisms, offering the possibility of cross-organizational workflow transactions.
• remuneration, offering mechanisms for automatic handling of service payments.
• authentication, offering security mechanisms for the co-operation.
In the enactment part of the contract, the provider specifies the additional features that it is willing to provide during the execution of the service. The particular enactment features in the contract are specific for a given context. When a very short and simple service is outsourced, no enactment features may be necessary at all. For more complex services, monitoring and control options are useful to the consumer. Authentication support is important if confidential information is transferred between consumer and provider during the execution. The particular enactment features that are implemented can be adapted to the requirements of the service.
Contract specification language
Basically, the contract is a highly structured electronic document that is transferred between different kinds of information systems. The obvious language solution for such a situation is XML, since XML is particularly designed to deliver structured content over a network. In the next two sections we will explain how XML was used as the basis for the contract language.
XML as the basis for contract specification
XML is a markup language for documents containing structured information [XML, Grah99]. XML is not unlike HTML, however in XML one can define one's own tags. A Document Type Definition (DTD) is used to define for a set of documents the tags that can be used, the order of these tags and the attributes that can accompany those tags. A complete XML document can be mapped to a tree structure, with elements that consist of other elements. The contract model has been mapped to a contract DTD, establishing the content and structure for all contracts. The root of the contract DTD looks like this:
This line establishes that the contract consists of a data section, a natural language description (optional), a workflow specification, an enactment specification, and usage clauses (optional). Each element that makes up the root of the contract is specified into detail in turn, defining a complete structure that all contracts must conform to. However, a DTD alone cannot offer adequate constraints for specifying a complete contract language. Additional constraints have been identified, for example constraints that relate the attribute values of an element to its content. XML in itself cannot impose constraints on text content within elements. These additional constraints form together with the DTD the complete contract language.
Mapping the conceptual contract structure to XML
In the mapping of the contract model to the contract language explicit design decisions have been made to make the contract operationally more suitable. Some features that are defined as attributes in the contract model have been implemented as individual elements in the XML structure, because for the co-operation infrastructure it is more straightforward to look up explicit tags in the XML specification than to search through the tree structure for a specific value. Below the DTD specification of the workflow model is given. This structure is obtained by mapping the conceptual model as depicted in Figure 4 into XML. Because of the encapsulation principle (see Section 3.3), this is a relatively simple piece of DTD. The activities have an identifier attribute, to enable referring to them in the rest of the document, just like the parameters, which are defined in another part of the DTD. Conditions are attributed with a type in order to configure the proper evaluators in the infrastructure. The conditions can refer to both activities and parameters, enabling statements that refer to a particular state of an activity or a parameter value. A condition language is one of the additional constraints to the contract language, prescribing the statements that can be used in this mixed content element.
Contracts in CrossFlow
In this chapter we will explain how the contract model and language are developed and used in the CrossFlow ESPRIT project.
The CrossFlow project
Seven European institutes form the consortium of the CrossFlow ESPRIT project. The project researches dynamic outsourcing of workflow processes. An infrastructure is developed to connect workflow systems dynamically, based on contracts. High level support is obtained by abstracting services and offering advanced co-operation support. CrossFlow developments are driven by requirements from real-world scenarios.
Contract model and language
The language described in this document is used for the contracts in the CrossFlow project, with the addition that particular details of the enactment model, which are context specific (see conditions it is allowed to carry this out, how the consumer can carry this out and what effect using this control has on the agreement. The transaction part of the contract specifies compensation activities, which are used to support cross-organizational rollbacks [Gref99b, Von99] . Flexible Change Control allows for dynamic changes to execution paths of services during their execution. The FCC model in the contract specifies alternative or unordered paths in the service specification, and what the effects are of choosing these paths on service parameters [Klin99] . Quality of Service gives the consumer the possibility to monitor the current execution and compare it to a set of preconceived quality standards. The QoS enactment model specifies the quality standards that are guaranteed for this service, and ways for the consumer to monitor these standards. For each monitoring option is specified what (which service parameter) the consumer can monitor, under which conditions this can be monitored, how the consumer can monitor this, and whether the monitoring can be done actively by the consumer (monitoring operation) or whether the value is pushed to the consumer by the provider (notification).
Contract support architecture
The CrossFlow architecture supports both contract making and contract enactment. The architecture uses commercial workflow management system technology as a basis, shielded by an interface layer from the CrossFlow technology. In the project, IBM's MQSeries Workflow is used [IBM] . The CrossFlow architecture is shown in simplified form in Figure 5 . The CrossFlow architecture uses CSS (Co-operative Support Service) modules that each manage a specific kind of co-operation support. The contract is used for the selection and configuration of these CSS modules. This created a flexible architecture, depending on the situation, a number of CSS modules are plugged into a software bus [Gref98] , making it possible to adapt the type of implemented support services to each kind of process.
Cross-organizational workflow scenarios
The CrossFlow project uses on two real-world scenarios as input: a logistics scenario and an insurance scenario. The scenarios are both used for the elicitation of requirements to contractbased cross-organizational workflow support and for the deployment and evaluation of the prototype system produced by the project. The scenarios are:
The insurance scenario: AGFIL, an insurance company in Ireland, outsources the handling of the individual car insurance claims to a specialized organization. Since this is a very close cooperation AGFIL is interested in making a direct link between the workflows of both companies, thereby gaining more monitoring capabilities of the outsourced activities. Because of the regular use that AGFIL makes of this service, a contract can be made that can be used for multiple instances of the provider service, granting AGFIL extensive service support as an appreciated customer. The logistics scenario: Logistics company TNT wants to give its customers the opportunity to link the package transport process directly to their own process. TNT, as service provider, can in this manner increase the variety of the service portfolio without an increase in costs, so customers perceive tailor-made solutions complying with their individual needs. Integration with the systems of customers is an important challenge, e.g. a direct connection to their enterprise resource planning systems. Consumers can automatically make contracts each time the need for transporting a package arises or, if they have to transport packages on a regular basis, make a multiple service contract with TNT. In the Crossflow scenario, TNT acts as a service provider for KPN Telecom in the distribution of mobile telephones. This requires high level coupling of TNT's and KPN's workflow support, offering powerful monitoring and control functionality.
Conclusions
By the use of contracts, highly flexible dynamic outsourcing in virtual enterprises is possible. Contracts enable flexibility in the outsourcing by lifting the level of co-operation to a higher level. By providing an abstracted view on the interaction on a level above the basic workflow level, process details are shared between the co-operation partners, offering more transparency than with a black box approach. This abstraction approach results in the means to deal with heterogeneity, making this type of co-operation available to workflow management systems in general, and encapsulation, shielding private provider details from the consumer and protecting the consumer from irrelevant information. The contract also serves as a legal basis for the transaction.
A contract language has been developed that can be used to define contracts that are suitable for supporting fully automated outsourcing transactions. With this language, all aspects of the interaction can be defined in a structured manner, enabling the co-operation infrastructure to set up and manage the outsourcing environment. A prototype of this infrastructure is under development in the CrossFlow project.
In future, the model and language will be refined and extended, based on the experience with the CrossFlow user scenarios. The CrossFlow prototype will be implemented as proof of concept. Contract enactment mechanisms will be developed further. Tools will be developed to edit and create contracts, validate them, and present contracts in a readable form.
