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Forord
Denne oppgaven er resultat av et samarbeid mellom forskningsgruppene
bioinformatikk og OMS (objektorientering, modellering og språk) ved
institutt for informatikk, Universitetet i Oslo.
Jeg ønsker å takke mine veiledere, Ole Christian Lingjærde og Arne
Maus, for hjelp og innspill under arbeidet med denne oppgaven. I tillegg
vil jeg takke Helle Frisak Sem og Helge Grenborgen for arbeid med
korrekturlesning av den ferdige oppgaven. En spesiell takk til Ole Christian
og Helle for hjelp med formalisering av beviset i vedlegg II.
Bakgrunnen for denne oppgaven var ønsket om å utvikle et plagiatde-
teksjonssystem basert på algoritmer fra bioinformatikk. Etter å ha studert
en rekke eksisterende plagiatdeteksjonssystemer, og lest artikler med til
dels overfladiske sammenlikninger av disse, endret vi fokus på oppgaven
til å være en studie rundt metodikk for sammenlikning av slike systemer.
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Kapittel 1
Innledning
Plagiering kan defineres som det å utgi en annens arbeid som sitt eget,
enten det er en hel besvarelse eller bare én enkelt idé.
Professor Alan Grafen, som leder de disiplinære tjenester ved univer-
sitetet i Oxford, har uttalt at stadig flere studenter kopierer andres ar-
beid uten å oppgi kilde eller å nevne at opplysningene ikke er deres egne
(Grafen, 2006). I Australia rapporterer Zobel (2004) om flere tilfeller av kjøp
av løsninger på obligatoriske oppgaver og om tilfeller der “privatlærere”
har sittet eksamen for andre mot betaling. Zobel oppsummerer med å trek-
ke frem den skremmende muligheten for at noen kan gjennomføre et kom-
plett studieløp, uten å ha gjort noe eget arbeid.
I bakgrunnsdelen av denne oppgaven vil vi se at plagiering er utbredt,
og kan utgjøre et betydelig problem ved å senke troverdigheten til
gyldigheten av karakterene som har blitt satt på hjemmearbeid. Det er også
pedagogisk uheldig at studenten mister det utbyttet man får ved å gjøre
oppgaven selv, og plagiering tidlig i utdannelsen vil kanskje kunne senke
den etiske standarden i videre arbeid.
Det har vært pekt på mange forskjellige måter å bekjempe plagiering
på. Eksempler på dette er informasjon om regelverk til studentene, å
følge opp innleveringer med eksamen og å manuelt lete etter plagiering
i besvarelsene.
Å analysere et innleveringssett1 for å oppdage plagiering kan være
en tidkrevende prosess. Av den grunn har det blitt implementert flere
automatiserte systemer for plagiatdeteksjon.
Plagiatdeteksjonssystemene vi skal se på i denne oppgaven sammen-
likner sett med innleveringer, og finner par av innleveringer med likheter
som kan skyldes plagiering. Disse parene blir gjerne presentert til bruke-
1I denne oppgaven vil vi bruke ordet innlevering i sammenhenger der det kanskje ville
være mer naturlig å benytte oppgavebesvarelse. Bakgrunnen for dette er at det er enklere
rent språklig å lese innleveringssett og innleveringspar, fremfor oppgavebesvarelsessett og
oppgavebesvarelsespar.
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ren i form av en rangering, med de parene på topp sommest trolig skyldes
plagering - slik dette er vurdert av systemet2.
Ulike strategier for plagiatdeteksjon har vært benyttet - fra sammenlik-
ning av programstatistikk, slik som antallet kommandoer etc, og til tresam-
menlikning av parsert kildekode. Det har også vært implementert en rekke
forskjellige systemer3 som bruker de samme grunnleggende strategiene.
Med en slik lang rekke implementerte systemer, som gir til dels ulike
resultater, vil det være nyttig å kunne sammenlikne disse på en enkel måte.
Sammenlikninger mellom plagiatdeteksjonssystemer for å avgjøre hvil-
ken som er best, har i stor grad vært basert på en sammenlikning av beskri-
velsen rundt hvordan disse er implementert. Hvor godt et plagiatdetek-
sjonssystem er, vil da vurderes ut fra hvilke former for plagiat det er im-
plementert deteksjonsmekanismer mot. En slik sammenlikning kan være
tidkrevende å utføre - særlig hvis man ønsker å sammenlikne mange for-
skjellige systemer. I tillegg kan det være vanskelig å sammenlikne systemer
som er implementert på fundamentalt forskjellige måter.
En annen løsning er å manuelt gå gjennom et sett med innleveringer
og bestemme hvilke som skal klassifiseres som plagiater. Deretter kan
man vurdere plagiatdeteksjonssystemene ut fra antallet falske positiver og
negativer, slik dette ble bestemt av den manuelle gjennomgangen. Dette
er dessverre en nærmest uoverkommelig oppgave å utføre manuelt, siden
antallet parkombinasjoner vokser med O(n2).
I kapittel 9.1 vil vi se at det er vanskelig å få et representativt utvalg som
inkluderer tilstrekkelig mange innleveringer som kan skyldes plagiering.
Av den grunn ble en annen tilnærming utviklet av Whale (1990) da
han skulle sammenlikne sitt nyutviklede system Plague, mot tidligere
implementerte systemer. Vi vil se Whales løsning i kapittel 5.
Plasseringen av innleveringspar blir ikke vurdert ved bruk av Whales
metode. Dermed vil det ikke ha noen negativ betydning hvis innleverings-
par med likheter som opplagt skyldes plagiering blir rangert etter andre
par - sålenge disse også blir vurdert som plagiater ved en manuell gjen-
nomgang.
Nå vil kanskje noen innvende at en innlevering ikke kan være
mer plagiert enn en annen, men det finnes grader av plagiering og
plagiatmaskering:
• Kopiere direkte fra en annen innlevering uten å foreta endringer.
2Det finnes plagiatdeteksjonssystemer som søker i databaser eller på Internett etter
mulige kilder for plagiering. Slike systemer vil ikke bli studert i denne oppgaven da det
faller utenfor rammene av oppgavens problemstilling. En innlevering kan også inneholde
stilbrudd eller andre karakteristika som kan tyde på plagiering. Vi vil heller ikke studere
systemer som er basert på en slik tilnærming.
3Vi kommer til å se nærmere på ulike systemer for plagiatdeteksjon i kapittel 4.
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• Kopiere direkte fra en annen innlevering for så å utføre enkle
endringer, slik at selv folk som ikke kan programmere vil kunne se
likheten.
• Kopiere direkte fra en annen innlevering for så å utføre større
endringer på koden, dog slik at enkelte konstruksjoner er bevart i sin
helhet.
• Kopiere kun noen få linjer fra en annen innlevering.
Dette er ikkement å være en komplett liste, men bare gi noen eksempler
på forskjellene mellom plagierte innleveringer.
Alle plagiatdeteksjonssystemene vi ser på i denne oppgaven finner
plagiering ved å detektere likheter mellom par av innleveringer i et
sett. Deretter nomineres par av innleveringer der det kan forekomme
plagiering. Systemene oppgir ikke hvilken av innleveringene i paret som
antas å plagiere den andre.
En rangering av disse parene er nyttig, da man vil kunne ønske å
behandle plagiering forskjellig etter alvorlighetsgrad eller andre kriterier.
Hvilken rangering som er hensiktsmessig vil kunne variere etter hvilken
kontekst systemet skal brukes i. Mulige rangeringskriterier kan være:
• Konfidens ved antakelsen: Graden av konfidens ved antakelsen om at
likheten ved to innleveringer skyldes plagiering og ikke tilfeldigheter.
• Mengden antatt plagiert kode. Det kan være ønskelig å kunne reagere
hardere mot direkte kopier, enn hvis kun enkeltdeler er kopiert -
særlig siden overgangen mellom tillatt samarbeid og plagiering kan
være uklar.
• Rettslige kriterier: Opplagte kopier er trolig enklere å få bekreftet som
plagiater ved rettslige prosesser. Det kan for eksempel være vanskelig
å argumentere i en rettsal at en student må ha skrevet/funnet et
program for å gjøre en bestemt endring automatisk.
I denne oppgaven vil vi vurdere metoder for sammenlikning av
plagiatdeteksjonssystemer.
Rangeringer av innleveringspar er den informasjonen som blir presen-
tert brukere av plagiatdeteksjonssystemer. Dermed vil sammenlikning av
rangeringer være det som ligger nærmest opptil den reelle bruken av sys-
temet. Rangeringer ser ut til å være generelt tilgjengelig - vi har ikke fun-
net noe plagiatdeteksjonssystemsom ikke produserer en slik rangering. Av
den grunn legger vi særlig vekt på sammenlikning basert på rangering.
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1.1 Definisjon av plagiering
Plagiering
En definisjon av plagiering som samsvarer godt med den som ble benyttet
innledningsvis i oppgaven, er følgende:
“Plagiat (fr. fra senlat. plagiatus til plagiere, røve mennesker),
utilbørlig utnyttelse av en annens åndsprodukt, idet man
utgir dennes ideer som sine egne, eller som forfatter utnytter
en annens verker uten å oppgi denne som kilde; litterært,
kunstnerisk tyveri. - Plagiere, utføre plagiat. - Plagiator, en som
utfører plagiat.”
(Aschehoug og Gyldendals Store norske leksikon, 1980)
Merk at denne definisjonen også inkluderer utnyttelse av andres idéer,
noe som i vid forstand vil omfatte former for plagiat som ikke lett lar seg
oppdage maskinelt. Fokus i denne oppgaven vil være på de former for
plagiering som bevarer tekstlige og/eller strukturelle karakteristika ved
den opprinnelige teksten, og som følgelig ligger til rette for automatisk
deteksjon.
Plagiatskjulende transformasjoner
En student vil kunne gjøre endringer på eventuelt plagiert materiale
med det formål å skulle skjule plagiering. Jeg velger å kalle en slik
enkeltendring for en plagiatskjulende transformasjon. Når en slik endring
blir utført på kildekodemateriale, vil jeg kalle dette for en plagiatskjulende
kildekodetransformasjon eller bare kildekodetransformasjon.
1.2 Problemstillingen
Målet med denne oppgaven er å studere og forståmetodikk for sammenlik-
ning av plagiatdeteksjonssystemer, herunder også muligheten for å kvan-
tifisere en slik sammenlikning.
Vi vil se på plagiatdeteksjonssystemer som finner plagiering mellom
par av innleveringer i et sett. Tilsvarende vil vi kun studere metodikk for
sammenlikning av slike systemer.
Ulike kontekster kan kreve ulike egenskaper ved plagiatdeteksjonssys-
temene. Det beste systemet for plagiatdeteksjon ved et innføringskurs i pro-
grammering, trenger ikke nødvendigvis å være det beste til bruk ved sene-
re kurs. Sammenlikning av plagiatdeteksjonssystemer bør dermed kunne
gjennomføres av de som skal velge et system for reell bruk. Av den grunn
blir det særlig viktig å legge til rette for hurtig sammenlikning av mulige
kandidater.
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1.3 Oversikt
I kapittel 2 vil vi se på bakgrunnen for at plagiering er en uønsket
praksis. Vi vil også se på utbredelsen av plagiering og mulige preventive
tiltak. Deretter vil vi diskutere fordelene et automatisert system kan gi.
Konklusjonen fra dette kapittelet er at plagiering bør bekjempes, og at
automatiserte systemer ser ut til å være et meget nyttig verktøy i dette
henseende. I tillegg så vi på innleveringssett og -par for å oppnå en bedre
forståelse rundt problemområdet.
Deretter vil vi presentere seks samtaleintervjuer i kapittel 3. Formålet
med disse intervjuene er å kartlegge mulige teknikker for plagiatmaske-
ring. Slike teknikker kan være kildekodetransformasjoner, slik som å endre
variabelnavn, flytte deklarasjoner etc.
I kapittel 4 vil vi se på plagiatdeteksjonssystemer. Vi starter med et kort
historisk sammendrag over utviklingen av slike systemer, for deretter å
presentere noen utvalgte systemer mer i detalj.
I kapittel 5 vil vi vurdere ulike metoder for sammenlikning av plagiat-
deteksjonssystemer. Eksisterende metodikk inngår i denne vurdering.
I kapittel 6 vil vi se nærmere på bruk av rangeringer som sammenlik-
ningsgrunnlag. Vi starter med å diskutere bruk av klassiske mål på korre-
lasjon, Pearsons r, Spearmans ρ og Kendalls τ. Deretter vil vi tilpasse disse
målene, slik at de kan brukes ved sammenlikning av rangeringer produ-
sert av plagiatdeteksjonssystemer. Til sist i dette kapittelet vil vi vurdere
enkelte andre metoder for analyse av et rangeringsmateriale.
I kapittel 7 presenterer vi et program kalt ComparePDS som implemen-
terer de målene vi vurderte som nyttige/gode i det forrige kapittelet.
Deretter vil vi teste ut dette programmet, ved å sammenlikne fire
forskjellige plagiatdeteksjonssystemer i kapittel 8. Formålet med denne
sammenlikningen er å vise hvordan resultatene fra ComparePDS kan
tolkes, samt å danne en basis for videre diskusjon rundt nytteverdien til
rangeringssammenlikninger. Resultatet fra selve forsøket er en oversikt
over hvilke systemer som gir liknende resultater, og hvilke innleveringspar
som blir vurdert meget forskjellig av to systemer.
Forsøket beskrevet i kapittel 8 kartlegger likheter og forskjeller mellom
systemene. I tillegg er det ønskelig å kunne si noe om hvilket system som
er best. I kapittel 9 vil vi diskutere hvordan en rangeringssammenlikning
kan brukes til å avgjøre hvor godt et system er til plagiatdeteksjon.
Til slutt vil vi oppsummere oppgaven i kapittel 10, og i kapittel 11
trekke frem de konklusjonene vi har etter arbeidet med denne oppgaven.
I den sammenheng vil vi også se på det videre arbeidet som er nødvendig
for å kunne ha et fullt system for evaluering av plagiatdeteksjonssystemer.
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Kapittel 2
Bakgrunn
2.1 Hvorfor er plagiering problematisk?
Plagiering kan utgjøre et betydelig problem ved å senke troverdigheten til
gyldigheten av karakterene som har blitt satt på hjemmearbeid. I tillegg er
det pedagogisk uheldig at studentenmister det utbyttetman får ved å gjøre
oppgaven selv. Det er også åpenbare etiske problemstillinger forbundet
med plagiering.
På side 363 i Zobel (2004) refererer forfatteren til noen samtaler han har
hatt med studenter som har kjøpt fullstendige oppgaver: “disse studentene
så ut til å være overbevist om at de ville klare å utføre oppgaven med like
god standard som den innleverte plagierte besvarelsen”. Dermed kan disse
studentene lure seg selv til å tro at de kan stoffet godt nok - noe som kan
føre til at de vil få problemer med senere kurs og dermed vil kunne føle et
behov for igjen å plagiere.
Et spørsmål som ble reist av Zobel var “om noen studenter systematisk
kunne plagiere seg gjennom et helt studieprogram”. Dette ble ansett som
lite sannsynlig av både ham og av de andre ansatte ved hans universitet,
men han kunne likevel ikke avkrefte at dette var mulig. Det at en student
kan tenkes å jukse seg gjennom et helt studieprogram ved bruk av
plagierte innleveringer, og ved å få andre til å sitte eksamen for seg, er en
skremmende tanke.
2.2 Hvor vanlig er plagiering?
Hva er egentlig studentenes holdning til plagiering? I en studie med 291
laveregradsstudenter ved et universitet i Storbritannia svarte halvparten
at de sannsynligvis ville plagiert hvis dette var nødvendig for å kunne
fullføre et kurs (Underwood and Szabo, 2003). Den samme undersøkelsen
rapporterte også om at 25% av kvinnene og 35% av mennene så på
plagiering som en enkel og mulig måte å jobbe på. Det har også blitt gjort
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en undersøkelse om førsteårs informatikkstudenters forhold til plagiering
ved to universiteter i Australia med totalt deltakerantall på 287, der 77,4%
av respondentene ved det ene universitetet og 78.5% av respondentene ved
det andre universitetet sa at de ikke ville gjøre noe hvis de oppdaget at noen
jukset med en innleveringsoppgave (Sheard et al., 2002).
I en annen studie der det deltok 380 laveregradsstudenter sa 54,1% at de
jukset, mens kun 1,3% sa de noensinne hadde blitt tatt (Haines et al., 1986).
2.3 Hvilke mottiltak kan benyttes?
Det har vært pekt på mange forskjellige måter å bekjempe plagiering på. Et
eksempel er å gi mer informasjon til studentene, da enkelte studier viser at
noen plagierer fordi de ikke er klar over regelverket. I motsetning står en
undersøkelse av Braumoeller (2001) som peker i retning av at informasjon
ikke nødvendigvis trenger å bidra til at mindre plagiering forekommer.
En annen løsning er å følge opp en innlevering med en eksamen, men
dette kan være ressurskrevende. Det kan også vise seg vanskelig å lage
eksamensoppgaver som dekker en hel innlevering på en grundig nokmåte.
I den sammenheng bør det også nevnes at det ofte er vanskeligere å
komme med en løsning på et problem enn å forklare den etterpå. Enkelte
studenter kan også ha plagiert fordi de har vært for sene med å begynne
eller fordi de ikke vil bruke tid på oppgaven (Underwood and Szabo,
2003). Disse studentene ville kunne benytte seg av plagiering når de løser
oppgaven, for å deretter lese til eksamen.
Et annet mottiltak kan være å manuelt lete etter plagiering i besvarel-
sene, men problemet med en slik fremgangsmåte er at den krever mye res-
surser. Det kan derfor vise seg hensiktsmessig å lage et program som kan
automatisere hele eller deler av denne prosessen. I tillegg til å kunne opp-
dage plagiering, vil kanskje eksistensen av et slikt system kunne “skrem-
me” studentene fra å plagiere i utgangspunktet.
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2.4 Hvorfor automatisert plagiatdeteksjon?
Den mest opplagte fordelen ved å automatisere deteksjon av plagiering
er nettopp denne automatiseringen - det å spare ressurser. Likevel er
det andre viktige fordeler som kan være gjeldende ved bruken av et
slikt system, som man ikke reelt vil kunne oppnå uten automatisert
sammenlikning. Et eksempel vi senere skal se på, er at studenter anser
risikoen for å bli tatt som mer reell hvis de vet at et automatisert
plagiatdeteksjonssystem blir brukt ved lærestedet.
2.4.1 Tidsbesparelse og rutinefordeler
Begynnerkursene ved universitetet har hundrevis av studenter og hvis alle
leverte oppgaver skal sammenliknes manuelt - vil denne sammenlikningen
opplagt ta en god del tid. En manuell sammenlikning vil dermed kunne
kreve for mye ressurser til å kunne gjennomføres.
En mulig løsning synes å være at man kun sammenlikner ut utplukk av
innleveringene. Problemet med denne løsningen er at de innleveringene
man har plukket ut kan være resultatet av en kopiering fra en hvilken
som helst annen innlevering - noe som gjør det vanskelig å kunne oppdage
plagiering selv på de innleveringene man har plukket ut for kontroll.
I tillegg til å løse problemene nevnt over, vil et fast system for plagiat-
deteksjon kunne bidra til at sjekken virkelig blir utført. Hvis man lager et
system for innlevering av oppgavene og integrerer plagiatdeteksjonssyste-
met i denne løsningen, vil sammenlikningen av oppgavene være garantert
ved bruken av dette innleveringssystemet.
Ved en manuell løsning vil man måtte stole på de som utfører
sammenlikningen. Hvis sammenlikningen tar lang tid og er en sekundær
oppgave, vil den trolig kunne bli nedprioritert. Det vil være mulig å lage
kontrollsystemer, men dette vil igjen kreve mer ressurser.
2.4.2 Holdningsendring og preventiv effekt
Braumoeller (2001) rapporterer at det å advare studentene (mot plagiering),
“selv med de kraftigste ordlag”, ikke så ut til å ha noen som helst
innvirkning. Derimot hadde det en stor innvirkning å fortelle om bruken
av programvare for automatisk deteksjon av plagiering.
Vi vil nå se på en undersøkelse, ved universitetene Swinbourne og
Monash, som kanskje kan hjelpe til med å belyse nettopp dette temaet.
Undersøkelse ved Swinbourne og Monash
Sheard og Macdonald gjennomførte en spørreundersøkelse for å kartlegge
studentenes holdninger til plagiering og juks ved to universiteter i
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Australia: Swinbourne og Monash (Sheard et al., 2002).
De oppsummerer undersøkelsen med å si at juksing både er vanlig
og tolererert blant studentene - selv om disse er klar over universitetets
reglement på dette området. Særlig gjelder dette handlinger som det
å samarbeide på en oppgave som er ment å være individuell. Likevel
fremhever forfatterne at det også er en sterk enighet blant studentene om
det uakseptable ved de mer alvorlige måtene å jukse på, som det å jukse på
eksamen eller handlinger som involverer tyveri eller svindel.
Videre nevner forfatterne en forskjell mellom disse to universitetene:
Swinbourne bruker et system for automatisk deteksjon plagiering mellom
innleverte oppgaver, mens Monash intervjuer studentene og legger mer
vekt på at man skal kunne forklare løsningen enn at den skal være unik.
Antallet studenter som vedgikk å ha jukset var signifikant større for
gruppen med studenter fra Monash - noe som Sheard og Macdonald
forklarer med at studentene fra Monash tolererte mer juks enn de fra
Swinbourne De peker også på at en gjeldende faktor kan være at
studentene fra Monash har studert et ekstra semester.
Forfatterene går ikke inn i en diskusjon på om systemet for automatisk
detektering av plagiering har endret holdningene til hva som er akseptabelt
og gjennomførbart når det gjelder juksing/plagiering, men tallene fra
undersøkelsen gir etter min mening tolkningsmuligheter i den retningen:
• 33,6% av respondentene fra Monash rapporterte å ha “kopiert
hovedparten av en besvarelse fra en venn, men å ha gjort en god
del selv” (eng: fair bit of work), mens 28,2% av respondentene fra
Swinburne rapporterte det samme.
• 10,4% av respondentene fra Monash “kopierte en hel besvarelse fra
en venn”, mens 2,7% av respondentene fra Swinburne gjorde det
samme.
• 4,4% av respondentene ved Monash har “leid inn en person for
å skrive besvarelsen for seg”, mens 0,7% av respondentene ved
Swinburne hadde gjort det samme.
Det å ha kopiert en hel besvarelse er mye mer uvanlig for respondente-
ne ved Swinbourne enn ved Monash, mens forskjellen ikke er like stor når
det gjelder kopiering der man gjør deler av oppgaven selv.
En mulig forklaring på dette er at Swinbournes system for automatisk
deteksjon av plagiering har fått studentene til å endre oppfatninger om hva
som er gjennomførbart uten å bli oppdaget.
En annen mulighet er at en større motvilje mot plagiering ved
Swinbourne har gitt en spesielt stor motstand mot det å ta æren for en
fullstendig plagiert oppgave.
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For å kunne trekke konklusjoner måtte det vært holdt en undersøkelse
ved Swinbourne både før og etter innføringen av systemet. Dermed kunne
det vært mulig å unngå feilkilder som det at studentene ved Swinbourne
i utgangspunktet kan ha hatt en større motstand mot plagiering enn
ved Monash. Det er også mulig at forskjellen på studietid kan ha vært
bidragsgivende, slik det var foreslått av forfatterne.
Uansett er det interessant å se at et system for automatisk deteksjon av
plagiering kan ha påvirket studentenes holdninger og praksis når det gjel-
der plagiering - særlig fordi respondentene fra Swinbourne hadde større
motstand mot handlinger som er vanskeligere å oppdage automatisk1.
2.4.3 Andre fordeler ved plagiatdeteksjonssystemer
Det er et problem i store utviklingsprosjekter at den samme kodebiten
forekommer flere steder i programmet - noe som både øker kompleksiteten
og vanskeliggjør vedlikehold. En fremgangsmåte som allerede benyttes
for å finne slike kodebiter, er å se etter de største felles tekststrengene i
kildekodefilene til programmet. Det er her et system for plagiatdeteksjon
kanskje vil kunne tilby en bedre løsning ved å ikke bare detektere
identiske kodeblokker, men også de som er litt forskjellige (f.eks. endrede
variabelnavn).
I den forbindelse bør det nevnes at plagiatdeteksjon ikke forutsetter
semantisk likhet - andre egenskaper ved koden kan bli vurdert. Dermed
vil det beste systemet for plagiatdeteksjon ikke nødvendigvis være egnet
til å finne duplisert kode.
Det kan også være slik at visse plagiatdeteksjonssystemer lett kan
endres til å gjøre andre oppgaver. Hvis, for eksempel, et system gjør en
semantisk analyse av kildekoden, vil resultatene fra en slik analyse kunne
brukes til å detektere visse aspekter ved kodestilen. Dette er direkte relatert
til plagieringsproblematikken ved å kunne gi en løsning på følgende
problemstilling: Hvem er den opprinnelige forfatteren av en kodebit?
Et annet eksempel er at hvis sammenlikningsalgoritmen bruker statis-
tisk informasjon (antall kodelinjer, kallstruktur etc) under sammenliknin-
gen av programmene, kan denne informasjonen være interessant i seg selv.
Arbeid med automatisert plagiatdeteksjon kan resultere i nye metoder
for analyse av dokumenter/data - noe som kan være interessant ved kon-
struksjon av søkemaskiner, sammenlikning av DNA-sekvenser, automatisk
evaluering av innleveringer eller liknende.
2.4.4 Oppsummering
Med bakgrunn i de to undersøkelsene som ble presentert i det forrige un-
derpunktet kan det se ut til at et automatisert system for plagiatdeteksjon
1For eksempel kjøp av oppgaver.
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ikke bare oppdager tilfeller av plagiering, men også vil kunne “skremme”
studentene fra å plagiere. I tillegg kan et fast system for deteksjon av plagie-
ring kanskje kunne bidra til en holdningsendring. Etter en holdningsend-
ring vil det kunne være mulig at studentene jukser mindre selv på måter
som ikke kan detekteres av systemet.
Bakgrunnen for at disse effektene ikke er like markante ved manuelle
systemer, er kanskje det at risikoen ikke blir ansett som reell da ressurskra-
vet ved en manuell gjennomgang er høy.
Med et automatisert system for plagiatdeteksjon vil det være mindre
ressurskrevende å garantere at sammenlikningen faktisk blir utført.
Det å forlange at studentene skal kunne forklare sin egen oppgave ser
ikke ut til å være tilstrekkelig for å hindre plagiering2.
På kurs medmange innleveringer og studenter vil, etter min mening, et
automatisk system for deteksjon av plagiering være nødvendig for å kunne
ha en god nok kontroll uten å bruke for mye ressurser. En bidragsgivende
faktor til denne slutningen er at det er vanskelig å detektere plagiering hvis
man kun kontrollerer et utplukk.
Arbeid med automatisert plagiatdeteksjon kan gi idéer som er overfør-
bare til liknende problemstillinger. Et eksempel er deteksjon av duplisert
kode i store prosjekter.
2Se kapittel 2.4.2 på side 9
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Figur 2.1: Klynger av innleveringer. Plagierte innleveringer er angitt
med P og kilden angitt med K. Strekene mellom sirklene representerer
innleveringspar.
Figur 2.2: Kilden K er utenfor innleveringssettet.
2.5 Innleveringssett og plagiering
I denne oppgaven skal vi studere metodikk for sammenlikning av plagiat-
deteksjonssystemer. Vi har avgrenset mengden av systemer til de som fin-
ner plagiering mellom par av innleveringer i et sett. I dette delkapittelet
skal vi se nærmere på slike innleveringssett.
Figur 2.1 viser diverse antall plagiater basert på samme kilde.
Det er tre forskjellige typer innleveringspar: kilde-plagiat, plagiat-
plagiat3 og kilde-kilde. Med den sistnevnte menes et par av innleverin-
ger som ikke har noen likheter som skyldes plagiering. Vi sier at et innle-
veringspar har likheter som skyldes plagiering hvis parets type er kilde-
plagiat eller plagiat-plagiat.
En klynge består av de plagiatene som er basert på samme kilde. Et
plagiat inngår i like mange klynger som det antallet kilder den er basert
på.
Siden vi søker etter plagiering i et avgrenset sett, vil kilden for et plagiat
kunne finnes utenfor dette settet (se figur 2.2). Et eksempel på en slik kilde
er en besvarelse hentet fra Internett.
Hvis det er n innleveringer vil det være n(n−1)2 mulige par av disse. Vi
skal nå se på antallet innleveringspar med likheter som skyldes plagiering,
som funksjon av antallet innleveringer som er plagiater.
Ved p plagierte innleveringer kan det være kun I = p2 innleveringspar
med likheter som skyldes plagiering. Bakgrunnen for dette er at kilden for
3Innleveringsparet plagiat-plagiat er kun for to plagiater basert på samme kilde.
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et plagiat kan ligge utenfor settet. Dermed vil to plagierte innleveringer
kunne inngå i hvert par. Videre vil hver enkelt plagiert innlevering kunne
være basert på distinkte kilder utenfor innnleveringssettet. Dermed kan
det være ingen innleveringspar i settet som skyldes plagiering, selv om
man har p plagiater i settet. Det sistnevnte er likevel ikke interessant, da
slik plagiering ikke vil være detekterbart for de systemene vi ser på.
Dersom alle plagierte innleveringene er basert på hver sin kilde, som er
innenfor settet, vil I = p.
Hvis plagiatene inngår i klynger, får vi innleveringspar av typen
plagiat-plagiat. Hvis vi har m klynger med k plagiater hver, samt a kilder
for hver enkelt av de p plagiatene, vil:
I = ap +m
k(k− 1)
2
(2.1)
Det er naturlig å anta at p og m vokser med n, mens k og a ikke vil være
avhengige av n. Antallet innleveringspar som skyldes plagiering vokser da
med O(n). Antallet par vokser med n(n−1)2 = O(n
2). Dermed kan antallet
innleveringspar som skyldes plagiering antas å være mye mindre enn det
totale antallet par, ved høye verdier av n.
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2.6 Plagiatdeteksjonssystemers effektivitet
Like viktig som at et system skal kunne finne plagiering med en stor grad
av sikkerhet, er at systemet skal kunne kjøre på de datamengdene som reelt
forekommer.
La n være antall innleveringer og la p være tiden det tar å sammenlikne
to innleveringer. Ved sammenlikning av alle par med innleveringer blir
kjøretiden:
n(n− 1)
2
∗ p = O(n2p) (2.2)
Den første delen av uttrykket (n2) vokser fort - noe som gjør at
kjøretiden blir ganske sensitiv med hensyn på p. Noen eksempler:
n p (ms) kjøretid (ms)
10 1 100
10 200 20 000
1 000 1 1 000 000
1 000 200 200 000 000
Problemet med at n2 vokser fort, kan løses på en av disse to måtene:
1. Ved hjelp av preprosessering. Da får du en kjøretid på O(n2q + nm),
der n er antallet innleveringer, q er tiden det tar å sammenlikne to
innleveringer og m er den tiden det tar å preprosessere. Idéen blir
dermed å gjøre q så liten som mulig ved å gjøre mest mulig som en
del av preprosesseringen.
2. Flere nivåer på sammenlikningen. Ved å først kjøre en rask (og
enkel) sammenlikningsalgoritme kan man filtrere bort de parene
av innleveringer der likhet lite trolig skyldes plagiering. Det kan
benyttes vilkårlig mange slike nivåer.
Teknikkene over muliggjør at sammenlikningsalgoritmer som tar lang
tid å kjøre, likevel kan være interessante.
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Kapittel 3
Måter å skjule plagiering på
Med det formål å skulle forstå problemområdet bedre, vil vi nå se på
måter å skjule plagiering på. Dette er nyttig da vurderinger rundt slike
teknikker ser ut til å ligge til grunn for konstruksjonen av de fleste
plagiatdeteksjonssystemer. I tillegg vil kunnskap om teknikker kunne være
nyttig ved en manuell gjennomgang av et innleveringssett.
Nedenfor presenterer vi en spørreundersøkelse foretatt ved Universite-
tet i Oslo, der vi identifiserer ulike måter å skjule plagiering på.
3.1 Presentasjon
Kildemateriale vil kunne bli bearbeidet før det benyttes. Denne bearbei-
dingen kan komme av at materialet tilpasses den konteksten det skal bli
brukt i, men kan også skyldes bevisste forandringer med det formål å skul-
le skjule plagiering. Et plagiatdeteksjonssystemskal dermed ikke bare kun-
ne oppdage de endringene som er gjort for å få materialet til å passe inn i
en spesifikk kontekst, men også bevisste forsøk på å skjule plagiering.
Ved å gjennomføre samtaleintervjuer med seks studenter, derav én
terminalvakt1, har jeg kartlagt noen av de teknikkene som kan tenkes
å bli brukt for å skjule plagiering (altså forskjellige forandringer av
kildematerialet). Selve undersøkelsesopplegget baserer seg på et semi-
strukturert intervju der jeg har faste spørsmål, som forsøkspersonene
deretter kan besvare fritt og uten avbrytelser (bortsett fra at jeg et par
ganger ba om presiseringer).
Deltakerne i studiet ble presentert følgende problemstilling:
1. “Tenk deg at du ligger etter med en innlevering i et kurs og at
kopiering av kildekode vil være den eneste måten du vil kunne rekke
å levere oppgaven i tide. I dette tenkte scenarioet har du fått vite at et
1En terminalvakt er en student som er ansatt av universitetet for å hjelpe de andre
studentene med å bruke datasystemene.
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automatisk system for sammenlikning av innleveringer er på plass,
og at noen av besvarelsene også vil kunne bli manuelt kontrollert
av gruppelærerene2. Du har maksimalt to timer på deg til å levere
oppgaven – hvilke endringer av kildekoden ville du kunne ha gjort
for å skjule plagieringen?”
2. “Ville du føle at disse endringene var tilstrekkelig for å skjule
plagieringen?”
3. “Ville du føle deg trygg hvis det ikke var et system for automatisk
sammenlikning av innleveringene?”
4. “Kan du føye til noen ekstra teknikker hvis tidsbegrensningen som
nevnt i spørsmål 1 ikke var gjeldende?”
Denne problemstillingen ble fremmet til hver enkelt av forsøkspersone-
ne og jeg noterte ned de teknikkene som da ble nevnt. For den siste delta-
keren måtte jeg gi et eksempel på hva jeg mente, og brukte da “Bytte varia-
belnavn” som et eksempel på en kodeendring man kunne gjøre. Dette har
trolig ikke påvirket deltakerens vinkling i noen nevneverdig grad, men er
likevel viktig å nevne - siden jeg senere i oppgaven peker på at alle delta-
kerne nevner bytte av variabelnavn som en mulig teknikk.
Spørsmål 2 ble også brukt til å motivere forsøkspersonene til å komme
med et mer utfyllende svar på spørsmål 1.
Intervjuobjektene ble gjort kjent med hensikten med undersøkelsen -
altså at dette inngikk i et arbeid med å finne ut hvordan studenter kan
tenkes å ville skjule plagiering. Det er mulig at dette kan ha påvirket en
respondent som faktisk har plagiert i den retning at han/hun ikke fortalte
om de “gode” teknikkene, eller ble redd for å virke for reflektert rundt
problemstillingen. Det sistnevnte forsøkte jeg å motvirke ved å garantere
anonymitet.
Valget av semi-strukturerte intervjuer som undersøkelsesopplegg var
for å gi respondentene i undersøkelsen en viss frihet til hvordan de
ville besvare spørsmålene. Det var også viktig at jeg kunne be om mer
informasjon hvis jeg ikke forsto en av teknikkene som ble presentert - noe
jeg ikke kunne gjort ved bruk av en enquête. Motivet for å intervjue kun
seks personer var at respondentene da ville kunne få mer tid til refleksjon
rundt spørsmålene.
Intervjuobjektene ble valgt på slump: de satt på en laveregradstermi-
nalstue3 og godtok deltakelse i undersøkelsen. Intervjuet tok mellom 20 og
45 minutter for hver enkelt person.
2Ved Universitetet i Oslo er en gruppelærer er ansvarlig for undervisning av mindre
grupper studenter, hovedsakelig for oppgaveløsning.
3En laveregradsterminalstue er et datarom primært rettet mot studenter som ikke har
fullført bachelorgraden.
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Bakgrunnen for at jeg konstruerte et scenario med begrenset tid, var
en spørreundersøkelse presentert av Sheard et al. (2003). I denne undersø-
kelsen var “manglende tid” den faktoren som flertallet av respondentene
identifiserte som medvirkende til å ville jukse. Det virket dermed interes-
sant å se nærmere på om respondentene i min undersøkelse ville foreslå
andre teknikker når en slik tidsbegrensning var til stede.
I tillegg ville en tidsbegrensning tvinge respondentene til å velge et
mindre utvalg teknikker. Denne undermengden reflekterer kanskje bedre
hvilke teknikker respondentene ville bruke i praksis.
3.2 Resultater
Svarene som hver enkelt respondent ga ligger vedlagt (se Vedlegg I). I
tillegg er svarene på spørsmål 1 og 4 oppsummert i en svarmatrise. Denne
er vist i figur 3.1 på neste side.
3.2.1 Plagiatskjulende teknikker: spørsmål 1 og 4
Det ser ut til å være en sammenheng mellom hvor mange informatikkurs
hver enkelt respondent har tatt, og hvor mange teknikker han/hun foreslo
å bruke. Dette er trolig fordi flere informatikkurs gjør at respondenten har
en bedre forståelse av programmering. Videre undersøkelser vil trolig være
nødvendig for å kunne fange opp teknikker brukt av mer kunnskapsrike
personer enn de som inngikk i dette studiet.
Hvis vi forutsetter at de som plagierer kjenner til de samme teknikkene
som synes å være allment kjent i den øvrige populasjonen4, er det naturlig
å anta at vi har fått en oversikt over de mest brukte teknikkene. Det er lite
trolig at det eksisterer en teknikk som nesten alle bruker, men som ingen
av respondentene for spørreundersøkelsen har nevnt.
En mulig feilkilde ved denne antakelsen er at en student som plagierer
kanskje ville tilbakeholde informasjon om teknikkene vedkommende selv
bruker eller kan tenke seg å ville bruke. Denne feilkilden blir riktignok
mindre hvis vi forutsetter at studenter som plagierer har den samme
forståelsen av hvordan man kan skjule plagiering som andre studenter.
Kan det være slik at de som reflekterer rundt denne problemstillingen,
kan ha et større utvalg av teknikker enn andre studenter? Jeg har forsøkt
å minske denne feilkilden ved å gi respondentene god tid på å besvare
spørsmålene i undersøkelsen.
4Populasjonen, i denne konteksten, er studenter med det samme kunnskapsnivået som
flertallet av respondentene.
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A B C D E F
21 år, M 21 år, K 25 år, M 23 år, M 23 år, K 20 år, M
Endre variabel-, klasse- og/eller metodenavn X X X X X X
Endre på rekkefølgen av metoder og/eller klasser. X X X X X X
Fjerne/endre kommentarer. X X X X
Endre "switch-case" til "if-else" og omvendt. X
Endre utskrift til skjerm X X X
Enkle forandringer ved å gjøre ting på egen måte X X X X
Bruke kode som hint/guide/mal/inspirasjon X X X X
Dele opp uttrykk (f.eks. deklarasjoner) X
Dele opp metoder/klasser X X X
Endre rekkefølgen på statements der endringen ikke har noe å si semantisk X X X
Skrive om løkkeutrykk (for, while, do-while) X X X
Endre formateringen av koden X X
Skrive mye eget og bruke det andre som hint. X X X
Kopiere bare biter av koden. X
Bytte til ekvivalente uttrykk (eks. i+1 blir i++) X
Endre input og output til en metode. X
Fjerne personlighetstrekk ved koden som merkelige ting og feil. X
Passe på konsistens med tidligere innlevert kode. X
Gjøre om løkkelooper til rekursive kall. X
Bruke en kodescrambler X
Automatiske endringer av koden. X
Endre modifikatorer (public, private osv) X X
Legge til redundant informasjon X
Bytte datastrukturer (f.eks. fra enkellenket liste til en dobbeltlenket liste) X
Endre konstantverdier X
Endre løkker til å gå baklengs. X
Bruke Iteratorer istedenfor direkte aksess i datastrukturer. X
Endre import-stilen (med og uten *). X
M: Mann, K: Kvinne, X: har nevnt en angitt transformasjon (spørsmål 1 og 4)
Grå bakgrunn: ville brukt en angitt transformasjon (spørsmål 1)
Figur
3.1:Svarm
atrisen
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Konseptuelt relaterte transformasjoner
I svarmatrisen er svarene som omhandler bytte av navn i koden slått sam-
men (variabel-, klasse- og metodenavn). Bakgrunnen for dette er at disse
endringene vil kunne håndteres på samme måte av både tekstredigerings-
systemer og plagiatdeteksjonssystemer - i tillegg til at disse endringene er
konseptuelt relaterte. Det vil også være naturlig å tenke seg at studenter
som ser endring av variabelnavn som en enkel måte å kamuflere plagiert
kode på, også lett vil kunne skifte navn på klasser og metoder.
Tilsvarende har det å endre rekkefølgen på metoder og klasser blitt slått
sammen til én kategori
Alle løkkeuttrykk har blitt slått sammen til én kategori.
Dertil har svarene for endring og fjerning av kommentarer blitt slått
sammen. Her er beveggrunnen at fjerning av kommentarer kan defineres
som underkategori av endring.
Noen av svarene er ikke inkludert i matrisen da de er å regne som
hovedkategorier til andre svar. Endel av disse svarene, som respondent
As “Skrive om enkle metoder slik at de ser forskjellige ut selv om de
gjør det samme.”, er altfor generelle til at de gir ny informasjon om
hvilke transformasjoner respondenten ville benyttet seg av. Disse svarene
er kombinert i kategorien “Enkle forandringer ved å gjøre ting på egen
måte” og reflekterer at fire av respondentene ga uttrykk for at de ville
gjøre endringer basert på egen kodestil. Slike endringer er vanskelige å
spesifisere ytterligere, men kan likevel være interessante å merke seg ved
konstruksjonen av et system for å oppdage plagiering.
Forøvrig er det verdt å bemerke at respondent C har spesifisert flere
transformasjoner som kan inngå i kategorien “Enkle forandringer ved
å gjøre ting på egen måte”. Blant annet sier han at han vil “Fjerne
personlighetstrekk ved koden som merkelige ting og feil” og “Passe på
konsistens med tidligere innlevert kode”. Begge disse transformasjonene
vil kunne sies å skulle forsikre konsistens innad i koden - i tillegg
til at det også kan være myntet på en sjekkeinstans som gjenkjenner
programmeringsstil.
Transformasjoner
Alle seks respondentene foreslo å bytte variabel-, metode- og/eller klasse-
navn. Dette er en teknikk som fanges opp av mange eksisterende systemer
- hovedsakelig implementert ved at systemene filtrerer bort disse navnene
før sammenlikningen finner sted5. Det kan også nevnes at alle seks respon-
denter nevnte denne teknikken i scenarioet der de hadde begrenset tid.
Fire av respondentene foreslo å fjerne/endre kommentarene - noe som
også blir fanget bra opp av en rekke systemer. Alle disse respondentene
5Se kapittel 4.
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nevnte teknikken i scenarioet der de hadde begrenset tid.
Et eksempel på et system som ikke kan påvirkes av navnebytte og
kommentarendringer er YAP (Wise, 1992), som gjør dette nettopp ved å
filtrere bort alle kommentarer og navn.
En annen observasjon er at alle respondentene foreslo å endre rekkeføl-
gen på metoder og/eller klasser i kildekodefilene. I scenarioet med dårlig
tid ble denne transformasjonen nevnt av fem av seks respondenter.
Det å “Dele opp metoder/klasser” ble foreslått av tre respondenter.
Endring av utskrift til skjerm ble nevnt av tre av respondentene.
Denne transformasjonen kan sies å være en underkategori av “Endre
konstantverdier”. Respondent D var den eneste av disse studentene som
nevnte den mer generelle kategorien. Det at tre respondenter foreslår
underkategorien “endre utskrift til skjerm”, kan tyde på at de anser denne
endringen som viktigere enn å endre andre konstantverdier. Dette blir også
bekreftet av at alle disse respondentene nevnte teknikken i scenarioet med
tidsbegrensning.
Tre respondenter foreslo å “Endre rekkefølgen på statements der
endringen ikke har noe å si semantisk”. De samme respondentene foreslo
også å endre løkkeuttrykk: altså forandre for-løkker til whileløkker eller
do-while til while.
De to respondentene med flest forslag til teknikker foreslo mange som
var basert på å bytte ekvivalente løsninger. Eksempler på slike teknikker er
det å bytte enkeltstående ekvivalente uttrykk6 eller det å fjerne rekursjon
fra enmetode. Disse to respondentene var også de som hadde tatt flest kurs
og dermed kan antas å ha størst innsikt i programmering.
En spesielt interessant observasjon er at disse to respondentene foreslo
å bruke programmer for å utføre kodeendringene mer effektivt. Det ble
blant annet nevnt å bruke en “Source Code Beautifier” for å gi et koherent
inntrykk av kodeformateringen, gjøre bruk av IDE-verktøy for å forenkle
navneendringer og det å skrive et eget program for å gjøre tilfeldige
endringer av koden.
Til sist kan det nevnes at fire av seks respondenter nevnte at det å bruke
kode som hint/guide/mal/inspirasjon var en god og tryggmåte å plagiere
på. Denne arbeidsmåten vil implisitt kunne føre til store forskjeller mellom
kilden og plagiatet. Likevel vil jeg tro at svakere studenter som bruker
denne løsningen vil få en veldig lik struktur mellom kilden og plagiatet.
Ingen av respondentene vurderte bruk av hint/guide/mal/inspirasjon
i scenarioet med dårlig tid. Som nevnt i undersøkelsen av Sheard et al.
(2003), var manglende tid den faktoren som ble nevnt av flest respondenter
som medvirkende grunn til at de ville plagiert. Dette kan peke i retning av
at arbeidsmåten vi nå har diskutert, er mindre aktuell i reelle plagierings-
scenarier.
6Et eksempel på enkeltstående ekvivalente uttrykke er i++ og i += 1.
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3.2.2 Trygghet ved plagiering: spørsmål 2 og 3
Hvis et automatisert system for sammenlikning av innleveringene var i
bruk, mente kun to av respondentene at endringene de foreslo ville være
tilstrekkelige for å skjule plagiering.
Derimot ville fire av respondentene føle seg enten trygge eller “mye
tryggere” hvis innleveringene kun ble kontrollert manuelt. En annen
respondent kommenterte at han ville være like trygg,men at mindre arbeid
ville være nødvendig for å skjule plagieringen.
To av respondentene fremhevet at det å forstå innleveringen var viktig
for å kunne føle seg trygg på å ikke bli avslørt.
På sitt svar til spørsmål 3 nevner respondent E at hun ville lagt mer vekt
på strukturendringer fremfor endring av navn hvis sammenlikningen kun
ble utført manuelt.
Kanskje studentene vil forsøke å tilpasse seg de tiltakene som blir
iverksatt for å begrense plagiering? To av respondentene nevnte at mer
arbeidsinnsats og bruk av andre teknikker ville være nødvendig hvis
et system for automatisk deteksjon av plagiering var i bruk. Hvis mer
arbeid er nødvendig for å skjule plagiering, vil den opplevde nytteverdien
av plagieringen synke. Av den grunn vil det kunne være interessant å
gjennomføre en undersøkelse både før og etter at et system for deteksjon
av plagiering har blitt innført, for på den måten å kunne kartlegge om
respondentene har fått en annen forståelse rundt teknikker som kan være
effektive for å skjule plagiering.
3.3 Oppsummering
Vi kan oppsummere spørsmål 1 og 4 ved å trekke fram de teknikkene som
ble nevnt av minst tre respondenter:
1. Bytte variabel-, metode- og/eller klassenavn.
2. Endre rekkefølgen på metoder og/eller klasser i kildekodefilene.
3. Fjerne/endre kommentarer.
4. Endre utskrift til skjerm.
5. Dele opp metoder/klasser
6. Endre rekkefølgen på statements der endringen ikke har noe å si
semantisk
7. Skrive om løkkeuttrykk (for, while og do-while).
8. Enkle forandringer ved å gjøre ting på egen måte.
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9. Bruke kode som hint/guide/mal/inspirasjon
Av spørsmål 2 og 3 kan vi se at flesteparten av respondentene ville
føle det tryggere å plagiere hvis ikke et automatisk system for deteksjon
av plagiering var i bruk.
En av respondentene kommenterte at han ville brukemer tid på å skjule
plagiering hvis et automatisk sammenlikningssystem var i bruk, og en
annen respondent fortalte at hun ville brukt et annet sett med teknikker
(for å kunne føle seg trygge på å ikke bli oppdaget).
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Kapittel 4
Plagiatdeteksjonssystemer
Det har blitt implementert en rekke systemer for å detektere plagiering
i kildekode, der strategiene har variert fra å bruke kodemetrikker til
tresammenlikning og parsering av kode. I dette kapittelet vil vi gå nærmere
inn på et utvalg slike systemer.
Prechelt et al. (2000) skriver at det tidligste refererte plagiatdeteksjons-
systemet de kunne finne, var Ottensteins system fra 1976. Dette systemet
var basert på sammenlikning av et antall metrikker1.
Etter Ottensteins system har en rekke plagiatdeteksjonssystemer vært
basert på å lage vektorer der komponentene er ulike metrikker. Et eksempel
på dette er Joly, som er det første plagiatdeteksjonssystemet vi skal gå
nærmere inn på i dette kapittelet. Hovedforskjellenemellom slike systemer
ser ut til å være hvilke metrikker som har vært benyttet.
Utviklingen deretter ser ut til å ha beveget seg i retning av systemer
som er basert på tekstlig sammenlikning. Et eksempel på et slikt system er
Plague (Whale, 1990). Dette systemet ble brukt av Whale til å argumentere
for at metrikkbaserte systemer ikke er gode nok, og at plagiatdeteksjons-
systemer bør bruke strukturinformasjon fra koden.
Wise (1992) skriver om YAP, et system som oppnår samme resultater
som Plague, men som er implementert på en måte som er lettere å utvide
med støtte for flere programmeringsspråk.
Etter YAP har MOSS og JPlag blitt utviklet, som etter min mening gir
relativt like resultater som YAP, men som krever mindre kjøretid for å
utføre sammenlikningsprosessen.
Vi skal nå se på den generelle oppbygningen av et plagiatdeteksjons-
system.
De systemene vi skal presentere senere i dette kapittelet, har alle
følgende to komponenter:
1Metrikkene som ble brukt av Ottensteins system var: antall unike operatorer, antall
unike operander, totalt antall operatorer og totalt antall operander.
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1. Konstruksjon av representasjon: Hensiktenmed denne komponenten
er å lage en forenklet repsentasjon av innleveringen.
2. Sammenlikning: Denne komponenten sammenlikner representasjo-
ner produsert under forrige punkt.
Enkelte plagiatdeteksjonssystemer lager representasjoner som direkte
reflekterer teksten i programmet, mens andre representasjoner er basert på
en egenskapsuttrekking.
4.1 Joly
Joly er navnet på et plagiatdeteksjonssystem som brukes på Institutt
for Informatikk ved Universitetet i Oslo. Systemet er bygget opp av et
innleveringssystem, en database og en algoritme for sammenlikning av
innleveringene. Systemet er konstruert for å sammenlikne innleveringer
skrevet i programmeringsspråket Java.
Selve algoritmen ble utviklet av Kielland (2006). I den videre diskusjo-
nen vil jeg bruke navnet Joly når jeg omtaler denne algoritmen2.
Systemet teller opp antallet forekomster av enkelte tekststrenger, slik
som “for”, “if” osv og legger dette inn i en vektor som representerer
kildekodefilen. To innleveringer sammenliknes ved å beregne vinkelen
mellom vektorrepresentasjonene. I tillegg tas det noe hensyn til lengden
av kildekodefilene.
Komponentene i vektoren er beregnet ut fra funksjoner fi(I), der I er
innleveringen man skal beregne vektoren for. Hver enkelt av disse funk-
sjonene teller antallet forekomster av en gitt tekststreng i innleveringen.
Dermed vil Jolys konstruksjon av en slik vektor kunne representeres som:
x = ( f1(I), f2(I), f3(I), ..., fn(I)) (4.1)
Valget av tekststrenger som skal fanges opp vil være viktig under
konstruksjonenav et slikt system. I tillegg kan det være fordelaktig å filtrere
bort informasjon som kan forstyrre sammenlikningen. Kielland valgte å
fjerne alle mellomrom og kommentarer. Han kom frem til at følgende
tekststrenger var fordelaktig å telle:
void
String
>
class
2Det ikke er nødvendig å skille selve algoritmen fra resten av systemet i denne
oppgaven. Plagiatdeteksjonssystemer presentert senere i dette kapittelet vil bli omtalt på
tilsvarende måte.
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if(
=
static
;
,
public
Algoritmen har dermed to steg: først konstrueres en vektorrepresenta-
sjon av hver enkelt innlevering og deretter sammenliknes disse representa-
sjonene parvis.
Vinkelen θ mellom vektorene x og y beregnes på standard måte, ved å
ta:
θ = arccos(
x · y
|x||y|
) (4.2)
Innleveringsparene rangeres ut fra størrelsen på vinkelen, med god
rangering hvis vinkelen er liten.
4.2 MOSS
Schleimer et al. (2003) skriver om bruk av hashkoder ved sammenlikning
av tekstmateriale. Dette leder frem til en beskrivelse av et system kalt
Measure Of Software Similarity (MOSS).
Hovedtrekkene ved MOSS-algoritmen er:
1. For hver enkelt innlevering beregnes et sett med hashkoder. Disse
hashkodene lagres i en søkestruktur, med pekere til alle innleverin-
gene en gitt hash har blitt generert for (se figur 4.1 på neste side).
2. Ved en ny gjennomgang av innleveringene kanman finne hasher som
forekommer i par innleveringer.
3. Til sist rangeres par av innleveringer etter hvor mange hasher de har
felles. Større antall gir da en bedre rangering.
Hashkodene nevnt i punkt 1 genereres ved å dele innleveringen opp i
like store biter, og deretter beregne hashkoder ut fra disse. Kun et mindre
sett av de genererte hashkodene velges til å representere innleveringen.
Ved å redusere antallet hashkoder vil kjøretiden på sammenlikningen
reduseres, og forfatterne hevder at ingen vesentlig informasjon mistes hvis
en riktig metode for utvelgelse av hashkodene blir brukt.
Grovt forenklet kan metoden de benytter for utvelgelse av hashkoder
forklares ved: en gruppering av hashkodene etter hvor de befinner seg i
innleveringen, for deretter å kun velge den minste hashkoden fra denne
grupperingen.
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Figur 4.1: Invertert indeks
MOSS finner felles delstrenger for par av innleveringer. Metoden har
etter forfatterenes mening klare likhetstrekk med Karp-Rabins streng-
matchingsalgoritme, som er basert på å beregne en hash av søkestrengen
for deretter å gjenfinne denne i søkematerialet. MOSS kan gjøre sammen-
likningen mer effektiv siden den ikke garanterer at de største delstrengene
vil bli funnet (men den kan garantere at delstrenger som er minst t lange
vil bli oppdaget).
Forfatterne fremhever at en fordel ved å bruke hashkoder til å represen-
tere innleveringene, er at utlevert kursmateriale, som for eksempel en fer-
dig implementert klasse, enkelt kan ignoreres ved sammenlikningen. Dette
er implementert i MOSS ved å generere hashkodene til det utleverte mate-
rialet, for deretter å ignorere alle treff som inkluderer disse hashkodene.
Forfatterene beskriver noen egenskaper de synes plagiatdeteksjonssys-
temer bør ha, og som systemet deres oppfyller:
• Ignorere informasjon som mellomrom, forskjell på store og små
bokstaver osv. I tillegg sier de at systemer som sammenlikner
programkode også bør ignorere variabelnavn.
• Korte matcher bør ikke oppdages. De skal være lange nok til at
matchen faktisk antyder at kopiering kan ha forekommet. Vanlige
språkuttrykk bør dermed ikke oppfanges som en likhet.
• Plasseringen av innholdet skal ikke ilegges noen vekt. Det å flytte
informasjon rundt bør dermed ikke ha noen innvirkning på matchen.
4.3 Plague
Whale (1990) presenterer et plagiatdeteksjonssystem kalt Plague, som er
basert på følgende fremgangsmåte:
1. Det blir først laget en strukturprofil for hver innlevering. Whale
skriver at strukturprofilene likner generaliserte regulære uttrykk.
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2. Deretter sammenliknes strukturprofilene, og kun de innleveringspa-
rene som har høyest grad av likhet går videre til neste fase (3). Innle-
veringsparene blir valgt ut ved hjelp av et minimalt spenntre. I den
sammenheng er hjørnene innleveringer, mens kantene er likhetsgra-
den.
3. Til sist brukes en variant av lengste felles delmengde.
Resultatet som presenteres brukeren ser ut til å være rangert med
hensyn på det siste punktet.
4.4 YAP og YAP3
Wise (1996) presenterer YAP3 - et plagiatdeteksjonssystem som er en
videreutvikling av YAP og YAP2. I den samme artikkelen gis det en kort
redegjørelse av hvordan YAP og YAP2 var implementert. Den førstnevnte
beskrives mer utfyllende i Wise (1992). I dette delkapittelet vil vi legge
hovedvekten på YAP3, men også gi noen korte forklaringer av forskjellene
til de to foregående systemene - slik dette ble presentert av Wise.
Det første steget i alle versjonene av YAP er at koden blir delt opp i me-
ningsbærende biter (eng: tokens). Her ignoreres alle kommentarer, streng-
konstanter og navn - med unntak av navn som inngår standardbiblioteket.
I tillegg endres alt til små bokstaver og enkelte synonymer blir endret til en
felles form (f.eks. strncmp og strcmp). Parametere til funksjonskall, bort-
sett fra det første kallet, blir også ignorert. Funksjonene blir sortert i den
rekkefølgen de kalles.
Deretter innledes den andre fasen der tokenstrømmene sammenliknes.
Det som hovedsakelig skiller YAP, YAP2 og YAP3 fra hverandre, er algorit-
men som brukes i denne sammenlikningsfasen. Den opprinnelige versjo-
nen av YAP brukte UNIX-verktøyet sdiff. Dette verktøyets underliggende
algoritme var en implementasjon av lengste felles utplukk. Problemet med
denne metoden, var at det å flytte blokker med kode ble tolket som en se-
rie med enkeltoperasjoner av YAP, fremfor å kun telle som én operasjon.
En som plagierer vil kunne flytte en stor blokk med kode i én operasjon.
Av den grunn brukte YAP2 en annen algoritme som tok delvis hensyn til
dette, men den håndterte ikke innskutte statements: Ved å putte en print-
statement i midten av en blokk blir blokken delt i to. Dermed blir lengden
på en eventuell match også delt i to.
YAP3 bruker en ny metode, som skal håndtere både flytting av
kodeblokker og innskutte statements. Denne metoden ble laget nettopp
for dette formålet, og ble kalt “Running-Karp-Rabin Greedy-String-Tiling”.
Merk her forskjellen til MOSS som ignorerer all posisjonsinformasjon.
YAP3 tar denne informasjonen med, men teller flytting av blokker som kun
én operasjon.
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Metoden forsøker å finne en tokensekvens fra en innlevering igjen i en
annen innlevering. Tokenene skal kun matches ett sted. Lengre sekvenser
med tokener som kan matches blir foretrukket fremfor kortere.
Grovt forenklet kanman si at YAP3s algoritme fungerer tilsvarende som
MOSS, men at plasseringen til tokenene har betydning.
En nærmere beskrivelse av algoritmen finnes i Wise (1996).
4.5 JPlag
Prechelt et al. (2000) beskriver plagiatdeteksjonssystemet JPlag. Hoved-
trekkene i JPlag-algoritmen er:
1. Tokenstrenger genererers for hver enkelt innlevering. Det er tokener
for forskjellige konstruksjoner, slik som “start metode”, “start block”
etc.
2. For hver tokensekvens forsøker systemet å finne igjen flest mulig
tokener i en annen innlevering. Tokenene skal kun matches ett sted.
Lengre sekvenser med tokener som kan matches blir foretrukket
fremfor kortere.
Ifølge forfatterne er matchingsalgoritmen nevnt i punkt 2 essensielt
den samme som Michael J. Wises “greedy string tiling”-algoritme. Den
algoritmen ble brukt av Wise i plagiatdeteksjonssystemet YAP3, og ble
presentert i forrige delkapittel.
JPlag bruker andre teknikker for optimalisering enn det YAP3 gjør. Iføl-
ge Prechelt et al. (2000) er “JPlag ressurseffektiv og skalerer ved store inn-
leveringer ... mens YAP3 er underlegen (eng: inferior) [i dette henseende]”.
4.6 Sim
Gitchell and Tran (1999) forteller om designprosessen og implementasjo-
nen av plagiatdeteksjonssystemet Sim. Systemet benytter en teknikk som
ble utviklet for sammenlikning av DNA-strenger. Denne teknikken finner
det største felles utplukket ved å legge til mellomrom i de to strengene som
skal sammenliknes.
Søket etter det største felles utplukket gjøres etter at programmet
har blitt kjørt igjennom en leksikalsk analyse. Koden er da representert
ved hjelp av tokens - alle kommentarer og mellomrom blir ignorert i
denne prosessen. Hovedproblemet med denne løsningen, slik det ble
rapportert av forfatterne, er at den er ineffektiv hvis det har blitt lagt
til tilfeldige kodebiter eller hvis flere små blokker med kommandoer har
endret rekkefølge.
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4.7 Simplepds
Flere av de plagiatdeteksjonssystemene vi har sett på har tatt mye tid
å utvikle. Det er interessant å ha et enkelt system å sammenlikne disse
med. Jeg har derfor utviklet et enkelt linjebasert sammenlikningssystem
basert på UNIX-programmet “diff”. Utviklingstiden var lavere enn femten
minutter. Kildekoden til systemet ligger i vedlegg III.
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Kapittel 5
Metoder for sammenlikning av
plagiatdeteksjonssystemer
I det forrige kapittelet så vi på eksisterende systemer for deteksjon av
plagiat. Vi vil nå vurdere ulike fremgangsmåter for sammenlikning av
plagiatdeteksjonssystemer, der fokuset er å avgjøre hvilket system som er
best egnet til å oppfange plagiering.
5.1 Sammenlikning av beskrivelse
Det å bruke beskrivelsen av to plagiatdeteksjonssystemer som basis ved
en sammenlikning, ser ut til å være en utbredt metode1. Et av vurde-
ringskriteriene som har forekommet hyppig i disse artiklene er vurderin-
ger av hvor immune systemene er mot enkelte kildekodetransformasjoner.
Et eksempel på en slik artikkel er “Plagiarism Detection in Software De-
signs” Belkhouche et al. (2004), der forfatterne sammenlikner JPlag, MOSS
og Brass nettopp ved en argumentasjon rundt hvilke endringer hvert enkelt
system er immune mot.
Immunitetmot en endring er det å ikke bli påvirket av denne.
Problemet med kun å sammenlikne immunitet er at man ser bort fra det
viktigste vurderingskriteriet: antallet falske positiver og negativer. Satt på
spissen kan man si at et system som definerer alt som plagiering vil være
immun mot alle endringer.
Noen plagiatdeteksjonssystemer filtrerer bort informasjon der denne
informasjonen lett vil kunne endres hvis man ønsker å skjule plagiering.
Eksempler på informasjon som ofte fjernes er kodekommentarer og
variabelnavn. En vurdering av immunitet vil dermed ikke være et godt
sammenlikningskriterie uten at antallet falske positiver også blir tatt med i
1Sammenlikning av plagiatdeteksjonssystemer med implementasjonsbeskrivelser som
basis, er brukt av Wise (1992), Belkhouche et al. (2004) og Liu et al. (2006).
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betraktning.
Dessverre er det betydelig vanskeligere å finne ut at man har falske
positiver, enn å bestemme immuniteten mot enkelte kildekodeendringer.
Spesielt vanskelig blir det hvis systemene man skal sammenlikne er
implementert på fundamentalt forskjellige måter.
5.2 Sammenlikning av kildekode
Sammenlikning av systemer som er nokså like vil kunne gjøres ved å se
på kildekoden til systemene. Enkeltendringer vil da kunne oppspores og
vurderes. Men systemer kan være ganske forskjellige. De kan være basert
på helt forskjellige strategier, slik som det å sammenlike forekomstene av
nøkkelord eller det å sammenlikne trestrukturer.
Av den grunn blir man enten nødt til å sammenlikne egenskaper ved
koden eller å se på resultatene. Det første diskuterte vi i forrige seksjon,
mens vi vil se nærmere på sammenlikninger av resultater i den neste.
5.3 Resultatsammenlikninger
5.3.1 Sammenlikning av treffprosent eller poengsum
Resultatene fra plagiatdeteksjonssystemenekan presenteres på ulike måter.
Et system kan gi en treffprosent som uttrykker hvor store deler et par av
innleveringer har felles, mens et annet system kan gi en poengsum basert
på brudd i kodestil osv.
Det ermulig å regne omdisse tallene slik at de kan sammenliknes. Dette
kan for eksempel gjøres ved å sette en fast skala og spre verdiene fra de
enkelte systemene utover denne.
En annenmulighet er å beregne korrelasjonenmellom de to sammenlik-
ningsresultatene. I den sammenheng kan det nevnes at ved bruk av Spear-
mans ρ, vil rangeringen være et mellomsteg under beregningen (denneme-
toden presenteres i kapittel 6). Dermed vil en sammenlikning av treffpro-
sent/poengsum være identisk med en sammenlikning av rangering hvis
man vil bruke dette målet på korrelasjon.
5.3.2 Sammenlikning av rangeringer
Det vil være naturlig å forvente at man får sammenliknbare resultater
fra plagiatdeteksjonssystemer som er basert på samme metode. Men vil
dette også være gjeldende for systemer som er basert på totalt forskjellige
fremgangsmåter?
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Alle systemene vi har sett på produserer en liste over mulige par (kilde
og plagiat), sortert etter hvor trolig systemet mener disse parene skyldes
plagiering - altså en rangering av parene.
Uansett hvilken metode som blir brukt vil man kunne forvente at
systemet produserer en rangering eller kategorisering av parene. Hvis man
skal se etter plagiering i en større datamengde vil det ikke være praktisk
mulig å manuelt inspisere alle par2.
Hvis et plagiatdeteksjonssystemkategoriserer innleveringspar vil trolig
en rangering, eller en poengsum som kan brukes til å lage en rangering,
være benyttet internt i systemet. Dermed vil man kunne forvente at
rangeringen blir gjort tilgjengelig enten eksplisitt, eller ved at det er en
rangering internt i hver enkelt kategori.
Rangeringer ser dermed ut til å være tilgjengelig fra de fleste systemer
og utgjør dermed et relativt generelt sammenlikningsgrunnlag.
5.3.3 Sammenlikning av kategorier
Noen systemer deler innleveringsparene inn i kategorier etter hvor stor
konfidens det er for at plagiering kan tenkes å ha forekommet. En slik
kategori kan for eksempel være “Svært trolig plagiering”.
Man kan se på en kategorisering som et spesialtilfelle av en rangering.
Hvis man for eksempel har fem kategorier fra “Svært lite trolig plagering”
til “Svært trolig plagiering”, vil dette utgjøre en rangering fra en til fem.
Alle innleveringsparene innenfor én kategori vil da ligge likt i rangeringen.
Man kan se på en klassifisering av innleveringsparene somplagiert eller
ikke-plagiert, som en kategorisering med to alternativer.
Enhver diskretisering/kategorisering av en rangering vil innebære et
informasjonstap. Tapet blir større dess færre kategorier vi har. Bakgrunnen
for dette er at overgangen mellom hva som vurderes som plagiering, og
hva som er naturlige likheter eller lovlig samarbeid, kan være uklar.
I den sammenheng kan det nevnes at en rangering kan være nyttig selv
ved et tenkt system somfinner all plagiering uten å ha noen falske positiver.
Bakgrunnen for dette er at det kan være varierende grad av alvorlighet ved
plagieringen (det å kopiere en hel innlevering eller kun deler av denne).
Det som gjør kategoriseringen til noe mer enn en grov forenkling av
rangeringen, er at en kategori, ved navn eller forklaring, angir hvordan
konstruktøren av systemet ville kunne tolke en gitt verdi. En slik fastset-
telse kan være basert på empiriske data, fra forsøk med konstruerte eller
reelle datasett, eller fastlagt på grunnlag av dataene.
Det sistnevnte kan være basert på å finne en gitt poengsum3 som skiller
2Det er ikke nødvendig med en stor datamengde før antall par blir uhåndterlig ved
manuell inspeksjon. Hvis n er antallet innleveringer som skal sammenliknes, vil antallet
par være n(n−1)2 = O(n
2).
3Med poengsummener jeg her treffprosent, antallet like linjer etc.
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kategoriene fra hverandre, ved bruk av spredningen av innleveringsparene
over de mulige poengsummene - for ifølge Prechelt et al. (2000) vil man
kunne forvente at par der likhet skyldes plagiering vil danne en “klynge”
(eng: cluster) der alle har høy poengsum.
En uheldig egenskap ved å bruke kategoriseringer laget av plagiatde-
teksjonssystemenes konstruktører, er at disse kan ha forskjellig utgangs-
punkt for det å fastsette om noe er plagering. Dermed vil man ikke bare
sammenlikne plagiatdeteksjonssystemene, men også konstruktørenes me-
ninger rundt hva man kan si er plagering.
Dette kan løses ved at den som skal sammenlikne plagiatdeteksjons-
systemene lager sin egen kategorisering av innleveringsparene - og bruker
denne som sammenlikningsgrunnlag.
5.4 Whales metode
Whale (1990) utviklet en metode for sammenlikning av plagiatdeteksjons-
systemer da han skulle evaluere et nytt plagiatdeteksjonssystem han had-
de utviklet. I den samme artikkelen kritiserte han eksisterendemetoder for
sammenlikning av plagiatdeteksjonssystemer, og hevdet at hans nye meto-
de for slike sammenlikninger representerer det første steget mot å gi disi-
plinen et “vitenskapelig fundament” (eng: scientific footing).
Whales metode er basert på å gå manuelt gjennom et sett med innleve-
ringer, og bestemme hvilke som skal klassifiseres som plagiater. Ved å gjøre
dette for alle par ville man kunne vurdere plagiatdeteksjonssystemene ut
fra antallet falske positiver og negativer, etter den klassifiseringenman fikk
fra den manuelle gjennomgangen.
Det var 245 innleveringer i settet Whale brukte som basis ved sammen-
likningen. Hvis han skulle gått manuelt gjennom samtlige par av innleve-
ringer ville han møtt på en nærmest umulig oppgave: det er 29 890 mulige
par av innleveringer. Whale løste dette ved å kun se på et utvalg av disse
parene.
Klassifiseringen ble gjort kun for de n best rangerte parene fra
hvert system. Dette medfører at man ikke lenger kan vurdere antallet
falske negativer. Antallet falske positiver innenfor de n beste parene
blir dermed basis for vurderingen rundt hvilket system som er best. Et
plagiatdeteksjonssystem blir vurdert som godt hvis antallet verifiserte
positiver er høyt og antallet falske positiver er lavt.
Denne informasjonen kan plottes, slik at man kan velge det beste
systemet ved en gitt verdi av n. Whale fremhevet dette som meget nyttig,
siden brukerene selv kan vurdere hvor mange falske positiver de vil
tolerere.
Whales metode for sammenlikning av plagiatdeteksjonssystemer er
basert på rangeringene disse systemene produserer. Rangeringene brukes
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kun til å velge ut de n best rangerte parene for hvert system. Fasiten som
blir laget ved en manuell gjennomgang har to kategorier: plagiert og ikke-
plagiert4. Legg merke til at plasseringen av innleveringsparene ikke inngår
i vurderingen, selv om en rangering av innleveringene er påkrevet for å
kunne vurdere et system. Det eneste som vurderes er om innleveringsparet
er rangert blant de n beste eller ikke.
Av de artiklene som står i referanselisten, harWhales metode blitt brukt
av Moussiades and Vakali (2005) og Arwin and Tahaghoghi (2006).
5.5 Oppsummering
Ved sammenlikning av plagiatdeteksjonssystemerkanman bruke systeme-
nes beskrivelse, kildekode eller resultater. De to førstnevnte er ikke egnet
for automatisering. I tillegg kan det være vanskelig å utføre en sammenlik-
ning basert på disse når to systemer er implementert helt forskjellig. Der-
med konsentrerte vi oss om bruk av resultatene plagiatdeteksjonssysteme-
ne produserer, som basis for sammenlikning av disse systemene.
Hvis man skal sammenlikne plagiatdeteksjonssystemer der man ikke
har tilgang til å endre kildekoden til systemene, vil en treffprosent kunne
bli for unøyaktig. Bakgrunnen for dette er at enkelte plagiatdeteksjonssys-
temer oppgir treffprosenten med lav nøyaktighet, for eksempel som pro-
sentvis likhet uten å angi noen desimaler. Dermed kan dette bli mer unøy-
aktig enn å bruke rangeringer. En mulig løsning på dette vil kunne være
å kombinere en eventuell treffprosent/poengsummed rangeringen, for på
den måten å oppnå høyere nøyaktighet.
Den høyere nøyaktigheten man kan få ved løsningen over, vil kunne
være nyttig hvis man skal avgjøre om to plagiatdeteksjonssystemer gir
det samme resultatet. Dette vil kunne brukes hvis man for eksempel skal
lage en mer effektiv implementasjon av et eksisterende system, og man
ønsker å avgjøre om systemenes resultater ligger tett nok. Etterminmening
vil ikke denne ekstra nøyaktigheten være nødvendig hvis to systemer
sammenliknes for å avgjøre hvilken som er best til å oppfange plagiering,
siden rangeringen er det resultatet som vanligvis blir presentert brukeren
av slike systemer.
En eksisterende metode for å sammenlikne plagiatdeteksjonssystemer
ble utviklet av Whale (1990). Metoden er basert på å telle antallet falske
positiver for de n best rangerte innleveringsparene gitt av hvert system.
Et plagiatdeteksjonssystem blir vurdert som godt hvis antallet verifiserte
positiver er høyt og antallet falske positiver lavt. Denne informasjonen kan
plottes, slik at man kan velge det beste systemet ved en gitt verdi av n.
4Det er innleveringsparet som er blir vurdert som plagiert/ikke-plagiert. Bakgrunnen
for dette er at det er vanskelig å avgjøre hvilken innlevering i paret som er kilde og hvilken
som er plagiat. I tillegg er det mulig at begge er plagiat og har kopiert fra en felles kilde.
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Plasseringen av innleveringsparene blir ikke vurdert ved bruk av
Whales metode, selv om en rangering er basis for sammenlikningen. Det
eneste som vurderes er om innleveringsparet er rangert blant de n beste.
Overgangen mellom hva som vurderes som plagiering, og hva som er
naturlige likheter eller lovlig samarbeid, kan være uklar. Whales metode er
basert på en grov inndeling av innleveringsparene som: plagiert og ikke-
plagiert. Denne inndelingen innebærer et informasjonstap sett i forhold til
rangeringen. I den sammenheng kan det nevnes at en rangering kan være
nyttig selv ved et tenkt system som finner all plagiering uten å ha noen
falske positiver. Bakgrunnen for dette er at det kan være varierende grad
av alvorlighet ved plagieringen (det å kopiere en hel innlevering eller kun
deler av denne). Dermed er en ny metode som tar hensyn til plasseringen
ønskelig.
I neste kapittel vil vi vurdere bruk av rangeringer som sammenliknings-
grunnlag for plagiatdeteksjonssystemer.
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Kapittel 6
Analyse av rangeringer
I forrige kapittel vurderte vi ulike sammenlikningsgrunnlag for plagiatde-
teksjonssystemer. Vi kom frem til at rangeringer ser ut til å være et godt
sammenlikningsgrunnlag. I dette kapittelet vil vi derfor vurdere ulike sam-
menlikningsmetoder med rangeringer som basis.
Plagiatdeteksjonssystemervurderer par under sammenlikningen av sett
med innleveringer. Parene rangeres etter hvor trolig det er at plagiering kan
ha forekommet. Det er disse rangeringene vi har til hensikt å sammenlikne
når to plagiatdeteksjonssystemer skal måles mot hverandre.
6.1 Klassiske mål på korrelasjon
Det er flere metoder i statistikken for å sammenlikne rangeringer. Her vil vi
diskutere Pearsons korrelasjonskoeffisient, den nært beslektede Spearmans
korrelasjonskoeffisient (Spearmans ρ) og Kendalls rangkorrelasjonskoeffi-
sient (Kendalls τ).
Alle disse metodene genererer en verdi mellom −1 og 1, der 1 er
perfekt korrelasjon,−1 er perfekt antikorrelasjon1 og verdien 0 betyr ingen
korrelasjon.
Pearsons korrelasjonskoeffisient, r
Vi kan bruke Pearsons korrelasjonskoeffisient til å finne korrelasjonen
mellom to rangeringer, x = (x1, ..., xn) og y = (y1, ..., yn).
r =
∑(xi − x¯)(yi − y¯)√
∑(xi − x¯)2
√
∑(yi − y¯)2
(6.1)
I formelen over er x¯ og y¯ gjennomsnittet av verdiene i henholdsvis x og
y.
1Perfekt antikorrelasjon betyr at verdiene er rangert i nøyaktig motsatt rekkefølge.
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Hvis dataene er midtstilte, dvs at gjennomsnittet allerede er trukket fra,
blir formelen:
r =
∑ xiyi√
∑ x2i
√
∑ y2i
=
x · y
||x||||y||
(6.2)
Hvis rangeringene x og y i tillegg normaliseres til lengde 1, ved å
dividere hver av komponentene i x på ||x|| =
√
∑ x2i og tilsvarende for
y, får vi:
r = ∑ xiyi (6.3)
Spearmans korrelasjonskoeffisient, ρ
Spearmans ρ kan fås ved å beregne Pearsons r på rangeringen av dataene.
Rangeringene skal gå fra 1 til n, men uavgjortrangeringer er tillatt.
Ved sammenlikning av rangeringer gitt av to plagiatdeteksjonssyste-
mer er dataene allerede rangert. Spearmans ρ er dermed identiskmed Pear-
sons r på rangeringsdataene.
Kendalls rangkorrelasjonskoeffisient, τ
En annen metode for sammenlikning av rangeringspar er Kendalls rang-
korrelasjonskoeffisient - også kjent som Kendalls τ. Kendalls τ regnes ut
ved en verdi P som er et mål på antall par som er sortert i samme rekkeføl-
ge i de to rangeringene.
P beregnes på følgende måte: de to listene med rangeringer settes
opp ved siden av hverandre, sortert på den ene listen. Deretter arbeider
man med tallene i den andre rangeringen. For hver rangering, ser man
hvor mange av de senere rangeringene som er bedre (dvs som har lavere
tallverdi). Man summererer sammen disse verdiene for alle tallene, og får
dermed P. Hvis rangeringene i den andre listen er stigende sortert, blir:
P = (n− 1) + (n− 2) + ...+ 1 =
n(n− 1)
2
(6.4)
Hvis de derimot er avtagende sortert blir P = 0. I alle tilfeller vil:
0 < P <
n(n− 1)
2
(6.5)
Kendalls τ er 2P delt på antallet par −1. Formelen blir dermed:
τ =
2P
1
2n(n− 1)
− 1 =
4P
n(n− 1)
− 1 (6.6)
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6.2 Tilpasninger av de klassiske målene
Vi har nå sett på statistiske metoder for sammenlikning av rangeringer.
Det er enkelte problemer knyttet til bruken av disse metodene når man
sammenlikner rangeringer produsert av plagiatdeteksjonssystemer. For
hver av disse problemene har vi et underkapittel, der problemet først blir
presentert og deretter diskutert.
6.2.1 Lavt rangerte par kan være vilkårlig plassert
I kapittel 2.5 så vi at antallet innleveringspar med likheter som kan skyldes
plagiering, trolig vil være mye lavere enn det totale antallet innleverings-
par. De resterende parene kan være vilkårlig plassert. Innleveringspar der
man ikke har oppdaget noen grad av likhet må likevel rangeres hvis man
skal ha med alle parene. Plasseringen av disse parene kan være implemen-
tasjonsspesifikk og sier dermed ikke noe om hvor like to systemer er når
det gjelder å detektere plagiering.
Avskjæring og vekting
Ved å se bort fra par som har fått en dårlig rangering av begge systemene,
unngår man at disse parene påvirker korrelasjonsberegningen. Dette
implementeres ved å teste om minst ett av systemene har rangert et gitt
par høyere enn en terskelverdi. Hvis r0 og r1 er de to rangeringene til et
par, og terskelverdien er δ, blir kriteriet for å beholde paret at2:
min(r0, r1) ≤ δ (6.7)
Hvis parene som skal inngå i korrelasjonsberegningen må ha en høy
rangering fra begge systemer, blir kriteriet for å beholde paret at:
max(r0, r1) ≤ δ (6.8)
Det siste kriteriet er strengt og etter min mening ikke spesielt egnet, da
man eliminerer par med store forskjeller i rangeringen.
Den største vanskeligheten med å bruke disse avskjæringene er at man
må avgjøre hvor avskjæringen skal gå. Man vil ikke kunne forvente å finne
et eksakt punkt der likheter slutter å skyldes plagiering.
En mulig løsning vil være å beregne korrelasjonen for flere verdier av
δ. Det vil dermed være mulig å lage en graf eller tabell over utviklingen til
korrelasjonskoeffisienten etter hvor avskjæringen går. Ved sammenlikning
av korrelasjonskoeffisientene kan man da bruke verdier med forskjellige
avskjæringer. Dermed kan man se om to rangeringer er korrelert ved bruk
av de 10,20,30...osv høyeste rangeringene. Dette kan være interessant i seg
2Rangeringene har en lavere tallverdi ved bedre rangering.
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selv - og ikke bare for å unngå en avgjørelse omkring plasseringen til en
avskjæring.
En annen løsning vil være å la par som har fått en høy rangering telle
mer ved utregningen av korrelasjonen. Lavere rangerte par vil kunne få
en gradvis mindre innvirkning på korrelasjonsberegningen. Fordelen med
denne løsningen er at man får én verdi. Et nytt spørsmål blir derimot
introdusert: Hvor raskt skal innvirkningen på korrelasjonsberegningen
synke?
Vektet Pearson
Vi skal nå forsøke å tilpasse Pearsons korrelasjonskoeffisient slik at par som
er rangerert høyt av minst ett av systemene, teller mer ved utregningen av
korrelasjonen enn de som får en dårlig rangering av begge systemer.
Med midtstilte data er Pearsons korrelasjonskoeffisient definert slik:
r =
∑ xiyi√
∑ x2i
√
∑ y2i
(6.9)
Ved å vekte xi og yi kan vi oppnå det vi ønsker. Dermed innfører vi en
vekt vi for hver enkelt rangeringssammenlikning:
x˜i = vixi (6.10)
y˜i = viyi (6.11)
Merk at xi og yi må være midtstilte før vi multipliserer med vekten.
Setter vi x˜i og y˜i inn i formelen 6.9 for å erstatte xi og yi, får vi:
r =
∑ v2i xiyi√
∑(vixi)2
√
∑(viyi)2
(6.12)
Den fulle formelen, som også inkluderer midtstillingen, blir:
r =
∑ v2i (xi − x¯)(yi − y¯)√
∑(vixi − vi x¯)2
√
∑(viyi − viy¯)2
(6.13)
Vi har dermed fått en formel der vi kan vekte betydningen av hver
rangeringssammenlikning. Spørsmålet nå blir hvordan vi skal bestemme
vi. Hvis vi gjør dette lineært, ved n rangeringer, kan en mulig formel være:
vi = n−min(xi, yi) (6.14)
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6.2.2 Innleveringspar med manglende rangering
Man har ikke alltid tilgang til rangeringene for alle innleveringspar. For
nettbaserte plagiatdeteksjonstjenester, slik som JPLAG og MOSS, kan man
ikke forvente å få en rangeringsliste for alle innleveringspar. Slike systemer
viser gjerne bare de beste treffene.
Når vi sammenlikner to rangeringer, vil det kunne skje at det ene
systemet ikke har rangert et innleveringspar som har fått en god rangering
av det andre systemet. Siden innleveringsparet har fått en god rangering
av minst ett system, bør det tas med i korrelasjonsberegningen3, men hva
skal vi gjøre med den manglende rangeringen?
Ignorere innleveringspar med manglende rangeringer
Hvis de manglende rangeringene er “Missing Completely at Random”
(MCAR), vil vi trygt kunne ignorere berørte innleveringspar ved utregnin-
gen av korrelasjonen (Little and Rubin, 1987). Det er dessverre ikke slik i
vårt tilfelle, da vi vet at en manglende rangeringer er manglende nettopp
fordi den var dårlig.
Hva om vi likevel ignorerer innleveringsparet?
Det uheldige med denne fremgangsmåten er at parene ikke forekom-
mer tilfeldig, og at det å fjerne dem vil kunne ha en kraftig innvirkning på
korrelasjonen.
Parene som mangler i en rangering vil ikke ha en tilfeldig plassering,
men normalt en dårligere verdi enn den siste rangeringen man har
tilgjengelig.
Dermed vil korrelasjonen virke høyere hvis parene blir fjernet fra
beregningen, noe som er spesielt uheldig hvis man skal bruke resultatene
til å argumentere i retning av at to systemer gir liknende resultater.
Beregne rangeringen der denne mangler
Informasjonen vi mangler er den innbyrdes rangeringen av de manglende
parene - noe som potensielt vil kunne ha en stor innvirkning på korrelasjo-
nen hvis det er mange manglende par i rangeringen.
Det vil kunne være hensiktsmessig å forsikre seg om at korrelasjonen
ikke blir påvirket i positiv retning, ved å rangere de manglende parene
i motsatt rekkefølge av det andre systemets rangering. Vi får dermed
en nedre grense, rmin, for hva korrelasjonen (reelt) ville vært om alle
rangeringene var tilgjengelige. Vi velger å kalle den reelle korrelasjonen
vi ville hatt dersom ingen rangeringer mangler for rreell.
rmin ≤ rreell (6.15)
3Se forrige delkapittel for en diskusjon rundt avskjæring.
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Tabell 6.1: Eksempeltabell, utfylling av manglende rangeringer
A B C C’
1 4 - 5
2 1 1 1
3 2 2 2
4 3 3 3
5 5 - 4
Det uheldige med å bruke rmin, er at systemer med manglende par kan
bli påvirket uforholdsmessigmye. Dette kan utgjøre en feilkilde hvis vi skal
sammenlikne korrelasjonen vi får fra to forskjellige par av systemer.
Her er et konstruert eksempel på en slik situasjon:
Anta at vi har rangeringen B (se tabell 6.1). Vi lager en ny rangering
C ved å kun ta med de 3 høyest rangerte parene fra B. Rangering C
får dermed to manglende verdier. Ved å velge den rangeringen av disse
manglende verdiene som gir den laveste korrelasjon, får vi rangeringen gitt
i C′. Beregner vi korrelasjonen mellom rangeringene A og B får vi r1 = 0, 4,
mens den for A og C′ blir r2 = 0.
I dette eksemplet manglet 40% av parene - og også de parene som
medførte størst forskjell i korrelasjonen. Det samme eksemplet med 20 par
der 20% mangler, gir r1 = 0, 57 og r2 = 0, 46.
Det å bruke den rangeringen av de manglende parene som gir høyest
korrelasjon - rmax, vil gi tilsvarende problemer i den andre retningen:
korrelasjonen kan se bedre ut enn den egentlig er. Av den grunn kan det
være fordelaktig å beregne både en øvre og en nedre grense:
rmin ≤ rreell ≤ rmax (6.16)
Ved å beregne begge disse tallene vil vi kunne vurdere hvor stor
innvirkning de manglende parene har på korrelasjonskoeffisienten, og
finne området korrelasjonskoeffisienten må befinne seg i.
Det å ha én verdi når man skal sammenlikne korrelasjonene er likevel å
foretrekke. En måte å oppnå dette på, er å ta gjennomsnittet av rmin og rmax.
Avviket fra gjennomsnittet kan da ansees som en feilmargin.
En annen fremgangsmåte er å beregne forventet korrelasjon. Vi har
en uniform sannsynlighetsfordeling hvis den antatte verdien til den
manglende rangeringen er uavhengig av den kjente. I kapittel 6.2.1 så
vi at dårlige rangeringer kan bli bestemt av implementasjonsspesifikke
detaljer. Slike detaljer kan være gjennomgående for flere systemer, og det
er dermedmulig at denmanglende rangeringen korrelerer med den kjente.
Uten å ha foretatt en nærmere undersøkelse har vi ikke grunnlag for å
anta noen gjennomgående avhengighet blant slike par. Det er i tillegg
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naturlig å forvente at det ikke vil være en avhengighet ved to systemer
som er implementert på fundamentalt forskjellige måter. Vi vil derfor i
det følgende anta en uniform sannsynlighetsfordeling for mulige verdier
til manglende rangeringer.
Den forventede korrelasjonen r′ kan da beregnes ved å ta gjennomsnit-
tet av korrelasjonen ved alle permutasjoner av de manglende parene. An-
tallet permutasjoner utvikler seg eksponensielt, slik at det ikke alltid vil
være mulig å generere alle permutasjoner. En mulig løsning i slike tilfeller
er å bruke “Monte Carlo”-simulering (Berman and Paul, 2005). Kort for-
klart: vi tilnærmer oss gjennomsnittet ved å bruke et tilfeldig utvalg av
permutasjonene.
Før jeg startet å implementere en slik simulering kontrollerte jeg
om resultatet ville bli det samme som gjennomsnittet av rmin og rmax.
Overraskende nok var dette tilfellet (se bevis i Vedlegg II).
Vi kan dermed si at vi har en forventet korrelasjon r′ som er lik rreell
med en feilmargin på ǫ:
r′ =
rmin + rmax
2
(6.17)
ǫ = r′ − rmin (6.18)
6.2.3 Rangering påvirket av implementasjon
Sorteringen av innleveringspar med omtrent like mye plagiering kan være
implementasjonsavhengig. At det ene systemet skulle plassere det ene
paret over det andre er kanskje ikke så viktig, sålenge begge systemene
har sortert parene i det samme område. Slike forskjeller kan være gjentatt
systematisk gjennom rangeringen, siden par som er ganske likt vurdert
kan bli implementasjonsavhengig sortert (sortering på innleveringsnavn,
avrundingsforskjeller osv).
Hvis antallet slike innleveringspar er lavt vil vi trolig kunne se
bort fra denne feilkilden. Dette virker som en rimelig antakelse, men i
denne oppgaven har vi hverken studert dette eller mulig innvirkning på
korrelasjonen.
6.3 Andre sammenlikningsmetoder
6.3.1 Fellesrangering
I de foregående delkapittelene diskuterte vi bruk av korrelasjon ved
sammenlikning av rangeringer. Vi skal nå se på et enklere mål på hvor like
to rangeringer er.
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Figur 6.1: Eksempelfigur for plot av fellesrangering
La A(n) og B(n) være mengden av de n høyest rangerte innleverings-
parene henholdsvis fra systemene A og B. Antallet innleveringspar de to
systemene begge har rangert blant de n høyeste blir dermed:
f (n) = |A(n) ∩ B(n)| (6.19)
Det samme antallet i prosent blir:
g(n) =
f (n) ∗ 100
n
(6.20)
En fellesrangering kan være enklere å forstå for folk som ikke kan
statistikk, siden det gir resultater av typen: Av de hundre høyest rangerte
innleveringsparene i system A og B, er 60% av innleveringsparene å finne
i begge mengder.
6.3.2 Rangeringsplott
En visuell måte å vurdere forskjellene i rangering på, er å plotte rangeringe-
ne fra to systemer på hver sin akse. Figur 6.2 på neste side viser et eksempel
på et slikt plot.
Koordinatene til hvert enkelt punkt er gitt av de to systemenes
rangering, der 1 er den beste rangeringen. Hvis et innleveringspar har fått
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Figur 6.2: Eksempelfigur for plot av rangeringer.
rangeringen a av det ene systemet og b av det andre, vil punktet (a, b) bli
plottet.
Hvis et system sammenliknes med seg selv, vil punktene som plottes
være (a, a) der a løper gjennom alle rangeringene. Punktene vil dermed
følge funksjonen f (x) = x. Ved sammenlikning av forskjellige systemer vil
man kunne forvente at punktene samles rundt denne linjen - kanskje med
større nøyaktighet ved de beste rangeringene, slik at man får en vifteform
som brer seg ut ved høyere x og/eller y.
Aksene går gjennom origo, og hvis en av koordinatene er større en
200 faller punktet utenfor plottet. Dermed vil det være færre enn 200
punkter i plottet, hvis ikke begge systemer har rangert det samme settet
med innleveringspar innenfor de 200 første.
Beskrevet på en annen måte: Ved plott av rangeringer fra 1 til n vil
innleveringspar som har fått én rangering over n falle utenfor plottet.
En mulig løsning på dette problemet er å markere avskjæringsverdien
n med en boks i plottet, og sette av rom i figuren for punktene som faller
utenfor boksen.
Det kan være mer hensiktsmessig å ignorere punktene som faller
utenfor - særlig hvis man fanger opp disse punktene på en annen måte.
Et eksempel på en annen slik måte, er det å lage en liste over de
innleveringsparene der én av rangeringene er under n og den andre er over.
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Figur 6.3: Eksempelfigur for plot av forskjeller i rangering.
Innleveringspar med stor rangeringsforskjell kan også analyseres sepa-
rat, slik vi ser i neste delkapittel.
6.3.3 Forskjell i rangering
Figur 6.3 viser et eksempel på et plot over forskjell i rangering. Denne
informasjonen kan like gjerne presenteres i en tabell, i motsetning til
rangeringsplottet nevnt i forrige delkapittel.
Forskjellsplottet har rangeringen gitt et system på x-aksen og forskjel-
len til et annet systems rangering på y-aksen. Det er dermed enkelt å finne
innleveringspar som har blitt vurdert meget forskjellig av to plagiatdetek-
sjonssystemer - man ser etter de største absoluttverdiene på y-aksen.
Det er mulig å beregne gjennomsnittlig forskjell mellom rangeringen,
og standardavviket fra dette gjennomsnittet.
To mulige sorteringer av rangeringsforskjellene, er:
1. Sortering etter rangeringen gitt av det ene systemet.
2. Sortering etter forskjellen i rangering, med størst forskjell først.
Sortering nummer 1 er den vi studerte over.
Sortering nummer 2 gjør at det er enklere å finne de største avvikene i
rangering, men kan fort bli uinteressant hvis man ser på alle innleverings-
par. Grunnen til dette er at det kan være store forskjeller i et innleveringspar
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som er rangerert som nummer 10000 av det ene systemet - uten at dette er
særlig interessant (se diskusjonen i delkapittel 6.2.1.).
Dermed vil det være nødvendig å kun vise de innleveringsparene der
en av systemenes rangeringer er bedre enn en viss terskel, slik vi også kom
frem til i det refererte delkapittelet.
Denne sorteringen er kanskje mer egnet for en tabell der man også
oppgir rangeringen innleveringsparet fikk av hvert enkelt system.
6.4 Oppsummering
I dette kapittelet har vi sett på hvordan man kan beregne korrelasjon
mellom to rangeringer. Utgangspunktet var klassiske mål på korrelasjon,
Persons r, Spearmans ρ og Kendalls τ.
Ved bruk av rangeringer som data, er Spearmans ρ identisk med
Pearsons r. En annen rangkorrelasjon vi så på var Kendalls τ, men
beregning av Spearmans ρ er enkel både å implementere og modifisere,
så vi vil i det følgende bruke Spearman ρ som mål på korrelasjon i denne
oppgaven.
Etter presentasjonen av klassiske mål så vi på problemer som kan
oppstå når dataene er rangeringer. Deretter ble mulige løsninger på disse
problemene diskutert.
Det første problemet vi så på, var at par med lav rangering trolig vil
være vilkårlig plassert og ikke si noe om hvor like to systemer er når det
gjelder å fange plagiering.
Ved å skjære bort par somhar fått en dårlig rangering av begge systeme-
ne, vil man kunne unngå at disse parene påvirker korrelasjonsberegningen.
Dette kunne implementeres ved å teste om minst ett av systemene har ran-
gert et par høyere enn en terskelverdi. Hvis r0 og r1 er de to rangeringene
til et par, og terskelverdien er δ, er inklusjonskriteriet:
min(r0, r1) ≤ δ (6.21)
En annen løsning som ble diskutert, var å la par som har fått en høy
rangering telle mer ved utregningen av korrelasjonen. Lavere rangerte par
ville kunne få en gradvis mindre innvirkning på korrelasjonsberegningen.
Å bruke avskjæringer var imidlertid enklere, siden bruk av vekting bare
ville byttet problemet med å finne et avskjæringspunkt, med problemet
med å bestemme hvor raskt innvirkningen skulle synke.
Å lage en graf eller tabell over korrelasjonen, ved forskjellige verdier av
δ, er hensiktsmessig. Bakgrunnen for dette er todelt: vi omgår problemet
med å finne et bestemt avskjæringspunkt, og vi muliggjør det å se
utviklingen i korrelasjonen etter hvor mange av rangeringene som er tatt
med.
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Det neste problemet som ble diskutert, var at man ikke alltid har tilgang
til alle innleveringsparene fra plagiatdeteksjonssystemer. Grunnen til dette
var at enkelte systemer kun presenterer de best rangerte innleveringene.
Når vi sammenlikner to rangeringer, vil det kunne skje at det ene systemet
ikke har rangert et innleveringspar som har fått en høy rangering av det
andre systemet. Slike par vil ikke kunne ignoreres, da rangeringene som
mangler ikke er “Missing Completely at Random” (MCAR). Vi vet derimot
at disse rangeringene er garantert dårligere enn alle kjente rangeringer
Løsningen på problemet var å finne den forventede korrelasjonen r′
og en feilmargin ǫ. Den forventede korrelasjonen er gjennomsnittet av
alle korrelasjonkoeffisientene vi får ved å bruke alle permuteringer av
de manglende rangeringene. Den forventede korrelasjonen er, innenfor
feilmarginen ǫ, lik den reelle korrelasjonen. Den reelle korrelasjonen er den
vi ville fått dersom det ikke manglet noen rangeringer.
Verdien r′ kan beregnes direkte fra et gjennomsnitt av den beste og
dårligste korrelasjonen, rmin og rmax, sombruker henholdsvis denmonotont
synkende og denmonotont stigende rangeringen av de manglende parene.
Formlene for å beregne r′ og ǫ, var:
r′ =
rmin + rmax
2
(6.22)
ǫ = r′ − rmin (6.23)
Sorteringen av innleveringspar med omtrent like mye plagiering kan
være implementasjonsavhengig. At det ene systemet skulle plassere det
ene paret over det andre er kanskje ikke så viktig, sålenge begge systemene
har sortert parene i det samme område. Slike forskjeller kan være gjentatt
systematisk gjennom rangeringen, siden par som er ganske likt vurdert
kan bli implementasjonsavhengig sortert (sortering på innleveringsnavn,
avrundingsforskjeller osv). Hvis antallet slike innleveringspar er lavt vil
vi trolig kunne se bort fra denne feilkilden. Dette virker som en rimelig
antakelse, men i denne oppgaven har vi hverken studert dette eller mulig
innvirkning på korrelasjonen.
Etter å ha tilpasset Spearmankorrelasjon til vårt formål, så vi på andre
måter for sammenlikning av rangeringer. Vi så at fellesrangering kunne gi
en alternativ tolkning av likhet mellom systemer, mens rangeringsplott og
vurdering av forskjeller i rangeringen kunne gi andre tolkningsmuligheter.
Vi har nå et verktøy for sammenlikning av plagiatdeteksjonssystemer,
nemlig det å sammenlikne rangeringene disse systemene produserer. I
kapittel 8 skal vi utføre en sammenlikning av noen eksisterende systemer
for plagiatdeteksjon, og bruke de verktøyene vi har utviklet.
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Kapittel 7
ComparePDS: Sammenlikning
av plagiatdeteksjonssystemer
ComparePDS er et egenutviklet system for sammenlikning av plagiatdetek-
sjonssystemer. Systemet har blitt konstruert på basis av diskusjonene i ka-
pittel 5 og 6. I dette kapittelet vil vi se hvordan ComparePDS er implemen-
tert, og hvordan systemet kan brukes.
ComparePDS sammenlikner plagiatdeteksjonssystemer ved å bruke
rangeringene disse systemene gir det samme settet av innleveringspar.
Det beregnes korrelasjon, fellesrangering og forskjell i rangering - altså de
målene vi så på i forrige kapittel.
I dette kapittelet vil vi beskrive hoveddelene av systemet. Du kan finne
kildekoden og mer dokumentasjon på:
http://heim.ifi.uio.no/stiangre/master
7.1 Spearmankorrelasjon
Vi så i forrige kapittel at Spearmankorrelasjon for to lister med ferdig
rangerte data, kunne beregnes ved å bruke Pearsons formel, der x og y
er listene med de rangerte dataene:
r =
∑(xi − x¯)(yi − y¯)√
∑(xi − x¯)2
√
∑(yi − y¯)2
(7.1)
I formelen over er x¯ og y¯ gjennomsnittet av verdiene i henholdsvis x og
y.
Det som kompliserer implementasjonen, og som gjør det interessant å
dokumentere denne, er at:
• Vi ønsker å skjære bort par som har fått en dårlig rangering (lite trolig
plagiering) av begge systemene, slik at vi unngår at disse parene
påvirker korrelasjonsberegningen.
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• Det skal væremulig å beregne korrelasjonen selv hvis et av systemene
mangler lavt rangerte innleveringspar i listen med rangeringer.
Det første punktet kan håndteres ved å teste om minst ett av systemene
har rangert et gitt par dårligere enn en terskel. Merk at tallverdien til en
rangering vil være høyere ved dårligere rangeringer. Hvis r0 og r1 er de to
rangeringene til et par, og terskelverdien er δ, er inklusjonskriteriet:
min(r0, r1) ≤ δ (7.2)
Videre vil vi kalle dette en δ-avskjæring. Etter en slik avskjæring må
listen med rangeringer oppdateres slik at rangeringene ligger mellom 1 og
n, noe beregningen av Spearmankorrelasjon krever.
Manglende rangeringer kan håndteres ved å finne gjennomsnittet av
korrelasjonene vi ville fått om disse var rangert på den best mulige, og
den verst mulige måten. Denne verdien er den forventede korrelasjonen
og vi kan beregne en feilmargin mot den reelle korrelasjonen, altså den
korrelasjonen vi ville fått dersom alle par var rangert. Formelen for å
beregne den forventede korrelasjonen r′ og feilmarginen ǫ, var:
r′ =
rmin + rmax
2
(7.3)
ǫ = r′ − rmin (7.4)
For mer informasjon rundt overnevnte momenter, se oppsummeringen
i slutten av forrige kapittel. Vi skal nå se på en algoritme som beregner kor-
relasjonen ved δ-avskjæring og ved håndtering av manglende rangeringer.
Algoritme for beregning av Spearmankorrelasjon
Et par består av to rangeringer, x og y.
1. Vi legger til listen result, alle innleveringspar der tallverdien til minst
én av rangeringene er lavere enn eller lik δ. Dette kan gjøres i en løkke,
der vi også ser vi på den andre rangeringen:
(a) Paret legges til listen sortX hvis tallverdien på den første
rangeringen er større enn δ, og til listen sortY hvis tallverdien
til den andre rangeringen er større.
(b) Paret legges til listen missingX hvis den første rangeringen er
ukjent, og til listen missingY hvis den andre rangeringen er
ukjent.
2. Vi sorterer listene sortY og missingX med hensyn på y (all sortering
gjøres økende), listene sortX og missingY sorteres med hensyn på x.
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3. x-rangeringene i sortX oppdateres med rangeringene fra δ + 1 og
oppover. Vi gjør tilsvarende med sortY.
4. x rangeringene i missingX oppdateres med rangeringene fra δ +
size(sortX) + 1 og oppover. Vi gjør tilsvarende med missingY.
5. Maksimalmulig korrelasjon kan nå beregnesmed: rmax = correlation(result),
der metoden correlation finner Pearsonkorrelasjonen for listen med
par av verdier.
6. x rangeringene i missingX oppdateres med rangeringene i motsatt
rekkefølge. Vi gjør tilsvarende med missingY.
7. Minimal mulig korrelasjon kan nå beregnesmed: rmin = correlation(result).
8. Verdiene r′ og ǫ kan nå beregnes slik beskrevet i 7.3 og 7.4.
Hvis de to rangeringene er sortert i utgangspunktet, slik det vil være i
vårt tilfelle, får vi følgende kjøretider:
Det best tenkelige tilfellet vil være at det ikke er noen manglende par,
og at det ikke er noen par som må sorteres. Da må vi bare gå gjennom de δ
første rangeringene fra hvert system, og vi får kjøretiden 2δ = O(δ).
Verst tenkelig er tilfellet når alle verdiene enten er manglende eller må
sorteres. Da får vi 2δ + δlogδ + 2δ = O(δlogδ).
7.2 Fellesrangering og forskjell i rangering
Forskjell i rangering er trivielt å regne ut. Det er bare å ta differansen
mellom to systemers rangering av hvert enkelt innleveringspar.
Fellesrangeringen kan regnes effektivt ut for alle verdier fra 1 til
n. Implementasjonen er basert på en observasjon av at forskjellene i
rangeringenemellom system1 og 2 er symmetriskmed forskjellenemellom
system 2 og 1. Antallet par systemene har felles øker ved en negativ
forskjell i den førstnevnte sammenlikningen, mens den senkes ved positive
tall i den andre. Fellesrangeringen for de n første rangeringene beregnes da
ut fra fellesrangeringen for n− 1.
Beregning av fellesrangering for alle n kan da utføres med O(n) som
beste/verste/gjennomsnittlige kjøretid.
53
54
Kapittel 8
Forsøk:
Rangeringssammenlikning
8.1 Introduksjon
I kapittel 5.3.2 diskuterte vi det å bruke rangeringer sombasis ved sammen-
likning av plagiatdeteksjonssystemer. Deretter diskuterte vi mulige tilnær-
minger i kapittel 6, og kom frem til bruk av en modifisert utgave av Spear-
mans ρ sommål på likhet mellom to rangeringer. Til slutt implementerte vi
et system kalt ComparePDS, som beregner Spearmans ρ og enkelte andre
mål. Beskrivelsen av dette systemet står i kapittel 7.
Vi vil nå bruke ComparePDS til å sammenlikne noen plagiatdeteksjons-
systemer. Formålet med denne sammenlikningen er å vise hvordan Com-
parePDS fungerer, beskrive hvordan et forsøk kan settes opp og gi en basis
for en diskusjon rundt nytteverdien av rangeringsbasert sammenlikning.
Noen resultater fra dette forsøket kan være interessante i seg selv, da de
viser hvilke systemer som gir liknende resultat og hvilke innleveringspar
som blir rangert meget forskjellig av systemene. Diskusjonen og oppsum-
meringen vil likevel være tilpasset formålet nevnt over.
8.2 Datasett
Datasettet for forsøket er alle innleveringene av obligatorisk oppgave1 nr. 3
i et introduksjonskurs i programmering (INF1000, høsten 2004). Totalt var
det 411 innleveringer i kurset. Av disse innleveringene var det 43 som ikke
kompilerte og som dermed ikke kan tas med i forsøket2. Datasettet består
dermed av de resterende 368 innleveringene.
1En obligatorisk oppgave er en innlevering som kun har bestått/ikke-bestått. Det var
totalt fire slike innleveringer i INF1000, spredt jevnt utover semesteret.
2Innleveringen må kunne kompilere (eller mer eksakt: ikke ha syntaktiske feil) siden
dette er påkrevet av plagiatdeteksjonssystemet JPlag.
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Tabell 8.1: Plagiatdeteksjonssystemene
Joly JPlag MOSS Simplepds
Antall par: 67528 1467 59811 67528
Begrunnelsen for å velge en oppgave som kommer senere i kurset er at
studentene da kan ha oppnådd en større grad av refleksjon rundt hvordan
man kan skjule plagiering. Den valgte obligatoriske oppgaven vil dermed
kunne ligge nærmere de etterfølgende kursene - noe som gjør detmer trolig
at resultatene fra dette forsøket også vil gjelde for disse kursene.
Den siste obligatoriske oppgaven (nr. 4) hadde betydelig færre deltake-
re3 enn den tredje og av den grunn ble oppgave nr. 3 valgt fremfor nr. 4.
8.3 Enheter (plagiatdeteksjonssystemer)
Enhetene ved dette forsøket er plagiatdeteksjonssystemene: JPlag, MOSS,
Simplepds og Joly. Disse systemene ble valgt fordi jeg hadde tilgang til
dem. JPlag og MOSS er systemer som er allment tilgjengelige og i bruk.
Joly er det systemet som har vært brukt ved Institutt for informatikk ved
Universitetet i Oslo frem til høsten 2007. Simplepds har blitt utviklet av
meg selv som et eksempel på et meget enkelt plagiatdeteksjonssystem.
Det var et varierende antall innleveringspar tilgjengelig fra hvert
system. Tabell 8.1 viser et sammendrag av denne informasjonen.
Nedenfor vil vi presentere valgene som ble tatt og parameterene som
ble brukt ved kjøringen av disse systemene.
Joly
Se kapittel 4.1 for en presentasjon av Joly.
Rangeringer for alle innleveringsparene var tilgjengelige fra dette
systemet.
JPlag
Se kapittel 4.5 for en presentasjon av JPlag.
Det høyeste antallet rangeringer det var mulig å skaffe fra dette syste-
met var 1467. JPlag er tilgjengelig som en Internettbasert plagiatdeteksjons-
tjeneste og kildekoden har ikke blitt gjort tilgjengelig. Det var dermed ikke
3Det var 339 innleveringer av den siste obligatoriske oppgaven. Et frafall på 72
innleveringer kan inkludere flere personer som har blitt utestengt fra kurset grunnet
plagiering og/eller svake studenter som vil kunne tenkes å skjule plagiering på en annen
måte enn de med mer faglig tyngde. Dermed ville bruken av den siste obligatoriske
oppgaven kunne ført til betydelig større feilkilder.
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mulig å endre avskjæringen som gjorde at kun de 1467 best rangerte parene
ble vist.
JPlag gir to forskjellige sammenlikningsresultater: gjennomsnittlig lik-
het ogmaksimal likhet. Den første er best til å rangere innleveringene ut fra
total likhet på koden,mens den siste kan finne innskutt kode. Veiledningen
til systemet sier at gjennomsnittlig likhet er det målet som oppdager mest
plagiering, og vi har dermed valgt å bruke dette sammenlikningsresultatet
her.
MOSS uten deteksjon av felles kode
Se kapittel 4.2 for en presentasjon av MOSS.
Rangering for nesten alle innleveringsparene ble gitt av dette systemet.
Det var mulig å sette antallet innleveringspar som skulle rapporteres. De
utelatte innleveringsparene hadde ingen deler felles som MOSS kunne
finne.
MOSS har en funksjon for deteksjon av felleskode4 - altså kode gjengitt
i et tilstrekkelig stort antall innleveringer. Felleskode blir ignorert av MOSS
i den videre sammenlikningen, noe som vil kunne øke kvaliteten på
rangeringen av innleveringer ved å redusere falske positiver.
Antallet innleveringer som er nødvendig for at koden skal defineres
som felles kan angis ved kjøringen av systemet. Hvis antallet er for høyt
vil kode som er allment kjente kunne bli tatt som plagiering (altså: ikke
filtreres ut), men hvis det er for lavt vil kode som er plagiert flere ganger
kunne defineres som felles og dermed ikke bli detektert. Det er et eget
forskningsprosjekt å vurdere dette antallet, og det faller utenfor denne
oppgaven.
Her har vi valgt å deaktivere denne funksjonen, for å se på selve
sammenlikningsalgoritmen til MOSS i forhold til de andre systemene.
En separat undersøkelse vil bedre kunne belyse fordelene/ulempene ved
fjerning av felles kode fra sammenlikningen.
Simplepds
Se kapittel 4.7 for en presentasjon av Simplepds.
Rangeringer for alle innleveringsparene var tilgjengelige fra dette
systemet.
4Felleskode kan være utdelt kode fra kursledelsen eller løsninger som er opplagte/all-
ment kjente.
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Figur 8.1: Rangering gitt av JPlag og MOSS (x,y er 0-200). Merk at punkter
med x > 200 eller y > 200 ikke vises.
8.4 Resultater
I dette delkapittelet vil vi presentere et utvalg av resultatene produsert av
ComparePDS. Vi har tatt med minst én graf/tabell for hver resultattype:
rangeringsplott, fellesrangering, korrelasjon og rangeringsforskjell. Det er
en kort presentasjon av hver enkelt figur-/tabelltype i dette kapittelet - se
kapittel 6 for en mer utfyllende beskrivelse.
Vi starter med en figur som viser et plott over rangeringene gitt av
JPlag og MOSS, figur 8.1. Koordinatene til hvert enkelt punkt er gitt
av de to systemenes rangering, der 1 er den beste rangeringen. Hvis et
innleveringspar har fått rangeringen a av det ene systemet og b av det
andre, vil punktet (a, b) bli plottet.
Aksene går gjennom origo, og hvis en av koordinatene er større en
200, faller punktet utenfor plottet. Se diskusjonen i delkapittel 6.3.2 for mer
informasjon rundt dette.
Vi bruker navnet rangeringsplott på denne figuren.
I figur 8.2 på neste side er et kryssdiagram med rangeringsplott for
hvert par av systemer. To systemer er mer enig dess nærmere punktene
kommer diagonalen. Et system som sammenliknes med seg selv vil ha en
diagonal strek gjennom figuren, altså: f (x) = x. Rangeringsplottene blir
speilet om diagonalen når man bytter aksene på systemene.
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Figur 8.2: Kryssdiagram over rangering gitt par av systemer (x, y er 0-200).
Diagonallinjene som oppstår når et system sammenliknes med seg selv er
utelatt. Merk at punkter med x > 200 eller y > 200 ikke vises.
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Figur 8.3: Felles rangerte innleveringer for par av systemer (200 første).
De neste figurene vi skal se på, viser fellesrangeringen mellom par av
systemer.
En fellesrangering mellom to systemer, er antallet innleveringspar de to
systemene begge har rangert blant de n høyeste. Figurene 8.3 og 8.4 viser
dette antallet i prosent.
Figur 8.5 på side 62 viser Spearmankorrelasjonen mellom to systemers
rangering av et sett med innleveringspar. f (δ) er Spearmankorrelasjonen,
mens δ blir brukt til å bestemme hvilke par som skal inngå i korrelasjonen.
Hvis r0 og r1 er de to systemenes rangering av et gitt innleveringspar, skal
paret inkluderes i korrelasjonen hvis5:
min(r0, r1) ≤ δ (8.1)
Dermed vil f (δ) for en gitt δ-verdi gi korrelasjonen til alle innleverings-
par der minst én av de to rangeringene er bedre enn eller lik δ.
Vi manglet MOSS og JPlag sine rangeringer av enkelte innleveringspar.
Den forventede korrelasjonen er den korrelasjonen vi antar vi ville fått
dersom alle rangeringene var tilgjengelige. Figur 8.5 på side 62 viser den
forventede korrelasjonen. Feilmarginen til denne antakelsen er plottet i
figur 8.6 på side 62.
5Rangeringene har en lavere tallverdi ved bedre rangering.
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Figur 8.4: Felles rangerte innleveringer for par av systemer (1000 første).
Hvis vi kombinerer denne informasjonen i ett plott, får vi figur 8.7 på
side 63. Figur 8.8 viser δ opp til 1000 på en tilsvarende måte.
Hver enkelt graf i disse figurene er tegnet med den forventede verdien
i midten, og feilmarginen skravert over og under.
Figur 8.9 og tabell 8.4 viser forskjell i rangering. Dette er beregnet ved å
se på forskjellen i rangering på et gitt innleveringspar. Den første kolonnen
i tabellen tabellen og x-aksen i figuren viser rangeringen til ett system.
Deretter vises forskjellen til det andre systemets rangering på den andre
aksen/kolonnen(e).
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Figur 8.5: Spearmankorrelasjon mellom to systemers rangeringer.
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Figur 8.6: Feilmarginen ǫ ved spearmankorrelasjon av to systemers range-
ringer. Kurvene som ikke synes i plottet er tilnærmet eller helt lik null.
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Figur 8.7: Spearmankorrelasjon mellom to systemers rangeringer. Feilmar-
ginen ǫ er angitt med skravert område.
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Figur 8.8: Spearmankorrelasjon mellom to systemers rangeringer. Feilmar-
ginen ǫ er angitt med skravert område.
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Tabell 8.2: Korrelasjon mellom to systemers rangeringer av et sett innle-
veringspar (S. er Simplepds). Hvis r0 og r1 er de to systemenes range-
ring av et gitt innleveringspar, skal paret inkluderes i korrelasjonen hvis:
min(r0, r1) ≤ δ
δ Joly-JPlag Joly-MOSS Joly-S. JPlag-MOSS JPlag-S. MOSS-S.
5 0.543 -0.683 -0.683 -0.767 -0.617 -0.758
10 0.587 -0.571 -0.240 -0.593 -0.116 -0.418
15 0.557 -0.409 0.082 -0.489 0.063 -0.238
20 0.408 -0.308 0.033 -0.191 0.252 0.280
25 0.306 -0.186 0.052 0.279 0.475 0.482
30 0.223 -0.111 0.051 0.477 0.547 0.539
35 0.168 -0.080 0.059 0.583 0.700 0.625
40 0.122 -0.062 0.036 0.653 0.709 0.637
45 0.092 -0.047 0.018 0.706 0.675 0.639
50 0.049 -0.052 0.002 0.732 0.661 0.624
55 -0.003 -0.067 -0.027 0.760 0.633 0.609
60 -0.039 -0.081 -0.050 0.776 0.607 0.579
65 -0.068 -0.112 -0.085 0.776 0.586 0.545
70 -0.089 -0.145 -0.116 0.777 0.561 0.507
75 -0.100 -0.166 -0.133 0.785 0.536 0.468
80 -0.120 -0.176 -0.147 0.792 0.502 0.438
85 -0.131 -0.190 -0.162 0.800 0.467 0.403
90 -0.148 -0.202 -0.177 0.809 0.438 0.376
95 -0.161 -0.206 -0.202 0.821 0.406 0.344
100 -0.174 -0.224 -0.217 0.821 0.384 0.316
105 -0.188 -0.243 -0.230 0.823 0.362 0.282
110 -0.206 -0.241 -0.244 0.825 0.323 0.256
115 -0.222 -0.247 -0.250 0.821 0.300 0.236
120 -0.225 -0.260 -0.262 0.818 0.275 0.214
125 -0.237 -0.272 -0.284 0.810 0.250 0.196
130 -0.248 -0.280 -0.285 0.806 0.227 0.173
135 -0.260 -0.290 -0.299 0.799 0.202 0.152
140 -0.268 -0.298 -0.311 0.793 0.177 0.131
145 -0.278 -0.308 -0.324 0.784 0.154 0.113
150 -0.291 -0.318 -0.334 0.775 0.131 0.095
155 -0.299 -0.323 -0.350 0.759 0.109 0.081
160 -0.315 -0.336 -0.354 0.744 0.090 0.061
165 -0.323 -0.348 -0.359 0.725 0.077 0.047
170 -0.330 -0.349 -0.365 0.708 0.059 0.031
175 -0.337 -0.358 -0.382 0.695 0.045 0.019
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Figur 8.9: Forskjell i rangering av de 100 første parene for JPlag og MOSS
Tabell 8.3: Forskjell i rangering mellom Joly og MOSS.
Rangering Forskjell til MOSS Forskjell til Joly
1 17 3
2 38 7953
3 7 7951
4 -3 6
5 10 40
6 11 38
7 9 12
8 17 67
9 14 64
10 -6 -7
11 4564 9
12 54 64
13 26 61
14 62 24
15 896 -10
16 83 -9
17 4 -11
18 57804 -17
19 -12 1211
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Figur 8.10: Rangering gitt av JPlag og MOSS (0-500).
8.5 Tolkninger og diskusjon
Av spearmankorrelasjonen, kryssdiagram og fellesrangeringen (figur 8.3,
figur 8.2 og 8.7) kan vi se at JPlag og MOSS gir en mye likere rangering av
innleveringsparene enn andre systempar, ved δ > 43.
Joly skiller seg ut ved å totalt sett ha lavest korrelasjon til samtlige andre
systemer, ved δ > 25.
Hvis man ser på de 100 best rangerte innleveringsparene fra hvert
system, er korrelasjonen mellom JPlag og MOSS 0, 821. Det nest best
korrelerte systemparet er JPlag og Simplepds med en korrelasjon på
0, 384± 0.033 (best tenkelige korrelasjon er da 0, 471).
De innleveringsparene som blir rangert høyt av Simplepds blir også
gitt en høy rangering av JPlag. Derimot ser vi at forskjellen er meget stor
mellom systemene for noen av innleveringene som JPlag rangerer høyt.
Ved å kontrollere innleveringene manuelt ser vi hvorfor disse parene er
plassert på så forskjellige plasser: Parene er nesten like, men de har noen
små forskjeller spredt over mange linjer - Simplepds er linjebasert.
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8.6 Feilkilder
Det er en viktig feilkilde knyttet til datasettet: 10% av innleveringene måtte
filtreres bort grunnet kompileringsfeil. Det er mulig at studenter med ikke-
kompilerende innleveringer har brukt andre plagiatskjulende teknikker
enn de andre studentene. Dermed vil dette kunne utgjøre en feilkilde ved
representativiteten til resultatene.
Et utvalg innleveringspar fra det samme datasettet ble brukt under
konstruksjonen av Joly. Av den grunn vil Joly kunne være mer tilpasset
datasettet enn de andre systemene. Dette vil kunne påvirke resultatene i
den retning at Joly ser ut til å være mer/mindre forskjellig fra de andre
systemene enn det som er realiteten.
8.7 Oppsummering
I dette kapittelet har vi sett at en sammenlikning mellom par av plagiatde-
teksjonssystemer er mulig ved hjelp av ComparePDS6.
Vi har vist at Spearmankorrelasjon kan brukes til å fastslå om par
av plagiatdeteksjonssystemer gir liknende rangeringer. Når alle par av
systemer i et sett sammenliknes, kan vi vurdere om enkeltsystemer skiller
seg ut fra de andre. I dette forsøket så vi at Joly skilte seg ut fra de andre ved
å ha en helt annen rangering, mens JPlag ogMOSS ga liknende rangeringer.
Spearmankorrelasjonen kan brukes til å kvantifisere sammenlikningen
mellom systemene. Et eksempel på dette var:
Hvis man ser på de 100 best rangerte innleveringsparene fra hvert
system, er korrelasjonen mellom JPlag og MOSS 0, 821. Det nest best
korrelerte systemparet er JPlag og Simplepds med en korrelasjon på
0, 384± 0.033 (best tenkelige korrelasjon er da 0, 471).
6Se kapittel 7 for en beskrivelse av ComparePDS.
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Kapittel 9
Rangeringsfasit
I det forrige kapittelet så vi på bruk av rangeringer ved sammenlikning
av systempar. En slik sammenlikning kan brukes hvis man skal lage en
mer effektiv implementasjon av et eksisterende system, eller hvis man vil
studere om enkelte innleveringspar blir rangert meget forskjellig av ulike
systemer. Det sistnevnte kan kanskje brukes til å finne plagiatskjulende
teknikker som ikke blir fanget opp av et gitt system.
Alt dette kan være nyttig, men det vi primært ønsker er å vurdere hvor
gode plagiatdeteksjonssystemene er.
Innleveringspar som har blitt rangert meget forskjellig belyser de
delene av rangeringen der systemene er mest uenige. Hvis man manuelt
kontrollerer hvilket system som håndterer disse innleveringsparene best,
vil man kanskje kunne avgjøre hvilket system som er best uten å måtte
kontrollere for mange par manuelt.
Likevel er det ikke nødvendigvis slik at håndteringen av innleverings-
par som blir rangert meget forskjellig forteller noe om hvilket system som
er best. Det er på ingenmåte sikkert at forskjellene skyldes egenskaper som
også har innvirkning på resten av rangeringene. Dermed trenger vi en an-
nen løsning hvis vi skal nå målsetningen om å kunne si noe om hvilket
plagiatdeteksjonssystem som er best.
Vi ville nådd denne målsetningen hvis vi hadde en rangering som
var fasit. Da ville vi kunne sammenlikne alle systemenes rangeringer
mot denne. Målene vi brukte i forrige kapittel ville da si noe om hvor
lik et system er fasiten - altså hvor godt systemet er til å rangere
innleveringsparene slik de burde rangeres. I et slikt scenario ville det ikke
være nødvendig å sammenlikne par av systemer mot hverandre, men alle
systemene ville bli sammenliknet mot fasiten.
Utfordringen blir dermed å produsere en slik rangeringsfasit.
Innleveringssettet vi bruker ved konstruksjon av en fasit kan enten
være kunstig generert, laget spesielt for formålet eller være et reelt
innleveringssett. I tillegg kan man vurdere ulike kriterier ved fastsettelsen
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av en rangeringsfasit:
• Omfang av plagiering: Det kan være ønskelig å kunne reagere
hardere mot direkte kopier, enn hvis kun enkeltdeler er kopiert -
særlig siden overgangen mellom tillatt samarbeid og plagiering kan
være uklar.
• Tid/Kompleksitet: Hvor krevende det vil være, tids- og kunnskaps-
messig, å omforme kildematerialet slik at vi får det ferdige plagiatet.
• Konfidens ved antakelsen: Graden av konfidens ved antakelsen om at
likheten ved to innleveringer skyldes plagiering og ikke tilfeldigheter.
• Rettslige kriterier: Opplagte kopier er trolig enklere å få bekreftet som
plagiater ved rettslige prosesser.
Det kan være at en rangeringsfasit kun vil gjelde for én oppgave og
i ett programmeringsspråk. I tillegg er det mulig at en slik fasit bare vil
kunne brukes én gang, siden studentene kan tilpasse seg. Det er likevel
rimelig å anta at en fasit kan gjelde for flere kontekster, dvs forskjellige
kurs, innleveringstyper, programmeringsspråk eller liknende. Et eksempel
på overførbarhet er at programmeringsspråk innenfor samme paradigme,
slik som objektorientering, kan forventes å ha liknende strukturer og at
plagiering dermed vil kunne detekteres på samme måte.
Problemene over vil falle bort hvis konstruksjonenav en rangeringsfasit
skulle vise seg å være triviell, for eksempel hvis det kan utvikles et system
for å generere dem automatisk.
Vi vil nå vurdere ulike fremgangsmåter for konstruksjon av en range-
ringsfasit.
9.1 Reelle innleveringer
Et settmed reelle innleveringer kan brukes sombasis for en rangeringsfasit.
Fasiten lages da ved å vurdere par av innleveringer og gi disse manuelt en
rangering ut fra et av kriteriene nevnt over.
Problemet ved denne løsningen er at det kan bli en stor mengde par
sommå rangeres hvis man skal ha en tilstrekkelig stor rangeringsfasit. Hvis
man har n innleveringer er det totalt n(n−1)2 par.
Dette synes å kunne løses ved å ta et tilfeldig utvalg av den totale
mengden par. Utfordringen ved denne fremgangsmåten er at antallet
innleveringspar, der likheter skyldes plagiering, er mye lavere enn det
totale antallet innleveringspar (se kapittel 2.5). Et tilfeldig utvalg vil
dermed kunne inneholde for få innleveringspar som skyldes plagiering,
hvis man ikke gjør utvalget så stort at man i praksis må sammenlikne et
antall par som er i størrelsesorden lik det totale antallet innleveringspar.
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En annen løsning på problemet er å kun vurdere de innleveringsparene
som har blitt rangert tilstrekkelig høyt av minst ett av systemene. Dette vil
dramatisk redusere antallet par som må inspiseres manuelt. Ulempen ved
denne fremgangsmåten er at man ikke lenger finner en rangeringsfasit. Det
kan være enkelte innleveringspar som ikke har blitt oppdaget av noen av
plagiatdeteksjonssystemene,men som likevel burde inngått i rangeringen.
Uten disse parene vil man kunne få andre resultater ved sammenlikningen.
Et eksempel på dette, er hvis et system gir disse parene en bedre rangering
enn noen av de andre systemene. Systemet skulle da reelt hatt en bedre
korrelasjon mot rangeringsfasiten enn de andre.
I den forbindelse bør det nevnes at demanglende parene kan skyldes en
systematisk forskjell, og kan dermed ikke ignoreres da de ikke er “Missing
Completely At Random” (Little and Rubin, 1987).
Feilkilden nevnt over vil kunne ignoreres hvis man kun har en
begrenset mengde manglende par. Det å estimere antallet manglende par
vil kunne brukes til å verifisere at dette er tilfellet. Estimatet kan gjøres ved
å ta et utplukk av parene som ikke er med i rangeringsfasiten, og manuelt
vurdere om de egentlig burde vært der. I den forbindelse møter man
på det samme problemet ved utplukk som vi diskuterte tidligere i dette
delkapittelet - antallet par som skal plasseres høyt i en rangeringsfasit er
mye mindre enn det totale antallet par. Dermed vil man måtte kontrollere
en stor mengde par for å kunne ha en rimelig sikkerhet ved estimatet.
I en praktisk situasjon vil man trolig kunne velge å ignorere denne feil-
kilden. Hvis man sammenlikner et stort antall plagiatdeteksjonssystemer
vil det være naturlig å anta at de fleste innleveringsparene som skyldes
plagiering har blitt rangert høyt av minst ett av systemene. Selv med den-
ne antakelsen får vi ikke et helt tilfredsstillende resultat. Vi ønsker en auto-
matisert sammenlikning av plagiatdeteksjonssystemer, der nye systemer
enkelt kan inkluderes i sammenlikningen. Hvis et nytt system har mange
par som mangler i rangeringsfasiten, vil man måtte utvide fasiten ved å
manuelt rangere disse parene. En slik utvidelse vil kanskje være vanske-
lig å utføre hvis man ikke har deltatt i konstruksjonen av den opprinnelige
fasiten.
9.2 Laboratoriegenererte innleveringer
Det er mulig å generere et sett med innleveringer ved at en gruppe
mennesker får som oppgave å konstruere dette settet. Alle personene i
gruppen skal løse den samme programmeringsoppgaven. Hver person
kan løse oppgaven ved å gjøre denne selv, samarbeide med andre eller
plagiere en annens løsning. Hvilke innleveringer som skyldes plagiering
skal noteres, slik at dette er kjent når innleveringsettet brukes til å lage en
rangeringsfasit.
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Et slikt scenario kan også tilpasses et bestemt vurderingskriterium, slik
som tiden det tar å skjule plagiering av en innlevering. I den forbindelse
vil det være mulig å gi forskjellige personer økende tid til å skulle skjule at
de har direkte kopiert en innlevering. Mindre tid betyr i den forbindelse at
innleveringen skal plasseres mot toppen av rangeringsfasiten.
Ved et riktig utvalg mennesker som deltar i dette forsøket, og de riktige
betingelsene, vil man trolig kunne lage en representativ rangeringsfasit i
forhold til en gitt kontekst.
9.3 Kunstig genererte innleveringer
I kapittel 3 kartla vi noen teknikker for plagiatmaskering. Det er mulig
å lage et program som automatisk utfører enkelte av disse endringer på
et kildemateriale. Programmet kan da lage et sett med kunstige plagiater
ved å variere hvilke teknikker som blir benyttet. Rangeringen til et kunstig
plagiat kan for eksempel avgjøres ved antallet teknikker som er benyttet,
kompleksiteten ved enkelte teknikker og/eller tiden det ville ta å manuelt
utføre en gitt endring.
Hvilke teknikker som bør inngå i et slikt system kan fastlegges ved en
spørreundersøkelse, der man kartlegger hvilke kildekodetransformasjoner
som er i bruk. Den antatte tiden en plagiator vil trenge til å utføre en
bestemt endring kan fastsettes ved laboratorieforsøk.
En rangeringsfasit kan dermed lages ved å sette disse kunstige
plagiatene sammen med et sett originale innleveringer. De originale
innleveringene er nødvendige for å kunne teste falske positiver (se kapittel
5).
Det å generere kunstige plagiater virket som en enkel måte å oppnå en
rangeringsfasit på, og av den grunn begynte jeg å implementere et program
som skulle gjøre dette (se Vedlegg IV). Arbeidsmengden blir derimot større
hvis man ønsker å inkludere et tilstrekkelig antall teknikker og gi de
kunstige plagiatene en rimelig rangering. Det kan i den forbindelse også
nevnes at enkelte teknikker for plagiatmaskering ikke vil kunne utføres
automatisk av et program. En plagiator kan, for eksempel, kunne tenkes å
reimplementere deler av en plagiert innlevering.
9.4 Oppsummering
I dette kapittelet har vi diskutert hvordan en rangeringsfasit kan konstru-
eres. En rangeringsfasit er en rangering av innleveringsparene vi vurderer
som riktig, ut fra ett eller flere kriterier. Eksempler på slike kriterier er:
• Omfang av plagiering: Det kan være ønskelig å kunne reagere
hardere mot direkte kopier, enn hvis kun enkeltdeler er kopiert -
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særlig siden overgangen mellom tillatt samarbeid og plagiering kan
være uklar.
• Tid/Kompleksitet: Hvor krevende det vil være, tids- og kunnskaps-
messig, å omforme kildematerialet slik at vi får det ferdige plagiatet.
• Konfidens ved antakelsen: Graden av konfidens ved antakelsen om at
likheten ved to innleveringer skyldes plagiering og ikke tilfeldigheter.
• Rettslige kriterier: Opplagte kopier er trolig enklere å få bekreftet som
plagiater ved rettslige prosesser.
Vi har sett på tre ulike metoder for generering av en rangeringsfasit:
bruk av reelle innleveringer, laboratoriegenererte innleveringer og kunstig
genererte innleveringer.
Den førstnevnte metoden bruker et sett med innleveringer fra et
programmeringskurs eller liknende. Rangeringsfasiten konstruereres ved
å manuelt vurdere rangeringen hvert enkelt innleveringspar bør få. Det å
manuelt kontrollere alle par er tidkrevende og ikke fullførbart hvis man
har et stort antall innleveringer. Vi har sett at det er vanskelig å gjøre et
representativt utvalg som inkluderer tilstrekkelig mange innleveringspar
der plagiering kan ha forekommet. Dermed vil man entenmåtte bruke små
innleveringssett eller gjøre et utvalg som ikke er representativt.
Laboratoriegenererte innleveringer kan konstrueres ved å la en grup-
pe mennesker løse den samme oppgaven i en kontrollert omgivelse. Disse
menneskene kan løse oppgaven alene, samarbeidemed andre eller plagiere
andres løsninger. Hvilke innleveringer som skyldes plagiering skal noteres,
slik at dette er kjent når innleveringsettet brukes til å lage en rangeringsfa-
sit.
Det er mulig å lage et program som automatisk utfører endringer
på et kildemateriale. Programmet kan da brukes til å lage et sett med
kunstige plagiater. Siden det er enkelte kodeendringer som ikke kan gjøres
av et program, vil en automatisk generert rangeringsfasit ikke kunne
representere virkeligheten på en tilfredsstillende måte.
Bruk av laboratoriegenererte innleveringer ser dermed ut til å være den
beste løsningen når man skal konstruere en rangeringsfasit.
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Kapittel 10
Oppsummering
I denne oppgaven har vi studert og forsøkt å forstå metodikk for
sammenlikning av plagiatdeteksjonssystemer, herunder også muligheten
for å kvantifisere en slik sammenlikning.
Ved sammenlikning av plagiatdeteksjonssystemer kan man bruke
systemenes beskrivelse, kildekode og/eller resultater. De to førstnevnte
er ikke egnet for automatisering. I tillegg kan det være vanskelig å
utføre en sammenlikning basert på disse når to systemer er implementert
helt forskjellig. Dermed konsentrerte vi oss om bruk av resultatene
plagiatdeteksjonssystemene produserer, som basis for sammenlikning av
disse systemene.
Etter å ha vurdert bruk av ulike typer resultater, valgte vi å gå spesielt
inn på bruk av rangeringer som sammenlikningsgrunnlag. Rangeringer er
det resultatet som vanligvis blir presentert brukere av plagiatdeteksjons-
systemer, og det er dermed en naturlig basis for en sammenlikning.
Et annet moment er at overgangen mellom hva som vurderes som
plagiering, og hva som er naturlige likheter eller lovlig samarbeid, kan
være uklar. I tillegg er det slik at selv om man kunne oppfange all
plagiering uten noen falske positiver, ville en rangering være nyttig.
Bakgrunnen for dette er at det kan være varierende grad av alvorlighet ved
plagieringen (det å kopiere en hel innlevering eller kun deler av denne).
Av disse grunnene valgte vi å fokusere spesielt på bruk av rangeringer
som sammenlikningsgrunnlag i denne oppgaven.
Deretter presenterte vi enmetode utviklet avWhale (1990). Dette er den
eneste fullt utviklede sammenlikningsmetoden for plagiatdeteksjonssyste-
mer som vi kunne finne. Andre metoder var basert på en vurdering rundt
håndteringen av plagiatskjulende transformasjoner, eller andre fremgangs-
måter som kun finner enkelte egenskaper ved systemene (se kapittel 5).
Målet med en sammenlikning av plagiatdeteksjonssystemer er primært det
å kunne avgjøre hvilket system som er best - noe som kun Whales metode
ser ut til å besvare på en tilfredsstillende måte.
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Vi presenterte Whales metode i delkapittel 5.4. Metoden er basert på
å telle antallet falske positiver for de n best rangerte innleveringsparene
gitt av hvert system. Et plagiatdeteksjonssystemblir vurdert som godt hvis
antallet verifiserte positiver er høyt og antallet falske positiver lavt1. Denne
informasjonen kan plottes, slik at man kan velge det beste systemet ved en
gitt verdi av n.
Hver enkelt innlevering som inngår i et par blant de n best rangerte,
må manuelt bli klassifisert som plagiat eller ikke-plagiat. Det er denne ma-
nuelle klassifiseringen som ligger til grunn for verifiseringen av markerte
positiver. En slik manuell gjennomgang må gjennomføres for hvert enkelt
system som skal evalueres, men innleveringspar som eksisterer i flere ran-
geringer trenger kun å klassifiseres én gang.
Manuell kontroll av samtlige par av innleveringer i et større sett er en
uoverkommelig oppgave. I tillegg er det vanskelig å gjøre et tilfeldig utvalg
med tilstrekkelig mange par der likheter skyldes plagiering, siden antallet
slike innleveringspar er mye lavere enn det totale antallet innleveringspar
(se kapittel 2.5). Et tilfeldig utvalg vil dermed kunne inneholde for få
innleveringspar som skyldes plagiering, hvis man ikke gjør utvalget så
stort at man i praksismå sammenlikne et antall par som er i størrelsesorden
lik det totale antallet innleveringspar.
Med bakgrunn i dette kan vi konkludere med at Whales metode er
nyttig hvis man vil sammenlikne plagiatdeteksjonssystemer med basis i et
sett med reelle innleveringer2.
Plasseringen av innleveringsparene blir ikke vurdert ved bruk av
Whales metode, selv om en rangering er basis for sammenlikningen og
dermed en forutsetning. Det eneste som vurderes er om innleveringsparet
er rangert blant de n beste.
I kapittel 6 diskutere vi hvordan rangeringer kan brukes ved sammen-
likning av plagiatdeteksjonssystemer. Vi tok utgangspunkt i klassiske mål
på korrelasjon: Pearsons r, Spearmans ρ og Kendalls τ. Deretter diskuterte
vi uheldige egenskaper ved disse målene som oppstår når man sammen-
likner rangeringer produsert av plagiatdeteksjonssystemer.
Det første problemet vi så på var det at lavt rangerte par av innleve-
ringer ikke burde ha noen innvirkning på korrelasjonsberegningen. Disse
parene vil trolig være vilkårlig plassert, og ikke si noe om hvor like to sys-
temer er når det gjelder å fange plagiering. Ved å skjære bort par som har
fått en dårlig rangering av begge systemene, vil man kunne unngå at disse
parene påvirker korrelasjonsberegningen. Løsningen vi valgte var å bereg-
1Antallet falske negativer og verifiserte negativer blir ikke vurdert ved bruk av Whales
metode.
2Reelle innleveringer er i denne sammenhengen innleveringer som er hentet fra et
programmeringskurs eller liknende, fremfor å være laget spesifikt for å bli brukt til
sammenlikning av plagiatdeteksjonssystemer. Par av slike innleveringer må manuelt
klassifiseres som plagiat/ikke-plagiat da denne informasjonen ikke er kjent.
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ne korrelasjon ved flere slike avskjæringsverdier, for å presentere denne
informasjonen i en graf eller tabell. Vi kalte dette for en δ-avskjæring.
I tillegg til å løse det opprinnelige problemet, fikk vi også et mål på
hvordan likheten utvikler seg etter hvor mange rangeringer som er med i
beregningen.
Det andre problemet vi diskuterte var det at enkelte plagiatdeteksjons-
systemer er tilgjengelige som Internetttjenester, og at en full rangering ikke
alltid er tilgjengelig. Slike systemer kan likevel være interessante å inklu-
dere i en sammenlikning, men hvordan skal man håndtere manglende ran-
geringer?
Den reelle korrelasjonen er den korrelasjonen vi ville fått dersom det
ikke var noen manglende rangeringer. I delkapittel 6.2.2 utviklet vi en
metode for å beregne forventet korrelasjon, som vil være lik den reelle
korrelasjonen innenfor en feilmargin. Dette muliggjør en sammenlikning
av systemer selv ved ganske mange manglende rangeringer, slik vi så i
delkapittelet referert over.
Etter å ha tilpasset Spearmankorrelasjon til vårt formål, så vi på andre
måter for sammenlikning av rangeringer. Vi så at fellesrangering kunne
gi en alternativ tolkning av likhet mellom systemer. Rangeringsplott og
vurdering av forskjeller i rangeringen kunne gi andre tolkningsmuligheter
(se kapittel 6).
Deretter presenterte vi i kapittel 7 et egetutviklet system kalt Com-
parePDS, som beregner disse målene. Vi presenterte en effektiv algoritme
for beregning Spearmankorrelasjonen ved δ-avskjæring ogmanglende ran-
geringer. Avskjæringsverdien δ bestemmer hvor mange rangeringer som
skal tas med i beregningen. Den verst tenkelige kjøretiden til algoritmen er
O(δlogδ).
Vi testet ComparePDS ved å utføre et forsøk der vi sammenliknet noen
eksisterende systemer. Dette ble presentert i kapittel 8.
Deretter diskuterte vi mulige fremgangsmåter for konstruksjon av en
rangeringsfasit i kapittel 9.
Til sist kan det nevnes at det i vedlegg II er presentert et bevis. Jeg kunne
ikke finne dette bevis i eksisterende litteratur, men et mer grundig søk vil
være nødvendig for å verifisere dette.
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Kapittel 11
Konklusjon og videre arbeid
Problemstillingen vi ønsket å besvare med denne oppgaven, var:
Målet med denne oppgaven er å studere og forstå metodikk for
sammenlikning av plagiatdeteksjonssystemer, herunder også
muligheten for å kvantifisere en slik sammenlikning.
Vi har sett på mulige hovedtyper av metoder som kan brukes ved sam-
menlikning av plagiatdeteksjonssystemer: bruk av systemenes beskrivelse,
kildekode og/eller resultater. I den sammenheng vurderte vi resultatbasert
sammenlikning som den fremgangsmåten vi ville fokusere på. Vi fant kun
én eksisterende metode innenfor denne hovedtypen. Metoden var utviklet
av Whale (1990).
Deretter utviklet vi en ny metode for sammenlikning av plagiatdetek-
sjonssystemer. Denne metoden bruker rangeringer som sammenliknings-
grunnlag. Vi har vist at denne metoden kan brukes til å fastslå om par av
plagiatdeteksjonssystemer gir liknende resultater. Når alle par av systemer
i et sett sammenliknes, kan vi vurdere om enkeltsystemer skiller seg ut fra
de andre. I tillegg er det mulig å finne grupper av systemer med liknende
rangeringer. Dette vil kunne være nyttig i følgende situasjoner:
• Hvis noen ønsker å bruke to ulike plagiatdeteksjonssystemer som
gir mest mulig forskjellig resultat. I tillegg, hvis det er grupper
med plagiatdeteksjonssystemer som skiller seg ut, kan man velge et
anerkjent system fra hver enkelt gruppe.
• Det kan være ønskelig å implementere et nytt system som gir
resultater som likner et tidligere implementert system. Vår tilpassede
Spearmankorrelasjon vil da kunne brukes til å avgjøre hvor like
resultater disse systemene har.
• Hvis man ønsker å vurdere hvor godt et nyutviklet plagiatdeteksjons-
system er, vil man kunne få en indikasjon på dette ved å sammenlikne
systemet mot et større sett anerkjente løsninger.
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Spearmankorrelasjonen kvantifiserer sammenlikningen mellom to pla-
giatdeteksjonssystemer. Vi kan bruke korrelasjonen til å vurdere hvor like
to systemer er i forhold til andre.
Et viktig mål ved sammenlikning av plagiatdeteksjonssystemer er å
kunne avgjøre hvilket system som er best til å fange plagiering. Vi ville
nådd denne målsetningen hvis vi hadde en rangering som var fasit i en gitt
kontekst. Da ville vi kunne sammenlikne alle systemenes rangeringer mot
denne. Målene vi har for å sammenlikne plagiatdeteksjonssystemer vil da
si noe om hvor likt et system er fasiten - altså hvor godt systemet er til å
rangere innleveringsparene slik de burde rangeres. I et slikt scenario ville
det ikke være nødvendig å sammenlikne par av systemer mot hverandre,
men alle systemene ville bli sammenliknet mot fasiten.
Vi diskuterte ulike fremgangsmåter for konstruksjon av en slik fasit i
kapittel 9. Bruk av laboratoriegenererte innleveringer så ut til å virke mest
lovende.
Laboratoriegenererte innleveringer kan konstrueres ved å la en grup-
pe mennesker løse den samme oppgaven i en kontrollert omgivelse. Disse
menneskene kan løse oppgaven alene, samarbeidemed andre eller plagiere
andres løsninger. Hvilke innleveringer som skyldes plagiering skal noteres,
slik at dette er kjent når innleveringsettet brukes til å lage en rangeringsfa-
sit.
Konstruksjonen av en slik fasit vil være arbeidskrevende og kreve
et eget forskningsprosjekt. Deltakerne i dette forsøket må velges på en
representativ måte, og mulige feilkilder må vurderes.
Det er ukjent om konstruksjon av en rangeringsfasit basert på laborato-
riegenererte innleveringer vil være mulig å gjennomføre i praksis. Dette er
likevel noe som er verdt å utforske videre, siden eksistensen av en slik fa-
sit vil kunne akselerere utviklingen av plagiatdeteksjonssystemer.Man kan
lage et treningssett som plagiatkonstruktører kan arbeide mot, og et testsett
som kan brukes til å bestemme hvilket system som er best til å detektere
plagiering i en gitt kontekst. Dermed vil både konstruksjon og testing av
plagiatdeteksjonssystemer forenkles.
Det verst tenkelige tilfelle er at en fasit kun vil gjelde for én oppgave
og i ett programmeringsspråk. I tillegg er det mulig at en slik fasit bare
vil kunne brukes én gang, siden studentene kan tilpasse seg. Det er likevel
rimelig å anta at en fasit kan gjelde for flere kontekster, dvs forskjellige
kurs, innleveringstyper, programmeringsspråk eller liknende. Et eksempel
på dette er at programmeringsspråk innenfor samme paradigme, slik som
objektorientering, kan forventes å ha liknende strukturer og at plagiering
dermed vil kunne detekteres på samme måte.
Uansett må det i denne oppgaven kunne konkluderes med at bruk av
rangeringer som sammenlikningsgrunnlag for plagiatdeteksjonssystemer
er lovende. Vi håper dette arbeidet vil videreføres, slik at sammenlikning
av plagiatdeteksjonssystemer vil forenkles.
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Vedlegg
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Vedlegg I
Seks referater etter
samtaleintervju
Spørsmålene:
1. “Tenk deg at du ligger etter med en innlevering i et kurs og at
kopiering av kildekode vil være den eneste måten du vil kunne rekke
å levere oppgaven i tide. I dette tenkte scenarioet har du fått vite at et
automatisk system for sammenlikning av innleveringer er på plass,
og at noen av besvarelsene også vil kunne bli manuelt kontrollert
av gruppelærerene. Du har maksimalt to timer på deg til å levere
oppgaven – hvilke endringer av kildekoden ville du kunne ha gjort
for å skjule plagieringen?”
2. “Ville du føle at disse endringene var tilstrekkelig for å skjule
plagieringen?”
3. “Ville du føle deg trygg hvis det ikke var et system for automatisk
sammenlikning av innleveringene?”
4. “Kan du føye til noen ekstra teknikker hvis tidsbegrensningen som
nevnt i spørsmål 1 ikke var gjeldende?”
Svarene på spørsmål 1 er gjengitt i samme rekkefølge som de ble besvart
av hvert enkelt intervjuobjekt.
Mine kommenterer står i klammeparanteser.
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Respondent A: Student, 21 år mann
Kurs: INF1000 Grunnkurs i objektorientert programmering, INF1040 Digital re-
presentasjon
Svar på spørsmål 1:
• Endre variabelnavn.
• Flytte metoder.
• Flytte klasser (hvis i samme kildekodefil)
• Skrive om enkle metoder slik at de ser forskjellige ut selv om de gjør
det samme.
• Endre kommentarer.
• Endre “switch-case” til “if-else” og omvendt.
Videre så kom han med disse forslagene til andre teknikker (spørsmål 4):
• Skrive mitt eget program, med det andre programmet som “guide”
eller “mal”.
Svar på spørsmål 2:
“På ingen måte”
Svar på spørsmål 3:
“Ja”
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Respondent B: Student, 21 år kvinne
Kurs: Tar INF1000 Grunnkurs i objektorientert programmering nå
Svar på spørsmål 1:
• Endre variablenavn
• Endre utskrift til skjerm,
• Gjøre om på metodenavn
• Endre på rekkefølgen av metoder og klasser.
Videre så kom hun med disse forslagene til andre teknikker (spørsmål 4):
• Gjøre ting på egen måte (skrive om).
Svar på spørsmål 2:
“Nei, egentlig ikke”
Svar på spørsmål 3:
“Mye tryggere”
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Respondent C: Student, 25 år mann
Denne respondenten listet først opp en rekke teknikker man kunne bruke,
for deretter å gi dem prioritet. Svarene på spørsmål 1 er dermed ikke gjen-
gitt i den rekkefølgen de ble besvart, men i den rekkefølgen de ble priori-
tert.
Kurs: Introduksjonskurs i programmering, algoritmer og datastrukturer,
objektorientering, datamodellering og databasesystemer, systemutvikling
og (tar nå) INF3240 Informatikkdidaktikk. (fortsatt bachelorprogram)
Svar på spørsmål 1:
• Bytte variabel- og klassenavn.
• Forandre formateringen (linjeskift, mellomrom)
• Bruke en “Source Code Beautifier” – og gjerne med utradisjonelle
innstillinger.
• Fjerne personlighetstrekk ved koden som merkelige ting og feil.
Videre så kom han med disse forslagene til andre teknikker (spørsmål 4):
• Skrive mye eget og bruke det andre som hint.
• Kopiere bare biter av koden.
• Bytte for-løkker med while-løkker.
• Bytte ekvivalente uttrykk (f.eks. v+1 blir v++)
• Flytte metodene rundt i klassene.
• Slå sammen og dele opp funksjoner.
• Endre input- og outputvariablene til funksjonene.
• Passe på konsistens med tidligere innlevert kode (gjerne bruke en
“Source Code Beautifier” på alt).
• Gjøre om looper til rekursive kall og motsatt.
• Bruke en kodescrambler (hvis ikke utseende på koden teller som en
del av innleveringen).
• Hvis man har planlagt dette [altså: plagieringen] kan man lage et
program som gjør automatiserte endringer av programmet.
• Bytte om rekkefølgen på uttrykk der rekkefølgen er uten betydning.
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• Lokale variabler kan gjøres om til globale.
• Fjerne/legge til “public”, “private”... osv
• Flytte variabeldeklarasjoner til toppen av kodeblokken er der de
brukes.
• Lage unødvendige metoder (men dette er kanskje en dårlig form for
skjuling).
Svar på spørsmål 2:
“Ja, hvis oppgaven er hentet på nettet eller er gammel”
Svar på spørsmål 3:
“Ja, hvis ikke oppgaven er fra en på samme gruppe”
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Respondent D: Terminalvakt, 23 år mann
Kurs: INF101 Grunnkurs i objektorientert programmering, INF102 Utvikling av
datasystemer, INF103 Fra brukergrensesnitt til maskinvare, INF5700, INF5750
[+ 10 informatikkurs til]
Svar på spørsmål 1:
• Bytte navn på variabler.
• Endre rekkefølgen på metoder.
• Dele opp uttrykk (f.eks. deklarasjon og tilordning, lange uttrykk som
kan deles opp...)
• Fjerne kommentarer.
• Endre rekkefølgen på variabeldeklarasjoner.
• Endret rekkefølge av statements som ikke er sekvensielle innen en
metode. (“a = sin(b); c = sin(d);” til “c = sin(d); a = sin(b)”)
• (Kanskje) skrive om en for-løkke til en whileløkke.
• Endret utskriften til programmet.
Videre så kom han med disse forslagene til andre teknikker (spørsmål 4):
• Splitte metoder.
• Opprette nye klasser (dvs splitte klassene)
• Bytte datastrukturer (f.eks. fra enkellenket liste til en dobbeltlenket
liste)
• Endre/legge til kommentarer
• Endre konstantverdier (f.eks. bufferstørrelser)
• Legge til ekstra informasjon som “final” og “public” der dette enten
er bedre eller ikke har noe å si.
• Bruke refactoring i Eclipse (“Organize imports”, bytte variabelnavn
og indenteringsprofil).
• Endre løkker til å gå baklengs.
• Bruke Iteratorer istedenfor direkte aksess i datastrukturer.
• Endre import-stilen (med og uten *).
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Svar på spørsmål 2:
“Nei, ikke hvis jeg ikke hadde innsikt i oppgaven. Hvis jeg viste
at det var en standard måte å løse problemet på hadde jeg vært
rimelig sikker... Eneste andre usikkerhetsmoment blir i så fall
feil. To studenter som har samme feil blir veldig fort plukket ut
av den som retter.”
Svar på spørsmål 3:
“Samme egentlig, men litt mer nervøs mtp feil i oppgaven, eller
at den er løst på en veldig spesiell måte (slik at to oppgavermed
samme fremgangsmåte stikker seg ut fra mengden som løser
det på en annen måte)”
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Respondent E: Student, 23 år kvinne
Denne respondenten studerer primært matematikk og tar noen informa-
tikkurs som en del av dette studiet.
Kurs: INF1000 Grunnkurs i objektorientert programmering, INF5620 Numeriske
metoder for partielle differensiallikninger, INF1010 Objektorientert programme-
ring (akkurat startet)
Svar på spørsmål 1:
• Endre på kommentarer
• Bytte variabel- og metodenavn.
• Endre rekkefølge på ting som kan flyttes. [Hun mente her metoder,
klasser osv]
• Legge til/ta vekk en klasse.
Videre så kom hun med disse forslagene til andre teknikker (spørsmål 4):
• [Bare være] inspirert av annen kode – [eller] gjøre ting på egen måte.
Dette er kanskje det viktigste.
Svar på spørsmål 2:
“Vet ikke. Ganske trygt hvis skrevet mye selv. Bør skjønne hele
programmet i tilfelle gruppelærer stiller spørsmål.”
Svar på spørsmål 3:
“Jeg ville kanskje ikke lagt så mye vekt på endring av navn,
men heller på struktur. [Gjentar spørsmålet:] Like trygg, men
med mindre arbeid.”
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Respondent F: Student, 20 år mann
Kurs: INF1000 Grunnkurs i objektorientert programmering, INF1040 Digi-
tal representasjon, INF1010 Objektorientert programmering (akkurat startet),
INF1050 Systemutvikling (akkurat startet)
Svar på spørsmål 1:
• Bytte om på blokker (funksjoner, klasser)
• Bytte metode- og variabelnavn.
• Endre kommentarer.
• Skrive om tekststrenger (som er ment for utskrift til skjerm).
Videre så kom han med disse forslagene til andre teknikker (spørsmål 4):
• Skrive om logikken.
• Bruke kode som inspirasjon.
• Bytte [løkke]uttrykk som “do-while”, “while” og “for”.
Svar på spørsmål 2:
“Nei, ikke i det hele tatt.”
Svar på spørsmål 3:
“Ja.”
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Vedlegg II
Bevis for gjennomsnitt av
rangeringer
I delkapittel 6.2.2 så vi at man ikke alltid har tilgang til alle rangeringene
av innleveringsparene. For nettbaserte plagiatdeteksjonstjenester, slik som
JPLAG og MOSS, blir gjerne kun de beste treffene vist.
Vi har to lister med rangeringer, x = (x1, ..., xN) og y = (y1, ..., yN).
Anta at de manglende rangeringene faktisk eksisterer, men at de ikke har
blitt observert. Gitt to rangeringer i disse listene, (xi, δ
(1)
i ) og (yi, δ
(2)
i ), er
δ
(1)
i = 1 hvis xi er observert og δ
(1)
i = 0 hvis den er ikke-observert. Vi gjør
tilsvarende for δ(2)i .
Et innleveringspar i har to rangeringer (xi, yi).
Definisjon 1 Vi definerer rmin som den laveste korrelasjonen vi kunne fått dersom
alle rangeringene i x og y var observert∗
Definisjon 2 Vi definerer rmax som den høyeste korrelasjonen vi kunne fått
dersom alle rangeringene i x og y var observert.
Definisjon 3 La M være mengden av alle verdier korr(x,y) når man ser på alle
permutasjoner av de komponenter svarende til par (xi, yi) hvor enten xi eller yi er
ikke-observert, og når man teller med multiplisitet†.
Teorem 1 Anta at ikke-observerte rangeringer i x og y alltid har en dårligere
rangering enn alle observerte rangeringer, at det ikke finnes par av rangeringer
(xi, yi) slik at δ
(1)
i = 0 = δ
(2)
i og at det ikke er noen rangeringer med samme
plass‡ i hver enkelt liste av rangeringer. Da gjelder:
∗rmin = min{korr(x, y)} hvor minimum er over alle permutasjoner av de verdiene vi
kan ha i de ikke-observerte parene. Tilsvarende gjelder for rmax
†Funksjonen korr beregner Pearsonkorrelasjon mellom to lister med rangeringer.
‡ Ingen rangeringer med samme plass, betyr at rangeringene ikke inneholder “ties” som
dette vanligvis kalles på engelsk.
97
1
|M| ∑
r∈M
r =
rmin + rmax
2
(II.1)
Bevis
Ved midtstilte og normerte data, er Pearsons§ r:
r = ∑ xiyi (II.2)
Normeringen kan faktoriseres ut av summen og vil dermed være
konstant på begge sider av likhetstegnet i II.1. Vi ser derfor bort fra
normeringen i dette beviset. Gjennomsnittet for elementene i x og y er
x¯ = y¯ =
N
2
(II.3)
La K = {i ∈ {1, ..,N}|δ(1)i = 1 = δ
(2)
i } og U = {1, ..,N} − K. Dermed
blir:
r = ∑ xiyi = ∑
i∈K
xiyi + ∑
i∈U
xiyi (II.4)
Vi har nå delt korrelasjonsberegningen i to deler: produktet der begge
verdier er observert summeres i det første leddet og produktet der én er
ikke-observert summeres i det andre.
Vi skal nå se hvordan korrelasjonen varierer med ulike verdier for
de ikke-observerte rangeringene. Det første leddet i høyresiden av II.4 er
konstant. Det er dermed tilstrekkelig å se på variasjoner i det annet ledd
for å studere variasjonen av r-verdier.
La Ux = {i ∈ U|δ
(1)
i = 0} og Uy = U −Ux. Dermed blir:
∑
i∈U
xiyi = ∑
i∈Ux
xiyi + ∑
i∈Uy
xiyi (II.5)
La k være antall elementer i K, ux antall elementer i Ux og uy antall
elementer i Uy. Da er antall observerte y-elementer ky = k + ux og antall
observerte x-elementer kx = k + uy.
For alle i ∈ Uy vil xi være observert mens yi vil være ikke-observert.
Derfor kan vi bruke ordningen av xi til å ordne yi når i ∈ Uy. La
A være ordningen i stigende rekkefølge av xi der i ∈ Uy
ax(j) = i der xi er det j-te elementet i A
§Se kapittel 6.1 på side 39 for en definisjon av midtstilling og normering, samt mer
informasjon om Pearsons r.
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Vi får maksimal korrelasjon hvis yi blir ordnet så likt xi som mulig.
Tilsvarende får vi minimal korrelasjon hvis yi blir ordnet så ulikt xi som
mulig. Dermed vil rangeringene til de ikke-observerte yi for denmaksimale
korrelasjonen rmax være:
y
(max)
ax(j)
= ky + j− y¯, j ∈ 1, ..., uy (II.6)
Mens de blir som følger for den minimale korrelasjonen rmin
y
(min)
ax(j)
= ky + (uy − j + 1)− y¯, j ∈ 1, ..., uy (II.7)
Vi har sett at korrelasjonsberegningen kan deles opp:
rq = ∑
i∈K
xiyi + ∑
i∈Ux
xiyi + ∑
i∈Uy
xiyi (II.8)
Det første leddet i summen over vil være det samme for alle rq. Det
samme gjelder observerte rangeringer. Vimerker de delene somkan variere
ved forskjellig q:
rq = ∑
i∈K
xiyi + ∑
i∈Ux
x
(q)
i yi + ∑
i∈Uy
xiy
(q)
i (II.9)
Da vil gjennomsnittet av en mengde rq ∈ M der q = 1, ..., |M| være
∑
|M|
q=1 rq
|M|
(II.10)
=
∑i∈K xiyi + ∑i∈Ux x
(1)
i yi + ∑i∈Uy xiy
(1)
i
|M|
(II.11)
+...+ (II.12)
∑i∈K xiyi + ∑i∈Ux x
(|M|)
i yi + ∑i∈Uy xiy
(|M|)
i
|M|
(II.13)
= ∑
i∈K
xiyi (II.14)
+
∑i∈Ux x
(1)
i yi + ...+ ∑i∈Ux x
(|M|)
i yi
|M|
(II.15)
+
∑i∈Uy xiy
(1)
i + ...+ ∑i∈Uy xiy
(|M|)
i
|M|
(II.16)
(II.17)
La M1 = {rmin, rmax} og M som i definisjon 3. Vi vil nå vise at alle
leddene i høyresiden av summen over er like for M1 ogM.
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Det første leddet er opplagt likt da det ikke varierer med M. Resonne-
mentet for det siste og det nest siste leddet er like, da resonnementet er
symmetrisk for x og y. Vi viser derfor likhet kun for det siste leddet.
For det siste leddet for M1 har vi
∑i∈Ux xiy
(min)
i + ∑i∈Uy xiy
(max)
i
2
(II.18)
=
∑
uy
j=1 xax(j)y
(min)
ax(j)
+ ∑
uy
j=1 xax(j)y
(max)
ax(j)
2
(II.19)
=
uy
∑
j=1
xax(j)y
(max)
ax(j)
+ xax(j)y
(min)
ax(j)
2
(II.20)
(II.21)
For hvert enkelt ledd i summen over, har vi:
xax(j)y
(max)
ax(j)
+ xax(j)y
(min)
ax(j)
2
(II.22)
=
xax(j)(ky + j− y¯) + xax(j)(ky + uy + 1− j− y¯)
2
(II.23)
= xax(j)
(2ky + uy + 1− 2y¯)
2
(II.24)
= xax(j)(ky +
uy + 1
2
− y¯) (II.25)
Deretter ser vi på det samme leddet forM.
Det er uy! forskjellige måter å rangere tallene 1 til uy på. Dermed er
|M|= uy! For hvert enkelt ledd xiyi, i ∈ Uy, er det uy av disse rangeringene
som gir forskjellige produkter. Hver av disse rangeringene blir da gjentatt
(uy − 1)! ganger.
xax(j)y
(1)
ax(j)
+ ...+ xax(j)y
(|M|)
ax(j)
|M|
(II.26)
=
(uy − 1)!(xax(j)(ky + 1− y¯) + xax(j)(ky + 2− y¯) + ...+ xax(j)(ky + uy − y¯))
uy!
(II.27)
= xax(j)
kyuy +
uy(uy+1)
2 − uyy¯
uy
(II.28)
= xax(j)(ky +
uy + 1
2
− y¯) (II.29)
(II.30)
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Vi ser dermed at det siste leddet i beregningen av gjennomsnittene til
M1 ogM er like. Beviset er dermed fullført.
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Vedlegg III
Simplepds
simplepds.pl
#!/usr/bin/perl
if ($#ARGV < 0) {
print "Usage: simplepds.pl DIRECTORY\n\n";
print "DIRECTORY - The directory containing the files to be compared.\n\n";
exit 1;
}
$directory = @ARGV[0];
opendir DIR, "$directory" or die "Could not open directory $directory";
@files = readdir DIR;
closedir DIR;
shift @files; # Skip .
shift @files; # Skip ..
# Sjekker alle mot alle (n^2)
foreach $1 (@files) {
foreach $2 (@files) {
# Fjern matcher med seg selv og de sammenlikningene som
# allerede har blitt utfoert:
($n1) = $1 =~ m/(\d\d\d\d)/;
($n2) = $2 =~ m/(\d\d\d\d)/;
if ($n1 < $n2 or $1 ne $2) {
# Bruker diff for aa gjoere sammenlikningen.
# Fjerner alle mellomrom og teller matchende linjer:
$n_diff = ‘diff --minimal --suppress-common-lines --ignore-all-space
-C 0 --ignore-tab-expansion @ARGV[0]/$1 @ARGV[0]/$2
| grep -v "\\-\\-\\-" | grep -v "\\*\\*\\*" | wc -l‘;
# Beregner prosentvis andel matchende linjer:
$n_line = (‘wc -l @ARGV[0]/$1‘) + (‘wc -l @ARGV[0]/$2‘);
$total = ($n_line - $n_diff) / $n_line;
$cheat_percentage = $total*100;
print "$cheat_percentage $1 $2\n";
}
}
}
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Vedlegg IV
Obfuscator: Generering av
kunstige plagiater
Dette vedlegget presenterer et egenutviklet program, kalt Obfuscator, som
leser en kildekodefil og utfører et sett med transformasjoner på denne.
Programmet er ikke komplett og kan utføre kun et fåtall transformasjoner:
• Bytte variabel-, metode- og/eller klassenavn.
• Endre rekkefølgen påmetoder, klasser og/eller variabeldeklarasjoner
på klassenivå i kildekodefilene.
• Endre konstantverdier.
Programmet gir en enkel representasjon av kildekoden som skal endres.
En kildekodetransformasjon defineres ganske enkelt ved å implementere
endringene denne utfører på kildekodematerialet.
Se kapittel 3 for en presentasjon av kildekodetransformasjoner som vil
kunne legges til dette programmet.
Figur IV.1 på neste side viser viktige pakker og klasser i systemet.
Hovedklassen er kalt Obfuscator, og har ansvaret for kontrollflyten i
programmet. Pakken parser inneholder koden som leser inn kildekodefiler
og som omgjør disse til en trerepresentasjon i minnet. tree inneholder
klassene som brukes til denne representasjonen.
Til sist kommer pakken transform som inneholder én klasse for hver
kildekodetransformasjon som kan utføres.
Det er kun implementert støtte for Javakode i programmet, men
dette kan utvides hvis dette skulle være ønskelig. Pakkene parser og tree
inneholder hver en pakke kalt java, som implementerer Javastøtte for hver
av disse delene av programmet. Hvis man ønsker å legge til støtte for et
nytt språk er det nødvendig å:
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parser
Obfuscator
+main(args:List of String)
tree transform
Figur IV.1: Viktige pakker og klasser.
• Lage parser.nyttSpråk. Dette innebærer å innhente og tilpasse en
parserdefinisjon for det ønskede språket.
• Lage tree.nyttSpråk. Det må lages en trerepresentasjon av det nye språ-
ket. Hvis språket har egenskaper som likner Javas, for eksempel klas-
ser, bør det lages en fellesrepresentasjon slik at kildekodetransforma-
sjonene virker på begge.
Parsergeneratoren1 ANTLR2 er brukt til å generere parseren.
Under parseringen av kildekoden forsvinner alle kommentarer og mel-
lomrom. Det er mulig å utvide gramatikken slik at denne informasjonen
beholdes, men det vil kreve en del arbeid.
Figur IV.2 på neste side viser hvordan tree-pakken er bygget opp. Det er
laget egne klasser for hver konstruksjon, slik som IfStatement, MethodDefi-
nition,VariableDefinition etc. Disse er tilgjengelige via ClassDefinition og and-
re relevante toppnivådefinisjoner i dokumentet.
For kildekoden og mer dokumentasjon om systemet, se:
http://heim.ifi.uio.no/stiangre/master
1En parser leser inn kildekoden til et program, og lager et trestruktur av denne. En slik
trestruktur kalles et syntakstre.
2Se http://www.antlr.org for informasjon om parsergeneratoren ANTLR.
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tree
Project SourceFile
-file: File
+print(out:PrintWriter)
tree.java
sourceFiles
*
JavaSourceFile
PackageDefinition
 ...
ImportDefinition
-identifier: String
-staticImport: boolean
<<abstract>>
TypeDefinition
* **
ClassDefinition
 ...
InterfaceDefinition
 ...
...
Figur IV.2: Klassediagram over pakken “tree”.
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