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ABSTRAKSI
Tedi Wardhana, 50404742
"PENGAMANAN DATABASE YANG DI IMPLEMENTASIKAN KE
DALAMARSITEKTURMVCMENGGUNAKANHIBERNATE FRAME-
WORK"
Tugas Akhir. Jurusan Teknik Informatika, Fakultas Teknologi Industri, Universi-
tas Gunadarma , 2009
Kata Kunci : Pengamanan Database, Implementasi, Arsitektur MVC, Hibernate
Framework
(xi + 69 + Lampiran + Indeks)
Perkembangan Teknologi Komputer semakin maju, sehingga banyak orang
bisa mendapatkan informasi melalui informasi-informasi tersebut dengan sangat mu-
dah, maka semakin banyak pula kejahatan-kejahatan pada pada jaman sekarang ini
yang semakin meningkat, di antaranya yaitu pencurian data-data dan informasi
berharga. Karena itu masalah keamanan pada suatu aplikasi semakin rentan.
Berdasarkan kasus di atas, maka dibutuhkan suatu sistem keamanan dan juga
arsitektur pada sebuah aplikasi yang berguna untuk mengurangi masalah-masalah
kejahatan tersebut.
Daftar Pustaka (2007 - 2009)
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BAB I
PENDAHULUAN
1.1 Latar Belakang
Teknologi komputer berkembang dengan sangat pesat pada jaman sekarang
ini, mereka bersaing untuk membuat suatu teknologi yang terbaik, dalam persain-
gan tersebut juga maka perlu mengadopsi teknologi baru yang menjadi faktor kun-
ci untuk menguatkan teknologi yang mereka ciptakan tersebut. Dengan semakin
berkembangnya teknologi pula maka gangguan akan pencurian data-data, kode-
kode penting dan informasi rahasia lainnya akan semakin banyak, maka dari itu
perlu adanya sistem keamanan dan langkah-langkah yang musti di lakukan untuk
menanggulangi dan mencegah kejahatan tersebut.
Begitu pula dengan semakin berkembangnya aplikasi-aplikasi pada jaman
sekarang ini, aplikasi merupakan salah satu wadah untuk menyimpan data-data
dan juga informasi yang berharga tersebut, untuk itu dibutuhkan suatu pola dan
juga sistem keamanan pada aplikasi tersebut untuk mengurangi masalah-masalah
kejahatan oleh orang-orang yang tidak bertanggung jawab.
Pola MVC merupakan suatu pola yang didesain untuk membantu para devel-
oper dalam membangun arsitektur aplikasi, dan juga enkripsi merupakan salah satu
cara untuk menghindari kejahatan-kejahatan tersebut, dengan mengkodekan data-
data dan informasi berharga untu menjaga dari kejahatan-kejahatan oleh orang-
orang yang tidak bertanggung jawab.
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21.2 Rumusan Masalah
Penulisan skripsi ini membahas mengenai keamanan sistem dan juga im-
plementasinya pada arsitektur MVC dengan menggunakan Hibernate framework.
Keamanan sistem yang digunakan adalah keamanan data yaitu enkripsi. Enkripsi
merupakan salah satu cara untuk mengurangi masalah-masalah kejahatan. Sedan-
gkan arsitektur MVC merupakan suatu pola yang membantu para developer dalam
membangun arsitektur aplikasi.
1.3 Batasan Masalah
Penulis membahas mengenai keamanan sistem yang dimana pada penulisan
ini yaitu enkripsi database, dengan menggunakan arsitektur MVC. Menggunakan
bahasa pemograman Java dalam pembuatannya dan juga framework Hibernate un-
tuk membantu koneksi ke database.
1.4 Tujuan Penulisan
Penulisan ini bertujuan untuk memperkenalkan suatu keamanan sistem yang
diimplementasikan dengan arsitektur MVC menggunakan framework Hibernate.
1.5 Metode Penulisan
Dalam penulisan ini penulis menggunakan metode studi pustaka yaitu dengan
mempelajari buku-buku serta dari situs-situs internet yang dapat membantu dan
berhubungan dengan penulisan.
3Ada beberapa tahapan dalam membuat metode penulisan skripsi ini di- an-
taranya adalah :
1. Analisis, penulis melakukan Studi Pustaka dalam mengumpulkan data yang
berkaitan dengan masalah-masalah yang dihadapi selama penyusunan penulisan
skripsi ini.
2. Pembuatan, penulis membuat aplikasi ini menggunakan Bahasa pemograman
Java untuk menulis kode programnya, IDE Netbeans 6.5 sebagai teks edi-
tornya, jasypt untuk enkripsi datanya, dan Hibernate Framework untuk konek-
si ke database nya.
3. Pengujian dan Implementasi, dimana penulis mencoba mengimplementasikan
dan menguji coba aplikasi.
1.6 Sistematika Penulisan
Agar diperoleh suatu gambaran yang jelas mengenai isi dari penulisan skripsi
ini, penulis membaginya dalam beberapa bab yang kesemuanya berjumlah 5 (lima)
bab. Kelima bab tersebut adalah :
BAB I : Pendahuluan
pada bab ini diuraikan pokok-pokok pemasalahan dasar pembuatan skripsi
yaitu latar belakang, rumusan masalah, batasan masalah, tujuan penulisan, metode
penulisan dan sistematika penulisan.
4BAB II : Tinjauan Pustaka
Pada bab ini akan dibahas tentang arsitektur MVC, pengenalan Hibernate
framewrok, dan juga keamanan sistem yaitu tentang enkripsi.
BAB III : Desain Sistem
merupakan perancangan dan pembuatan aplikasi, dimana penulis merancang
dan membuat aplikasi serta menjelaskan gambaran aplikasi secara umum.
BAB IV : Testing dan Implementasi Sistem
merupakan implementasi dan uji coba, pada bab ini membahas tentang metode
pengujian yang digunakan, implementasinya, dan juga hasil uji coba.
BAB V : Penutup
Pada bab ini akan dimuat kesimpulan dan saran.
BAB II
TINJAUAN PUSTAKA
2.1 Pengenalan Arsitektur Model-View-Controller (MVC)
MVC pertama kali diperkenalkan pada tahun 1979 oleh Trygve Reenskaug,
yang dimana pertama kali MVC dibuat pada SmallTalk untuk Xerox PARC. Pa-
da awalnya implementasi dalam pembuatannya ditujukan untuk paper Application
Programming pada SmallTalk-80.
Setelah banyak tiruan contoh-contoh MVC bermunculan. kemungkinan salah
satu darinya merupakan contoh Model View Presenter, yang muncul pada awal
tahun 90an, yang dimana nantinya desainnya akan berubah menjadi MVC. Bagaimana-
pun Model-View-Controller tetap menjadi pilihan yang paling banyak digunakan.
2.1.1 Pola Penggunaan MVC
Model-View-Controller memiliki dua bentuk yaitu bentuk arsitektur dan ben-
tuk desain, tergantung apa yang dibutuhkan.
2.1.1.1 Dilihat dari bentuk Arsitektur
Biasanya dibagi menjadi aplikasi yang dipisah menurut layer dan dijalankan
oleh komputer yang berbeda : persentasi, domain logic, dan akses data. Pada MVC
layer persentasi lebih jauh dibagi menjadi View dan Controller.
MVC sering dilihat pada aplikasi Web, yang dimana View meruapakan tampi-
lan pada halaman HTML, dan Controller merupakan kode yang membawa dynamic
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6data dan mengembangkan konten pada HTML. Terakhir, Model mempresentasikan
actual content, biasanya digunakan pada database atau node XML, dan peraturan
bisnis bahwa perubahan dasar konten pada user action.
Pada awal MVC datang dengan bentuk yang berbeda, biasanya aliran kontrol
bekerja seperti di bawah ini :
1. User berinteraksi dengan menggunakan user interface dengan cara yang sama
(memencet tombol).
2. Penanganan kontrol pada masukan perintah dari user interface, bisa melalui
registered handler atau callback.
3. Controller memberitahukan aksi user pada model, tentang kemungkinan ter-
jadinya perubahan hasil pada model (Controller merubah user's shopping
cart).
4. View menggunakan model (secara tak langsung) untuk mengembangkan us-
er interface yang tepat. View mendapatkan data dari Model, model tidak
memiliki hubungan langsung dengan View.
5. User Interface menunggu pemberitahuan lebih lanjut dari interaksi user, yang
mana akan memulai new cycle.
Beberapa implentasi seperti w3x XForms selalu menggunakan dependency
graph untuk mengotomatiskan perubahan pada View saat data pada Model berubah.
Dengan mengatur Model dan View, MVC membantu mengurangi kerumitan
pada desain arsitektur, dan meningkatkan ﬂeksibilitas dan penggunaan kembali.
72.1.1.2 Dilihat dari bentuk desain
Arsitektur Model-View-Controller [4] adalah sebuah pola yang terbukti mem-
bangun proyek secara lebih efektif. Hal itu dilakukan dengan memilah komponen
antara Model, View dan Controller pada bagian-bagian dalam proyek.
Gambar 2.1: 3 Komponen MVC
Diagram di atas menunjukkan 3 komponen yang terdapat dalam pola MVC
dan interaksi yang terjadi.
2.1.2 Penjelasan MVC
Arsitektur MVC (Model - View - Controller) [4] adalah arsitektur yang
memisahkan antara Model - View dan Controller. Dalam suatu aplikasi, bagian yang
paling sering mengalami perubahan adalah bagian user interface, dimana terkadang
user interface ini berkaitan erat dengan bisnis logic dari aplikasi tersebut, sehing-
8ga perubahan pada user interface sedikit banyak akan mempengaruhi bisnis logic
yang ada. Sebagai solusi atas permasalahan tersebut, maka banyak developer yang
membagi pengembangan sistem dalam 3 bagian, yaitu Model - View - Controller.
2.1.2.1 Model
Pola MVC memiliki layer yang disebut dengan Model yang mempresentasikan
data yang digunakan oleh aplikasi sebagaimana proses bisnis yang diasosiasikan
terhadapnya. Dengan memilahnya sebagai bagian terpisah, seperti penampungan
data, persistence, serta manipulasi, terpisah dari bagian lain aplikasi.
Terdapat beberapa kelebihan dalam pendekatan ini. Pertama, membuat de-
tail dari data dan operasi dapat ditempatkan pada area yang ditentukan (Model)
dibanding tersebar dalam keseluruhan lingkup aplikasi. Hal ini memberikan keun-
tungan dalam proses maintenance aplikasi.
Kedua, dengan pemisahan total antara data dengan implementasi interface,
komponen model dapat digunakan kembali oleh aplikasi lain yang memiliki kegunaan
yang hampir sama.
2.1.2.2 View
Layer ini mengandung keseluruhan detail dari implementasi user interface.
Disini, komponen graﬁs menyediakan representasi proses internal aplikasi dan me-
nuntun alur interaksi user terhadap aplikasi. Tidak ada layer lain yang berinteraksi
dengan user, hanya View.
Penggunaan layer view memiliki beberapa kelebihan : pertama, memudahkan
9penggabungan divisi desain dalam development team. Divisi desain dapat berkon-
sentrasi pada style, look & feel, dan sebagainya, dalam aplikasi tanpa harus mem-
perhatikan lebih pada detail yang lain.
Dan juga, memiliki layer View yang terpisah memungkinkan ketersediaan
multiple interface dalam aplikasi. Jika inti dari aplikasi terletak pada bagian lain
(dalam Model), multiple interfaces dapat dibuat (Swing, Web, Console), secara
keseluruhan memiliki tampilan yang berbeda namun menegksekusi komponen Model
sesuai fungsionalitas yang diharapkan.
2.1.2.3 Controller
Terakhir, arsitektur MVC memiliki layer Controller. Layer ini menyediakan
detail alur program dan transisi layer, dan juga bertanggung jawab akan penam-
pungan events yang dibuat oleh user dari View dan melakukan update terhadap
komponen Model menggunakan data yang dimasukkan oleh user.
Kelebihan dalam penggunaan layer Controller secara terpisah : pertama,
dengan menggunakan komponen terpisah untuk menampung datail dari transisi
layer, komponen view dapat didesain tanpa harus memperhatikan bagian lain secara
berlebih. Hal ini memudahkan team pengembang multiple interface bekerja secara
terpisah dari yang lain secara simultan. Interaksi antar komponen View terabtraksi
dalam Controller.
Kedua, dengan menggunakan layer terpisah yang melakukan update terhadap
komponen Model, detail tersebut dihapus dari layer presentasi. Layer presentasi
kembali pada fungsi utamanya untuk menampilkan data kepada user. Detail ten-
10
tang bagaimana data dan user mengubah ketetapan aplikasi disembunyikan oleh
Controller. Hal ini memisahkan dengan jelas antara presentasi logic dengan busi-
ness logic.
2.1.3 Two Development Model
Saat Sun memperkenalkan teknologi JSP [3], itu seperti memberikan cara
kepada development untuk bekerja dengan JSP dan mendeﬁnisikan dua model untuk
membuat JSP-based Web Applications. Dua model tersebut yaitu Model 1 dan
Model 2, keduanya memberikan perintah dengan metoda yang berbeda untuk men
desain JSP-based Web Applications. Model 1, yang paling simple dari keduanya,
mreupakan implementasi solusi awal saat JSP baru pertama kali diperkenalkan.
Bagaimanapun juga, seiring dengan berjalannya waktu, Model 2 mulai diterima
sebagai jalan terbaik untuk membangun JSP-based Web Applications. Dibawah ini
merupakan penjabaran dari kedua model arsitektur :
2.1.3.1 Model 1 Architecture
Model 1 Architecture [3] sangat simple, yang dapat dilihat pada gambar
1. Permintaan untuk pembuatan JSP atau Servlet dan juga penanganan semua
tanggung jawab permintaan pada JSP atau Servlet, termasuk proses permintaan,
validasi data, meng handle business logic, dan juga menghasilkan respon. Meskipun
konsepnya simple, arsitektur ini tidak menghasilkan untuk aplikasi development
untuk skala yang besar, karena tidak terlalu bagus dalam fungsionalitas karena
adanya duplikat pada setiap JSP.
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Model 1 Architecture [3] juga tidak cocok untuk digabungkan bersama an-
tara busines logic dan persentation logic dalam aplikasi. Kombinasi keduanya akan
membuat rumit pengenalan "view" atau access point yang baru dalam aplikasi. Con-
tohnya, sebagai tambahan untuk HTML interface, kita harus memasukkan Wireless
Markup Languange (WML) interface untuk akses wireless. Pada kasus ini. Model
1 tidak memerlukan duplikat dari business logic dengan setiap contoh pada kode
persentasi.
Gambar 2.2: Model 1 Architecture
2.1.3.2 Model 2 Architecture
Model 2 [3], atau pada saat ini yang paling umum disebut Model-View-
Controller (MVC), menyelesaikan berbagai macam masalah yang tak dapat dipec-
ahkan jika menggunakan desain Model 1 dengan memberikan masing-masing tang-
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gung jawab pada setiap aplikasi, seperti terlihat pada gambar 2. Pada arsitektur
MVC, central servlet, yaitu controller , menerima semua request untuk aplikasi.
Controller kemudian memproses semua request dan bekerja sama dengan Model un-
tuk mensiapkan data yang dibutuhkan oleh Controller untuk menghasilkan response
ke browser. Pada arsitektur ini, business dan persentation logic dipisah satu sama
lain. Memisah antara business dan persentation logic, memberikan banyak kemu-
dahan dalam aplikasi interface, bisa itu Web, wireless, atau GUI (Swing). Sebagai
tambahan, pemisahan tersebut membuat kita bisa menggunakan kembali kode yang
telah dibuat.
Gambar 2.3: Model 2 Architecture
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2.1.3.3 Model 2 Diagram
Implementasi [3] sebuah pola dapat dipermudah dengan menggunakan third-
party framework. Frameworks tersebut menyediakan detail terkait (request, konﬁg-
urasi, dan sebagainya) sehingga kita dapat berkonsentrasi pada hal lain yang lebih
penting.
Pada penulisan ini framework yang akan digunakan adalah Hibernate Frame-
work.
2.2 Pengenalan Hibernate
Model adalah sebuah layer yang lebih dekat ke sumber data, baik itu berupa
database, webservices, atau ﬁle system. Untuk membuat model ini dalam berinter-
aksi dengan Controller, dapat dilakukan dengan menggunakan mekanisme membuat
thread baru dengan New, atau melakukan injection.
Di sini akan di bahas mengenai mekanisme model yang berinteraksi dengan
database, yang sering disebut teknologi ORM atau singkatan dari Object Relational
Mapping. Dan ORM yang akan di bahas di sini adalah Hibernate [5].
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Gambar 2.4: Mekanisme Object Relational Mapping Bekerja
ORM [5] sebenarnya adalah sebuah teknologi yang menjadi satu lapis an-
tara aplikasi dengan database, yang mana ORM ini bekerja seperti database juga,
tetapi hanya berbentuk objek. Setiap objek didalam ORM, umumnya mewakili table
dalam database. Akibat dari teknologi mapping ini membuat sebuah aplikasi yang
dikembangkan dengan ORM, tidak terikat dengan database manapun. Sedangkan
untuk melakukan query database, dengan ORM digunakan sebuah object relational
language, yang bekerja mirip dengan SQL. Umunya setiap tabel dan objek POJO
dimap dengan sebuah XML .
Setelah spesiﬁkasi ﬁnal EJB3 ini keluar, yaitu dengan datangnya standar Java
Persistence API atau JPA sebagai salah satu dari spesiﬁkasi inti dari EJB3. Dimana
sebenarnya JPA ini adalah versi anonasi dari ORM metadata. ORM mengganti
XMLnya menjadi perintah anonasi didalam Java. Akibat dari standar EJB3 yang
bernomor JSR 220 ini, telah membuat teknologi Hibernate, Toplink dan Kodo,
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yang semuanya adalah teknologi ORM, menjadi inti dari EJB3. Untuk Hibernate,
agar Hibernate dapat menjadi EJB3 harus melakukan integrasi antara Hibernate
core, Hibernate annonation dan Hibernate entity manager. Dengan hadirnya JPA,
membuat teknologi TopLink dan Hibernate secara kasat mata adalah sama.
Hibernate yang datang dengan 2 versi yaitu versi core dan versi annonation,
sebenarnya secara fungsi adalah sama, perbedaannya Hibernate versi core memer-
lukan XML sebagai mappernya. Yang mana dalam implementasinya sebenarnya
hanya menganti object Conﬁguration menjadi AnnonationConﬁguration.
2.3 Keamanan Sistem
2.3.1 Pendahuluan
Pada dasarnya seorang pengguna komputer sangat membutuhkan rasa kenya-
manan ketika sedang mengoperasikannya. Kenyamanan tersebut dapat diperoleh
salah satunya dari keamanan sistem yang dipakai. Berbicara mengenai keamanan
sistem [7], ada dua hal yang sering diperdebatkan yaitu mengenai istilah keamanan
dan proteksi. Pertama-tama kita harus bisa membedakan antara keamanan dengan
proteksi. Proteksi biasanya menyangkut faktor -faktor internal sistem yang ada di
dalam komputer. Sebenarnya tujuan dari proteksi adalah untuk mencegah penggu-
naan akses-akses yang tidak seharusnya (accidental access). Akan tetapi keamanan
mempertimbangkan faktor-faktor eksternal (lingkungan) di luar sistem dan faktor
proteksi terhadap sumber daya sistem. Melihat perbedaan ini, terlihat jelas bahwa
keamanan mencakup hal yang lebih luas dibandingkan dengan proteksi.
Dengan mempertimbangkan aspek-aspek di atas maka dibutuhkanlah suatu
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keamanan sistem untuk menanggulangi kemungkinan akses data penting (rahasia)
dari orang-orang yang bukan seharusnya mengakses. Namun, dalam kenyataan-
nya tidak ada suatu sistem komputer yang memiliki sistem keamanan sempurna.
Akan tetapi, setidaknya kita mempunyai suatu mekanisme tersendiri untuk mence-
gah ataupun mengurangi kemungkinan-kemungkinan gangguan terhadap keamanan
sistem.
Pada penuliasan ini keamanan sistem yang akan dijelaskan adalah kemanan
sistem dengan menggunakan metode kriptograﬁ.
2.3.2 Kriptograﬁ
Seni atau metoda atau ilmu penyimpanan informasi baik dalam jangka waktu
yang pendek maupun panjang ke dalam bentuk yang dapat diketahui oleh pihak
yang berkepentingan, tetapi disembunyikan dari pihak yang tidak berkepentingan
disebut kriptograﬁ.
Kriptograﬁ [7] juga merupakan ilmu pemetaan dari teks yang dapat dimenger-
ti oleh manusia ke dalam bentuk yang tidak dapat dimengerti oleh manusia. Tujuan
dari pemetaan tersebut adalah untuk mempengaruhi tampilan atau penampakan
dari teks tetapi tidak merubah arti dari teks tersebut.
Maka kriptograﬁ dapat diartikan suatu bidang ilmu yang mempelajari ten-
tang penyandian data atau informasi pada saat pengiriman dan pemulihan data
atau informasi tersebut pada saat diterima oleh pihak yang berhak.
Kriptograﬁ terdiri dari 2 ( dua ) proses dasar yang saling terkait yaitu enkripsi
dan dekripsi.
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Kriptograﬁ memiliki tujuan utama yaitu untuk melindungi plaintext, kunci
atau keduanya dari pihak yang tidak berkepentingan.
Cryptologi adalah ilmu yang mempelajari cara-cara untuk memulihkan atau
mengembalikan plaintext atau kunci tanpa mempunyai akses terhadap kunci terse-
but sedangkan Cryptanalyst adalah orang yang mempelajari ilmu memulihkan atau
mengembalikan plaintext atau kunci tersebut.
Tingkat keamanan sebuah kriptograﬁ tidak ditentukan oleh kuncinya, kare-
na hingga saat ini belum ada cara yang dapat dipakai untuk menentukan tingkat
keamanan suatu algoritma.
Tingkat keamanan suatu algoritma tergantung kepada kesulitan dalam memec-
ahkan algoritma tersebut sehingga semakin banyak cara untuk memecahkan suatu
algoritma tertentu maka algoritma tersebut semakin handal, karena itu algoritma
yang berbeda memberikan suatu tingkat keamanan yang berbeda pula.
Panjang kunci, pembangkit kunci, dan kombinasi atau pertukaran kunci juga
merupakan faktor lain yang menentukan tingkat keamanan suatu algoritma krip-
tograﬁ. Semakin panjang kunci, atau semakin banyak kombinasi atau pertukaran
kunci, maka semakin mempersulit penyerang untuk mengetahui kunci atau plain-
textnya, tetapi semakin lemah pembangkit kunci atau semakin sedikit kombinasi
atau pertukaran kunci yang dihasilkan semakin mudah pula bagi pihak penyerang
untuk memecahkan kunci tersebut.
Ada tiga kriteria umum yang dipergunakan untuk memecahkan dan menen-
tukan keamanan dari sebuah algoritma kriptograﬁ, yaitu :
1. Nilai Usaha.
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Algoritma yang relatif aman, bila nilai usaha yang dibutuhkan lebih besar dari
nilai informasi yang terenkripsi.
2. Waktu.
Algoritma yang relatif aman, bila waktu yang dibutuhkan lebih lama dari
waktu kadarluarsa informasi yang terenkripsi.
3. Jumlah Data.
Algoritma yang relatif aman, bila jumlah data yang dibutuhkan lebih besar
dari data yang terenkripsi.
2.3.2.1 Pengertian Enkripsi dan Dekripsi
Enkripsi [7] yaitu suatu proses pengaman suatu data yang disembunyikan
atau proses konversi data ( plaintext ) menjadi bentuk yang tidak dapat dibaca/
dimengerti. Sedangkan Dekripsi yaitu kebalikan dari proses enkripsi yaitu proses
konversi data yang sudah dienkripsi ( ciphertext ) kembali menjadi data aslinya (
Original Plaintext ) sehingga dapat dibaca/ dimengerti kembali.
Pesan yang akan dienkripsi disebut plaintext yang dimisalkan plaintext ( P
), proses enkripsi dimisalkan enkripsi ( E ), proses dekripsi dimisalkan dekripsi ( D
), dan pesan yang sudah dienkripsi disebut ciphertext yang dimisalkan ciphertext (
C ) maka dapat digambarkan pada gambar berikut ini :
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Gambar 2.5: Proses Enkripsi dan Dekripsi
Data atau informasi yang akan dienkripsi ( plaintext ) diacak oleh suatu
kunci yang telah ditentukan kemudian output dari proses enkripsi ( ciphertext )
dikembalikan kebentuk aslinya oleh sebuah kunci yang sama.
Fungsi enkripsi E dioperasikan dengan P kemudian menghasilkan C, yang
digambarkan seperti notasi berikut :
E ( P ) = C
Pada proses dekripsi data yang sudah diproses pada enkripsi ( ciphertext ) melalui
proses dekripsi data akan dikembalikan lagi ke dalam bentuk plaintext/ data aslinya,
yang digambarkan seperti notasi berikut :
D ( C ) = P
Data atau informasi yang telah melalui proses enkripsi dan dekripsi, dimana data
yang sudah diacak akan menghasilkan data atau informasi aslinya ( plaintext ), yang
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Gambar 2.6: Proses Enkripsi dan Dekripsi dengan kunci K
digambarkan seperti notasi berikut :
D ( E ( P ) ) = P
Algoritma enkripsi digunakan pada saat melakukan proses enkripsi terhadap suatu
plaintext dan algoritma dekripsi digunakan pada saat melakukan proses dekripsi
terhadap suatu ciphertext. Sedangkan dalam penerapannya algoritma enkripsi dan
algoritma dekripsi harus menggunakan kunci untuk membuka dan menutup
sandinya, hal ini untuk menjaga keamanan data atau informasi tersebut. Kunci
yang dimaksud dapat dilambangkan dengan K.
Kunci yang digunakan dapat berupa sebuah angka bernilai kecil atau besar sesuai
dengan angka-angka yang telah ditentukan untuk sebagai nilai transformasi matem-
atis yang memetakan plaintext ke ciphertext dan sebaliknya. Ciphertext sangat
dipengaruhi oleh keberadaan plaintext dan kuncinya, jadi nilai dari suatu kunci
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akan mempengaruhi fungsi enkripsi dan dekripsi, sehingga fungsi enkripsi tersebut
dapat dinotasikan seperti berikut :
Ek ( P ) = C
Bila kunci yang dipakai untuk proses enkripsi sama dengan kunci yang dipakai untuk
proses dekripsi, maka dapat digambarkan dengan notasi sebagai berikut :
( Dk ( Ek ) ) = P
Keterangan :
K : Kunci
Ek : Kunci Enkripsi
Dk : Kunci Dekripsi
Konsep dasar inilah yang dipergunakan untuk teknik enkripsi dan dekripsi untuk
menjaga Keamanan data dari pihak yang tidak bertanggung jawab atau pihak yang
tidak berkepentingan.
2.3.2.2 Metode Kriptograﬁ
Metoda-metoda kriptograﬁ [7] sudah banyak digunakan, pada umumnya adalah
DES ( Data Encryption Standard ). Metoda yang sering digunakan biasanya berdasarkan
pada konsep matematika dimana konsep ini berfungsi dalam membentuk logika dan
algoritma disamping itu ada juga bentuk kriptograﬁ yang tidak memakai suatu kon-
sep tertentu sehingga sulit sekali untuk dikenali pengacakan datanya.
Algoritma kriptograﬁ dengan menggunakan kunci dapat dikelompokkan men-
jadi 2 ( dua ) bagian yaitu :
1. Kunci Simetris / Symetric key.
22
Kunci simetris bisa disebut juga conventional key, single key, one key atau
secret key. Algoritma simetris pada proses enkripsi dan dekripsinya meng-
gunakan satu kunci, sehingga pengirim dan penerima terlebih dahulu harus
memiliki kunci yang sama yang telah disepakati untuk digunakan sehingga
pengirim dan penerima dapat melakukan komunikasi, seperti yang digam-
barkan pada gambar berikut :
Gambar 2.7: Single Key
Plaintext akan melewati proses enkripsi dan menghasilkan ciphertext, kemudi-
an disandikan kembali dengan menggunakan kunci yang sama sehingga men-
jadi bentuk aslinya. Metoda kunci simetris/ symetric key lebih sesuai digu-
nakan dalam satu area gedung karena pengiriman pesannya tidak menggu-
nakan penyimpanan pesan, sehingga keamanan algoritma simetris ini terletak
pada keamanan pengiriman kunci dan pada panjangnya kunci yang dipergu-
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nakan. Kelemahan algoritma dengan menggunakan kunci simetris ini adalah
kunci harus didistribusikan dengan aman, karena kunci ini mempunyai derajat
kerahasiaan yang sama dengan data yang dikirim, selain itu juga kunci tidak
boleh terungkap sedikitpun.
2. Kunci Asimetris / Asymetric key.
Pada kunci asimetris/ asymetric key, penggunaan kunci untuk proses enkripsi
data berbeda dengan kunci untuk proses dekripsinya sehingga metoda enkrip-
si dengan menggunakan kunci asimetris/ asymetric key berbeda bila diband-
ingkan dengan penggunaan metoda kunci simetris/ simetric key.
Prinsip dasar algoritma ini adalah setiap anggota dalam jaringan kerja mem-
punyai 2 kunci yaitu public key dan private key. Public key adalah kunci yang
digunakan untuk mengenkripsi dan kunci untuk mendekripsi disebut private
key. Kunci pribadi ( private key ) hanya dimiliki oleh orang yang melakukan
proses enkripsi saja dan kunci publik ( public key ) diketahui oleh banyak
orang. Algoritma kunci asimetris lebih sering disebut sebagai kunci public/
public key, biasanya algoritma ini digunakan dalam jaringan komunikasi yang
besar dan dinamis. Metoda public key/ asymetric key ini dapat diilustrasikan
seperti pada gambar 2.8.
Algoritma kunci asimetris relatif lebih sulit untuk dipecahkan metodenya,
karena kunci yang digunakan untuk mengenkripsinya berbeda dengan kun-
ci untuk mendekripsinya.
Algoritma kunci asimetris relatif lebih sulit untuk dipecahkan metodenya,
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Gambar 2.8: Ilustrasi Public Key/ Asymetric Key
karena kunci yang digunakan untuk mengenkripsinya berbeda dengan kunci
untuk mendekripsinya. Kelemahan algoritma kunci asimetris ini adalah lebih
lambat dibandingkan dengan algoritma kunci simetris, contoh kriptograﬁ yang
menggunakan public key ini misalnya metoda RSA.
BAB III
DESAIN SISTEM
Pada bab ini akan dibahas bagaimana merancang dan membangun sebuah aplikasi
keamanan sistem pada model untuk implementasi arsitektur MVC pada hibernate
framework. Dalam pembuatan nya, aplikasi ini menggunakan bahasa pemograman
Java dan digunakan juga Hibernate sebagai frameworknya, dan juga menggunakan
MySQL server 5.0 sebagai tempat penyimpanan database nya dan IDE Netbeans
6.5 sebagai text editornya.
Pada bab ini akan dijelaskan tentang tahapan-tahapan dalam pembuatan
aplikasi nantinya untuk mempermudah penggunaan. Dalam bab ini akan dijelaskan
antara lain, yaitu :
1. Arsitektur Aplikasi Berbasis MVC dalam UML.
2. Persiapan Aplikasi
3. Rancangan Database.
4. Proses Rancangan Aplikasi.
3.1 Mengenal Arsitektur Aplikasi Berbasis MVC dalam UML
Pada Bagian ini akan di bahas mengenai pengenalan arsitektur aplikasi berba-
sis MVC yang meliputi penggunaan layer - layer dalam pengaksesan class dan juga
design sistem dalam UML.
Pada aplikasi menggunakan MVC ini, aplikasi dibagi menjadi 3 layer, yaitu
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layer View, Controller, dan juga Model, seperti dapat dilihat pada gambar di bawah
ini :
Gambar 3.1: Pembagian Layer
Layer View, terdapat 2 class yaitu LoginDialog dan juga Form, layer ini
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berfungsi mengatur area rectangular dari tampilan dan bertanggung jawab untuk
menyajikan data ke user melalui kombinasi antara graﬁk dan teks. Layer ini bisa
juga dinamakan Application Interface, karena pada layer ini aplikasi bisa berinteraksi
langsung dengan User.
Layer Controller, terdapat 2 class yaitu LoginController dan juga Conﬁrm.
Layer ini mengintepretasikan input mouse dan keyboard dari User dan memetakan
aksi User ke dalam perintah - perintah yang dikirim ke objek dan/atau objek View
untuk memberi efek terhadap perubahan yang sesuai. Bisa juga dikatakan Layer ini
berfungsi sebagai penghubung antara layer View dan layer Model.
Pada layer Model, terdapat 4 class yaitu UserDao, UserDaoHibernate, Hi-
bernateUtil, dan LoginModel. Layer ini berfungsi untuk mengatur satu atau lebih
elemen data, merespon queri - queri dan merespon instruksi - instruksi perubahan
status, menangani proses bisnis logic ke objek DAO (Data Access Object), dan juga
yang menangani koneksi ke database.
Setelah membagi Layer - layer tersebut maka sekarang akan dibahas bagaimana
penerapan nya dalam UML.
3.1.1 Penjelasan Aplikasi dalam UML
UML (Uniﬁed Modeling Languange) digunakan untuk memvisualisasi, men
spesiﬁkasi, membangun dan mendokumentasikan sebuah sistem pengembangan soft-
ware berbasis OO(Object-Oriented). Dan di sini akan diterangkan 2 tipe diagram
dari UML yaitu : Use Case Diagram, dan Class Diagram.
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3.1.1.1 Use Case Diagram Aplikasi
Pada Use Case ini akan diterangkan bagaimana cara kerja arsitektur MVC
di dalam aplikasi ini. Di dalam use case ini hanya terdapat 1 aktor. Pada aplikasi
ini yang pertama kali harus dijalankan yaitu pada bagian Main. Pada bagian ini
kita musti mengisikan username dan juga password untuk input ke database. Pada
class ini membutuhkan object yang terdapat pada class dao, untuk penginputan
username dan password. Setelah memasukkan username dan password, data yang
telah di input tadi akan diproses pada bagian User. Pada bagian ini akan dibentuk
juga tabel dan juga kolom untuk database yang telah dipilih, dan juga memproses
data yang telah di input di bagian Main.
Setelah proses pada bagian User selesai selanjutnya username dan password
tersebut akan dilakukan pengecekan pendaftaran terlebih dahulu pada bagian Dao,
di bagian ini juga bertugas melakukan koneksi ke database, melakukan pendaf-
taran username dan juga password, mengecek apakah username dan password yang
di inputkan seduah tersedia atau belum. Jika belum maka pada bagian ini akan
mendaftarkan username dan password tersebut ke dalam database. Jika username
dan password yang di inputkan sudah ada maka akan terjadi error, dan program
akan berhenti, ini dimaksudkan agar tidak ada username dan password yang sama.
Setelah proses pendaftaran username dan paassword telah berhasil masuk
ke database, maka di database sekarang telah memiliki sebuah data username dan
juga password, maka sekarang aktor dapat melakukan proses login. Pada proses
login ini aktor memiliki 2 pilihan yaitu reset dan juga login. Bila aktor memilih
untuk melakukan reset maka alur akan bergerak ke arah controller. Pada bagian
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controller ini akan memberikan perintah kepada bagian model untuk melakukan
penghapusan username dan juga passwrod pada form login. Setelah model telah
menerima perintah dari controller, maka giliran model untuk melakukan aksi untuk
melakukan penghapusan username dan juga password pada form login.
Bila aktor memilih pilihan login maka alur juga akan mengarah ke bagian
controller, di bagian ini akan di cek aksi login yang telah dilakukan oleh aktor dan
alur akan mengarah ke class conﬁrm, dan di sini akan dicek apakah username telah
terisi atau belum, password telah terisi atau belum, apakah username dan pass-
word telah sesuai dengan yang telah di inputkan sebelumnya di database. Bila saat
penegecekan di dapati username dalam keadaan kosong maka pada bagian conﬁrm
akan memberi warning bahwa username dalam keadaan kosong dan alur akan ke
kembali ke form login agar aktor dapat kembali memasukkan username, begitu ju-
ga bila password dalam keadaan kosong maka bagian conﬁrm akan menampilkan
warning bahwa password dalam keadaan kosong dan alur akan kembali ke bagian
form login. Bila username dan password telah terisi maka bagian controller akan
mengecek terlebih dahulu dari informasi yang diperoleh dari model apakah username
dan password telah sesuai atau belum, yang dimana bagian model ini melakukan
pengecekan username dan password ke bagian dao. Bila belum maka alur akan men-
garah ke bagian conﬁrm, maka pada bagian ini akan menampilkan warning bahwa
username dan password yang telah di inputkan salah, dan akan dihitung jumlah
login yang telah aktor masukkan, alur akan kembali ke form login, dan bila dalam
3 kali kesempatan yang di berikan aktor selalu salah memasukkan username dan
juga password maka pada bagian conﬁrm setelah muncul warning username dan
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password yang dimasukkan salah maka akan muncul kembali warning bahwa aktor
telah 3 kali dalah melakukan login, dan aplikasi pun akan berhenti.
Bila pada saat login aktor benar memasukkan username dan juga password,
akan dicek dulu kebenarannya di bagian controller. Bila username dan password
yang dimasukkan benar maka bagian controller akan mengarah ke bagian conﬁrm
kemudian pada bagian ini akan diarahkan ke bagian model bahwa username dan
password yang telah di masukkan benar, maka pada model akan melakukan aksi ke
form login yang menyatakan username dan password yang dimasukkan telah sukses,
dan pada form login akan meneruskan ke form selanjutnya yang menyatakan bahwa
aktor telah berhasil login.
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Gambar 3.2: Use Case Diagram
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3.1.1.2 Class Diagram Aplikasi
Aplikasi yang menggunakan arsitektur MVC ini bila dipisah menurut layer -
layer akan terbentuk 3 layer yaitu Model, View, dan Controller, seperti terlihat pada
gambar 3.1, di situ setiap layer terdiri dari beberapa class, maka bila aplikasi ini
dibuat dalam class diagram akan terdapat 8 package yaitu model, view, controller,
util, type, entity dan package yang berisi class main. Package yang pertama yaitu
package type yang berisi class EncryptedStringUserType, class ini hanya memiliki
sebuah atribut yaitu encryptor yang bertipe data BasicTextEncryptor. Class ini
yang bertugas meng-encrypt password bila ada penginputan user baru ke database.
Yang kedua package entity, di dalam package ini hanya terdiri dari 1 class yaitu
user, class ini yang bertugas untuk membuat tabel dan juga kolom pada database
yang sudah dipilih, dan juga mencetak username dan password ke database, pada
passwordnya nanti akan berbentuk kata sandi karena telah di encrypt, untuk itu
kelas ini memanggil class EncryptedStringUsertype.
Package selanjutnya yaitu package dao, di dalam package ini terdapat 2 class
yaitu UserDao dan juga UserDaoHibernate. UserDao bertugas untuk melakukan
proses pendaftaran user dan juga mengecek pada saat melakukan login apakah ada
username dan password tersebut, class ini membutuhkan class User pada package
entity sebagai proses pendaftaran dan juga pengecekan username dan password,
class selanjutnya yaitu UserDaoHibernate, bertugas untuk melakukan action dalam
pendaftaran dan juga pengecekan username dan password, class ini menggunakan
hibernate sebagai jembatan penghubung untuk koneksi ke database nantnya, sama
seperti class UserDao class ini juga memakai class User untuk proses pendaftaran
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dan juga pengecekan.
Selanjutnya yaitu package util, pada package ini hanya terdpat 1 class yaitu
HibernateUtil, yang digunakan sebagai utilities Hibernate, class ini memanggil class
UserDao dan juga UserDaoHibernate pada package dao.
Selanjutnya yaitu package model, pada package ini terdiri dair 2 class yaitu
LoginModel dan juga LoginModelListener. Class - class pada package model ini di-
gunakan untuk menampung data yang ada pada form login dan digunakan sebagai
class untuk proses bisnis logic form login, pada class LoginModel, class ini membu-
tuhkan class UserDao pada package dao, dan juga class HibernateUtil pada package
util, untuk koneksi ke databasenya.
Package selanjutnya yaitu package controller, pada package ini juga terdiri
dari 2 class yaitu conﬁrm dan juga LoginController. Class - class di package con-
troller ini digunakan untuk melakukan proses validasi input dari user dan sebagai
jembatan antara form(view) dan model. Pada class LoginController membutuhkan
class LoginModel dari package model dan LoginDialog pada package view.
Selanjutnya class main sebagai main class nya, class ini digunakan untuk
prosese pendaftaran username dan password ke database, class ini memanggil class
user dari package entity, UserDao pada package dao dan juga class HibernateUtil
dari package util.
Package terakhir yaitu package view, package ini terdiri dari 2 class yaitu
LoginDialog dan juga Form. Class - class ini yang nantinya akan dapat dilihat oleh
user dan juga yang berinteraksi langsung dengan user. Class LoginDialog memanggil
class Conﬁrm dan LoginController pada package controller, class LoginModel pada
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package model dan untuk tampilan bila login berhasil maka memanggil class Form
pada package view.
Gambar 3.3: Class Diagram
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3.2 Mempersiapkan Aplikasi
pada tahap ini penulis memulai mempersiapkan dalam proses pembuatan
aplikasi. Karena penulis menggunakan IDE Netbeans 6.5 sebagai text editornya,
menggunakan hibernate sebagai frameworknya, dan juga jasypt sebagai data encrypt
nya maka terlebih dahulu penulis memasukkan kedua ﬁle tersebut yang di letakkan di
folder libraries. Berikut merupakan langkah - langkah memeasukkan framework dan
librari yang dibutuhkan. Pertama yang akan dimasukkkan adalah frameworknya,
berikut merupakan langkah - langkah nya :
1. Pada tab projects, di dalam aplikasi terdapat folder libraries, klik kanan pada
folder tersebut dan klik Add Library :
Gambar 3.4: memasukkan Framework
2. dan pilih Hibernate, dan klik Add Library :
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Gambar 3.5: Memasukkan Framework Hibernate ke dalam Aplikasi
3. Selanjutnya untuk memasukkan librari jasypt, sama seperti langkah di atas,
hanya bedanya saat klik kanan pilih Add Jar/Folder :
Gambar 3.6: Memasukkan librari baru
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4. dan cari ﬁle dimana libarari tersebut di letakkan, kemudian pilih ﬁle tersebut
dan klik Open :
Gambar 3.7: Memasukkan librari Jasypt ke dalam Aplikasi
5. Sehingga minimal isi dari folder libraries nya adalah sebagai berikut :
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Gambar 3.8: Contoh Susunan Folder Hibernate
dan berikut juga merupkan penjelasan dari susunan foldernya :
• Source Package : Tempat meletakkan ﬁle-ﬁle java dan juga ﬁle yang akan
dikompilasi saat akan menjalankan program.
• Libraries : Berisi librari-librari yang dibutuhkan untuk menjalankan aplikasi.
3.3 Perancangan Database
Aplikasi ini hanya membutuhkan 1 buah database dan juga 1 buah tabel.
Berikut merupakan cara pembuatan database dan juga perancangan tabel nya, dan
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di sini tabel nya yaitu table_user.
3.3.1 Pembuatan Database
Untuk pembuatan database penulis menggunakan MySQL server 5.0. Berikut
merupakan langkah - langkah untuk pembuatan database nya :
1. Pada folder MySQL pilih MySQL Command Line Client.
2. Masukkan Password.
3. Buat database baru dengan mengetikkan perintah.
mysql > create database loginform;
4. untuk melihat database yang telah dibuat ketikkan perintah.
mysql > show databases;
5. kemudian logout dengan perintah.
mysql > quit
Untuk proses pembuatan tabel, penulis menggunakan IDE Netbeans 6.5 se-
bagai text editornya, tapi sebelum membuat tabel langkah pertama yang harus
dilakukan adalah meng-koneksikan database yang telah di buat sebelumnya dan ju-
ga meng-koneksikan database dengan aplikasi berikut merupakan langkah - langkah
nya :
1. pilih tab services, kemudian pilih databases, kemudian pilih drivers.
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Gambar 3.9: tab Services
2. Pada folder drivers, klik kanan MySQL (Connector/JDriver), dan pilih Con-
nect Using...
Gambar 3.10: Membuat Koneksi Baru
3. Setelah itu mengisikan data untuk koneksi ke database yang telah di buat pada
tampilan new database connection.
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Gambar 3.11: Mengisi Form untuk koneksi database
4. klik OK.
Setelah itu untuk proses koneksi database dengan aplikasi, penulis meng-
gunakan Framework Hibernate untuk koneksi database nya. Berikut merupakan
langkah - langkah untuk koneksi dengan database nya :
1. Pada tab projects, klik kanan pada project yang telah di buat, klik new dan
pilih other.
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Gambar 3.12: memilih koneksi ke database bag 1
2. Pada tampilan new ﬁle pada kolom categories pilih hibernate dan pada kolom
ﬁle types pilih Hibernate Conﬁguration File, setelah itu klik next.
Gambar 3.13: memilih koneksi ke database bag 2
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3. Pada tampilan new Hibernate Conﬁguration File, klik next.
Gambar 3.14: memilih koneksi ke database bag 3
4. Pada Tampilan selanjutnya pada pilihan database connection pilih database
yang telah dibuat tadi kemudian klik ﬁnish.
Gambar 3.15: memilih koneksi ke database bag 4
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setelah memasukkan conﬁgurasi Hibernate maka pada bagian source pack-
age akan muncul package baru yaitu <default package> yang berisi ﬁle Hiber-
nate.cfg.xml
Gambar 3.16: Hibernate Conﬁguration
yang dimana bila dilihat pada tab xml akan berisikan code-code seperti di
bawah ini :
Gambar 3.17: Hibernate Conﬁguration dalam code XML
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3.3.2 Perancangan Tabel table_user
Pada tabel ini hanya terdapat dua buah kolom yaitu column_username dan
column_password. Dan berikut merupakan struktur tabelnya, yaitu :
Field Type Null Default
column_username varchar(45) No
column_password varchar(45) No
Tabel 3.1: Tabel table_user
3.4 Proses Pembuatan Aplikasi
Pada tahap ini penulis memulai pembuatan aplikasi dengan mentransfor-
masikan semua rancangan sistem, rancangan database serta rancangan program ke
dalam script bahasa pemograman Java.
3.4.0.1 Penjelasan Pembuatan Tabel
Setelah proses pembuatan dan pengkoneksian database selesai maka langkah
selanjutnya yaitu pembuatan tabel dan juga kolomnya. Pada Aplikasi ini penulis
menggunakan bahasa pemograman Java untuk pembuatan tabel nya, berikut pen-
jelasan kode Java untuk pembuatan tabel di database :
• User.java
Class User ini digunakan untuk pembuatan table dan juga kolom, yang dimana
pada aplikasi ini tabel yang dibuat adalah table_user. Pada tabel ini akan
terdapat 2 buah kolom yaitu column_username dan juga column_password
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dengan type kedua - duanya adalah varchar(45) dan nullable null. Pada class
ini juga akan memanggil class lain yaitu class EncryptedStringUserType pada
package type, yang digunakan untuk peng-encrypt an passwor pada saat peng-
inputan username dan password baru ke database. Pada class ini juga akan di
cek username dan password yang akan di input agar tidak ada kerangkapan
data nantinya.
• Main.java
Class Main ini digunakan untuk penginputan username dan password baru
ke database, class ini memanggil class User, UserDao, dan juga HibernateUtil
untuk koneksi ke database.
3.4.0.2 Pembuatan Program
Untuk pembuatan program, perangkat lunak yang digunakan penulis yaitu
Java versi 1.6.0, Hibernate 3.2.5 sebagai frameworknya, MySQL 5.0 sebagai tempat
penyimpanan databasenya dan juga IDE Netbeans 6.5 sebagai text editornya.
BAB IV
Testing Dan Implementasi Sistem
Pada bab ini akan dibahas mengenai implementasi sistem yang telah dirancang
sebelumnya di bab 3.
4.1 Metode, Implementasi Sistem dan Hasil Pengujian
Implementasi aplikasi merupakan tahap akhir dari pembuatan aplikasi. Pa-
da tahap ini aplikasi yang telah selesai dibuat akan diImplementasikan atau diuji
seberapa jauh aplikasi ini dapat berjalan dengan baik.
4.1.1 Metode Pengujian
Metode pengujian yang digunakan dalam menguji coba aplikasi ini adalah
metode pengujian Black-Box. Karena pada pengujiannya ini akan dimulai dengan
menguji pembuatan tabel, kolom, dan juga penginputan data ke dalam database,
apa saja pesan-pesan yang bakal ditemukan. Setelah proses di database, selanjutnya
akan diuji coba untuk menjalankan aplikasinya, bagaimana cara menjankannya, dan
apa saja yang bakal terjadi pada saat penginputan data di dalam aplikasi.
4.1.2 Implementasi Sistem
Setelah proses perancangan dan juga pembuatan aplikasi selesai maka sekarang
akan diuji kelayakannya. Proses pertama yang harus dilakukan untuk menjalankan
aplikasi ini adalah daftarkan terlebih dahulu kelas Entity ke Konﬁgrasi Hibernate.
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Hal ini dimaksudkan agar pada database nantinya dapat terbentuk tabel yang telah
di buat di dalam class Entity tersebut.
Berikut merupakan langkah-langkah untuk mendaftarkan entity ke dalam
konﬁgurasi Hibernate :
1. Pada tab Project pilih Source Package, dan buka <default package>, terdapat
ﬁle HIbernate.cgf.xml yang telah dibuat sebelumnya untuk koneksi database
dengan aplikasi, buka ﬁle tersebut dan pilih tab design, pada bagian mappings
klik Add.
Gambar 4.1: Mendaftarkan Entity ke Konﬁguarsi Hibernate
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2. Pada tampilan Add Mapping klik browse pada bagian class.
Gambar 4.2: Memasukkan Entity
3. Pada bagian Browse Files, cari class entity yang digunakan untuk konﬁgurasi
Hibernate nya kemudian klik select ﬁle.
Gambar 4.3: Mencari File yang Dibutuhkan
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4. Setelah itu klik OK.
Maka sekarang sudah terdapat class entity di dalam konﬁhurasi Hibernate.
Gambar 4.4: Entity yang sudah masuk ke Konﬁgurasi Hibernate
4.1.3 Implementasi Lanjutan
Setelah mendaftarkan class Entity ke dalam Konﬁgurasi Hibernate maka
sekarang aplikasi dapat di uji coba. Langkah-langkah untuk mengujinya adalah
:
1. Pada class Main masukkan username dan juga password untuk di daftarkan
ke dalam database.
Gambar 4.5: Mendaftarkan Username dan Password di class Main
51
2. Kemudian pada tab Projects, klik kanan aplikasi dan pilih Clean and Build.
Ini dimaksudkan untuk membersihkan command-command sebelumnya pada
tab Output dan membuat ﬁle baru.
Gambar 4.6: Membersihkan Command-command lama dan membuat ﬁle baru
3. Bila sukses maka akan muncul command seperti pada tampilan di bawah ini.
Gambar 4.7: Clean and Build Sukses
Bila sudah tidak ada pesan kesalahan pada saat menjalankan Clean and
Build, berarti Apliksi telah siap untuk diuji coba.
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4.1.4 Pengujian Pembuatan Database
Pengujian aplikasi ini selanjutnya yaitu menjalankan aplikasi secara keselu-
ruhan. Langkah-langkahnya yaitu :
1. Pada tab Projects, klik kanan aplikasi dan pilih Run.
Gambar 4.8: Meng-kompile class Main
Langkah di atas akan meng-kompile kelas Main, dan akan menampilkan pesan
:
Gambar di atas merupakan pesan saat pertama kali aplikasi dijalankan. Da-
pat dilihat pada gambar di atas tersebut terdapat pesan "table not found : ta-
ble_orang", yang berarti table_orang belum ditemukan, maka kemudian aplikasi
akan ini akan membuat table_orang tersebut dan juga membuat kolom dan juga
datanya. Dan untuk melihat hasil tabel yang sudah terbuat di dalam database,
berikut langkah-langkahnya :
1. Pada Folder MySQL pilih MySQL Command Line Client.
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Gambar 4.9: Pesan saat meng-Kompile kelas Main
2. Masukkan Password.
3. Pilih database yang telah di daftarkan di dalam aplikasi dengan mengetikkan
perintah.
mysql > use contoh;
4. Untuk melihat apakah tabel yang dibuat telah berhasil terinput ke dalam
database atau belum, dengan mengetikkan perintah.
mysql > show tables;
Gambar 4.10: Menampilkan tabel yang berhasil di buat
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5. Bila muncul berarti tabel telah berhasil di buat ke dalam database, maka
untuk menampilkan hasil data yang telah berhasil di inputkan ke dalam tabel
pada database tersebut ketikkan perintah.
mysql > select * from table_orang;
Gambar 4.11: Menampilkan data yang telah berhasil di buat di dalam tabel
Username dan password telah berhasil di daftarkan ke dalam database pada
table_orang. Di situ juga terlihat bahwa password telah berhasil di encrypt, karena
pada kelas User telah diberi perintah :
Gambar 4.12: Kelas User yang memanggil kelas EncryptionStringUserType
Perintah di atas yaitu perintah memanggil kelas EncryptionStringUserType,
yang digunakan untuk menjadikan data yang terdapat di column_password agar
di-encrypt.
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4.1.4.1 Pesan Kesalahan
Adapun pesan kesalahan yang bisa terjadi, bila menjalankan aplikasi dan
pada kelas Main mengisikan username dengan nama yang sama dengan yang sudah
terdapat di database :
Gambar 4.13: Menginput username yang sama
maka saat aplikasi dijalankan akan menampilkan pesan :
Gambar 4.14: Pesan kesalahan bila terdapat username yang sama
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Pada gambar di atas terdapat pesan "Duplicate entry 'teddy' for key 1", yang
berarti username 'teddy' telah terdapat di dalam database, username tidak dapat
sama dengan username yang sudah terdapat di dalam database karena pada kelas
User telah diberi perintah :
Gambar 4.15: Pemberian Id pada kolom username
Perintah di atas merupakan perintah untuk pembentukan kolom,yang berisikan
ﬁeld username dan juga password, pada bagian username terdapat @Id yang berarti
username diberi 'Id' agar tidak terdapat kerangkapan username.
4.1.4.2 Penginputan username dan password baru
Bila tabel telah terbuat dan sudah berisikan kolom dan juga isinya, maka bila
menjalankan aplikasi untuk penginputan username dan password baru, pada kelas
Main isikan username dan password baru :
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Gambar 4.16: Penginputan username dan password baru
Dan pada saat aplikasi di jalankan akan menampilkan pesan, yaitu :
Gambar 4.17: Pesan saat penginputan username dan password baru
Pada gambar di atas terdapat pesan "table found : contoh.table_orang",
yang berarti tabel sudah ada pada database contoh yaitu table_orang, yang be-
rarti aplikasi tidak perlu membuat tabel baru, dan juga terdapat pesan "columns
: [column_password, column_username]", yang berarti kolom column_password
dan column_username sudah ada, maka aplikasi tidak perlu membuat kolom baru.
Sehingga aplikasi hanya akan menginputkan username dan password saja tanpan
perlu membuat tabel dan kolom baru.
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Gambar 4.18: Database yang sudah di inputkan username dan password baru
4.1.5 Hasil Pengujian
Setelah berhasil membuat tabel dan juga menginputkan username dan juga
password ke dalam database maka langkah terakhir yaitu menguji coba aplikasi.
Langkah pertama yaitu menampilkan Main Form nya, berikut langkah-langkah nya
:
• Kembali ke IDE Netbeans, pada tab Projects buka bagian Source Package, ke-
mudian masuk ke dalam package View, klik kanan class LoginDialog kemudian
klik run.
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Gambar 4.19: Cara Menjalankan Aplikasi
• Maka akan muncul Form Login.
Gambar 4.20: Form Login
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Sekarang akan di uji coba aplikasi tersebut. Bila Username dan juga Password
di kosongkan maka akan menampilkan tampilan warning bahwa username tidak
boleh kosong.
Gambar 4.21: Username Kosong
Bila Username terisi tetapi Password dalam keadaan kosong maka akan menampilkan
warning bahwa Password dalam keadaan kosong.
Gambar 4.22: Password Kosong
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Bila Username dan password terisi :
Gambar 4.23: Memasukkan username dan password yang salah
Maka aplikasi akan mengecek terlebih dahulu username dan password yang
dimasukkan tersebut :
Gambar 4.24: Mengecek username dan password yang di inputkan
Dan bila username dan password yang dimasukkan tidak cocok dengan yang
sudah terdapat di database maka akan langsung menampilkan warning username
dan password yang di masukkan salah.
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Gambar 4.25: User salah memasukkan Username dan Password
Bila dalam 3 kali kesempatan yang diberikan User selalu salah memasukkan
username dan juga password, maka setelah warning tersbut akan muncul kembali
warning bahwa User telah 3 kali salah memasukkan username dan juga password,
maka aplikasi pun akan berhenti.
Gambar 4.26: User gagal melakukan Login
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Bila User benar memasukkan username dan juga password.
Gambar 4.27: Menginputkan Username dan Password yang benar
Username dan password yang benar, maka akan menampilkan tampilan se-
lanjutnya yang menerangkan bahwa User telah berhasil melakukan Login.
Gambar 4.28: Tampilan User Berhasil Login
Bila tampilan tersebut telah muncul bararti User telah berhasil Login.
BAB V
Kesimpulan dan Saran
5.1 Kesimpulan
Aplikasi ini dibuat untuk mempresentasikan keamanan sistem, yang dimana
pada aplikasi ini yaitu kemanan data yang menggunakan framework Hibernate yang
diimplementasikan dengan menggunakan arsitektur MVC. yang dimaksudkan un-
tuk mengamankan data yang terdapat di dalam database dengan meng-encripsi
password nya untuk menjaga dari kejahatan-kejahatan oleh orang-orang yang tidak
bertanggung jawab.
Setelah melakukan uji coba diketahui bahwa aplikasi ini memeliki beberapa
keunggulan dibandingkan aplikasi lainnya :
1. Memudahkan perubahan-perubahan pada aplikasi, ini dikarenakan aplikasi
ini menggunakan arsitektur MVC yang dimana dalam pengerjaan aplikasinya
dibagi menjadi 3 bagian yaitu bagian Model, View dan juga Controller.
2. Memudahkan dalam koneksi dan pembuatan database karena teknologi yang
terdapat pada framework Hibernate.
3. Memudahkan dalam peng-encripsian data karena library jasypt yang dapat
digunakan oleh berbagai macam framework termasuk Hibernate.
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5.2 Saran
Penulis menyadari bahwa walaupun aplikasi ini memiliki banyak kelebihan,
tetapi masih banyak kekurangan yang dapat dikembangkan lebih lanjut. Saran dari
penulis untuk pengembangan selanjutnya adalah sebagai berikut :
1. Pengembangan ke depan aplikasi ini dapat digunakan untuk berbagai macam
aplikasi yang menginginkan adanya keamanan pada informasi datanya di dalam
database.
2. Dengan menambahkan berbagai macam vitur-vitur dan form-form lainnya
yang dibutuhkan pada pengembangan aplikasi selanjutnya sesuai dengan fungsi
aplikasi tersebut.
3. Mempelajari metode atau teknik keamanan sistem yang lain, selain mengen-
cripsi database.
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LAMPIRAN
Listing Program
Main.Java
package tedi.wardhana.loginform;
import tedi.wardhana.loginform.dao.UserDao;
import tedi.wardhana.loginform.entity.User;
import tedi.wardhana.loginform.util.HibernateUtil;
/**
*
* @author tedi
*/
public class Main {
/**
* @param args the command line arguments
*/
public static void main(String[] args) {
User user = new User();
user.setUsername("teddy");
user.setPassword("blacklist");
UserDao dao = HibernateUtil.getUserDao();
dao.saveUser(user);
}
}
User.Java
package tedi.wardhana.loginform.entity;
import java.io.Serializable;
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import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
import org.hibernate.annotations.Type;
import org.hibernate.annotations.TypeDef;
import org.hibernate.annotations.TypeDefs;
import tedi.wardhana.loginform.type.EncryptedStringUserType;
/**
*
* @author tedi
*/
@Entity
@Table(name="table_orang")
@TypeDefs(
@TypeDef(name="column_password", typeClass=EncryptedStringUserType.class)
)
public class User implements Serializable{
@Id
@Column(name="column_username", length=45)
private String username;
@Type(type="column_password")
@Column(name="column_password", length=45, nullable=false)
private String password;
public User(String username, String password) {
this.username = username;
this.password = password;
}
public User() {
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}public String getPassword() {
return password;
}
public void setPassword(String password) {
this.password = password;
}
public String getUsername() {
return username;
}
public void setUsername(String username) {
this.username = username;
}
@Override
public boolean equals(Object obj) {
if (obj == null) {
return false;
}
if (getClass() != obj.getClass()) {
return false;
}
final User other = (User) obj;
if ((this.username == null) ? (other.username != null) : !this.username.equals(other.username)) {
return false;
}
if ((this.password == null) ? (other.password != null) : !this.password.equals(other.password)) {
return false;
}
return true;
}
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@Override
public int hashCode() {
int hash = 5;
hash = 97 * hash + (this.username != null ? this.username.hashCode() : 0);
hash = 97 * hash + (this.password != null ? this.password.hashCode() : 0);
return hash;
}
}
Conﬁrm.Java
package tedi.wardhana.loginform.controller;
/**
*
* @author tedi
*/
public interface Confirm {
void onSuccess();
void onWarning(String message);
void onError(Throwable t);
}
LoginController.Java
package tedi.wardhana.loginform.controller;
import tedi.wardhana.loginform.model.LoginModel;
import tedi.wardhana.loginform.view.LoginDialog;
import org.hibernate.HibernateException;
/**
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** @author tedi
*/
public class LoginController {
private LoginModel model;
private int banyakLogin = 1;
private int maxBanyakLogin = 3;
public void setModel(LoginModel model) {
this.model = model;
}
public void processReset(LoginDialog dialog) {
model.processReset();
}
public void processLogin(LoginDialog dialog, Confirm confirm) {
String username = dialog.getTextUserName().getText();
String password = new String(dialog.getTextPassword().getPassword());
// cek input user
if (username.trim().isEmpty()) {
confirm.onWarning("Username tak boleh kosong");
return;
} else if (password.isEmpty()) {
confirm.onWarning("Password tak boleh kosong");
return;
}
// set data ke model
model.setUsername(username);
model.setPassword(password);
// lakukan proses login
try {
if (model.processLogin()) {
confirm.onSuccess();
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} else {
confirm.onWarning("Anda salah memasukkan username atau password");
if (banyakLogin >= maxBanyakLogin) {
confirm.onWarning("Anda telah salah login sebanyak " + maxBanyakLogin + " kali");
System.exit(0);
}
banyakLogin++;
}
} catch (HibernateException he) {
confirm.onError(he);
}
}
}
UserDao.Java
package tedi.wardhana.loginform.dao;
import tedi.wardhana.loginform.entity.User;
/**
*
* @author tedi
*/
public interface UserDao {
// digunakan untuk melakukan proses
// pendaftaran user
void saveUser(User user);
// digunakan untuk mengecek apakah
// ada user dengan username dan password tersebut
boolean isContain(String username, String password);
}
UserDaoHibernate.Java
package tedi.wardhana.loginform.dao;
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import tedi.wardhana.loginform.entity.User;
import org.hibernate.HibernateException;
import org.hibernate.Query;
import org.hibernate.Session;
import org.hibernate.SessionFactory;
/**
*
* @author tedi
*/
public class UserDaoHibernate implements UserDao{
// buat sebuah session factory hibernate
private SessionFactory factory;
// buat metode atau konstruktor untuk inject session factory
public UserDaoHibernate(SessionFactory factory){
this.factory = factory;
}
public void setSessionFactory(SessionFactory factory){
this.factory = factory;
}
public void saveUser(User user) {
// session dibuka
Session session = this.factory.openSession();
try{
// memulai transaksi
session.beginTransaction();
// menyimpan user
session.save(user);
// commit transaksi
session.getTransaction().commit();
}catch(HibernateException he){
// tollback transaksi jika terjadi error
session.getTransaction().rollback();
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}finally{
// session ditutup
session.close();
}
}
public boolean isContain(String username, String password) {
// session dibuka
Session session = this.factory.openSession();
try{
// transaksi dimulai
session.beginTransaction();
// melakukan query pengecekan user berdasarkan
// username dan password
Query query = session.createQuery(
"select count(a) from User a where "+
"a.username = :username and a.password = :password")
.setParameter("username", username)
.setParameter("password", password);
// mendapatkan count user
Long count = (Long) query.uniqueResult();
// transaksi dicommit
session.getTransaction().commit();
// jika count = 1 berarti user ada, jika tidak maka sebaliknya
return count == 1;
}catch(HibernateException he){
// menutup transaksi
session.getTransaction().rollback();
// jika error maka return false
return false;
}finally{
// session ditutup
session.close();
}
}
}
LoginModel.Java
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package tedi.wardhana.loginform.model;
import tedi.wardhana.loginform.dao.UserDao;
import tedi.wardhana.loginform.util.HibernateUtil;
/**
*
* @author tedi
*/
public class LoginModel {
private LoginModelListener listener;
private UserDao userDao;
private String username;
private String password;
public String getPassword() {
return password;
}
public void setPassword(String password) {
this.password = password;
fireChange();
}
public String getUsername() {
return username;
}
public void setUsername(String username) {
this.username = username;
fireChange();
}
public void setListener(LoginModelListener listener) {
this.listener = listener;
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}public void fireChange(){
if(this.listener != null){
this.listener.onChange(this);
}
}
public void processReset(){
setPassword("");
setUsername("");
}
public boolean processLogin(){
userDao = HibernateUtil.getUserDao();
return userDao.isContain(getUsername(), getPassword());
}
}
LoginModelListener.Java
package tedi.wardhana.loginform.model;
/**
*
* @author tedi
*/
public interface LoginModelListener {
void onChange(LoginModel model);
}
EncryptedStringUserType.Java
package tedi.wardhana.loginform.type;
import java.io.Serializable;
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import java.sql.PreparedStatement;
import java.sql.ResultSet;
import java.sql.SQLException;
import org.hibernate.Hibernate;
import org.hibernate.HibernateException;
import org.hibernate.usertype.UserType;
import org.jasypt.util.text.BasicTextEncryptor;
/**
*
* @author tedi
*/
public class EncryptedStringUserType implements UserType {
private BasicTextEncryptor encryptor;
public EncryptedStringUserType() {
encryptor = new BasicTextEncryptor();
encryptor.setPassword(")(*&^%$#@!~!&#%~*#^~(#~%$");
}
public int[] sqlTypes() {
return new int[]{
Hibernate.STRING.sqlType()
};
}
public Class returnedClass() {
return String.class;
}
public boolean equals(Object x, Object y) throws HibernateException {
return x.equals(y);
}
public int hashCode(Object x) throws HibernateException {
return x.hashCode();
}
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public Object nullSafeGet(ResultSet rs, String[] names, Object owner) throws HibernateException, SQLException {
String value = rs.getString(names[0]);
String result = encryptor.decrypt(value);
return result;
}
public void nullSafeSet(PreparedStatement st, Object value, int index) throws HibernateException, SQLException {
if (value == null) {
st.setNull(index, Hibernate.STRING.sqlType());
} else {
String result = encryptor.encrypt((String) value);
st.setString(index, result);
}
}
public Object deepCopy(Object value) throws HibernateException {
return value;
}
public boolean isMutable() {
return false;
}
public Serializable disassemble(Object value) throws HibernateException {
return (Serializable) value;
}
public Object assemble(Serializable cached, Object owner) throws HibernateException {
return cached;
}
public Object replace(Object original, Object target, Object owner) throws HibernateException {
return original;
}
}
HibernateUtil.Java
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package tedi.wardhana.loginform.util;
import tedi.wardhana.loginform.dao.UserDao;
import tedi.wardhana.loginform.dao.UserDaoHibernate;
import org.hibernate.cfg.AnnotationConfiguration;
import org.hibernate.SessionFactory;
/**
* Hibernate Utility class with a convenient method to get Session Factory object.
*
* @author tedi
*/
public class HibernateUtil {
private static final SessionFactory sessionFactory;
static {
try {
// Create the SessionFactory from standard (hibernate.cfg.xml)
// config file.
sessionFactory = new AnnotationConfiguration().configure().buildSessionFactory();
} catch (Throwable ex) {
// Log the exception.
System.err.println("Initial SessionFactory creation failed." + ex);
throw new ExceptionInInitializerError(ex);
}
}
public static SessionFactory getSessionFactory() {
return sessionFactory;
}
// buat UserDao yang telah di inject
private static UserDao userDao;
public static UserDao getUserDao(){
// cek apakah userDao null
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if(userDao == null){
// jika null maka inject dengan UserDaoHibernate
userDao = new UserDaoHibernate(getSessionFactory());
}
return userDao;
}
}
Berhasil.Java
package tedi.wardhana.loginform.view;
import usu.widget.Form;
/**
*
* @author tedi
*/
public class Berhasil extends Form {
private static final long serialVersionUID = -1;
private StringBuilder string;
/** Creates new form Form */
public Berhasil() {
initComponents();
}
/** This method is called from within the constructor to
* initialize the form.
* WARNING: Do NOT modify this code. The content of this method is
* always regenerated by the Form Editor.
*/
@SuppressWarnings("unchecked")
// <editor-fold defaultstate="collapsed" desc="Generated Code">
private void initComponents() {
glassPane = new usu.widget.GlassPane();
about = new tedi.wardhana.loginform.widget.About();
panel1 = new tedi.wardhana.loginform.widget.Panel();
label1 = new tedi.wardhana.loginform.widget.Label();
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label2 = new tedi.wardhana.loginform.widget.Label();
textBox1 = new tedi.wardhana.loginform.widget.TextBox();
about.addActionListener(new java.awt.event.ActionListener() {
public void actionPerformed(java.awt.event.ActionEvent evt) {
aboutActionPerformed(evt);
}
});
setDefaultCloseOperation(javax.swing.WindowConstants.EXIT_ON_CLOSE);
setTitle("Aplikasi FormLogin");
label1.setText("SeLaMaT DaTaNG");
label1.setFont(new java.awt.Font("Angsana New", 3, 60));
label2.setHorizontalAlignment(javax.swing.SwingConstants.CENTER);
label2.setText("Aplikasi MVC");
textBox1.setHorizontalAlignment(javax.swing.JTextField.CENTER);
textBox1.setText("Anda telah berhasil masuk ke dalam Aplikasi ini.");
textBox1.setFont(new java.awt.Font("Book Antiqua", 3, 12)); // NOI18N
javax.swing.GroupLayout panel1Layout = new javax.swing.GroupLayout(panel1);
panel1.setLayout(panel1Layout);
panel1Layout.setHorizontalGroup(
panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, panel1Layout.createSequentialGroup()
.addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
.addComponent(label2, javax.swing.GroupLayout.PREFERRED_SIZE, 358, javax.swing.GroupLayout.PREFERRED_SIZE)
.addContainerGap())
.addGroup(panel1Layout.createSequentialGroup()
.addContainerGap()
.addGroup(panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addComponent(label1, javax.swing.GroupLayout.DEFAULT_SIZE, 358, Short.MAX_VALUE)
.addComponent(textBox1, javax.swing.GroupLayout.DEFAULT_SIZE, 358, Short.MAX_VALUE))
.addContainerGap())
);
panel1Layout.setVerticalGroup(
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panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addGroup(panel1Layout.createSequentialGroup()
.addContainerGap()
.addComponent(label1, javax.swing.GroupLayout.PREFERRED_SIZE, 59, javax.swing.GroupLayout.PREFERRED_SIZE)
.addGap(13, 13, 13)
.addComponent(label2, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)
.addComponent(textBox1, javax.swing.GroupLayout.PREFERRED_SIZE, 165, javax.swing.GroupLayout.PREFERRED_SIZE)
.addContainerGap(27, Short.MAX_VALUE))
);
getContentPane().add(panel1, java.awt.BorderLayout.CENTER);
pack();
}// </editor-fold>
private void aboutActionPerformed(java.awt.event.ActionEvent evt) {
// TODO add your handling code here:
glassPane.hideComponent();
}
/**
* @param args the command line arguments
*/
public static void main(String args[]) {
java.awt.EventQueue.invokeLater(new Runnable() {
public void run() {
new Berhasil().setVisible(true);
}
});
}
// Variables declaration - do not modify
private tedi.wardhana.loginform.widget.About about;
private usu.widget.GlassPane glassPane;
private tedi.wardhana.loginform.widget.Label label1;
private tedi.wardhana.loginform.widget.Label label2;
private tedi.wardhana.loginform.widget.Panel panel1;
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private tedi.wardhana.loginform.widget.TextBox textBox1;
// End of variables declaration
}
LoginDialog.Java
package tedi.wardhana.loginform.view;
import javax.swing.ImageIcon;
import tedi.wardhana.loginform.controller.Confirm;
import tedi.wardhana.loginform.controller.LoginController;
import tedi.wardhana.loginform.model.LoginModel;
import tedi.wardhana.loginform.model.LoginModelListener;
import javax.swing.JOptionPane;
import javax.swing.JPasswordField;
import javax.swing.JTextField;
import tedi.wardhana.loginform.widget.TextBox;
import tedi.wardhana.loginform.widget.PasswordBox;
/**
*
* @author tedi
*/
public class LoginDialog extends javax.swing.JDialog implements Confirm, LoginModelListener{
private LoginModel model;
private LoginController controller;
/** Creates new form LoginDialog */
public LoginDialog(java.awt.Frame parent, boolean modal) {
super(parent, modal);
setIconImage(new ImageIcon(getClass().getResource("/tedi/wardhana/loginform/resources/editclose.png")).getImage());
initComponents();
model = new LoginModel();
model.setListener(this);
controller = new LoginController();
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controller.setModel(model);
}
public PasswordBox getTextPassword() {
return textPassword;
}
public TextBox getTextUserName() {
return textUserName;
}
/** This method is called from within the constructor to
* initialize the form.
* WARNING: Do NOT modify this code. The content of this method is
* always regenerated by the Form Editor.
*/
@SuppressWarnings("unchecked")
// <editor-fold defaultstate="collapsed" desc="Generated Code">
private void initComponents() {
label1 = new tedi.wardhana.loginform.widget.Label();
panel1 = new tedi.wardhana.loginform.widget.Panel();
buttonReset = new tedi.wardhana.loginform.widget.Button();
buttonLogin = new tedi.wardhana.loginform.widget.Button();
textUserName = new tedi.wardhana.loginform.widget.TextBox();
textPassword = new tedi.wardhana.loginform.widget.PasswordBox();
label2 = new tedi.wardhana.loginform.widget.Label();
label3 = new tedi.wardhana.loginform.widget.Label();
label4 = new tedi.wardhana.loginform.widget.Label();
setDefaultCloseOperation(javax.swing.WindowConstants.DISPOSE_ON_CLOSE);
buttonReset.setText("Reset");
buttonReset.addActionListener(new java.awt.event.ActionListener() {
public void actionPerformed(java.awt.event.ActionEvent evt) {
buttonResetActionPerformed(evt);
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}});
buttonLogin.setText("Login");
buttonLogin.addActionListener(new java.awt.event.ActionListener() {
public void actionPerformed(java.awt.event.ActionEvent evt) {
buttonLoginActionPerformed(evt);
}
});
label2.setText("Username :");
label3.setText("Password :");
label4.setText("LoGiN");
label4.setFont(new java.awt.Font("Californian FB", 3, 24));
javax.swing.GroupLayout panel1Layout = new javax.swing.GroupLayout(panel1);
panel1.setLayout(panel1Layout);
panel1Layout.setHorizontalGroup(
panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addGroup(panel1Layout.createSequentialGroup()
.addContainerGap()
.addGroup(panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addGroup(panel1Layout.createSequentialGroup()
.addComponent(label2, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
.addComponent(textUserName, javax.swing.GroupLayout.DEFAULT_SIZE, 234, Short.MAX_VALUE))
.addGroup(panel1Layout.createSequentialGroup()
.addComponent(label3, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
.addComponent(textPassword, javax.swing.GroupLayout.DEFAULT_SIZE, 235, Short.MAX_VALUE))
.addComponent(label4, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED_SIZE, 192, javax.swing.GroupLayout.PREFERRED_SIZE)
.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, panel1Layout.createSequentialGroup()
.addComponent(buttonReset, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)
.addComponent(buttonLogin, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addGap(8, 8, 8)))
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.addContainerGap())
);
panel1Layout.setVerticalGroup(
panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addGroup(panel1Layout.createSequentialGroup()
.addContainerGap()
.addComponent(label4, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addGap(18, 18, 18)
.addGroup(panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
.addComponent(label2, javax.swing.GroupLayout.PREFERRED_SIZE, 27, javax.swing.GroupLayout.PREFERRED_SIZE)
.addComponent(textUserName, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
.addGroup(panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
.addComponent(label3, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
.addComponent(textPassword, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
.addGap(18, 18, 18)
.addGroup(panel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
.addComponent(buttonReset, javax.swing.GroupLayout.PREFERRED_SIZE, 26, javax.swing.GroupLayout.PREFERRED_SIZE)
.addComponent(buttonLogin, javax.swing.GroupLayout.PREFERRED_SIZE, 25, javax.swing.GroupLayout.PREFERRED_SIZE))
.addContainerGap(20, Short.MAX_VALUE))
);
javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());
getContentPane().setLayout(layout);
layout.setHorizontalGroup(
layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addComponent(panel1, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
);
layout.setVerticalGroup(
layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
.addComponent(panel1, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
);
pack();
}// </editor-fold>
private void buttonResetActionPerformed(java.awt.event.ActionEvent evt) {
controller.processReset(this);
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}private void buttonLoginActionPerformed(java.awt.event.ActionEvent evt) {
controller.processLogin(this, this);
}
/**
* @param args the command line arguments
*/
public static void main(String args[]) {
java.awt.EventQueue.invokeLater(new Runnable() {
public void run() {
LoginDialog dialog = new LoginDialog(new javax.swing.JFrame(), true);
dialog.addWindowListener(new java.awt.event.WindowAdapter() {
public void windowClosing(java.awt.event.WindowEvent e) {
System.exit(0);
}
});
dialog.setVisible(true);
}
});
}
// Variables declaration - do not modify
private tedi.wardhana.loginform.widget.Button buttonLogin;
private tedi.wardhana.loginform.widget.Button buttonReset;
private tedi.wardhana.loginform.widget.Label label1;
private tedi.wardhana.loginform.widget.Label label2;
private tedi.wardhana.loginform.widget.Label label3;
private tedi.wardhana.loginform.widget.Label label4;
private tedi.wardhana.loginform.widget.Panel panel1;
private tedi.wardhana.loginform.widget.PasswordBox textPassword;
private tedi.wardhana.loginform.widget.TextBox textUserName;
// End of variables declaration
// dipanggil saat sukses login
public void onSuccess() {
// buat aplikasi
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Berhasil form = new Berhasil();
// hilangkan dialog login
setVisible(false);
// tampilkan form aplikasi
form.setVisible(true);
}
public void onWarning(String message) {
JOptionPane.showMessageDialog(this, message);
}
public void onError(Throwable t) {
JOptionPane.showMessageDialog(this, t.getMessage());
System.exit(1);
}
public void onChange(LoginModel model) {
textPassword.setText(model.getPassword());
textUserName.setText(model.getUsername());
}
}
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Output Program
Gambar 5.1: Database yang sudah di inputkan username dan password baru
Gambar 5.2: Form Login
Gambar 5.3: Username Kosong
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Gambar 5.4: Password Kosong
Gambar 5.5: Memasukkan username dan password yang salah
Gambar 5.6: User salah memasukkan Username dan Password
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Gambar 5.7: User gagal melakukan Login
Gambar 5.8: Menginputkan Username dan Password yang benar
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Gambar 5.9: Tampilan User Berhasil Login
92
INDEKS
LATEX, 7
TEX, 57
LATEX, 7
Knuth, 5
Microsoft Word, iii
pi, iii
skripsi, iii
thesis, iii
93
