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Afkortingen en termen 
ICT is een vakgebied waar veel afkortingen worden gebruikt. De gebruikte 
afkortingen zijn in onderstaande tabel opgenomen. Bovendien worden 
binnen ICT veel Engelse termen gebruikt. Daar waar in dit verslag het 
Nederlandse equivalent wordt gebruikt, is dat in onderstaande tabel 
weergegeven. 
Afkortingen en termen 
Naam Omschrijving 
AOP Aspect georiënteerd programmeren 
(Eng. Aspect-Oriented Programming) 
AOSD Aspect georiënteerde softwareontwikkeling 
(Eng. Aspect-Oriented Software Development) 
Bedrijfsregel (Eng. Business Rule) 
BPM&IT Business Process Management and IT, Master opleiding 
van OU 
BRM Business Rule Management 
BRMS Business Rule Management System 
CIM Computation Independent Model (MDA-fase) 
MDA Model gedreven architectuur (gedefinieerd door OMG) 
(Eng. Model Driven Architecture) 
MIT Management and Information Technology, Master 
opleiding van OU 
OCL Object Constraint Language (standaard bedrijfsregeltaal 
van OMG) 
OMG Object Management Group 
OMT Overzicht van Methoden en Technieken 
OU Open Universiteit Nederland 
PIM Platform Independent Model (MDA-fase) 
PRR Production Rule Representation 
PSM Platform Specific Model (MDA-fase) 
SBVR Semantics for Business Vocabulary and Rules 
(standaard van OMG) 
TSF Thinkwise Software Factory® (model gedreven, aspect 
georiënteerd softwareontwikkelhulpmiddel van 
Thinkwise Software BV) 
UML Universal Modeling Language (standaard modelleertaal 
van OMG) 
Tabel 1 Afkortingen en termen 
 
  











Nadat ik in 1984 mijn HBO diploma, HTS Informatica, heb gehaald, ben ik 
werkzaam geweest in functies die volledig gericht waren op 
softwareontwikkeling of sterk daaraan gerelateerd waren. Na enkele 
omzwervingen kwam ik terecht bij Sligro Food Group Nederland BV 
(Sligro), waar ik inmiddels ruim 25 jaar werkzaam ben. De laatste 13 jaar 
als hoofd van de afdeling softwareontwikkeling. 
 
In die 25 jaar is Sligro enorm gegroeid, zowel in omzet, in aantal 
vestigingen als in aantal medewerkers. Ook de afdeling ICT is daarbij niet 
achtergebleven en is niet alleen gegroeid in aantal medewerkers, maar 
heeft ook op professioneel gebied een grote slag gemaakt. Met ongeveer 
75 medewerkers kan met recht gezegd worden dat de ICT afdeling een 
afdeling van formaat is. 
 
In 2007 heb ik een Universitaire studie, Management Informatie en 
Technologie (MIT) van Open Universiteit Nederland (OU), afgerond. Mijn 
afstudeerproject richtte zich op het ontwikkelen van metrieken voor 
informatiesysteemontwikkeling en kon gecombineerd worden met mijn 
werkzaamheden bij Sligro.  
 
Hoewel een universitaire studie moeilijk te combineren is met een drukke 
baan en een gezin, ben ik in 2008 begonnen met de opleiding Business 
Process Management and IT (BPM&IT), ook van OU. De onderwerpen 
binnen deze studie spreken mij inhoudelijk erg aan en passen goed in de 
route die we bij Sligro in de ICT volgen. Vooral de inhoud van de module 
‘Bedrijfsregels’ vond ik zo interessant , dat ik gekozen heb voor 
‘Bedrijfsregels’ als afstudeeronderwerp. Ik ben van mening dat de juiste 
inzet van bedrijfsregels Sligro wendbaarder zal maken. 
 
Het afstudeeronderwerp ‘Bedrijfsregels’ was bij de OU snel geregeld. Drs. 
Gerard Michels is als eerste begeleider aangesteld en Prof. Dr. Ir. Stef 
Joosten als tweede begeleider / examinator. We gebruiken binnen Sligro 
een innovatief softwareontwikkelhulpmiddel, Thinkwise Software Factory® 
(TSF). Omdat de regels van de software die we hiermee ontwikkelen in 
softwarecode worden gecodeerd, ben ik met de heren Michels en Joosten 
overeengekomen mijn onderzoek te richten op Bedrijfsregels en TSF.  
 
In de eerste plaats wil ik Sligro bedanken voor het volledig bekostigen van 
deze opleiding. Daarnaast heeft mijn manager, Maurice van Veghel MSc, 
CIO, mij de gelegenheid gegeven om een deel van het afstudeerwerk in 
werktijd te doen. Ik bedank Sligro en dhr. Van Veghel voor deze 
gelegenheid en voor het in mij gestelde vertrouwen. 
 
  




Verder gaat mijn dank uit naar de docenten van Fontys Hogeschool ICT in 
Eindhoven voor hun inzet in de afgelopen drie jaar. Mede dankzij hun 
begeleiding heb ik alle modules in de daarvoor gestelde tijd gehaald. In 
het bijzonder wil ik Ineke Heil bedanken voor haar zorgen voor ‘the class 
of 2008’. 
 
Voor de mogelijkheid die mij is geboden om deze opdracht in combinatie 
met de Thinkwise Software Factory uit te voeren ben ik de heren Robert 
van der Linden en Victor Klaren, directie van Thinkwise Software BV, heel 
dankbaar. 
 
Uiteraard ben ik dank verschuldigd aan Stef Joosten, die op de 
achtergrond steeds op de hoogte bleef. Heel veel dank gaat uit naar 
Gerard Michels, die mij steeds met goede adviezen en tips heeft 
bijgestaan, wanneer ik daar om vroeg.  
 
En last but not least wil ik vermelden dat mijn vrouw en kinderen mij de 
laatste drie jaar wederom (te) vaak met mijn neus in de boeken of achter 
de pc hebben gezien, waardoor ik minder tijd voor mijn gezin had. 
Daarvoor mijn excuses. Hopelijk wordt het nu beter. 
 
 












Dit document bevat het verslag van het afstudeeronderzoek, met als 
onderwerp Bedrijfsregels en Thinkwise Software Factory®. Dit 
afstudeeronderzoek heeft plaats gevonden als afronding van de opleiding 
Business Process Management and IT, een opleiding van Open Universiteit 
Nederland, faculteiten Managementwetenschappen en Informatica. Het 
afstudeer onderzoek heeft plaats gevonden bij Sligro Food Group 
Nederland BV (Sligro). 
 
In de praktijk van Sligro wordt nog geen gebruik gemaakt van 
bedrijfsregels. Natuurlijk heeft Sligro regels waarop de bedrijfsvoering is 
gebaseerd. Deze regels zijn echter niet opgenomen in een Business Rule 
Management Systeem (BRMS). Regels die zijn opgenomen in de 
informatiesystemen van Sligro zijn geïmplementeerd in softwarecode. 
Sligro is op zoek naar hogere flexibiliteit zowel in haar bedrijfsvoering als 
in haar informatiesystemen. Dat is de basis voor het onderzoek. 
 
Vanuit deze probleemstelling zijn onderstaande onderzoeksvragen 
geformuleerd. 
 (a1) Welke wetenschappelijke theorieën over bedrijfsregels zijn 
bruikbaar in dit onderzoek? Welke classificatie van bedrijfsregels is 
bruikbaar in dit onderzoek? 
 (a2) Welke wetenschappelijke theorie over methoden en technieken 
waarop Thinkwise Software Factory (TSF) is gebaseerd, is bruikbaar in 
dit onderzoek? Welke classificatie van bedrijfsregels past bij TSF? 
 Welke relaties bestaan er tussen de theorie uit (a1) en (a2)? Welke 
koppelingen kunnen worden gelegd tussen de theorie uit (a1) en de 
theorie uit (a2)? Welke koppelingen ontbreken eventueel en hoe 
worden deze ingevuld? 
 In hoeverre zijn de bedrijfsregelspecificaties (van Sligro) om te zetten 
naar de praktische implementatie van TSF? 
Deze vragen zijn van belang om te bepalen in hoeverre de relatie tussen 
de bedrijfsregels en TSF zinvol te leggen is. Voor de beantwoording van de 
onderzoeksvragen gegeven bij (a1) en (a2) is literatuuronderzoek 
uitgevoerd. Daarna zijn de verschillende bestudeerde theorieën in relatie 
tot elkaar gezet. Deze theorieën zijn in een overzicht geplaatst, om de 
derde groep onderzoeksvragen te beantwoorden. 
 
Een onderdeel van de bestudeerde theorieën is het Business Rules 
Manifest. In artikel 2 van dit manifest staat: “Gescheiden van processen, 
niet verborgen in processen”. De regels waarop Sligro haar organisatie 
heeft ingericht zijn allen opgenomen in (geautomatiseerde) processen.  
  




Dit leidt tot het doel van het onderzoek. Aantonen dat 
bedrijfsregelspecificaties om te zetten zijn naar een model gedreven 
architectuur en regels. Dat zal worden aangetoond door een 
Ampersandmodel om te zetten naar een TSF-implementatie. 
Het scheiden van de regels en de processen leidt, theoretisch, tot 
eenvoudiger beheer van de regels en daarmee tot flexibeler aanpassen 
van de processen, als dat nodig is. 
 
Het empirisch deel van het onderzoek is uitgevoerd aan de hand van een 
case, de klantcase. Ampersand en TSF zijn gebruikt worden voor de 
uitvoering van de klantcase. Ampersand is de naam van een methode en 
van een hulpmiddel voor bedrijfsregels. Ampersand wordt bij de OU 
gebruikt voor educatie en onderzoek.  
De Ampersandmethode beschrijft dat bedrijfsregels in natuurlijke taal 
worden omgezet naar een formele representatie daarvan: 
Ampersandregels. 
In dit onderzoek is geprobeerd de SQL, die het Ampersandhulpmiddel van 
deze Ampersandregels heeft gegenereerd, in een, voor dit onderzoek 
opgezette, TSF-applicatie op te nemen. Dit doel is niet bereikt.  
Belangrijkste conclusie die hieruit getrokken is, is dat de combinatie van 
het Ampersandhulpmiddel en TSF niet geschikt is om tot een succesvolle 
implementatie van bedrijfsregels te komen. 
 
Een andere belangrijke conclusie is uit het theoretisch deel van dit 
onderzoek getrokken. Een van de theorieën waarop TSF is gebaseerd, is 
aspect georiënteerd programmeren (AOP). In dit theoretisch deel van het 
onderzoek zijn een aantal artikelen bestudeerd waaruit blijkt dat AOP een 
belangrijk hulpmiddel is om bedrijfsregels en applicaties met een lage 
mate van koppeling te implementeren. Deze lage mate van koppeling (in 
de theorie over AOP wordt dit scheiding van belangen genoemd) is van 
belang om hoge mate van flexibiliteit te garanderen, wanneer regels en/of 
applicaties aanpassing behoeven. 
 
De belangrijkste conclusie uit dit onderzoek is dat de combinatie van 
Ampersand en TSF niet inzetbaar zijn.  
Andere conclusies zijn gebaseerd op de theorie. Door AOP als techniek 
achter TSF moet het, theoretisch, goed mogelijk zijn om TSF gebruik te 









This document contains the report of the research project, which dealt 
with business rules and Thinkwise Software Factory® (TSF). This research 
project was a result of the Business Process Management and IT course, a 
program of Netherlands Open University, Faculties of Management 
Science and of Computer Science. The research project took place at 
Sligro Food Group Netherlands BV (Sligro). 
 
In practice Sligro does not use business rules. Of course, Sligro uses rules 
on which the business is based. These rules are not included in a Business 
Rule Management System (BRMS). Rules are included in the information 
systems of Sligro and are implemented in software code. Sligro is looking 
for increased flexibility in both its business and in its information systems. 
That is the basis for this research. 
 
From this problem, the following research questions were raised: 
 (a1) Which scientific theories about business rules are useful in this 
study? Which classification of business rules can be used in this study? 
 (a2) What scientific theory about methods and techniques on which 
Thinkwise Software Factory (TSF) is based, can be used in this study? 
Which classification of business rules suits TSF? 
 Which relationships exist between the theory from (a1) and (a2)? 
Which links can be established between the theory from (a1) and 
theory from (a2)? Which links are missing and how are they possibly 
added? 
 To what extent are the business rule specifications (Sligro) applied into 
the practical implementation of the TSF? 
These questions are important to determine whether the relationship 
between business rules and TSF is useful to explore. To answer the 
research questions given in (a1) and (a2) a literature study has been 
conducted. Then the various theories that have been studied were put in 
relation to each other. These theories were grouped in an overview to 
answer the third group of research questions. 
 
A part of the theories studied is the Business Rules Manifesto. Article 2 of 
this manifesto says: "Separated from processes, not hidden in processes". 
Of the rules on which Sligro has set her organization almost all are 
included in (automated) processes. 
 
This leads to the goal of the study. Demonstrate that business rule 
specifications can be transformed into a model driven architecture and 
rules. This will be demonstrated by converting a Ampersand model into a 
TSF implementation. 
Separating rules and process theoretically leads to easier management of 
the rules and lets us adjust the business processes more flexibly where 
needed.  




The empirical part of this research was conducted using a case, the client 
case. Ampersand and TSF were used to implement the client case. 
Ampersand is the name of a method and a tool for business rules. OU 
uses Ampersand for educational and research purposes. 
The Ampersand method describes that the business rules in natural 
language are translated into a formal representation of these rules: 
Ampersand Rules. 
This study sought to put the SQL, which the Ampersand tool has 
generated from the Ampersand Rules, in a TSF application, especially 
designed for this study. This goal is not reached. 
Main conclusion drawn from this is that the combination of the Ampersand 
tool and TSF is not suitable for the successful implementation of business 
rules. 
 
Another important conclusion was drawn from the theoretical part of this 
study. One of the theories on which TSF is based, is aspect oriented 
programming (AOP). Some of the articles studied in the theoretical part of 
this research show that AOP is an important tool for implementing 
business rules and applications with a low degree of coupling. This low 
level of coupling (in the theory mentioned this is called separation of 
concerns) is important in order to ensure high flexibility, when rules 
and/or applications need adjustment. 
 
The main conclusion from this study is that the combination of Ampersand 
and TSF are not employable. 
Other conclusions are based on the theory. Because TSF uses AOP it 
should be theoretically possible to make use of business rules. Therefore 
further research is recommended. 
 
  


















Dit rapport is het resultaat van het afstudeeronderzoek naar 
“Bedrijfsregels & Thinkwise Software Factory®” voor het 
afstudeeronderwerp bedrijfsregels van de master opleiding Business 
Process Management and IT (BPM&IT) van de Open Universiteit Nederland 
(OU). 
 
Uit (Coenen, Hermans, van Roosmalen, & Spreeuwenberg, 2008) (p. 38) 
het volgende citaat over Business Rule Management en bedrijfsregels: 
“Wat is Business Rule Management (BRM)? 
- BRM is een georganiseerde discipline gericht op het effecturen van 
bedrijfsstrategie en –beleid en op het continu verbeteren van de 
bedrijfspraktijk door het formuleren, categoriseren, onderhouden, 
beheren, implementeren en gebruiken van bedrijfsregels in de 
levenscyclus van de business. 
- BRM stelt de besturing van een bedrijf in staat om het eigenaarschap 
van bedrijfsregels op zich te nemen en daarmee de besturing van de 
bedrijfsvoering te verbeteren. 
- Bedrijfsregels zijn een vorm van richtlijnen die richting geven aan het 
gedrag van een organisatie in de vorm van afdwingbare regels.” 
 
Thinkwise Software Factory® wordt afgekort tot TSF. TSF is een innovatief 
softwareontwikkelhulpmiddel van het Apeldoorns bedrijf Thinkwise 
Software BV. TSF is een model gedreven en aspect georiënteerd 
softwareontwikkelhulpmiddel. 
 
Het afstuderen heeft plaats gevonden bij Sligro Food Group Nederland BV 
(Sligro), de werkgever van de afstudeerder. Voor het bedrijfsprofiel van 
Sligro zie bijlage A (blz. A-1). Sligro kiest er strategisch voor een 
belangrijk deel van haar software in eigen beheer te ontwikkelen. 
Voornamelijk bedrijfskritische delen van de software worden in eigen 
beheer ontwikkeld. Softwareontwikkeling bij Sligro gebeurt onder andere 
met behulp van TSF. 
 
1.1 Waarom Bedrijfsregels? 
Bij Sligro wordt binnen ICT gewerkt volgens het ICT Plan 2011–2015 
(Veghel, 2010). Daarvan afgeleid is het plan voor ICT Ontwikkeling 2011-
2015 (Jaspers, 2010). Voor softwareontwikkeling zijn de volgende drie 
uitgangspunten gedefinieerd: continuïteit, flexibiliteit (agility) en synergie. 
 
Continuïteit heeft betrekking op de continuïteit van de bedrijfsprocessen, 
die, door de in eigen beheer ontwikkelde software, moet worden 
gewaarborgd.  
 
Synergie slaat op het zo veel mogelijk hergebruiken van software binnen 
de verschillende bedrijfsonderdelen van Sligro. 





Flexibiliteit verwijst zowel naar het voortbrengingsproces van de software 
als naar de software zelf. Het voortbrengingsproces wendbaarder, meer 
agile, te maken is meer organisatorisch van aard en blijft, om de scope 
van dit onderzoek te beperken, in dit verslag buiten beschouwing. In dit 
verslag gaat het om de flexibiliteit van de software zelf, die eenvoudig 
aanpasbaar moet zijn vanwege de steeds wijzigende omstandigheden. 
Vooral wijzigingen op operationele informatiesystemen zullen hierdoor 
minder doorlooptijd gaan vergen (dit is een aanname bij de start van het 
onderzoek). 
 
Het eerste inzicht in bedrijfsregels wordt gegeven door het Business Rules 
Manifest. Op de website van de Business Rules Community schrijft (Ross, 
2003) over het Business Rules Manifest: “In ongeveer 24 eenvoudige 
punten verklaart het Manifest de onafhankelijkheid van de regels in de 
wereld van requirements. De nieuwe rol die het Manifest aan regels geeft, 
is niet een unieke, maar wel een gelijkwaardige rol. Onderschat de kracht 
van die boodschap niet! Ik denk dat het Manifest niets minder dan een 
revolutie in de business architectuur signaleert. Die zal radicaal 
veranderen op het gebied van hoe zowel business als ICT mensen denken 
en handelen met betrekking tot de bedrijfslogica.” 
Voor alle in het Business Rules Manifest (Business Rules Group, 2003) 
genoemde artikelen geldt dat deze op enige wijze bijdragen aan de 
toename van de aanpasbaarheid van de software. De Nederlandse versie 
van het Business Rules Manifest is hieronder opgenomen, omdat deze de 
basis vormen van dit onderzoek. 
 
Onderstaande Tabel 2 is onverkort overgenomen uit (Business Rules 
Group, 2003): 
Business Rules Manifest 
De grondbeginselen van onafhankelijke regels 
The Business Rules Group1 
Art. Beschrijving 
1 Primaire requirements, geen secundaire 
1.1 Regels zijn een volwaardige speler in de wereld van requirements.  
1.2 Regels zijn essentieel voor, en een specifiek onderdeel van, 
bedrijfsmodellen en technologische modellen. 
2 Gescheiden van processen, niet verborgen in processen 
2.1 Regels zijn expliciete beperkingen op gedragingen en/of geven 
richting aan gedrag. 
2.2 Regels zijn geen processen noch procedures en behoren hier ook 
niet in opgenomen te worden. 
2.3 De toepassing van regels overstijgt de context van processen en 
procedures. Er dient sprake te zijn van één samenhangende 
verzameling regels, die eenduidig te handhaven is over alle 
relevante domeinen van een bedrijfsactiviteit. 




Business Rules Manifest 
De grondbeginselen van onafhankelijke regels 
The Business Rules Group1 
Art. Beschrijving 
3 Uitdrukkelijk bedoelde kennis, geen bijproduct 
3.1 Regels bouwen voort op feiten, en feiten op concepten zoals 
uitgedrukt door termen. 
3.2 Termen drukken bedrijfsconcepten uit; feiten doen uitspraken over 
deze concepten; regels beperken en ondersteunen deze feiten. 
3.3 Regels moeten expliciet zijn. Geen enkele regel over een concept of 
een feit wordt zomaar verondersteld. 
3.4 Regels liggen ten grondslag aan de zelfkennis van het bedrijf – dat 
wil zeggen aan basale bedrijfskennis. 
3.5 Regels moeten worden gevoed, behoed, en beheerd. 
4 Declaratief, niet procedureel 
4.1 Regels moeten declaratief weergegeven worden als zinnen in 
natuurlijke taal, bestemd voor de business. 
4.2 Als iets niet uitgedrukt kan worden is het geen regel. 
4.3 Een verzameling regels is alleen declaratief als er geen impliciete 
volgorde verondersteld wordt in de verzameling. 
4.4 Een regel die niet uitgedrukt kan worden door alleen gebruik te 
maken van termen en feiten doet aannames over de wijze waarop 
de regel toegepast wordt. 
4.5 Een regel en de wijze waarop een regel wordt gehandhaafd zijn 
twee onderscheiden dingen. 
4.6 Regels moeten onafhankelijk gedefinieerd worden van de 
verantwoordelijkheid over het wie, waar, wanneer of hoe van de 
handhaving van de regels. 
4.7 Uitzonderingen op regels worden uitgedrukt door nieuwe regels. 
5 Heldere formulering, niet ad hoc  
5.1 Bedrijfsregels moeten uitgedrukt worden in een vorm die 
medewerkers uit de bedrijfspraktijk toelaat ze te valideren op 
juistheid. 
5.2 Bedrijfsregels moeten uitgedrukt worden in een vorm die toelaat ze 
te controleren op onderlinge consistentie. 
5.3 Formele logica, zoals predicatenlogica, is fundamenteel voor het 
correct uitdrukken van regels in bedrijfstermen, alsook voor de 
technologieën om bedrijfsregels te implementeren. 
6 Regel gebaseerde architectuur, geen indirecte realisatie 
6.1 Een regel gebaseerde toepassing is uitdrukkelijk ontworpen met 
continue aanpasbaarheid van de bedrijfsregels als doel. Het 
platform waarop de toepassing draait, moet deze continue 
aanpassingen ondersteunen. 




Business Rules Manifest 
De grondbeginselen van onafhankelijke regels 
The Business Rules Group1 
Art. Beschrijving 
6.2 Het direct uitvoeren van regels, bijvoorbeeld met behulp van een 
rules engine, is een betere realisatiestrategie dan het omzetten van 
de regels in een of ander procedureel formaat. 
6.3 Een regel gebaseerde toepassing moet altijd in staat zijn om te 
verklaren welke redenering een rol heeft gespeeld bij het trekken 
van een conclusie of bij het uitvoeren van een actie. 
6.4 Regels zijn gebaseerd op logische waarheidswaarden. Hoe de 
waarheidswaarde van een regel wordt vastgesteld of wordt 
gehandhaafd is verborgen voor de gebruiker. 
6.5 Over het algemeen geldt dat een bepaalde bedrijfsgebeurtenis 
gerelateerd is met meerdere bedrijfsregels en dat een bepaalde 
bedrijfsregel gerelateerd is met meerdere bedrijfsgebeurtenissen. 
7 Door regels geleide processen, geen op excepties 
gebaseerde programmering 
7.1 Regels stellen de grens vast tussen toegestane en niet toegestane 
bedrijfsactiviteiten. 
7.2 Schending van een regel vereist vaak een, op de aard van de 
schending en bedrijfsactiviteit toegespitste, speciale afhandeling. 
De activiteit naar aanleiding van deze schending wordt beschouwd 
als elke andere activiteit. 
7.3 Teneinde maximale consistentie en hergebruik te garanderen, moet 
de afhandeling van niet toegestane bedrijfsactiviteiten gescheiden 
kunnen worden van de behandeling van toegestane 
bedrijfsactiviteiten. 
8 Ter wille van de business, geen technisch hoogstandje 
8.1 Regels gaan over het functioneren van een organisatie en het 
geven van richting aan dat functioneren. Om deze reden worden 
regels ingegeven door bedrijfsdoelen en –doelstellingen en worden 
ze gevormd door verschillende invloeden. 
8.2 Elke regel kost de organisatie altijd iets. 
8.3 De kosten (direct en indirect) benodigd voor het naleven van regels 
moet men afwegen tegen de bedrijfsrisico’s én tegen de kansen die 
de organisatie anders zou missen. 
8.4 'Meer regels' is niet beter. Vaak is minder regels, van een hogere 
kwaliteit, beter. 
8.5 Een effectief systeem kan gebaseerd zijn op een klein aantal 
regels. In de loop der tijd kunnen meer verfijnde regels toegevoegd 
worden, zodat het systeem uiteindelijk slimmer wordt. 
9 Van, door en voor de business, en niet voor IT-ers 
9.1 Regels zouden moeten komen van deskundigen uit de 
bedrijfspraktijk. 




Business Rules Manifest 
De grondbeginselen van onafhankelijke regels 
The Business Rules Group1 
Art. Beschrijving 
9.2 Medewerkers uit de bedrijfspraktijk moeten hulpmiddelen hebben 
die hen ondersteunen bij het formuleren, valideren en beheren van 
regels. 
9.3 Medewerkers uit de bedrijfspraktijk moeten hulpmiddelen hebben 
die hen ondersteunen bij het verifiëren van een groep regels op 
hun onderlinge consistentie. 
10 Beheer de bedrijfslogica, geen hardware en software 
omgevingen 
10.1 Bedrijfsregels zijn vitale bedrijfsactiva. 
10.2 Regels zijn, op de lange termijn, belangrijker voor een bedrijf dan 
hardware en software omgevingen. 
10.3 Bedrijfsregels dienen zodanig georganiseerd en beheerd te worden 
dat zij op eenvoudige wijze opnieuw ingezet kunnen worden in 
nieuwe hardware en software omgevingen. 
10.4 Regels, en de mogelijkheid hen op effectieve wijze te kunnen 
wijzigen, zijn essentieel voor het verbeteren van de wendbaarheid 
van een bedrijf. 
 
1 Auteursrecht, 2003. Business Rules Group. Versie 2.0, 1 November, 2003. Editor: Ronald G. Ross. 
www.BusinessRulesGroup.org  
Reproductie en distributie van dit document is uitsluitend toegestaan onder de volgende voorwaarden: (a) Het 
auteursrecht en deze toestemmingsvoorwaarden zijn zichtbaar vermeld. (b) Het werk wordt duidelijk 
toegeschreven aan de Business Rules Group. (c) Geen enkel onderdeel van dit document, inclusief de titel, 
inhoud, auteursrecht en toestemmingsmelding is op enige wijze veranderd, verkort of uitgebreid. Nederlands 
vertaling versie 1.0, 1 Augustus 2004, op initiatief van en door drs. Silvie Spreeuwenberg (LibRT) met dank aan 
mr. dr. Henriette Gelinck (Utrechtse Juristen Groep), drs.Leo Hermans (Everest), dr. Stijn Hoppenbrouwers 
(Universiteit Nijmegen), prof. Jan Vanthienen (K.U. Leuven). 
Tabel 2 Business Rules Manifest 
 
1.2 Waarom Thinkwise Software Factory® (TSF)? 
Zoals eerder aangegeven wordt binnen Sligro, onder andere, software 
ontwikkeld met behulp van TSF. TSF is een model gedreven en aspect 
georiënteerd hulpmiddel voor softwareontwikkeling. Vanwege deze 
kenmerken is er bij de start van dit onderzoek aangenomen dat 
bedrijfsregels relatief makkelijk aan te sluiten zijn op TSF. 
 
  










2 Het onderzoek 
In dit hoofdstuk is de opdrachtformulering van het onderzoek opgenomen 
volgens de richtlijnen van het document “de opdrachtformulering”. 
 
2.1 Probleemstelling 
In de praktijk van Sligro wordt nog geen gebruik gemaakt van 
bedrijfsregels. Natuurlijk heeft Sligro regels waarop de bedrijfsvoering is 
gebaseerd. Deze regels zijn echter niet opgenomen in een Business Rule 
Management Systeem (BRMS). Regels die zijn opgenomen in de 
informatiesystemen van Sligro zijn geïmplementeerd in softwarecode. 
Sligro is op zoek naar hogere flexibiliteit zowel in haar bedrijfsvoering als 
in haar informatiesystemen. Vanuit deze uitdaging wordt het onderzoek 
gestart. 
 
De motivatie voor dit onderzoek is: Kan Business Rule Management een 
bijdrage leveren aan hogere flexibiliteit in de aanpasbaarheid van de 
informatiesystemen teneinde een hogere flexibiliteit in de bedrijfsvoering 
te bereiken. Dit onderzoek is voor Sligro en voor de afstudeerder de 
eerste stap in de aanpak om een hogere flexibiliteit te bereiken. 
 
2.2 Onderzoeksdoel 
Doel van het onderzoek is: 
Aantonen dat bedrijfsregelspecificaties om te zetten zijn naar een model 
gedreven architectuur en regels. Dat zal worden aangetoond door een 
Ampersandmodel om te zetten naar een TSF-implementatie. 
 
In dit onderzoek wordt getracht aan te tonen dat bedrijfsregelspecificaties 
(Ampersand, SBVR) omgezet kunnen worden naar een model gedreven 
architectuur (Model Driven Architecture, MDA) en naar regels (UML en 
OCL). Dat wordt aangetoond door een Ampersandmodel (met 
bedrijfsregelspecificaties) om te zetten naar een TSF-implementatie. De 
redelijkheid van deze methode wordt gebaseerd op de theorie. 
 
  
















Het model van het onderzoek is gegeven in Figuur 1 (blz. 9). In deze 
paragraaf wordt de toelichting op dit model gegeven. Gestart wordt met 
een beknopte beschrijving van het gehele model, waarna een toelichting 
op de individuele stappen in de onderzoeksaanpak wordt gegeven. 
 
Het onderzoek is opgebouwd uit een theoretisch deel en een praktisch 
deel. Het theoretisch deel bestaat uit literatuurstudie. In deze 
literatuurstudie ligt de nadruk op de theorie over bedrijfsregels (a1) en de 
theorie over model gedreven en aspect georiënteerde 
softwareontwikkeling (a2). In onderzoeksfase (a3) worden deze theorieën, 
daar waar mogelijk samengevoegd. Het praktische deel van het onderzoek 
is opgezet aan de hand van een case uit de praktijk van Sligro: de 
Klantcase. De koppeling tussen beide delen van het onderzoek vindt 
plaats in fase (C). Tot slot wordt het onderzoek afgerond met conclusies, 
aanbevelingen en richtlijnen voor verder onderzoek in fase (D). 
 
De individuele stappen uit de onderzoeksaanpak worden hier toegelicht. 
Theorie bedrijfsregelspecificaties (a1): Tijdens deze 
onderzoeksactiviteit wordt literatuur onderzocht met betrekking tot 
bedrijfsregels. Theorieën die hierbij onderzocht worden zijn o.a.: 
Ampersand, Business Rules Approach (BRA), Business Rules Management 
(BRM), Object Constraint Language (OCL), Semantics of Business 
Vocabulary and Business Rules (SBVR). In een aantal van deze theorieën 
is het nodige geschreven over classificatie van bedrijfsregels. Deze 
classificatie wordt bestudeerd en in kaart gebracht. Deze activiteit is 
onderdeel van de literatuurstudie. 
Theorie model gedreven en aspect georiënteerde 
softwareontwikkeling (a2): TSF is gebaseerd op de theorieën: Aspect-
Oriented Programming (AOP), Aspect-Oriented Software Development 
(AOSD), Entity-Relationship Model (ERM), Entity-Relationship Diagrams 
(ERD), Model-Driven Architecture (MDA) en Model-Driven Software 
Development (MDSD). Deze theorieën worden bestudeerd met de theorie 
over bedrijfsregels in het achterhoofd. Er wordt vooral gezocht naar 
koppelingen tussen de theorie uit onderzoeksactiviteit (a1) en de theorie 
uit deze onderzoeksactiviteit (a2). Daar waar deze koppeling niet 
aanwezig is, wordt hieraan invulling gegeven. Deze onderzoeksactiviteit 
bestaat voornamelijk uit literatuurstudie. Verder wordt in deze activiteit 
ook een beschrijving van TSF en een beschrijving van de classificatie van 
de bedrijfsregels binnen TSF gegeven. 
Samengestelde theorie (a3): De theorie uit de onderzoeksactiviteiten 
(a1) en (a2) wordt samengesteld, met de probleemstelling als 
achtergrond. Uitgangspunt voor de beschrijving van deze samengestelde 
theorie is dat er voldoende aanknopingspunten zijn om deze relaties te 
leggen. 
 




Opzet Empirisch onderzoek (b1): Dit deel van het onderzoek is 
praktisch van aard. Het bevat de volgende onderdelen: Beschrijving van 
de Klantcasus in natuurlijke taal; Ampersandscript voor deze casus; 
Toelichting bij de regels in het Ampersandscript die in TSF 
geïmplementeerd gaan worden. 
Uitvoering Empirisch onderzoek (b2): De belangrijkste activiteit is het 
vertalen van het (de) Ampersandscript(s) naar TSF-implementatie(s). 
Koppeling theorie en praktijk (C): In deze onderzoeksactiviteit worden 
een model, een methode en een classificatie van regels ontworpen en 
beschreven. 
Conclusies, aanbevelingen, verder onderzoek (D): Deze 
onderzoeksactiviteit bevat, behalve de genoemde elementen, ook een 
persoonlijke reflectie op het onderzoek. 
 
2.4 Onderzoeksvragen 
Het onderzoeksmodel resulteert in de onderzoeksvragen die zijn 
weergegeven in Tabel 3. 
Onderzoeksvragen 
Onderzoeksfase Onderzoeksvraag 
(a1) Welke wetenschappelijke theorieën over bedrijfsregels 
zijn bruikbaar in dit onderzoek? 
Welke classificatie van bedrijfsregels is bruikbaar in dit 
onderzoek? 
(a2) Welke wetenschappelijke theorie over methoden en 
technieken waarop TSF is gebaseerd, is bruikbaar in dit 
onderzoek? 
Welke classificatie van bedrijfsregels past bij TSF? 
(a3) Welke relaties bestaan er tussen de theorie uit (a1) en 
(a2)? 
Welke koppelingen kunnen worden gelegd tussen de 
theorie uit (a1) en de theorie uit (a2)? 
Welke koppelingen ontbreken eventueel en hoe worden 
deze ingevuld? 
(C) In hoeverre zijn de bedrijfsregelspecificaties om te 
zetten naar de praktische implementatie van TSF? 









3 Theoretisch onderzoek 
In dit hoofdstuk wordt het theoretische deel van het onderzoek 
beschreven. Dit is onderzoeksfase (A) uit het onderzoeksmodel. Daarin 
wordt een overzicht van methoden en technieken (OMT) samengesteld. 
Het OMT is weergegeven in Figuur 2 (blz. 13). De samenstelling van dit 
OMT wordt in dit hoofdstuk uitgelegd. Echter, in verband met de 
leesbaarheid van dit hoofdstuk, volgt alvast een eerste toelichting op het 
OMT. 
 
De kolommen in het OMT geven de verschillende fasen weer in het Model 
Driven Architecture (MDA) softwareontwikkelproces, gedefinieerd door de 
Object Management Group (OMG). MDA wordt nader toegelicht in de 
eerste paragraaf van dit hoofdstuk. Voor een beschrijving van de OMG zie 
bijlage B (blz. B-1). 
 
De rijen in het OMT geven de verschillende methoden en technieken weer 
die, in het kader van dit onderzoek, op de MDA-fasen zijn geprojecteerd. 
Deze methoden en technieken worden in de volgende paragrafen 
toegelicht. 
 
In de laatste paragraaf worden de beschreven methoden en technieken in 
relatie tot elkaar gebracht.  
 
Daarmee bevat dit hoofdstuk onderstaande paragrafen: 
Inhoud hoofdstuk 3 
§ Titel 
3.1 Model Driven Architecture (MDA) 
3.2 Bedrijfsregels 
3.3 Thinkwise Software Factory® (TSF) / ERD / AOP 
3.4 Semantics of Business Vocabulary and Business Rules (SBVR) 
3.5 Unified Modeling Language TM (UML) 
3.6 Object Constraint Language (OCL) 
3.7 Overzicht methoden en technieken 
Tabel 4 Inhoud hoofdstuk 3 
 
Er is in dit onderzoek ook deskresearch gedaan naar een commercieel 
bedrijfsregelproduct. Dit product is ILOG van IBM. De resultaten hiervan zijn in dit 
onderzoek niet gebruikt. Voor informatie over ILOG zie bijlage C, vanaf blz. C-1. 
  







Figuur 2 Overzicht methoden en technieken (OMT) 
 
  




3.1 Model Driven Architecture (MDA) 
Het zwaartepunt van het onderzoek ligt bij bedrijfsregels. Deze 
bedrijfsregels worden in relatie gebracht met MDA. In deze paragraaf 
wordt daarom volstaan met een overzicht van MDA op een hoog 
abstractieniveau. Om dat overzicht te verkrijgen is gebruik gemaakt van 
“MDA Explained – The Model Driven Architecture: Practice and Promise” 
(Kleppe, Warmer, & Bast, 2003) (p. 1 – 13). Citaat uit (Kleppe, Warmer, 
& Bast, 2003) (p. 5 – 6): “MDA is een kader (framework) voor 
softwareontwikkeling gedefinieerd door de Object Management Group 
(OMG). Kern van MDA is het belang van modellen in het 
softwareontwikkelproces. Binnen MDA wordt het softwareontwikkelproces 
gedreven door het modelleren van het softwaresysteem”. 
(Kleppe, Warmer, & Bast, 2003) geven (p. 1 – 5) een aantal grote 
problemen van traditionele softwareontwikkeling. Deze problemen worden 
onderschreven door de Object Management Group (OMG) op hun website 
(MDA/Executive_overview, 2010).Deze problemen zijn: productiviteit, 
portabiliteit, samenwerking tussen verschillende systemen 
(interoperability), onderhoud en documentatie. 
 
(Kleppe, Warmer, & Bast, 2003) (p. 1 – 13) geven in hoofdlijnen aan hoe 
MDA kan bijdragen aan het oplossen van deze problemen. De auteurs 
geven in het genoemde hoofdstuk ook de MDA software development life 
cycle (zie Figuur 3, blz. 15). Belangrijk hierbij is het onderscheid tussen 
het Computation Independent Model (CIM), het Platform Independent 
Model (PIM) en het Platform Specific Model (PSM). Figuur 3 (blz. 15) is 
niet letterlijk uit (Kleppe, Warmer, & Bast, 2003) overgenomen. Waar 
(Kleppe, Warmer, & Bast, 2003) tussen requirements en analysis “mostly 
text” zetten, is hier CIM geplaatst. Voor dit onderzoek geeft dit een beter 
modelmatig beeld over MDA. Een korte toelichting per fase uit het MDA-
model is opgenomen in Tabel 5 (blz. 16), waarbij de bladzijde van het 
citaat uit (Kleppe, Warmer, & Bast, 2003) is opgenomen. 
 
(Coenen, Hermans, van Roosmalen, & Spreeuwenberg, 2008) (p. 139 – 
141) geven in hun boek “Uw bedrijf geregeld met Business Rule 
Management”, hun visie op de relatie tussen Business Rule Management 
(BRM) en MDA. De schrijvers zijn van mening dat een standaard formaat 
voor het opslaan van regels als voordeel heeft dat deze regels 
gemakkelijker kunnen worden uitgewisseld tussen producten van diverse 
leveranciers. Hieronder enkele citaten uit genoemd boek.  
 “Sinds 2001 zijn diverse partijen actief bij de ontwikkeling van 
standaarden voor het uitwisselen van bedrijfsregels. Dit heeft geleid tot 
de adoptie van de standaard Semantics for Business Vocabulary and 
Rules (SBVR) in december 2007 en acceptatie van de standaard 
Production Rule Representation (PRR) als alfaspecificatie in september 
2007 door de OMG”. 
  







Figuur 3 MDA software development life cycle 
 
  




 “SBVR is de eerste standaard die zich op het CIM-niveau van de MDA 
positioneert en is daarmee ook de eerste standaard die niet gerelateerd 
is aan een techniek.” 
 “Het uitgangspunt is natuurlijke taal.” 
 “Waar de meeste andere standaarden zich expliciet richten op 
communicatie van regels tussen softwarecomponenten, richt SBVR zich 
ook op de communicatie van regels tussen mensen. Deze 
communicatie vindt plaats in natuurlijke taal, waarbij ambiguïteit 
beperkt wordt door de basis in formele logica en terminologiebeheer.” 
 “De productieregelstandaard (Production Rule Representation, PRR) 
wordt gepositioneerd op het PIM-niveau in MDA en stelt de ontwerper 
in staat om productieregels te specificeren in een modelleeromgeving.” 
 “Omdat er al veel standaarden bestaan voor het beschrijven van data 
en informatie (ERD en UML) en voor het beschrijven van een logische 
expressie (OCL) bouwt deze PRR voort op al bestaande standaarden, in 
dit geval UML en OCL.” 
Fasen in de MDA software development life cycle 
Fase Toelichting 
CIM Een bedrijfsmodel zegt niet noodzakelijkerwijs iets over het 
softwaresysteem dat binnen het bedrijf wordt gebruikt; daarom 
wordt dit bedrijfsmodel ook wel CIM genoemd. Wanneer een deel 
van het bedrijf wordt ondersteund door een softwaresysteem, 
dan wordt een specifiek softwaremodel voor dat systeem 
gemaakt. Dat softwaremodel is een beschrijving van het 
softwaresysteem. Bedrijfs- en softwaremodellen beschrijven erg 
verschillende aspecten van systemen in de werkelijkheid. (p. 19) 
PIM Een PIM beschrijft een softwaresysteem dat (een deel van) een 
bedrijf ondersteunt. Binnen een PIM wordt het systeem 
gemodelleerd vanuit het standpunt hoe dit systeem het bedrijf 
het beste ondersteunt. Hoe dit systeem wordt geïmplementeerd 
speelt in een PIM geen rol. Een PIM is een model met een hoog 
abstractieniveau dat onafhankelijk is van enige vorm van 
implementatietechnologie. (p. 6) 
PSM Een PIM wordt getransformeerd naar een of meerdere PSM(‘s). 
Een PSM is op maat geschreven voor het systeem in termen van 
implementatie op een specifieke technologie. (p. 6) 
Code De laatste fase in het MDA proces is de transformatie van ieder 
PSM naar code. Omdat een PSM nauwkeurig op een technologie 
past, is deze transformatie relatief eenvoudig. (p. 6) 
 Het MDA definieert PIM, PSM en code, maar ook hoe deze aan 
elkaar gerelateerd zijn. Een PIM moet gemaakt worden en dan 
worden getransformeerd in een of meerdere PSM(‘s), welke op 
hun beurt naar code worden getransformeerd. De meest 
complexe stap in het MDA ontwikkelproces is die waarin een PIM 
naar een of meerdere PSM(‘s) getransformeerd wordt. (p. 7) 
Tabel 5 Fasen in de MDA software development life cycle 











Daarmee worden ERD, UML en OCL impliciet ook op PIM-niveau 
gepositioneerd. 
(Morgan, 2002) (p. 24 – 27) geeft in zijn boek “Business Rules and 
Information Systems – Aligning IT with Business Goals” een vergelijkbare 
analyse, maar noemt alleen UML. 
Opname van de hiervoor beschreven standaarden in MDA life cycle model 
uit Figuur 3 (blz. 15) resulteert in Figuur 4 (blz. 17). 
 
  





3.2.1 Definitie van de term bedrijfsregel 
Het eerste deel van het theoretisch onderzoek naar bedrijfsregels bestaat 
uit het vinden van de definitie van de term bedrijfsregel. Verschillende 
definities van de term bedrijfsregel zijn opgenomen in Tabel 6, hieronder. 
 
Definities van de term bedrijfsregel 





2008) (p. 27) 
“Bedrijfsregels zijn structurele regels of 
gedragsregels die gelden binnen de context van een 
bedrijf.” 
(Halle, 2002) (p. 
28) 
Een bedrijfsregel is een bewering die enig aspect 
van het bedrijf definieert of begrenst. 
(Joosten, 
Wedemeijer, & 
Michels, 2010) (p. 
8) 
Een bedrijfsregel is een regel die een verbintenis 
weerspiegelt van het bedrijf, zoals bedoeld in het 
Bedrijfsregel Manifest. Het boek gebruikt 
bedrijfsregels als vereisten (artikel 1 van het 
manifest) uit het bedrijf (artikel 9.1), van het bedrijf 
(artikel 10.1) en voor het bedrijf (artikel 8). 
(Morgan, 2002) 
(p. 6) 
Een bedrijfsregel is een bewering die enig aspect 
van het bedrijf definieert of begrenst. Dit is gelijk 
aan (Halle, 2002). 
Tabel 6 Definities van de term bedrijfsregel 
 
In dit verslag wordt de definitie van (Joosten, Wedemeijer, & Michels, 
2010) gehanteerd. De belangrijkste reden is dat in deze definitie “uit, van 
en voor het bedrijf” wordt geformuleerd. De definities van (Halle, 2002) 
en (Morgan, 2002) bevatten de termen “definitie” en “begrenzing”. In de 
definitie van (Joosten, Wedemeijer, & Michels, 2010) kan de term de 
“verbintenis” vervangen worden door “definitie” of “begrenzing”. Daarmee 
dekt de geselecteerde definitie de lading uit de bestudeerde literatuur. 
 
3.2.2 Classificatie van bedrijfsregels 
Het tweede deel van het theoretisch onderzoek naar bedrijfsregels is de 
classificatie van bedrijfsregels.  
(Halle, 2002) (p. 28 – 37) geeft in haar boek “Business Rules Applied - 
Business Better Systems Using the Business Rules Approach” aan dat er in 
de literatuur geen eenduidige classificatie van bedrijfsregels bestaat. 
Vervolgens wordt een overzicht van bedrijfsregelclassificatie gegeven, 
naar het inzicht van (Halle, 2002). Dat overzicht is schematisch 
weergegeven in Figuur 5 (blz. 20) en in Tabel 7 (blz. 21).  
 




(Joosten, Wedemeijer, & Michels, 2010) (p. 8 – 9 en p. 39 - 52) geven in 
hun boek “Rule Based Design” ook een classificatie. Deze classificatie is 
weergegeven in Figuur 6 (blz. 20), en in Tabel 8 (blz. 21).  
 
(Joosten, Wedemeijer, & Michels, 2010) (p. 9): “In dit boek gebruiken we 
bedrijfsregels als beperkingen. Deze bedrijfsregels mogen invariante 
regels genoemd worden, omdat een informatiesysteem deze regels te 
allen tijde geldig moet houden.” Hiermee beperken (Joosten, Wedemeijer, 
& Michels, 2010) het gebruik van de term bedrijfsregel ten opzichte van 
(Halle, 2002). Onder andere hierdoor zijn de twee classificaties niet één 
op één op elkaar te leggen. Ze vertonen echter wel grote 
overeenkomsten. De classificatie van (Halle, 2002) is gedetailleerder. 
Daarnaast geven (Joosten, Wedemeijer, & Michels, 2010) (p. 39) aan dat 
hun boek niet is gericht op het geven van de juiste classificatie van 
bedrijfsregels, maar op “concepten en relaties”. 
 
In dit verslag wordt verder gewerkt met de classificatie van (Halle, 2002). 
De reden daarvan is dat deze classificatie beter past op het gebruik in 
combinatie met TSF. Dat wordt later in dit hoofdstuk toegelicht. 
  





Figuur 5 Classificatie van bedrijfsregels (Halle, 2002) 
 
 
Figuur 6 Classificatie van bedrijfsregels (Joosten, Wedemeijer, & 
Michels, 2010) 
  




Classificatie van bedrijfsregels (Halle, 2002) 
Klasse Toelichting 
Term Een term is een zelfstandig naamwoord of een zin met een 
zelfstandig naamwoord, met een afgesproken definitie. 
Termen worden gebruikt in andere bedrijfsregelklassen. Een 
term kan een van onderstaande begrippen definiëren.  
 Concept Voorbeeld: Klant  
 Eigenschap concept Voorbeeld: Klant_Naam 
 Waarde Voorbeeld: Man of Vrouw 
 Waarde set Voorbeeld: Dagen_van_de_week (Ma, Di, Wo, Do, Vr, Za, Zo)  
Feit Een feit is een verklaring die termen verbindt, door middel van 
zinnen met voorzetsels en werkwoorden, in verstandige, 
bedrijfsrelevante opmerkingen. Feiten worden gebruikt in 
andere bedrijfsregelklassen. Voorbeeld: Klant kan Order 
plaatsen. 
Termen en feiten zijn de semantiek achter de regels. Zij vormen ook het fundament 
voor het logische en fysieke datamodel en wellicht van het bedrijfsobject model. 
Regel Een regel is een declaratieve verklaring die logica of 
berekening toepast op informatie waarde. 
 Beperking van informatie 
  Beperking 
       (verplicht) 
Een volledige verklaring die een onvoorwaardelijke 
omstandigheid tot uitdrukking brengt, die waar of niet waar 
moet zijn voor een gebeurtenis in het bedrijf, compleet met 
integriteit. 
  Richtlijn 
       (suggestie) 
Een volledige verklaring die een waarschuwing geeft over een 
omstandigheid die waar of niet waar moet zijn. 
 Actie 
  Actie initiator Een volledige verklaring die condities test en wanneer deze 
waar worden bevonden een gebeurtenis initieert, een 
waarschuwing geeft of een andere actie start. 
 Creatie van informatie 
  Berekening Een volledige verklaring die een algoritme weergeeft om tot 
een waarde voor een term te komen. Het algoritme mag som, 
verschil, product, quotiënt, aantal, minimum, maximum of 
gemiddelde bevatten. 
  Gevolgtrekking Een volledige verklaring die condities test en wanneer deze 
waar worden bevonden de waarheid van een nieuw feit 
vaststelt. 
Tabel 7 Classificatie van bedrijfsregels (Halle, 2002) 
 
Classificatie van bedrijfsregels (Joosten, Wedemeijer, & Michels, 2010) 
Klasse Toelichting 
Concept Abstractie van gelijksoortige atomen  
 Atoom Individueel object in de werkelijkheid. 
Feit Eenvoudige zin in natuurlijke taal die een relatie tussen twee 
atomen aangeeft. Een feit dient geldig te zijn. 
Regel 
 Imperatieve regel Geeft opdrachten uit te voeren door computers 
 Invariante regel Een informatiesysteem moet deze te allen tijde geldig houden 
 Berekening regel Uitvoeren van (ingewikkelde) berekeningen 
Tabel 8 Classificatie van bedrijfsregels (Joosten, Wedemeijer, & 
Michels, 2010) 




3.3 Thinkwise Software Factory® (TSF) / ERD / AOP 
In deze paragraaf worden TSF en de theorieën waarop TSF is gebaseerd 
uitgelegd. Deze theorieën zijn: Entity-Relationship Diagram (ERD) en 
Aspect-Oriented Programming (AOP). 
 
Voordat de theorieën worden aangestipt, eerst enige uitleg over TSF. In 
Figuur 7 (blz. 23) is de architectuur van de software-eindproducten, 
gebouwd met behulp van TSF, grafisch weergegeven.  
De kolommen, aangegeven door stippellijnen, geven de 
informatiesystemen weer die met behulp van TSF zijn gebouwd. Een deel 
van dit informatiesysteem wordt opgebouwd aan de hand van het model. 
Dit is in de figuur aangegeven als gemodelleerde software, de blauwe 
kleur. Voordat het kan worden gegenereerd, moet het model worden 
ingegeven. Het belangrijkste onderdeel hierin is het datamodel. Dat 
datamodel wordt door de ontwerper aan de hand van requirements 
ingegeven. De requirements zijn in natuurlijke taal geschreven. 
Een deel van de informatiesystemen wordt in software gecodeerd. Dit is in 
de figuur aangegeven als gecodeerde software, de gele kleur. Dit deel van 
de software wordt op basis van aspecten in het informatiesysteem 
“geweven”. Deze aspecten bevatten vaak en veel regels. N.B.: het weven 
van aspecten in de uiteindelijke software is een techniek uit AOP. 
 
In de probleemstelling van dit onderzoek is de stelling geopperd dat 
software door bedrijfsregels flexibeler aanpasbaar is. In het 
onderzoeksdoel is gesteld dat dit zal worden aangetoond door een 
Ampersandmodel om te zetten naar een TSF-implementatie (zie blz. 8). 
In Figuur 8 (blz. 23) is grafisch weergegeven waar in dit model het 











Figuur 7 TSF architectuur informatiesysteem 
 
 
Figuur 8 TSF architectuur informatiesysteem en bedrijfsregels 
 




Onderzoeksvraag (a2) luidt: “Welke wetenschappelijke theorie over 
methoden en technieken waarop TSF is gebaseerd is bruikbaar in dit 
onderzoek?”, zie Tabel 3 (blz. 11). Om deze vraag verantwoord te kunnen 
beantwoorden, worden de belangrijkste theorieën achter TSF beschreven: 
Aspect-Oriented Programming (AOP) en Entity-Relationship Diagram 
(ERD). Eventuele verschillen tussen AOP en Aspect-Oriented Software 
Development (AOSD) en tussen ERD en Entity-Relationship Model (ERM) 
zijn in dit onderzoek buiten beschouwing gelaten. In Figuur 9 (blz. 25) 
geven de groene vlakken de gebieden aan waar het hulpmiddel TSF zelf 
actief is. Het blauwe vlak geeft de, met behulp van TSF, gegenereerde 
informatiesystemen weer. 
 
De ERD-theorie wordt gebruikt in “Graphical Modelers”. Daarin is het 
mogelijk entiteiten, attributen en hun relaties in te geven. Dat kan door 
een grafische en/of een op tekst gebaseerde toepassing, zie Figuur 10 
(blz. 25). Het datamodel van de applicatie wordt vastgelegd in de Meta 
Solution Definition database (MSD).  
 
De AOP-theorie wordt toegepast in de “Concept Integrator” en de 
“Functionality Weaver”. In de “Concept Integrator” worden de regels 
vastgelegd voor het weven van functionaliteit. In de “Concept Integrator” 
wordt de, door een softwareontwikkelaar geschreven, aspect-code 
vastgelegd. Deze weefregels en deze aspect-code worden, net als het 
datamodel, vastgelegd in de MSD database. De “Functionality Weaver” is 
het deel van de TSF-applicatie dat zorgt voor het samenvoegen van de 
code, die uit de diverse modellen is gegenereerd, met de aspect-code. Het 
weven vindt plaats op basis van de vastgelegde weefregels. 
 
In de master thesis van Ester Sprik is de ERD-theorie in relatie tot TSF 
beschreven (Sprik, 2008) (p. 21 – 22). 
In de master thesis van Ester Sprik (Sprik, 2008) (p. 21 – 22) is de AOP-
theorie in relatie tot TSF beschreven. 
Anne Buit (Buit, 2010) (p. 4, 7) heeft in zijn afstudeerverslag ook over de 
AOP-theorie in relatie tot TSF geschreven. 
























In hun artikel “Using Aspect Oriented Techniques to Support Separation of 
Concerns in Model Driven Development” geven (Solberg, Simmonds, 
Reddy, Ghosh, & France, 2005) een conceptueel model voor horizontale 
en verticale scheiding van belangen. Dit conceptueel model is gegeven in 
Figuur 11 (blz. 27). 
De conclusie die de schrijvers van het artikel geven is (vrij vertaald): 
“Moderne systemen zijn complex. Enkele factoren die bijdragen aan deze 
complexiteit zijn: gedistribueerde systemen, mobiele systemen, integratie 
van systemen en het alomtegenwoordig zijn van systemen. Onderscheid 
aanbrengen tussen verschillende belangen is een belangrijk principe om 
met de complexiteit in softwareontwikkeling om te gaan. In hun artikel 
hebben de schrijvers beredeneerd dat zowel horizontale als verticale 
scheiding van belangen beschikbaar moet zijn om de complexiteit in een 
model gedreven softwareontwikkelomgeving te kunnen beheersen. Aspect 
georiënteerde technieken kunnen toegepast worden om horizontale 
scheiding aan te brengen tussen verschillende functionaliteit.” 
Ook (Zhang, Chen, Zhang, Li, & Hui, 2009) komen in hun artikel tot een 
vergelijkbare conclusie. 
 
Binnen TSF wordt zowel horizontale als verticale scheiding van belangen 
toegepast. 
De verticale scheiding van belangen in TSF wordt hier toegelicht. Met 
verticale scheiding van belangen wordt het onderscheid tussen het 
Platform Independent Model (PIM) en het Platform Specific Model (PSM) 
bedoeld. 
De “Graphical Modeler” en de “Concept Integrator” uit de TSF Workbench 
is één op één te projecteren op de PIM. De “Functionality Weaver” en de 
“GUI Renderer” uit de Meta Solution Definition (MSD) zijn op de PSM te 
projecteren, zie Figuur 12 (blz. 27). 
 
De horizontale scheiding van belangen wordt binnen TSF gerealiseerd door 
onderscheid te maken in verschillende aspecten. Deze aspecten zijn 
opgesomd in Tabel 9 (blz. 29). Diverse combinaties van aspecten zijn 
mogelijk. Deze combinaties blijken in veel gevallen bruikbaar. 
Bijvoorbeeld: een taak “Genereer factuur” en een rapport “Afdrukken 
factuur” ondersteunen de gebruiker beter in combinatie met een context-
procedure, een context-procedure is één van de onderscheiden aspecten 
in TSF. Nadat “Genereer factuur” voor een order is uitgevoerd, is deze 
taak niet meer beschikbaar voor die order. Het al dan niet beschikbaar 
zijn van de taak wordt geregeld in de context-procedure. Analoog is het 
rapport niet beschikbaar voordat “Genereer factuur” is uitgevoerd. 
Wellicht is “Afdrukken factuur” niet meer beschikbaar, nadat dit rapport is 
uitgevoerd. Misschien is “Afdrukken factuur” nog beschikbaar, maar 
ontstaat uit dit rapport dan een factuur met kenmerk “duplicaat”. 
 
  







Figuur 11 Horizontale en verticale scheiding van belangen 
 
 
   








De relatie tussen TSF en de theorieën ERP en AOP is hiermee vastgesteld. 
De relatie tussen TSF, ERP, AOP en bedrijfsregels wordt later in dit 
hoofdstuk besproken. 
 
TSF aspect oriëntatie en horizontale scheiding van belangen 
Gedrag van de gebruikersinterface 
Aspect Omschrijving van het aspect 
Layout Op een formulier kunnen, op basis van een of meerdere regels 
velden ”normaal”, “alleen lezen” of “niet zichtbaar” worden 
gemaakt. Ook kan door regels worden gestuurd of een veld 
verplicht of optioneel is. Ook de knoppen op het formulier 
kunnen ook op basis van een of meerdere regels worden 
gestuurd: “normaal”, “uitgeschakeld” of “verborgen”. Het 
aansturen van velden en knoppen helpt de gebruiker doordat 
hierdoor een hoger efficiency bij het ingeven / wijzigen van 
gegevens wordt bereikt. De regels voor het aansturen van de 
layout worden vastgelegd in aspect-code, in dit geval het layout 
aspect. 
Default Een veld op een formulier kan een default waarde krijgen 
afhankelijk van een of meerdere regels. Het default aspect 
wordt ook gebruikt voor het sturen van de cursor, met andere 
woorden om aan te geven welk veld het actieve veld wordt. 
Ook dit verhoogt de efficiency van de gebruiker. De regels voor 
het aansturen van de default worden vastgelegd in aspect-
code, in dit geval het default aspect. 
Context Bij een onderwerp (parent) op het scherm kunnen een of meer 
details (tabbladen, children) worden getoond. Afhankelijk van 
regels kunnen tabbladen niet zichtbaar zijn of worden 
overgeslagen. Ook kunnen op basis van regels taken en 
rapporten in- of uitgeschakeld worden. De regels voor het 
aansturen van de context worden vastgelegd in aspect-code, in 
dit geval het context aspect. 
Proces Wanneer een gebruiker meerdere acties na elkaar moet 
afhandelen, kan hij daarin gesteund worden door het proces 
aspect. Na actie x in applicatie a, kan afhankelijk van regels, 
applicatie b en actie y worden gestart. De regels voor het 
aansturen van het proces worden vastgelegd in aspect-code, in 
dit geval het proces aspect. 
Gedrag van de gegevens 
Aspect Omschrijving van het aspect 
Trigger Het trigger aspect van TSF is volledig analoog aan de 
implementatie van triggers binnen de bekende databases. In 
het PSM wordt de trigger aspect code geïmplementeerd als 
trigger op een database. 




TSF aspect oriëntatie en horizontale scheiding van belangen 
Task Een ander aspect gebied is dat van de task. Een gebruiker kan 
een taak starten. Een voorbeeld hiervan is “Genereer factuur” 
in een ERP systeem. Een taak kan een in SQL geschreven 
procedure zijn die op de database wordt geïmplementeerd, 
maar ook een in Java of C# geschreven programma. 
Report Het laatste aspect gebied is het report. Een gebruiker kan een 
rapport starten. Een voorbeeld hiervan is “Afdrukken factuur” in 
een ERP systeem. 








3.4 Semantics of Business Vocabulary and Business Rules (SBVR) 
De OMG schrijft in haar specificatie (OMG, 2008) “Semantics of Business 
Vocabulary and Business Rules (SBVR), v1.0” (p. 3): 
“Deze specificatie definieert het vocabulaire en de regels om de semantiek 
van bedrijfsvocabulaires, bedrijfsfeiten en bedrijfsregels te documenteren; 
maar ook een XMI-schema om bedrijfsvocabulaires en bedrijfsregels te 
kunnen uitwisselen tussen organisaties en software-hulpmiddelen. 
Deze specificatie is te interpreteren in predicaatlogica met een kleine 
uitbreiding in de modale logica. Deze specificatie ondersteunt taalkundige 
analyse van de tekst voor bedrijfsvocabulaires en bedrijfsregels, waarbij 
de taalkundige analyse zelf buiten de werkingssfeer van deze specificatie 
is gebleven. 
Deze specificatie is van toepassing op het vlak van de bedrijfsvocabulaires 
en bedrijfsregels van verschillende bedrijfsactiviteiten van allerlei 
organisaties. Het concept is optimaal voor mensen uit die bedrijven in 
plaats van geautomatiseerde verwerking van de regels, en is ontworpen 
om te worden gebruikt voor zakelijke doeleinden, onafhankelijk van de 
informatiesysteem ontwerpen. 
Deze specificatie is toepasbaar als input voor transformaties naar 
informatiesysteem ontwerpen door IT-personeel, in combinatie met 
besluiten van systeemarchitecten en PIM-ontwerpers en met behulp van 
softwarehulpmiddelen.” 
Figuur 13 (blz. 31), uit (OMG, 2008) (p. 219), geeft de positie van SBVR 
in MDA grafisch weer. 
OMG geeft in (OMG, 2008) (p. 224) een informeel overzicht van SBVR. De 
grafische presentatie daarvan is in Figuur 14 (blz. 31) weergegeven. 
 
(Coenen, Hermans, van Roosmalen, & Spreeuwenberg, 2008) (p. 139): 
“SBVR is de eerste standaard die zich op het CIM-niveau van OMG’s MDA 
bevindt en daarmee ook de eerste OMG-standaard die niet gerelateerd is 
aan een techniek. De SBVR-standaard is een unieke samenwerking 
doordat het inzichten integreert uit de terminologiestandaard van ISO, 
conceptueel modelleren (NIAM/ORM/FCO-IM), BRM en formele logica 
(voor het vastleggen van de semantiek). Het uitgangspunt is natuurlijke 
taal. Concepten worden verwoord door termen; deze termen gaan relaties 
met elkaar aan en op basis van ‘feittypen’ die hieruit voortkomen worden 
de regels opgebouwd.” 
 
De SBVR-standaard is op het CIM-niveau van MDA gepositioneerd. Omdat 















Figuur 14 Informal overview of SBVR 
 
  




3.5 Unified Modeling Language TM (UML) 
De OMG schrijft in haar specificatie (OMG, 2010) “OMG Unified Modeling 
Language TM (OMG UML), Infrastructure, Version 2.3” (p. 1): 
“Deze specificatie definieert de Unified Modeling Language (UML), revisie 
2. Het doel van UML is om systeemarchitecten, software-engineers en 
softwareontwikkelaars te voorzien van hulpmiddelen voor analyse, 
ontwerp en implementatie van softwaresystemen en voor het modelleren 
van bedrijfsprocessen. 
De eerste versies van UML (UML 1) is afkomstig van drie vooraanstaande 
object georiënteerde methoden (Booch, OMT en OOSE) en is opgenomen 
in een aantal best practices voor modelleertaal ontwerp, object 
georiënteerd programmeren en architectuur beschrijvende talen. Deze 
herziening van UML is uitgebreid met aanzienlijk meer precieze definities 
van de abstracte syntaxregels en semantiek. Ten opzichte van UML 1 
heeft UML 2 een meer modulaire taalstructuur en een sterk verbeterde 
mogelijkheid voor het modelleren van grootschalige systemen. 
Een van de belangrijkste doelen van UML is om visuele object 
modelleerhulpmiddelen beter te laten samenwerken en daarmee de IT-
industrie verder te helpen. Om betekenisvolle uitwisseling van informatie 
tussen modelleerhulpmiddelen mogelijk te maken, is overeenstemming 
over semantiek en de notatie vereist. UML voldoet aan de volgende eisen: 
 Een formele definitie van een gemeenschappelijke op MOF1 gebaseerd 
metamodel dat de abstracte syntax van UML aangeeft. De abstracte 
syntax definieert de set van UML modelleerconcepten, hun attributen 
en hun relaties, evenals de regels voor het combineren van deze 
concepten tot gedeeltelijke of volledige UML-modellen. 
 Een gedetailleerde uitleg van de semantiek van elk UML 
modelleerconcept. De semantiek definieert, op een technologie 
onafhankelijke manier, hoe de UML concepten moeten worden 
gerealiseerd door computers. 
 Een specificatie van de voor mensen leesbare notatie-elementen voor 
de individuele UML modelleerconcepten, alsmede regels voor het 
combineren van deze concepten in verschillende diagramtypen die 
corresponderen met verschillende aspecten van de gemodelleerde 
systemen. 
 Een gedetailleerde definitie van de manieren waarop UML hulpmiddelen 
met deze specificatie in overeenstemming kunnen worden gebracht. Dit 
wordt ondersteund (in een aparte specificatie) met een op XML 
gebaseerde specificatie van corresponderende model uitwisselformaten 
(XMI), die moeten worden gebruikt door hulpmiddelen die deze 
uitwisseling ondersteunen.” 
 
De UML-standaard is op het PIM- en op het PSM-niveau van MDA 
gepositioneerd. Omdat UML een OMG standaard is, is deze ook breed 
geaccepteerd. 
1
MOF (OMG, 2011): 
“De MetaObject Facility specificatie is de basis van OMG-industrie-standaard omgeving waar modellen kunnen worden geëxporteerd uit een applicatie, geïmporteerd in een andere applicatie, 
getransporteerd via een netwerk, opgeslagen in een repository en daarna teruggehaald, weergegeven in verschillende formaten (inclusief XMI, OMG’s XML-gebaseerde standaard formaat voor het model 
transmissie en opslag), getransformeerd, en gebruikt voor het genereren van applicatie code. Deze functies zijn niet beperkt tot structurele modellen, UML-gedragsmodellen en data modellen nemen ook 
deel in deze omgeving en niet-UML-modelleringstalen kunnen ook deelnemen, zolang ze MOF-gebaseerd wijn.” 




3.6 Object Constraint Language (OCL) 
De OMG schrijft in haar specificatie (OMG, 2010) “Object Constraint 
Language, Version 2.2” (p. 5): 
“Deze clausule introduceert de Object Constraint Language (OCL), een 
formele taal die gebruikt wordt om de uitdrukkingen op UML-modellen te 
beschrijven. Deze uitdrukkingen specificeren meestal invariante 
voorwaarden, die moeten gelden voor het systeem dat wordt 
gemodelleerd, of queries over objecten die zijn beschreven in een model. 
Merk op dat wanneer de OCL-expressies worden geëvalueerd er geen 
bijwerkingen zijn (dat wil zeggen hun evaluatie kan geen invloed hebben 
op de toestand van het desbetreffende systeem). 
OCL-expressies kunnen worden gebruikt om activiteiten of acties die, 
wanneer ze uitgevoerd worden, de toestand van het systeem veranderen. 
UML-modelleerhulpmiddelen kunnen gebruik maken van OCL om 
applicatiespecifieke beperkingen in hun modellen op te nemen. UML-
modelleerhulpmiddelen kunnen ook gebruik maken van OCL om queries te 
specificeren over de UML-modellen, deze queries zijn volledig 
programmeertaal onafhankelijk.” 
 
OCL is een formele taal die bedrijfsregels beschrijft, in de definitie 
gebruikt in dit verslag. Deze taal wordt gebruikt in UML. 
 
  




3.7 Overzicht methoden en technieken 
In deze paragraaf worden de verschillende methoden en technieken 
samengevat en vervolgens in relatie tot elkaar gebracht. Het overzicht 
van methoden en technieken is afgekort tot OMT. 
3.7.1 Samenvatting van methoden en technieken 
De samenvatting wordt ondersteund door Tabel 10 (blz. 37) waarin de in 
het OMT gebruikte afkortingen en begrippen zijn opgenomen. De grafische 
weergave van het OMT staat in Figuur 15 (blz. 35). 
 
In Figuur 15 staan de kolommen voor de fasen uit het MDA-
softwareontwikkelproces: CIM, PIM, PSM en code. In de rijen staan de 
diversen methoden en technieken. De randen in de figuur geven aan op 
welke fase van het MDA-proces ze passen. 
 
Ampersand legt de nadruk op de methode die functionele requirements in 
het middelpunt van het ontwerp van bedrijfsprocessen en 
informatiesystemen zet (Joosten, Wedemeijer, & Michels, 2010) (p. 8). 
Omdat de nadruk ligt op de functionele requirements, ligt het zwaartepunt 
van Ampersand in de fase CIM van het MDA-proces. Bij OU heeft verder 
onderzoek naar deze methode geleid tot het Ampersand 
softwarehulpmiddel (Joosten, Wedemeijer, & Michels, 2010) (p. 13). Met 
behulp van deze techniek kan uit de Ampersandregels zowel een 
functionele specificatie als een applicatie worden gegenereerd. Daarmee 
bestrijkt Ampersand, als methode en techniek, alle fasen van het MDA-
proces. 
Bij OU ligt de nadruk van het onderzoek op de doorontwikkeling van 
Ampersand als een educatief hulpmiddel. (Joosten, Wedemeijer, & 
Michels, 2010) (p. 12 – 13) maken melding van verschillende andere 
onderzoeksprojecten, zowel binnen de academische wereld als binnen 
commerciële bedrijven. In dit afstudeeronderzoek is alleen gebruik 
gemaakt van het educatieve hulpmiddel van de OU. 
 
TSF strekt zich uit van de PIM- tot de code-fase van MDA. In dit 
onderzoek ligt de nadruk voor TSF op de gebruikte methoden ERD en 
AOP.  
ERD wordt in diverse literatuur verschillend op het MDA-proces 
gepositioneerd. Sommige auteurs plaatsen het in de PIM-fase, anderen in 
de PSM-fase en weer anderen in zowel de PIM- als in de PSM-fase. Omdat 
TSF een klein aantal platformspecifieke zaken meeneemt bij het 
modelleren van een ERD, strekt ERD, binnen TSF, zich uit over de PIM- en 
PSM-fase. 
AOP wordt in verschillende artikelen gepositioneerd op de PIM-fase, 
afhankelijk van de toepassing. Omdat in de implementatie die TSF heeft 
gekozen een sterke relatie is met het uiteindelijke platform, is er in het 
OMT voor gekozen om AOP zich uit te laten strekken over de fasen PSM 
en code.  
















SBVR is de eerste standaard die zich op het CIM-niveau van MDA bevindt. 
Deze positionering op het CIM-niveau is in het OMT overgenomen. 
 
(Kleppe, Warmer, & Bast, 2003) (p. 33): de OMG definieert een aantal 
modelleertalen die geschikt zijn om PIM’s of PSM’s mee te schrijven. De 
meest bekende taal hiervan is UML. Deze auteurs schrijven ook: OCL is 
een opvraag- en expressietaal voor UML. OCL is een integraal onderdeel 
van de UML standaard. Deze plaatsing in de MDA-fasen door de OMG is 
overgenomen in het OMT. 
 
Overzicht methoden en technieken 
Afkorting Omschrijving en toelichting 
CIM Computation Independent Model. CIM is het hoogste niveau in 
het MDA-framework. (Kleppe, Warmer, & Bast, 2003) (p. 19): 
“Het is niet noodzakelijk dat een bedrijfsmodel iets zegt over 
de softwaresystemen die binnen dat bedrijf worden gebruikt. 
Daarom wordt dit model ook het CIM genoemd.” 
PIM Platform Independent Model. PIM is het tweede niveau in het 
MDA-framework.  
(Kleppe, Warmer, & Bast, 2003) (p. 25): “Een PIM beschrijft 
een systeem zonder enige kennis over het uiteindelijke 
implementatieplatform.” 
PSM Platform Specific Model. PSM is het derde niveau in het MDA-
framework. 
(Kleppe, Warmer, & Bast, 2003) (p. 25): “Een PSM beschrijft 
een systeem met volle kennis over het uiteindelijke 
implementatieplatform.” 
Code Code is het vierde niveau in het MDA-framework. Met deze 
code wordt de uitvoerbare software bedoeld, die uit het PSM 
wordt gegenereerd. 
Ampersand (Joosten, Wedemeijer, & Michels, 2010) (p. 2): “De 
Ampersand aanpak gebruikt bedrijfsregels om een vaste basis 
te formuleren voor opvolgend informatiesysteemontwerp en 
om de bedrijfsprocessen te definiëren. Ampersand is genoemd 
naar het ampersand symbool ‘&’ wat ‘en’ betekent. De naam 
duidt op de behoefte om alles te krijgen: het beste van twee 
werelden: bedrijf en IT, resultaten halen uit zowel theorie als 
praktijk en het gewenste resultaat effectief en efficiënter dan 
ooit te bereiken.” 
TSF Thinkwise Software Factory®. TSF is een commercieel product 
van Thinkwise Software BV. Dit product is een model 
gedreven, aspect georiënteerd softwareontwikkelhulpmiddel. 




Overzicht methoden en technieken 
Afkorting Omschrijving en toelichting 
ERD Entity-Relationship Model. (Chen, 1976) (p. 9): “Een data 
model, het Entity-Relationship Model bevat een deel van de 
belangrijkste semantische informatie over de werkelijkheid. 
Een speciale diagramtechniek wordt als hulpmiddel bij het 
databaseontwerp gebruikt.” 
AOP Aspect-Oriented Programming. Techniek om scheiding van 
belangen aan te brengen in applicaties. 
SBVR Semantics for Business Vocabulary and Rules. (Coenen, 
Hermans, van Roosmalen, & Spreeuwenberg, 2008) (p. 139): 
“SBVR is de eerste standaard die zich op het CIM-niveau van 
OMG’s MDA bevindt en daarmee ook de eerste OMG-
standaard die niet gerelateerd is aan een techniek. De SBVR-
standaard is een unieke samenwerking doordat hij inzichten 
integreert uit de terminologiestandaard van ISO, conceptueel 
modelleren (NIAM/ORM/FCO-IM), BRM en formele logica (voor 
het vastleggen van de semantiek). Het uitgangspunt is 
natuurlijke taal. Concepten worden verwoord door termen; 
deze termen gaan relaties met elkaar aan en op basis van 
‘feittypen’ die hieruit voortkomen worden de regels 
opgebouwd.” 
UML Universal Modeling Language. (Kleppe, Warmer, & Bast, 
2003) (p.33): “De OMG definieert een aantal modelleertalen 
die geschikt zijn om PIM’s of PSM’s mee te schrijven. De 
meest bekende taal hiervan is UML. UML is de meest 
gebruikte modelleertaal.” 
OCL Object Constraint Language. (Kleppe, Warmer, & Bast, 2003) 
(p.33): “OCL is een opvraag- en expressietaal voor UML. OCL 
is een integraal onderdeel van de UML standaard. De term 
‘Constraint’ in de naam van OCL is een ongelukkig overblijfsel 
uit de tijd dat OCL alleen werd gebruikt om beperkingen (= 
constraints) in UML-modellen uit te drukken. Nu is OCL een 
volledige opvraagtaal, vergelijkbaar met SQL in zijn 
expressiekracht.” 
Tabel 10 Overzicht methoden en technieken (OMT) 
 
  




3.7.2 Relatie tussen methoden en technieken 
De relaties tussen de methoden en technieken wordt ondersteund door 
Figuur 15 (blz. 35). Deze relaties zijn in dit hoofdstuk al eerder 
beschreven. 
 
In deze paragraaf worden de volgende relaties besproken: 
1. Ampersand in relatie tot ERD en in relatie tot de combinatie van UML 
en OCL; 
2. Ampersand in relatie tot AOP; 
3. Regelclassificatie in relatie tot TSF. 
 
Ampersand – ERD – UML / OCL. 
ERD is een techniek die al vele jaren in het ICT-vakgebied bestaat, zie de 
datum van het artikel van over ERD (Chen, 1976). Citaat uit (Soler, 
Boada, Prados, Poch, & Fabregat, 2010) (p. 973): “De laatste jaren 
hebben verschillende auteurs voorgesteld, ondanks de populariteit van 
ERD, om UML-klassediagrammen te gebruiken als alternatief voor de ERD-
notatie.” Voor dit onderzoek wordt ERD en het UML-klassediagram als 
gelijken bestempeld. (Joosten, Wedemeijer, & Michels, 2010) (p. 39) 
geven aan dat hun boek niet is gericht op het geven van de juiste 
classificatie van bedrijfsregels, maar op “concepten en relaties”. Concept 
is gedefinieerd als “abstractie van gelijksoortige atomen”. Een entiteit in 
een ERD is ook een abstractie van gelijksoortige eenheden uit de 
werkelijkheid, bijvoorbeeld klant of order. In wat het ERD, het UML-
klassediagram en Ampersand in hoofdlijnen beschrijven, bestaat geen 
onderscheid. Het verschil tussen de technieken ERD, de taal UML en de 
methode Ampersand is hoe dit wordt beschreven. Voor dit onderzoek is 
het van belang om op te merken dat de relatief oude ERD- techniek geen 
hulpmiddelen voor bedrijfsregels ondersteunt. UML heeft een speciale taal 
ontwikkeld voor het vastleggen van bedrijfsregels: OCL. Ampersand gaat 
uit van bedrijfsregels. 
 
Ampersand – AOP. 
Uit dit literatuuronderzoek is geen relatie tussen Ampersand en AOP te 
herleiden. Toch kan AOP van belang zijn bij de implementatie van 
bedrijfsregels. Dit belang blijkt uit het artikel (Cibrán, D’Hondt, & 
Jonckers, 2003) (p. 8 – 9) en uit het proefschrift (Cibrán, 2007) (p. 227 – 
231). Citaat uit het artikel: “Wij zien dat, hoewel de bedrijfsregels worden 
gescheiden van de functionaliteit van de kernapplicatie, de aansluitingen 
van de bedrijfsregels met de kernapplicatie dat niet zijn. Dit gaat in tegen 
doelstelling van bedrijfsregels, die gescheiden, traceerbare en extern 
vastgelegde moeten zijn, zodat gemakkelijk te veranderen zijn.” Citaat uit 
het proefschrift: “We concluderen dat AOP over het algemeen een 
geschikte technologie is voor het bereiken van de ontkoppeling van 
regelverbindingen. Een concretere bijdrage geeft aan hoe de functies 
worden ondersteund door twee representatieve AOP benaderingen, 
namelijk AspectJ en Jasco. Deze benaderingen kunnen gebruikt worden 




om regelverbindingen daadwerkelijk te ontkoppelen en modulair te 
maken.” 
Van de conclusie is het scheiden van bedrijfsregelverbindingen van code 
van belang door het gebruik van AOP door TSF. 
 
Bedrijfsregelclassificatie – TSF. 
De aspecten uit TSF zijn geprojecteerd op de classificatie van 
bedrijfsregels van (Halle, 2002). Dat leidt tot het overzicht dat is gegeven 
in Tabel 11 (blz. 40). Zoals in paragraaf 3.2.2 (blz. 18) is verwoord, is de 
classificatie uit Ampersand te beperkt om op de implementatie van TSF te 
kunnen projecteren. Ampersand heeft echter niet als doel een uitputtende 
classificatie van regels te definiëren. Daarom is de classificatie van (Halle, 
2002) gebruikt. Alle klassen die door (Halle, 2002) worden gedefinieerd 
zijn in TSF toe te passen. Uiteraard met de beperking dat in TSF de regels 
in de code zijn geïmplementeerd. 
 
Regelclassificatie (Halle, 2002) in relatie tot TSF 
Regelklasse Halle Aspect TSF 
Term  
 Concept Een concept is een tabel in het datamodel. 
 Eigenschap concept Een eigenschap is een attribuut in het 
datamodel. 
 Waarde Mogelijke waarden worden vastgelegd als 
zogenaamde domeinelementen in het 
datamodel. 
 Waarde set Mogelijke waarden worden vastgelegd als 
zogenaamde domeinelementen in het 
datamodel. 
Feit Relaties tussen tabellen in het datamodel. 
Regel  
 Beperking van informatie  
  Beperking (verplicht) Verplichte beperking zijn geïmplementeerd 
in het trigger-aspect. Meestal wordt deze 
code waarin de regel is geschreven ook in 
het defaultaspect geïmplementeerd, zodat 
de gebruiker van de applicatie onmiddellijk 
een melding krijgt (de trigger wordt 
namelijk “pas” uitgevoerd als de transactie 
naar de database wordt geschreven). 
  Richtlijn (suggestie) De richtlijn leidt gewoonlijk tot een 
waarschuwing. Deze is geïmplementeerd in 
het defaultaspect. 
 Actie  
  Actie initiator De aspecten layout, default, context en 
proces initiëren acties. De trigger, task en 
report aspecten leiden vaak tot acties. 




Regelclassificatie (Halle, 2002) in relatie tot TSF 
Regelklasse Halle Aspect TSF 
 Creatie van informatie  
  Berekening De default, trigger, task en report aspecten 
kunnen berekeningen bevatten in de 
betekenis van creatie van informatie. Ook 
de layout, context en proces aspecten 
kunnen berekeningen bevatten, maar dan 
niet in de betekenis van creatie van 
informatie. De berekening wordt gebruikt 
om te bepalen of het aspect wel of niet 
uitgevoerd wordt. 
  Gevolgtrekking Alle TSF aspecten kunnen gevolgtrekkingen 
bevatten. De default en layout aspecten, 
vaak in combinatie gebruikt, zijn daarvan 
de meest sprekende voorbeelden. Als 
conditie x zich voordoet, krijgt attribuut a 
de waarde y (default) en mag dit attribuut 
niet gewijzigd worden (layout). 














4 Empirisch onderzoek 
Het doel van het empirisch onderzoek is “Aantonen dat 
bedrijfsregelspecificaties om te zetten zijn naar een model gedreven 
architectuur en regels.” (zie paragraaf 2.2, blz. 8). Dat zal worden 
aangetoond door een Ampersandmodel om te zetten naar een Thinkwise 
Software Factory® implementatie. 
In dit hoofdstuk worden de opzet en de uitvoering van het empirisch deel 
van het onderzoek toegelicht. 
 
4.1 Opzet van het empirisch onderzoek 
Het empirisch onderzoek bestaat uit de volgende stappen: 
1. Het kiezen van een case. 
Er is gekozen voor een case die verder de klantcase wordt genoemd. 
De klantcase is gekozen uit de praktijk van de afstudeerder bij Sligro. 
Er zijn twee redenen voor de keuze van deze case. Ten eerste is er het 
voornemen om de bestaande applicatie voor klantonderhoud om te 
zetten naar een modernere omgeving, met behulp van TSF. Ten 
tweede bevat deze case veel regels. Deze regels zijn op dit moment 
nog geïmplementeerd in programmacode. 
2. Het beschrijven van de klantcase in natuurlijke taal. 
Door middel van reverse-engineering zijn de regels uit de bestaande 
applicatie gedistilleerd. Hiervoor is gebruik gemaakt van het bestaande 
datamodel en de bestaande programmacode. Er is in dit onderzoek 
geen rekening gehouden met de beperkingen die ontstaan bij het 
werken vanuit een bestaande situatie. 
3. Het omzetten van de natuurlijke taal naar Ampersand. 
Dit omzetten is aan de hand van de Ampersandmethode gedaan en 
resulteert in wat hier “Ampersandregels” wordt genoemd. 
4. Het geautomatiseerd genereren van het datamodel uit 
Ampersand. 
De Ampersandregels zijn in het Ampersandhulpmiddel ingegeven. Dit 
hulpmiddel geeft een applicatie als resultaat. Deze applicatie is gebruikt 
om de regels te testen. 
5. Het geautomatiseerd genereren van SQL-statements uit 
Ampersandregels. 
De hiervoor genoemde applicatie maakt, onder andere, gebruik van 
SQL code. De SQL code van een aantal regels is uit deze applicatie 
geselecteerd voor gebruik in de volgende stap in het empirisch 
onderzoek. 
6. Het bouwen en testen van de applicatie met TSF. 
Om de, uit de voorgaande stap verkregen, SQL code te kunnen 
implementeren in een TSF-applicatie, is een kleine applicatie met 
behulp van TSF gemaakt. 
 
  




4.2 Uitvoering van het empirisch onderzoek 
In deze paragraaf worden de stappen voor de klantcase beschreven: 
1. de regels uit de klantcase in natuurlijke taal; 
2. de Ampersandrepresentatie van de regels uit de klantcase; 
3. het Ampersanddatamodel van de regels uit de klantcase; 
4. de Ampersand-SQL van de regels uit de klantcase; 
5. de implementatie van de klantcase in TSF; 
6. verder wordt de relatie tussen Ampersand en TSF gelegd. 
 
De werkwijze wordt toegelicht aan de hand van de klantcase. In verband 
met de leesbaarheid is in de hoofdtekst gebruik gemaakt van fragmenten 
van de case. De volledige teksten en of scripts zijn in de bijlagen 
opgenomen. In de hoofdtekst wordt daar naar verwezen. Voor een 
volledig begrip van deze hoofdtekst hoeven de bijlagen niet geraadpleegd 
te worden. 
 
4.2.1 De regels uit de klantcase in natuurlijke taal 
De volledige regels uit de klantcase zijn in bijlage D (blz. D-1) 
opgenomen. Fragmenten van de klantcase hebben betrekking op de 
concepten Klant en KlantAdres. Het fragment van het concept Klant is 
opgenomen in Tabel 12 (blz. 44) en het fragment van het concept 
KlantAdres is gegeven in Tabel 13 (blz. 45). 
  






Een Klant is een natuurlijk persoon of een rechtspersoon die minimaal een Product bij Sligro 
heeft afgenomen. In de tijd gezien vindt de registratie van de klant eerder plaats dan de aankoop 
van het eerste product door de Klant. Zonder klantregistratie is geen aankoop mogelijk. De Klant 
van Sligro is gewoonlijk een rechtspersoon: bedrijven en instellingen. Als uitzondering kan een 
natuurlijk persoon ook Klant zijn bij Sligro. De grootste groep natuurlijke personen die ook Klant 





Iedere Klant heeft een Klant.KlantId. Deze Klant.KlantId mag niet leeg zijn. 
 
Klant.Status 
Iedere Klant heeft een Klant.Status. Deze Klant.Status moet bestaan in de lijst KlantStatus. 
 
Klant.Categorie 




Iedere Klant heeft een Klant.FolderAdrescode. Deze Klant.FolderAdrescode wordt gebruikt om te 
bepalen welk adres uit KlantAdres wordt gebruikt voor het versturen van de Folder. 
 
Als Klant.FolderAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.FolderAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode is gelijk aan 
Klant.FolderAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.FolderAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode is gelijk aan 
Klant.FolderAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Klant.FactuurAdrescode 
Iedere Klant heeft een Klant.FactuurAdrescode. Deze Klant.FactuurAdrescode wordt gebruikt om 
te bepalen welk adres uit KlantAdres wordt gebruikt voor het versturen van de Factuur. 
 
Als Klant.FactuurAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.FactuurAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode is gelijk aan 
Klant.FactuurAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.FactuurAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode is gelijk aan 
Klant.FactuurAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Tabel 12 Klantcasefragment - Klant 
 
  






Iedere Klant heeft minimaal één en maximaal zes KlantAdressen. Ieder KlantAdres heeft een 
KlantAdres.Adrescode. Deze KlantAdres.Adrescode moet bestaan in de lijst KlantAdrescode. Een 
natuurlijk persoon heeft één adres met KlantAdres.Adrescode gelijk aan de waarde “Klant”. Een 
rechtspersoon heeft één adres met KlantAdres.Adrescode gelijk aan de waarde “Zaak” en één 
adres met KlantAdres.Adrescode gelijk aan de waarde “Klant”. Het KlantAdres met 
KlantAdres.Adrescode is “Zaak” bevat de adresgegevens van de rechtspersoon. Het KlantAdres 
met KlantAdres.Adrescode is “Klant” bevat de adresgegevens van de natuurlijke persoon. In 
geval van een rechtspersoon is de natuurlijke persoon gemachtigd om aankopen te doen voor de 
rechtspersoon. In Sligro termen: de eerste inkoper (in veel gevallen in het MKB is dit de 
eigenaar). De eerste inkoper ontvangt een KlantKaart. Deze registratie is nodig omdat in de ZB 
legitimatie verplicht is. Deze legitimatieplicht is opgenomen in de verkoopvoorwaarden van 
Sligro. Een rechtspersoon heeft, afhankelijk van de situatie en de wensen van deze Klant, naast 
de twee genoemde KlantAdressen optioneel ook nog: een gemachtigde adres, een afleveradres, 





Ieder KlantAdres heeft een KlantAdres.KlantId. Deze KlantAdres.KlantId moet ingevuld zijn. Deze 
KlantAdres.KlantId moet bestaan in Klant. 
 
KlantAdres.Status 
Ieder KlantAdres heeft een KlantAdres.Status. Deze KlantAdres.Status moet bestaan in de lijst 
KlantAdresStatus. 
 
Als KlantAdres.Status is leeg  
En KlantAdres.Naam is niet leeg,  
Dan krijgt KlantAdres.Status de waarde “Geldig”. 
 
KlantAdres.Status mag niet gewijzigd worden van niet leeg naar leeg. Als dat toch gebeurt, moet 
een foutmelding worden getoond. 
 
Als KlantAdres.Adrescode is gelijk aan Klant.FolderAdrescode 
Of KlantAdres.Adrescode is gelijk aan Klant.FactuurAdrescode 
Of KlantAdres.Adrescode is gelijk aan Klant.AfleveradresAdrescode 
Dan mag KlantAdres.Status niet gelijk zijn aan de waarde “Vervallen” 
Anders moet een foutmelding worden getoond. 
 
Als KlantAdres.Status is leeg, 
Dan moeten alle andere rubrieken van KlantAdres ook leeg zijn, 
Anders wordt een foutmelding getoond. 
 
KlantAdres.Adrescode 
Ieder KlantAdres heeft een KlantAdres.Adrescode. Deze KlantAdres.Adrescode moet bestaan in 
de lijst KlantAdrescode. 
 
Tabel 13 Klantcasefragment - KlantAdres 
 
  















4.2.2 Ampersandrepresentatie van de regels uit de klantcase 
Na het beschrijven van de klantcase zijn de stappen uitgevoerd, zoals 
beschreven in de Ampersandmethode (Joosten, Wedemeijer, & Michels, 
2010) (p. 78): “In theorie zien wij een conceptueel model met alleen 
definities van concepten en relaties, zonder regels of multipliciteitseisen. 
Dit wordt ook wel aangeduid als een niet beperkt conceptueel model. Het 
model kan worden voorzien van alle soorten van gevallen en, mits de 
entiteitintegriteit en referentiële integriteit worden nageleefd, zouden er 
geen overtredingen kunnen voorkomen. In termen van de SBVR vormt het 
niet beperkt model een zakelijke woordenschat en de structurele 
bedrijfsregels, maar niet meer dan dat. 
Het idee achter het niet beperkt conceptueel model is dat je hieraan een 
voor een de operationele bedrijfsregels kunt toevoegen. Elke keer als er 
overtredingen ontstaan door het toevoegen van een regel, moeten die 
opgelost worden. Na een aantal stappen zijn alle regels in het model 
aangebracht zonder resterende overtredingen op die regels. Deze aanpak 
geeft de ontwerper inzicht in de werkelijke impact van elke individuele 
regel.”  
Het Ampersandscript van het volledige niet beperkte conceptuele model is 
opgenomen in bijlage E (blz. E-1). Een fragment van dit script staat 
hieronder in Tabel 14. 
Wanneer dit script aan het Ampersandhulpmiddel wordt aangeboden, 
geeft de functionele specificatie onder andere de in Figuur 16 (blz. 46) 































Aan dit niet beperkt conceptueel model zijn vervolgens 
multipliciteitsregels toegevoegd. Het script van het volledige met 
multipliciteitsregels beperkte conceptuele model is opgenomen in bijlage F 
(blz. F-1). Wanneer dit script aan het Ampersandhulpmiddel wordt 
aangeboden, geeft de functionele specificatie uiteraard dezelfde 
conceptuele analyse als in Figuur 16 (blz. 46) is weergegeven. Een 
fragment van dit script staat in Tabel 15 (blz. 48). 
 
Een multipliciteitsregel die is toegevoegd, wordt hier toegelicht. De regel 
in natuurlijke taal luidt: “Iedere Klant heeft een Klant.Status. Deze 
Klant.Status moet bestaan in de lijst KlantStatus”. De regel uit het niet 
beperkt conceptueel model is: “klant_heeft_status::Klant*KlantStatus.”. 
Deze regel in het beperkt conceptueel model ziet er als volgt uit: 
“klant_heeft_status::Klant*KlantStatus[UNI,TOT].” Het deel van dit 
Ampersandstatement dat is toegevoegd is “[UNI,TOT]”. [UNI,TOT] staat 
voor univalent en totaal. In (Joosten, Wedemeijer, & Michels, 2010) (p. 
72) staat: “Een relatie is een functie als deze relatie zowel univalent als 
totaal is, ofwel als ieder atoom in de bron een relatie heeft met precies 
één atoom in het doel”. Deze functie heeft een speciale 
Ampersandnotatie: “klant_heeft_status::Klant->KlantStatus”. 
 
Voor het verdere onderzoek is de klantcase beperkt. De reden hiervoor is 
dat de tijd voor een afstudeeropdracht door de OU voor de student is 
beperkt tot 400 uur (Hofstee & Kusters, 2010) (p. 16). Verdere acties aan 
de klantcase en toelichting op deze stappen worden vanaf hier beschreven 























Tabel 15 Fragment Ampersandscript van het met 
multipliciteitsregels beperkt conceptueel model 
 




De volgende stap uit de Ampersandmethode is het toevoegen van 
populatie en regels. Het script waarin de populatie en de regels zijn 
opgenomen staat in bijlage G (blz. G-1). Een fragment van dit script staat 
in Tabel 18 (blz. 50).  
Het script in deze tabel heeft onder andere ook twee validatieregels. De 
eerste van deze validatieregels wordt verder toegelicht. Deze 




Iedere Klant heeft een Klant.FolderAdrescode. Deze 
Klant.FolderAdrescode wordt gebruikt om te bepalen welk adres uit 
KlantAdres wordt gebruikt voor het versturen van de Folder. 
 
Als Klant.FolderAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.FolderAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FolderAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.FolderAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FolderAdrescode 
En moet KlantAdres.Status gelijk zijn aan “Geldig” 
Anders wordt een foutmelding getoond.” 
Tabel 16 Voorbeeld validatieregel in natuurlijke taal 
 







EXPLANATION "een factuuradressoort mag alleen bestaan als bij de klant 
ook het bijbehorende adres met die adressoort bestaat en dit adres de 
status geldig heeft" 
”. 
Tabel 17 Voorbeeld validatieregels in Ampersand 
 
Verdere uitleg over deze regel is hier achterwege gelaten. 
  







categrorie_heeft_omschrijving::KlantCategorie -> KlantCategorieOmschrijving 
PRAGMA "Klant categorie " " heeft omschrijving " 
EXPLANATION "Klantcategorie heeft altijd een omschrijving. " 
=[("300","Cafe/zalencentrum/bar");("310","Cafetaria/shoarma/fastfood") 
;("320","Brasserie/lunchroom/croissanterie") 
;("350","Logiesverstrekkers (hotel/motel) ");("360","Recreatie (camping/appartement) ") 
;("380","Party- of lokatiecatering");("390","Kantine sportvereniging/sporthal")]. 
-- 
-- Tijdelijke fout in de populatie, een categorie zonder omschrijving: 







PRAGMA "Klant " " heeft status " 











EXPLANATION "een factuuradressoort mag alleen bestaan als bij de klant ook het bijbehorende 





EXPLANATION "een folderadressoort mag alleen bestaan als bij de klant ook het bijbehorende 
adres met die adressoort bestaat en dit adres de status geldig heeft" 
 
Tabel 18 Fragment Ampersandscript met populatie en regels 
 
Dit script, waarbij de populatie niet voldoet aan alle regels, is via 
http://is.cs.ou.nl/adl/index.php aangeboden aan het 
Ampersandhulpmiddel. Dat hulpmiddel geeft dan de regels die overtreden 
worden, zie Figuur 17 (blz. 56). Deze figuur geeft twee overtredingen 
tegen de regels. In de eerste set overtredingen worden validatieregels 
overtreden: “Klant regels die overtreden worden”. De tweede set 
overtredingen betreffen “relaties waarvan een eigenschap overtreden 
wordt”. Dit zijn overtredingen tegen de multipliciteitsregels. 
 





Figuur 17 Ampersandschermafdruk met overtredingen tegen de regels 
 
Wanneer op een overtreden regel wordt geklikt, dan worden de details 
van deze overtreding getoond. Het eerste voorbeeld Figuur 18 (blz. 52) 
bevat een overtreding tegen een multipliciteitsregel. Het tweede voorbeeld 
Figuur 19 (blz. 53) bevat een overtreding tegen een validatieregel. De 
populatie die de overtreding(en) veroorzaakt, wordt getoond. 
  





Figuur 18 Ampersandschermafdruk met overtreding tegen 
multipliciteitsregel 





Figuur 19 Ampersandschermafdruk met overtreding tegen 
validatieregel 




4.2.3 Ampersanddatamodel van de regels uit de klantcase 




Figuur 20 Ampersanddatamodel 
 
4.2.4 Ampersand-SQL van de regels uit de klantcase 
Het script met populatie en regels is vervolgens ook aan een PC-versie 
van het Ampersandhulpmiddel aangeboden. Deze applicatie accepteert 
geen populatie met fouten. De foutmeldingen die worden gegeven zijn 
opgenomen in bijlage H (blz. H-1, Figuur 26). Vervolgens zijn de tijdelijke 
schendingen van de regels verwijderd uit het script. Dat script is daarna 
opnieuw is aangeboden aan de PC-versie van het Ampersandhulpmiddel, 
zie bijlage H (blz. H-2, Figuur 27). 
Deze PC-versie van het Ampersandhulpmiddel genereert een applicatie, 
waarvan een voorbeeld schermafdruk is opgenomen in Figuur 21 (blz. 
55). 
Delen van de sourcecode van deze applicatie zijn opgenomen in bijlage I 
(blz. I-1). Fragment van de SQL-code voor creatie van tabellen is 
opgenomen in Tabel 19 (blz. 56). In Tabel 20 (blz. 56) is een fragment 
van de SQL-code voor de validatieregel opgenomen. 
 
  





Figuur 21 Ampersand-PC-hulpmiddel-schermafdruk met 
foutmelding 




CREATE TABLE `KlantAdres` 
( `KlantAdres` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_klant` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_status` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_adressoort` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_straat` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_postcodewoonplaats` VARCHAR(255) NOT NULL, 
UNIQUE KEY (`KlantAdres`)) 
.. 
INSERT IGNORE INTO `KlantAdres`  
(`KlantAdres` ,`klantadres_heeft_klant` ,`klantadres_heeft_status` , 
 `klantadres_heeft_adressoort` ,`klantadres_heeft_straat`, 
 `klantadres_heeft_postcodewoonplaats` ) 
VALUES ('123300K', '123300', 'Geldig', 'Klant adres', 'Kstraat 1', '2143 YX  Kplaats'),  
       ('123310K', '123310', 'Geldig', 'Klant adres', 'Kstraat 2', '2143 YX  Kplaats'),  
       ('123310Z', '123310', 'Vervallen', 'Zaak adres', 'Zstraat 2', '1234 XY  Zplaats'),  
       ('123320Z', '123320', 'Geldig', 'Zaak adres', 'Zstraat 3', '1234 XY  Zplaats'),  
       ('123331Z', '123331', 'Geldig', 'Zaak adres', 'Zstraat 5', '1234 XY  Zplaats'),  
       ('123350Z', '123350', 'Vervallen', 'Zaak adres', 'Zstraat 7', '1234 XY  Zplaats'),  
       ('123351Z', '123351', 'Geldig', 'Zaak adres', 'Zstraat 4', '1234 XY  Zplaats'),  
       ('123352Z', '123352', 'Geldig', 'Zaak adres', 'Zstraat 4b', '1234 XY  Zplaats') 
Tabel 19 Ampersand-SQL create table 
 
SELECT `selr`.`fld1` AS fld1, `selr`.`fld2` AS fld2  
FROM (SELECT `Klant`.`Klant` AS fld1, `Klant`.`klant_heeft_factuuradressoort` AS fld2 
      FROM `Klant` 
      WHERE (NOT(`Klant`.`Klant` IS NULL)) 
        AND (NOT(`Klant`.`klant_heeft_factuuradressoort` IS NULL)) 
     ) AS selr  
WHERE EXISTS  
     (SELECT `vsel`.`fld1` AS fld1, `vsel`.`fld2` AS fld2  
      FROM (SELECT `sourcer`.`fld1` AS fld1, `targetr`.`fld1` AS fld2 
            FROM (SELECT `Klant`.`Klant` AS fld1 
                  FROM `Klant` 
                  WHERE NOT(`Klant`.`Klant` IS NULL) 
                 ) AS sourcer,  
                 (SELECT `AdresSoort`.`AdresSoort` AS fld1 
                  FROM `AdresSoort` 
                  WHERE NOT(`AdresSoort`.`AdresSoort` IS NULL) 
                 ) AS targetr 
           ) AS vsel  
      WHERE (NOT(EXISTS (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2 
                         FROM (SELECT `KlantAdres`.`klantadres_heeft_klant` AS fld1, 
                                      `KlantAdres`.`KlantAdres` AS fld2  
                               FROM `KlantAdres`  
                               WHERE (NOT(`KlantAdres`.`klantadres_heeft_klant` IS NULL)) 
                                 AND (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                              ) AS relr 
                         JOIN (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2 
                               FROM (SELECT `KlantAdres`.`KlantAdres` AS fld1, 
                                            `KlantAdres`.`klantadres_heeft_status` AS fld2  
                                     FROM `KlantAdres` 
                                     WHERE (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                       AND (NOT(`KlantAdres`.`klantadres_heeft_status` IS NULL)) 
                                    ) AS relr 
                               JOIN (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2 
                                     FROM (SELECT `KlantAdres`.`klantadres_heeft_status` AS fld1, 
                                                  `KlantAdres`.`KlantAdres` AS fld2  
                                           FROM `KlantAdres`  
                                           WHERE (NOT(`KlantAdres`.`klantadres_heeft_status` IS NULL)) 
                                             AND (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                          ) AS relr  
                                     JOIN (SELECT `KlantAdres`.`KlantAdres` AS fld1, 
                                                  `KlantAdres`.`klantadres_heeft_adressoort` AS fld2  
                                           FROM `KlantAdres`  
                                           WHERE (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                             AND (NOT(`KlantAdres`.`klantadres_heeft_adressoort` IS NULL)) 
                                          ) AS relS  
                                     ON `relS`.`fld1`=`relr`.`fld2` 
                                    ) AS relS  
                               ON `relS`.`fld1`=`relr`.`fld2` 
                              ) AS relS  
                         ON `relS`.`fld1`=`relr`.`fld2`  
                         WHERE (`vsel`.`fld1`=`relr`.`fld1`) 
                           AND (`vsel`.`fld2`=`relS`.`fld2`) 
                        ) 
                ) 
            ) 
      AND ((`selr`.`fld1`=`vsel`.`fld1`)  
      AND  (`selr`.`fld2`=`vsel`.`fld2`) 
          ) 
     ) 
Tabel 20 Ampersand-SQL validatieregel 
  




4.2.5 Implementatie van de klantcase in TSF 
De eerste stap in een TSF-project is het vastleggen van de attributen, 
entiteiten en de relaties tussen de entiteiten. Het uitgangspunt hierbij is 
de theorie over ERD. Een grafische weergave van dit ERD uit TSF voor de 
klantcase is opgenomen in Figuur 22 (blz. 57). De SQL die uit dit ERD is 
gegenereerd, is opgenomen in bijlage J (blz. J-1). Fragmenten van deze 
SQL zijn opgenomen in Tabel 21 en Tabel 22 (beiden op blz. 57). 
Vervolgens is de validatieregel geschreven en via het AOP-principe in het 
defaultaspect en in het triggeraspect van de formulieren geweven. Door 
het volgen van de AOP-principes is dezelfde code in beide aspecten 
geweven. Het triggeraspect zorgt voor de geldigheid van de data in de 
database. Het defaultaspect zorgt ervoor dat de gebruiker een 
foutmelding en/of waarschuwing krijgt op het moment dat de gebruiker 
het veld, waarin de fout ontstaat, verlaat. De SQL voor de validatieregel is 
opgenomen in bijlage J (blz. J-1). Een fragment van de SQL van deze 
validatieregel is weergegeven in Tabel 23 (blz. 58). 
 
 
Figuur 22 TSF-datamodel 
 













Tabel 21 TSF-SQL creatie attributen 
 
/* Create table '[Klant]' including the primary key. */ 
 
create table dbo.[Klant] 
( Klant_Id     Klant_Id    not null  , 
  Klant_Status     Klant_Status   not null  , 
  Klant_Categorie_Id    Klant_Categorie_Id  not null  , 
  Klant_Factuur_Adres_Soort   Adres_Soort   not null  , 
  Klant_Folder_Adres_Soort   Adres_Soort   not null  , 
  Datum_Laatste_Mutatie    Datum_Laatste_Mutatie  null  
constraint [Klant_pk] primary key clustered ( Klant_Id ) ) 
go 
Tabel 22 TSF-SQL creatie entiteit 
  






if @cursor_from_col_id = 'Klant_Adres_Status' 
  begin 
    if @klant_adres_status = 3 
      begin 
        declare @factuur_adres varchar(1) 
        declare @folder_adres varchar(1) 
        select @factuur_adres = Klant_factuur_adres_soort,  
               @folder_adres  = Klant_folder_adres_soort 
        from Klant 
        where Klant_id = @klant_id 
        if @Adres_soort in ( @factuur_adres, @folder_adres ) 
          begin 
            print 'Adres soort komt nog voor in Klant, Adres status geldig gezet.' 
            set @klant_adres_status = 1 
          end 
      end 
  end 
Tabel 23 TSF-SQL validatieregel 
 
Een schermvoorbeeld van de uiteindelijke applicatie, met de foutmelding, 
is hieronder opgenomen in Figuur 23. 
 
 
Figuur 23 Beeldscherm voorbeeld 1 TSF 
 
 
4.2.6 Relatie tussen Ampersand en TSF 
Ampersand richt zich volledig op concepten en hun relaties. Daarbij wordt 
geen onderscheid gemaakt tussen entiteiten en attributen. Voor 
Ampersand is in de uiteindelijke implementatie het verschil tussen een 
entiteit en attribuut een gevolgtrekking uit de gedefinieerde relaties 
tussen concepten. Ampersand gaat niet verder dan de concepten en 
relaties daartussen. 
TSF start met een ERD. Dat ERD is vergelijkbaar met, maar niet gelijk 
aan, de Ampersand concepten en relaties. In de ERD-modeler van TSF 
worden ook regels opgenomen, bijvoorbeeld een attribuut dat verplicht 
ingevuld moet worden. In de ERD-modeler van TSF worden de 
multipliciteitsregels voor de relaties tussen de entiteiten vastgelegd. 




Een overeenkomst tussen Ampersand en TSF is dat het datamodel wordt 
gebruikt als basis voor de gebruikersinterface. Verschil is echter dat 
Ampersandhulpmiddel daar verder geen sturing voor geeft, terwijl TSF 
naast de ERD-modeler ook over een GUI-modeler beschikt. Hierdoor kan 
invloed uitgeoefend worden op de gebruikersinterface. Voorbeelden zijn: 
een “master-detail verticaal”, in plaats van een “master-detail 
horizontaal”; het beïnvloeden van de volgorde van attributen op een 
formulier; en het plaatsen van attributen op een apart tabblad van het 
formulier. Dit verschil komt voort uit het feit dat Ampersand gebouwd is 
voor educatie en onderzoek, terwijl TSF een commercieel product is. 
Bovendien is Ampersand ontwikkeld vanuit bedrijfsregels, terwijl TSF 
weliswaar impliciet bedrijfsregels bevat, maar niet vanuit het optimale 
beheer van deze regels is opgezet. TSF is opgezet vanuit het optimale 
gebruik van de informatiesystemen. 
Voorbeelden van sturing van de gebruikersinterface in TSF zijn master-
detail horizontaal en verticaal. In Figuur 23 (blz. 58) staat voor de tabel 
KlantAdres de lijst boven het formulier: horizontaal. In Figuur 24 (blz. 59) 
staat voor dezelfde tabel de lijst links en het formulier rechts: verticaal. 
 
 
Figuur 24 Beeldscherm voorbeeld 2 TSF 
 
  




5 Conclusies, aanbevelingen en persoonlijke evaluatie 
5.1 Conclusies 
De conclusie die vanuit het onderzoek wordt getrokken naar aanleiding 
van het onderzoeksdoel (zie paragraaf 2.2, blz. 8) waarin staat: 
“Aantonen dat bedrijfsregelspecificaties om te zetten zijn naar een model 
gedreven architectuur en regels. Dat zal worden aangetoond door een 
Ampersandmodel om te zetten naar een Thinkwise Software Factory® 
implementatie.”. Conclusie naar aanleiding van dit doel is dat dit niet is 
gerealiseerd, vanwege twee redenen. Deze twee redenen worden hier 
toegelicht. 
Ten eerste bevatten de SQL-instructies uit zowel Ampersand- als TSF-
implementatie-aspecten. Dit is logisch en verklaarbaar, ook vanuit de 
MDA. Code, in dit geval SQL-code, wordt in MDA uit het PSM gegenereerd. 
In code zijn technische- of implementatie-aspecten van het uiteindelijke 
platform noodzakelijk. In de uitwerking van de klantcase is door 
Ampersand gebruik gemaakt van MySQL® en voor TSF is gebruik gemaakt 
van Microsoft® SQL Server®. Om de SQL-code uit het 
Ampersandhulpmiddel in te zetten in TSF, moeten de implementatie-
aspecten ten behoeve van MySQL worden geconverteerd naar MS SQL. 
De tweede reden heeft te maken met de complexiteit van de SQL-
instructie uit het Ampersandhulpmiddel. Deze SQL-instructie is dusdanig 
complex dat deze instructie niet in TSF is geïmplementeerd. De SQL-code 
is niet geïmplementeerd omdat de afstudeerder geen SQL-expert is en 
daarmee de begrensde tijd voor het afstuderen verder zou worden 
overschreden. 
Het gekozen doel van dit onderzoek, bedrijfsregelspecificaties omzetten 
naar een model gedreven architectuur en regels, is niet bereikt, met het 
gebruik van Ampersand en TSF en voor de gekozen regels. 
 
Andere conclusies die te trekken zijn uit dit onderzoek, zijn: 
1. Ampersand richt zich primair op concepten en relaties tussen 
concepten vanuit bedrijfsregels. Door de Ampersandmethode te 
gebruiken, wordt uit de bedrijfsregels een geheel correct en voor één 
uitleg vatbaar datamodel te gegenereerd. Daarnaast wordt, door stap 
voor stap regels toe te voegen aan het model met een populatie, een 
correcte set van regels verkregen. Door ook eventuele problemen in de 
populatie gelijktijdig op te lossen, wordt ook de kwaliteit van de 
gegevens verhoogd en voldoen deze gegevens aan de regels. 
2. TSF gebruikt een andere aanpak om tot het datamodel te komen. De 
bedrijfsregels, TSF gebruikt hiervoor de term requirements, zijn in 
natuurlijke taal geschreven en worden door een systeemanalist (een 
ICT-professional) omgezet naar het datamodel. Deze bedrijfsregels zijn 
opgenomen in de meta solutions definition van TSF en van daaruit niet 
voor de business beschikbaar. 
 




3. TSF gebruikt AOP om de overige, niet aan het model gerelateerde, 
regels te implementeren. In dit onderzoek zijn artikelen gegeven die 
eerdere onderzoeken beschrijven. In deze voorgaande onderzoeken 
wordt AOP als een goede implementatie van bedrijfsregels in een 
applicatie beschreven (zie paragraaf 3.7.2, blz. 38). Goede wordt in 
deze beschreven als een ontkoppeling tussen de applicatie en de 
regels. 
4. Ampersand is ontwikkeld voor en wordt verder ontwikkeld voor 
onderwijsdoeleinden. Hierdoor is er ruimte voor twijfel om Ampersand 
in te zetten in een bedrijf en voor bedrijfskritische applicaties. 
 
5.2 Aanbevelingen 
De aanbevelingen zijn gerubriceerd naar Ampersand en de OU; 
Ampersand en Sligro; TSF en Thinkwise Software; en Sligro. 
 
5.2.1 Ampersand en de OU. 
De behoefte door (Joosten, Wedemeijer, & Michels, 2010) (p. 7) 
uitgesproken: "Ampersand is een uitbreiding op bedrijfsregels met 
formalisering. Dit is nodig om te verzekeren dat afspraken tussen 
belanghebbenden concreet en voor één uitleg vatbaar zijn". Deze 
uitspraak wordt door de afstudeerder helemaal onderschreven. De 
afstudeerder heeft moeite met het vertalen naar de wiskundig formele 
relationele algebra. De aanbeveling die hieruit volgt is om hier in de 
opleiding meer aandacht aan te schenken. 
 
5.2.2 Ampersand en Sligro. 
De praktijk van de afstudeerder, Sligro, heeft de, in de vorige paragraaf 
geciteerde, concrete en voor een uitleg vatbare afspraken tussen 
belanghebbenden heel erg nodig. Om dat te bereiken is, los van dit 
onderzoek voor aanvang van dit onderzoek, een initiatief gestart om tot 
eenduidige requirements te komen. De Ampersandmethode kan hierbij 
van toegevoegde waarde zijn. Dit moet nader onderzocht worden. 
 
5.2.3 TSF en Thinkwise Software. 
Naar aanleiding van de requirements worden regels vastgelegd in het 
datamodel. Deze regels zijn in oorsprong van, maar zeker niet meer voor 
en door de business, zoals het artikel 9 van het Business Rules Manifest 
zegt. Verder onderzoek is hier nodig. Dit onderzoek kan enerzijds zich 
richten op het ontsluiten van deze regels voor de business. Anderzijds 
wordt geadviseerd onderzoek te verrichten naar het genereren van het 
datamodel uit de regels, gelijk aan of vergelijkbaar met de 
Ampersandmethode. Aanbevolen wordt ook om te onderzoeken of en hoe 
de technische beperkingen, uit dit onderzoek, te overkomen en/of te 
automatiseren zijn. 
  




Binnen TSF zijn regels vastgelegd in code. Ook hier is verder onderzoek 
aanbevolen. De eerder gememoreerde onderzoeken geven aan dat AOP 
hier heel krachtig is. Aanbevolen wordt om onderzoek te doen naar een 
bedrijfsregelmanagentsysteem en dit systeem met behulp van AOP met 
lage technische koppeling aan te sluiten aan TSF. Hierbij is het zinvol om 
meer dan een BRM te beoordelen. 
 
5.2.4 Sligro. 
De aanbeveling voor Sligro is om bedrijfsregelmanagement als element in 
de visie en strategie en daarmee in de bedrijfsarchitectuur voor de 
toekomst op te nemen. 
Bij de afstudeerder is er twijfel over de inzet van Ampersand als 
hulpmiddel. Vooral het gebruik van de wiskundig formele relationele 
algebra zal, naar de mening van de afstudeerder, binnen Sligro op 
weerstand stuiten. Bovendien zal er overlap zijn tussen Ampersand en 
TSF. Daarvoor is verder onderzoek nodig en geadviseerd. 
De Ampersandmethode geeft goede handvaten om stap voor stap tot de 
correcte definitie van regels te komen. Ervan uit gaande dat Sligro 
bedrijfsregelmanagement strategisch maakt, is verder onderzoek naar een 
goed bedrijfsregelmanagementsysteem nodig. 
 
5.3 Persoonlijke evaluatie. 
Ik vind het jammer dat het onderzoek niet heeft geleid tot het vooraf 
gestelde doel. Het is, naar mijn mening, toch een zinvol onderzoek 
geweest, want TSF is, in theoretische zin, geschikt om in te zetten in 
bedrijfsregelmanagement. Dit voornamelijk door het gebruik van AOP. 
Verder onderzoek is nodig om te bepalen hoe dit het beste te realiseren is. 
Ik denk dat het verstandig is voor zowel Thinkwise als Sligro om dit 
onderzoek gezamenlijk uit te voeren. 
Ik ben van mening dat de juiste implementatie van 
bedrijfsregelmanagement binnen Sligro sterk zal bijdrage aan de behoefte 
om requirementsmanagement veel te verbeteren. Daarnaast ben ik er van 
overtuigd dat dit Sligro, uiteindelijk, in staat stelt om flexibeler te 
reageren als de bedrijfsvoering en daarmee de informatiesystemen om 
aanpassingen vragen. 
 
Hiermee wordt de eerste stap voor Sligro en voor mij in het vakgebied 
bedrijfsregels afgerond. Uit dit hoofdstuk blijkt dat er nog voldoende werk 
is. Ook heb ik uit dit onderzoek geconcludeerd dat dit werk zinvol zal 
blijken. Bij de pragmatiek van Sligro en van mij passen, naar mijn 
mening, twee spreekwoorden: “The proof of the pudding is in the eating” 
of “Eerst zien dan geloven”. 
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A. Profiel Sligro Food Group 





Sligro Food Group bestaat uit foodretail- en foodservicebedrijven, die zich 
direct en indirect richten op de Nederlandse markt van de etende mens. 
Dit geschiedt bij Foodservice als groothandel en bij Foodretail als 
groothandel en detaillist.  
 
Foodretail 
De foodretail-activiteiten bestaan uit circa 130 full service 
supermarkten, waarvan er 30 door zelfstandige 
ondernemers worden geëxploiteerd. In de loop van 2011 




De foodservice-activiteiten bestaan uit twee 
samenwerkende bedrijfsonderdelen: 
Sligro richt zich via zelfbediening en bezorging vanuit 45 
grootschalige zelfbedieningsvestigingen en 9 
bezorglocaties op groot- en kleinschalige horeca, recreatie, 
cateraars, grootverbruikers, bedrijfsrestaurants, 
pompshops, het midden- en kleinbedrijf en kleinschalige 
retailbedrijven. Sligro is als marktleider een toonaangevende partij in de 
Nederlandse foodservicemarkt. 
 
Van Hoeckel richt zich met een volledig gespecialiseerde 
organisatie op de institutionele markt en maakt vanuit de 








Wij hebben eigen productiefaciliteiten voor gespecialiseerde 
convenienceproducten, vis, patisserie en een op de retailmarkt gerichte 
vleescentrale. We hebben deelnemingen in onze Fresh Partners voor 
vlees, wild & gevogelte, AGF en brood & banket. 
 
Onze klanten kunnen over circa 60.000 food- en aan food gerelateerde 
non-foodartikelen beschikken. In samenhang hiermee worden bovendien 
tal van diensten aangeboden, onder meer op franchisegebied. 
 
Sligro Food Group heeft haar inkoop van foodretail-producten 
ondergebracht bij CIV Superunie B.A., die in de Nederlandse 
supermarktsector met een marktaandeel van circa 30% een 
toonaangevende inkooppartij vormt. Als marktleider koopt de Groep 
foodserviceproducten in eigen beheer in. 
 
Binnen de Sligro Food Group-bedrijven wordt intensief gestreefd naar het 
delen van kennis en het benutten van substantiële synergie-en 
schaalvoordelen. Primair klantgerichte activiteiten vinden plaats in de 
bedrijfsonderdelen, terwijl alles achter de schermen centraal wordt 
aangestuurd. Met een gezamenlijke inkoop, gecombineerd met een direct 
en gedetailleerd margemanagement, worden toenemende brutomarges 
beoogd. Vermindering van operationele kosten wordt bereikt door een 
permanent strakke kostenbeheersing en een gezamenlijke integrale 
logistieke strategie. Groepssynergie wordt verder bevorderd door de 
uitbouw van gezamenlijke ICT-systemen, door gezamenlijk 
vastgoedbeheer en door concernmanagement development. 
 
Sligro Food Group streeft ernaar een constant en beheerst groeiende 
kwaliteitsonderneming te zijn voor al haar stakeholders. 
 
Over het jaar 2010 is een omzet gerealiseerd van € 2.286 miljoen met 
een nettowinst van € 70 miljoen. Het gemiddeld aantal personeelsleden 
op fulltime-basis bedroeg 5.500. De aandelen van Sligro Food Group staan 
genoteerd op NYSE Euronext. 
 
Voor meer informatie zie: www.sligrofoodgroup.nl. 
 
 




B. About the Object Management Group® (OMG) 




B.1. OMG Mission Statement 
OMG’s mission is to develop, with our worldwide membership, enterprise 
integration standards that provide real-world value. OMG is also dedicated 
to promoting business technology and optimization for innovation through 
its Business Ecology® Initiative (BEI) program and associated 
Communities of Practice. 
 
B.2. Profiel OMG 
OMG has been an international, open membership, not-for-profit 
computer industry consortium since 1989. Any organization may join OMG 
and participate in our standards-setting process. Our one-organization-
one-vote policy ensures that every organization, large and small, has an 
effective voice in our process. Our membership includes hundreds of 
organizations, with half being software end-users in over two dozen 
vertical markets, and the other half representing virtually every large 
organization in the computer industry and many smaller ones. Most of the 
organizations that shape enterprise and Internet computing today are 
represented on our Board of Directors. 
 
OMG Task Forces develop enterprise integration standards for a wide 
range of technologies, including: Real-time, Embedded and Specialized 
Systems, Analysis & Design, Architecture-Driven Modernization and 
Middleware and an even wider range of industries, including: Business 
Modeling and Integration, C4I, Finance, Government, Healthcare, Legal 
Compliance, Life Sciences Research, Manufacturing Technology, Robotics, 
Software-Based Communications and Space. 
 
OMG’s modeling standards, including the Unified Modeling Language™ 
(UML®) and Model Driven Architecture® (MDA®), enable powerful visual 
design, execution and maintenance of software and other processes, 
including IT Systems Modeling and Business Process Management. OMG’s 
middleware standards and profiles are based on the Common Object 
Request Broker Architecture (CORBA®) and support a wide variety of 
industries. 
 
The requirements document that initiates each OMG standard-setting 
activity (the Request for Proposal) and other key documents are available 




for viewing by anyone, member or not. Email discussion, meeting 
attendance, and voting are restricted to members; though prospective 
members are invited to attend a meeting or two as a guest observer. 
 
Dozens of standards organizations and other consortia maintain liaison 
relationships with OMG. OMG is an ISO PAS submitter, able to submit our 
specifications directly into ISO’s fast-track adoption process. OMG’s UML, 
MOF™ and Interface Definition Language (IDL™) standards are already 
ISO standards and ITU-T recommendation. 
 
OMG is also the Event Producer for the Internationalization & Unicode 
Conferences. OMG has been producing events for fifteen years and 
provides a full range of conference management services and expertise—
from conference development, production and support to targeted 
messaging and media promotion. OMG’s proven team of in-house staff 
and contract service providers have years of experience organizing, 
producing and managing large-scale events including Object World, 
EclipseCon, the OSDL Enterprise Linux Summit and now the 
Internationalization & Unicode Conference. In addition, OMG currently 
produces four OMG Technical Meetings, and nine conferences and 
workshops every year for its members, in locations around the world. 
 










Ilog wordt door IBM (IBM, 2009) in “IBM WebSphere ILOG Business Rule 
Management Systems: The Case for Architects and Developers” 
gedefinieerd als een Business Rule Management System (BRMS). In 
Figuur 25 (blz. C-2) is een overzicht van dit BRMS gegeven. (IBM, 2009) 
geeft de onderstaande beschrijving van een BRMS: 
“Een BRMS bestaat uit drie primaire componenten: 
1. De ‘rule repository’ zorgt ervoor dat regels afzonderlijk van de 
systemen die ze gebruiken worden beheerd. Hierdoor is de 
beslissingslogica makkelijker te begrijpen en makkelijker te 
actualiseren. Daarnaast zorgt het consolideren van de regels uit 
verschillende applicaties en informatiesilo’s ervoor dat ze in de 
organisatie gedeeld en hergebruikt kunnen worden. 
2. De eindgebruikerhulpmiddelen biedt de eindgebruikers de ICT 
functionaliteit voor het definiëren en beheren van beslissingslogica. 
Ook wordt de samenwerking tussen gebruikers en ICT bij 
applicatieontwikkeling en bij applicatieonderhoud ondersteund. BRMS 
hulpmiddelen bieden specifieke omgevingen en mogelijkheden om in 
de behoeften van de verschillende technische en niet-technische 
functies te voorzien, die betrokken zijn bij het regelbeheer in de 
regellevenscyclus. 
3. De ‘runtime engine’ geeft de productiesystemen toegang tot de uit te 
voeren beslissingslogica. De ‘rule engine’ laat complexe en onderling 
samenhangende regels die moeten worden uitgevoerd op basis van 
specifieke proces- of transactiecontext, een combinatie van gegevens, 
sets van toepassingsregels en executie-algoritmen teruggeven aan het 
aanroepende systeem.” 
 
Deel 1 van dit BRMS is gepositioneerd op het CIM- en PIM-niveau van 
MDA, deel 2 past op het PSM-niveau en deel 3 op het code-niveau. 
 
  
















D. Klantcase in natuurlijke taal 
Er zijn meer gegevens met directe afhankelijkheid van Klant dan hier zijn 
gegeven. Deze zijn voor deze case buiten beschouwing gelaten. De reden 
hiervoor is de beperking van de grootte van de case. 
 
D.1. Sligro 
Sligro Food Group Nederland BV is een foodservice en foodretail bedrijf. 
Het foodservice bedrijf bestaat uit 45 Sligro Zelfbedieningsgroothandels 
(ZB), 10 bezorgservice groothandels (BS) en één bezorggroothandel die 
zich richt op institutionele klanten. 
Voor deze case wordt foodretail uitgesloten, omdat de klanten van het 




Een Klant is een natuurlijk persoon of een rechtspersoon die minimaal een 
Product bij Sligro heeft afgenomen. In de tijd gezien vindt de registratie 
van de klant eerder plaats dan de aankoop van het eerste product door de 
Klant. Zonder klantregistratie is geen aankoop mogelijk. De Klant van 
Sligro is gewoonlijk een rechtspersoon: bedrijven en instellingen. Als 
uitzondering kan een natuurlijk persoon ook Klant zijn bij Sligro. De 
grootste groep natuurlijke personen die ook Klant zijn, is het personeel 
van Sligro.  
 
KlantHistorie 
De historie van klantgegevens moet geadministreerd worden. Deze 
administratie moet geraadpleegd kunnen worden. De volgorde van de 
presentatie van deze administratie moet zijn omgekeerd chronologisch, 
dus de jongste wijziging wordt als eerste en de oudste wijziging wordt als 
laatste getoond. Deze administratie moet gedurende de gehele 
levenscyclus van de Klant worden vastgehouden. Deze criteria voor de 
historie administratie zijn voor de overige gegevens in deze case gelijk en 
worden niet steeds uitgeschreven, alleen benoemd. De historische 









Iedere Klant heeft een Klant.Status. Deze Klant.Status moet bestaan in de 
lijst KlantStatus. 
 





Iedere Klant heeft een Klant.Categorie. Deze Klant.Categorie moet 
bestaan in de lijst KlantCategorie. 
 
Klant.SBIcode 
“De Standaard Bedrijfsindeling (SBI) is een hiërarchische indeling van 
economische activiteiten. De SBI is gebaseerd op de indeling van de 
Europese Unie en op die van de Verenigde Naties.” (Informatie over SBI 
codering - CBS) 
“Ieder bedrijf en organisatie dat zich inschrijft in het Handelsregister krijgt 
een code die de economische activiteit van het bedrijf aanduidt. Dit 
codesysteem heet Standaard Bedrijfsindeling 2008 (SBI). SBI is een 
hiërarchische indeling van economische activiteiten die is opgesteld door 
het CBS. SBI kent meerdere niveaus die aangegeven worden door vier of 
vijf cijfers.” (Informatie over SBI codering - KvK) 
 
Iedere Klant heeft een Klant.SBIcode. De Klant.SBIcode is niet verplicht. 
Als de Klant.SBIcode niet leeg is, 
Dan moet deze Klant.SBIcode bestaan in de lijst SBIcode, 
Anders moet een foutmelding worden getoond. 
 




Iedere onderneming of rechtspersoon die is ingeschreven in het 
Handelsregister van de Kamer van Koophandel heeft een KvK-nummer dat 
bestaat uit acht cijfers. (Informatie over Kamer van Koophandel nummer) 
 
Iedere Klant heeft een Klant.KvKnummer. De Klant.KvKnummer is niet 
verplicht. 
Als de Klant.KvKnummer niet leeg is, 
Dan moet deze Klant.KvKnummer bestaan uit acht cijfers (conform de 
definitie van de KvK), 
Anders moet een foutmelding worden getoond. 
 
Klant.FolderAdrescode 
Iedere Klant heeft een Klant.FolderAdrescode. Deze Klant.FolderAdrescode 
wordt gebruikt om te bepalen welk adres uit KlantAdres wordt gebruikt 
om de Folder naar toe te sturen. 
 
Als Klant.FolderAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.FolderAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FolderAdrescode, 




Anders wordt een foutmelding getoond. 
 
Als Klant.FolderAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FolderAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Klant.FactuurAdrescode 
Iedere Klant heeft een Klant.FactuurAdrescode. Deze 
Klant.FactuurAdrescode wordt gebruikt om te bepalen welk adres uit 
KlantAdres wordt gebruikt om de Factuur naar toe te sturen. 
 
Als Klant.FactuurAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.FactuurAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FactuurAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.FactuurAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FactuurAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Klant.AfleveradresAdrescode 
Iedere Klant heeft een Klant.AfleveradresAdrescode. Deze 
Klant.AfleveradresAdrescode wordt gebruikt om te bepalen welk adres uit 
KlantAdres wordt gebruikt om de te leveren goederen te bezorgen. 
 
Als Klant.AfleveradresAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.AfleveradresAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.AfleveradresAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.AfleveradresAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.AfleveradresAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Klant.EmailAdrescode 




Iedere Klant heeft een Klant.EmailAdrescode. Deze Klant.EmailAdrescode 
wordt gebruikt om te bepalen welk adres uit KlantAdres wordt gebruikt 
om Email te sturen. 
 
Als Klant.EmailAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.EmailAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.EmailAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.EmailAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.EmailAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Klant.FaxAdrescode 
Iedere Klant heeft een Klant.FaxAdrescode. Deze Klant.FaxAdrescode 
wordt gebruikt om te bepalen welk adres uit KlantAdres wordt gebruikt 
om informatie te faxen. 
 
Als Klant.FaxAdrescode is leeg, 
Dan wordt een foutmelding getoond. 
 
Als Klant.FaxAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FaxAdrescode, 
Anders wordt een foutmelding getoond. 
 
Als Klant.FaxAdrescode is niet leeg, 
Dan moet Klant.KlantId bestaan in KlantAdres met KlantAdres.Adrescode 
is gelijk aan Klant.FaxAdrescode 
En moet KlantAdres.Status ongelijk zijn aan “Vervallen” 
Anders wordt een foutmelding getoond. 
 
Klant.ExternOrdernummerVastleggen 
Iedere Klant heeft een Klant.ExternOrdernummerVastleggen. Dit 
Klant.ExternOrdernummerVastleggen wordt gebruikt om te bepalen of en 
hoe voor deze Klant wordt omgegaan met het Extern Ordernummer van 
de klant. 
 
Het Klant.ExternOrdernummerVastleggen moet verplicht worden 
geselecteerd uit de lijst met beschikbare mogelijkheden voor het 
Klant.ExternOrdernummerVastleggen. 
 





Iedere Klant heeft een Klant.SupportManagerPersoneelId. Deze 
Klant.SupportManagerPersoneelId is optioneel. 
 
Als Klant.SupportManagerPersoneelId is niet leeg, 
Dan moet Klant.SupportManagerPersoneelId bestaan in de lijst Personeel, 
Anders wordt een foutmelding getoond. 
 
Een Klant.SupportManagerPersoneelId moet uit de lijst met Personeel 
kunnen worden geselecteerd. 
 
Klant overige rubrieken 
Er zijn meer Klant rubrieken. Deze zijn voor deze case buiten beschouwing 
gelaten. De reden hiervoor is de begrenzing van de case. 
 
D.3. HoofdhuisKlant 
Een Klant heeft soms meer dan een locatie. Een voorbeeld van een 
dergelijke klant is een bedrijfscateraar. Een bedrijfscateraar heeft soms 
meer dan duizend locaties. Iedere locatie is in de definitie van Sligro een 
Klant. Ten behoeve van een aantal processen zijn deze Klanten 
gegroepeerd. Er ontstaat dan een ouder-kindrelatie. Deze ouder-
kindrelatie kan maximaal negen niveaus diep zijn. De Klant die een aantal 
kinderen onder zich heeft heet HoofdhuisKlant. In dat geval is een Klant 
een specialisatie van een HoofdhuisKlant. De Klant gebruikt een aantal 
kenmerken van de HoofdhuisKlant. De HoofdhuisKlant heeft enkele 
kenmerken die een Klant niet heeft. Afhankelijk van deze HoofdhuisKlant 
kenmerken zijn een aantal kenmerken van Klant niet te wijzigen en 
worden de betreffende kenmerken van de HoofdhuisKlant gebruikt. 
Voorbeelden hiervan de zogenaamde ClosedOrderset en FixedOrderset. De 
definitie van Orderset, ClosedOrderset en FixedOrderset vallen buiten de 
afbakening van deze case. Voor deze case is het voldoende om te weten 
dat door ClosedOrderset en FixedOrderset het te bestellen Assoritment 
van alle kinderen van de HoofdhuisKlant wordt ingeperkt. 
 
Als een Klant tot een HoofdhuisKlant behoord, dan moet de relatie tussen 









Iedere HoofdhuisKlant heeft een HoofdhuisKlant.HoofdhuisKlantId. Deze 
HoofdhuisKlant.HoofdhuisKlantId mag niet leeg zijn en moet bestaan in 
Klant. 






Iedere HoofdhuisKlant heeft een HoofdhuisKlant.KlantId. Deze 
HoofdhuisKlant.KlantId mag niet leeg zijn en moet bestaan in Klant. 
 
HoofdhuisKlant.RelatieId 
Een HoofdhuisKlant heeft optioneel een HoofdhuisKlant.RelatieId, deze is 
dus niet verplicht. Deze HoofdhuisKlant.RelatieId bevat de identificatie van 
de locatie zoals de Klant die heeft vastgelegd. In veel gevallen wordt daar 
het GLN (Global Location Number, vh. EAN adres code) vastgelegd 
 
D.4. KlantAdres 
Iedere Klant heeft minimaal één KlantAdres en maximaal zes 
KlantAdressen. Iedere KlantAdres heeft een KlantAdres.Adrescode. Deze 
KlantAdres.Adrescode moet bestaan in de lijst KlantAdrescode. Een 
natuurlijk persoon heeft één adres met KlantAdres.Adrescode gelijk aan 
de waarde “Klant”. Een rechtspersoon heeft één adres met 
KlantAdres.Adrescode gelijk aan de waarde “Zaak” en één adres met 
KlantAdres.Adrescode gelijk aan de waarde “Klant”. Het KlantAdres met 
KlantAdres.Adrescode is “Zaak” bevat de adresgegevens van de 
rechtspersoon. Het KlantAdres met KlantAdres.Adrescode is “Klant” bevat 
de adresgegevens van de natuurlijke persoon. In geval van een 
rechtspersoon is de natuurlijke persoon gemachtigd om aankopen te doen 
voor de rechtspersoon, in Sligro termen: de eerste inkoper (in veel 
gevallen in het MKB is dit de eigenaar). De eerste inkoper ontvangt een 
KlantKaart. Deze registratie is nodig omdat in de ZB legitimatie verplicht 
is. Deze blegitimatieplicht is opgenomen in de verkoopvoorwaarden van 
Sligro. Een rechtspersoon heeft, afhankelijk van de situatie en de wensen 
van deze Klant, naast de twee genoemde KlantAdressen optioneel ook 
nog: 
 Nul of één gemachtigde adres. Het kenmerk van dit gemachtigde adres 
is KlantAdres.Adrescode is “Gemachtigde”. Deze gemachtigde is de 
tweede inkoper van de rechtspersoon. De tweede inkoper ontvangt ook 
een KlantKaart. 
 Nul of één aflever adres. Het kenmerk van dit aflever adres is 
KlantAdres.Adrescode is “Aflever adres”. Dit aflever adres wordt 
gebruikt in het logistieke proces van de BS. Dit is het adres waar de 
bestelde goederen worden afgeleverd. Dit adres wordt uitsluitend 
gebuikt als een of meer van de kenmerken van dit adres afwijken van 
het zaak adres. 
 Nul of één factuur adres. Het kenmerk van dit factuur adres is 
KlantAdres.Adrescode is “Factuur adres”. Dit factuur adres wordt 
gebruikt in het administratieve proces van de BS. Dit is het adres waar 
de factuur naar toe wordt gestuurd. Dit adres wordt uitsluitend gebuikt 
als een of meer van de kenmerken van dit adres afwijken van het zaak 
adres. 




 Nul of één kerstpakket adres. Het kenmerk van dit kerstpakket adres is 
KlantAdres.Adrescode is “Kerstpakket”. Dit kerstpakket adres wordt 
gebruikt in het proces van de afdeling kerstpakketten. Dit wordt in 
deze case niet verder uitgewerkt. Dit adres wordt uitsluitend gebuikt 









Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantAdres wijzigbaar. 
 
KlantAdres.KlantId 
Iedere KlantAdres heeft een KlantAdres.KlantId. Deze KlantAdres.KlantId 




Iedere KlantAdres heeft een KlantAdres.Status. Deze KlantAdres.Status 
moet bestaan in de lijst KlantAdresStatus. 
 
Als KlantAdres.Status is leeg  
En KlantAdres.Naam is niet leeg,  
Dan krijgt KlantAdres.Status de waarde “Geldig”. 
 
KlantAdres.Status mag niet gewijzigd worden van niet leeg naar leeg. Als 
dat toch gebeurd moet een foutmelding worden getoond. 
 
Als KlantAdres.KlantId bestaat in Concessionair 
Dan mag KlantAdres.Status niet gelijk zijn aan de waarde “Vervallen” 
Anders moet een foutmelding worden getoond. 
 
Als KlantAdres.Adrescode is gelijk aan Klant.FolderAdrescode 
Of KlantAdres.Adrescode is gelijk aan Klant.FactuurAdrescode 
Of KlantAdres.Adrescode is gelijk aan Klant.AfleveradresAdrescode 
Dan mag KlantAdres.Status niet gelijk zijn aan de waarde “Vervallen” 
Anders moet een foutmelding worden getoond. 
 
Als KlantAdres.Status is leeg, 
Dan moeten alle andere rubrieken van KlantAdres ook leeg zijn, 
Anders wordt een foutmelding getoond. 
 
KlantAdres.Adrescode 




Iedere KlantAdres heeft een KlantAdres.Adrescode. Deze 
KlantAdres.Adrescode moet bestaan in de lijst KlantAdrescode. 
Als KlantAdres.Adrescode is gelijk aan de waarde “Verzamelfactuuradres” 
En als KlantAdres.KlantId bestaat in KlantVerzamelfactuur 
En als KlantVerzamelFactuur.Status niet gelijk is aan de waarde 
“Vervallen” 
Dan moet KlantAdres.Status ongelijk zijn aan de waarde “Vervallen” 
Anders moet een foutmelding worden getoond. 
 
KlantAdres.Naam 
Iedere KlantAdres heeft een KlantAdres.Naam. 
Als KlantAdres.Naam is leeg, 
Dan foutmelding tonen. 
 
KlantAdres.Straat 
Iedere KlantAdres heeft een KlantAdres.Straat. 
Als KlantAdres.Straat is leeg, 
Dan moet een foutmelding worden getoond. 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Straat is leeg, 
Dan krijgt KlantAdres.Straat de waarde van KlantAdres.Straat uit de 
registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Straat is leeg, 
Dan krijgt KlantAdres.Straat de waarde van KlantAdres.Straat uit de 
registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
 
KlantAdres.Huisnummer 
Iedere KlantAdres heeft een KlantAdres.Huisnummer. Deze 
KlantAdres.Huisnummer moet verplicht ingevuld worden. 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Huisnummer is leeg, 
Dan krijgt KlantAdres.Huisnummer de waarde van 
KlantAdres.Huisnummer uit de registratie van KlantAdres.Adrescode gelijk 
aan “Klant”. 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Huisnummer is leeg, 
Dan krijgt KlantAdres.Huisnummer de waarde van 








Iedere KlantAdres heeft een KlantAdres.HuisnummerToevoeging. Deze 
KlantAdres. HuisnummerToevoeging moet niet verplicht ingevuld worden. 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.HuisnummerToevoeging is leeg, 
Dan krijgt KlantAdres.HuisnummerToevoeging de waarde van 
KlantAdres.HuisnummerToevoeging uit de registratie van 
KlantAdres.Adrescode gelijk aan “Klant”. 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.HuisnummerToevoeging is leeg, 
Dan krijgt KlantAdres.HuisnummerToevoeging de waarde van 
KlantAdres.HuisnummerToevoeging uit de registratie van 
KlantAdres.Adrescode gelijk aan “Klant”. 
 
KlantAdres.Postbusnummer 
KlantAdres.Postbusnummer is niet verplicht. 
Als KlantAdres.Postbusnummer is niet leeg, 
En KlantAdres.Huisnummer is niet leeg, 
Dan Foutmelding tonen. 
 
KlantAdres.Postcode 
Iedere KlantAdres heeft een KlantAdres.Postcode. 
 
Als KlantAdres.Postcode is leeg, 
Dan Foutmelding tonen. 
 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Postcode is leeg, 
Dan krijgt KlantAdres.Postcode de waarde van KlantAdres.Postcode uit de 
registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Postcode is leeg, 
Dan krijgt KlantAdres.Postcode de waarde van KlantAdres.Postcode uit de 
registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
 




Als KlantAdres.Landcode is gelijk aan “Nederland”, 
Dan heeft KlantAdres.Postcode het formaat “9999XX”, 
Anders wordt een foutmelding getoond. 
 
Als KlantAdres.Landcode is gelijk aan “België”, 
Dan heeft KlantAdres.Postcode het formaat “9999__”, 
Anders wordt een foutmelding getoond. 
 
Als KlantAdres.Landcode is gelijk aan “Duitsland”, 
Dan heeft KlantAdres.Postcode het formaat “99999_”, 
Anders wordt een foutmelding getoond. 
 
KlantAdres.Woonplaats 
Iedere KlantAdres heeft een KlantAdres.Woonplaats. 
 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Woonplaats is leeg, 
Dan krijgt KlantAdres.Woonplaats de waarde van KlantAdres.Woonplaats 
uit de registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Woonplaats is leeg, 
Dan krijgt KlantAdres.Woonplaats de waarde van KlantAdres.Woonplaats 
uit de registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
 
Als KlantAdres.Woonplaats is leeg, 
Dan moet een foutmelding worden getoond. 
 
Adres, postcode, huisnummer en woonplaats 
Als KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Huisnummer is niet leeg 
En KlantAdres.Postcode is niet leeg 
En de combinatie Postcode en Huisnummer komt voor in de TPG 
Postcodetabel, volgens de Postcodetabel-logica, 
Dan wordt KlantAdres.Straat overgenomen uit Postcodetabel.Straat 
En dan wordt KlantAdres.Woonplaats overgenomen uit 
Postcodetabel.Woonplaats 
Anders wordt een foutmelding getoond: “Postcode Huisnummer 
combinatie niet in Postcodetabel”. 
 
KlantAdres.SamengesteldStraat 




KlantAdres.SamengesteldStraat wordt gelijk aan KlantAdres.Straat 




Iedere KlantAdres heeft een KlantAdres.Landcode. Deze 
KlantAdres.Landcode moet bestaan in de lijst KlantLandcode. 
 
KlantAdres.Telefoonnummer 
Iedere KlantAdres heeft een KlantAdres.Telefoonnummer. 
Als KlantAdres.Telefoonnummer is leeg, 
Dan moet een foutmelding getoond worden. 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Telefoonnummer is leeg, 
Dan krijgt KlantAdres.Telefoonnummer de waarde van 
KlantAdres.Telefoonnummer uit de registratie van KlantAdres.Adrescode 
gelijk aan “Klant”. 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Telefoonnummer is leeg, 
Dan krijgt KlantAdres.Telefoonnummer de waarde van 
KlantAdres.Telefoonnummer uit de registratie van KlantAdres.Adrescode 
gelijk aan “Klant”. 
 
KlantAdres.Email 
Iedere KlantAdres heeft een KlantAdres.Email. Deze KlantAdres.Email 
moet niet verplicht ingevuld worden. 
Als KlantAdres.Adrescode is gelijk aan “Zaak” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Email is leeg, 
Dan krijgt KlantAdres.Email de waarde van KlantAdres.Email uit de 
registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
Als KlantAdres.Adrescode is gelijk aan “Inkoper” 
En KlantAdres.Naam is niet leeg 
En KlantAdres.Landcode is gelijk aan “Nederland” 
En KlantAdres.Email is leeg, 
Dan krijgt KlantAdres.Email de waarde van KlantAdres.Email uit de 
registratie van KlantAdres.Adrescode gelijk aan “Klant”. 
 
KlantAdres.EmailStatus 
Iedere KlantAdres heeft een KlantAdres.EmailStatus. Deze 
KlantAdres.EmailStatus moet bestaan in de lijst KlantAdresEmailStatus. 
Als KlantAdres.EmailStatus gelijk is aan de waarde “Geldig”, 




Dan moet KlantAdres.Email niet leeg zijn 
En Dan moet KlantAdres.Status gelijk zijn aan de waarde “Geldig” 
Anders moet een foutmelding worden getoond. 
Als KlantAdres.Email niet leeg is, 
Dan moet KlantAdres.EmailStatus gevuld en geldig zijn 
Anders moet een foutmelding worden getoond. 
 
KlantAdres.XCoordinaat en KlantAdres.YCoordinaat 
Iedere KlantAdres heeft een KlantAdres.XCoordinaat en 
KlantAdres.YCoordinaat, deze zijn niet verplicht. 
Als KlantAdres.Adrescode is gelijk aan de waarde “Klant” 
Of KlantAdres.Adrescode is gelijk aan de waarde “Zaak” 
Of KlantAdres.Adrescode is gelijk aan de waarde “Afleveradres” 
Of KlantAdres.Adrescode is gelijk aan de waarde “Verzamelfactuuradres” 
Dan wordt KlantAdres.XCoordinaat overgenomen uit 
Postcodetabel.XCoordinaat 




Iedere KlantAdres heeft een KlantAdres.Faxnummer, deze is niet verplicht 
Als KlantAdres.Faxnummer is niet leeg, 
Dan moet KlantAdres.Faxnummer alleen numerieke waarden bevatten, 
Anders wordt een foutmelding getoond. 
 
KlantAdres.Sexe 
Iedere KlantAdres heeft een KlantAdres.Sexe, deze wordt alleen gebruikt 
bij een natuurlijk persoon en deze is dus niet verplicht. 
Als KlantAdres.Sexe is niet leeg, 
Dan is KlantAdres.Sexe gelijk aan “Man” 
Of is KlantAdres.Sexe gelijk aan “Vrouw”, 
Anders wordt een foutmelding getoond. 
 
D.5. KlantKaart 
Een klantkaart is een fysieke kaart van creditcard formaat. Iedere Klant 
heeft nul, één of twee klantkaart(en). Nul of één voor het KlantAdres met 
KlantAdres.Adrescode gelijk aan “Klant”. Nul of één voor het KlantAdres 
met KlantAdres.Adrescode gelijk aan “Gemachtigde”. 
Sommige klanten krijgen geen klantkaart, omdat zij uitsluitend via BS 
worden beleverd en daardoor geen klantkaart nodig hebben.  
Iedere klantkaart die wordt verstrekt wordt geregistreerd in KlantKaart. 
Iedere KlantKaart heeft een unieke identificatie. Een klantkaart kan zoek 
of defect raken. In dat geval wordt de bestaande KlantKaart gewijzigd in 
vervallen. Gelijktijdig wordt een nieuwe KlantKaart registratie en een 
fysieke klantkaart aangemaakt. Komt de vervallen KlantKaart bij een van 
de kassa’s van een van de Sligro vestigingen, dan wordt deze kaart 
ingenomen en zijn aankopen met behulp van deze kaart niet toegestaan. 




Hierdoor wordt misbruik van een klantkaart voorkomen. De KlantKaart 




KlantKaart heeft geen KlantKaartHistorie, omdat deze informatie identiek 





Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantKaart wijzigbaar. 
 
KlantKaart.KlantId 
Iedere KlantKaart heeft een KlantKaart.KlantId. Deze KlantKaart.KlantId 
mag niet leeg zijn en moet bestaan in Klant. 
 
KlantKaart.Volgnummer 
Iedere KlantKaart heeft een KlantKaart.Volgnummer. Deze 
KlantKaart.Volgnummer is verplicht en wordt door het systeem 
gegenereerd. Samen met KlantKaart.KlantId vormt 
KlantKaart.Volgnummer de unieke identificatie van de KlantKaart. 
 
KlantKaart.Status 
Iedere KlantKaart heeft een KlantKaart.Status. Deze KlantKaart.Status 
moet bestaan in de lijst KlantKaartStatus. 
 
Wanneer een nieuwe KlantKaart wordt gemaakt, dan wordt voor dezelfde 
KlantKaart.Adrescode, de voorgaande KlantKaart, automatisch, door het 
systeem op KlantKaart.Status “Vervallen” gezet. De gebruiker wordt 
gevraagd om de reden van vervallen op te geven. De nieuwe KlantKaart 
krijgt (uiteraard) automatisch status “Geldig”. 
 
KlantKaart.Adrescode 
Iedere KlantKaart heeft een KlantKaart.Adrescode. Een KlantKaart kan 
alleen worden aangemaakt voor een KlantAdres met 
KlantAdres.Adrescode is gelijk aan “Klant” of “Gemachtigde” (dit zijn de 
twee mogelijke adressen van de natuurlijke personen). De bijbehorende 
KlantAdres.Status moet bovendien gelijk zijn aan “Geldig”. 
 
KlantKaart.DatumUitgifte 
Iedere KlantKaart heeft een KlantKaart.DatumUitgifte. De 
KlantKaart.DatumUitgifte wordt automatisch gevuld door het systeem op 
het moment van de aanmaak van de nieuwe KlantKaart. 
 
KlantKaart.GebruikerUitgifte 




Iedere KlantKaart heeft een KlantKaart.GebruikerUitgifte. De 
KlantKaart.GebruikerUitgifte wordt automatisch gevuld door het systeem 
op het moment van de aanmaak van de nieuwe KlantKaart. 
 
KlantKaart.DatumVervallen 
Iedere KlantKaart heeft een KlantKaart.DatumVervallen. De 
KlantKaart.DatumVervallen wordt automatisch gevuld door het systeem 
op het moment van de aanmaak van de nieuwe KlantKaart of bij het 
handmatig laten vervallen van een KlantKaart. 
 
KlantKaart.GebruikerVervallen 
Iedere KlantKaart heeft een KlantKaart.GebruikerVervallen. De 
KlantKaart.GebruikerVervallen wordt automatisch gevuld door het 
systeem op het moment van de aanmaak van de nieuwe KlantKaart of bij 
het handmatig laten vervallen van een KlantKaart. 
 
KlantKaart.RedenVervallen 
KlantKaart.RedenVervallen laat vervallen wordt gevraag om de 
KlantKaart.RedenVervallen aan te geven. De KlantKaart.RedenVervallen 
moet worden geselecteerd uit de lijst KlantKaartRedenVervallen. 
 
KlantKaart.DatumIngenomen 
Iedere KlantKaart heeft een KlantKaart.DatumIngenomen. Deze 
KlantKaart.DatumIngenomen is niet verplicht, immers de Klant kaart kan 
verloren of gestolen zijn en die kan dan dus niet worden ingenomen. 
Wanneer de gebruiker kiest voor de optie KlantKaart innemen, dan vult 
het systeem KlantKaart.DatumIngenomen automatisch. 
 
KlantKaart.GebruikerIngenomen 
Iedere KlantKaart heeft een KlantKaart.GebruikerIngenomen. Deze 
KlantKaart.GebruikerIngenomen is niet verplicht, immers de Klant kaart 
kan verloren of gestolen zijn en die kan dan dus niet worden ingenomen. 
Wanneer de gebruiker kiest voor de optie KlantKaart innemen, dan vult 
het systeem KlantKaart.GebruikerIngenomen automatisch. 
 
KlantKaart.DatumAfdrukken 
Iedere KlantKaart heeft een KlantKaart.DatumAfdrukken. Deze 
KlantKaart.DatumAfdrukken wordt automatisch door het systeem gevuld 
wanneer de KlantKaart is afgedrukt. 
 
KlantKaart.DatumLaatstemutatie 
Iedere KlantKaart heeft een KlantKaart.DatumLaatstemutatie. Deze 
KlantKaart.DatumLaatstemutatie wordt automatisch door het systeem 
gevuld bij iedere mutatie op de KlantKaart. 
 
KlantKaart.GebruikerLaatstemutatie 




Iedere KlantKaart heeft een KlantKaart.GebruikerLaatstemutatie. Deze 
KlantKaart.GebruikerLaatstemutatie wordt automatisch door het systeem 
gevuld bij iedere mutatie op de KlantKaart. 
 
D.6. KlantVestiging 
Iedere Klant heeft één of meer KlantVestiging. 
Als KlantAdres.Landcode=”Nederland” dan worden de KlantVestiging 
gegevens overgenomen uit de lijst VestigingKlantPostcodeNumeriek. 
 
KlantVestigingHistorie 





Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantVestiging wijzigbaar. 
 
KlantVestiging.KlantId 
Iedere KlantVestiging heeft een KlantVestiging.KlantId. Deze 
KlantVestiging.KlantId mag niet leeg zijn en moet bestaan in Klant. 
 
KlantVestiging.VestigingId 
Iedere KlantVestiging heeft een KlantVestiging.VestigingId. Deze 




Iedere KlantVestiging heeft een KlantVestiging.Magoprekeningkopen. Deze 
KlantVestiging.Magoprekeningkopen mag niet leeg zijn en moet de waarde 
“Ja” of “Nee” hebben. 
 
KlantVestiging.DatumLaatstemutatie 
Iedere KlantVestiging heeft een KlantVestiging.DatumLaatstemutatie. 
Deze KlantVestiging.DatumLaatstemutatie wordt automatisch door het 
systeem gevuld bij iedere mutatie op de KlantVestiging. 
 
KlantVestiging.GebruikerLaatstemutatie 
Iedere KlantVestiging heeft een KlantVestiging.GebruikerLaatstemutatie. 
Deze KlantVestiging.GebruikerLaatstemutatie wordt automatisch door het 
systeem gevuld bij iedere mutatie op de KlantVestiging. 
 
D.7. KlantBezorg 
Wanneer een klant via een Sligro Bezorgservice (BS) vestiging wordt 
beleverd, dan worden gegevens die nodig zijn om de logistieke operatie te 
regelen vastgelegd in KlantBezorg. Een Klant heeft nul of één 




KlantBezorg. KlantBezorg is dus een specialisatie van Klant. Wanneer een 
Klant geen KlantBezorg heeft dan is deze Klant een Klant van een Sligro 
Zelfbediening (ZB) vestiging. Iedere KlantBezorg heeft een 
KlantBezorg.Status. Wanneer een Klant niet langer bezorgd wordt, dan 
heeft KlantBezorg.Status de waarde “Vervallen”. Een Klant met 









Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantBezorg wijzigbaar. 
 
KlantBezorg.KlantId 
Ieder KlantBezorg heeft een KlantBezorg.KlantId. Deze 
KlantBezorg.KlantId moet bestaan in Klant. 
 
KlantBezorg.Status 
Iedere KlantBezorg heeft een KlantBezorg.Status. De KlantBezorg.Status 
moet bestaan in de lijst KlantBezorgStatus. 
 
KlantBezorg.Vestiging 
Iedere KlantBezorg heeft een KlantBezorg.Vestiging. De 
KlantBezorg.Vestiging moet bestaan in de lijst Vestiging. Deze 
KlantBezorg.Vestiging is de leverancier van de Klant. 
 
KlantBezorg overige rubrieken 
Er zijn meer KlantBezorg rubrieken. Deze zijn voor deze case buiten 
beschouwing gelaten. De reden hiervoor is de begrenzing van de case. 
 
D.8. KlantBezorgArtikelGroepVestiging (KAV) 
KlantBezorgArtikelGroepVestiging wordt verder afgekort met KAV. 
Iedere KlantBezorg heeft nul, één of meer KAV. Deze KAV registratie 
wordt gebruikt om het leveren van Artikelen die besteld worden door de 
Klant en waarvan Artikel.ArtikelGroep gelijk is aan KAV.ArtikelGroep uit te 













Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KAV wijzigbaar. 
 
KAV.KlantId 




Iedere KAV heeft een KAV.Vestiging. Deze KAV.Vestiging moet bestaan in 
en te selecteren zijn uit de lijst Vestiging. 
 
KAV.ArtikelGroep 
Iedere KAV heeft een KAV.ArtikelGroep. Deze KAV.ArtikelGroep moet 
bestaan in en te selecteren zijn uit de lijst ArtikelGroep. 
 
KAV overige rubrieken 
Er zijn meer KAV rubrieken. Deze zijn voor deze case buiten beschouwing 
gelaten. De reden hiervoor is de begrenzing van de case. 
 
D.9. KlantPrijs 
Wanneer een Klant andere dan de standaard verkoopprijzen voor 
Artikelen berekend krijgt, dan worden gegevens die nodig zijn om de 
juiste prijs voor de Klant te bepalen vastgelegd in KlantPrijs. Een Klant 
heeft nul of één KlantPrijs. KlantPrijs is dus een specialisatie van Klant. 
Wanneer een Klant geen KlantPrijs heeft, worden standaard prijzen voor 
afname van Artikelen berekend, de zogenaamde ZB-prijs. Iedere 
KlantPrijs heeft een KlantPrijs.Status. Wanneer een Klant niet langer van 
standaard afwijkende prijzen berekend krijgt voor Artikelen, dan heeft 
KlantPrijs.Status de waarde “Vervallen”. Een Klant met KlantPrijs.Status is 
“Vervallen” is gelijk aan een Klant zonder een KlantPrijs. 
 
KlantPrijsHistorie 





Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantPrijs wijzigbaar. 
 
KlantPrijs.KlantId 
Ieder KlantPrijs heeft een KlantPrijs.KlantId. Deze KlantPrijs.KlantId moet 
bestaan in Klant. 
 
KlantPrijs.Status 




Iedere KlantPrijs heeft een KlantPrijs.Status. De KlantPrijs.Status moet 
bestaan in de lijst KlantPrijsStatus. 
 
KlantPrijs overige rubrieken 
Er zijn meer KlantPrijs rubrieken. Deze zijn voor deze case buiten 
beschouwing gelaten. De reden hiervoor is de begrenzing van de case. 
 
D.10. KlantDebiteur 
Standaard moet een Klant contant of via een elektronische manier (Pin, 
Chip, Creditcard of iets dergelijks) betalen op het moment dat hij de 
goederen meeneemt uit de ZB. Wanneer een Klant “op rekening” hij 
koopt, dan worden gegevens die nodig zijn om de DebiteurOpenPost juist 
af te werken vastgelegd in KlantDebiteur. Iedere Klant in BS heeft 
KlantDebiteur. Normaal zal deze Klant op rekening kopen. In een enkel 
geval is hier vastgelegd dat de onder rembours betaald (boter bij de vis). 
Klant heeft nul of één KlantDebiteur. KlantDebiteur is dus een specialisatie 
van Klant. Wanneer een Klant geen KlantDebiteur heeft mag hij niet op 
rekening kopen. Iedere KlantDebiteur heeft een KlantDebiteur.Status. 
Wanneer een Klant niet langer op rekening mag kopen, dan heeft 
KlantDebiteur.Status de waarde “Vervallen”. Een Klant met 









Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantDebiteur wijzigbaar. 
 
KlantDebiteur.KlantId 
Ieder Klant Debiteur heeft een Klant Debiteur.KlantId. Deze Klant 
Debiteur.KlantId moet bestaan in Klant. 
 
KlantDebiteur.Status 
Iedere KlantDebiteur heeft een KlantDebiteur.Status. De 
KlantDebiteur.Status moet bestaan in de lijst KlantDebiteurStatus. 
 
KlantDebiteur.Betaalwijze 
Iedere KlantDebiteur heeft een KlantDebiteur.Betaalwijze. De 
KlantDebiteur.Betaalwijze is verplicht, moet voorkomen in en te selecteren 
zijn uit de lijst KlantDebiteurBetaalwijze. 
 
KlantDebiteur.Bankrekeningnummer 




Iedere KlantDebiteur heeft een KlantDebiteur.Bankrekeningnummer. Deze 
KlantDebiteur.Bankrekeningnummer is niet verplicht. 
 
Als KlantDebiteur.Betaalwijze is gelijk aan “Automatische Incasso”, 
Dan moet KlantDebiteur.Bankrekeningnummer verplicht worden ingevuld, 
Anders moet een foutmelding worden getoond. 
 
Als KlantDebiteur.Bankrekeningnummer niet leeg is, 
Dan moet KlantDebiteur.Bankrekeningnummer uitsluitend bestaan uit 
numerieke gegevens 
En dan moet KlantDebiteur.Bankrekeningnummer voldoen aan de 
zogenaamde 11proef, 
Anders moet een foutmelding worden getoond. 
 
KlantDebiteur overige rubrieken 
Er zijn meer KlantDebiteur rubrieken. Deze zijn voor deze case buiten 
beschouwing gelaten. De reden hiervoor is de begrenzing van de case. 
 
D.11. KlantVerzamelFactuur 
De grote(re) Klanten hebben behoefte aan VerzamelFacturen. Er zijn 
diverse redenen voor Klanten om dit te doen. Er zijn diverse vormen 
VerzamelFacturen. Een voorbeeld: een Klant krijgt dagelijks (maandag tot 
en met zaterdag) leveringen en wenst één VerzamelFactuur per week. Op 
deze wekelijkse VerzamelFactuur staan alle leveringen van afgelopen 
week. 
Klant heeft nul of één KlantVerzamelFactuur. KlantVerzamelFactuur is dus 
een specialisatie van Klant. Wanneer een Klant geen 
KlantVerzamelFactuur heeft, krijgt hij geen VerzamelFactuur. Iedere 
KlantVerzamelFactuur heeft een KlantVerzamelFactuur.Status. Wanneer 
een Klant niet langer een VerzamelFactuur krijgt, dan heeft 
KlantVerzamelFactuur.Status de waarde “Vervallen”. Een Klant met 
KlantVerzamelFactuur.Status is “Vervallen” is gelijk aan een Klant zonder 
een KlantVerzamelFactuur. KlantVerzamelFactuur.Status kan niet 
rechtstreeks van de waarde “Geldig” naar “Vervallen”. De waarde 
“Aflopend” voor KlantVerzamelFactuur.Status zorgt ervoor dat er geen 
nieuwe Leveringen ontstaan die op de VerzamelFactuur moeten worden 
verzameld. Wanneer de laatste Levering op de VerzamelFactuur is 














Als Klant.Status is gelijk aan “Vervallen” 
Dan is geen enkele rubriek van KlantVerzamelFactuur wijzigbaar. 
 
KlantVerzamelFactuur.Status 
Iedere KlantVerzamelFactuur heeft een KlantVerzamelFactuur.Status. De 
KlantVerzamelFactuur.Status moet bestaan in de lijst 
KlantVerzamelFactuurStatus. 
 
KlantVerzamelFactuur overige rubrieken 
Er zijn meer KlantVerzamelFactuur rubrieken. Deze zijn voor deze case 



































































































































































































CONCEPT "KlantCategorie" "Een KlantCategorie is de categorie waaronder 
een klant valt." " " 
CONCEPT "Klant" "Natuurlijk of rechtspersoon, klant van Sligro." " " 
CONCEPT "KlantStatus" "Status van de klant." " " 
CONCEPT "KlantAdres" "Adres of de adressen van de klant." " " 
CONCEPT "AdresSoort" "Soort adres van de klant." " " 





PRAGMA "Klant categorie " " heeft omschrijving " 




;("350","Logiesverstrekkers (hotel/motel) ") 
;("360","Recreatie (camping/appartement) ") 
;("380","Party- of lokatiecatering") 
;("390","Kantine sportvereniging/sporthal")]. 
-- 
-- Tijdelijke fout in de populatie, een categorie zonder omschrijving: 
-- ;("331","Restaurant Nederlands-Frans") 
-- 
--Klant:categorie 
klant_heeft_categorie::Klant -> KlantCategorie 
PRAGMA "Klant " " heeft categorie " 





-- Tijdelijke fout in de populatie: klant 123351 heeft een klantcategorie 





PRAGMA "Klantcategorie " " heeft klant " 
EXPLANATION "Klant heeft altijd Klantcategorie; er kunnen 
Klantcategorieën zijn zonder Klanten. " 













PRAGMA "Klant " " heeft status " 







PRAGMA "Klant " " heeft adres(sen) " 












klant_heeft_factuuradressoort::Klant -> AdresSoort 
PRAGMA "Klant " " heeft factuuradressoort " 
=[("123300","Zaak adres");("123310","Zaak adres") 
;("123320","Zaak adres");("123331","Klant adres") 




klant_heeft_folderadressoort::Klant -> AdresSoort 
PRAGMA "Klant " " heeft folderadressoort " 
=[("123300","Klant adres");("123310","Zaak adres") 
;("123320","Zaak adres");("123331","Klant adres") 




klantadres_heeft_klant::KlantAdres -> Klant 














klantadres_heeft_status::KlantAdres -> KlantAdresStatus 










klantadres_heeft_adressoort::KlantAdres -> AdresSoort  
PRAGMA "Klantadres " " heeft klant "  
=[("123300K","Klant adres");("123310K","Klant 
adres");("123320K","Klant adres") 
;("123331K","Klant adres");("123350K","Klant adres") 
;("123351K","Klant adres");("123352K","Klant adres") 
;("123300Z","Zaak adres");("123310Z","Zaak adres") 
;("123320Z","Zaak adres");("123331Z","Zaak adres") 




klantadres_heeft_straat::KlantAdres -> Straat 
PRAGMA "Klantadres " " heeft straat "  
=[("123300K","Kstraat 1");("123310K","Kstraat 2") 
;("123320K","Kstraat 3");("123331K","Kstraat 4") 
;("123350K","Kstraat 5");("123351K","Kstraat 6") 
;("123352K","Kstraat 7");("123300Z","Zstraat 1") 
;("123310Z","Zstraat 2");("123320Z","Zstraat 3") 
;("123331Z","Zstraat 5");("123350Z","Zstraat 7") 





PRAGMA "Klantadres " " heeft postcode en woonplaats "  




=[("123300K","2143 YX  Kplaats");("123310K","2143 YX  Kplaats") 
;("123320K","2143 YX  Kplaats");("123331K","2143 YX  Kplaats") 
;("123350K","2143 YX  Kplaats");("123351K","2143 YX  Kplaats") 
;("123352K","2143 YX  Kplaats");("123300Z","1234 XY  Zplaats") 
;("123310Z","1234 XY  Zplaats");("123320Z","1234 XY  Zplaats") 
;("123331Z","1234 XY  Zplaats");("123350Z","1234 XY  Zplaats") 






EXPLANATION "een factuuradressoort mag alleen bestaan als bij de klant 
ook het bijbehorende adres met die adressoort bestaat en dit adres de 





EXPLANATION "een folderadressoort mag alleen bestaan als bij de klant 
ook het bijbehorende adres met die adressoort bestaat en dit adres de 
















Figuur 26 Foutmeldingen uit Ampersandhulpmiddel 
 
  







Figuur 27 Geen foutmeldingen uit Ampersandhulpmiddel 
 





I.1. Creatie tabellen 
CREATE TABLE `KlantAdres` 
( `KlantAdres` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_klant` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_status` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_adressoort` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_straat` VARCHAR(255) NOT NULL, 
  `klantadres_heeft_postcodewoonplaats` VARCHAR(255) NOT NULL, 
UNIQUE KEY (`KlantAdres`)) 
.. 
INSERT IGNORE INTO `KlantAdres`  
(`KlantAdres` ,`klantadres_heeft_klant` ,`klantadres_heeft_status` , 
 `klantadres_heeft_adressoort` ,`klantadres_heeft_straat` ,`klantadres_heeft_postcodewoonplaats` ) 
VALUES ('123300K', '123300', 'Geldig', 'Klant adres', 'Kstraat 1', '2143 YX  Kplaats'),  
       ('123310K', '123310', 'Geldig', 'Klant adres', 'Kstraat 2', '2143 YX  Kplaats'),  
       ('123320K', '123320', 'Geldig', 'Klant adres', 'Kstraat 3', '2143 YX  Kplaats'),  
       ('123331K', '123331', 'Geldig', 'Klant adres', 'Kstraat 4', '2143 YX  Kplaats'),  
       ('123350K', '123350', 'Geldig', 'Klant adres', 'Kstraat 5', '2143 YX  Kplaats'),  
       ('123351K', '123351', 'Geldig', 'Klant adres', 'Kstraat 6', '2143 YX  Kplaats'),  
       ('123352K', '123352', 'Geldig', 'Klant adres', 'Kstraat 7', '2143 YX  Kplaats'),  
       ('123300Z', '123300', 'Geldig', 'Zaak adres', 'Zstraat 1', '1234 XY  Zplaats'),  
       ('123310Z', '123310', 'Vervallen', 'Zaak adres', 'Zstraat 2', '1234 XY  Zplaats'),  
       ('123320Z', '123320', 'Geldig', 'Zaak adres', 'Zstraat 3', '1234 XY  Zplaats'),  
       ('123331Z', '123331', 'Geldig', 'Zaak adres', 'Zstraat 5', '1234 XY  Zplaats'),  
       ('123350Z', '123350', 'Vervallen', 'Zaak adres', 'Zstraat 7', '1234 XY  Zplaats'),  
       ('123351Z', '123351', 'Geldig', 'Zaak adres', 'Zstraat 4', '1234 XY  Zplaats'),  
       ('123352Z', '123352', 'Geldig', 'Zaak adres', 'Zstraat 4b', '1234 XY  Zplaats') 
.. 
CREATE TABLE `Klant` 
( `Klant` VARCHAR(255) NOT NULL,  
  `klant_heeft_categorie` VARCHAR(255) NOT NULL, 
  `klant_heeft_status` VARCHAR(255) NOT NULL,  
  `klant_heeft_factuuradressoort` VARCHAR(255) NOT NULL,  
  `klant_heeft_folderadressoort` VARCHAR(255) NOT NULL,  
UNIQUE KEY (`Klant`)) 
.. 
INSERT IGNORE INTO `Klant`  
(`Klant` ,`klant_heeft_categorie` ,`klant_heeft_status` , 
 `klant_heeft_factuuradressoort` ,`klant_heeft_folderadressoort` ) 
VALUES ('123300', '300', 'Geldig', 'Zaak adres', 'Klant adres'),  
       ('123310', '310', 'Geldig', 'Zaak adres', 'Zaak adres'),  
       ('123320', '320', 'Vervallen', 'Zaak adres', 'Zaak adres'),  
       ('123331', '331', 'Geldig', 'Klant adres', 'Klant adres'),  
       ('123350', '350', 'Geldig', 'Zaak adres', 'Klant adres'),  
       ('123351', '350', 'Vervallen', 'Zaak adres', 'Zaak adres'),  
       ('123352', '350', 'Geldig', 'Klant adres', 'Zaak adres') 
.. 
CREATE TABLE `KlantCategorie` 
( `KlantCategorie` VARCHAR(255) NOT NULL, 
  `categrorie_heeft_omschrijving` VARCHAR(255) NOT NULL,  
UNIQUE KEY (`KlantCategorie`)) 
.. 
INSERT IGNORE INTO `KlantCategorie`  
(`KlantCategorie` ,`categrorie_heeft_omschrijving` ) 
VALUES ('300', 'Cafe/zalencentrum/bar'),  
       ('310', 'Cafetaria/shoarma/fastfood'),  
       ('320', 'Brasserie/lunchroom/croissanterie'),  
       ('331', 'Restaurant Nederlands-Frans'),  
       ('350', 'Logiesverstrekkers (hotel/motel) '),  
       ('360', 'Recreatie (camping/appartement) '),  
       ('380', 'Party- of lokatiecatering'),  
       ('390', 'Kantine sportvereniging/sporthal') 
.. 
CREATE TABLE `PostcodeWoonplaats`  
( `PostcodeWoonplaats` VARCHAR(255) NOT NULL,  
UNIQUE KEY (`PostcodeWoonplaats`)) 
.. 
INSERT IGNORE INTO `PostcodeWoonplaats` (`PostcodeWoonplaats` )  
VALUES ('2143 YX  Kplaats'), ('1234 XY  Zplaats') 
.. 
CREATE TABLE `Straat` ( `Straat` VARCHAR(255) NOT NULL, UNIQUE KEY (`Straat`)) 
INSERT IGNORE INTO `Straat` (`Straat` ) 
VALUES ('Kstraat 1'), ('Kstraat 2'), ('Kstraat 3'), ('Kstraat 4'), 
       ('Kstraat 5'), ('Kstraat 6'), ('Kstraat 7'),  
       ('Zstraat 1'), ('Zstraat 2'), ('Zstraat 3'), ('Zstraat 5'),  
       ('Zstraat 7'), ('Zstraat 4'), ('Zstraat 4b') 
.. 
CREATE TABLE `KlantAdresStatus` ( `KlantAdresStatus` VARCHAR(255) NOT NULL,  
UNIQUE KEY (`KlantAdresStatus`)) 
INSERT IGNORE INTO `KlantAdresStatus` (`KlantAdresStatus` ) VALUES ('Geldig'), ('Vervallen') 
.. 




CREATE TABLE `AdresSoort` ( `AdresSoort` VARCHAR(255) NOT NULL, UNIQUE KEY (`AdresSoort`)) 
INSERT IGNORE INTO `AdresSoort` (`AdresSoort` ) VALUES ('Zaak adres'), ('Klant adres') 
.. 
CREATE TABLE `KlantStatus` ( `KlantStatus` VARCHAR(255) NOT NULL, UNIQUE KEY (`KlantStatus`)) 
INSERT IGNORE INTO `KlantStatus` (`KlantStatus` ) VALUES ('Geldig'), ('Vervallen') 
.. 
CREATE TABLE `KlantCategorieOmschrijving` ( `KlantCategorieOmschrijving` VARCHAR(255) NOT NULL,  
UNIQUE KEY (`KlantCategorieOmschrijving`)) 
INSERT IGNORE INTO `KlantCategorieOmschrijving` (`KlantCategorieOmschrijving` ) 
VALUES ('Cafe/zalencentrum/bar'), ('Cafetaria/shoarma/fastfood'), ('Brasserie/lunchroom/croissanterie'), 
       ('Restaurant Nederlands-Frans'), ('Logiesverstrekkers (hotel/motel) '),  
       ('Recreatie (camping/appartement) '), ('Party- of lokatiecatering'),  
       ('Kantine sportvereniging/sporthal') 
.. 
CREATE TABLE `categorie_heeft_klant`  
( `Klant` VARCHAR(255) NOT NULL, `KlantCategorie` VARCHAR(255) NOT NULL) 
INSERT IGNORE INTO `categorie_heeft_klant` (`Klant` ,`KlantCategorie` ) 
VALUES ('123300', '300'), ('123310', '310'), ('123320', '320'), ('123331', '331'), ('123350', '350'), 
       ('123351', '350'), ('123352', '350') 
.. 
CREATE TABLE `klant_heeft_adres`  
( `Klant` VARCHAR(255) NOT NULL, `KlantAdres` VARCHAR(255) NOT NULL) 
INSERT IGNORE INTO `klant_heeft_adres` (`Klant` ,`KlantAdres` ) 
VALUES ('123300', '123300K'), ('123310', '123310K'), ('123320', '123320K'), ('123331', '123331K'), 
       ('123350', '123350K'), ('123351', '123351K'), ('123352', '123352K'), 
       ('123300', '123300Z'), ('123310', '123310Z'), ('123320', '123320Z'), ('123331', '123331Z'), 
       ('123350', '123350Z'), ('123351', '123351Z'), ('123352', '123352Z') 
 
  












$v = DB_doquer_lookups(' 
SELECT `selr`.`fld1` AS fld1, `selr`.`fld2` AS fld2  
FROM (SELECT `Klant`.`Klant` AS fld1, `Klant`.`klant_heeft_factuuradressoort` AS fld2 
      FROM `Klant` 
      WHERE (NOT(`Klant`.`Klant` IS NULL)) 
        AND (NOT(`Klant`.`klant_heeft_factuuradressoort` IS NULL)) 
     ) AS selr  
WHERE EXISTS  
     (SELECT `vsel`.`fld1` AS fld1, `vsel`.`fld2` AS fld2  
      FROM (SELECT `sourcer`.`fld1` AS fld1, `targetr`.`fld1` AS fld2 
            FROM (SELECT `Klant`.`Klant` AS fld1 
                  FROM `Klant` 
                  WHERE NOT(`Klant`.`Klant` IS NULL) 
                 ) AS sourcer,  
                 (SELECT `AdresSoort`.`AdresSoort` AS fld1 
                  FROM `AdresSoort` 
                  WHERE NOT(`AdresSoort`.`AdresSoort` IS NULL) 
                 ) AS targetr 
           ) AS vsel  
      WHERE (NOT(EXISTS (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2 
                         FROM (SELECT `KlantAdres`.`klantadres_heeft_klant` AS fld1, 
                                      `KlantAdres`.`KlantAdres` AS fld2  
                               FROM `KlantAdres`  
                               WHERE (NOT(`KlantAdres`.`klantadres_heeft_klant` IS NULL)) 
                                 AND (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                              ) AS relr 
                         JOIN (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2 
                               FROM (SELECT `KlantAdres`.`KlantAdres` AS fld1, 
                                            `KlantAdres`.`klantadres_heeft_status` AS fld2  
                                     FROM `KlantAdres` 
                                     WHERE (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                       AND (NOT(`KlantAdres`.`klantadres_heeft_status` IS NULL)) 
                                    ) AS relr 
                               JOIN (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2 
                                     FROM (SELECT `KlantAdres`.`klantadres_heeft_status` AS fld1, 
                                                  `KlantAdres`.`KlantAdres` AS fld2  
                                           FROM `KlantAdres`  
                                           WHERE (NOT(`KlantAdres`.`klantadres_heeft_status` IS NULL)) 
                                             AND (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                          ) AS relr  
                                     JOIN (SELECT `KlantAdres`.`KlantAdres` AS fld1, 
                                                  `KlantAdres`.`klantadres_heeft_adressoort` AS fld2  
                                           FROM `KlantAdres`  
                                           WHERE (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                             AND (NOT(`KlantAdres`.`klantadres_heeft_adressoort` IS NULL)) 
                                          ) AS relS  
                                     ON `relS`.`fld1`=`relr`.`fld2` 
                                    ) AS relS  
                               ON `relS`.`fld1`=`relr`.`fld2` 
                              ) AS relS  
                         ON `relS`.`fld1`=`relr`.`fld2`  
                         WHERE (`vsel`.`fld1`=`relr`.`fld1`) 
                           AND (`vsel`.`fld2`=`relS`.`fld2`) 
                        ) 
                ) 
            ) 
      AND ((`selr`.`fld1`=`vsel`.`fld1`)  
      AND  (`selr`.`fld2`=`vsel`.`fld2`) 
          ) 
     )'); 
 
if(count($v))  
  { foreach($v as $viol) 
    { if(count($viol)==1){$vs=$viol[0];$vt=$viol[0]; 
                         }  
      else {$vs=$viol[0];$vt=$viol[1]; 
           } 
            DB_debug('Overtreding (Klant '.$vs.',AdresSoort '.$vt.') reden: \"een factuuradressoort mag 
                      alleen bestaan als bij de klant ook het bijbehorende adres met die adressoort bestaat 
                      en dit adres de status geldig heeft\"<BR>',3); 
    } return false; 
  } return true; 
} 
  











$v = DB_doquer_lookups(' 
SELECT `selr`.`fld1` AS fld1, `selr`.`fld2` AS fld2  
FROM (SELECT `Klant`.`Klant` AS fld1, `Klant`.`klant_heeft_folderadressoort` AS fld2  
      FROM `Klant`  
      WHERE (NOT(`Klant`.`Klant` IS NULL))  
        AND (NOT(`Klant`.`klant_heeft_folderadressoort` IS NULL)) 
     ) AS selr  
WHERE EXISTS  
     (SELECT `vsel`.`fld1` AS fld1, `vsel`.`fld2` AS fld2  
      FROM (SELECT `sourcer`.`fld1` AS fld1, `targetr`.`fld1` AS fld2  
            FROM (SELECT `Klant`.`Klant` AS fld1  
                  FROM `Klant`  
                  WHERE NOT(`Klant`.`Klant` IS NULL) 
                 ) AS sourcer,  
                 (SELECT `AdresSoort`.`AdresSoort` AS fld1  
                  FROM `AdresSoort`  
                  WHERE NOT(`AdresSoort`.`AdresSoort` IS NULL) 
                 ) AS targetr 
     ) AS vsel  
      WHERE (NOT(EXISTS (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2  
                         FROM (SELECT `KlantAdres`.`klantadres_heeft_klant` AS fld1, 
                                      `KlantAdres`.`KlantAdres` AS fld2  
                               FROM `KlantAdres`  
                               WHERE (NOT(`KlantAdres`.`klantadres_heeft_klant` IS NULL))  
                                 AND (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                              ) AS relr  
                         JOIN (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2  
                               FROM (SELECT `KlantAdres`.`KlantAdres` AS fld1,  
                                            `KlantAdres`.`klantadres_heeft_status` AS fld2  
                                     FROM `KlantAdres`  
                                     WHERE (NOT(`KlantAdres`.`KlantAdres` IS NULL))  
                                       AND (NOT(`KlantAdres`.`klantadres_heeft_status` IS NULL)) 
                                    ) AS relr  
                               JOIN (SELECT `relr`.`fld1` AS fld1, `relS`.`fld2` AS fld2  
                                     FROM (SELECT `KlantAdres`.`klantadres_heeft_status` AS fld1,  
                                                  `KlantAdres`.`KlantAdres` AS fld2  
                                           FROM `KlantAdres`  
                                           WHERE (NOT(`KlantAdres`.`klantadres_heeft_status` IS NULL))  
                                             AND (NOT(`KlantAdres`.`KlantAdres` IS NULL)) 
                                          ) AS relr  
                                     JOIN (SELECT `KlantAdres`.`KlantAdres` AS fld1,  
                                                  `KlantAdres`.`klantadres_heeft_adressoort` AS fld2  
                                           FROM `KlantAdres`  
                                           WHERE (NOT(`KlantAdres`.`KlantAdres` IS NULL))  
                                           AND (NOT(`KlantAdres`.`klantadres_heeft_adressoort` IS NULL)) 
                                          ) AS relS  
                                     ON `relS`.`fld1`=`relr`.`fld2` 
                                    ) AS relS  
                               ON `relS`.`fld1`=`relr`.`fld2` 
                              ) AS relS  
                         ON `relS`.`fld1`=`relr`.`fld2`  
                         WHERE (`vsel`.`fld1`=`relr`.`fld1`)  
                           AND (`vsel`.`fld2`=`relS`.`fld2`) 
                        ) 
                ) 
            )  
      AND ((`selr`.`fld1`=`vsel`.`fld1`)  
      AND  (`selr`.`fld2`=`vsel`.`fld2`) 
          ) 
     )'); 
 
if(count($v))  
  { foreach($v as $viol) 
    { if (count($viol)==1){$vs=$viol[0];$vt=$viol[0]; 
                          } 
      else {$vs=$viol[0];$vt=$viol[1]; 
           } 
            DB_debug('Overtreding (Klant '.$vs.',AdresSoort '.$vt.') reden: \"een folderadressoort mag  
                      alleen bestaan als bij de klant ook het bijbehorende adres met die adressoort bestaat  
                      en dit adres de status geldig heeft\"<BR>',3); 
    } return false; 
  } return true; 
  } 
 
 





J.1. Creatie atributen 










































create type Klant_Folder_Adres_Soort from char(1) 













































































































J.2. Creatie tabellen 
/* Create table '[Klant]' including the primary key. */ 
 
create table dbo.[Klant] 
( Klant_Id     Klant_Id    not null  , 
  Klant_Status    Klant_Status   not null  , 
  Klant_Categorie_Id   Klant_Categorie_Id  not null  , 
  Klant_Factuur_Adres_Soort  Adres_Soort   not null  , 
  Klant_Folder_Adres_Soort  Adres_Soort   not null  , 
  Datum_Laatste_Mutatie  Datum_Laatste_Mutatie null       
constraint [Klant_pk] primary key clustered ( Klant_Id ) ) 
go 
 
/* Create table '[Klant_Adres]' including the primary key. */ 
 
create table dbo.[Klant_Adres] 
( Klant_Id     Klant_Id    not null  , 
  Adres_Soort    Adres_Soort   not null  , 
  Klant_Adres_Status   Klant_Adres_Status  not null  , 
  Klant_Naam    Klant_Naam   not null  , 
  Klant_Straat    Klant_Straat   null      , 
  Klant_Huisnummer   Klant_Huisnummer  null      , 
  Klant_Huisnummer_Toevoeging Klant_Huisnummer_Toevoeging 
           null      , 
  Klant_Postbusnummer  Klant_Postbusnummer  null      , 
  Klant_Straat_samengesteld  Klant_Straat_samengesteld null      , 
  Klant_Postcode_num   Klant_Postcode_num  null      , 
  Klant_Postcode_alf   Klant_Postcode_alf  null      , 
  Klant_Woonplaats   Klant_Woonplaats  null      , 
  Klant_PC_Woonplaats_Samengesteld      
      Klant_PC_Woonplaats_Samengesteld
           null      , 
  Datum_Laatste_Mutatie  Datum_Laatste_Mutatie null       
constraint [Klant_Adres_pk] primary key clustered ( Klant_Id, 
Adres_Soort ) ) 
go 
 
/* Create table '[Klant_Categorie]' including the primary key. */ 
 
create table dbo.[Klant_Categorie] 
( Klant_Categorie_Id   Klant_Categorie_Id  not null  , 
  Klant_Categorie_Omschrijving Klant_Categorie_Omschrijving 
           not null  , 
  Datum_Laatste_Mutatie  Datum_Laatste_Mutatie null       




constraint [Klant_Categorie_pk] primary key clustered ( 




if @cursor_from_col_id = 'Klant_Adres_Status' 
  begin 
    if @klant_adres_status = 3 
      begin 
        declare @factuur_adres varchar(1) 
        declare @folder_adres varchar(1) 
        select @factuur_adres = Klant_factuur_adres_soort,  
               @folder_adres  = Klant_folder_adres_soort 
        from Klant 
        where Klant_id = @klant_id 
        if @Adres_soort in ( @factuur_adres, @folder_adres ) 
          begin 
            print 'Adres soort komt nog voor in Klant,  
                    Adres status geldig gezet.' 
            set @klant_adres_status = 1 
          end 
      end 
  end 
 
In onderstaande template wordt parameter [type] vervangen door de 
waarde Folder of Factuur. Dit gebeurt in TSF tijdens het weefproces. 
 
if @cursor_from_col_id = 'Klant_[type]_Adres_Soort' and 
@default_mode = 1 
  begin 
    declare @status_adres_[type] int 
    select @status_adres_[type] = Klant_adres_status  
    from Klant_Adres 
    where Klant_id = @klant_id 
      and Adres_Soort = @Klant_[type]_Adres_Soort 
    if @status_adres_[type] is null 
      begin 
        print 'Adres is onbekend.' 
        set @klant_[type]_adres_soort = NULL 
      end 
    if @status_adres_[type] = 3 
      begin 
        print 'Adres is vervallen.' 
        set @klant_[type]_adres_soort = NULL 
      end 















K. Aantal woorden 
Omdat er in het afstudeerprotocol (Hofstee & Kusters, 2010) (p. 23) eisen 
worden gesteld aan het aantal woorden, hieronder de telling van het 
aantal woorden per hoofdstuk. De woorden in de bijlagen behoren niet tot 
de kerntekst en worden niet meegeteld, zie Tabel 24, hieronder. 
 







 Voor hoofdstuk 1 3.135 
1 Inleiding 1.597 
2 Het onderzoek 817 
3 Theoretisch onderzoek 6.245 
4 Empirisch onderzoek 3.326 
5 Conclusies, aanbevelingen en persoonlijke evaluatie 1.117 
   
 Totaal kerntekst 16.237 
   
 Bijlagen 8.295 
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