The quantum incrementer is one of the simplest quantum operators, which exhibits basic arithmetic operations such as addition, the propagation of carry qubits and the resetting of carry qubits. In this paper, three quantum incrementer gate circuit topologies are derived and compared based upon their total number of gates, the complexity of the circuits, the types of gates used and the number of carry or ancilla qubits implemented. The first case is a generalized n-qubit quantum incrementer gate with the notation of (n : 0). Two other quantum incrementer topologies are proposed with the notations of (n : n − 1 : RE) and (n : n − 1 : RD). A general method is derived to decompose complicated quantum circuits into simpler quantum circuits which are easier to manage and physically implement. Due to the cancelation of intermediate unitary gates, it is shown that adding ancilla qubits slightly increases the complexity of a given circuit by the order of 3n, which pales in comparison to the complexity of the original circuit of the order n 2 without reduction. Finally, a simple application of the generalized n-qubit quantum incrementer gate is introduced, which is related to quantum walks.
Introduction
Quantum logic synthesis [1] [2] [3] [4] [5] [6] [7] [8] [9] [10] [11] [12] has been independently observed and studied in various aspects for many years. Remarkably, an essential question left to be answered is how to construct and generalize a single quantum gate to act as a basic element X. Li et al. unit for logic synthesis. There are many well known efficient basic quantum gates for generic quantum computation, such as the Hadamard gate, 13 Fredkin gate 14 and Toffoli gate, 15 etc. The quantum incrementer is one of the simplest quantum operators, which exhibits basic arithmetic operations such as addition, the propagation of carry qubits, and the resetting of carry qubits. Further investigation of the class of quantum incrementer gates can lead to much more efficient and reliable implementation of this type of basic quantum gate. Several advantages are gained by using such a type of quantum gate. 11 One enticing feature is the use of less qubits. Since the ancilla qubits could be reused at the end of a quantum circuit (see the special case of (n : n − 1 : RE)), the quantum incrementer gate's output qubits reside in a pure state. 16 Furthermore, the reduction of unnecessary qubits to accomplish the same task could allocate more storage space for future quantum computers. Recently, Sakthikumaran et al. 17 pointed out that if a novel incrementer circuit was added to the classical Carry Select Adder (CSA) circuits, it could profoundly improve the speed of signal transmission and require less power. Similarly, as early as 1976 18 and 1979, 19 researchers have proposed the concept of an incrementer circuit, which has been successfully applied to the program counter circuit. Using this as an inspiration, the quantum incrementer gate offers the advantage of reducing propagation delay characteristics in quantum logic synthesis.
The implementation of the quantum incrementer gate has wide-ranging potential applications in quantum circuit synthesis, 16, 20 quantum algorithm implementation, 21, 22 realization of entangling quantum-logic gate, 23, 24 and geometric quantum computation, [25] [26] [27] etc. It is well known that quantum entanglement is a key resource in quantum mechanics. 28 Quantum entanglement is an essential property for the implementation of a quantum computer. 29 Moreover, entanglement shows up as a necessary aspect in some basic quantum logic gates. Both quantum gate operation and the entangled state share a close relation: on one hand, a quantum gate can generate or increase entanglement, 23, 24, 30 while on the other, the entangled state can be used to construct a quantum gate operation. 31 In Sec. 3, we briefly discuss the ability of our generalized quantum incrementer gate (n : 0) to generate quantum entanglement. Furthermore, the physical implementation of our generalized quantum incrementer gate (n : 0) could benefit from studying its quantum geometrical phase. In this respect, geometric quantum computation, 26,27,32 a scheme that is widely employed in fault-tolerant quantum gates by implementing geometric phase shifts, could serve as an indispensable tool for investigating the geometric properties of our class of quantum incrementer gates. In this paper, the quantum incrementer gate is used in one simple example related to a "discrete-time" quantum walk.
The paper is structured as follows. In Sec. 2, we describe the mathematical formalism for basic quantum circuit and logic synthesis. The basic definitions of ancilla qubits and complexity analysis are presented. Section 3 provides the main result of our work, which includes three types of quantum incrementer gates: the generalized quantum incrementer (n : 0) and numerical calculations for the two distinct topologies of this quantum incrementer which we refer to as (n : n− 1 : RE) and (n : n − 1 : RD). Especially, some analysis for quantum incrementer gate (n : 0) with its matrix forms are listed. Meanwhile, we also give out a short insight about the quantum incrementer gates' entangling properties. Furthermore, we analyze and compare this class of quantum incrementer gates. In Sec. 4, we present a simple application of this quantum incrementer gate for quantum walk. Finally, Sec. 5 contains our conclusions.
Preliminaries
The fundamental logic element in quantum theory is the qubit. 6 The qubit can be in a quantum state of |0 , |1 or a complex linear superposition of the two orthonormal computational basis states: α|0 + β|1 , where |α| 2 + |β| 2 = 1 . Qubits can be prepared in superposition states allowing for massively parallel quantum information processing and quantum logic synthesis.
Quantum logic gate
A quantum logic gate is a logic unit which performs a fixed unitary operation upon some subset of qubits in a finite amount of time. The most common quantum gates are the NOT gate, the Hadamard gate, the CNOT gate and the Toffoli gate 1 (see Fig. 1 ).
In certain scenarios, it is more convenient to express the quantum logic gates in terms of their matrix forms. Here we list some general quantum logic gates' matrix forms (see Table 1 ). We also present the matrix form of our generalized quantum incrementer gate (n : 0) in order to better describe its entangled properties, which is very important for quantum computation and quantum information. 
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Ancilla qubits
Ancilla qubits 11 are initialized to |0 at the beginning and are usually reset to |0 at the end of a quantum circuit, so that the output qubits are not affected and the ancilla qubits could be reused for some special purposes. When synthesizing the quantum circuits, we always use ancilla qubits to reduce the complexity and the depth of the circuits. There exists a wide variety of applications for ancilla qubits [8] [9] [10] in the literature.
Quantum circuits and complexity analysis
A quantum circuit 16 is a sequence of quantum logic gates ordered into layers based on the evolution of time. The gates are consecutively applied in accordance with the order of the layers. Gates in one layer can be applied in parallel. Each layer represents a finite state of the entire system. The depth of a quantum circuit is the number of layers and the size is the amount of quantum logic gates. Since unitary evolution of a quantum logic gate is reversible, reversibility is a basic property of quantum circuits. A circuit can solve problems of a finite size, so we define families of circuits consisting of one circuit for each input size. Complexity theory is concerned with the inherent cost of computation in terms of memory usage, some designated elementary operations, or the circuit's size. A good example is the quantum Fourier transform (QFT) defined by the computational basis as below:
A general unitary evolution of an n-qubit QFT circuit can be constructed with one or two qubits operated upon by different quantum gates. Furthermore, the QFT can also be implemented with three qubits or four qubits with the Hadamard gates (the circuit in this case is depicted in Fig. 2 ). The general case of n-qubits requires a trivial extension of the aforementioned QFT circuit following the same sequence of Hadamard gates and B gates. The QFT circuit operating on n-qubits contains n Hadamard gates and n(n − 1)/2 phase shift B gates; in total n(n + 1)/2 elementary gates. The evolution process shows us the original analysis of complexity. In essence, complexity requires a uniform and polynomial-size circuit family (O(n d ) for some constant d). 33 The highest degree of the polynomial is the complexity of this circuit. Thus, the complexity of the QFT is O(n 2 ).
A Family of Generalized n-Qubit Quantum Incrementer Gates
Once we construct an elementary family of quantum incrementer gates, they will become the general elements used in quantum circuits which also perform the same functionality. Recall that the Toffoli gate and the CNOT gate are both basic elements for quantum computation. However, their combination also performs a universal function known as the quantum adder (shown in Fig. 3 ). As a result, the quantum adder is also treated as a basic element in quantum computation. Similarly, the quantum incrementer is a class of generalized CNOT gates which can operate on n qubits producing cyclic permutation in the 2 n bit-string states, 20 shown in Fig. 4 . 
Basic case of quantum incrementer gate (n : 0)
The function of the quantum incrementer is to add one to the current value (or state) of the input register and send the result (e.g., next state) to the output register. In Fig. 4 , the solid black circle of the incrementer gate as the control qubit indicates that when it is 1, the value of the target qubit will be reversed. Conversely, the hollow circle of the decrementer gate as the control qubit means that when it is 0, the target qubit will be reversed. As a simple example, a three-qubit incrementer gate without any carry (e.g., ancilla) qubits is shown in Fig. 5 . We represent the current state of the threequbit register by: A 2 A 1 A 0 and its corresponding next state by:
The current state is the three-qubit number located at the input register before incrementation occurs and the next state is the resulting number located at the output register after incrementation is performed. The dashed vertical lines show there are three stages involved in the process. The logical function expressions are obtained easily as the following:
Here, "+", "*" and "/" represent Boolean logic XOR, AND and NOT gates, respectively. Let A 2 A 1 A 0 = 011 be the current state residing in the input register. The various gate operations performed on this current state value are as follows:
The result A 2 + A 1 + A 0 + = 100 is the next state which resides in the output register.
This example provides a concise description of the basic operation of the quantum incrementer operator. The generalized n-qubit quantum incrementer gate is the basic case in the incrementer gate family. We use the notation (n : 0) to represent it, where n ≥ 3, n ∈ N + . As for the n-qubit case, if the input state is |x n (binary value), then by virtue of the (n : 0) gate's operation, the output should be (|x n + 1 ) (binary value). According to this, suppose that the (n : 0) quantum incrementer gate's matrix A Class of Efficient Quantum Incrementer Gates 
form is A. Then, we can derive the linear equations and result as listed below:
The matrix A is the mathematical expression of the generalized (n : 0) quantum incrementer gate. It is known that |0 is the Ket vector (1 0) T , |1 is the Ket vector (0 1)
T . Thus, for n-qubit input, the initial state is a Ket vector with the size of 2 n * 1 by n times tensor product. Sequentially, the size of matrix A is 2 n * 2 n . Since the size of this generalized (n : 0) quantum incrementer gate's matrix is huge, we shall instead focus on a simple example with finite matrix size, such as threequbits, which could be extended to the n-qubit case without loss of generality. For the three-qubit quantum incrementer gate (3 : 0), its quantum truth table is shown in Table 2 . Its corresponding matrix is A 8 * 8 as shown below. From Eq. (4) and Table 2 , we can easily verify that A 8 * 8 is correct. 
Furthermore, it is important to discuss the entangled properties of quantum logic gates, which has been an area of intense research activity in the past decades. 23, 24 It is known that some quantum logic gates can produce entanglement and vice versa. As a canonical example, if the CNOT gate operates on an initial state of (|0 + |1 )|0 / √ 2, then we result with the maximally entangled state of the two qubits. In contrast, if we operate on an initial state |0 |0 , then after the CNOT gate's operation the output state remains a separable state. Thus, quantum logic gates can produce entanglement, however, it greatly depends upon the choice of the initial state. Similarly, the quantum incrementer gate (n : 0) can generate entanglement. Since it operates on different initial states, it will produce various results. Taking the three-qubit quantum incrementer gate (3 : 0) as a simple example, let it operate on the initial states |0 |0 |1 and |0 (|1 + |0 )|1 / √ 2 separately. Then, we result with the output states |0 |1 |0 and (|10 + |01 )|0 / √ 2. Whereas the first state is still separable, the second state is partially entangled. From this simple three-qubit example, it is evident that the generalized quantum incrementer gate (n : 0) is capable of generating quantum entangled states.
In addition to the general n-qubit quantum incrementer operator (n : 0), the operator's topologies are also derived. Two special cases of quantum incrementer gates of (n : n − 1 : RE) and (n : n − 1 : RD) with full ancilla qubits are discussed in the next section. Meanwhile, the notation (N : M : RE/RD) is used in this paper to distinguish the various topologies of quantum incrementer circuits following the format:
(N-number of qubits: M-number of carry qubits: Reset carry qubits En/Disabled)
The first topology of the quantum incrementer gate
(n : n − 1 : RE)
As shown in Fig. 4 , the generalized n-qubit quantum incrementer gate contains n different gates: T (n), T (n − 1), . . . , T (3), Toffoli gate, CNOT gate and NOT gate without performing any circuit reduction. Even though the (n : 0) quantum incrementer consists of fewer quantum gates, the complexity of the gates used are very high. An interesting approach would be to reduce these complex gates into their simpler constituent elementary gates, such as the CNOT gate, the Toffoli gate and the Hadamard gate. The (n : n − 1 : RE) circuit is an n-qubit quantum incrementer gate with n − 1 carry (e.g. ancilla) qubits which are reset upon reaching the next state in the output register. Figure 4 shows us the generalized n-qubit quantum incrementer gate (n : 0). Now we shall focus on how to reduce this generalized n-qubit quantum incrementer gate (n : 0) into one of its topologies called the (n : n − 1 : RE), which features full ancilla qubits and full reset qubits. The so-called "full ancilla qubits" means that we add one qubit between every two control qubits. We use the following three principles to support the circuit's reduction from (n : 0) to (n : n − 1 : RE).
• Principle 1: the truth-table technology. As a basic mathematical tool, truth-table is used in logic, particularly for Boolean functions and binary logic. • Principle 2: Unitary operator decomposition and reduction. Unitary transformations satisfy the condition:
• Principle 3: "Mimicking effect".
A simple example is shown in Fig. 6 . We can prove the "mimicking effect" for two equivalent circuits by their truth-table (see Tables 3 and 4 ). It is evident that Tables 3 and 4 are equivalent. Based on this example, the complex circuits can be decomposed into simpler circuits. By deleting certain auxiliary qubits, the "mimicking effect" can be used for the circuit's reduction. In order to get the optimized (n : n− 1 : RE) circuit, we can decompose the original complex circuit by using the "mimicking effect". Figure 7 shows the circuit of decomposed generalized A Class of Efficient Quantum Incrementer Gates Fig. 6 . "Mimicking effect" for two equivalent circuits. n-qubit quantum incrementer gate with full ancilla qubits and full reset qubits in terms of Toffoli, CNOT and NOT gates. There are n stages in total, where stage n to 1 correspond to T (n), T (n − 1), . . . , T (3), Toffoli gate, CNOT gate and NOT gate of the original circuit (refer to Fig. 4 ). In this circuit topology, there are n − 1 ancilla qubits for n-qubits in the quantum register. By using (n − 1) ancilla qubits, the simple computation of the gate's number is n 2 . So the complexity of the circuit is of the order n 2 , while it contains three types of simpler and elementary quantum gates: the Toffoli gate, the CNOT gate and the NOT gate.
This particular circuit topology (n : n − 1 : RE) requires that the carry bit C i (i = 0, 1, n − 2) be reset upon its final state. Since the last operation is to determine the most-significant bit, A n−1 , we can now undo the carry propagations that led up to determining the next state of A n−1 and thus reset the carry bits by performing reverse (e.g., unitary) operations with each corresponding gate. This is possible because all of these quantum gates are unitary in nature. Thus, after having determined the most-significant qubit value which is sent to the output register, we reset the carry propagations by proceeding in reverse order and mirrorimaging each previous gate. This is the so-called "reset qubit enabled" option in this (n : n − 1 : RE) topology. Because of the gates' unitary property (according to Principle 2), it is possible to annihilate the adjacent (e.g., nearest-neighbor) X. Li et al. Fig. 7 . Generalization of n-qubit quantum incrementer gate of topology (n : n − 1 : RE).
mirror-image unitary gates:
(6) Figure 7 shows the (n : n−1 : RE) circuit with the specific adjacent unitary gates (two reverse CNOT gates and T (n) gates are highlighted with black gridlines) to be annihilated. This reduced circuit (shown in Fig. 8 ) exhibits fewer gates and results in a simpler and possibly faster circuit. Due to the annihilation of the adjacent mirrorimage unitary gates, between every two stages there are 2(n − 2) gates reduced. Summing up all reduced gates is 2[(n − 2) + (n − 3) + · · · + 1] = n 2 − 3n + 2. The total amount of gates in Fig. 8 is 3n − 2. It is evident that using ancilla qubits increases the complexity of the initial circuit shown in Fig. 4 by an order of n. However, the increase in complexity by using carry qubits is not too costly. Recall that the generalized n-qubit quantum incrementer gate needs n different gates to be synthesized, whereas the (n : n − 1 : RE) circuit topology only requires three universal gates. Furthermore, by simple reduction of the circuit in Fig. 7 , we can achieve a complexity for the reduced circuit to O(n) instead of O(n 2 ) . This general Fig. 8 . Circuit layout for the (n : n − 1 : RE) after annihilation of n − 2 specified sets of "mirror-imaged" unitary gates.
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A Class of Efficient Quantum Incrementer Gates Fig. 9 . Circuit layout for the (n : n − 1 : RD) when the carry qubits are not reset after incrementation.
method is derived to decompose complicated circuits into simpler circuits which are easier to manage and physically implement.
3.3.
The other topology of the quantum incrementer gate (n : n − 1 : RD)
Finally, the (n : n − 1 : RD) circuit is an n-qubit quantum incrementer gate with n − 1 carry bits which are not required to be reset upon reaching the final state. The circuit layout for (n : n − 1 : RD) after annihilation also outlines a few implicit cancellations of Toffoli gates and CNOT gates. Recall that there are n − 1 ancilla qubits as we proceed towards determining the most-significant bit, A n−1 . As we reset the carry qubits by proceeding backwards, we pass another n − 1 ancilla qubits. If for some reason, we do not care about the carry qubit, then we do not have to reset these ancilla qubits. At the end of every carry propagation process of the ancilla qubit C i , the reset enabled gate is Toffoli gate of CNOT gate, just as the gate in every dash box in Fig. 8 . However, now we can delete (n − 1) gates in total since we will not reset the carry qubits for the case of (n : n − 1 : RD). As a result, the amount of the gates used in the synthesis of the (n : n − 1 : RD) circuit is 2n − 1, shown in Fig. 9 . Similar to the case of (n : n − 1 : RE), there are three basic gates: the Toffoli gate, the CNOT gate and the NOT gate.
Analysis and discussion
We introduced three different topologies for the quantum incrementer gate. Table 5 shows that the generalized quantum incrementer circuit (n : 0) and its two special case of (n : n − 1 : RE) and (n : n − 1 : RD) differ in the number of carry qubits, the number of gates, the types of gates, and their complexity. "NA" indicates infinite complexity, because T (n) complexity tends to infinity. Due to the cancellation of intermediate unitary gates, it is shown that adding ancilla qubits slightly increases the complexity of a given circuit by the order of 3n, which pales in comparison 
to the complexity of the original generalized n-qubit quantum incrementer circuit (n : 0) of the order n 2 without any circuit reduction. The optimized circuit type is (n : n − 1 : RD) which uses the fewest amount of gates, although it features the same complexity as the reduced circuit (n : n − 1 : RE).
Application of the Generalized n-Qubit Quantum Incrementer
Gate (n : 0) for Quantum Walk
In this section, we briefly introduce a potential application for the generalized case of quantum incrementer gate (n : 0) based on the quantum walks. These circuits are not optimized and serve only to provide an insight into quantum parallel computation circuits. Quantum walks are the analog of classical random walks with the caveat that the quantum walker can be in a superposition of positions. This superposition property of quantum mechanics can provide polynomial speed up, for quantum algorithms compared to classical algorithms. Whereas a classical random walk simulates the random movement of a particle around a graph, the principle of the quantum walker's current state is described by a probability distribution over a superposition of positions. As shown in Fig. 10 , it is evident that in the classical random walks, the walker can reach state "5" or "6" by taking path "2" or "3" with equal probabilities. A quantum walk in discrete-time is specified by a coin and shifting operator, which are applied repeatedly and are described by a unitary operator U = SC. The operation of S and C can be illustrated as follows, 34 in which a coin operator can result in |L or |R , and |P is a position register.
A coin operator C: |L → |L + i|R or |R → i|L + |R . A shifting operator S: |L |P → |L |P − 1 or |R |P → |R |P + 1 . These are both unitary operations, and hence their linear combination is also unitary. The generalized quantum incrementer gate consists of generalized CNOT gates. For the basic case of n-qubit, the number of distinct elementary gates required is limited to O(n). As mentioned in the previous section, the generalized n-qubit quantum incrementer gate (n : 0) could produce cyclic permutations depending on the specific implementation used. The same principle holds for the decrement circuit shown in Fig. 4 . Although the complexity of n generalized CNOT gates is not low, their use can ensure that the gates required to perform a quantum walk grows logarithmically with the size of the state space. The shifting operator can be represented as S = (Incr. ⊗ |1 + Decr. ⊗ |0 ). The coin operator can be implemented by a single Hadamard gate acting on the ancilla qubit, where one ancilla qubit represents two subnodes in the quantum walk. Correspondingly, each state in the shifting operation is mapped to an adjacent state of the nodes. Figure 11 shows a simple example for a 16-node cycle in which a quantum walk is implemented by the use of "increment" and "decrement" circuits. In this cycle each node has two adjacent edges, and hence two subnodes. For a cycle of order 2 n = 16, it requires 4 qubits to encode the 16 nodes, and an additional qubit to encode the 2 subnodes. For the generalized n-qubit case, implementation of a quantum walk along a cycle of size 2 n requires n + 1 qubits in total. Thus, the complexity of this synthesis is limited to O(n). Also, there exists more complex scenarios that can be efficiently implemented such as composites of highly symmetric graphs. 21, 35 These studies have investigated the computational complexity of such searches using quantum walks which resulted in a quadratic speedup over classical search algorithms. These circuits are not optimal, however they give a good insight of quantum parallel computation circuits.
Conclusions
In summary, this paper investigated a class of n-qubit quantum incrementer gates. The generalized n-qubit case with the notation of (n : 0) was first derived. Then, the two topological cases of (n : n − 1 : RE) and (n : n − 1 : RD) with full ancilla qubits were analyzed. The three main quantum incrementer gates were compared based upon the number of quantum gates, the number of carry qubits and the types of gates implemented. Afterwards, a general method was derived to decompose complicated circuits into simpler circuits which are easier to manage and physically implement. Any one of these three quantum incrementer circuit topologies ((n : 0), (n : n − 1 : RE), (n : n − 1 : RD)) can be used for circuit synthesis depending on the particular design purpose. Implementing certain quantum algorithms, such as Shor's algorithm, with quantum circuits involves many complex operations such as addition and modular exponentiation. The variety and complexity of the quantum gates involved can be daunting. The quantum incrementer gate is the simplest nontrivial quantum circuit which exhibits basic arithmetic operations such as addition, carry propagation and the reset of carry, or auxiliary, qubits. These operations are ubiquitous in quantum computing; thus, an investigation of this simplest case, the quantum incrementer gate, offers fundamental insight which can be used to build more complicated circuits. Here, we briefly introduced the quantum walk as a simple application of the basic generalized n-qubit quantum incrementer gate (n : 0). Further studies of the use of the two special cases of (n : n − 1 : RE) and (n : n − 1 : RD) are left as future work. How to map the ancilla qubits to the quantum walk's node or subnode is still an open question. Our research into quantum incrementer gates has provided a glimpse of their potential applications to quantum circuit synthesis and the quantum algorithm optimization process.
