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Resumen El paradigma de computación orientada a servicios resulta
de particular interés tanto para la industria cómo para la investigación
debido a sus numerosos beneficios. En particular sus propiedades de
interoperabilidad y capacidad de generar componentes altamente desaco-
plados, permite generar software mediante la composición de servicios.
Pese a ser altamente relevante detectar fallas en estos sistemas tanto cómo
para incrementar la producción, contribuir a la verificación y facilitar
el reemplazo de servicios en la composición, el área de localización de
fallas ha sido poco explorada. En este contexto se plantea un enfoque de
localización de fallas dirigido por una taxonomı́a espećıfica, que se vale del
modelo arquitectónico para aumentar la expresividad de los resultados.
El objetivo es brindar una gúıa que asista al usuario permitiendo reducir
los tiempos de localización, aumentar la precisión e incrementar el conoci-
miento acerca de los diferentes tipos de fallas que pueden suceder en estos
sistemas particulares, como lo corroboran los resultados experimentales
llevados a cabo.
1. Introducción
La posibilidad de construir sistemas complejos y distribuidos
cuya funcionalidad es descompuesta en términos de servicios, donde
algunos de ellos son desarrollados completamente y otros ya existentes
son reutilizados, hacen que las arquitecturas orientadas a servicios
(SOA) sean una atractiva propuesta. De esta manera, las aplicaciones
basadas en SOA son desarrolladas a través del descubrimiento y la
composición de servicios, lo que hace a este estilo arquitectónico
diferente de los convencionales, centrándose en las capacidades de
coordinar eficientemente la interacción entre componentes (servicios)
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dentro de ambientes inestables y de continua evolución [11]. Dichas
capacidades hacen que los sistemas sean capaces de descubrir y
componer servicios por śı mismos en tiempo de ejecución, haciendo
necesario localizar servicios alternativos y reemplazar los existentes
en caso de que fallen para satisfacer los requerimientos funcionales
previstos.
Nuevas dificultades se presentan en este contexto distribuido pu-
diendo provocar comportamientos anormales, desv́ıandose el sistema
desde sus estados correctos. Esta desviación es conocida como error
(el comportamiento anormal observado), y la causa o ráız que se
le adjudica a ese error se conoce como falla [3]. Entre las propie-
dades de un sistema basado en SOA, la localización de fallas es de
vital importancia para garantizar su correcto funcionamiento, ya
que resulta el punto de partida para el reemplazo de servicios y las
caracteŕısticas de auto-recuperación que contribuyen a la tolerancia
a fallas como atributo de calidad [20,4]. Sin embargo, satisfacer éste
atributo no es sencillo, debido a los diversos factores en juego. Por
ejemplo, la reutilización de servicios cuya implementación no siempre
se encuentra accesible, producto de la terciarización, prima en el
paradigma. Además, pueden involucrarse múltiples invocaciones, re-
quiriendo interacciones complejas entre clientes y proveedores, debido
a la naturaleza heterogénea de los componentes.
Pese a ser una caracteŕıstica estratégica, la localización de fallas en
SOA es un área poco explorada y los enfoques existentes tienen como
caracteŕıstica principal su estrecha relación con la implementación
del sistema, forzando al desarrollador a focalizar el análisis en las
porciones de código fuente [5,19]. De esta manera, se incrementa el
riesgo de perder la visión global del sistema y del problema a resolver.
Estos aspectos se contradicen con el desarrollo orientado a servicios,
ya que se centra en el descubrimiento y la composición de componentes
en vez de la codificación de funcionalidad. Desde esta perspectiva,
la mayoŕıa de las propuestas de localización de fallas dejan de ser
efectivas. Otro inconveniente se desprende del desconocimiento acerca
de las fallas, convirtiendo las mismas ventajas de SOA en desventajas
por las numerosas fallas que existen de diferentes naturalezas.
Es un hecho que existe una relación entre la complejidad de un
sistema y las fallas que pueden ocurrir [8]. Como antes se mencionó,
la terciarización de servicios provoca que a menudo la implementación
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no se encuentre disponible, por ello resulta de especial importancia
prestar atención a la información sobre la ejecución del sistema. Una
clave importante en el éxito del tratamiento de fallas en tiempo de
ejecución es conocer, en principio, cuáles son los errores a buscar
[13,20]. Es decir, si el sistema posee la habilidad de distinguir entre
los diferentes tipos de errores, se puede conocer las fallas en la que
puede derivar, adicionar información relevante sobre las consecuencias,
e incluso posibilidades de recuperación. En este sentido, el amplio
espectro de errores que pueden surgir puede ser abordado desde
una perspectiva taxonómica [6,16]. La información que brinda una
clasificación sistemática de las posibles fallas que pueden ocurrir
en SOA es valiosa ya que permite identificar aquellas que pueden
ser excluidas cuando un error se produce. De esta manera, dado un
error que se manifiesta en tiempo de ejecución, se puede utilizar la
taxonomı́a para excluir aquellas partes del sistema irrelevantes para
el error y circunscribir el análisis en las porciones del sistema que
potencialmente contengan la falla que lo originó.
En este contexto, se presenta un enfoque que asiste al desarrollador
en la localización de fallas en aplicaciones orientadas a servicios, con
foco principal en el uso de la información provista por una taxonomı́a
de fallas espećıfica de SOA y las trazas de ejecución del sistema. En
este tipo de sistemas la comunicación de las posibles causas de un
error requiere de un mayor nivel de abstracción que el código fuente.
Para esto, el enfoque propuesto utiliza un modelo de la arquitectura
orientada a servicios y su instanciación en el sistema bajo análisis para
proveer un contexto adecuado en tiempo de ejecución que contribuye
a un mejor entendimiento de las razones y posibles consecuencias de
las fallas existentes en dicho sistema.
El presente art́ıculo se organiza como sigue: en la Sección 2 se
presenta el enfoque propuesto, explicando la heuŕıstica de localización
de fallas mediante un ejemplo. Luego, se explica cómo el enfoque fue
evaluado con una serie de experimentos. La Sección 4 muestra los
trabajos relacionados con la localización de fallas en SOA. Finalmente,
se presenta una Conclusión acerca del enfoque.
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2. Localización de fallas dirigida por taxonomı́a
El enfoque propuesto está centrado en el uso de la taxonomı́a de
fallas SOA, que captura los posibles errores que podŕıan manifestarse y
clasifica las fallas. La importancia del uso de una taxonomı́a yace en la
organización consistente acerca de las fallas, formalizando y unificando
este conocimiento mediante una organización sistemática. Si este
conocimiento es combinado con la información de la comunicación
entre servicios, los datos y el contexto ocurrido en tiempo de ejecución,
es posible detectar las fallas ocurridas dentro de dicho contexto. Aśı,
las trazas de ejecución se explotan para detectar las fallas que han
ocurrido en función de la información aportada por la taxonomı́a.
La Figura 1 muestra un esquema conceptual del enfoque. El co-
razón de éste, la taxonomı́a de fallas SOA, es incluida por defecto
como un artefacto del asistente para evitar que el usuario deba cons-
truirla. Se aprecian los dos roles de importancia para el asistente,
el arquitecto y el desarrollador. Del primero se requiere de su cono-
cimiento para elaborar el modelo arquitectónico. Éste consta de la
especificación de n escenarios arquitectónicamente relevantes, siendo
n establecido bajo el criterio y responsabilidad del arquitecto. Sin
embargo, la cantidad de escenarios debieran ser los necesarios para
describir el comportamiento y funcionalidad del sistema. Inmersos
en un proceso de desarrollo centrado en arquitectura, el modelado
de escenarios mediantela notación de Use Case Maps [7] proporciona
una visión integrada y abstracta del sistema, señalando las tareas
que se realizan dentro de su propio contexto. Por lo tanto, la simpli-
cidad de la notación y su alto nivel de expresividad, proporcionan un
nivel de entendimiento mayor del sistema [1]. A continuación, quien
desempeña el rol del desarrollador localiza las fallas en la aplicación
de forma asistida. En función de los dos roles protagonistas se puede
dividir el proceso de localización de fallas asistida en dos etapas
denominadas fase de configuración y fase de ejecución. En la primera
se establecen los artefactos que serán utilizados por el algoritmo,
mientras que en la segunda fase, el desarrollador ejercita los esce-
narios generando trazas de ejecución, e interactúa con el asistente
hasta localizar la falla. Todos los escenarios documentados pueden
ser analizados, o bien sólo aquellos que el desarrollador seleccione en
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función de su experiencia, circunscribiendo el espacio de búsqueda.
Los errores arrojados durante el ejercicio de cada escenario son re-
saltados dentro de la traza y en función del contexto arquitectónico
provisto se señala la falla. Dicho contexto resulta estratégico para el
enfoque, ya que provee una perspectiva más abstracta, y supone una
mejora en la comprensión acerca de las fallas que ocurrieron en el
sistema y su impacto sobre la totalidad del sistema. El objetivo de la
propuesta es acortar la brecha existente entre la información sobre la
falla (causas, consecuencias, y errores), el modelo mental que se posee
de la totalidad del sistema y la correspondiente implementación, ya





Ejercicio de los casos de uso
Leyenda
Flujo en fase de 
ejecución
Flujo en fase de 
configuración
trazas de ejecución
Asistente de Localización de Fallas
Entorno de Desarrollo
Vista de la 
taxonomía
Correspondencia 





Figura 1: Modelo conceptual del enfoque.
2.1. Asistente de Localización de fallas
La taxonomı́a de fallas SOA considera fallas f́ısicas, de desarrollo
e interacción que pueden causar una gran variedad de errores obser-
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vables en la ejecución normal de un sistema orientado a servicios.
Recorriendo de las hojas hacia el tronco de la taxonomı́a se acumula
a la información pertinente a la falla que ha ocurrido, junto con los
efectos y posibles causas. Esta visión inversa de hojas hacia el tronco,
surge debido a que la taxonomı́a puede traspolarse a un diagrama
causa-efecto de Ishikawa [15] como se muestra en la Figura 2. De esta
manera, un error o excepción en la hoja se interpreta como causa
de los nodos intermedios en la taxonomı́a. Aśı mismo, cada nodo
intermedio puede llegar a ser causa del siguiente nodo intermedio, y
aśı sucesivamente hasta llegar a la ráız de la taxonomı́a. Luego, cada
uno de los pares causa-efecto pueden ser traducidos en términos de
reglas. Al ocurrir una determinada excepción en el sistema, se la con-
sidera como un hecho o causante de la falla. Estos hechos se pueden
diferenciar dentro de la taxonomı́a, y mediante la aplicación sucesiva
de reglas, se puede arribar a nuevas conclusiones y localizar la falla.
El siguiente paso en el proceso de localización es el de expresar los
resultados al usuario, de manera clara y precisa. En este punto el
enfoque utiliza los beneficios de la documentación arquitectónica.
El modelo conceptual de SOA esta basado en un estilo arqui-
tectónico que define un modelo de interacción entre tres partes prin-
cipales: el Proveedor del servicio, el Consumidor y el Registro. El
meta-modelo que describe estas relaciones [2] puede traducirse de la
misma manera con la notación propuesta, es decir, estableciendo los
elementos arquitectónicos de SOA como los componentes involucra-
dos en un conjunto de escenarios t́ıpicos descritos mediante UCM,
presentes en la mayoŕıa de las arquitecturas orientadas a servicios.
Dichos escenarios seŕıan los de búsqueda de servicios, publicación
de servicios e invocación (ver Apéndice A). Por lo tanto, el arqui-
tecto debe construir la especificación arquitectónica de la aplicación
a analizar, utilizando este meta-modelo en forma de plantilla. De
esta manera, extendiendo los componentes y modificando tanto los
escenarios como el mapeo a la implementación deseada según crea
necesario construye una instancia del meta-modelo SOA sobre la cual
serán reportadas las fallas.
La asistencia al desarrollador se brinda cuando éste otorga la
información de ejecución obtenida en forma de trazas luego de ejercitar
los escenarios correspondientes. Los errores manifestados se evalúan
mediante la taxonomı́a SOA que permite conocer más información
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Figura 2: Diagrama causa-efecto de la taxonomı́a de fallas SOA.
acerca de la falla y discriminar la porción de código fuente que
contiene la falla, junto con la correspondencia de este código hacia el
elemento arquitectónico responsable. De esta manera se provee de
los resultados al desarrollador mediante la visualización a un nivel
de abstracción superior, como lo es el arquitectónico, que colabora
con el entendimiento del contexto y de la falla del sistema.
2.2. Algoritmo de Localización de fallas
El enfoque se centra principalmente en la heuŕıstica de localización
de fallas cuyo pseudocódigo se muestra en el Algoritmo 1. Éste toma
como entrada los siguientes artefactos: un conjunto de trazas de
ejecución L de la aplicación orientada a servicios sobre las que se
extraen los errores, una taxonomı́a de fallas espećıfica para SOA t
donde se ubican dichos errores, y una instanciación del meta-modelo
arquitectónico propuesto UCM que es utilizado como medio de
presentar los reportes de la localización, junto al código fuente de la
aplicación (code).
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Algoritmo 1 Algoritmo de localización de fallas
1: procedure LocateFault(L, t, UCM , code)
2: E ← collectExceptions(L)
3: for all e ∈ E do
4: taxo ubication← locate(e, t)
5: adjustProbs(e,t)
6: additionalActions(taxo ubication)
7: info← info(taxo ubication)
8: R← ∅
9: for all ucm ∈ UCM do
10: S ← locateResponsability(e, ucm)
11: R← R ∪ S
12: end for
13: for all r ∈ R do
14: line← getMapping(r, code)




El algoritmo logra relacionar diferentes niveles de abstracción
en la explicación de la falla. Por un lado, a un nivel mayor de
abstracción permite identificar la responsabilidad fallida dentro de
la arquitectura SOA dada. Además, dado que existe una relación
de correspondencia entre la responsabilidad y su materialización en
el código fuente, permite al desarrollador localizar en la aplicación
la clase y/o método que provoca la falla. Adicionalmente, gracias a
la información proporcionada por la taxonomı́a de fallas, se puede
dar al desarrollador un nuevo conocimiento acerca de la falla que
está tratando, y de sus posibles causas y consecuencias, asistiendo a
su conocimiento.
Con el objeto de clarificar el algoritmo, se expone un ejemplo
pequeño. Se supone que existe una aplicación de gestión de jugadores
de fútbol basada en SOA. El sistema posee una falla cŕıtica, no
permitiendo recuperar la información respectiva a un determinado
jugador de fútbol.
Se tiene la especificación arquitectónica (ver Apéndice B), notan-
do que puede estar documentada previamente a la detección del error.
Si no existiese dicha especificación arquitectónica, es condición nece-
saria construir una para asistir en la localización de fallas mediante el
presente enfoque. Aqúı el rol del arquitecto se hace presente, ya que
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es él quien posee el conocimiento suficiente para realizar esta tarea.
Sin embargo, se provee el meta-modelo antes descrito que puede ser
utilizado como plantilla o punto de partida para facilitar y reducir
el esfuerzo de esta tarea.Una vez que se tiene una instanciación del
modelo arquitectónico, su correspondiente mapeo a la implementa-
ción, y también la taxonomı́a de fallas SOA (dada por defecto), la
denominada fase de configuración se encuentra completa.
Ahora el rol que cumple relevancia es el del desarrollador, cuya
tarea es localizar la falla y en medida de lo posible, subsanarla. Para
ello inicia la fase de ejecución del enfoque. Esta fase consiste en
primer medida en ejercitar los correspondientes escenarios donde el
error se manifiesta. Para el ejemplo, el escenario seŕıa “Búsqueda de
un jugador de fútbol”, que debido a la información provista por el
arquitecto, posee su correspondiente UCM. Luego de cada ejecución,
mediante la instrumentación del código en tiempo de ejecución, se
obtiene una traza de ejecución que representa los flujos ejecutados.
A continuación, el enfoque se encarga de ejecutar los algoritmos co-
rrespondientes para asistir al desarrollador en la localización de fallas.
El asistente primero recolectará las excepciones de las trazas, en el
ejemplo la excepción es ”java.net.ConnectException”. Esta excepción
es ubicada dentro de la taxonomı́a de fallas, y entonces ah́ı se obtiene
ya una categoŕıa e información acerca de la posible causa del error
que se manifestó. Esto, junto a la información arquitectónica provista,
permite localizar en qué sección del sistema de gestión de jugadores
de fútbol sucedió la falla. Notar que dicha información es provista en
un alto nivel de abstracción. Para el ejemplo, el desarrollador luego de
ejecutar el asistente, tendrá la información acerca de la localización
de la falla a nivel arquitectónico e información sobre la naturaleza del
error, que en este caso seŕıa: “falla de búsqueda del servicio: conexión
rechazada - asegúrese que el servidor se encuentra activo”. En otras
palabras, la taxonomı́a permite descubrir que hubo un error en la
búsqueda del servidor, y la arquitectura nos informa del componente
espećıfico, el flujo y la responsabilidad, que son responsables de llevar
a cabo esta tarea.
Una vez que el desarrollador posee esta información, logra des-
cubrir cuál es la causa real de la manifestación de ese error en la
aplicación: el servidor no estaba corriendo en ese momento. Es aśı co-
mo en el enfoque asiste al usuario, eliminando una serie de opciones y
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posibles fallas gracias a la taxonomı́a, y focalizando en una categoŕıa.
Esta categoŕıa en conjunción a la información arquitectónica, permite
guiar al desarrollador en una reducción del espacio de búsqueda
necesario para localizar la falla.
En el ejemplo, si el desarrollador no contara con la gúıa del
enfoque, debeŕıa analizar todas las posibles causas por la cual ha
sido rechazada la conexión con el servidor, (como por ejemplo podŕıa
ser que la conexión no funcione, haya problemas en los protocolos, el
cliente se comporte erróneamente, etc.) e inspeccionar cada una de
ellas en el código fuente, lo que sin duda implicaŕıa mayor esfuerzo.
3. Evaluación
Para verificar si las suposiciones hechas a nivel conceptual pueden
ser realizadas en la práctica, el asistente fue evaluado a través de la
inyección de cinco fallas en un sistema orientado a servicios. Dichas
fallas provocaron un comportamiento anormal de la aplicación, y
consecuentemente los desarrolladores deb́ıan localizarlas. Las fallas
fueron seleccionadas de manera de contar con una falla representativa
por cada categoŕıa principal de la taxonomı́a.
Para los experimentos se seleccionaron seis desarrolladores de un
grupo de estudiantes avanzados de la Facultad de Ciencias Exactas
perteneciente a la UNICEN. Ellos fueron divididos en dos grupos:
sin soporte y con soporte. A cada grupo se les asignaron 5 fallas. Al
primer grupo de desarrolladores se le solicitó que localizara las fallas
utilizando el ambiente de desarrollo Eclipse1 junto con un conjunto de
documentos que describen el diseño de alto nivel del sistema, mientras
que al segundo grupo se instó además a utilizar el asistente. Este
segundo grupo también tuvo acceso a la documentación de diseño
del sistema.
Para monitorear el comportamiento de los participantes durante
la localización de fallas, se utilizó el plug-in Mylyn2, ya que éste
puede realizar el seguimiento de los métodos, clases, y atributos
a medida que son accedidos por medio de Eclipse. Al finalizar el
experimento, dicha información fue utilizada para el cómputo de las
1 http://www.eclipse.org/
2 http://www.eclipse.org/mylyn/
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siguientes métricas: LOC (Lines Of Code) y el tiempo consumido
para localizar la falla. LOC mide la cantidad de ĺıneas de código que
fueron inspeccionadas, sin considerar blancos ni comentarios, mientras
que el tiempo en minutos se utiliza cómo métrica de desempeño. En
particular, la métrica LOC se obtiene mediante el plugin Metrics3
evaluado sobre los métodos, clases y atributos detectados por Mylyn.
3.1. Resultados obtenidos
Luego de someter a la localización de fallas sobre los escenarios
bajo la estructura de evaluación antes mencionada, se obtuvieron los
resultados que muestran en la Figura 3. Para cada falla, se resalta
el comportamiento de los desarrolladores que fueron asistidos en la
localización respecto a aquellos sin asistencia.
Según la Figura (a), el asistente logra que se exploren aproxima-
damente el 30 % de las ĺıneas de código necesarias para localizar la
falla, si se compara con un enfoque de localización tradicional. Por
consiguiente, el dominio de búsqueda sobre el cual se intenta localizar
la falla se ve reducido, provocando consecuentemente una reducción
del esfuerzo necesario.
En cuanto al tiempo necesario para la localización de fallas, la
evaluación evidencia que se requiere, en promedio, menos del 50 % si el
usuario se encuentra asistido por el enfoque (ver Figura (b)). A pesar
de esta mejora en rendimiento, hay que destacar que las mediciones
expuestas anteriormente se basan sobre un supuesto relevante: los
artefactos requeridos en la fase de configuración ha sido construidos
previamente. Sin embargo, no hay que obviar el tiempo y esfuerzo
requerido para la construcción de dichos artefactos. En particular, la
taxonomı́a puede omitirse y utilizar la otorgada por defecto, pero en
cambio, el modelado de los escenarios mediante UCM no se puede
obviar. Pese a esto, no se consideró en los experimentos realizados
el tiempo que insume la fase de configuración y el mantenimiento
que puede adicionar, ya que se asume que la localización de fallas
asistida por este enfoque se encuentra inmersa en un proceso dirigido
por la arquitectura.
3 http://metrics.sourceforge.net/
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Fig. 3: Métricas evaluadas durante los experimentos
3.2. Lecciones Aprendidas y Limitaciones
Fruto de la evaluación del enfoque llevada a cabo, los siguientes
puntos resaltan como dignos de mencionar. En primer lugar cabe
destacar la generalización de los resultados. Algunos aspectos que
pueden afectar dicha generalización es le hecho de que los participantes
teńıan una determinada experiencia y conocimiento relacionados con
el lenguaje de programación y los diagramas UCM, lo cual puede
impactar en la eficiencia que posee enfoque a la hora de asistir.
Por otro lado, se encuentra la flexibilidad que posee la taxonomı́a.
En particular, se ofrece una taxonomı́a de fallas SOA predefinida
que resulta transparente al desarrollador. No obstante, se ofrece la
posibilidad de modificar dicha taxonomı́a agregando fallas propias
del dominio de la aplicación. Proveer esta caracteŕıstica conlleva a
un esfuerzo adicional que impacta en el desempeño de la asistencia.
De la misma manera que se requiere obligatoriamente de una
taxonomı́a de fallas SOA, también se necesita de los escenarios UCM
para servir a la visualización de la falla de manera amigable al usuario.
Pero la eficiencia y utilidad del enfoque vaŕıa en función del tiempo
que implica construir estos escenarios. Aún aśı, cuanto mayor es
el numero de fallas localizadas, la reutilización de los escenarios
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y el tiempo de modelado provocan que el tiempo invertido en la
instanciación del meta-modelo SOA sea amortizado.
4. Trabajos Relacionados
Desde una perspectiva histórica, se consideran las primeras técni-
cas de naturaleza puramente intuitiva. Un ejemplo es localizar los
bugs de un sistema analizando su respectivo volcado de memoria.
Otra es insertar sentencias de tipo print alrededor del código sospe-
choso, de manera que el desarrollador pueda observar el valor de las
variables y el estado actual dentro del flujo de ejecución en el que
se encuentra el programa. Ambas técnicas sufren de ineficiencia e
intratabilidad debido a la enorme cantidad de datos que deben ser
examinados, viéndose sujeta al tamaño de la aplicación.
Otras técnicas se basan en los estados de ejecución [9,21,12], es
decir un conjunto de variables y sus valores, en un punto particular
durante la ejecución del programa. Un enfoque general utilizado
este concepto, consiste en modificar los valores de algunas variables
para determinar cual de ellas es la causa de la ejecución fallida. El
problema es el coste relativamente elevado, ya que pueden existir
miles de estados en la ejecución de un programa.
Los trabajos centrados en el análisis de los contextos, proponen
un enfoque basado en la clasificación y mineŕıa de datos para predecir
los comportamientos del software, y aśı obtienen una generalización
de las fallas que permite la detección de fallas similares [17]. Otros
proponen la mineŕıa de reglas temporales con el fin de asistir al
monitoreo, la verificación, y la comprensión del sistema [18], y algunos
se centran en proveer un conjunto de métricas que permitan medir las
propiedades de un determinado contexto proporcionando las bases
para su comparación y asegurar de esta manera su calidad [14].
En este contexto, se puede decir que existe la necesidad de he-
rramientas que permitan la localización de las fallas desde un punto
mayor de abstracción, cuya representación se acerque más al mode-
lo mental que el desarrollador posee del sistema, conservando una
distancia de la implementación adhiriendo al carácter agnóstico del
paradigma.
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5. Conclusión
Las contribuciones principales realizadas por este trabajo resi-
den principalmente en el desarrollo de un enfoque de localización
de fallas dirigida por una taxonomı́a espećıfica para SOA, ya que
estos sistemas poseen muchas diferencias respecto a los sistemas
clásicos, y las diferentes fallas que pueden ocurrir logran ser cubiertas
taxonómicamente. La taxonomı́a de fallas SOA, en conjunción con
la información sobre la ejecución del sistema, permite asistir en la
localización de las fallas. Además, se provee al desarrollador y/o
arquitecto de información suficiente para realizar un análisis en un
nivel mayor de abstracción, que facilite la comunicación de la falla y
sus causas hacia todos los interesados en el sistema, permitiendo no
sólo la localización de fallas puntuales en el código sino que además
fallas en el diseño del sistema SOA, elevando el nivel de abstracción
que adhiera al carácter agnóstico de la implementación del paradigma
orientado a servicios.
Mediante el análisis de diferentes escenarios para un caso de
estudio, sujetos a pruebas experimentales, se tiene como conclusión
que el prototipo contribuye a la reducción de los esfuerzos asociados
a las actividades de localización de fallas en aplicaciones orientadas a
servicios reales, aumentando la eficacia y precisión de la localización.
De esta manera, se asiste al desarrollador en la localización de fallas
en aplicaciones orientadas a servicios, centrandose en la información
de ejecución y en la información provista por la taxonomı́a de fallas
SOA.
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A. Meta-modelo SOA
El estilo arquitectónico que define SOA describe un conjunto de
patrones y gúıas para crear soluciones que se encuentren débilmente
acopladas, servicios alineados al negocio que debido a la separación
que concierne a la descripción, la implementación y el ligue entre
servicios, proveen una flexibilidad sin precedentes.
El modelo conceptual de una Arquitectura Orientada a Servicios
esta basado en un estilo arquitectónico que define un modelo de
interacción entre tres partes principales:
El Proveedor del servicio. Es la entidad que publica una descrip-
ción del servicio y provee su implementación.
El Consumidor del servicio. La entidad que tanto puede usar
un identificador uniforme de recurso (URI) para conectar con
la descripción del servicio directamente, o bien puede buscar la
descripción del servicio en un registro de servicios (por ej. UDDI)
y luego conectarse e invocar el servicio encontrado.
Un Registro de servicios. Siendo el responsable de proveer y
mantener el registro de servicios, pese a que hoy en d́ıa el uso de
registros públicos de servicios no es muy popular.
El meta-modelo que describe a SOA [2,10] puede traducirse con la
notación propuesta, es decir, se pueden especificar los componentes
de la arquitectura SOA desde una vista tanto estructural como
comportamental, mediante Diagramas de Componentes y UCM en
las Secciones A.1 y A.2 respectivamente.
A.1. Componentes del meta-modelo
Según lo descrito anteriormente existen tres componentes princi-
pales que conforman el esqueleto SOA, los cuales pueden ser especifi-
cados en el diagrama de componentes de la Figura 4, formalizando las
interfaces requeridas como expuestas de cada uno de ellos, aśı como
la funcionalidad de las cuales son responsables.
Proveedor. El componente que representa el Proveedor del ser-
vicio es quien ofrece e implementa el servicio, eventualmente
publicándolo en un Registro. Por ello posee una interfaz requerida
por un Registro en caso de que se quiera publicar el servicio y
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Figura 4: Componentes del Meta-modelo SOA
una interfaz expuesta que tiene como objeto ofrecer el servicio
que implementa. Cuenta con las responsabilidades de publicar un
servicio (publishService), solicitar autorización (getAuthToken), y
ejecutar el servicio (excecuteService) entre otras.
Consumidor. Este componente es el encargado de hacer uso de
los servicios, consumiendo de uno o más proveedores a los cuales
accede mediante un v́ınculo directo si conoce a su proveedor y al
URI del servicio, o bien desconocidos a los cuales accede previa
búsqueda en un Registro. El consumidor posee dos interfaces
requeridas, una de ellas permite obtener los resultados de búsqueda
de servicios desde un Registro, y la otra consume el servicio
ofrecido por el proveedor una vez que se lo conoce, ya sea mediante
una conexión directa o previa búsqueda. Las responsabilidades
que involucra son: buscar (findService), solicitar la ejecución
(requestService) y reemplazar servicios (replaceService), entre
otros.
Registro. Representa la entidad encargada de mantener, indexar
y permitir recuperar diferentes servicios que previamente han
sido publicados. Por ello provee dos interfaces, una de ellas al
consumidor con el objetivo de proveer el servicio de búsqueda
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de servicios, y la otra al proveedor de servicios, permitiendo
la posibilidad de darsede alta en él. Las responsabilidades que
contiene son las de buscar un servicio (discoverService), retornar
resultados de búsqueda (returnResults), y agregar nuevos servicios
(addService).
A.2. Escenarios UCM del meta-modelo
Utilizando los componentes previamente descritos en la Subsección
A.1, y basándonos en los comportamientos básicos que poseen las
aplicaciones orientadas a servicios, podemos especificar los escenarios
funcionales a nivel arquitectónico mediante la notación de UCM,
expresando los flujos de ejecución caracteŕısticos de SOA. Cada uno
de estos comportamientos se desglosa en tres escenarios relevantes: la
publicación de un Servicio en el Registro, la búsqueda de un Servicio
en el Registro y el enlace directo entre el Consumidor y el Proveedor
donde el segundo ejecuta el servicio y el primero procesa el resultado
obtenido.
Escenario de publicación de Servicio. Este escenario describe la
situación que sucede cuando un servicio se encuentra implementado
y se decide publicarlo en un Registro para que otras aplicaciones
o Consumidores puedan conocer de su existencia, y posteriormente
hacer uso de él. Como se observa en la Figura 5, se cuentan con dos
instancias de componentes: el Proveedor del Servicio y el Registro.
A modo de ejemplo, se han instanciado con “aServiceProvider” y
“jUDDIv3” haciendo referencia a que el Registro es una implementación
de tecnoloǵıa jUDDIv3 en particular.
El flujo comienza desde el Proveedor quien solicita un token de
autorización mediante la responsabilidad getAuthToken, a la cual
responde el Registro enviando la cadena de caracteres mediante
sendAuthToken, proveyendo seguridad durante la sesión. Además el
Registro da de alta la entidad que realiza la publicación mediante
addPublisher. Seguido de esto el flujo retorna al Proveedor quien
prepara la información requerida para realizar la publicación, como el
nombre del servicio, su descripción, y el nombre del socio de negocio.
Esta información es enviada al Registro, quien la utiliza para agregar
el servicio a su base del datos y retorna el estado de publicación,
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que seŕıa un informe manifestando si el servicio publicado ya exist́ıa,
si fue publicado satisfactoriamente o cualquier otro tipo de error.
Finalmente el flujo retorna al Proveedor, quien procesa este resultado
y realiza las acciones adicionales correspondientes.
Figura 5: Escenario de Publicación de Servicio en el Meta-modelo.
Escenario de búsqueda de Servicio. Otro escenario relevante
dentro del meta-modelo de SOA es la búsqueda de un determinado
servicio en el Registro y se muestra en el diagrama UCM de la Figura
6. El flujo comienza desde el Consumidor quien inicializa la búsqueda
con los parámetros necesarios, como por ejemplo la dirección URI
donde se encuentra el Registro. De la misma manera que durante
la publicación, ahora el Consumidor es quien solicita un token de
autorización que mantenga segura la sesión. El registro env́ıa dicho
token al consumidor y este luego elabora la consulta correspondiente
que será enviada al Registro. Este procesa la consulta y recupera
aquellos servicios que coincidan con la información solicitada por
medio de la consulta. Finalmente el Registro retorna los resultados
encontrados para ser posteriormente utilizados por el Consumidor.
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Figura 6: Escenario de Búsqueda de Servicio en el Meta-modelo.
Escenario de solicitud y ejecución del servicio. En el caso
que el Consumidor conozca quién es el Proveedor del servicio que
necesita utilizar, pasa a realizar un ligue que le permita enviar la
información requerida para ejecutar el servicio dentro del Proveedor.
El Consumidor puede conocer de ante mano donde se encuentra
el Proveedor (posee el URI del servicio), o bien puede buscar en
un Registro mediante el nombre o descripción del servicio con las
caracteŕısticas deseadas. El flujo es simple, ya que consta de una
única vinculación, donde el consumidor realiza un pedido de Servicio,
incluyendo los argumentos necesarios, y el Proveedor responde con
los resultados de ejecución del servicio o bien informando del error si
es que lo hay.
A.3. Mapeo del meta-modelo a la implementación
Una vez que el meta-modelo SOA se encuentra especificado tanto
en cuanto a los componentes involucrados como a los escenarios por los
que atraviesa una Arquitectura Orientada a Servicios tipo, se realiza
una correspondencia entre cada responsabilidad involucrada y su
implementación. En particular, para este trabajo el mapeo se realiza
hacia una implementación Orientada a Objetos, espećıficamente
métodos y clases Java. En este caso se utilizan tecnoloǵıas espećıficas
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Figura 7: Escenario de Solicitud y Ejecución del Servicio en el Meta-
modelo.
que dan soporte a esta implementación como lo son jUDDIv34 y
Apache Axis5.
Apache Axis 2 es una plataforma Open Source, que posee imple-
mentaciones tanto en Java como en C de un servidor SOAP, y varias
utilidades y APIs para proveer soporte en la creación, despliegue y
ejecución de Aplicaciones que consuman y/o provean Servicios Web.
La utilización de esta plataforma disminuye en gran medida el esfuer-
zo requerido por los desarrolladores, permitiendo crear aplicaciones
basadas en SOA interoperables y distribuidas fácilmente. Axis esta
desarrollado bajo el auspicio de Apache Software Fundation.
Por otro lado, jUDDI es también una plataforma Open Source
que implementa la especificación del Registro para Web Services
UDDI (Universal Description, Discovery, and Integration - UDDIv3)
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Con estas dos tecnoloǵıas se realiza el mapeo del modelo arqui-
tectónico de SOA. Consiste en asociar a cada una de las responsabili-
dades en el meta-modelo a las clases y métodos que lo materializan
utilizando las bibliotecas espećıficas. En caso de utilizar otras, el
arquitecto debe realizar éste mapeo nuevamente a la nueva imple-
mentación.
Por cuestiones de legibilidad, se muestra a continuación un ejem-
plo. Cuando un Proveedor de servicio desea publicarlo en el Re-
gistro, primero se autentica, y a partir de ese momento ambos co-
nocen el token de autorización. Este token es materializado por
un objeto provisto en la API de jUDDIv3 que instancia la clase
org.uddi.appi v3.AuthToken. Gráficamente podemos visualizar esta
situación en la Figura 8.
Figura 8: Correspondencia entre una responsabilidad del meta-modelo
y las clases que la materializan
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B. Ejemplo instanciado
Para el ejemplo del sistema de gestión de jugadores de fútbol, el
arquitecto deberá crear los componentes FootballPlayerProvider y
FootballPlayerConsumer que se correspondan al proveedor del servi-
cio y al consumidor respectivamente. El diagrama de componentes
donde se detallan ambos como extensiones del meta-modelo SOA se
muestra en la Figura 9. En éste se resaltan con color azul los nuevos
componentes espećıficos del ejemplo que extienden de los existentes
en la plantilla (meta-modelo).
Figura 9: Componentes del ejemplo sobre jugadores de fútbol.
Adicionalmente deberá realizar un diagrama Use Case Map por
cada escenario funcional. Para continuar con el ejemplo, se muestra
en la Figura 10 el escenario de búsqueda de un jugador de fútbol
determinado.
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Figura 10: Use Case Map para el escenario de búsqueda de un jugador
de fútbol.
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