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KÄYTETYT LYHENTEET JA SANASTO 
AJAX AJAX-tekniikalla selain voi lähettää palvelimelle tietoa ilman, 
että sivusto joudutaan lataamaan uudestaan. 
Backend Backend on palvelimessa sijaitseva ohjelma tai koodi, johon 
käyttäjällä ei ole suoraa pääsyä. 
Bug Bug tai Bugi on virhe koodissa, joka saa sovelluksen käyttäy-
tymään virheellisesti tai ei-toivotulla tavalla. 
DoS Denial of Service on hyökkäysmuoto, joka avulla voi lamaut-
taa sivuston tai koko palvelimen johon se kohdistuu. 
Eväste Eväste on dataa, jonka palvelin tallentaa kävijän selaimeen. 
Hash Hashing tai hashaaminen tarkoittaa pitkän merkkijonon muut-
tamista lyhempään muotoon. Hash muodostuu yleensä satun-
naisista numeroista ja kirjaimista. 
Host-header Yksi monista tietokentistä, jonka selain lähettää palvelimelle 
muun muassa lomakkeiden yhteydessä. 
MITM Man-in-the-middle-hyökkäyksessä käyttäjän tietokoneen ja 
internetin välissä on hyökkääjä, joka näkee kaiken liikenteen 
ja voi hallita sitä uhrin tietämättä. 
PyPI Python Package Index, eli Python pakettien sovellusarkisto. 
Sanitaatio sanitaatio tai sanitointi tarkoittaa tässä tapauksessa vaaralli-
sen syötteen puhdistamista. Vaarallinen syöte voi aiheuttaa 
vahinkoa esimerkiksi tietokantaan tallentuessa. 
Session Session on evästeen tapainen selaimeen tallentuva tietue jo-
hon sisältää arvon, jonka avulla tietokannasta löydetään käyt-
täjäkohtainen data. 
SQL Structured Query Language on tietokantoihin liittyvä ohjel-
mointikieli. 
Token Token on käyttäjän selaimeen tallentuva arvo, joka voi olla rivi 
satunnaisia kirjaimia ja numeroita. Tätä käytetään yleensä si-
vuston käyttäjien uudelleen todentamiseen. 
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1 JOHDANTO 
Opinnäytetyön tavoitteena on oppia verkkotietoturvan perusasioita ja Django-so-
velluksen kehitystä. Tästä tavoitteesta syntyi idea projektille, jossa luodaan verk-
kosovellus Python-ohjelmointikielellä ja Django-sovelluskehystä käyttäen. Tämä 
hallitsee käyttäjien rekisteröinnin ja kirjautumisen sivustolle. Verkkosovelluksen 
on tarkoitus olla loppukäyttäjälle mahdollisimman suoraviivainen ja käyttäjäystä-
vällinen. Opinnäytetyön lähestymistapana on toimintatutkimus ja konstruktiivinen 
tutkimusote. 
Käytännön tehtävänä luodaan käyttäjäystävällinen ja mahdollisimman tietoturval-
linen Django-sovellus, jota voi projektin valmistuttua käyttää muiden Django-so-
vellusprojektien kanssa. Luodun sovelluksen on tarkoitus toimia myös mobiililait-
teilla niiden näyttökoosta riippumatta. 
Django-sovelluskehyksen lisäksi projektissa käytetään hyödyksi Python-sovel-
luksia Python Social Auth ja Django secure. Näiden sovelluksien avulla säästyy 
aikaa ja kehitystyö helpottuu. Käyttöliittymän toteutuksen yhteydessä käytetään 
HTML, CSS ja JavaScript-tekniikoita sekä PureCSS-kehystä, jonka avulla käyt-
töliittymän laiteriippumattomuus toteutetaan. 
Tämän opinnäytetyön toisessa luvussa käsitellään lyhyesti käyttäjäystävällisen 
rekisteröinnin olennaiset asiat. Kolmannessa luvussa käsitellään projektille olen-
naisia verkkotietoturvan haavoittuvuuksia ja neljännessä Django-sovelluske-
hystä. Viidennessä luvussa kerrotaan toteutuksesta ja viimeisessä luvussa on 
opinnäytetyön yhteenveto. 
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2 KÄYTTÄJÄYSTÄVÄLLINEN REKISTERÖINTI 
Epäkäytännöllinen tai liian ärsyttävä rekisteröintilomake voi olla suurin syy, miksi 
käyttäjät poistuvat sivustolta. Rekisteröintilomaketta luodessa on hyvä tietää 
käyttäjien odotukset ja pelot. (Crawford 2010.) 
Ulkoasu 
Rekisteröitymässä olevalta käyttäjältä ei saisi kysyä liikaa tietoa rekisteröinnin ai-
kana, sillä tämä voi turhauttaa käyttäjää sekä kuormittaa sivustoa turhaan. Jos 
käyttäjälle sattuu virhe lomakkeen täytön aikana ja virheilmoitus on huonosti nä-
kyvissä tai ymmärrettävissä, hän saattaa lähteä pois sivustolta. Selkeästi näky-
vissä oleva yksityisyyskäytäntö (privacy policy) on tärkeä osa rekisteröintiä. 
Tämä tuo luotettavuutta ja kertoo käyttäjälle, miten hänen tietojaan käytetään. 
(Crawford 2010; Eridon 2012.) 
 
Kuva 1. Twitterin yksinkertainen ja käyttäjäystävällinen rekisteröintilomake. 
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Twitterin rekisteröintilomake, joka näkyy kuvassa 1, on luotu käyttäjäystäväl-
liseksi ja yksinkertaiseksi. Lomake on tehty kompaktiin tilaan, eikä se vaadi re-
kisteröintiin kuulumatonta tietoa käyttäjältä. Lomakkeessa ovat myös linkit käyt-
töehtoihin, yksityisyyskäytäntöön ja evästeiden käytöstä kertovaan tekstiin. 
(Crawford 2010; Eridon 2012.) 
Tietoturva 
Salasanan merkkivaatimukset kannattaa pitää yksinkertaisina ja tietoturvallisina, 
sillä moni sivuston käyttäjä voi turhautua salasanavaatimuksen ollessa liian mo-
nimutkainen. Salasanan vahvuutta kuvaava elementti salasanakentässä tai sen 
läheisyydessä auttaa käyttäjää valitsemaan turvallisen salasanan. (Eridon 2012.) 
Lomakkeeseen on myös hyvä sisällyttää lyhyt teksti, jossa kerrotaan, että käyt-
täjälle ei lähetetä roskapostia ja käyttäjän sähköpostiosoitetta ei luovuteta kol-
mansille osapuolille. (Eridon 2012; Treder 2013.) Yleensä tämä tieto on sivuston 
tietoturvakäytännöstä. 
Sosiaalinen media 
Mahdollisuus rekisteröityä sosiaalisen median tunnuksella nopeuttaa rekisteröi-
tymisprosessia huomattavasti ja käyttäjän ei tarvitse muistaa uutta salasanaa tai 
käyttäjätunnusta. Tämä mahdollisuus voi kuitenkin lisätä turvattomuuden tun-
netta, sillä sosiaalisen median kautta rekisteröityneen käyttäjän kontaktilistalla 
olevat henkilöt voivat joutua roskapostin uhreiksi. (Treder 2013.) 
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3 VERKKOTIETOTURVA 
Verkkotietoturvaan kuuluvat selainten, verkkosivustojen ja -sovellusten sekä ylei-
sesti internetin tietoturva. Suurin uhka verkkotietoturvalle ovat sovelluskehittäjät, 
jotka eivät osaa tietoturvan perusasioita. Tietoturvaan voi myös jäädä aukkoja, 
jos se liitetään sovellukseen liian myöhäisessä kehitysvaiheessa. Tärkeintä on 
muistaa, että kaikki käyttäjät ovat potentiaalisia tietoturvariskejä. (Django Book 
2015b.) 
3.1 XSS 
XSS (Cross-Site Scripting) on yleinen käsite tietoturva-aukosta, joka voi löytyä 
dynaamisilta verkkosivuilta. Näitä tietoturva-aukkoja ilmenee yleensä huolimatto-
masti koodattujen lomakkeiden yhteydessä. Hyvä esimerkki tästä on normaali 
kirjautumislomake, johon sivuston käyttäjä voi syöttää tunnuksen ja salasanan. 
Jos näitä syötteitä ei tarkisteta backendissä, niin hyökkääjä voi rikkoa koko sivus-
ton tai kaapata dataa sivuston käyttäjiltä. Näitä hyökkäystyyppejä on kolme eri-
laista. (Google 2015.) 
”DOM XSS”-hyökkäyksessä pahantekijä ei käy sivuston palvelimeen käsiksi, 
mikä tekee sen havaitsemisen ja backendissä estämisen erittäin vaikeaksi. Si-
vuston kehittäjä voi minimoida tämän hyökkäyksen riskiä sanitoimalla kaiken 
käyttäjän antaman syötteen käyttäjän puolella (client-side) ja varmistamalla, että 
kyseinen syöte ei vaikuta sivuston toimintaan negatiivisesti. Tämä voidaan tes-
tata erilaisilla työkaluilla. (Acunetix 2013.) 
“Reflected XSS”-hyökkäys on yleisin, mutta ei vaarallisin, koska siinä ei tallennu 
dataa sivuston palvelimelle. Esimerkiksi jos sivusto näyttää sisältöä osoiteriviltä 
saadun datan perusteella ilman sanitointia, voi hyökkääjä huijata käyttäjiä aja-
maan JavaScript-koodia vaarallisen linkin kautta ja kaapata muiden käyttäjien 
dataa, joka voi antaa pääsyn käyttäjän tietoihin. Tämä kuitenkin vaatii sen, että 
tietämätön käyttäjä menee painelemaan kyseisiä linkkejä. (OWASP 2015a.) 
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“Stored XSS”-hyökkäys on kaikkein vaarallisin, koska sen avulla voi tallentaa 
vaarallista koodia sivuston tietokantaan, mikä vaikuttaa kaikkiin sivuston kävijöi-
hin samalla tavalla. Tämän tapainen sivusto voi olla esimerkiksi keskustelupalsta, 
missä sivuston käyttäjän viestit tallentuvat tietokantaan. Viestin kirjoituskentän 
sanitoinnin puutteessa hyökkääjä voi kirjoittaa siihen JavaScript-koodia, joka voi 
johtaa tietokannan tyhjenemiseen tai tiedon varastamiseen. Tällä keinolla sivus-
ton käyttäjiä voi myös helpommin huijata menemään hyökkääjän sivustolle, joka 
voi käyttäjän tietämättä ladata viruksia tai muuta haittaohjelmia käyttäjän tietoko-
neelle. (Google 2015.)  
Djangossa on sisäänrakennettu XSS-suojaus, joka vähentää XSS-hyökkäykselle 
altistumisen riskiä. Esimerkiksi kaikki HTML-sivustojen dynaamisesti luotu sisältö 
on automaattisesta sanitoitu. Tarpeen mukaan kuitenkin sivuston kehittäjän on 
luotava omat sanitoinnit. (Django Software Foundation 2015a.) 
Vuoden 2014 kesällä selaimella käytettävä TweetDeck-palvelu, jossa voi kirjoit-
taa ja lukea Twitter-viestejä, joutui XSS-hyökkäyksen kohteeksi. Haavoittuvuus 
johti siihen, että palvelun käyttäjät näkivät heille kuulumattomia viestejä. Palvelu 
oli noin tunnin ajan poissa käytöstä, minkä aikana ylläpito korjasi haavoittuvuu-
den. (Keizer 2014.) 
3.2 CSRF 
CSRF (Cross-Site Request Forgery) on verkkosivuihin kohdistuva hyökkäys, 
jossa hyökkääjä pyrkii, esimerkiksi url-osoitteen avulla, suorittamaan komentoja 
käyttäjän oikeuksilla. Tämäntyyppisten hyökkäysten avulla hyökkääjä voi uhrin 
tietämättä vaihtaa hänen salasanansa, sähköpostiosoitteensa tai viedä luotto-
korttitiedot, jos hyökätty sivusto ei ole suojautunut CSRF-hyökkäyksiä vastaan tai 
käyttäjä ei osaa varoa sitä. (Django Software Foundation 2015b.) 
Esimerkiksi verkkosivu http://example.com, joka muokkaa käyttäjätietoja GET-
requestilla. Hyökkääjä voi huijata käyttäjää painamaan vaarallista linkkiä, joka lä-
hettää GET-requestin esimerkkisivustolle, mutta hyökkääjän tiedoilla, ilman että 
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käyttäjä tietää asiasta. Tämä kuitenkin vaatii sen, että käyttäjä painaa linkkiä sil-
loin kun hän on myös kirjautuneena http://example.com sivustolle. (OWASP 
2015b.) 
Djangossa CSRF-hyökkäykseltä suojautumiseen käytetään CSRF-tokenia. Si-
vuston käyttäjän kirjautuessa sivustolle hänen selaimeensa tallentuu käyttäjäkoh-
tainen CSRF-token. Tokenin arvo liitetään näkymättömään lomakekenttään käyt-
täjän lähettäessä lomakkeen, esimerkiksi palautetta sivuston ylläpitäjälle. Sivus-
ton palvelin vertaa käyttäjältä saatua CSRF-tokenia omaansa ja hylkää käyttäjän 
lomakkeen, jos se on virheellinen. CSRF-tokenia on turvallista käyttää, niin kauan 
kuin hyökkääjä ei pääse siihen käsiksi JavaScriptillä tai mulla keinolla. (GitHub 
2015b.) 
Djangossa käytetään tokenia CSRF-hyökkäysten estämiseksi. Kyseinen tietotur-
varatkaisu on oletuksena päällä, kun uusi Django-projekti luodaan. Kehittäjän 
luomissa lomakkeissa CSRF-tokenia käytetään lisäämällä {% csrf_token %} koo-
dinpätkä heti form-elementin sisään, joka luo lomakkeelle näkymättömän kentän 
CSRF-tokenia varten, joka estää vaarallisten lomakkeiden lähettämisen. (Django 
Software Foundation 2015b.) 
Instagram-sivustosta löytyi CSRF-haavoittuvuus vuoden 2013 syksyllä. Haavoit-
tuvuus johtui siitä, että Instagramissa ei ollut suojaa CSRF-hyökkäyksiä vastaan. 
Kyseinen haavoittuvuus mahdollisti käyttäjän profiilin tietoturva-asetusten muut-
tamisen. Haavoittuvuus jouduttiin korjaamaan kaksi kertaa ja jälkimmäinen kor-
jaus kesti noin kuusi kuukautta. (Kovacs 2014.) 
3.3 SQL-injektiot 
SQL-injektio on yleinen tietokantoihin kohdistuva hyökkäys. Hyökkäykselle alttiit 
sivustot ovat sellaisia, joihin on syystä tai toisesta mahdollista lähettää SQL-koo-
dinpätkiä palvelimelle ja tietokantaan, esimerkiksi lomakkeella. Tämä hyökkäys 
on yksi yleisimmistä ja vaarallisimmista, koska sen avulla hyökkääjä voi ladata tai 
tuhota sivuston tietokannan, johon voi pahimmassa tapauksessa olla tallennettu 
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käyttäjien salasanoja tai luottokorttitietoja ilman kunnollista salausta. (Django 
Book 2015b.) 
Djangossa on sisäänrakennettu suojaus SQL-injektioita vastaan. Djangon omia 
SQL-komentoja käyttämällä kaikki liikenne tietokannan ja sivuston välillä tarkas-
tetaan. Tämä pitää huolen siitä, että hyökkääjä ei voi lähettää SQL-komentoja 
sivuston tietokannalle. (Django Software Foundation 2015a.) 
Vuoden 2015 lokakuussa Joomla-julkaisujärjestelmä julkaisi kriittisen päivityk-
sen, joka korjasi SQL-injektio-haavoittuvuuden. Tämän haavoittuvuuden avulla 
hyökkääjä pystyi saamaan pääkäyttäjän oikeudet ilman järjestelmään kirjautu-
mista. (Viestintävirasto 2015.) 
3.4 Clickjacking 
Clickjacking on hyökkäysmuoto, jossa käyttäjää erehdytetään painamaan näky-
mätöntä elementtiä, joka on yleensä toteutettu frame-elementin avulla. Kyseisen 
elementin sisällä voi olla jonkin sivuston tietty nappi. Tämän napin avulla käyttäjä 
voi esimerkiksi osallistua ilmaisen iPad-laitteen arvontaan, joka ottaa osallistujien 
henkilötiedot Facebookista. Nappi olisi piilotettu ja sen päällä voi esimerkiksi olla 
harmittoman näköinen Facebookin tykkää-nappi (kuva 2). Jos käyttäjä erehtyy 
painamaan piilotettua nappia ollessaan kirjautuneena Facebook-palveluun, hän 
osallistuu arvontaan ja luovuttaa samalla henkilötiedot tietämättään. Tämä tapah-
tuu siinä tapauksessa, että Facebookissa ei ole tietoturvaratkaisua kyseistä hyök-
käystä vastaan. (Django Software Foundation 2015c.) 
Sivuston kehittäjät voivat puolustautua Clickjacking-hyökkäystä vastaan käyttä-
mällä X-Frame-Options-headeria, joka on kaikissa moderneista selaimista. Djan-
gossa tämä headeri on automaattisesti käytössä ja asetuksena on SAMEORI-
GIN. Tämä tarkoittaa sitä, että http://attacker.com ei voi pistää frame-elementin 
sisään sivuston http://facebook.com nappeja tai muita elementtejä, joilla pystyisi 
huijaamaan käyttäjiä. Djangossa on myös asetuksia, joiden avulla voi sallia vain 
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halutun sivun näkyvän frame-elementtien sisällä. Facebookin clickjacking-suo-
jauksen ollessa päällä kuvassa 2 näkyvä Like-nappi ei pystyisi yhdistämään Fa-
cebook-palveluun, eikä tällöin luovuttamaan käyttäjän henkilötietoja hyökkää-
jälle. (Django Software Foundation 2015c.) 
 
Kuva 2. Clickjacking Facebookin Like-napilla. 
3.5 HTTPS ja SSL 
HTTPS (Hyper Text Transfer Protocol Secure) on verkkosivukohtainen proto-
kolla, joka salaa selaimissa liikkuvan datan. Internetissä liikkuvan datan salaami-
nen on suotavaa, koska se estää potentiaaliset MITM-hyökkäykset. Jos verkko-
sivustolla haluaa käyttää HTTPS-protokollaa, on hankittava SSL-sertifikaatti. Tä-
hän sertifikaattiin on sidottu verkkosivun identiteettiin liittyvää tietoa, josta sivus-
ton käyttäjä voi varmistaa sivuston identiteetin. (SSL 2015.) 
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HTTPS-protokollan avulla voi suojautua salasanojen kaappauksilta, mikä on koh-
talaisen suuri riski julkisissa verkoissa. Yleisempi nimi tälle on pakettien kaap-
paus. Tämä tarkoittaa sitä, että käyttäjän ollessa saastuneessa verkossa ilman 
salattua yhteyttä hänen salasanansa ja muu data näkyvät salaamattomana ver-
kon kuuntelijalle. Verkon kuuntelemiseen on ilmaisia ohjelmia internetissä, mutta 
pääasiassa niitä käytetään verkon turvallisuuden testaamiseen. (Pash 2011.) 
Jos verkkosivu ei salaa käyttäjän yhteyttä kirjautumisen jälkeen myös muualla 
sivustolla, on verkon kuuntelijalla mahdollisuus kaapata kirjautumisesta saatu 
session-arvo. Tämän arvon avulla hyökkääjä voi kirjautu sivustolle käyttäjän oi-
keuksilla. (Pash 2011.) 
3.6 Headerit ja sessiot 
Djangossa on käytössä Host-header. Tämä voidaan käyttää sivuston loppukäyt-
täjälle näkyvään url-osoitteen rakentamiseen. Kyseisen headerin arvo on auto-
maattisesti sanitoitu, joten XSS-haavoittuvuuden riski Host-headeria käyttäen on 
minimaalinen. Host-headerin voi silti väärentää, mikä mahdollistaa CSRF-hyök-
käyksen tai esimerkiksi valelinkit, joita saatetaan lähettää sähköpostilla. Host-
headerin väärentämisen estämiseksi sitä verrataan Djangon asetustiedostosta 
löytyvään ALLOWED_HOSTS-arvoon. (Django Software Foundation 2015a.) 
Django-sovelluksen mentäessä tuotantoon kyseinen arvo pitää täyttää oikein tai 
sivustolle ei pääse ja käyttäjä näkee Bad Request -virheilmoituksen. Host-heade-
rin varmennus on automaattisesti pois päältä, kun ajetaan testejä tai asetustie-
doston DEBUG arvoksi on asetettu true. (Django Software Foundation 2015d.) 
Djangossa on tuki sessioille, joihin voi tallentaa dataa sekä lukea sitä käyttäjä-
kohtaisesti. Sessio tallentuu palvelimen tietokantaan ja käyttäjien selaimen eväs-
teisiin. Käyttäjän selaimeen tallennetun evästeen arvo on sivuston tietokannasta 
löytyvän session id-arvo, jota voi käyttää todennuksissa. (Django Software Foun-
dation 2015e.) 
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Session-ominaisuus on Djangossa automaattisesti päällä, mutta sen voi ottaa 
myös pois käytöstä, jos sille ei ole tarvetta. Sessiot tallentuvat verkkotunnuskoh-
taisesti aliverkkotunnuksia lukuun ottamatta. Tämä voi luoda tietoturvariskin, riip-
puen sivuston aliverkkotunnuksien käyttötavasta. (Django Software Foundation 
2015e.) 
3.7 Käyttäjien lataama sisältö 
Käyttäjien lataama sisältö (user-uploaded content) on potentiaalinen tietoturva-
aukko, jos toimintoa ei rajoita oikein tai koodi sisältää bugeja. Jos Django-sovel-
lus sallii käyttäjien lataavan palvelimelle joitain tiedostoja, esimerkiksi kuvatiedos-
toja, niiden kokoa kannattaa rajoittaa, ettei joudu sivuston kaatavan DoS-hyök-
käyksen uhriksi. Staattisten tiedostojen kohdalla kannattaa varmistaa, ettei kaik-
kia tiedostomuotoja voi ajaa palvelimella, esimerkiksi JavaScript-tiedostoa, joka 
sisältää haitallista koodia. (Django Software Foundation 2015a.) 
Jos tätä toimintoa ei ole tehty tietoturvan kannalta parhaiden käytäntöjen mu-
kaan, niin hyökkääjä voi esimerkiksi ladata palvelimelle haitallista koodia sisältä-
vän HTML-tiedoston kuvatiedostona, eikä sivusto välttämättä tietäisi eroa. Täy-
dellistä keinoa ei ole näiden ongelmien estämiseksi, mutta lieventäminen on mah-
dollista. Käyttäjien lataamien tiedostojen asuttaminen toiselle verkkotunnukselle, 
esimerkiksi content-example.com, estää potentiaaliset XSS-hyökkäykset. 
(Django Software Foundation 2015a.) 
3.8 Käyttäjätunnukset ja salasanat 
Djangossa on oletuksena käyttäjien todennusjärjestelmä, joka hallitsee käyttäjiä, 
käyttäjäryhmiä sekä evästeitä (Django Software Foundation 2015g). Djangon sa-
lasanan hallintajärjestelmä on joustava ja turvallinen. Oletuksena Django käyttää 
PBKDF2-algoritmia (Password-Based Key Derivation Function 2) salasanojen 
tallentamiseen. PBKDF2-algoritmin kanssa käytetään myös SHA256-algoritmia, 
joka luo 256-bittisen hashin. Syksyllä 2015 tämän oletetaan riittävän useimmille 
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käyttäjille, mutta myös muita vaihtoehtoja on, esimerkiksi Bcrypt. Bcrypt on suo-
sittu salasanojen tallennusalgoritmi, mutta se ei oletuksena käytössä, koska se 
vaatii kolmannen osapuolen koodi-kirjaston. (Django Software Foundation 
2015h.) 
Django on tehnyt käytössä olevan salasana-hasherin vaihtamisesta mahdollista. 
Kun salasana-hasher vaihtuu, se päivittää automaattisesti tietokannassa olevat 
salasanat käyttämään uutta salasana-hasheria. Käyttäjille tämä ei näy, mutta tie-
tokannassa oleva salasana-hash muuttuu. (Django Software Foundation 2015h.) 
PBKDF2 ja Bcrypt algoritmit käyttävät lukuisia iteraatioita salasanan hashaami-
seen. Tämä hidastaa salasanojen murtamista, mutta vaatii enemmän proses-
sointitehoa palvelimelta. Iteraatioiden määrä nousee tasaisesti uuden Django-
version myötä, mutta dokumentit eivät paljasta, kuinka monta iteraatiota oletuk-
sena on käytössä. Salasanan iteraatioita on kuitenkin mahdollista nostaa tai las-
kea tarvittaessa. (Django Software Foundation 2015h.) 
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4 DJANGO 
Django on Python-ohjelmointikielellä luotu verkkosovelluskehys, jonka vahvuuk-
siin kuuluvat muun muassa joustavuus ja sovelluskehityksen nopeus. Django 
käyttää MVC-mallin (Model-View-Controller) tapaista rakennetta, jossa kehittä-
jien ei tarvitse välittää controller-osasta. (Häivälä 2015, 17.) 
4.1 Sovelluskehys 
Djangon lisäksi Flask ja Pyramid ovat suosituimpia Python-kielellä luotuja verk-
kosovelluskehyksiä, mutta tietoturvan kannalta Django on kärkisijalla. Djangossa 
on monia tietoturvaratkaisuja, joita ei oletuksena löydy Flask- tai Pyramid-sovel-
luskehyksestä. (Ravindran 2015, 2.) 
Django-sovelluskehyksen ja MVC-mallin suurin vahvuus on kehityksen helppous 
eri liitännäisten välillä. Lyhyesti tämä tarkoittaa sitä, että kaikkea koodia ei pistetä 
yhteen tiedostoon. Tämä hankaloittaisi kehitystä, varsinkin jos kehittäjiä on use-
ampia. (Django Book 2015a.) 
Django-sovelluskehys sai alkunsa 2003 syksyllä USA:n Kansasissa. Vuonna 
2005 Djangon kehittäjät julkaisivat Djangon avoimena lähdekoodina ja nimesivät 
sen jazz-kitaristi Django Reinhardtin mukaan. Vuosien saatossa Django on kas-
vanut suosituksi verkkosovelluskehykseksi, joka pyrkii ratkaisemaan verkkokehi-
tyksen ongelmia ja helpottamaan kehittäjien työtä. (Django Book 2015a.) 
4.2 Settings.py asetukset 
Django-projektissa on settings.py-niminen tiedosto, joka sisältää projektikohtai-
set asetukset. Muutamia asetuksia joutuu muuttamaan, kun projekti julkaistaan 
tuotantoon ja nämä ovat tietoturvaan liittyviä. Näitä asetuksia on monia, mutta 
tietoturvan kannalta tärkeimmät ovat secret_key, DEBUG ja ALLOWED_HOSTS. 
(Django Software Foundation 2015d.) 
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Secret_key 
Secret_key on yksi tärkeimmistä asetuksista, koska suurin osa Djangon tietotur-
vasta käyttää secret_key-arvoa tokenien ja satunnaisten arvojen luontiin. Käyttä-
jien salasanojen hashaamiseen ei käytetä secret_key-arvoa. Secret_key-arvo on 
pitkä jono satunnaisia numeroja, kirjaimia ja symboleja, jotka luodaan automaat-
tisesti, kun Django-projektin luo. Viimeistään tuotantovaiheessa secret_key-arvo 
olisi hyvä siirtää kokonaan omaan tiedostoon tai käyttöjärjestelmän muuttujaksi, 
jolloin siihen ei pääse kukaan muu käsiksi niin helposti. (Django Software Foun-
dation 2015d.) 
DEBUG 
DEBUG-asetus on oletuksena boolean-arvo false, jonka mukaan projekti asete-
taan kehitys- tai tuotantotilaan. Kehitystilan ollessa päällä voi helposti etsiä ja kor-
jata virheitä. Tämä arvo pitää asettaa epätodeksi, kun projekti siirtyy tuotantovai-
heeseen. ALLOWED_HOSTS-asetusta pitää muokata DEBUG-arvon vaihtuessa 
tuotantotilaan tai sivustolle ei pääse ketään ja selain näyttää Bad Request -vir-
heilmoituksen. (Django Software Foundation 2015d.) 
ALLOWED_HOSTS 
ALLOWED_HOSTS-asetus on oletuksena tyhjä lista, johon pitää lisätä verkko-
tunnuksia projektin siirtyessä tuotantovaiheeseen. Tämä ennaltaehkäisee hyök-
käyksiä, joita voi suorittaa käyttämällä väärennettyä Host-headeria. Arvoksi on 
mahdollista pistää ”*”, joka sallii kaikista verkkotunnuksista tulevat yhteydet. 
Tässä tapauksessa Host-headerin validointi siirtyy kehittäjälle, mikä on potenti-
aalinen tietoturvariski. (Django Software Foundation 2015d.) 
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4.3 Tietoturvakäytäntö 
Django-kehitystiimi on tarkka tietoturvaan liittyvien asioiden kanssa. Djangossa 
ilmenevät bugit ilmoitetaan julkiselle sivulle, jota voi kuka tahansa lukea, mutta 
tietoturvahaavoittuvuuksien kanssa on erilainen menetelmä. Django-kehitystiimi 
on luonut sähköpostiosoitteen, johon ilmoitukset mahdollisista tietoturva-aukoista 
on tarkoitus lähettää. Kyseisen sähköpostin voi lähettää myös salattuna, jos käyt-
tää dokumentista löytyvää julkista salausavainta. (Django Software Foundation 
2015f.) 
Tietoturvahaavoittuvuuden julkistaminen tapahtuu eri vaiheissa. Noin viikkoa en-
nen julkistamista henkilöt ja organisaatiot saavat ennakkoilmoituksen, joka sisäl-
tää tarkan kuvauksen haavoittuvuudesta ja sitä koskevat Django-versiot. Ennak-
koilmoitus kertoo myös haavoittuvuuden korjauksen vaiheet, mahdolliset paik-
kaukset ja päivämäärän, jolloin korjaukset ja julkinen tieto haavoittuvuudesta jul-
kaistaan. (Django Software Foundation 2015f.) 
Lista henkilöistä ja organisaatioista, jotka saavat edellä mainitun ennakkoilmoi-
tuksen, on salainen, ja se pyritään pitämään mahdollisimman pienenä. Tällä py-
ritään hallitsemaan salaisen tiedon levitystä luotetuille tahoille. Tapauskohtaisesti 
tässä listassa voi olla Django-lisäosapakettien ylläpitäjiä tai vastaavanlaisia ta-
hoja, jotka ovat osoittaneet pystyvänsä pitämään luottamuksellisen tiedon sa-
lassa. (Django Software Foundation 2015f.) 
4.4 Sovellukset 
Python-yhteisö on luonut lukuisia sovelluksia, joita voi käyttää Python- ja Django-
projektien kanssa. Vuoden 2015 lopussa niitä on yli 60 000, joista yli 5 000 on 
Django-sovelluskehykselle suunnattuja sovelluksia. Julkiset Pythonin sovellukset 
sijaitsevat virallisessa sovellushakemistossa. Tietoturvaa koskevia sovelluksia on 
muutamia (PyPI 2015a). Kolmannen osapuolen tietoturvasovelluksia tai ratkai-
suja ei kannata pistää tuotantoon, ilman että ne voi todeta turvallisiksi. 
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Django-secure sovelluksen on luonut Carl Meyer (PyPI 2015c). Sovelluksen tar-
koitus on auttaa parantamaan Django-sovelluskehyksellä luodun sivuston tieto-
turvaa. Inspiraatiota tähän sovellukseen on otettu Mozillan Secure Coding Gui-
delines -sivustolta. Sovellus itsessään on kevyt ja sisältää enimmäkseen ohjeis-
tuksia hyvän tietoturvatason saavuttamiseen. (Django-secure 2015.) 
YourLabs-organisaatioon kuuluva Jean Pic on luonut sessioiden tietoturvaa pa-
rantavan sovelluksen nimeltä Django-session-security, jonka avulla Django-so-
vellus voi automaattisesti poistaa käyttäjän sessiot. Esimerkiksi jos käyttäjä läh-
tee kahvitauolle, niin sivuston voi poistaa session viiden minuutin kuluttua, jos 
näppäimistöön tai hiiren ei kosketa tuona aikana. (PyPI 2015b.) 
Python Social Auth on helppokäyttöinen Python-sovellus. Sen avulla voi luoda 
sivuston, johon rekisteröityminen tai kirjautuminen onnistuu kolmannen osapuo-
len tunnuksilla, esimerkiksi Googlen tai Twitterin. Tämä sovellus tukee useita Pyt-
honilla luotuja sovelluskehyksiä (GitHub 2015a). Tämän sovelluksen kehitys alkoi 
vuonna 2012 Matías Aguirren toimesta, mutta kehitystä ja virheiden korjausta on 
auttanut lukuisa määrä ihmisiä. (Python Social Auth 2015.) 
Django-secure- ja Python Social Auth -sovellukset valittiin projektiin niiden hyö-
dyllisyyden ja helppokäyttöisyyden takia. Django-secure auttaa vähentämään po-
tentiaalisia tietoturvalle vakavia virheitä, joita voi tapahtua kehitysvaiheessa. Pyt-
hon Social Auth mahdollistaa kolmannen osapuolen kirjautumisen ja varmenta-
misen järjestelmään kuluttamatta liikaa aikaa. Django-session-security voidaan 
lisätä projektiin myöhemmässä vaiheessa, jos kyseiselle ominaisuudelle on tar-
vetta. 
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5 TOTEUTUS 
Tarkoituksena oli luoda helppokäyttöinen ja tietoturvallinen Django-sovellus, joka 
hallitsee käyttäjien rekisteröinnin ja kirjautumisen. Sovelluksen käyttöliittymä ha-
luttiin loppukäyttäjälle laiteriippumattomaksi, suoraviivaiseksi ja mahdollisimman 
tietoturvalliseksi. Lisäksi kirjautuneen käyttäjän piti halutessaan pystyä linkittä-
mään sosiaalisen median tunnuksia ja sähköpostikirjautumisen omaan tunnuk-
seen. 
Django-sovelluskehys valittiin projektiin henkilökohtaisen oppimishalun takia 
sekä helpon käyttöönoton ja valmiina olevien tietoturvaratkaisujen takia. Käyttö-
liittymän laiteriippumattomuus aiottiin toteuttaa Bootstrap-kehyksellä, mutta sen 
monimutkaisuuden ja koon takia päädyttiin PureCSS-kehykseen. PureCSS on 
noin 30 kertaa Bootstrap-kehystä kevyempi ja täysin JavaScript-riippumaton. 
Ajan säästämiseksi käytettiin jQuery-kirjastoa JavaScriptin yhteydessä. 
Projektiin valittiin myös Python Social Auth -sovellus (PSA). PSA-sovellusta käy-
tetään tässä projektissa sen todennusratkaisujen takia. Projektissa luotuun so-
vellukseen haluttiin helppo mutta monipuolinen rekisteröinti ja kirjautuminen, 
jonka PSA on toteuttanut erinomaisesti. 
Django-secure-sovellus päätettiin ottaa käyttöön tietoturvavirheiden välttä-
miseksi ja yleisen tietoturvan parantamiseksi. Lisäksi samasta syystä käytettiin 
Erik’s Pony Checkup -verkkosivua, joka käy Django-sivuston läpi ja listaa mah-
dollisia puutteita sivuston tietoturvassa.  
5.1 Kehitysympäristö 
Vagrant-ohjelman avulla asennettiin valmiiksi konfiguroitu virtuaalinen Centos 7-
käyttöjärjestelmä. Virtuaalikonetta käytettiin SSH-yhteydellä, jonka Vagrant 
asensi käyttövalmiiksi automaattisesti. Virtuaalikoneen käyttämiä Django-sovel-
luksen tiedostoja pystyi muokkaamaan suoraan isäntäkoneelta tekstinkäsittely-
ohjelmalla. 
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Django-sovellukselle luotiin virtuaalinen Python-ympäristö virtualenvwrapper Pyt-
hon-sovellusta käyttäen, jonka avulla on helppo luoda kehitysympäristöjä eri Pyt-
hon-sovelluksille sekoittamatta järjestelemän sovelluksia. Projektin versionhallin-
taan käytettiin paikallista Git-versionhallintaohjelmaa. Kehitykseen valittiin uusim-
mat vakaat Python- ja Django-versiot, eli 3.5 Pythonille ja 1.8.5 Djangolle. 
5.2 Lomakkeiden ulkoasu 
Ulkoasut luotiin Djangon template toimintoja hyödyntäen, HTML-kielellä ja CSS-
tyylikielen Sass-laajennuksella, jonka avulla CSS-tyylitiedoston kirjoittaminen on 
nopeampaa kuin puhtaan CSS-kielen kirjoittaminen. Lomakkeen luomisen yhtey-
dessä pyrittiin huomioimaan käytettävyys ja lomaketta näyttävän laitteen resoluu-
tio. Lomakkeiden laiteriippumattomuus toteutettiin käyttämällä PureCSS-kehystä 
ja itse luotuja CSS3-tyylin media kyselyitä. 
 
Koodiesimerkki 1. Osa rekisteröintilomakkeen tyylistä Sassilla. 
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Kuva 3. Rekisteröintilomake tietokoneen näytöllä. 
Rekisteröintilomake mukautuu käytettävän laitteen näyttökoon mukaan (koo-
diesimerkki 1). Kun selaimen koko on tarpeeksi suuri, esimerkiksi tietokoneen 
näytöllä, rekisteröintilomake on kuvan 3 mukainen. Tällä pyritään käyttämään 
tyhjää tilaa, jota on normaalisti isoilla näytöillä enemmän sivusuunnassa kuin pys-
tysuunnassa. Näytön ollessa tarpeeksi pieni lomake käyttää enemmän tilaa pys-
tysuunnassa kuvan 4 mukaisesti. 
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Kuva 4. Rekisteröintilomake pystyasennossa olevan mobiililaitteen näytöllä. 
Sisään kirjautuneena käyttäjä pääsee muuttamaan asetuksiaan henkilökohtai-
selta sivulta. Kuvassa 5 on lomake, jonka avulla käyttäjä voi vaihtaa sähköposti-
osoitettaan. Käyttäjä voi myös liittää oman tunnuksensa sosiaalisen median tun-
nuksiin, minkä jälkeen liitetyn tunnuksen nappia (kuva 4) voi käyttää kirjautumi-
seen. Käyttäjällä on myös mahdollisuus poistaa tunnus järjestelmästä. 
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Kuva 5. Henkilökohtainen käyttäjätunnuksen asetukset-lomake. 
5.3 Tietoturva 
Tietoturvaratkaisujen käyttöönotto vaati odotettua vähemmän aikaa, sillä Djan-
gossa oletuksena päällä olevat asetukset nopeuttivat tietoturvan käyttöönottoa. 
Yksi näistä tietoturvaratkaisuista oli clickjacking-suojaus, joka ei ollut aikaisem-
missa versioissa oletuksena päällä. CSRF-tokenin käyttäminen AJAX-tekniikalla 
luoduissa lomakkeissa toteutettiin käyttämällä JavaScriptin jQuery-kirjastoa (koo-
diesimerkki 2). 
 
Koodiesimerkki 2. CSRF-tokenin käyttö AJAX-tekniikalla. 
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Django-secure 
Django-secure-sovelluksessa on checksecure-komento, jolla voi tarkastaa 
Django-sovelluksen tietoturvaratkaisujen päällä olon. Komento käy läpi Django-
secure-sovelluksen tietoturvaratkaisut ja Djangon oman CSRF- ja session-tieto-
turvaratkaisut. Django-secure-sovelluksen toimintojen käyttäminen vaati asetus-
ten lisäämistä projektin settings.py-tiedostoon. Kun kaikkia asetuksia käyttää, niin 
checksecure-komento antaa kuvan 6 tapaisen palautteen komentoriville. 
 
Kuva 6. Näkymä checksecure-komennon käytön jälkeen. 
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Python Social Auth 
Projektiin haluttiin käytännöllinen ja tietoturvallinen käyttäjätunnuksen todennus, 
minkä takia Python Social Auth -sovellus (PSA) otettiin projektiin mukaan. Lop-
pukäyttäjälle on annettu kaksi todennusvaihtoehtoa, salasanaton todennus ja to-
dennus sosiaalisen media tunnuksella (kuva 4). Nämä kaksi vaihtoehtoa valittiin, 
koska salasanaton ja sosiaalisella tunnuksella kirjautuminen täydentävät toinen 
toisiaan, tietoturvan ja käytettävyyden kannalta. Perinteinen todennustapa, jossa 
käytetään tunnusta ja salasanaa on ylimääräinen tietoturvariski, joten se jätettiin 
pois projektista. 
Jos käyttäjä menettää Django-sovellukseen liitetyn sähköpostitilin hallinnan ja so-
siaalisen median tunnus on liitetty omaan tunnukseen, hän voi sitä kautta kirjau-
tua sisään ja vaihtaa tunnuksensa sähköpostiosoitteen. 
Salasanatonta todennusta käyttäessä käyttäjä saa sähköpostiin linkin, joka rekis-
teröi tai kirjauttaa käyttäjän sivustolle. Linkki on kertakäyttöinen ja sen loppuosa 
koostuu 32-merkkiä pitkästä hashista. Sovelluksen salasanaton kirjautuminen 
toimii kaavion 1 mukaisesti. 
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Kuvio 1. Salasanaton kirjautuminen. 
 
Kuvio 2. Sosiaalisen median tunnuksella kirjautuminen. 
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Jos käyttäjä haluaa todentua sosiaalisen median tunnuksella, hänet ohjataan va-
litsemansa palvelun omalle kirjautumissivulle. Kun käyttäjä on kirjautunut valitse-
maansa sosiaaliseen mediaan onnistuneesti, hänet ohjataan automaattisesti ta-
kaisin valmiiksi kirjautuneena sovelluksen verkkosivulle, josta kirjautumistapah-
tuma sai alkunsa. Kuviota 1 ja 2 vertaamalla voi todeta, että salasanattomassa 
kirjautumisessa on yksi vaikuttava tekijä vähemmän, joka voi potentiaalisesti no-
peuttaa kirjautumisprosessia. 
Käyttäjälle tallentuu pitkään voimassa oleva sessio, joka pitää käyttäjän kirjautu-
neena sivustolle, kunnes session aika menee umpeen tai käyttäjä kirjautuu ulos 
manuaalisesti. Tämä lisää tietoturvariskiä, mutta säästää käyttäjän aikaa vähen-
tämällä kirjautumistarpeen määrää. Sosiaalisen median tunnuksella kirjautumi-
nen on myös tietoturvallisempi ratkaisu, jos sovelluksessa ei ole mahdollista käyt-
tää HTTPS-protokollaa. Olettaen, että valitun sosiaalisen median palvelu käyttää 
HTTPS-protokollaa. 
Erik’s Pony Checkup 
Julkisten Django-verkkosivujen tietoturvaa pystyy testaamaan Erik’s Pony 
Checkup -verkkosivuston avulla, jonka on luonut Alankomaista kotoisin oleva Erik 
Romijn. Tätä sivustoa käytettiin testaamaan projektissa luodun sovelluksen tieto-
turvaa. 
 
Kuva 7. Projektin DEBUG-asetus on päällä. 
Jos projektin asetetaan näkyväksi julkiseen verkkoon ja DEBUG-asetus on 
päällä, Checkup-sivusto antaa kuvassa 7 näkyvän virheilmoituksen. Kun DE-
BUG-tilasta poistutaan ja käytetään Checkup-sivuston tarkastustoimintoa uudes-
taan, voidaan todeta DEBUG-tilan olevan poissa päältä (kuva 8). 
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Kuva 8. Projektin DEBUG-asetus on pois päältä. 
5.4 Onnistuminen 
Projekti onnistui kokonaisuutena kohtalaisen hyvin. Sovellus täyttää määritellyt 
toiminnot lähes täydellisesti, eivätkä teknologiavalinnat tuottaneet liian suuria on-
gelmia kehitysvaiheessa. Pythonilla ohjelmointi Django-sovelluskehystä käyttäen 
sujui odotettua helpommin. 
Luodulla sovelluksella voi rekisteröityä ja kirjautua käyttämällä määriteltyjä toi-
mintoja onnistuneesti ja lomakkeet ovat käyttäjäystävällisiä ja tietoturvallisia. Lo-
makkeiden ulkoasu mukautuu laitteen selaimen koon mukaan onnistuneesti. 
Djangon tietoturvaratkaisujen käyttöönotto sujui helposti, Djangon laajan doku-
mentaation avulla. 
Kehitysvaiheessa eniten aikaa vievä ongelma oli Python Social Auth -sovelluksen 
käyttöönotto, koska sen dokumentaatio oli osittain huonolaatuista ja välillä ole-
matonta. Alkuongelmista huolimatta PSA toimi projektin kanssa odotetulla tavalla 
ja täytti kaikki määritetyt tarpeet. Lomakkeiden ulkoasua luotaessa tuli Bootstrap-
kehyksen kanssa ongelmia. Tämä johtui tarpeettomista ja huonosti tehdyistä toi-
minnoista Bootstrap-kehyksessä. Bootstrapin tilalle otettiin käyttöön PureCSS-
kehys, joka ei sisältänyt ylimääräisiä toimintoja ja se suoriutui vaatimuksista odo-
tettua paremmin. 
Sovelluksen myöhäisemmässä kehitysvaiheessa tuli ilmi, että tarkan ja huolelli-
sen suunnitelman tekeminen olisi säästänyt aikaa ja mahdollisesti päänsärkyä. 
Kehityksen alkuvaiheilla tuli luotua huonosti toimiva ominaisuus PSA-sovelluksen 
yhteyteen, joka myöhemmin osoittautui turhaksi. 
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Django oli hyvä valinta projektiin ja se suoriutui annetuista haasteista hyvin. Tar-
vittavien toimintojen tekeminen oli nopeaa ja suhteellisen helppoa. Muiden teke-
mien sovellusten käyttäminen projektissa onnistui lopussa hyvin ja niiden käy-
töstä oppi paljon uutta asiaa. 
33 
 
6 YHTEENVETO 
Projektin tavoitteena oli luoda käyttäjän rekisteröintiä ja kirjautumista hallitseva 
Django-sovellus opinnäytetyön tekemisen aikana. Sovellus ei tullut täysin val-
miiksi, mutta se julkaistaan mahdollisesti vuoden 2016 alussa. 
Toteutuksessa käytettiin pääosin Python-ohjelmointikieltä ja Django-sovelluske-
hystä. Loppukäyttäjän käyttöliittymän eli lomakkeiden luomisessa käytettiin 
HTML-, CSS- ja JavaScript-tekniikoita sekä PureCSS-kehystä. Ulkoasu saatiin 
tehtyä käyttäjäystävälliseksi ja tietoturvalliseksi sekä lähes täysin laiteriippumat-
tomaksi. Sovellukseen liitettiin myös kolmannen osapuolen tekemät Python So-
cial Auth- ja Django secure-sovellus. 
Osa käytetyistä tekniikoista oli entuudestaan tuttuja, joten niistä ei oppinut yhtä 
paljon uutta, kuin Djangon käytöstä. PureCSS-kehys ja Django-sovelluskehys oli-
vat vieraampia, joten tämä projekti oli opettavainen näiden osalta. Tavoitteisiin 
päästiin suhteellisen helposti ja lopputulos on toimiva, mutta ei täysin valmis. 
Sovelluksen valmistuttua sitä voi jatkokehittää helposti Djangon joustavuuden an-
siosta. Esimerkiksi sovellus hyötyisi erillisestä sovelluksesta tai sivustosta, jonka 
avulla opinnäytetyössä luotua sovellusta voisi koittaa. Sovellus hyötyisi myös 
siitä, että sen voisi asentaa suoraan Pythonin paketti-indeksistä pip-komennolla. 
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