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aminokyselin různých organismů. Základem této práce je sestavení algoritmu, v programové 
prostředí Matlab,  který bude tyto sekvence porovnávat a vyhodnocovat míru jejich podobnosti. 
Algoritmus aplikujeme na veřejně dostupné proteomické sekvence z internetových databází. 
Abstract:  
  This work deals with an identification and evaluation of the similarities in the amino acid 
sequences of the various organisms. The basis of this work is to compile an algorithm in 
programming environment Matlab, which will compare these sequences and assess their 
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1 Úvod  
Úkolem této diplomové práce je vytvoření programové aplikace, která umožní 
porovnávání sekvencí aminokyselin různých organismů a zjišťování jejich vzájemné 
podobnosti. Svým charakterem se tato práce dá zařadit do oboru bioinformatiky. 
Bioinformatika je v dnešní době dynamicky se rozvíjející obor a vyhodnocování podobnosti 
sekvencí aminokyselin patří k jeho významným oblastem. V následujícím textu popíšeme, 
jakým způsobem tvoří aminokyselinové sekvence protein, základní strukturu proteinu a vztah 
mezi proteinem a DNA. V textu také vysvětlíme proč nás určité úseky sekvencí aminokyselin 
zajímají a jaký má smysl hledat je. Dále se v práci stručně zmíníme o možnostech práce se 
sekvenčními daty, o datových formátech, ve kterých jsou proteomická data zpracovávána 
a uvedeme i několik veřejně dostupných zdrojů těchto dat. V hlavní části této práce se 
pokusíme o vytvoření algoritmu v programovém prostředí Matlab, který bude vyhodnocovat 
podobnost sekvencí aminokyselin, vyhledávat společné či příbuzné úseky v těchto sekvencích 
a výsledky srovnávání přehledně prezentovat. Výsledky z vytvořeného algoritmu nakonec 






Všechny živé organismy se z převážné části skládají z bílkovin – proteinů. Jsou to 
biologické makromolekuly složené z 22 druhů aminokyselin. Tyto aminokyseliny nazýváme 
kódované nebo také proteinogenní aminokyseliny, protože jejich pozice v proteinu je určena 
genetickým kódem. Kromě těchto aminokyselin existují ještě aminokyseliny neproteinogenní, 
esenciální, neesenciální, katogenní a glukogenní. Aminokyseliny, jako substituční deriváty 
karboxylových kyselin, vznikají spojením aminoskupiny NM2 a uhlíkové kostry, která je 
společná i pro karboxylovou skupinu. [1] [6] 
 
Pořadí aminokyselin v řetězci, ze kterého se skládá protein, označujeme jako primární 
strukturu nebo také sekvenci. Z 22 aminokyselin, vyskytujících se v lidském organismu, může 
v případě 100 aminokyselinového proteinu vzniknout 22100, tedy asi 1,75 . 10134 rozdílných 
sekvencí. Z toho vyplývá, že existuje daleko větší množství různých proteinů než je jich 
obsaženo ve všech živých organismech na Zemi. Znalost sekvence aminokyselin je důležitá 
z mnoha důvodů: 
 
• Díky znalosti vztahů mezi sekvencí aminokyselin a trojrozměrnou strukturou 
proteinu, můžeme definovat zákony, které řídí uspořádání peptidového řetězce 
 
Obr. 1. : Složení aminokyselin. 
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v prostoru (peptid popíšeme v následující kapitole). Trojrozměrná struktura 
proteinu, tedy trojrozměrné uspořádání aminokyselin, určuje společně 
s genetickou informací zapsanou v DNA biologickou funkci proteinu.  
• Znalost sekvence aminokyselin je základní podmínkou pro pochopení 
mechanismu účinku proteinu, např. katalytického mechanismu enzymů. 
• Znalost sekvence aminokyselin je důležitá pro tzv. molekulární pathologii. Změna 
v sekvenci může způsobit chybnou funkci proteinu a tedy i závažné onemocnění 
jako je například srpkovitá anémie.  
• Dále znalost sekvence aminokyselin proteinu obsahuje informaci o jeho evoluční 
historii. Sekvence aminokyselin se podobají jen tehdy, pokud mají společného 
předchůdce.[1] [3] [4] 
V následující tabulce uvedeme všechny doposud známé aminokyseliny.  
Tab. 1: Seznam aminokyselin 
Seznam proteinogenních aminokyselin 
 
Název Zkratka Označení 
1 Glycin Gly G 
2 Alanin Ala A 
3 Valin Val V 
4 Leucin Leu L 
5 Isoleucin Ile I 
6 Kyselina asparagová Asp D 
7 Asparagin Asn N 
8 Kyselina glutamová Glu E 
9 Glutamin Gln Q 
10 Arginin Arg R 
11 Lysin Lys K 
12 Histidin His H 
13 Fenylalanin Phe F 
14 Serin Ser S 
15 Threonin Thr T 
16 Tyrozin Tyr Y 
17 Tryptofan Trp W 
18 Methionin Met M 
19 Cystein Cys C 
20 Prolin Pro P 
21 Selenocystein SeCys  





Peptidová vazba, tedy peptid, vzniká spojením aminokyselin kondenzací karboxylové 
skupiny a aminoskupiny, při které se odštěpí voda. Dipeptid vzniká ze dvou kyselin, tripeptid 
ze tří, atd. Z několika kyselin vznikají oligopeptidy a z většího množství pak polypeptidy. 
Proteiny obsahují peptidové řetězce z několika desítkami až stovkami aminokyselin. [1] 
Vzorce peptidů jsou zapsány pomocí zkratek aminokyselin, ze kterých jsou složeny. 
Vždy začínáme zleva aminokyselinou s volnou aminoskupinou, N – koncová aminokyselina, 
která se na vazbě v peptidu podílí svou karboxylovou skupinou a končíme aminokyselinou 
s volnou karboxylovou skupinou, C – koncová aminokyselina, která se na vazbě v peptidu 
podílí svou aminoskupinou. Kratší oligopeptidy označujeme pomocí názvů jednotlivých 
aminokyselin, ze kterých se skládají. Začínáme N – koncovou aminokyselinou tak, že její 
název zakončíme místo -in koncovkou -yl a název poslední aminokyseliny se zanechává beze 
změny. [1] 
2.3 Struktura proteinů  
2.3.1 Funkce proteinu  
Proteiny představují hybnou složku všech biologických dějů a jejich funkce je 
neoddělitelně spojena s jejich strukturou. Proto aby se genetická informace z DNA mohla 
promítnou do určitých znaků a funkcí organismu, je zapotřebí, aby se přenesla do buněk, resp. 
do molekul proteinu. Proteinům se pak definuje pořadí aminokyselin a tím i jejich vlastnosti. 
Které mohou být : [1] 
• Při plnění funkce enzymu v organismu urychlují chemické reakce. 
• Jako hormony a jejich receptory regulují funkce v organismu. 
• Přenáší látky v organismu. 
• Skládají se z nich svalová vlákna a tím umožňují pohyb. 
• Slouží k získávání informací našich smyslů (např. Rhodopsin v sítnici oka). 
• Jsou základním prvkem imunitního systému (imunoglobuliny). 
• Jsou obsaženy v kolagenu (kosti, šlachy) .[1] 
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Na tomto místě by bylo vhodné zmínit se o vztahu proteinů a DNA. Proteiny jsou 
vytvářeny při tzv. translaci, což je biosyntéza polypeptidů řízená mRNA (mediátorová 
ribonukleová kyselina). DNA potom slouží jako šablona pro tvorbu ribonukleových kyselin. 
Trojice bází v DNA, které se nazývají kodony, určují aminokyseliny v polypeptidech. 
Jednotlivým aminokyselinám můžeme přiřadit více těchto trojic. Dohromady existuje pro 
báze A, G, C a U 64 možných trojic – kodonů.  
2.3.2 Popis struktury proteinu  
Jak už bylo řečeno, primární struktura je dána pořadím aminokyselin v polypeptidu 
a sekvence aminokyselin se zapisuje pomocí jejich zkratek. Sekundární struktura je dána 
prostorovým uspořádáním v určitém místě hlavního polypeptidového řetězce s tím, že 
postraní řetězce neuvažujeme. Terciální struktura představuje trojrozměrnou strukturu 
polypeptidu. Pojmy sekundární a terciální struktura se z části prolínají a je mezi nimi těžko 
definovatelná ostrá hranice. Kvartérní struktura je prostorové uspořádání dvou a více 
proteinových polypeptidů.  
Denaturací proteinu rozumíme rozvinutí peptidů do neuspořádaného tvaru pomocí 
vnějšího činitele a protein pak ztratí svoji biologickou aktivitu. Renaturací pak můžeme 
původní strukturu proteinu obnovit.  
Dále můžeme proteiny ještě rozdělit podle jejich tvaru na dvě základní skupiny a to 
na proteiny fibrilární a globulární. Fibrilární proteiny mají vláknitý tvar a spojují se vzájemně 
příčnými vazbami v makroskopická vlákna – tzv. fibrily. Z fibril se tvoří biologické struktury 
a mají význam pro jejich mechanickou funkci. Globulární proteiny mají kulovitý tvar, jejich 
základní peptidový řetězec je sbalen do klubka – tzv. globule. Globule je složena z α - nebo β 
- typu a z klubka bez pravidelné struktury. Tyto proteiny zprostředkovávají drtivou většinu 
biologických funkcí. Globulární bílkovina se může přeměnit v bílkovinu fibrilární jako 
například při vzniku fibrinu z globulárního rozpustného fibrinogenu v procesu srážení krve. 
[1] [4] 
2.3.3 Primární struktura proteinu  
Proteiny jsou buď monodisperzním polymerem nebo polydisperzním polymerem. 
To znamená, že jejich molekuly mají stejnou nebo rozdílnou molární hmotnost. Hmotnost 
molekul se může lišit až o tři řády. Každá molekula se skládá z 40 – 900 aminokyselin. Každý 
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protein má svou charakteristickou sekvenci aminokyselin. Znalost sekvence aminokyselin je 
důležitá pro určení struktury proteinu. [1] 
Z pohledu evoluce není složení proteinu staticky neměnné, ale dynamicky se vyvíjí 
a mění se. Mutace, tedy změna aminokyseliny v sekvenci, může významně změnit funkci 
proteinu nebo nemusí mít na funkčnosti proteinu žádný vliv. Škodlivé mutace působením 
evolučního výběru přirozeně vymizí. Při porovnávání struktury a složení proteinů různých 
živočišných a rostlinných druhů můžeme pozorovat evoluční příbuzenské vztahy mezi nimi. 
U nepříbuzných organismů se při evolučním vývoji začali objevovat daleko větší rozdíly 
v těch částech proteinů, které nemají zásadní význam na jejich funkčnost než u organismů, 
které jsou si příbuzensky bližší. Například cytochrom-c člověka a šimpanze je stejný, u osla 
se liší v jedné aminokyselině, u psa v 12 aminokyselinách, u slepice ve 13, skokana v 18, 
masařky v 27 a pšenice v 43 aminokyselinách. Tento protein se skládá ze 105 aminokyselin 
a u všech vícebuněčných organismů, které tento protein obsahují, zůstává 38 aminokyselin 
stejných. Z toho vyplývá, že proteiny obsahují, tzv. invariantní části, tedy části, jejichž složení 
aminokyselin  musí zůstat neměnné pro správnou funkci proteinu. V proteinech můžeme najít 
i tzv. hypervariantní pozice, na kterých se mohou aminokyseliny měnit, aniž by to mělo 
zásadní vliv na vlastnosti proteinu a také jsou v proteinech pozice, na nichž se mohou měnit 
aminokyseliny s podobnými vlastnostmi a funkčnost proteinu se nezmění. [1] 
2.3.4 Sekundární struktura  
Sekundární struktura je prostorové uspořádání polypeptidového řetězce mezi jen několika 
po sobě jdoucími aminokyselinami tedy na krátkých vzdálenostech řetězce. Protein musí mít 
proto, aby mohl plnit svou funkci a měl správné vlastnosti a správné prostorové uspořádání. 
Zásadní pro vytvoření sekundární struktury jsou vlastnosti peptidové vazby. Existuje několik 
druhů těchto stavebních motivů: alfa šroubovice (alfa-helix), struktura skládaného listu (beta-
sheet), otočka (beta-hairpin), neuspořádaná struktura (random coil). [1] [3] 
2.3.5 Terciální struktura   
Pod pojmem terciální struktura proteinu rozumíme popis prostorových vztahů vzdálených 
částí polymerního řetězce, ale také i popis celkového tvaru molekuly. Dlouhé polypeptidové 
řetězce s více než 200 aminokyselinami tvoří dva i více shluků, kterým říkáme domény. 
Domény mohou mít svoji specifickou funkci a strukturu, která je víceméně nezávislá 
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na zbytku molekuly. V podstatě neexistuje jasná hranice mezi pojmy sekundární a terciální 
struktura, v bioinformatice se ale používá výraz část řetězce (sekundární struktura) a celý 
řetězec (terciální struktura). [1] [3] [6] 
2.3.6 Kvartérní struktura 
Množství proteinů je složeno z několika samostatných polypeptidových řetězců, tzv. 
podjednotek. Prostorové uspořádání těchto podjednotek nazýváme kvartérní strukturou 
proteinu. Oligomery jsou proteiny, které mají stejné podjednotky. Rozdělení na podjednotky 
je evolučně výhodnější než jeden dlouhý řetězec. Pokud se vyskytne v jedné podjednotce 
chyba, stačí pro správnou funkci proteinu nahradit jenom tuto chybnou podjednotku. 
Umístění „opravné“ podjednotky může být navíc odlišné od místa výskytu té původní. 
Kvartérní struktura se významně podílí na regulaci aktivity enzymů. [1] [3] 
2.3.7 Sekvenční homologie 
Jedná se o vzájemnou podobnost primárních struktur bílkovin. Je možné ji vyjádřit 
procentem homologie, které nám říká kolik procent aminokyselinových zbytků, ležících 
na stejném místě v řetězci, je identických nebo alespoň podobných. Hledaní takovýchto 
homologií (podobností) je důležité z následujících několika důvodů : 
• Jestliže hledáme vývojově příbuzné druhy organismů, tak můžeme vysokou 
homologii bílkovin považovat za věrohodný důkaz příbuznosti těchto druhů.  
• Pokud známe prostorové uspořádání jednoho proteinu a k němu ve dvojici máme 
protein s vysokou vzájemnou homologií, můžeme předpokládat, že i druhý 
protein bude mít podobné prostorové uspořádání.  
• V rámci jedné bílkoviny platí předchozí pravidlo taktéž i pro homologní strukturní 
domény.  
• Můžeme předpokládat, že pokud jsou dvě bílkoviny (nebo jejich části) vysoce 
homologní, tak mají i stejnou funkci. [6] 
Dále známe ještě homologii strukturní, která vychází z homologie sekvenční, ale obvykle 
se předpokládá, že pro funkční příbuznost proteinů je podobnost prostorového uspořádání 
významnější než přesná identita jejich primárních struktur. [6]  
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3 Práce se sekvenčními daty 
Sekvenčními daty chápeme lineárně zapsanou posloupnost aminokyselin (obecně 
monomerů) molekuly proteinu (obecně polymeru). Může to ale být i posloupnost nukleotidů 
v DNA. V této práci budeme na sekvenci nahlížet jako na digitálně zapsanou posloupnost 
znaků odpovídajících jednotlivým typům aminokyselin a zapsaných ve směru biosyntézy 
dané molekuly, tedy pro protein od N – konce k C – konci. K zápisu jsou obvykle použity 
jednopísmenové kódy aminokyselin uvedené v tabulce výše, které jsou stanoveny 
Mezinárodní unií pro čistou a aplikovanou chemii (IUPAC). [2]  
3.1 Zápis sekvencí a běžné formáty datových souborů  
Nejjednodušší možný způsob jak zapsat sekvenci v digitální podobě je zápis v textovém 
souboru pomocí IUPAC znaků. IUPAC znaky jsou současně i standardní znaky z ASCII sady. 
Takto zapsaná data označujeme jako surová data (raw format). Vzhledem k tomu, že 
nemůžeme dodatečné informace, jako například původ a typ sekvence, zapsat jinam než 
do názvu souboru a ten je velikostně omezen, tak se surový formát pro zápis sekvencí nehodí. 
[2] 
Z uvedeného důvodu bylo vyvinuto mnoho formátů pro uchovávání sekvenčních dat 
spolu s dalšími informacemi. Především databáze jako EMBL, GenBank a DDBJ využívají 
vzájemně převoditelné formáty, které umožňují lineární citaci, anotací funkčních úseků 
sekvencí a překryvů s jinými sekvenovanými fragmenty. V praxi je nejčastěji používaným 
formátem formát FASTA, jehož jméno je odvozeno od stejnojmenného programu. [2] 
Datový soubor ve formátu FASTA je v podstatě textový soubor. První řádek začíná 
znakem > , za kterým pokračuje hlavička souboru. Hlavička obsahuje název sekvence, anotaci 
a některé další informace, které ale nejsou součástí sekvence jako takové. Na začátku hlavičky 
je jedinečný identifikátor sekvence, který končí první mezerou v sekvenci. Zbytek znaků 
v hlavičce můžeme považovat za volitelný komentář. Délka prvního řádku je neomezená, ale 
pro bezproblémový chod programu můžeme považovat za maximální délku 255 znaků. 
Někdy mohou některé speciální znaky použité v hlavičce způsobit problémy některému 
programu, který data ve formátu FASTA zpracovává, ale vzhledem k tomu, že tyto programy 
obsah hlavičky nevyužívají, nanejvýš pouze několik prvních znaků pro identifikování 
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sekvence, neměli by se tyto problémy objevovat často. Samotná sekvence by neměla 
obsahovat prázdné řádky a pokud možno i mezery nebo číslice. [2]  
Pro specifikaci dat textového FASTA souboru můžeme použít interaktivní rozhraní 
konkrétního programu nebo použít určitou příponu souboru. Pro aminokyselinové sekvence 
se používá přípona *.aa. Další používaný formát, který umožňuje identifikovat typ sekvence, 
je formát PIR/NBRF (podle Protein Information Resource/National Biomedical Research 
Foundation). Jako u FASTA začíná první řádek znakem >, za ním je dvouznakový 
identifikátor určující typ sekvence, například pro protein je to P1, pak středník a zkrácený 
název sekvence. Na dalším řádku je úplný název a anotace sekvence. Třetí řádek je vyhrazen 
pro začátek sekvence , která je ukončena hvězdičkou. [2] 
K upravení sekvencí do některého z formátů nám obvykle stačí jakýkoliv libovolný 
textový editor. Při takovém počátečním zpracování sekvencí je nutné dodržet několik 
podmínek jako jsou :  
• Sekvenční soubory s jakoukoliv příponou musí být uloženy ve formátu „pouze 
text“.  
• Nebyly používány tabulátory nebo jakékoliv pro cílový program neznámé znaky. 
• V editoru musí být vypnuty funkce „automatické opravy“ a automatický text“. [2] 
 
Pro převody mezi formáty a další editací sekvenčních dat existuje mnoho softwarových 
nástrojů. Například freewarový balík softwarových nástrojů The Sequence Manipulation Suite 
– SMS, který umožňuje převody mezi nejrůznějšími formáty na formát FASTA a to i včetně 
interních formátů používaných databázemi EMBL a GenBank. [2] 
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3.2 Veřejně dostupné zdroje dat 
Sekvenční data se dají běžně získat z veřejných databází dostupných prostřednictvím 
internetu. Nejznámější a největší je tzv. Velká trojka. Jedná se o tří primární databáze 
nukleotidových sekvencí GenBank, EMBL a DDBJ. Existuje několik desítek sekvenčních 
databází. Za zmínku stojí moderovaná databáze proteinových sekvencí Swissprot. Tato 
databáze se vyznačuje podrobnou manuální anotací uložených proteinů. Pojem moderovaná 
databáze znamená, že do databáze jsou data přijímána podle kritérií, které stanoví správce 
databáze. Na rozdíl od nemoderovaných databází, do kterých může ukládat data v podstatě 
kdokoliv, jako je např. Velká trojka, se na anotacích podílí kromě autorů také kolektiv více 
než sta expertů. Tito se pak zabývají připomínkami uživatelů a vyhledávají důležité 
publikace. [2] 
Swissprot a Velká trojka využívají jednotný systém GI čísel (GenBank Identifier) 
a přístupových kódů. Vzhledem k tomu, že některá přístupová rozhraní jako je NCBI Entrez 
zprostředkovávají přístup jak do Swissprotu, tak i do Velké trojky, můžeme chápat Swissprot 
 
Obr. 2. : Příklad zápisu sekvence aminokyselin ve formátu FASTA. 
16 
 
jako součást Velké trojky. Další významný zdroj sekvenčních dat je Uniprot. Jedná se 
o iniciativu vytvořenou sjednocením databází Swissprot, trEMBL a americké PIR. Data sdílí 
stejným způsobem jako Velká trojka. Databáze UniProt (UniProtKB) je hlavním centrem 
souborů funkčních informací o bílkovinách, s přesnou, logickou a bohatou anotací. Vedle 
zapsání hlavních dat povinných pro každý vstup do UniProtKB (hlavně aminokyselinové 
sekvence, jméno proteinu nebo jeho popis, taxonomická data a citace), je zde také uvedeno co 
nejvíce možných dodatečných údajů. Zahrnuje široce přijímané biologické ontologie, 
klasifikace a odkazy a jasné ukazatele kvality anotací ve formě zaevidování experimentálních 
a výpočetních dat. Databáze UniProt se skládá ze dvou sekcí: UniProtKB/Swiss-Prot je část 
obsahující ručně psané záznamy s informacemi získanými z odborné literatury a správcem 
sledovanými daty a UniProtKB/TrEMBL s výpočetně analyzovanými záznamy, které úplný 
ruční záznam teprve čeká. [2] 
3.3 Posuzování podobnosti sekvencí 
O posuzování podobnosti mezi digitálními znaky můžeme hovořit v případě, že tyto 
znaky považujeme za symboly, které zastupují reálné objekty, v našem případě 
aminokyseliny. Tedy vyhodnocovat podobnost mezi „L“ a „H“ má smysl pouze tehdy, když 
jsou těmto zkratkám přiřazeny reálné aminokyseliny. Využití digitálních symbolů pak 
umožňuje podobnost kvalitativně zjišťovat, ale i kvantitativně měřit, uvažujeme-li s určitými 
předpoklady, např. o vzájemných vztazích jednotlivých aminokyselin. Hledáme postup, který 
by stejným sekvencím přiřadil podobnost maximální a dvěma náhodně vybraným náhodným 
sekvencím podobnost minimální. Pokusíme se navrhnout postup, kterým bychom mohli 
změřit nebo porovnat sekvence, které nebudou naprosto identické, ale budou si blízké. 
Budeme se tedy věnovat homologním sekvencím, které vznikly nedávnou evoluční divergencí 
ze společného předka. Tento postup pak můžeme modifikovat a použít na dvojice sekvencí 
s různou délkou nebo málo si podobné. [2] 
Obecný postup vyhodnocování podobnosti může vypadat takto: 
• Vytvoříme přiřazení (alignment), to znamená, že umístíme dvě sekvence pod sebe 
tak, aby pozice identických aminokyselin ležely pod sebou.  
• Vypočítáme hodnotu podobnosti (score) tak, že sečteme jednotlivé podobnosti 
všech dvojic přiřazených aminokyselin. Podobnost můžeme například definovat 
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tím způsobem, že páru stejných aminokyselin (match) přiřadíme hodnotu 1 a páru 
různých aminokyselin (mismatch) hodnotu 0. 
• Pokud bychom porovnávali dvě různě dlouhé sekvence, vydělíme celkovou 
hodnotu podobnosti délkou přiřazení, tedy normalizujeme hodnotu podobnosti. [2] 
3.3.1 Globální a lokální přiřazení 
Při sestavování přiřazení se situace komplikuje ve chvíli, pokud porovnáváme dvě různě 
dlouhé či výrazně odlišné sekvence. Existuje velké množství programů, které přiřazení dokáží 
sestavit a mnohé z nich se používají při vyhledávání v databázích na základě podobnosti. 
U přiřazování sekvencí nastává problém v tom, že celý algoritmus přiřazení nelze plně 
automatizovat a je závislý na rozhodnutích operátora. [2] 
Takovým rozhodnutím může být kupříkladu to, co udělat s těmi dvojicemi sekvencí, 
které vlivem delecí či inzercí nejdou přiřadit. Delecí rozumíme ztrátu určitého úseku 
aminokyselin v sekvenci, inzercí včlenění nových aminokyselin do sekvence. Musíme se tedy 
rozhodnout, jestli se pokusíme přiřadit obě sekvence celé a do jedné nebo obou sekvencí 
vložíme mezery (globální přiřazení) či přiřadíme pouze ty úseky sekvencí, které jsou si 
dostatečně podobné, tedy jejich podobnost je větší než námi zvolené minimum (lokální 
přiřazení). Nepřiřazené úseky můžeme posléze ignorovat. Globální přiřazení má smysl jenom 
u sekvencí, které jsou si mezi sebou blízké, to znamená, že v nich nedošlo v průběhu 
evolučního vývoje ke změnám a můžeme je vzájemně přiřadit s vnesením relativně malého 
počtu krátkých mezer. Tedy toto přiřazení je u evolučně vzdálených sekvencí problematické. 
Globální přiřazení je základem několika metod pro sestavení mnohočetného přiřazení, tedy 
přiřazení více než dvou sekvencí. Lokální přiřazení je vhodné použít pro sekvence složené ze 
„stěhovavých“ domén, tedy oblastí sekvence měnících svou pozici v sekvenci a tudíž dvou 
odlišných sekvencí. Pro stejné sekvence má lokální přiřazení stejné výsledky jako globální 
[2].  
Sestavovat přiřazení má smysl pouze tehdy, pokud porovnáváme sekvence s určitou 
mírou podobnosti. Nemá význam přiřazovat sekvence aminokyselin, které jsou příliš odlišné 
a nemají žádné úseky se stejnými aminokyselinami. Jinými slovy, na to, abychom zjistili, že 
sekvence se sobě nepodobají a nemají žádné shodné úseky, je přiřazení příliš složitá operace. 
Pro posouzení, zda má smysl sekvence přiřazovat je vhodné použít grafickou mapu vzájemné 
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podobnosti sekvencí čili bodový diagram (dotplot). Bodový diagram dvou sekvencí 
X a Z můžeme sestavit například podle následujícího postupu:  
• Přiložíme souřadnice aminokyselin dvou sekvencí na dvě k sobě kolmé osy tak, že 
pozice 1 sekvence X odpovídá pozici 1 sekvence Y.  
• Dále použijeme okénko určité délky, kterým posouváme po sekvenci X od pozice 1 až 
na poslední pozici X v krocích po jednom znaku. Pak okénko posuneme o určitý krok 
ve směru osy Y a vše opakujeme, dokud neskočíme na poslední pozici sekvence 
X i Y.  
• Okénko tak na své cestě porovnává všechny dvojice znaků aminokyselin a všechny 
pozice, na kterých se znaky shodují, označíme například tečkou.  
• V posledním kroku můžeme odstranit všechny tečky, které nejsou součástí diagonál 
anebo jsou součástí diagonál kratších než námi zvolená mez. [2] 
V diagramu se podobnost sekvencí X a Y projeví jako diagonála, která je přerušovaná 
v místech, kde se aminokyseliny neshodují (nepáry, mismatch). Diagram pak umožňuje bez 
potíží nalézt polohu shodných či podobných oblastí, polohu inzercí, delecí, translokací 
a opakování uvnitř sekvencí. Dále slouží k tomu, abychom se mohli rozhodnout, zda 
na dvojici sekvencí aplikujeme lokální či globální přiřazení. Pokud jsou sekvence příliš 
odlišné, použijeme lokální přiřazení a porovnáme tak určité oblasti obou sekvencí nebo 
vybereme ze sekvencí nejpodobnější oblasti, dvě celistvé domény, a ty už pak přiřadíme 
globálně. [2] 
Algoritmy, které se standardně používají v praxi pro konstrukci přiřazení, dokážou 
sestavit buď lokální nebo globální přiřazení. Z toho vyplývá, že pro lokální nebo globální 
přiřazení se musíme rozhodnout už v době, kdy vybíráme program, který použijeme. V praxi 
se nejčastěji setkáváme s lokálním přiřazením. Nejjednodušší postup, jakým vytvoříme 
lokální přiřazení, by mohl vypadat nějak takto:  
• Podle výše uvedeného postupu sestavíme bodový diagram. 
• Vybereme si diagonálu, která bude tvořit základ přiřazení. Volíme tu diagonálu, 
jenž reprezentuje vzorek sekvence, o němž už něco známe nebo diagonálu, která 
má nejvyšší normalizovanou hodnotu podobnosti.  
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• Zvolenou diagonálu rozšiřujeme pokaždé o jednu pozici, tedy o jednu 
aminokyselinu a znovu spočítáme hodnotu podobnosti. V tomto postupu 
pokračujeme tak dlouho, dokud velikost hodnoty podobnosti nesplňuje námi 
předem nastavené podmínky. [2] 
Pokud jsou konce diagonál od sebe vzdáleny méně než předem určená hodnota, můžeme 
je spojit tak, že do přiřazení vložíme mezery. [2] 
Pro počítačové zpracování a sestavování přiřazení se využívají tzv. dynamické 
programovací algoritmy. Tyto algoritmy řeší problém hledání optimálního přiřazení mezi 
dvěma sekvencemi tím, že rozdělí celé přiřazení na sérii postupných „subpřiřazení“, které se 
snadno vypočítají. Pro každý pár přiložených aminokyselin se pomocí substituční matice, 
o které se zmíníme dále a která ohodnocuje shodu párů aminokyselin, shody nebo neshody 
aminokyselin na konkrétní pozici a ceny mezery (inserce, delece), vypočítají dílčí score. 
Matematický vztah pro tento výpočet je následující: 
[ ]dMdMsMM jijijijiji +++= −−−− ,11,,1,1, ,,max     (1) 
Kde :   i,j jsou řádky, resp. sloupce skórovací matice, 
Mi,j je pozice v matici pro kterou hledáme nejvyšší ohodnocení, 
si,j je shoda nebo neshoda znaků na diagonále, 
max je funkce výběru maxima, 
d je hodnota mezery. 
Nejvyšší hodnota score v takto vytvořené matici je zároveň score celého přiřazení a popisuje 
podobnost obou přiřazovaných sekvencí. Z pravidla se tato hodnota nachází v pravé spodní 
části matice a tvoří počáteční bod cesty, kterou sledujeme při sestavování přiřazení. Přiřazení 
tedy sestavujeme tak, že v matici postupujeme zprava směrem doleva nahoru a přikládáme 
k sobě ty dvojice sekvencí, které mají na popsané cestě nejvyšší hodnotu dílčího score. [2] [5]  
  Dva nejvýznamnější algoritmy pro sestavení přiřazení jsou Needleman – Wunschův 
algoritmus, který slouží pro globální přiřazení, a Smith – Watermanův algoritmus, který 
slouží pro lokální přiřazení. Hlavním rysem Smith – Watermanova algoritmu je to, že všechny 
záporné hodnoty jím spočítaného score jsou změněny na nuly a tím se zabránilo rozšiřování 
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oblastí s nízkými score a pomohlo s nalezením lokálního přiřazení, které začíná a končí volně 
uvnitř matice.  
3.3.2 Substituční matice 
Uživatelská rozhodnutí jsou potřeba i v dalších krocích mimo volbu globálního 
a lokálního přiřazení. Dojde na ně i při výpočtech hodnot podobností, kdy musíme nejdřív 
zvolit „váhu“ všech možných kombinací (párů i nepárů) aminokyselin. V případě, že jsme při 
konstrukci přiřazení vkládali mezery, musíme těmto mezerám přiřadit jejich „váhu“ či „cenu“. 
Toto rozhodnutí bude zásadní pro zjišťování toho, jestli má význam další zavádění mezer 
anebo bude výhodnější lokální přiřazení ukončit [2] 
Váhy všech párů i nepárů aminokyselin definuje substituční matice (substitution matrix, 
scoring matrix). Substituční matice je čtvercová tabulka a její řádky i sloupce odpovídají 
znakům v sekvenci. Na průsečíku řádku a sloupce je číselná hodnota, která odpovídá 
příspěvku odpovídající kombinaci znaků k celkové hodnotě podobnosti. Hodnoty přiřazené 
jednotlivým nepárům jsou nezávislé na pořadí symbolů. To znamená, že nepár G – A má 
stejnou hodnotu jako nepár A – G. Substituční matice je tudíž symetrická podle diagonály. [2] 
Konkrétní číselné hodnoty v substituční matici jsou zjištěny pozorováním ze skutečných 
sekvencí aminokyselin. U proteinů jsou to pozorované frekvence záměn určitých 
aminokyselin v souborech známých homologních sekvencí a frekvence výskytu jednotlivých 
aminokyselin. Častá, nevzácná aminokyselina má menší váhu než spárovaná vzácná 
aminokyselina nebo aminokyselina kódovaná malým množstvím kodonů (tripletů). 
Pro upřesnění, kodon je jednotka genetické informace, resp. trojice ribonukleotidů molekuly 
mRNA, která při translaci kóduje umístění určité aminokyseliny v polypeptidovém řetězci. 
Hodnoty v maticích jsou určeny empiricky z „typických“ sad sekvencí tak, aby jejich použití 
vedlo k výsledkům, které dávají smysl. Zejména pro proteiny nemáme pouze „jedinou 
správnou“ substituční matici.[2] [6] 
Pro proteiny bylo vytvořeno několik sérií substitučních matic. Nejstarší, a stále poměrně 
často aplikované, jsou matice PAM (Point Accepted Mutation), které jsou vytvořené 
na základě analýzy globálních přiřazení souboru blízce příbuzných aminokyselinových 
sekvencí. Konstrukce substituční matice PAM je založena na empirickém stanovení frekvence 
jednotlivých specifických záměn. V modelovém souboru sekvencí byly pro jednotlivé 
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aminokyseliny zjištěny frekvence všech možných záměnových mutací tehdy, když mutace 
postihují 1 % aminokyselin v sekvenci. Díky takto změřeným hodnotám specifických 
mutačních rychlostí byla zkonstruována matice PAM1. Vynásobením této matice jí samotnou 
vznikla PAM2 atd. až po PAM250, která představuje stav, kdy na sto aminokyselinový úsek 
připadá 250 mutací. Z důvodu, že mutace postihují v obvyklém případě náhodně vybrané 
aminokyseliny, zůstává zachováno přibližně 20 % aminokyselin nemutovaných.[2] 
PAM matice pro vzdálenější sekvence, tedy s vyššími čísly, byly získány extrapolací. 
Naopak z empirických dat byla přímo odvozena druhá velice často používaná série matic 
BLOSUM a to na základě lokálního přiřazení konzervativních domén méně blízce příbuzných 
aminokyselinových sekvencí. Matice BLOSUM jsou také číslovány. Čím vyšší číslo, tím 
vyšší úsek konzervativních aminokyselin v sadě sekvencí. Známe matice BLOSUM1 až 
BLOSUM100. Čím podobnější jsou si sekvence proteinů, tím vyšší hodnoty BLOSUM, 
případně nižší hodnoty PAM, bychom měli volit. A naopak pro odlišné sekvence jsou 
vhodnější vyšší hodnoty PAM a nižší BLOSUM. Matice s nízkým PAM a vysokým 
BLOSUM ale nemůžeme zaměňovat, protože vznikaly na základě úplně odlišných 
empirických dat. Nízké PAM upřednostňujeme v situacích, kde za podobnost způsobenou 
krátkou evoluční vzdáleností, tedy malým počtem mutací, oddělující sekvence, které nás 
zajímají. Dá se říct, že PAM musíme aplikovat na podobná sekvenční data, jako ze kterých 
byla sestavena. Vysoké BLOSUM využijeme tam, kde předpokládáme velkou podobnost 
oblastí v jinak lišících se sekvencích, například v důsledku selekce nebo evolučních omezení. 
Matice PAM jsou navrženy pro hledání evolučního původu proteinů, zatímco matice 
BLOSUM slouží k hledání jejich konzervativních domén. Matice BLOSUM62 je v příloze.[2]  
[5] 
Cenu mezer (gap penalty) určují obvykle dva důležité parametry. Jedná se o cenu 
za otevření mezery a v absolutní hodnotě zpravidla výrazně nižší cenu za prodloužení už 
existující mezery o 1 aminokyselinu. Tyto ceny vždy výslednou podobnost snižují. Rozdíl 
těchto cen reflektuje to, že jestli už v sekvenci mezera vznikla, bez ohledu na to jestli delecí 
nebo inzercí, její prodloužení už je poměrně nepodstatné a moc toho na finální velikosti 
podobnosti nezmění. Kromě programů pro konstrukci přiřazení a stanovení míry podobnosti 
sekvencí bývají v programech hodnoty empirických parametrů (matice, ceny za mezeru) 
nastaveny tak, aby vedly k rozumným a akceptovatelným výsledkům. Matice jsou obvykle 
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nastaveny na neutrální hodnotu pro sekvence aminokyselin, které si nejsou ani příliš podobné, 
ani nejsou příliš rozdílné. [2] 
3.3.3 Mnohočetné přiřazení 
Stejně jako u jednoduchého globálního či lokálního přiřazení, tak v mnohočetném 
přiřazení (multiple alignment) jsou sekvence zapsány pod sebou tak, aby se na pozicích, které 
si odpovídají, vyskytovaly stejné nebo podobné aminokyseliny. Mnohočetné přiřazení 
obsahuje úplnou informaci užitečnou k nalezení sekvenčního motivu. Sekvenční motivy jsou 
oblasti aminokyselinových sekvencí společné pro nějakou skupinu proteinů. Dále popíšeme 
několik formátů souborů používanými k zápisu mnohočetného přiřazení. Základní 
formátovaná vstupní sekvenční data mohou vypadat jako několik jednoduchých sekvencí 
ve formátu FASTA nebo mohou být už existujícím rozpracovaným přiřazením. Určitě 
nejnázornějším a nejjednodušším možným formátem mnohočetného přiřazení je jednoduchý 
zápis pozic, které si odpovídají, pod sebou s tím, že ke každé řádce jsou uvedeny názvy 
sekvencí a vnesené mezery jsou vyznačeny například pomlčkami. Pro počítačové zpracování 
ale takový jednoduchý zápis nestačí, protože například program nerozliší název a začátek 
sekvence. V praxi jsou proto kladeny větší požadavky na používané formáty, které však lze 
z právě popsaného formátu velmi jednoduše odvodit.[2] 
Jedním z nejjednodušších a často používaných je formát CLUSTAL, má příponou *.aln 
a je nazván podle stejnojmenném programu. Liší se od jednoduchého zápisu jenom 
definovanou délkou názvů sekvencí, rozestupem řádků, hlavičkou a přítomností řádku 
vyznačujícího konsensuální (funkční) pozice pomocí volitelných znaků (vždy * pro pozici 
absolutně konzervovanou, někdy také : a . pro pozice s různě konzervovaným většinovým 
zastoupením). Programy, využívající formát CLUSTAL, obvykle nesledují obsah 
konsensuálního řádku, ale jenom jeho přítomnost. [2] 
Téměř stejně jednoduchý je formát někdy označovaný jako PHYLIP(i), nebo PHYLIP 4 
či PHYLIP s příponou *.phy. Tento formát se na rozdíl od předchozího liší v tom, že 
programy, které soubory ve formátu PHYLIP přijímají také kontrolují správnost zapsaných 
údajů o počtu a délce sekvencí aminokyselin. [2] 
O něco méně přehlednou, ale v určitých situacích výhodnější variantou právě popsaných 
tzv. prostřídaných (interleaved) formátů jsou formáty, v nichž jsou všechny sekvence 
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včetně mezer uváděny odděleně za sebou, tzv. formáty postupné (sequential). Takovýto zápis 
totiž ulehčuje například postupné přidávání sekvencí do přiřazení nebo výběr jenom některých 
sekvencí pro další zpracování. Nejjednodušší z těchto formátů je formát FASTA, který 
využívá vkládání mezer. Obvykle má příponou *.fst, *.fas nebo *.fsa. Podobný formát 
PHYLIP(s), někdy také označovaný jako PHYLIP 3.2 (*.phy), získáme „rozložením“ 
přiřazení ve formátu PHYLIP(i) podle sekvencí. I u postupných formátů je zapotřebí dodržet 
stejné délky sekvencí v přiřazení, kratší sekvence doplníme pomlčkami do jednoho bloku tak, 
aby byly stejně dlouhé jako ty delší. [2] 
Obecná zásada při konstrukci mnohočetného přiřazení je, že postupujeme při přiřazování 
vždy od bližších sekvencí ke vzdálenějším. To znamená, že nejdříve spojujeme vzájemně 
nejpodobnější dvojice sekvencí v globálním přiřazení a oblasti vykazující nejvyšší podobnost 
v lokálním přiřazení. Vzdálenější sekvence a oblasti v sekvencích potom postupně 
„nabalujeme“ na tuto kostru.[2] 
Příklad strategie pro automatickou konstrukci mnohočetného přiřazení popíšeme pomocí 
příkladu algoritmu CLUSTAL. Tento postup můžeme shrnout do následujících několika 
kroků: 
• Program nejdříve porovná všechny možné dvojice vložených aminokyselinových 
sekvencí a ze získaných výsledků sestrojí matici párových normalizovaných 
hodnot vzdálenosti. Uživatel může pro stanovení párových hodnot vzdálenosti 
zvolit buď méně přesnou, ale rychlou metodu, která využívá hodnot podobnosti 
(score) náležících nejdelším diagonálám v bodovém diagramu nebo pomalejší, ale 
přesnější postup, který zahrnuje optimalizaci přiřazení párů pro každou dvojici 
aminokyselinových sekvencí. Tento krok je z celého postupu nejpomalejší a jeho 
trvání kvadraticky roste s počtem sekvencí (pro N sekvencí je potřeba N.(N – 1)/2 
porovnání). 
• S pomocí vypočítané matice podobností program provede shlukovou analýzu 
a sestrojí dendrogram (vůdčí strom, guide tree), který jednu po druhé 




• Program nakonec sestaví přiřazení tak, že nejdříve vytvoří globální přiřazení párů 
těch sekvencí, které jsou v dendrogramu bezprostředními sousedy. V dalších 
krocích postupně přiřazuje další sekvence (párová či mnohočetná přiřazení) 
v pořadí daném dendrogramem. [2] 
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4 Algoritmus pro porovnávání sekvencí aminokyselin  
Motivací pro vytvoření následujícího algoritmu je snaha o nalezení originálního postupu 
pro zpracování sekvenčních dat. V předchozím textu jsme se již zmínili o dynamických 
programovacích algoritmech a postupech, které se na tyto data aplikují. Tato řešení jsou 
vyzkoušená a v praxi dobře fungují. Pro návrh našeho algoritmu jsme proto využili určité 
oblasti těchto řešení a pokusili jsme se je modifikovat tak, abychom získali jak praktické 
a užitečné výsledky, tak se i snažili o nalezení nových postupů pro posuzování podobnosti 
různých proteinů. 
Algoritmus jsme vytvořili v programovém prostředí Matlab verzi R2006a. Pro práci je 
nutné získat sekvence aminokyselin, které budeme porovnávat. Tyto sekvence jsme získali 
z volně přístupné databáze UniProtKB dostupné přes internet na stránkách 
http://www.uniprot.org . Dle zadání diplomové práce jsou tyto data v textovém formátu 
FASTA.  
Vstupem algoritmu tedy jsou sekvence aminokyselin, výstupem pak jsou číselné 
a přehledně graficky znázorněné výsledky. Algoritmus umožňuje zpracovávat dvě a více 
sekvencí najednou. Nalezne oblasti, které mají dvě sekvence společné a tyto oblasti pak 
vyhledává v ostatních sekvencích. Vypočítá normalizovanou podobnost (váhu) nalezených 
oblastí a také ohodnocení každé sekvence. Dále vykreslí bodový diagram (dotplot), ve kterém 
zřetelně vyznačí společné oblasti a graficky znázorní umístění nalezených oblastí na každé 
sekvenci. 
4.1 Metoda 
Celý algoritmus lze rozdělit do tří částí. První z nich je sestavení bodového diagramu, 
druhá je detekce diagonál v diagramu a třetí je výpočet podobností, vah a celkových 
ohodnocení každé sekvence. Vytvoření bodového diagramu jsme popsali už výše. Pro detekci 
jsme použili Houghovu transformaci. Podobnost jednotlivých úseků počítáme na základě 
znalosti počtu pozic, které mají stejnou aminokyselinu v hledaném i nalezeném úseku a počtu 
pozic, na kterých se aminokyseliny liší.  
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4.2 Bodový diagram 
Hlavní výhodou bodového diagramu je, že v obou sekvencích nalezne všechny pozice, 
na kterých jsou aminokyseliny identické, označí tyto pozice a umožní uživateli, aby si zvolil 
ty oblasti kterého ho zajímají pro další zpracování pomocí diagonálních čar tvořených 
z jednotlivých bodů diagramu. Bodový diagram bývá obvykle vytvořen postupem, který jsme 
již popsali výše. 
 Ze souboru sekvencí, které budeme zpracovávat, jsme vybrali nejdelší a nejkratší 
sekvenci pro sestavení bodového diagramu. Tento výběr nám zvýší pravděpodobnost toho, že 
společné oblasti těchto sekvencí budou i v ostatních zpracovávaných sekvencích. Detekce 
shodných oblastí obou sekvencí může být vylepšena filtrací tak, že v okně, které se pohybuje 
diagramem a vyhledává shody, je nastavena jistá podmínka. V našem případě má okno 
velikost 10, tedy porovnává 10 aminokyselin z každé ze dvou sekvencí. Na rozpracovaný 
diagram je aplikována substituční matice BLOSUM62 a poté sečteme hodnoty na hlavní 
diagonále v prohledávacím okně. Body se do diagramu vypíší pouze tehdy, pokud suma 
sečtených hodnot je vyšší než předem definované hodnoty. V našem případě má velikost 23. 
Velikost této konstanty jsme zjišťovali sledováním výsledků při změně hodnoty konstanty. 
Stejně tak je i v literatuře udávaná jako optimální, ale můžeme ji podle potřeby měnit. 
Na výslednou podobu bodového diagramu má hodnota prahu daleko významnější vliv, než 
volba substituční matice. [5] 
 
Obr. 3: Srovnání diagramů s prahy 18, 23 a 28. 
Matice BLOSUM62 se jeví z pohledu teoretického rozboru v části tohoto textu, ve které 
se substitučními maticemi zabýváme jako optimální. Její použití udává i literatura, ze které 
jsme čerpali a je i často používaná jako přednastavená matice v programech sestavujících 
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přiřazení. Srovnáváním různých matic PAM a BLOSUM jsme zjistili, že vhodnou 
alternativou k matici BLOSUM62 je matice PAM150. Podle potřeby můžeme matice měnit. 
[5]  
 
Obr. 4: Srovnání diagramů s BLOSUM30, 62 a 100. 
Z bodů zapsaných do diagramu se vytvoří diagonální čáry přerušované v místech, 
kde nejsou dvojice aminokyselin shodné. Pokud jsou celé sekvence identické, můžeme 
v diagramu vidět nepřerušovanou čáru na hlavní diagonále. Pokud jsou sekvence příliš 
rozdílné, žádné diagonály nejsou patrné nebo jsou velice krátké. V této situaci se můžeme 
ještě pokusit u úpravu parametrů diagramu, tedy substituční matice a uvedené prahové 
konstanty.  
4.3 Detekce přímek Houghovou transformací 
Nyní přikročíme k automatické detekci diagonál (přímek) v diagramu. Pokud body 
v diagramu nahradíme jedničkami a prázdná místa nulami, získáme matici jedniček a nul. 
Taková to matice je v podstatě binární obraz, na který můžeme aplikovat metody pro analýzu 
obrazu. V našem programu je zapotřebí detekovat přímky. Pro detekci struktur, v našem 
případě čar, se používá Houghova transformace.  
Houghova transformace je metoda, která slouží k nalezení parametrického popisu objektu 
v obraze. Při použití je nutné znát analytický popis tvaru objektu. Tato metoda se používá pro 
detekci jednoduchých objektů v obraze například přímky, kružnice, elipsy, atd. Pomocí 
Houghovy transformace hledáme parametry matematického modelu objektu za předpokladu 
známých souřadnic pixelů. Přímku definujeme rovnicí (2) : 
θθρ cossin ⋅+⋅= xy
       (2) 
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Kde ρ je délka normály od přímky k počátku souřadnic a θ je úhel mezi normálou a osou x 
jak je naznačeno na obrázku (5). [7] 
 
Obr. 5: Parametrický popis přímky. 
Parametry ρ a θ jsou neznámými. Pokud do předchozí rovnice (2) dosadíme souřadnice 
nějakého pixelu (xi, yi), potom množina všech možných řešení (ρ, θ) vykreslí v Houghově 
prostoru spojitou křivku. Pokud si takto promítneme do Houghova prostoru všechny body 
(pixely) ležící na přímce p, zjistíme, že křivky odpovídající jednotlivým pixelům (xi, yi) se 
protínají v jednom bodě (ρmax, θmax). Tyto dvojice jsou pak námi hledané parametry přímky p. 
[7] 
Houghova transformace je realizována tak, že Houghův prostor je v prvním kroku 
diskretizován. Každá oblast tohoto prostoru, tzv. akumulační buňka, je vynulována. Každý 
pixel (xi, yi) je přetransformován do diskretizované křivky (ρ, θ) s tím, že hodnota 
akumulačních buněk podél této křivky je inkrementována. Souřadnice maxima v Houghově 
prostoru (ρmax, θmax) jsou parametry hledané přímky. [7] 
Samotnou Houghovu transformaci jsme neprogramovali, ale použili jsme příkazy, které 
obsahuje programové prostředí Matlab. Jsou to příkazy :  
• [H, θ, ρ] = hough(bw) - tento příkaz slouží k výpočtu standardní Houghovy 
transformace binárního obrazu (bw). H zde představuje Houghovu matici 
(Houghův prostor). θ  a ρ jsou parametry známe ze vzorce (2), tedy délka 
normály a úhel mezi normálou a osou x. ρ může být záporné.  
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• peaks = houghpeaks(H, numpeaks) - tento příkaz slouží k nalezení maxima 
v Houghově prostoru (ρmax, θmax). Pro výpočet je nutný parametr H vypočítaný 
předchozím příkazem.  
• lines = houghlines(bw, θ, ρ, peaks) – pomocí tohoto příkazu nalezneme pozice 
přímek v obraze, resp. zjistíme jejich souřadnice. Pro výpočet těchto pozic je 
nutné znát parametry vypočítané v předchozích krocích, tedy θ, ρ, peaks. 
V programu jsme v rámci toho příkazu použili dva významné parametry. Jsou to 
parametry FillGap a MinLength. FillGap definuje délku mezery mezi 
jednotlivými segmenty bodového diagramu přes kterou se ještě dokáže přímka 
spojit. Pokud je mezera větší než zadaná hodnota, přímka se už rozdělí na dvě 
části. MinLength udává minimální délku přímky. Jinými slovy body, jejichž 
množství je menší než tato hodnota, se už do přímky nespojí. Oba tyto parametry 
můžeme volit, ale hodnoty, které jsme s dobrými výsledky použili v programu 
jsou FillGap rovno 4 a MinLength rovno 6.  
Vlivem toho, že bodový diagram sestavujeme ze sekvencí, které mají různou délku, může 
dojít k zdvojené detekci. To znamená, že v diagramu najdeme překrývající se přímky. Rozdíl 
mezi těmito přímkami je v tom, že jsou vytvořeny každá pro jiný úhel θ. Tento úhel se liší 
pouze nepatrně a proto jsou obě přímky tvořeny téměř stejnými body diagramu. Toto 
překrývání ale nemá zásadní vliv na funkci algoritmu a lze jej ve výstupu snadno 
identifikovat.  
4.4 Ohodnocení sekvencí 
Nyní jsme získali oblasti (vzorky) sekvencí, které budeme hledat v souboru ostatních 
sekvencí. Tedy v každé sekvenci se pokusíme nalézt alespoň jednu tuto oblast. Pro tuto 
činnost jsme vytvořili jednoduchý vyhledávací algoritmus. Tento algoritmus funguje 
v podstatě tak, že postupně posouváme oblast aminokyselin, kterou v sekvenci hledáme, přes 
celou prohledávanou sekvenci takovým způsobem, že nakonec porovnáme všechny dvojice 
aminokyselin. V uvedeném algoritmu je ještě implementována podmínka. Tato podmínka 
v podstatě umožňuje vyhodnotit hledanou oblast jako nalezenou, pokud se shoduje pouze 
určité procento aminokyselin v hledané oblasti a v prohledávané sekvenci. Přednastavená 
hodnota je 0.6, ale můžeme ji měnit. Hodnota této konstanty znamená, že pokud se shoduje 
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alespoň 60 % aminokyselin v hledané oblasti a v sekvenci, pak se uloží pozice této oblasti 
a pokračuje se dál v hledání, dokud se nedostaneme až na konec prohledávané sekvence.  
Když dokončíme toto prohledávání pro všechny sekvence, získáme soubor nalezených 
úseků sekvencí, které se mohou lišit od hledaného úseku o stanovenou podmínku. Dále 
o těchto oblastech sekvence víme, jakou mají délku a na kterých pozicích se v sekvenci 
nachází. Z tohoto souboru vypočítáme tzv. referenční úsek (vzorek).  
Referenční vzorek je složený z aminokyselin, které mají v souboru nalezených úseků 
největší četnost. Je to tedy jakýsi průměrný vzorek. Vytvořen je tak, že se všechny nalezené 
úseky sekvencí umístí pod sebe a pro každý sloupec znaků najdeme nejčastější znak, tedy 
nejčastější aminokyselinu a na pozici v referenčním vzorku, která odpovídá pozici sloupce, se 
tento znak zapíše. Pokud nemůžeme na určité pozici rozhodnout o nejvyšší četnosti znaků, 
pak na tuto pozici referenčního úseku umístíme zástupný znak (např. _ ). Následně 
porovnáme všechny úseky ze souboru nalezených úseků s referenčním vzorkem a zjistíme, 
v kolika a na kterých pozicích se tyto úseky sekvencí liší. Vzhledem k tomu, že nalezené 
úseky se s úseky v prohledávaných sekvencích podobají z námi nastaveného procenta, nemusí 
byt všechny jejich společné dvojice aminokyselin identické. Referenční úsek nám pak tedy 
říká, jak by měl nalezený vzorek vypadat, aby byl co nejpodobnější oblasti sekvence, ve které 
jsme ho identifikovali.  
Nyní máme k dispozici dostatek dat pro výpočet podobnosti, vah a normovaných vah 
nalezených úseků a také pro ohodnocení podobnosti celých sekvencí. Podobnost udává míru 
podobnosti v procentech mezi referenčním vzorkem a nalezeným úsekem nebo také mezi 
referenčním vzorkem a hledaným úsekem. Je to v podstatě podíl počtu shodných dvojic 
aminokyselin a počtu všech dvojic aminokyselin v úseku sekvence. Jestliže délku sekvence 
označíme jako Xi , délku nalezeného úseku jako Yi, j a množství rozdílných pozic 
v referenčním a nalezeném úseku jako di, j, pak můžeme podobnost v procentech vypočítat 











Podobnost  [%]       (3) 
Váhu úseku získáme tak, že podobnost nalezeného úseku a referenčního vzorku 
vynásobíme počtem všech aminokyselin, tedy délkou obou úseků. Váha úseku nám ale tedy 
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poskytuje pouze informaci o počtu stejných aminokyselin mezi referenčním vzorkem 












=        (4) 
 Pokud chceme pochopit význam nalezeného úseku v sekvenci, pak musíme váhu 
normovat, tedy podělit délkou příslušné sekvence . Jestliže se hodnota normované váhy blíží 
k jedné, znamená to, že nalezený úsek je téměř stejně dlouhý jako celá sekvence a že mají 
velký počet společných dvojic identických aminokyselin a naopak, pokud se tato hodnota 







=          (5) 
Když sečteme všechny váhy na sekvenci a podělíme tuto hodnotu délkou sekvence, 
získáme tak ohodnocení celé sekvence. Toto ohodnocení nám dává informaci o zastoupení 











        (6) 
U výpočtu ohodnocení přes délku sekvence se může v algoritmu vlivem zdvojených 
detekci vyskytnout chyba, kdy celkové ohodnocení přes délku sekvence je větší než jedna. 
V tomto případě nám dává věrohodnější výsledky ohodnocení přes délku všech vzorků.  
Pokud sumu dílčích vah na sekvenci podělíme sumou délek nalezených úseků, získáme 
druhou formu ohodnocení, které nám poskytuje informaci o míře odlišnosti aminokyselin 
v nalezeném úseku a v sekvenci nezávisle na délce sekvence, která se může v souboru 
sekvencí měnit. Pokud se hodnoty ohodnocení blíží k jedné, znamená to, že daná sekvence 




















V následující kapitole uvedeme výstupy a výsledky zpracování souboru sekvencí 
vytvořeného algoritmu. Pokusíme se vytvořit modelové příklady zpracování sekvencí 
a rozebereme možnosti algoritmu. Budeme hledat společné úseky pro dvě i více sekvencí 
a uvedeme výsledky jejich porovnávání. V poslední části srovnáme výsledky našeho 
algoritmu s lokálním, globálním a mnohočetným přiřazením vytvořeným bioinformatickou 
sadou nástrojů programového prostředí Matlab pro několik sérií sekvencí. Toto srovnání 
provedeme formou tabulky. 
5.1 Výstup algoritmu 
Do programu můžeme načíst buď sérii několika sekvencí v jednom souboru nebo 
můžeme do programu nahrávat jednotlivé sekvence postupně. Algoritmus pak umožní zvolit 
nutné parametry, tedy prahovou hodnotu pro bodový diagram, substituční matici, minimální 
délku úseku, mezeru mezi úseky a procento identických párů aminokyselin v nalezeném 
úseku.  
Výstup algoritmu má dvě části. Textovou a grafickou. Textová část výstupu obsahuje 
všechny výstupní informace v podobě jednoduchého výpisu. Grafická část slouží pro 
přehlednou prezentaci výsledků. Obsahuje vykreslení nalezených úseků na konkrétních 
pozicích konkrétní sekvence. Každý vykreslený úsek je popsaný svojí normovanou váhou. 
Každá sekvence pak svým ohodnocením přes délku sekvence. Z důvodu přehlednosti 
neobsahuje grafický výstup všechny výsledky, například ohodnocení sekvence přes součet 
délek nalezených vzorků. Nyní uvedeme několik příkladů výsledků: 
 
Na následujícím obrázku můžeme vidět bodový diagram dvou krátkých sekvencí. Tento 
diagram byl sestaven s použitím optimálních parametrů uvedených výše. V diagramu je 
znázorněna detekce společných úseků obou sekvencí. Hned na první pohled je patrná nízká 
podobnost obou sekvencí. Textové výsledky náležící grafickým výsledků na obr. č. 6 a obr. 




Obr. 6: Bodový diagram 
 
 
Na obrázku č. 7 je graficky znázorněno umístění detekovaných úseků z předchozího 
diagramu na obou sekvencích. Dvě přímky přímo nad sebou znázorňují to, že detekovaný 
úsek náleží dvěma sekvencím na každé ose diagramu a mohou se lišit i přesto, že jsou 
v diagramu označeny zelenou čárou jako identické. U porovnávání dvou sekvencí to není 
příliš patrné, ale pokud srovnáváme více sekvencí, liší se u těchto úseků jejich normované 
váhy. Nízké podobnosti obou sekvencí odpovídá i jejich nízké ohodnocení pro první sekvenci 




Obr. 7: Umístění nalezených úseků v sekvenci.  
 
Na obrázku č. 8 je další bodový diagram, tentokrát vytvořený z delších sekvencí s větší 
podobností. Tuto podobnost jasně dokazuje převaha bodů na hlavní diagonále.  
 
Obr.č. 8: Bodový diagram 
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Ohodnocení na obr. č. 9, který náleží k diagramu na obr. č. 8, vypovídá o velikosti 
zastoupení společných úseků v obou sekvencích. Pokud je větší než 0.5, můžeme již hovořit 
o jisté podobnosti mezi sekvencemi.  
 
 
Obr. 9: Umístění nalezených úseků v sekvenci. 
Na následujících čtyřech obrázcích můžeme vidět bodové diagramy a především 
znázornění umístění nalezených úseků pro deset různých sekvencí aminokyselin. 
Na obr. č. 11 je patrné, že některé hledané úseky můžeme na sekvenci najít vícekrát. Toto nás 
může upozornit na opakování určitého funkčního úseku aminokyselin v proteinu. Dále vidíme 
na obr. č. 12, že jednotlivé úseky se liší svou váhou, kterou jim algoritmus přidělil. Jak je 
vidět na obr. č. 13, velkou normovanou váhou jsou oceněny významné společné úseky pro 
všech deset sekvencí, které jsme porovnávali a stejně tak mají všechny sekvence i vysoké 
ohodnocení, které vypovídá o velkém podílu zastoupení hledané oblasti v sekvenci. Pokud 
tedy hledáme jeden vzorek v několika sekvencích, může nám velikost ohodnocení dát 




Obr. č. 10: Bodový diagram. 
 
 




Obr. 12: Bodový diagram. 
 
 
Obr. 13: Umístění nalezených úseků v sekvenci.   
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5.2 Srovnání výsledků s přiřazením v programu Matlab 
V této části textu budeme srovnávat výsledky z našeho algoritmu s metodami 
porovnávání sekvencí aminokyselin, které obsahuje sada bioinformatických nástrojů 
programu Matlab. Výsledky obou metod uvedeme v tabulce a přehledně porovnáme. 
Výstupem přiřazení v programu Matlab je kromě samotného grafického znázornění přiřazení 
i hodnota optimálního score. Výstupem našeho algoritmu, podobným jako je score v Malabu, 
je ohodnocení sekvencí. Každý z těchto výstupů vyjadřuje něco jiného. Významy ohodnocení 
a score jsme uvedli výše. Číselné hodnoty těchto výsledků tedy nebudeme přímo srovnávat, 
ale spíše budeme sledovat jejich charakter, tedy jak se mění v závislosti na vlastnostech 
zpracovávaných sekvencí. V tomto duchu tedy srovnáme výsledky lokálního a globálního 
přiřazení Matlabu s výsledky ohodnocení vypočítaných naším algoritmem, srovnáme grafické 
výstupy a také provedeme srovnání grafického výstupu mnohočetného přiřazení a grafického 
výstupu našeho algoritmu.  
Následující tabulku jsme sestavili pro dvacet náhodných párů aminokyselin. Tyto páry 
jsme přiřadili a spočítali jejich hodnoty score pomocí Matlabu. Páry aminokyselin jsme 
seřadili podle velikosti jejich score. Poté jsme postupně aplikovali náš algoritmus na všechny 
páry a spočítali ohodnocení tak, že jsme začali s párem s nejmenší hodnotou score a skončili 
párem s největší hodnotou score. 
Tab. 2 . Srovnání výsledků 
Ohodnocení přes délku 
sekvence 







Sekvence 1 Sekvence 2 Sekvence 1 Sekvence 2 
1 2,3 19,3 0,0256 0,0666 0,8333 0,8333 
2 14,3 38,6 0,0840 0,0800 1,0000 1,0000 
3 16,6 39,3 0,0333 0,0331 0,7142 0,7142 
4 91,3 92,0 0,2042 0,1361 0,6744 0,4651 
5 114,3 119,6 0,1200 0,1208 0,7826 0,7826 
6 116,0 116,3 0,3676 0,4032 0,9259 0,9259 
7 121,6 122,0 0,5441 0,6070 0,6744 0,4651 
8 142,0 142,0 0,4159 0,2168 0,7866 0,4133 
9 144,3 144,3 0,8032 0,8032 0,8032 0,8032 
10 144,3 144,3 0,8032 0,8032 0,8032 0,8032 
11 146,6 146,6 0,3028 0,2237 0,7049 0,5246 
12 147,3 147,3 0,8190 0,8190 0,8190 0,8190 
13 153,6 153,6 0,8688 0,8688 0,8688 0,8688 
14 155,3 155,3 0,8360 0,8360 0,8360 0,8360 
15 155,3 155,3 0,8689 0,8689 0,8689 0,8689 
16 156,0 156,0 0,2310 0,2320 0,8460 0,8460 
17 156,0 156,0 0,8530 0,8530 0,8530 0,8530 
18 156,0 156,6 0,0689 0,0689 0,0689 0,0689 
19 158,3 158,3 0,0689 0,0689 0,0689 0,0689 




Na následujících obrázcích porovnáme grafické výstupy Matlabu a našeho algoritmu. 
Nejprve pro porovnání dvou sekvencí a pak pro mnohočetné přiřazení.  
 
Obr. č. 14 :Umístění nalezených úseků ve dvou sekvencích.    
 
 
Obr. č. 15: Globální přiřazení. 
 
 




Obr. č. 17: Umístění nalezených úseků ve třech sekvencích.    
 
 




Dle zadání jsme se v práci pokusili o vytvoření algoritmu, který nám umožní srovnávat 
sekvence aminokyselin různých organismů. Vstupem do toho algoritmu jsou sekvenční data, 
tedy sekvence aminokyselin, výsledkem je jak číselné ohodnocení a tak i grafický výstup 
které nám umožní porovnat zpracovávané informace. Základ algoritmu tvoří bodový diagram. 
Ten umožňuje snadno nalézt společné oblasti ve dvou sekvencích. Proto, abychom mohli tyto 
oblasti dál srovnávat, je nutné je automaticky detekovat. Tuto detekci provádíme pomocí 
Houghovy transformace. Nalezené úseky poté hledáme v ostatních sekvencích a početně 
vyhodnocujeme jejich podobnost. 
Ohodnocení, které algoritmus pro každou zpracovávanou sekvenci spočítá, můžeme 
chápat jako míru zastoupení hledaných úseků na sekvenci. Ohodnocení nám také říká, jak 
jsou si sekvence v souboru sekvencí, které algoritmus zpracovává, podobné. Pokud se 
velikost ohodnocení blíží k jedné, znamená to, že sekvence které jsme srovnávali, obsahují 
velkou společnou oblast. Dvě sekvence můžeme považovat za podobné, pokud mají velikost 
ohodnocení minimálně 0.5. Výpočet ohodnocení vztahujeme buď k délce sekvence nebo 
k součtu délek všech nalezených úseků na sekvenci.  
Výsledky vytvořeného algoritmu jsme porovnávali s výsledky lokálního a globálního 
přiřazení vytvořeného pomocí bioinformatických nástrojů programového prostředí Matlab. 
Výsledky tohoto srovnání jsme uvedli v tabulce. I když jsou hodnoty score přiřazení 
a velikosti ohodnocení vypočítávány jiným způsobem a obě tyto hodnoty nevyjadřují přesně 
totéž, měli by spolu korespondovat. Tedy pro odlišné sekvence je score a ohodnocení 
sekvencí nízké, pro podobné nebo stejné by měli být tyto hodnoty výrazně vyšší. Z tabulky 
ale vyplývá, že ohodnocení vypočítané algoritmem a hodnoty score si v tomto smyslu 
neodpovídají. Lze říci, že obě hodnoty sledují stejný trend, ale u hodnot ohodnocení jsou 
patrné náhlé změny tohoto trendu. Tento problém vytváří chyby při detekci, kdy diagonály 
bodového diagramu nejsou správně identifikovány. Řešením tohoto problému by bylo 
adaptivní nastavování parametrů detekce dle množství nalezených diagonál. Další problém 
vzniká při porovnávání výrazně odlišně dlouhých sekvencí, kdy algoritmus detekuje dvě 
překrývající se diagonály, které svírají odlišný úhel s osou bodového diagramu. Tento 
problém má ale nízký vliv na celkovou velikost ohodnocení.  
Smysl uplatnění tohoto algoritmu je v tom, že na rozdíl od přiřazení sestavovaného 
Matlabem, umožňuje srovnávat dvě ale i více sekvencí najednou a vytváří přitom i bodový 
diagram. Tento diagram se běžně používá v bioinformatice jako výchozí zdroj informací před 
začátkem hlubší analýzy sekvencí proteinů. Vytvořený algoritmus tedy poskytuje několik 
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funkcí najednou, umožňuje ohodnocení podobnosti aminokyselinových sekvencí a informuje 
nás o úsecích aminokyselin, které jsou pro několik sekvencí společných.  
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Textový výstup algoritmu, 









Uzivatel vybral: C:\Documents and Settings\Ladič\Plocha\DP\Capra.txt 
Uzivatel vybral: C:\Documents and Settings\Ladič\Plocha\DP\Canis.txt 
-------------------------------- 
    'CPCPTGGSCTC'        'CSCSTGGSCTC'     
    'CTCASSKKSCCSCCP'    'CKCTSCKKSCCSCCP' 
-------------------------------- 
vzorek nalezen na: seq 1 (6:16) 
hledany vzorek:  CPCPTGGSCTC 
nalezeny vzorek: CPCPTGGSCTC 
----------------------------------------- 
vzorek nalezen na: seq 2 (5:15) 
hledany vzorek:  CPCPTGGSCTC 
nalezeny vzorek: CSCSTGGSCTC 
----------------------------------------- 
Referencni vzorek je: C_C_TGGSCTC 
Podobnost referencniho a hledaneho vyrazu je 81.818182 procent u hledaneho vyrazu 1 na ose X 
Lisi se na pozici 2, Lisi se na pozici 4,  
Vaha nalezeneho vzorku je 0.132353 , Vaha nalezeneho vzorku je 0.147541 ,  
------------------------------------------------------------------------------------ 
vzorek nalezen na: seq 1 (25:39) 
hledany vzorek:  CTCASSKKSCCSCCP 
nalezeny vzorek: CTCASSKKSCCSCCP 
----------------------------------------- 
vzorek nalezen na: seq 2 (24:38) 
hledany vzorek:  CTCASSKKSCCSCCP 
nalezeny vzorek: CKCTSCKKSCCSCCP 
----------------------------------------- 
Referencni vzorek je: C_C_S_KKSCCSCCP 
Podobnost referencniho a hledaneho vyrazu je 80.000000 procent u hledaneho vyrazu 2 na ose X 
Lisi se na pozici 2, Lisi se na pozici 4, Lisi se na pozici 6,  
Vaha nalezeneho vzorku je 0.176471 , Vaha nalezeneho vzorku je 0.196721 ,  
------------------------------------------------------------------------------------ 
vzorek nalezen na: seq 1 (6:16) 
hledany vzorek:  CSCSTGGSCTC 
nalezeny vzorek: CPCPTGGSCTC 
----------------------------------------- 
vzorek nalezen na: seq 2 (5:15) 
hledany vzorek:  CSCSTGGSCTC 
nalezeny vzorek: CSCSTGGSCTC 
----------------------------------------- 
Referencni vzorek je: C_C_TGGSCTC 
Podobnost referencniho a hledaneho vyrazu je 81.818182 procent u hledaneho vyrazu 1 na ose Y 
Lisi se na pozici 2, Lisi se na pozici 4,  
Vaha nalezeneho vzorku je 0.132353 , Vaha nalezeneho vzorku je 0.147541 ,  
------------------------------------------------------------------------------------ 
vzorek nalezen na: seq 1 (25:39) 
hledany vzorek:  CKCTSCKKSCCSCCP 
nalezeny vzorek: CTCASSKKSCCSCCP 
----------------------------------------- 
vzorek nalezen na: seq 2 (24:38) 
hledany vzorek:  CKCTSCKKSCCSCCP 
nalezeny vzorek: CKCTSCKKSCCSCCP 
----------------------------------------- 
Referencni vzorek je: C_C_S_KKSCCSCCP 
Podobnost referencniho a hledaneho vyrazu je 80.000000 procent u hledaneho vyrazu 2 na ose Y 
Lisi se na pozici 2, Lisi se na pozici 4, Lisi se na pozici 6,  
Vaha nalezeneho vzorku je 0.176471 , Vaha nalezeneho vzorku je 0.196721 ,  
------------------------------------------------------------------------------------ 
Ohodnoceni pres delku sekvence je na ose X 0.308824 ,Ohodnoceni pres delku sekvence je na ose X 0.344262 , 
Ohodnoceni pres delku sekvence je na ose Y 0.308824 ,Ohodnoceni pres delku sekvence je na ose Y 0.344262 , 
Ohodnoceni pres delku vsech vzorku na ose X je 0.807692 ,Ohodnoceni pres delku vsech vzorku na ose X je 0.807692 , 








B = input('Pocet sekvencí: ', 's'); 
B = str2num(B); 
seqx = {}; 
for A = 1:B 
    [filename, pathname] = uigetfile({'*.txt';'*.fa';'*.fasta'}, 'Vyberte textovy soubor'); 
    if isequal(filename,0) 
        disp('Uzivatel nevybral zadny soubor.') 
        break 
    else 
        disp(['Uzivatel vybral: ', fullfile(pathname, filename)]) 
        [head seq] = fastaread(filename);         
        if B ==1 
            seqx = seq; 
            for F1 = 1:length(seq) 
             LEN(1,F1) = length(char(seqx(F1))); 
             pomhl = char(head(F1)); 
             hlavicky{1,F1}= pomhl(1:10); 
            end    
            B = F1; 
        else 
            LEN(1,A) = length(seq); 
            seqx(A) = cellstr(seq); 
            hlavicky{1,A} = head(1:10); 
        end 
    end 
end 
if ~isequal(filename,0) 
seq1 = char(seqx(find(max(LEN)==LEN))); 
seq2 = char(seqx(find(min(LEN)==LEN))); 
[ii jj] = size(seq1); 
[ll kk] = size(seq2); 
if ii > 1 || ll > 1 
    seq1 = seq1(1,:); 
    seq2 = seq2(1,:); 
end 
  
x = length(seq1); 
y = length(seq2); 
substitucnimatice = blosum(62);  
matice = zeros(y,x);  
match = 1; 
mismatch = 0; 
for i = 1:1:x 
    for j = 1:1:y 
        if seq2(j) == seq1(i) 
            matice(j,i) = match; 
        else 
            matice(j,i) = mismatch; 
        end 
    end 
end 
S = zeros(y,x); 
seq1 = aa2int(seq1); 
seq2 = aa2int(seq2); 
for r = 1:y   
    for s = 1:x 
        S(r,s) = substitucnimatice(seq2(r),seq1(s)); 
    end 
end 
seq1 = int2aa(seq1); 
seq2 = int2aa(seq2); 
maticeX = S.*matice; 
dotmat = zeros(y,x); 
suma = 0; 
for a = 1:1:y - 10 + 1 
    for b = 1:1:x - 10 + 1 
        M = maticeX(a:a+10-1,b:b+10-1); 
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        for c = 1:1:10 
            suma = suma + M(c,c); 
        end; 
        for d = 1:1:10 
           for e = 1:1:10 
                if d ~= e ; M(d,e)=0; end 
           end 
        end 
         if suma >= 23 %<----- PRAH  
                     dotmat(a:a+9,b:b+9) = M;  
         end; 
         suma = 0; 
    end; 
end; 
for a = 1:1:y  
    for b = 1:1:x  
            if dotmat(a,b)>0; dotmat(a,b)=1; end 
    end 
end 
finalmat = mat2gray(dotmat); 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
obr = double(finalmat); 
[H,T,R] = hough(obr); 
P  = houghpeaks(H,2); 
lines = houghlines(obr,T,R,P,'FillGap',4,'MinLength',6);  
figure(1) 
subplot(1,2,1); 
imshow(obr), hold on 
for k = 1:length(lines) 
   xy = [lines(k).point1; lines(k).point2]; 
   plot(xy(:,1),xy(:,2),'LineWidth',2,'Color','green' ); 
   xlabel('Sekvence 1 (nejdelsi sekvence)'), ylabel('Sekvence 2 (nejkratsi sekvence)'), 
title('Bodovy diagram','FontSize',18); 
end 
cells = struct2cell(lines); 
for p = 1:length(lines) 
    zac(p,:) = cells{1,1,p}; 
    kon(p,:) = cells{2,1,p}; 
end 
for m = 1:length(lines) 
       XY{m,1} = seq1(zac(m,1):kon(m,1)); 







l = 0; count = 1; 
for K = 1:f 
 for L = 1:e 
  vzorek1 = XY{L,K}; 
  u = 0; Mi = []; 
  delkavz(L,K) = length(vzorek1); 
    for z = 1:length(seqx) 
        seq = seqx{z}; 
        m = length(seq); 
        n = length(vzorek1); 
        konst = round(n - (0.6)*n);  
            for i = 1:m - n+1 
                c  = konst; 
                     for j = 1:n 
                        if vzorek1(j)~=seq(j+i-1) && c==0 
                            break; 
                        elseif vzorek1(j)~=seq(j+i-1); c = c - 1; 
                        end 
                        if (j)== n 
                            vzorekseq = seq(i:i+n-1); u = u + 1; 
                            disp(sprintf('vzorek nalezen na: seq %d (%d:%d)',z,i,(i+n-1))); 
                            Z(L+l,u)=z; 
                            disp(sprintf('hledany vzorek:  %s', vzorek1));  
                            disp(sprintf('nalezeny vzorek: %s',vzorekseq));  
                            disp('-----------------------------------------'); 
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                            Mi(u,:) = vzorekseq; 
                        end 
                        if c < 0 ; c = 0; end 
                     end    
            end 
    end 
  if isempty(Mi) == 0; 
    vzorekX = {}; vyst=[]; vyst2=[]; 
    zaoksumaLEN =(round((sum(LEN))/B)); 
    Mii = char(Mi); 
    [a b]=size(Mii); 
    for x = 1:b 
        table = tabulate(Mii(:,x)); 
        cetnost = max(cell2mat(table(:,2))); 
        [row,col] = find(cell2mat(table(:,2))==cetnost); 
        if cetnost > 0.5*a 
             vzorekX(:,x) = table(row,1); 
        else vzorekX(:,x) = {'_'}; 
        end 
    end 
    vektorX = double(cell2mat(vzorekX)); 
       for ra = 1:a  
        for s = 1:b 
            vyst(1,s) = vzorek1(1,s)-vektorX(1,s); 
            vyst2(ra,s) = Mii(ra,s)-vektorX(1,s); 
        end 
       end 
       pomL = 0; 
      if a ~= B  
       [C D]= size(Z); 
       for a1 = 1:C 
        for a2 = 1:D 
            if Z(a1,a2)~=0 
              LEN2(a1,a2)=LEN(1,Z(a1,a2)); 
            end 
        end 
       end 
      else LEN2 = LEN;  
      end 
        [rad,slo] = find(vyst); 
        podobnost =((b-length(slo))/b)*100;                                       
        for v = 1:a                                          
            [vrad,vslo] = find(vyst2(v,:));                  
            podobnost2(L+l,v) =((b-length(vslo))/b)*100;     
            vahavz2(L+l,v) = b.*(podobnost2(L+l,v)/100);      
            normvahavz2(L+l,v) = (b.*(podobnost2(L+l,v)/100))/LEN2(v); 
            normvahavz3{L+l,v} = num2str((normvahavz2(L+l,v))); 
        end 
              if K == 1 
                        osa = 'X'; 
              else 
                        osa = 'Y'; 
              end 
             if slo > 0  
                disp(sprintf('Referencni vzorek je: %s', strvcat(vzorekX))); 
 disp(sprintf('Podobnost referencniho a hledaneho vyrazu je %f procent u 
hledaneho vyrazu %d na ose %s',podobnost,L,osa)); 
                disp(sprintf('Lisi se na pozici %d, ',slo)); 
                disp(sprintf('Vaha nalezeneho vzorku je %f , ',normvahavz2(L+l,:)));  
                disp('--------------------------------------------------------------------'); 
 else disp(sprintf('Hledany a referencni vzorek je stejny pro hledany vzorek %d 
na ose %s',L,osa)); 
                  vahavz2(L+l,:)>0; disp(sprintf('Vaha nalezeneho vzorku je %f , 
',normvahavz2(L+l,:))); 
                  disp('----------------------------------------------------------'); 
             end 
  end 
 end 
 l = L+l; 
end 
[C D]= size(Z); 
pomZ = ones(C, D); 
for a1 = 1:C 
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    for a2 = 1:D-1 
        if Z(a1,a2)==Z(a1,a2+1) 
            vahavz2(a1,a2) = vahavz2(a1,a2)+vahavz2(a1,a2+1); 
            pomZ(a1,a2) = pomZ(a1,a2)+pomZ(a1,a2+1); 
            vahavz2(a1,a2+1) = 0; 
            pomZ(a1,a2+1) = 0; 
        end 
    end 
end 
vahavz2 = vahavz2(:,1:B); 
pomZ = pomZ(:,1:B); 
[C D]= size(vahavz2); 
pomkonst = 1; 
for w1 = 1:K 
        for w2 = 1:L 
            delkavz2(1,pomkonst) = delkavz(w2,w1); 
            pomkonst = pomkonst + 1; 
        end 
end 
if C > 2 
    sumvah(1,:) = sum(vahavz2(1:(C/2),:)); 
    sumvah(2,:) = sum(vahavz2((C/2)+1:C,:)); 
else   sumvah = vahavz2; 
end 
for w1 = 1:C; 
 for w2 = 1:B 
        pomdelvznaseq(w1,w2) = pomZ(w1,w2)*delkavz2(w1); 
 end 
end 
if C > 2 
    delvznaseq(1,:) = sum(pomdelvznaseq(1:(C/2),:)); 
    delvznaseq(2,:) = sum(pomdelvznaseq((C/2)+1:C,:)); 
else delvznaseq = pomdelvznaseq; 
end 
for w1 = 1:2; 
 for w2 = 1:B 
        ohodnoceni1(w1,w2) = sumvah(w1,w2)/LEN(w2);  
        ohodnoceni2(w1,w2) = sumvah(w1,w2)/delvznaseq(w1,w2);  
 end 
end 
 disp(sprintf('Ohodnoceni pres delku sekvence je na ose X %f ,', ohodnoceni1(1,:))); 
 disp(sprintf('Ohodnoceni pres delku sekvence je na ose Y %f ,', ohodnoceni1(2,:))); 
 disp(sprintf('Ohodnoceni pres delku vsech vzorku na ose X je %f ,' ,ohodnoceni2(1,:))); 
 disp(sprintf('Ohodnoceni pres delku vsech vzorku na ose Y je %f ,' ,ohodnoceni2(2,:))); 
disp('-----------------------------------------------------------------------------------'); 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%  
[e f]=size(XY); l = 0; 
for K = 1:f 
 for L = 1:e 
  vzorek1 = XY{L,K}; 
  u = 0;  
    for z = 1:length(seqx) 
        seq = seqx{z}; m = length(seq); n = length(vzorek1); 
        konst = round(n - 0.6*n); pom = 0; 
            for i = 1:m - n+1 
                c  = konst; 
                     for j = 1:n 
                        if vzorek1(j)~=seq(j+i-1) && c==0 
                            break; 
                        elseif vzorek1(j)~=seq(j+i-1); c = c - 1; 
                        end 
                        if (j)== n 
                            vzorekseq = seq(i:i+n-1); u = u + 1; 
%                             figure(2)         
                             subplot(1,2,2);                          
                             hold all 
                            U = 1:LEN(z); 
                            V  = ones(1,LEN(z));  
                            V = V*z; 
                            plot(U,V, 'Linewidth', 2,'color','b') 
text(m + 1,z,[hlavicky(z),'Ohodnoceni 
je',ohodnoceni1(1,z)],'FontSize',8,'Backgroundcolor',[.5 .5 .5]'); 
                            U1 = i:(i + n-1);  
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                            V1 = ones(1,length(U1)); 
                            V1 = V1*z+(((L*0.8)+(K*1.6))/10)+pom; 
                            plot(U1,V1, 'Linewidth', 4) 
   xlabel('Delky sekvenci a useku'), ylabel('Poradove cislo 
sekvenci a useku'), 
                            title('Nalezene useky na sekvencich','FontSize',18), 
                            
text(U1(round(length(U1)/2)),V1(1)+0.025,normvahavz3(L+l,z),'FontSize',7); 
                            pom = pom + 0.2; 
                        end 
                        if c < 0 ; c = 0; end 
                     end    
            end 
    end 
 end 
 l = l + L; 
end 
end 
 
