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a b s t r a c t
An open chain or n-link is a sequence of n links with fixed lengths that are joined together
at their endpoints and can turn about their endpoints, which act as joints. Positions of
the joints of a chain define a configuration of the chain in the space. In one-dimensional
space, we define a binary configuration as a sequence of direction of links. Open chain
reconfiguration is a sequence of predefined transformation operations which can be
used to convert a given binary configuration to another given binary configuration. Each
transformation operation is assigned a cost. For two given binary configurations, there
may be many reconfigurations whose costs are different. We formalize the problem, and
we propose a dynamic programming approach to find a reconfiguration whose cost is
minimum for the conversion of two given binary configurations of an open chain in the
one-dimensional space. Our algorithm takes O(n2) time using O(n) space.
© 2011 Elsevier B.V. All rights reserved.
1. Introduction
Serpentine robots, also sometimes called snake robots, are slender, multi-segmented vehicles designed to provide greater
mobility than conventional wheeled or tracked robots. Snake robots typically comprise of three or more rigid segments that
are connected by 2- or 3-degrees-of-freedom joints. The segments typically have powered wheels, tracks, or legs to propel
the vehicle forward, while the joints may be powered or unpowered [5]. In this paper, a problem related to the movements
of a multilink robot is considered. Snake-like robots are very useful and flexible in many applications such as rescue in
earthquake. Shan designed a snake-like robot which, with somemodifications, is appropriate for our algorithm. He presents
the design and motion planning for a mechanical snake robot that was built at the University of Michigan. The structure of
the robot enables it to move without wheels. It is constructed of a series of articulated links, each one with a motor and a
linear solenoid. Although each link has only one motor, this structure allows the body configuration to be easily controlled,
thereby enabling the robot to move in very cluttered environments. The motion-planning system provides the robot with a
basic motion pattern that can be easily modified for different tasks and environments. The mechanical snake does not avoid
obstacles on its way, but rather ‘‘accommodates’’ them by continuing its motion toward the target while in contact with
the obstacles. Each link has a different number of degrees-of-freedom in each motion stage, providing the robot with great
adaptability even during contact with obstacles in a cluttered environment. His robot is shown in Fig. 1 [16,17,4].
To describe our algorithm, we consider an open chain as an abstract representation of a snake-like robot. An open chain
is constructed from n links, which are straight line segments of arbitrary real lengths. These links are joined together end-to-
endby freely rotating joints so that the links are allowed to cross each other. The configuration of an open chain is specified by
the positions of all the joints. In many applications such as vehicle manufacturing, one end point of the open chain is hinged.
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Fig. 1. Shan’s snake robot.
Fig. 2. A robot arm.
In this case, the open chain is referred to as a robot arm. In many applications that a robot needs to fold for manipulating
an object, minimum folding time implies increasing system’s throughput (rate of production over a stated period of time).
Fig. 2 shows a robot arm in which one end point is fixed using a pin. The other free end point is called hand.
Kantabutra introduced a linear time algorithm to determine whether a given configuration of an n-link short-linked
open chain confined in a square can be transformed to another given configuration[8]. His paper represents a step toward
understanding the computational complexity of motion-planning problems. One of the first groups of researchers to study
the computational complexity of motion planning was Hopcroft et al., who had a considerable amount of success on the
study of open chains of the type described above[6,7]. In [6], they showed that reachability decision problems are NP-hard
if the open chain is constrained by arbitrary polygonal walls. However, when the boundary is a circle, then they were able to
give an algorithm that determines the reachability of any open chain configuration fromanyother configuration inO(n) time.
They also gave an algorithm of O(n3)-time complexity that moves the open chain to any specific reachable configuration by
O(n3) link moves. In [10], Kantabutra and Kosaraju presented a more efficient solution, involving only O(n) time and O(n)
link moves. In [7], Hopcroft et al. developed a polynomial-time algorithm for computing the regions reachable by the joints
of an open chain in a circle. This polynomial is at least quadratic in the input size. Kantabutra and Kosaraju presented in [10]
a linear time solution to this problem.
A known problem which is related to chain reconfiguration is the ‘‘Ruler Folding Problem’’. The aim of this problem is
to find the minimum length of folded chain in which each joint is to be completely open, or completely folded. Although
several algorithms exist which solves the ‘‘Ruler Folding Problem’’ and generate a configuration of an open chain, none of
them considers the minimization of the cost of reconfiguration.
‘‘Ruler Folding Problem’’ was introduced by Hopcroft et al. for the first time, and has been shown to be NP-complete by a
reduction from PARTITION problem [6]. They developed an O(nL2) pseudo-polynomial-time algorithm for optimal folding
of an n-link open chain in one-dimensional space, where L is the length of the longest link [6,18]. Hopcroft et al. proposed
a linear time approximation algorithm for the ‘‘Ruler Folding Problem’’ with the upper bound of 2L for the length of a folded
chain, where L is the length of the longest link of the chain. They showed that this upper bound is tight using an example [6].
Reachability is a class of robotic problems. Inmany applications snake-like robots should be folded to reach a given point;
and in many cases, the only way to reach a point is folding up very compactly. Fig. 3 shows an abstracted snake-like robot
which needs to be folded to reach a point p. This figure is an example that is used to prove that the reachability problem is
NP-Complete. In this figure, since the width of the tunnel is very narrow, not every link of the robot can rotate in the tunnel
and the robot cannot reach a point p via rotation solution. The only solution for this sample is folding the robot and moving
it right through the tunnel, then moving upward, and moving to the left. For this solution, value x should be greater than
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Fig. 3. An snake-like robot.
folded length of the robot. Thus, if the length of the folded robot is less than the value of x, the robot can reach the point p.
This example also indicates that reachability problem is reduced to a ruler folding problem and is NP-Complete.
Recently, Calinescu and Dumitrescu improved the previous results and provided a fully polynomial-time
ϵ-approximation scheme for the ruler folding problem[3]. Total running time of their algorithm is O(n4(1/ϵ)3 log L) and
requires O(n4(1/ϵ)3 log L) additional space. Generalized open chains such as trees and graphs are called linkages. Works on
linkages other than folding are given in [9,1,2,11,19,15].
In [12], Nourollah and Razzazi introduced the ruler folding problem in d-dimensional space. They proposed a dynamic
programming approach, using O(nm1) time and space, to fold a given chain into a minimum length, assuming that the
links have integer lengths. They also showed that by generalizing the algorithm, it can be used to solve the orthogonal ruler
folding problem in d-dimensional space, such that it requires O(2dndmd1) time using O(2
dndmd1) space. Furthermore in [13],
they introduced a new linear time approximation algorithm for ruler folding problem which it folds the given chain in
max{2m1 − m1−m22k−2 ,
∑k−1
i=0
m1
2i
}, where m1 and m2 are the lengths of the two distinct maximum length links in the chain
respectively, and k is the number of links whose lengths are m1. In [14], Nourollah and Razzazi introduced the design of a
snake-like robot which could be folded in a given interval.
To our knowledge, no paper related to folding or reconfiguration of an open chain has considered cost of the links
movement. However, in the realworld, the cost of themovement of different links is not the same. For example in real robots,
weight of the links affects the cost, and weight of the links is related to the length of the links. In the graphical applications
such as linkage’s animations, the number ofmoving links affect the cost. In this paper, for the first timewe present a dynamic
programming algorithm, which takes O(n2) time using O(n) space, to find the minimum cost to reach a given configuration
of an n-link open chain in one dimension from another given configuration of the open chain. Preliminaries are stated in
Section 2. In Section 3, the folding algorithm is given. Realizing our algorithms is presented in Section 4, and the conclusion
is stated in Section 5.
2. Preliminaries
A linkage is a planar straight line graph G = (V , E) and a mapping l : E −→ R+ of edges to positive real lengths. Each
vertex of a linkage is called a joint or an articulation point, each straight line edge e of a linkage which has a specified fixed
length l(e) is called a bar or a link. A linkage whose underlying graph is a single path is called polygonal arc, open chain or
a ruler; a linkage whose underlying graph is a single cycle is called polygonal cycle, closed chain or a polygon; and a linkage
whose underlying graph is a single tree is called polygonal tree or tree linkage. An n-link polygonal arc denoted by Γ1,n is a
sequence of n links of arbitrary finite lengthsmoving in Euclidean plane. These links are joined together end-to-end by freely
rotating joints. The joints are denoted by Ak, for k = 0, . . . , n. The link between Ak−1 and Ak, k = 1, . . . , n, is called lk. The
length of a link l is shown by |l|. Assuming that all joints are located on x-axis, the position of joint Ak, k = 0, . . . , n, on the
x-axis is denoted by Jk.
Let i and n be two positive integers such that i ≤ n, two sets {i, i + 1, . . . , n} and {i − 1, i, i + 1, . . . , n} is denoted by
Ii,n and I+i,n respectively. For an open chain Γi,n = ⟨li, li+1, . . . , ln⟩, an ordered tuple Ci,n = ⟨Ji−1, Ji, . . . , Jn⟩ is referred to as a
configuration in which
∀k ∈ Ii,n : Jk ∈ R and |Jk − Jk−1| = |lk| such that |lk| > 0.
A configuration realizes an open chain in the one-dimensional space. Space of all configurations of Ci,n is denoted by Ci,n.
For each configuration Ci,n = ⟨Ji−1, Ji, . . . , Jn⟩, a binary configuration Bi,n = ⟨fi, . . . , fn⟩ is defined as follows.
for k ∈ Ii,n : fk =
+1 Jk > Jk−1,
−1 Jk < Jk−1. (1)
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Fig. 4. (a) An open chain Γ whose binary configuration is B1,5 = (+1,+1,+1,+1,−1). (b) Transformed open chain Γ after applying function
Turn(B1,5, 3) = (+1,+1,−1,+1,−1). (c) Transformed open chain Γ after applying function Rot(B1,5, 3) = (+1,+1,−1,−1,+1).
Note that the binary configuration realizes the folding of a given open chain and the positions of joints are not considered.
Space of all binary configuration of Bi,n is denoted byBi,n.
We define transformation function as a function which maps a binary configuration to another binary configuration,
and we introduce two transformation functions Turn and Rot transforming a given binary configuration to another binary
configuration.
Note that, to change one given binary configuration to another given binary configuration, our algorithm starts from
one end point of the linkage and applies transformation functions on sequent the other end of the linkage. For doing this,
independent of an end point of a robot being fixed or not, no Shift operation is needed.
Let Γi,n = (li, li+1, . . . , ln) be an (n− i+ 1)-link open chain whose configuration and binary configuration are given by
Ci,n = ⟨Ji−1, Ji, . . . , Jn⟩ and Bi,n =< fi, . . . , fn > respectively. For the given binary configuration Bi,n and a link index k ∈ Ii,n,
function Turn : Bi,n × Ii,n −→ Bi,n turns the kth link of the open chain, k ∈ Ii,n, to the opposite direction and it is defined
as follows.
Turn(⟨fi, . . . , fn⟩, k) = ⟨fi, . . . , fk−1,−fk, . . . , fn⟩.
Function Rot : B1,n × Ii,n −→ B1,n rotates the subchain ⟨lk, . . . , ln⟩ from its first point, Jk−1, and is defined as follows.
Rot(⟨fi, . . . , fn⟩, k) = ⟨fi, . . . , fk−1,−fk, . . . ,−fn⟩.
Fig. 4 shows an example of applying turn and rotate functions on an open chain.
Let B be a given binary configuration and let g and f be two transformation functions. Applying g and f respectively
is combination of functions f and g and it is denoted by f ◦ g . Let B be a binary configuration and let f , g , and h be three
transformation functions. It is easy to see that f ◦ g = g ◦ f and (f ◦ g) ◦ h = f ◦ (g ◦ h).
Transformation of binary configuration B to Bˆ by one transformation function is denoted by B ⊢ Bˆ, and transformation
of binary configuration B to Bˆ by zero or more transformation functions is denoted by B⊢∗ Bˆ. Transformation of binary
configuration B to Bˆ by a transformation function g is denoted by B⊢g Bˆ. It is easy to see that for a given binary configuration
Bi,n ∈ B1,n, i ∈ I1,n, and a link index k ∈ Ii,n, Bi,n ⊢Turn(k) B′i,n ⊢Turn(k) Bi,n, ∀k ∈ Ii,n. Let B and B′ be two binary configurations,
and g be a transformation function for which B⊢g B′, cost of transformation of g is denoted by Cost(g). Note that Cost(g) has
various values in mechanical or graphical applications.
Let BIi,n and B
F
i,n be an initial and final binary configuration respectively, and let G = ⟨g1, . . . , gk⟩ be a sequence of k
operations which it transforms the configuration BIi,n to B
F
i,n such that
∃B1i,n, . . . , Bk−1i,n : BIi,n ⊢g1 B1i,n ⊢g2 B2i,n ⊢g3 . . .⊢gk−1 Bk−1i,n ⊢gk BFi,n.
In this case, transforming BIi,n to B
F
i,n using G is denoted by B
I
i,n ⊢G BFi,n and is referred to as reconfiguration of BIi,n to BFi,n.
Transformation cost of G is denoted by Cost(G) and is defined as
Cost(G) =
k−
i=1
Cost(gi).
For a given binary configuration Bi,n = ⟨fi, . . . , fn⟩, Rot(Bi,n, i) is denoted by B¯i,n. In the next section, we introduce an
algorithm to find minimum cost of reconfiguration for two given binary configurations of an open chain.
3. Our algorithm
Let Γ1,n be an n-link open chain whose two binary configurations B1,n = ⟨f1, . . . , fn⟩ and Bˆ1,n = ⟨fˆ1, . . . , fˆn⟩ are given.
The problem is to find the minimum cost for reconfiguration of B1,n to Bˆ1,n. We design a dynamic programming approach to
solve this problem.
Let i ∈ I1,n and k ∈ Ii,n, we define MinCost(Bi,n ⊢∗ Bˆi,n, k) as the least cost for reconfiguration of Bk,n to Bˆk,n. It is easy to
see that
∀i ∈ I1,n : MinCost(Bi,n ⊢∗ Bˆi,n, n+ 1) = 0
and
∀i ∈ I1,n : MinCost(B¯i,n ⊢∗ Bˆi,n, n+ 1) = 0.
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We should findMinCost(B1,n ⊢∗ Bˆ1,n, 1). We have
∀k ∈ I1,n, ∀j ∈ Ik,n : MinCost(Bk,n ⊢∗ Bˆk,n, j) = MinCost(B1,n ⊢∗ Bˆ1,n, j). (2)
To solve the problem, we shall compute it by findingMinCost(B1,n ⊢∗ Bˆ1,n, k), ∀k ∈ I1,n.
Lemma 1. Let Γ1,n be an n-link open chain whose two binary configurations B1,n and Bˆ1,n are given, and j be an integer for which
j ∈ I1,n. We have
∀k ∈ I1,j : MinCost(Rot(B1,n, k)⊢∗ Bˆ1,n, j) = MinCost(B¯1,n ⊢∗ Bˆ1,n, j).
Proof. Using Eq. (2), we have
∀k ∈ I1,j : MinCost(Rot(B1,n, k)⊢∗ Bˆ1,n, j) = MinCost(Rot(Bk,n, k)⊢∗ Bˆk,n, j)
= MinCost(B¯k,n ⊢∗ Bˆk,n, j)
/ ∗ Using Eq. (2) ∗ / = MinCost(B¯1,n ⊢∗ Bˆ1,n, j). 
The recursive definition ofMinCost(B1,n ⊢∗ Bˆ1,n, k) is as follows.
MinCost(B1,n ⊢∗ Bˆ1,n, k) =

MinCost(B1,n ⊢∗ Bˆ1,n, k+ 1) fk = fˆk,
min{X(k), Y (k)} fk ≠ fˆk, (3)
where B1,n = ⟨f1, . . . , fn⟩ and Bˆ1,n = ⟨fˆ1, . . . , fˆn⟩,
X(k) = Cost(Turn(k))+MinCost(B1,n ⊢∗ Bˆ1,n, k+ 1),
and
Y (k) = min{Cost(Rot(i))+MinCost(Rot(B1,n, i)⊢∗ Bˆ1,n, k+ 1); for i = 1, . . . , k}.
Using Lemma 1, we can rewrite Y (k) as follows.
Y (k) = min{Cost(Rot(i))+MinCost(B¯1,n ⊢∗ Bˆ1,n, k+ 1); for i = 1, . . . , k}. (4)
Furthermore,
MinCost(B¯1,n ⊢∗ Bˆ1,n, k) =

MinCost(B¯1,n ⊢∗ Bˆ1,n, k+ 1) f¯k = fˆk,
min{X¯(k), Y¯ (k)} f¯k ≠ fˆk, (5)
where B¯1,n = ⟨f¯1, . . . , f¯n⟩ = ⟨−f1, . . . ,−fn⟩,
X¯(k) = Cost(Turn(k))+MinCost(B¯1,n ⊢∗ Bˆ1,n, k+ 1),
and
Y¯ (k) = min{Cost(Rot(i))+MinCost(B1,n ⊢∗ Bˆ1,n, k+ 1); for i = 1, . . . , k}. (6)
Pseudocode of the algorithm is shown in Fig. 5. In the algorithm,
MinCost(B1,n ⊢∗ Bˆ1,n, k)
and
MinCost(B¯1,n ⊢∗ Bˆ1,n, k),
for k = 1, 2, . . . , n + 1, can be implemented by two arrays of size n + 1, so the algorithm requires O(n) space, and since
computation of Y (k) and Y¯ (k) atmost takesO(n) time, so the total time of the algorithm isO(n2). To answer the optimality of
the algorithmwith respect to time or space, needs further investigation. Concerning the optimal solution, it can be obtained
by using an extra array and utilizing the information provided by the algorithm. Note that for the optimal substructure, it is
easy to see that an optimal solution to a problem contains within it an optimal solution to the subproblems.
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Fig. 5. Minimum cost reconfiguration algorithm.
Motor
Joint
a b
Fig. 6. Our proposed joints for which full rotation (0° . . . 360°) is possible. (a) Side view. (b) Up view.
4. Realizing the folding algorithm
In order for Shan’s robot to bemore practical in terms of accessibility and path planning two changes in the design needs
to be done.
(a) Size of link. Depending on the application (e.g. fact finding for different situationswhich an earthquakemay create) links
with selected sizes should be used to constitute a snake robot. In other words, we should be able to replace any link with
some other appropriately sized link. This can be done using any of the following approaches.
(1) Each link consists of two links one sliding into another. Therefore, the length of each link can be modified
dynamically.
(2) There are a set of constructed fixed and different lengths links, and each robot can be constructed dynamically from
them.
This approach introduces reconfigurable snake robots. A reconfigurable robot can be used in many applications with
high flexibility. If the lengths of the links can be modified dynamically, an efficient algorithm to fold the robot into the
minimum length is useful to apply in practice.
(b) Joint. To be able to better move a robot between obstacles, as wasmentioned in the Section 1, joints need to be designed
so that the full folding of the links are possible. One solution which is a modification to joints of Shan’s robot is given in
the Fig. 6. In this approach links connected to a joint can rotate the full range of 0° . . . 360°.
A real robot challenges many problems, theoretically and practically. In many cases, motion-planning algorithms cannot
solve the problem. In these cases, an efficient algorithm to fold the robot is applicable.
5. Conclusions
To our knowledge, no paper studying the problem of how to reach a given binary configuration of an open chain
from any other binary configuration of the open chain has considered cost of the links movement. In this paper we
introduced a dynamic programming algorithm which requires O(n2) time using O(n) space to determine the minimum
cost reconfiguration of an open chain. This algorithm can be used in robot motion planning and graphical applications such
as linkage’s animations. Furthermore, we introduced a practical idea to construct reconfigurable and resizable snake robots
which can be folded. Time versus space trade-off of the algorithm needs further investigation.
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