The development of software products consumes a lot of time and resources. On the other hand, these development costs are lower than maintenance costs, which represent a major concern, specially, for systems designed with recent technologies. Systems modification should be taken rigorously, and change effects must be considered. The need to offer tools allowing on the one hand, to explain the mechanisms of changes at the source code level, and on the other hand, to reduce the effort as well as the cost of maintenance, is affirmed more and more.
Introduction
Maintenance is the last phase of the software life cycle. It is defined as the modification process of software in operation to allow it to always satisfy current and future specifications [8] . According to Pfleeger [17] , maintenance cost depends in large part (40 %) on the modification of software architecture, interactions between components, procedures /methods, and variables. Systems modification should be taken seriously; changes effects must be considered [19] . A small change can have considerable and unexpected effects on the system. Risks incurred during the modification are related to the consequence of the impact of a given change. When modularity is adequately used, it limits the effects relating to changes. Nevertheless, change impacts are subtle and difficult to discover; designers and maintainers need mechanisms to analyze changes and to know how they are propagated in the whole system.
The main motivation of our work is to improve the maintenance of object-oriented systems, and to intervene more specifically on change impact analysis. By identifying the potential impact of a modification, one reduces the risk to deal with expensive and unpredictable changes. For that, we try to give more explanations on real and responsible factors for this change impact and its evolution.
Among several representation models, the dependence graphs constitute an interesting approach for identification study of change impact of object-oriented system at least on class level. Section 2 presents various works done in the topic of change impact analysis. Our proposition is presented in the third section. We start by defining the change impact concept in our context. Then we explain our problematic and we give the solution inspired of graph theory. In section 4, we present our tool produced within the framework of this work and we show through an example how to locate the change impact in an object-oriented system. Finally, section 5 concludes this study and presents the principal perspectives of our work.
Related Works
Several studies were done concerning change impact. Thus, Han [10] developed an approach for computing change impact on design and implementation documents. This approach considers the original representation of software artifacts (classes) rather than an extracted system model separately. The dependencies artifacts involve inheritance, aggregation and association. The approach is both automatic, based on rules of change propagation, and manual, requiring the intervention of the user. However, no change model is formally defined. On another side, Lindvall [16] identified the most common and frequent changes in C++ so that change models can be built to help developers make predictions regarding future requirements.
In [4] , the authors predicted evolving object-oriented systems size starting from the analysis of the classes impacted by a change request. They predicted changes size in terms of added/modified lines of code. Kung et al [13] interested by regression testing, developed a change impact model based on three links: inheritance, association, and, aggregation. They also defined formal algorithms to calculate all the impacted classes including ripple effects. Li and Offutt [14] and [15] examined the effects of encapsulation, inheritance, and, polymorphism on change impact; they also proposed algorithms for calculating the complete impact of changes made in a given class. However, some changes, implying for instance inheritance and aggregation, were not completely covered by their algorithms.
Briand et al in [5] tried to see if coupling measures, capturing all kinds of collaboration between classes, can help to analyze change impact. Strategy adopted in this study is different from other strategies since it is purely empirical. This study, (i) showed that some coupling metrics, related to aggregation and invocation, are connected to ripple effect, and, (ii), it allows performing dependence analysis and reducing impact analysis effort. In [6] , [11] and [12] , a change impact model was defined at an abstract level, to study the changeability of object-oriented systems. The adopted approach uses characteristic properties of object-oriented systems design (coupling, cohesion,, etc.), measured by metrics, to predict changeability.
According to a different perspective, Sahraoui and al. studied in [18] the impact of refactoring on structure and thus on structural metrics. This study made it possible to determine the refactoring scenarios that can improve or deteriorate certain structural properties. In [1] , [2] , [3] , [20] and [21] , the authors also showed that coupling, measured by some metrics, influences change impact. Recently, the authors in [22] , [23] and [24] try to apply Bayesian networks to study and predict the behavior of software systems (usually coded in Java) to determine the key factors that influence the more the change impact in such systems. In this work, we locate the change impact in object-oriented using dependence graph approach. In the following section, we present our proposition starting by defining change impact.
Proposition

Impact Concept
A class "A" has an impact on a class "B" if one change in "A" can involve that "B" does not compile any more or that the behavior of B is affected. To this impact concept, we associate the dependence concept between two classes. When a class A can have an impact on a class B, we say that B depends on A. There is a direct relationship (or direct dependence) between two classes A and B, if these classes are linked by at least one of the three following relations: inheritance, aggregation, use.
The three relations above (noted R) have from an impact point of view the following properties: reflexivity, non-symmetrical and transitivity. We insist on the fact that this is valid only from the impact point of view. Aggregation and the use, contrary to inheritance, are not transitive relations. Indeed, if the class A is an aggregation of B and B an aggregation of C; then A is not inevitably an aggregation of C. Because it may be that no attribute of A is an instance of C. But on the other hand, C can have an impact on A via this aggregation relation. Therefore, it is the impact which propagates these relations which is transitive, but not these relations. 
Indirect Relations Between Classes
Then for a class C, the following set: {X such as: C R + X } contains all classes connected directly or indirectly to C and on which C can thus have an impact. We call this set the C firewall, then we give its definition in following sub-section.
Firewall of Class
We define the firewall of a class C like the set of classes which can be affected by a modification in C. In other words, they are all classes on which C can have an impact, and we note it: CFW(C). It is important to keep in mind that the firewall includes the classes, possibly but not necessarily, affected by a change. For a given modification, a class of the firewall can not be affected. But on the other hand any affected class is necessarily in this set.
To have a certain confidence degree in a modified program, we must re-test all classes of firewall, because it constitutes the maximum range of the consequences of a modification. No edge effect can escape the firewall. An equivalent definition of the firewall, consists in saying that they are all classes which must be re-tested after a class was modified. For the modification of several classes, the firewall is the reunion of the firewalls of each class taken individually.
Suggested solution
A traditional problem when we work with a directed graph is to find all nodes which we can reach starting from a given node. In other words, for a node A, find all nodes X of graph for which there exists a way from A to X. This problem amounts calculating the transitive closing of relation which corresponds to graph.
The calcul of transitive closing is traditionally solved by the famous Warshall algorithm [7] . It provides a matrix (connectivity matrix) indicating for each node all the others which are connected to it. In the context of impact analysis for an object code, this algorithm will enable us to calculate all the classes which can be affected by a modification in a given class.
Warshall Algorithm
Procedure Warshall (A: BoolMatrix; var P: BoolMatrix; n: integer, ); /* A is the adjacent matrix of graph, P the connectivity matrix which must be calculated and n the nodes number of graph */ int i, j, k; begin for i: =1 to n do Other algorithms were proposed in the literature to calculate transitive closing in more reasonable times for very large graphs. They are inspired more or less almost all from Warshall algorithm [7] .
Change Impact Identification
We point out that we are interested in the systems (software) coded in Java. We start by extracting the design diagram (diagram of classes) of system in entry. Then we check its coherence before extracting the corresponding dependence graph. Thereafter, we can select any class of system and we will make the desired change. By the means of Warshall algorithm (section 3.4), we can estimated change impact on the remainder of system. The following figure 1 presents the various stages of our approach.
In this work, we produced a tool allowing to support the stages of our approach (figure 1). Except for the extraction stage of design diagram (diagram of classes), which for the moment, is done manually, all the other stages are achieved by the tool. Figure 2 shows the result of the coherence verification stage of the classes diagram in entry which corresponds to a system coded in java and composed of 8 classes. The classes are numbered from class 1 to class 8. We select for example class 7 like class supporting the change (change of variable, method or class). The Warshall algorithm execution on the graph enables us to locate the ripple effect of this change on all the remainder of the system. In our case, the set of classes which are supposed being impacted following this change is the set of all classes colored in green ( figure 3 ). There are finally 3 classes. The nonaffected classes by ripple effect are colored in yellow and the class supporting the change in blue. 
Conclusion
We proposed in this article an approach based on dependence graph to identify change impact in object oriented system. A thorough study and a general synthesis of various former works dealing with this subject were initially essential. We explained our problematic and we proposed a solution in graph theory. Then, we produced a tool to support our approach. Finally, we showed the results of this tool on an example of small object-oriented system with 8 classes.
Like perspectives for this work, we plan mainly to extract automatically the design diagram (diagram of classes) from system in entry (coded in java) as well as to validate our approach on systems of average (or large) size.
