定理証明支援系Coqにおける手続き的証明から宣言的証明への変換 by 山田 伊織
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࣋ͭͨΊɺΦϖϨʔςΟϯάγεςϜ [3] ΍ݴޠॲཧܥ [4] ͷΑ͏ͳجװιϑτ΢ΣΞͷݕূʹ
΋ར༻͞Ε͍ͯΔɻ
INRIAʹΑͬͯ։ൃ͞Εͨ Coq [5] ͸ɺ޿͘ར༻͞Ε͍ͯΔఆཧূ໌ࢧԉܥͷͻͱͭͰ͋Γɺ
࢛৭ఆཧͷূ໌ [6] ΍ح਺Ґ਺ఆཧͷূ໌ [7] ͷܗࣜԽʹ࢖ΘΕͨ͜ͱͰ஌ΒΕ͍ͯΔɻ·ͨɺ
ϓϩάϥϜʹؔ͢Δར༻ྫͱͯ͠͸ݕূΛߦͬͨ CίϯύΠϥ [8] ΍ LLVMΫϩʔϯ [9] ͷ࡞








ྫͱͯ͠ɺ∀x∀y, (x+ 1) + y = x+ (y + 1)ʹରԠ͢Δखଓ͖తূ໌Λιʔείʔυ 1.1ʹࣔ
͢ɻҎ߱ɺCoqͰهड़͞Εͨূ໌ͷ͜ͱΛূ໌εΫϦϓτͱݺͿɻιʔείʔυ 1.1͸ɺxʹର
͢Δؼೲ๏Λ༻͍ͨূ໌Λද͢ূ໌εΫϦϓτͰ͋Γɺ4ߦ໨͕ x = 0ͷ৔߹ɺ5ߦ໨͔Β 7ߦ
໨͕ x = S x′ (x′ + 1Λҙຯ͢Δ)ͷ৔߹ͷূ໌Λද͍ͯ͠Δɻ֤ߦ͕ҰͭͷλΫςΟοΫʹର
Ԡ͓ͯ͠Γɺ֤λΫςΟοΫͷಇ͖͸࣍ͷ௨ΓͰ͋Δɻ͜͜Ͱɺ਺ࣈ͸ιʔείʔυ 1.1ͷߦ൪
߸Λද͢ɻ
4. intros: ໋୊͔Βʮforall x y:nat,ʯΛऔΓআ͖ɺʮx:natʯʮy:natʯΛԾఆʹ௥Ճ͢
Δɻ
໋୊͸ (S x) + y = x + (S y)ʹͳΔɻ
5. induction x: xʹ͍ͭͯؼೲ๏Λ։࢝͢Δɻ
໋୊͸ (S 0) + y = x + (S y)ͱ (S (S x’)) + y = (S x’) + (S y)ʹ෼ذ͢Δɻ
6. reflexivity: ʢx = 0ͷ৔߹ʹ͍ͭͯʣ྆ลΛ؆໿͠ɺ౳͍͜͠ͱΛ֬ೝ͢Δɻ
໋୊ (S 0) + y = x + (S y)ͷূ໌͕׬ྃ͢Δɻ
7. simpl: ʢx = S x’ͷ৔߹ʹ͍ͭͯʣ྆ลΛ؆໿͢Δɻ
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ιʔείʔυ 1.1 Coqʹ͓͚Δূ໌
1 Goal forall x y : nat,










1 Goal forall x y : nat, S x + y = x + S y.
2 Proof.
3 intros.
4 induction x as [| _ kinou].






໋୊͸ S (S (x’ + y)) = S (x’ + (S y))ʹͳΔɻ
8. f_equal: લߦͰಘΒΕ໋ͨ୊ͷ྆ล͔Βޙऀؔ਺ SΛऔΓআ͘ɻ
໋୊͸ S (x’ + y) = x’ + (S y)ʹͳΔɻ
9. apply IHx: લߦͰಘΒΕ໋ͨ୊ʹؼೲ๏ͷԾఆ (IHx)Λద༻͢Δɻ
໋୊ S (x’ + y) = x’ + (S y)ͷূ໌͕׬ྃ͢Δɻ
͜͜Ͱɺূ໌ͷهड़ऀ͕ূ໌Λ෼͔Γқ͘͢ΔͨΊʹมߋΛՃ͍͑ͨͱ͢Δɻྫ͑͹ɺ΍΍ෆ
ࣗવͰ͸͋Δ͕ɺx ͕ S x’ ͷ৔߹ͷূ໌Λ x ͕ 0 ͷ৔߹ΑΓ΋ઌʹߦ͍ɺؼೲ๏ͷԾఆͷ໊
લ͕ kinou ʹͳΔΑ͏ʹมߋ͍ͨ͠ͱ͢Δɻιʔείʔυ 1.1 ʹͦͷΑ͏ͳมߋΛՃ͑Δͱɺ
ιʔείʔυ 1.2ͷΑ͏ͳূ໌ʹͳΔɻ͜Ε͸ɺ5ߦ໨Ͱ 2ͭͷ৔߹ͷূ໌ॱΛަ׵͢Δ͜ͱΛ


















1 Goal forall x y : nat, S x + y = x + S y.
2 Proof.
3 intros x y.
4 induction x.
5 - reflexivity. (* x = 0 *)
6 - simpl. f_equal. apply H. (* x = S x’ *)
7 Qed.
ιʔείʔυ 1.4 C-zarʹΑΔূ໌
1 Goal forall x y : nat, S x + y = x + S y.
2 proof.
3 let x:nat, y:nat.
4 per induction on x.
5 suppose it is O.
6 thus (0 + S y = 0 + S y) by Nat.add using reflexivity.
7 suppose it is (S x’) and IHx:(S x’ + y = x’ + S y).
8 have (S (S (x’ + y)) = S (x’ + S y)) by IHx using f_equal.










͜͏͍ͬͨ໰୊Λղܾ͢ΔͨΊʹɺCoq ༻ͷূ໌ݴޠ C-zar [12] ͕։ൃ͞ΕͨɻC-zar ͸
Coq8.1͔Βඪ४ϓϥάΠϯͱͯ͠૊Έࠐ·ΕͨɻCoq8.3Ҏ߱͸ʰ਺ֶతূ໌ݴޠʢMathemat-








ιʔείʔυ 1.5 มߋ͞Εͨ C-zarʹΑΔূ໌
1 Goal forall x y : nat, S x + y = x + S y.
2 proof.
3 let x:nat, y:nat.
4 per induction on x.
5 suppose it is (S x’) and kinou:(S x’ + y = x’ + S y).
6 have (S (S (x’ + y)) = S (x’ + S y)) by kinou using f_equal.
7 hence (S (S x’) + y = S x’ + S y) using simpl.
8 suppose it is O.





3. let x:nat, y:nat: ໋୊͔Βʮforall x y,ʯΛऔΓআ͖ɺʮx:natʯʮy:natʯΛԾఆ
ʹ௥Ճ͢Δɻ
4. per induction on x: xʹ͍ͭͯؼೲ๏Λ։࢝͢Δɻ
5. suppose it is O: x = 0ͷ৔߹ʹ͍ͭͯͷূ໌Λ։࢝͢Δɻ
6. thus ʙ by Nat.add using reflexivity: ྆ล͕౳͍͠ͱݟͳͤΔͨΊূ໌Λ׬ྃ
͢Δɻ
7. suppose it is (S x’): x = S x’ͷ৔߹ʹ͍ͭͯূ໌Λ։࢝͢Δɻ
8. have ʙ by IHx using f_equal: ؼೲ๏ͷԾఆͷ྆ลʹ SΛద༻͢Δɻ
9. hence ʙ using simpl: ূ໌໋͍ͨ͠୊Λ؆໿͢Δͱલߦͷ໋୊ʹͳΔͨΊূ໌Λ׬ྃ
͢Δɻ
10. end induction: ؼೲ๏Λऴྃ͢Δɻ





























खଓ͖తূ໌͔Βએݴతূ໌΁ͷม׵ͷطଘݚڀͱͯ͠ɺఆཧূ໌ࢧԉܥ Matita [18] Ͱ͸ɺ


































Coq [5] ͸ INRIAʹΑͬͯ 1984೥ʹ։ൃ͞Εͨఆཧূ໌ࢧԉܥͰ͋Δɻͦͷಛ௃ͱͯ͠ɺΧ







͢Δɻྫ͑͹ɺCoqʹ͓͚Δهड़ʮforall P, P → Pʯ͸ʮ೚ҙͷ໋୊ Pʹ͍ͭͯɺPͳΒ͹





ද͢ܕ Setͷ߲Ͱ͋ΔɻGallinaͷ߲ͷߏจΛਤ 2.1ʹࣔ͢ɻ͜͜Ͱ x ͸ܕ໊΍ίϯετϥΫλ
໊ΛؚΉม਺໊Λද͠ɺc ͸ίϯετϥΫλ໊Λද͢΋ͷͱ͢Δɻ
ͳ͓ɺҎ߱Ͱূ໌߲Λॻ͘ͱ͖ɺͦͷҰ෦·ͨ͸શମʹରͯ͠ɺܕ஫ऍΛೖΕΔ৔߹͕͋Δɻ
ྫ͑͹ɺfun (x:nat) ⇒ x + 1ͱ fun x ⇒ x + 1 : nat → nat͸ͲͪΒ΋߲ fun x ⇒
x + 1ͱಉ͡ҙຯΛ࣋ͭɻ͜ͷ஫ऍ͸ͦΕͧΕɺม਺ x͕ܕ natΛ࣋ͭ͜ͱɺ߲શମͷܕ͕ nat
→ natͰ͋Δ͜ͱΛද͢ɻ
·ͨɺfun x ⇒ (fun y ⇒ ...⇒ t) ͸Ҏ߱ fun x y ...⇒ t ͷΑ͏ʹུه͢Δɻಉ༷
ʹɺforall x, forall y, ..., t͸ forall x y ..., tͱུه͢Δɻ
ґଘؔ਺ܕ͸ؔ਺ܕͷҰൠԽͰɺྫ͑͹ forall A, A → Aͱ͍͏ܕΛ߲࣋ͭ͸ɺܕ Aͱܕ









t := x (ม਺)
| t0 t1 . . . tn (ؔ਺ద༻)
| fun x ⇒ t (ແ໊ؔ਺)
| t → t (ؔ਺ܕ)
| forall x , t (ґଘؔ਺ܕ)
| let x := t0 in t1 (ہॴม਺ఆٛ)
| match t with (ύλʔϯϚον)
| c1 t11 . . . t1j ⇒ t1
. . .
| ci ti1 . . . tik ⇒ ti end
| fix x0 := t0 with . . . with xi := ti for tj (ແ໊࠶ؼؔ਺)
| cofix x0 := t0 with . . . with xi := ti for tj (ແ໊༨࠶ؼؔ਺)✒ ✑
ਤ 2.1 Gallinaͷߏจఆٛ
ঢ়ଶͱͯ͠෦෼ূ໌߲͕ࣔ͞ΕΔ͜ͱ͸ͳ͍ɻCoqͷର࿩؀ڥͰ͋Δ coqtopʹΑΔূ໌ͷ༷ࢠ
Λਤ 2.2ʹɺඪ४ͷ։ൃ؀ڥͰ͋Δ CoqIDEʹΑΔূ໌ͷ༷ࢠΛਤ 2.3ʹࣔ͢ɻਤ 2.2Ͱ͸ೋ
ॏઢΛڬΜͩ 2ߦɺਤ 2.3Ͱ͸ը໘ӈଆ͕ͦͷ࣌఺Ͱͷূ໌ͷঢ়ଶΛද͍ͯ͠ΔɻͲͪΒ΋ɺʮy
: natʯͱ͍͏ར༻Ͱ͖ΔԾఆͷදࣔͱɺʮ1 + y = 0 + S yʯͱ͍͏ࣔ͢΂໋͖୊ͷදࣔͰߏ
੒͞Ε͍ͯΔɻ͜ͷԾఆͱ໋୊ͷ૊ΛΰʔϧͱݺͿɻ
ྫͰ͸ 1ͭͷΰʔϧʹରͯ͠Ծఆ͸ 1͚ͭͩଘࡏ͍ͯ͠Δ͕ɺҰൠʹԾఆ͸ଘࡏ͠ͳ͍΋͘͠
͸ෳ਺ଘࡏ͢Δ৔߹͕͋Δɻྫ͑͹ɺਤ 2.2ͷத΄Ͳʹ͋Δʮx, y : natʯͱ͍͏هड़͸ɺར

















͕ H Ͱ໋୊͕ P Ͱ͋ΔΑ͏ͳΰʔϧΛ H ⊢ P Ͱࣔ͢͜ͱʹ͢Δɻ
͜͜Ͱ͸ɺιʔείʔυ 1.1 Ͱ induction x Λ࣮ߦͨ࣌͠఺Ͱͷূ໌ঢ়ଶΛྫͱͯࣔ͢͠ɻ
෦෼ূ໌߲͸࣍ͷΑ͏ʹͳΔɻ
(fun (x:nat) (y:nat) ⇒
nat_ind (fun x’:nat ⇒ S x’ + y = x’ + S y) ?g1
(fun (x’:nat) (IHx:S x’ + y = x’ + S y) ⇒ ?g2) x)
͜͜Ͱɺnat_ind͸ܕ natΛ߲࣋ͭʹର͢Δؼೲ๏Λߦ͏Α͏ͳؔ਺Ͱ͋ΓɺҾ਺ͷ 1ͭ໨
໋͕͍ࣔͨ͠୊ɺ2ͭ໨͕ 0ͷ৔߹ͷূ໌ɺ3ͭ໨͕ S x’ͷ৔߹ͷূ໌ɺ4ͭ໨͕ؼೲ๏ͷର৅
ͱͳΔม਺Λද͢ɻ͜͜Ͱ͸ nat_ind ... x͸ S x + y = x + S yͱ͍͏ܕΛ࣋ͭɻແ໊ؔ
਺͸ґଘؔ਺ܕ (ฦΓ஋ͷܕͰҾ਺Λ࢖Θͳ͍৔߹ʹ͸ؔ਺ܕ)ʹରԠ͢ΔͨΊɺ͜ͷ෦෼ূ໌




g1 = Γ, x:nat, y:nat ⊢ (S 0) + y = 0 + (S y)
g2 = Γ, x:nat, y:nat, x’:nat, IHx:(S x’ + y = x’ + S y)
⊢ (S (S x’)) + y = (S x’) + (S y)
λΫςΟοΫʹΑͬͯੜ·Εͨ৽ͨͳΰʔϧΛɺλΫςΟοΫ࣮ߦલͷΰʔϧ·ͨ͸λΫ
ςΟοΫʹର͢ΔαϒΰʔϧͱݺͿɻΰʔϧ Γ, x:nat, y:nat ⊢ (S x) + y = x + (S y)
ʹରͯ͠ induction x Λ࣮ߦͨ͠ͱ͖ʹ g1 ͓Αͼ g2 ΛಘΔͨΊɺ͜ͷ 2 ͭͷΰʔϧ͸ Γ,
x:nat, y:nat ⊢ (S x) + y = x + (S y) ͷαϒΰʔϧɺ·ͨ͸ induction x ͷαϒΰʔ
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ιʔείʔυ 2.1 CoqͰͷূ໌ͷྫ






















Ҿ਺ΛͱΔ͜ͱ΋ՄೳͰ͋Δɻྫ͑͹ɺLemma lemma1 (x:nat) : x = x. Λ࣮ߦͨ͠ͱ͖ɺ






ΰʔϧͷ໋୊͕ X → Y ΋͘͠͸ forall x:X, Y ͷܗͰ͋ΔͳΒ͹ɺ໋୊Λ Y ʹม




Ծఆ H Λΰʔϧͷ໋୊ʹద༻͢ΔɻH ͕ X → Y ͔ͭΰʔϧͷ໋୊͕ Y ͷͱ͖ɺΰʔ
ϧͷ໋୊Λ X ʹม͑Δɻ·ͨɺH ͕ΰʔϧͱಉ໋͡୊Λද͢ͱ͖ɺͦͷΰʔϧͷূ໌Λ
׬ྃ͢Δɻ
simpl
ΰʔϧͷ໋୊Λ؆໿͢Δɻྫ͑͹ΰʔϧ͕ ⊢ 1 + 1 = 2ͷͱ͖ simplΛ࣮ߦ͢Δͱɺα
ϒΰʔϧ ⊢ 2 = 2͕ੜ੒͞ΕΔɻ2ͭͷ໋୊͸౳ՁͰ͋ΔͨΊɺ෦෼ূ໌߲͸มԽ͠ͳ
͍͕ɺ໋୊ͷܗΛม͑Δ͜ͱͰɺҎ߱ʹ࣮ߦ͢ΔλΫςΟοΫͷڍಈʹӨڹΛ༩͑Δɻ
rewrite H
Ծఆͷ౳ࣜ H Λ࢖ͬͯΰʔϧͷ໋୊Λॻ͖׵͑Δɻྫ͑͹ΰʔϧ͕ ⊢ x = yͰ͋ΓɺH
͕ y = zͱ͍͏໋୊Λࣔ͢ͱ͖ rewrite HΛ࣮ߦ͢Δͱɺαϒΰʔϧ ⊢ x = z͕ੜ੒
͞ΕΔɻ
f_equal
ΰʔϧͷ໋୊͕ f x = f y ͷͱ͖ɺ྆ล͔Β f ΛऔΓআ͖ɺx = y ʹ͢Δɻ
reflexivity
ΰʔϧͷ໋୊͕ x = x ͷͱ͖ɺ·ͨ͸྆ลΛ؆໿͢Ε͹ಉ͡ܗʹͳΔͱ͖ɺͦͷΰʔϧͷ
ূ໌Λ׬ྃ͢Δɻ
destruct x
߲ x ʹ͍ͭͯ৔߹෼͚Λߦ͏ɻx ͷܕͷίϯετϥΫλ͕ nݸͷͱ͖ɺx ΛͦΕͧΕͷ৔
߹Ͱஔ͖׵͑ͨ nݸͷαϒΰʔϧΛੜ੒͢Δɻ
induction x






Coq Ͱ͸ɺλΫςΟοΫهड़ݴޠ Ltac [21] Λ༻͍Δ͜ͱͰɺطଘͷλΫςΟοΫ͔Β৽ͨ
ͳλΫςΟοΫΛ࡞੒Ͱ͖Δɻྫ͑͹ɺLtac ʹ͓͍ͯηϛίϩϯ͸ 2ͭͷλΫςΟοΫΛܨ͛
Δԋࢉࢠ (λΫςΟΧϧ)Ͱ͋Δɻdestruct x; auto͸ɺxʹ͍ͭͯ৔߹෼͚Λߦ͍ɺͦͷα























C-zar [12] ͸ Corbineau ʹΑͬͯϓϥάΠϯͱͯ͠։ൃ͞Εͨ Coq ͷએݴతূ໌ݴޠͰ͋













































thus P by ls using tac.
hence P by ls using tac.
ͲͪΒ΋ΰʔϧΛূ໌͢ΔɻP ͸͜ͷจ͕ূ໌͢Δ໋୊ɺͭ·Γΰʔϧͷ໋୊΋͘͠͸
ͦΕͱ౳Ձͳ໋୊Ͱ͋Δɻ











ٯʹɺ࢖༻͢ΔఆཧΛ੍ݶ͠ͳ͍৔߹ʹ͸ ls ͱͯ͠*Λࢦఆ͢Δɻ·ͨɺP Ͱΰʔϧͷ
໋୊Λࣔ͢ಛผͳ໊લͱͯ͠ thesis͕༻ҙ͞Ε͍ͯΔɻ
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have H : P by ls using tac.
then H : P by ls using tac.
thusจ/henceจͱಉ༷ʹ tac Λ࢖ͬͯɺ໋୊ P Λূ໌͢Δɻͨͩ͠ɺP ʹ͸ΰʔϧ
Ͱ͸ͳ͘೚ҙͷ໋୊Λهड़͢ΔɻͦͷޙɺP ͷূ໌ʹ H ͱ͍͏໊લΛ෇͚ͯԾఆʹ௥Ճ
͢Δɻthen จ͸ hence จಉ༷ɺ௚લʹ໋ࣔͨ͠୊΋ ls ʹؚ·ΕΔ΋ͷͱͯ͠ѻ͏ɻH
͕লུ͞Εͨ৔߹͸ূ໌໋ͨ͠୊͸࣍ͷεςοϓͰͷΈ (henceจͳͲʹΑͬͯ)࢖༻Ͱ
͖Δɻ
let H : P.
ΰʔϧͷ໋୊ʹ͋Δલఏʹ H ͱ͍͏໊લΛ෇͚ͯԾఆʹҠಈ͢ΔɻP ͸ H ͷܕ (໋୊)
Λද͢ɻखଓ͖తূ໌ʹ͓͚ΔλΫςΟοΫ intro H ͱಉ༷ͷҙຯΛ͕࣋ͭɺ໊લ΍ܕ
ͷলུ͸ڐ͞Ε͍ͯͳ͍ɻ
define x as t.
߲ t ʹ x ͱ͍͏໊લΛ෇͚ͯԾఆʹ௥Ճ͢Δɻ
claim H : P. ʙ end claim.
಺෦Ͱ໋୊ P Λূ໌͠ɺH ͱ͍͏໊લΛ෇͚ͯԾఆʹ௥Ճ͢Δɻғ·Εͨ෦෼ͷূ໌
Λ෦෼ূ໌ͱݺͼɺclaimจ͔Β end claimจ·Ͱͷূ໌Λ claim۟ͱݺͿɻ
per cases on x. ʙ end cases.
per induction on x. ʙ end induction.
suppose it is (c t1 ...tn) and H1:P1 and ...and Hm:Pm.
߲ x ʹ͍ͭͯ৔߹෼͚Λߦ͏ɻcases จ͔Β end cases จͷؒͰ͚ͩ suppose จ͕














coqdoc͸ CoqεΫϦϓτ͔Β HTML΍ LATEXϑΝΠϧΛੜ੒͢ΔίϚϯυͰ͋Γɺจܳత
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C-zar ͸खଓ͖తূ໌ʹൺ΂໌Β͔ʹهड़ྔ͕ଟ͍ɻྫ͑͹ɺιʔείʔυ 1.1 ͱιʔείʔ












































ΫςΟοΫΛ࣮ߦͨ͠ͱ͖ɺূ໌ঢ়ଶͷ෦෼ূ໌߲͕ fun x ⇒ ?g1͔Β fun x ⇒ ?g2 xʹ
มԽͨ͠ͱ͢Δͱɺtac͸?g1Λ?g2 xͰஔ׵͢ΔλΫςΟοΫͰ͋Δͱݴ͑Δɻ·ͨɺΰʔϧ
Ϧετ͸ [g1]͔Β [g2]ʹมԽ͍ͯ͠ΔͨΊɺ͜ͷεςοϓͷαϒΰʔϧ͸ g2ͷΈͰ͋ΔɻΑͬ






(intros, fun x y ⇒ ?g1, [g1]),
(induction x,
nat_ind (fun x0 ⇒ S x0 + y = x0 + S y) ?g2 (fun x0 IHx ⇒ ?g3) x,
[g2, g3]),





ਤ 4.2 ਤ 4.1ͷΠϝʔδ
T := (hyp, tac, diﬀ , [x1:T1, . . . , xn:Tn])














(true, intros, fun x y ⇒ ?g1, [
?g1:(true, induction x,
nat_ind (fun x0 ⇒ S x0 + y = x0 + S y) ?g2 (fun x0 IHx ⇒ ?g3) x)),
[
g2:(false, reflexivity, @eq_refl nat (O + S y), []),








1Ͱग़ྗ͞ΕͨϦετ͔Βΰʔϧ໦΁ͷม׵ؔ਺ B ͷఆٛΛਤ 4.5ʹࣔ͢ɻCheck(diﬀ )͸෦
෼ূ໌߲ diﬀ ʹΑͬͯԾఆ͕௥Ճ͞Ε͔ͨɺͭ·Γ diﬀ ʹہॴม਺ఆٛ΍ແ໊ؔ਺͕ଘࡏ͠ɺ
͔ͭͦͷ෦෼߲ʹ࣮ࡏม਺͕ଘࡏ͢Δ͔Λ true/falseͰද͢ɻ·ͨɺx::l ͸Ϧετ l ͷઌ಄ʹཁ
ૉ x Λ௥Ճͨ͠ϦετΛද͠ɺπi ͸૊ͷ i൪໨ͷཁૉΛฦࣹ͢Өؔ਺Λද͢ɻ
෼ذ͢Δࡍɺi൪໨ͷ෦෼໦͕ϦετͷͲ͜·ͰʹରԠ͢Δ͔͓͔֮͑ͯͳ͚Ε͹ɺi+ 1൪໨
ͷ෦෼໦΁ͷม׵ͷ։࢝Ґஔ͕෼͔Βͳ͍ɻͦͷͨΊɺ࣮ࡍͷม׵͸ΰʔϧ໦ͱϦετͷ࢒Γͷ
૊Λฦؔ͢਺ B′ Ͱߦ͍ɺB Ͱ͸ୈ 1ࣹӨ π1 ʹΑͬͯΰʔϧ໦ͷΈΛऔΓग़͍ͯ͠Δɻ͜͜Ͱ




B(l ) := π1(B′(l ))
B′((tac, diﬀ , [])::l ) := ((false, tac, diﬀ , []), l )
B′((tac, diﬀ , [g])::l ) := ((Check(diﬀ ), tac, diﬀ , [g:π1(B′(l ))]), π2(B′(l )))
B′((tac, diﬀ , [g1,. . . ,gn])::l ) :=
(Check(diﬀ ), tac, diﬀ ,
[g1:π1(B′(l )), g2:π1(B′(π2(B′(l )))), . . . , gn:π1(B′(π2(B′(. . .π2(B′︸ ︷︷ ︸
n−1
(l )). . . ))))],
π2(B′(. . .π2(B′︸ ︷︷ ︸
n




1 Goal forall x y z:Prop,








1 Goal forall x y z : Prop,
2 (x→ y)→ (y→ z)→ x→ z.
3 proof.
4 let x:Prop, y:Prop, z:Prop,
5 H:(x→ y), H0:(y→ z), H1:x.
6 have x by H1 using (apply H1).
7 then y by H using (apply H).













F (t ) := proof. F ′(t, true) end proof.
F ′((false, tac, diﬀ , []), true) := thus Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , []), false) := have Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), true) :=
F ′(x, false) hence Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), false) :=
F ′(x, false) then Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . , gn:(tn, dn, sgn)]), true) := (n ≥ 2)
claim H1:Typeof(d1). F ′((t1, d1, sg1), true) end claim.
. . .
claim Hn:Typeof(dn). F ′((tn, dn, sgn), true) end claim.
thus Typeof(diﬀ ) by Vars(diﬀ ), H1, . . . , Hn using tac.
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . , gn:(tn, dn, sgn)]), false) := (n ≥ 2)
claim H1:Typeof(d1). F ′((t1, d1, sg1), true) end claim.
. . .
claim Hn:Typeof(dn). F ′((tn, dn, sgn), true) end claim.
have Typeof(diﬀ ) by Vars(diﬀ ), H1, . . . , Hn using tac.
F ′((true, tac, diﬀ , subs ), goal ) := F ′′(diﬀ , subs, goal )✒ ✑
ਤ 4.6 ม׵ؔ਺ͷఆٛ
ม׵͸ΰʔϧ໦ʹؔ਺ F Λద༻͢Δ͜ͱʹΑͬͯߦ͏ɻͨͩ͠ɺF ͸ proof จ͓Αͼ end
proof จΛੜ੒͢ΔͷΈͰɺ࣮࣭తͳม׵͸Լ੥͚ͷؔ਺ F ′ Ͱߦ͏ɻF ͓Αͼ F ′ ͷఆٛΛ
ਤ 4.6ʹࣔ͢ɻ͜͜ͰɺTypeof(t )͸߲ t ͷܕɺͭ ·Γͦͷূ໌߲͕ূ໌͢Δ໋୊Λද͠ɺVars(t
)͸߲ t தͷࣗ༝ม਺ͷू߹Λද͢ɻ·ͨɺ֤ Hi ͸؀ڥʹؚ·Εͳ͍ద౰ͳ໊લΛੜ੒͢Δ΋
ͷͱ͢ΔɻF ′′ ͸λΫςΟοΫΛ༻͍ͳ͍ม׵ؔ਺Ͱ͋Γɺ4.3અͰఆٛ͢Δɻ
F ′ ͷୈ 2 Ҿ਺͸ɺͦͷεςοϓͰ໋ࣔ͢୊͕ͦͷ࣌఺ʹ͓͚Δ (ͭ·Γূ໌શମ΋͘͠͸෦
෼ূ໌શମͷ)ΰʔϧͰ͋Δ͔Λࣔ͠ɺओʹ haveจ/thusจͷ࢖͍෼͚ʹ༻͍ΒΕΔɻม׵͸ɺ
22
hyp ͷ஋ʹΑͬͯେ͖͘ 2ύλʔϯʹ෼͚ΒΕΔɻhyp ِ͕ɺͭ·ΓԾఆ͕૿͍͑ͯͳ͍৔߹ɺ
F ′ ͸ subs ͷαΠζͱୈ 2Ҿ਺ͷਅِʹΑͬͯ 6௨Γʹ෼͔ΕΔɻhyp͕ਅɺͭ·ΓԾఆ͕૿͑
͍ͯΔ৔߹͸ F ′′ ʹΑͬͯɺtac Λ࢖Θͣʹม׵͢Δɻ
جຊతͳߟ͑ํͱͯ͠ɺ೚ҙͷ෦෼໦ (hyp, tac, diﬀ , subs ) ʹ͍ͭͯɺsubs ͷ֤ཁૉʹର
Ԡ͢Δ໋୊͕ H1, . . . , Hn ͱ͍͏໊લͰԾఆʹଘࡏ͢Δͱ͖ɺ෦෼໦શମʹରԠ͢Δ໋୊ P ͸
thus P by H1, . . . ,Hn using tac ͰදͤΔɻͳͥͳΒ͹ɺP ʹରͯ͠ tac Λ࣮ߦͨ͠ͱ͖ͷ






৅εςοϓͰ૿͑ͨԾఆΛͦͷࢠଙͰ࢖͏͜ͱ͕Ͱ͖ͣɺৗʹ H1, . . . , Hn ͕ূ໌Ͱ͖Δͱ͸ݶ
Βͳ͍ͨΊɺԾఆ͕૿͍͑ͯΔ৔߹ʹ͸࣍અͰઆ໌͢Δผͷํ๏Λ࢖͏ඞཁ͕͋Δɻ
ม׵نଇΛݟΕ͹෼͔ΔΑ͏ʹɺ͜ͷม׵Ͱ͸ 1ͭͷઅ఺ (λΫςΟοΫ)Λɺsubs ͷαΠζ





ݴతূ໌͕͋Δͱ͸ݶΒͳ͍ɻͦͷͨΊɺF ′′ Ͱ͸λΫςΟοΫ͸࢖Θͣɺূ໌߲ diﬀ ͷ֤ཁૉ
ʹରԠ͢Δ C-zarͷߏจʹม׵͢Δɻ
F ′′ ͷఆٛΛਤ 4.7ʹࣔ͢ɻ͜͜Ͱ Select(subs,?x )͸ɺsubs ʹ͓͍࣮ͯࡏม਺?x ʹରԠ͢෦





















1 Goal forall A B:Prop, A→ B→ A∧B.
2 intros. split. apply H. apply H0.
3 Qed.
͜ΕΛ F ʹΑͬͯม׵͢Δͱɺ࣍ͷূ໌ʹͳΔɻ
1 Goal forall A B:Prop, A→ B→ A∧B. proof.
2 let A:Prop. let B:Prop. let H:A. let H0:B.
3 claim H1:A. thus A by H using apply A. end claim.
4 claim H2:B. thus B by H0 using apply B. end claim.
5 thus A∧B by H1, H2 using split.




Ͱ͸ͳ͘ɺͦͷ࣍ͷεςοϓ (apply)Ͱ claimจ͕ඞཁ͔Λ൑அ͢ΔΑ͏ʹ F ′ ͓Αͼ F ′′ Λ֦
ு͢Ε͹ɺແବͳ claimจͷ࡟ݮΛ࣮ݱͰ͖ΔɻαϒΰʔϧΛ͔࣋ͭɺͭ·Γ subs ͕ۭͰͳ͍
͔ΛݟΕ͹ɺclaim۟ʹ͢΂͖͔ haveจʹ͢΂͖͔͸͙͢ʹ൑ఆͰ͖Δɻ
্ͷূ໌ʹରͯ͠ claim͔۟Β haveจ΁ͷมߋΛద༻͢Δͱɺ࣍ͷΑ͏ʹͳΔɻ
1 Goal forall A B:Prop, A→ B→ A∧B. proof.
2 let A:Prop. let B:Prop. let H:A. let H0:B.
3 have H1:A by H using apply A.
4 have H2:B by H0 using apply B.
5 thus A∧B by H1, H2 using split.
6 end proof. Qed.
24
✓ ✏
F ′′(?x, subs, goal ) := F ′(Select(subs, ?x ), goal )
F ′′(x, subs, true) := thus Typeof(x ) by x.
F ′′(x, subs, false) := have Typeof(x ) by x.
F ′′(t0 . . . tn, subs, true) :=
claim H0:Typeof(t0). F ′′((t0, true) end claim.
. . .
claim Hn:Typeof(tn). F ′′((tn, true) end claim.
thus Typeof(diﬀ ) by H0 . . . Hn.
F ′′(t0 . . . tn, subs, false) :=
claim H0:Typeof(t0). F ′′((t0, true) end claim.
. . .
claim Hn:Typeof(tn). F ′′((tn, true) end claim.
have Typeof(diﬀ ) by H0 . . . Hn.
F ′′(let x := t0 in t1, subs, goal ) :=
claim x:Typeof(t0). F ′′(t0, subs, true) end claim. F ′′(t1, subs, goal )
F ′′(fun x ⇒ t, subs, true) := let x:Typeof(x ). F ′′(t, subs, true)
F ′′(fun x ⇒ t, subs, false) :=
claim Typeof(fun x ⇒ t ). F ′′(fun x ⇒ t, subs, true) end claim.
F ′′(t1 → t2, subs, true) := thus thesis by (t1 → t2).
F ′′(t1 → t2, subs, false) := define H as (t1 → t2).
F ′′((forall x, t ), subs, true) := thus thesis by (forall x, t ).
F ′′((forall x, t ), subs, false) := define H as (forall x, t ).✒ ✑
25
✓ ✏
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true) :=
per cases on t.
suppose it is t11 . . . t1j. F ′′(t1, subs, true)
. . .
suppose it is ti1 . . . tik. F ′′(ti, subs, true)
end cases.
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, false) :=
claim Typeof(t1).




claim͔۟Β haveจ΁ͷมߋΛࢪ্ͨ͠هͷྫʹ͍ͭͯɺH1΍ H2໋͕ࣔ͢୊͸ H΍ H0ͱ
ಉҰͰ͋Γɺ৽ͨʹূ໌͢Δඞཁ͸ͳ͍ɻH1ͷূ໌߲͸ Hͦͷ΋ͷͰ͋Γɺ୯ʹผ໊Λ͚ͭͨ
ʹա͗ͳ͍ͨΊɺෆཁͳεςοϓͰ͋Δɻͭ·Γɺ࣍ͷΑ͏ʹ୯७ԽͰ͖Δɻ
1 Goal forall A B:Prop, A→ B→ A∧B. proof.
2 let A:Prop. let B:Prop. let H:A. let H0:B.
3 thus A∧B by H, H0 using split.





ෆࣗવͳূ໌͕ੜ੒͞Εͯ͠·͏ɻྫ͑͹ɺF ′′(x+2,[],false)͸࣍ͷΑ͏ʹͳΔɻ͜͜ͰɺF ′′ ͸
͜Ε·Ͱʹઆ໌֦ͨ͠ுΛࢪ͍ͯ͠Δ΋ͷͱ͢Δɻ
1 claim H:nat.
2 have H0:nat by S 0. thus nat by S H0.
3 end claim.


















1 Lemma example_ind x:nat, x = x.
2 induction x. auto. auto.
3 Qed.
͜͜Ͱ͸ࣗવ਺ x ʹ͍ͭͯؼೲ๏Λ࢖͍ɺx ͕ 0 ͷ৔߹ͱ S x0 ͷ৔߹ͦΕͧΕΛ auto ʹ
Αͬͯূ໌͍ͯ͠ΔɻྫΛ؆ܿʹ͢ΔͨΊɺ࣮ࡍʹ͸ඞཁͷແ͍ؼೲ๏Λ࢖ͬͨɻ͜ΕΛม׵͢
Δͱɺ࣍ͷΑ͏ʹͳΔɻ
1 have H1: 0 = 0 using auto.
2 have H2: forall x0, x0 = x0→ (S x0) = (S x0) using auto.




1 per induction on x.
2 suppose it is O.
3 thus 0 = 0 using auto.
4 suppose it is (S x0) and IHx:(x0 = x0).











ϓϥάΠϯʹΑΓɺCoqʹ DProofίϚϯυ͓Αͼ DEndίϚϯυͷ 2ͭΛ௥Ճͨ͠ɻίϚϯ
υΛՃ͑ͨূ໌ͷྫΛιʔείʔυ 5.1ʹࣔ͢ɻͳ͓ɺRequireίϚϯυ͸ɺϓϥάΠϯΛ༗ޮ
Խ͢ΔͨΊͷ΋ͷͰ͋ΔɻDEndίϚϯυ͕࣮ߦ͞Εͨ࣌ɺDProofίϚϯυ͔Β DEndίϚϯυ







ྫ͑͹ɺιʔείʔυ 5.2Λ࣮ߦ͢Δͱɺ7ߦ໨͔Β 9ߦ໨ͷΈ͕ม׵͞Εɺιʔείʔυ 5.3
͕ม׵݁Ռͱͯ͠ग़ྗ͞ΕΔɻ
ιʔείʔυ 5.1 ϓϥάΠϯ࢖༻ྫ
1 Require Import dp.DProof.
2 Goal forall x y : nat,













1 Require Import dp.DProof.
2 Goal forall x y : nat,











ιʔείʔυ 5.3 ιʔείʔυ 5.2ͷग़ྗ




5 per induction on x.
6 suppose it is O.
7 thus (0 + S y = 0 + S y) by Nat.add, y
8 using reflexivity.
9 suppose it is (S x0)
10 and IHx:(S x0 + y = x0 + S y).
11 (* write your proof *)








͜ͷ࣌ɺDProof ίϚϯυ࣮ߦ࣌఺ͰͷԾఆ (ϩʔΧϧ؀ڥ) Λ൓өͯ͠ΰʔϧ͓Αͼ؀ڥΛ


















ม׵લ 530 13,899 676
AͰੜ੒ͨ͠ূ໌ 2,235 56,357 1,600
BͰੜ੒ͨ͠ূ໌ 14,641 512,789 7,431
͖ͳ͍ɻCoenͷม׵͸ɺূ໌߲ͷΈΛݩʹએݴతূ໌Λੜ੒͢Δɻͦ͜Ͱɺূ໌߲ͷΈ͔Βม
׵ͨ͠ূ໌ͷେ͖͞͸શͯݩͷূ໌߲ͷେ͖͞ʹै͏ͱ͍͏ԾఆͷԼͰɺಉ͘͡ূ໌߲ͷΈ͔Β
ͷม׵Ͱ͋Δ F ′′ ʹͦͷఆཧͷূ໌߲શମΛ༩͑୅༻ͱ͢Δɻ






Coq ͷඪ४ϥΠϒϥϦʹؚ·ΕΔɺArith Ϟδϡʔϧͷఆཧ 264 ݸʹରͯ͠ม׵Λߦ͍ɺม
׵લޙʹ͓͚Δߦ਺ɾจࣈ਺ɾεςοϓ਺Λௐ΂ͨɻεςοϓ਺ͱ͸ɺखଓ͖తূ໌ʹ͓͍ͯ͸



















ਤ 5.2 ఏҊख๏ʹΑΔม׵ (A)ͷεςοϓ਺ ਤ 5.3 ূ໌߲ͷΈʹΑΔม׵ (B)ͷεςοϓ਺
ιʔείʔυ 5.4 ม׵લͷূ໌
1 Lemma add_assoc n m p : n + (m + p) = n + m + p.
2 destruct n.
3 - trivial.
4 - apply add_assoc_pos.
5 - apply opp_inj. rewrite !opp_add_distr. simpl. apply add_assoc_pos.
6 Qed.
ςοϓ਺ͦ͜ݮ͍ͬͯΔ΋ͷͷɺূ໌߲͔Βূ໌ͷྲྀΕΛಡΈऔΔͷ͸ࠔ೉Ͱ͋Δɻ
࣮ࡍͷม׵ྫΛιʔείʔυ 5.4ͱιʔείʔυ 5.5ɺιʔείʔυ 5.6ʹࣔ͢ɻιʔείʔ
υ 5.4͸੔਺ͷՃࢉͷ݁߹ଇΛࣔ͢खଓ͖తূ໌Ͱ͋Γɺม׵ͷೖྗͱ͢Δɻιʔείʔυ 5.5
͸ AʹΑΔม׵݁Ռɺιʔείʔυ 5.6͸ BʹΑΔม׵݁ՌͰ͋Δɻ
͜ͷূ໌͸໋୊ ∀n, (2 ∗ n)/2 = n Λূ໌͍ͯ͠Δɻιʔείʔυ 5.4 Ͱ͸ɺinduction ʹ
Αͬͯ nʹ͍ͭͯؼೲ๏Λߦ͍ɺn͕ 0ͷ৔߹͸ trivialλΫςΟοΫʹΑΔࣗಈূ໌Ͱɺn͕
S n0ͷ৔߹ʹ͸౳ࣜมܗΛߦ͍ؼೲ๏ͷԾఆͱಉ͡ܗʹ͢Δ͜ͱͰূ໌Λߦ͍ͬͯΔɻιʔε








1 Goal forall (n:nat), div2 (2 * n) = n.
2 proof.
3 let n:nat.
4 per induction on n.
5 suppose it is O.
6 thus (0 = 0) by (@Logic.eq_refl nat 0).
7 suppose it is (S n0) and IHn:(div2 (2 * n0) = n0).
8 have (S (div2 (n0 + (n0 + 0))) = S n0) by IHn, n0 using now f_equal.
9 then (div2 (S (S (n0 + (n0 + 0)))) = S n0) using (simpl).
10 then (div2 (S (n0 + S (n0 + 0))) = S n0) by n0 using (rewrite add_succ_r).





1 Goal forall (n:nat), div2 (2 * n) = n.
2 proof.
3 let n:nat.
4 per induction on n.
5 suppose it is O.
6 thus (0 = 0) by (@Logic.eq_refl nat 0).
7 suppose it is (S n0) and IHn:(div2 (2 * n0) = n0).
8 claim HLo:(S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0).
9 have H: (div2 (n0 + (n0 + 0)) = n0) by IHn.
10 claim (S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0).
11 claim HLo1:(S (Init.Nat.div2 (n0 + (n0 + 0))) =
12 S (Init.Nat.div2 (n0 + (n0 + 0)))).
13 have HLo3:(S = S) by (@Logic.eq_refl (nat→ nat) S).
14 hence (S (Init.Nat.div2 (n0 + (n0 + 0))) =
15 S (Init.Nat.div2 (n0 + (n0 + 0)))) by (f_equal
16 (fun f : nat→ nat⇒ f (Init.Nat.div2 (n0 + (n0 + 0)))) HLo3).
17 end claim.
18 have HLo2:(S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0) by (f_equal S H).




23 have HLo0:(n0 + S (n0 + 0) = S (n0 + (n0 + 0))) by (add_succ_r n0
24 (n0 + 0)).
25 thus (div2 (S (n0 + S (n0 + 0))) = S n0) by (eq_ind_r






1 Lemma even_plus_aux n m :
2 (odd (n + m)↔ odd n ∧ even m ∨ even n ∧ odd m) ∧
3 (even (n + m)↔ even n ∧ even m ∨ odd n ∧ odd m).
4 Proof.
5 rewrite ?even_equiv, ?odd_equiv, <- ?Nat.even_spec, <- ?Nat.odd_spec;
6 rewrite ?Nat.even_add, ?Nat.odd_add, ?Nat.even_mul, ?Nat.odd_mul;
7 unfold Nat.odd; do 2 destruct Nat.even; simpl; tauto.
8 Qed.
f x = g yͷܗͷ໋୊Λূ໌͢ΔͨΊʹ f x = g x͓Αͼ g x = g yʹ໋୊Λ෼ׂ͠ɺͦΕ













ιʔείʔυ 5.7ʹ BΛ࢖ͬͯม׵Λߦ͏ͱɺ429εςοϓͷ C-zarͷূ໌͕ੜ੒͞ΕΔɻҰ














ม׵લ 295 8,381 427
AͰੜ੒ͨ͠ূ໌ 1,425 37,396 1,060










ਖ਼͘͠ม׵Ͱ͖ͳ͍ূ໌͸ 25 ݸ͋Γɺͦͷ͏ͪ 13 ݸ͸ґଘύλʔϯϚονʹΑΔ΋ͷͩͬ
ͨɻґଘύλʔϯϚονͱ͸ɺ෼ذઌʹΑͬͯ஋ͷܕ͕ҟͳΔύλʔϯϚονͰ͋Δɻྫ͑͹ɺ
࣍ʹ߲ࣔ͢͸ɺx͕ 0ͷ৔߹ʹ͸ natܕͷ஋ 1Ͱ͋ΓɺͦΕҎ֎ͷ৔߹͸ boolܕͷ஋ trueͰ
͋ΔɻҰݟໃ६͍ͯ͠ΔΑ͏͕ͩɺ͜ ͷ߲શମͰ match x with O => nat | _ => bool end
ܕͷ஋Ͱ͋Δͱߟ͑Δ͜ͱͰਖ਼͘͠ܕ෇͚͞ΕΔɻ
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1 match x as x0
2 return match x0 with O⇒ nat | _⇒ bool end
3 with
4 | O⇒ 1
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F ′ ͓Αͼ F ′′ ʹɺ໋ࣔͨ͠୊ͷ໊લΛද͢Ҿ਺ name Λ௥Ճͨ͠ɻ_͸໊લ͕ແ͍͜ͱΛࣔ
͢ɻ·ͨɺIsProof(x )͸߲ x ͕ূ໌߲΋͘͠͸࣮ࡏม਺ΛؚΉ߲ͷͱ͖ trueɺͦΕҎ֎ͷͱ͖
falseΛද͢ɻ
Pattern(var , thesis, n)͸ɺม਺ x ͷܕͷ n ൪໨ͷ supposeจͷҰ෦Λද͢ɻجຊͱͯ͠͸ɺ
x ͷܕͷ n ൪໨ͷίϯετϥΫλ͓ΑͼͦͷҾ਺Λฒ΂ͨܗͷύλʔϯͰ͋ΔɻҾ਺ͷܕ͕ x ͷ
ܕࣗ਎Ͱ͋Δ࣌ɺ໋୊ thesis ಺ͷ x ΛύλʔϯͰஔ׵ͨ͠΋ͷΛɺ৽ͨͳ໊લͱ andͱڞʹՃ
͑Δɻྫ͑͹ɺPattern(x, x = x, 2)͸ S x’ and H:S x’ = S x’Ͱ͋Δɻ
None͸ۭͷূ໌εΫϦϓτɺͭ·ΓԿ΋ग़ྗ͠ͳ͍͜ͱΛࣔ͢ɻ
ຊจͰڍ͛ͨఆٛΛҎԼʹ࠶ܝ͢Δɻ
• Typeof(t) : ߲ t ͷܕ
• Vars(t) : ߲ t தͷࣗ༝ม਺ͷू߹ (ͨͩ͠ཁૉ͕ଟ͍৔߹ʹ͸*)
• Select(subs, ?x) : ରԠؔ܎ subs ʹ͓͍࣮ͯࡏม਺?x ʹରԠ͢Δઅ఺
F ′((false, tac, diﬀ , []), false, _)ͱ F ′((false, tac, diﬀ , []), false, name )ͷΑ͏ʹॏෳͷ͋
Δఆٛʹ͍ͭͯ͸ɺҾ਺͕۩ମԽ͞Ε͍ͯΔํ (ྫͷ৔߹Ͱ͸લऀ)Λ༏ઌ͢Δ΋ͷͱ͢Δɻ
F (t ) := proof. F ′(t, true, _) end proof.
F ′((false, tac, diﬀ , []), true, name ) := thus Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , []), false, _) := have Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , []), false, name ) := have name:Typeof(diﬀ ) by Vars(diﬀ ) using tac.
(IsProof(d) = true)
F ′((false, tac, diﬀ , [g:x]), true, name ) :=
F ′(x, false, _) hence Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), false, _) :=
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F ′(x, false, _) have Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), false, name ) :=
F ′(x, false, _) then name:Typeof(diﬀ ) by Vars(diﬀ ) using tac.
(IsProof(d) = false)
F ′((false, tac, diﬀ , [g:(h,(t,d,s ),r ,n )]), true, name ) :=
thus Typeof(diﬀ ) by Vars(diﬀ ), d using tac.
F ′((false, tac, diﬀ , [g:(h,(t,d,s ),r ,n )]), false, _) :=
have Typeof(diﬀ ) by Vars(diﬀ ), d using tac.
F ′((false, tac, diﬀ , [g:(h,(t,d,s ),r ,n )]), false, name ) :=
have name:Typeof(diﬀ ) by Vars(diﬀ ), d using tac.
PV (t, p ) := p (IsProof(t ) = true)
PV (t, p ) := None (IsProof(t ) = false)
JV (t, n ) := n (IsProof(t ) = true)
JV (t, n ) := t (IsProof(t ) = false)
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), true, name ) :=
PV (d1, F ′((t1, d1, sg1), true, H1))
. . .
PV (dn, F ′((tn, dn, sgn), true, Hn))
thus Typeof(diﬀ ) by Vars(diﬀ ), JV (d1, H1), . . . , JV (dn, Hn) using tac.
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), false, _) :=
PV (d1, F ′((t1, d1, sg1), true, H1))
. . .
PV (dn, F ′((tn, dn, sgn), true, Hn))
have Typeof(diﬀ ) by Vars(diﬀ ), JV (d1, H1), . . . , JV (dn, Hn) using tac.
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F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), true, name ) :=
PV (d1, F ′((t1, d1, sg1), true, H1))
. . .
PV (dn, F ′((tn, dn, sgn), true, Hn))
have name:Typeof(diﬀ ) by Vars(diﬀ ), JV (d1, H1), . . . , JV (dn, Hn) using tac.
F ′((true, tac, diﬀ , subs ), goal, name ) := F ′′(diﬀ , subs, goal, name )
F ′′(diﬀ , subs, goal, name ) := define H as diﬀ . (IsProof(diﬀ ) = false)
(IsProof(diﬀ ) = true)
F ′′(?x, subs, goal, name ) := F ′(Select(subs, x ), goal, name )
F ′′(x, subs, true, name ) := thus Typeof(x ) by x.
F ′′(x, subs, false, _) := have Typeof(x ) by x,
F ′′(x, subs, false, name ) := have name:Typeof(x ) by x,
(IsInd(t0) = true)
F ′′((true, tac, t0 . . . x, [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), true, name) :=
per induction on x.
suppose it is Pattern(x, Typeof(diﬀ ), 1).
F ′((t1, d1, sg1), true)
. . .
suppose it is Pattern(x, Typeof(diﬀ ), (n)).
F ′((tn, dn, sgn), true)
end induction.
F ′′((true, tac, t0 . . . x, [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), false, name) :=
claim Typeof(diﬀ ).
per induction on x.
suppose it is Pattern(x, Typeof(diﬀ ), 1).
F ′((t1, d1, sg1), true)
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. . .
suppose it is Pattern(x, Typeof(diﬀ ), (n)).




F ′′(t0 . . . tn, subs, true, name ) :=
PV (t1, F ′′(t0, subs, true, H0))
. . .
PV (tn, F ′′(tn, subs, true, Hn))
thus Typeof(diﬀ ) by JV (t1, H1), . . . , JV (tn, Hn).
F ′′(t0 . . . tn, subs, false, _) :=
PV (t1, F ′′(t0, subs, true, H0))
. . .
PV (tn, F ′′(tn, subs, true, Hn))
have Typeof(diﬀ ) by JV (t1, H1), . . . , JV (tn, Hn).
F ′′(t0 . . . tn, subs, false, name ) :=
PV (t1, F ′′(t0, subs, true, H0))
. . .
PV (tn, F ′′(tn, subs, true, Hn))
have name:Typeof(diﬀ ) by JV (t1, H1), . . . , JV (tn, Hn).
F ′′(let x := t0 in t1, subs, true, name ) := F ′′(t0, subs, true, x ) F ′′(t1, subs, goal, name )
F ′′(let x := t0 in t1, subs, false, _) := claim Typeoft0. F ′′(let x := t0 in t1, subs, true,
_) end claim.
F ′′(let x := t0 in t1, subs, false, name ) := claim name:Typeoft0. F ′′(let x := t0 in t1,
subs, true, _) end claim.
F ′′(fun x ⇒ t, subs, true, name ) := let x:Typeof(x ). F ′′(t, subs, true, name )
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F ′′(fun x ⇒ t, subs, false, name ) :=
claim name:Typeof(fun x ⇒ t ). F ′′(fun x ⇒ t, subs, true, _) end claim.
F ′′(t1 → t2, subs, true, name ) := thus thesis by (t1 → t2).
F ′′(t1 → t2, subs, false, _) := None
F ′′(t1 → t2, subs, false, name ) := define name as (t1 → t2).
F ′′((forall x, t ), subs, true, name ) := thus thesis by (forall x, t ).
F ′′((forall x, t ), subs, false, _) := define H as (forall x, t ).
F ′′((forall x, t ), subs, false, name ) := define name as (forall x, t ).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true, name ) :=
per cases on t.
suppose it is c1 t11 . . . t1j. F ′′(t1, subs, true)
. . .
suppose it is ci ti1 . . . tik. F ′′(ti, subs, true)
end cases.
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, false, _) :=
claim Typeof(t1).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true)
end claim.
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, false, name ) :=
claim name, Typeof(t1).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true)
end claim.
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