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1. Introducción 
1.1. Objetivos 
El objetivo principal de este proyecto es el desarrollo de un juego con 
opción online para el sistema operativo Android. 
Debido a la opción multijugador online surge la necesidad de un servidor 
para compartir datos entre los dispositivos involucrados en una partida así como 
para almacenar en una base de datos estadísticas y jugadores. Por tanto el 
segundo objetivo del proyecto no es otro que montar un servidor, prepararlo para 
recibir peticiones, desarrollar los servicios web e instalar su base de datos. 
El juego implementado  y que se explica en este documento está basado 
en el clásico “Pong” lanzado por Atari en 1972. 
He decidido llamar a esta variante “smartPong”. Este nombre es el 
resultado de unir  “smart” (ya que es un juego pensado para Smartphones) y el ya 
mencionado “Pong”. 
La idea es hacer  que este proyecto sea lo más realista posible para 
conocer de primera mano todos los pasos necesarios en un proceso de 
desarrollo. Para esto completaran el proyecto además de la implementación una 
parte de investigación, diseño, planificación, presupuesto, diseño y desarrollo de 
una página web y por último se colgará la aplicación en Google Play para que sea 
descargable de forma gratuita. 
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1.2. Motivaciones 
Son dos las motivaciones que me llevaron a proponer este proyecto y no 
otro. 
En primer lugar, siempre me han apasionado los videojuegos y siendo 
sincero decidí estudiar ingeniería informática pensando que aprendería, entre 
otras cosas, el funcionamiento de este mundo. Muy a mi pesar descubrí que en 
toda la carrera no hay más que una asignatura de libre elección que aunque es 
realmente útil se queda corta si realmente se quiere profundizar en el tema. 
Por otro lado está el sector de los dispositivos móviles (Smartphones y 
Tablets) que se mantiene en un constante crecimiento. Además, siendo un ámbito 
novedoso el número de profesionales realmente preparados para el desarrollo no 
es muy elevado y por tanto hay un hueco en el mercado para los futuros 
desarrolladores. 
En definitiva, me decidí por este proyecto con la intención de adquirir 
experiencia en los campos de videojuegos y aplicaciones móviles para facilitar mi 
inserción en el mundo laboral de los mismos. 
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2. Android 
2.1. ¿Qué es Android? 
 Android es un paquete de software basado en código abierto creado por 
Google y la Open Handset Alliance. Este paquete está compuesto por un sistema 
operativo para teléfonos móviles basado en Linux y por aplicaciones middleware. 
Se encuentra dentro de millones de teléfonos móviles y otros dispositivos 
como tabletas y Google TV, algo que convierte a Android en una de las 
plataformas principales para los desarrolladores de aplicaciones. 
 
2.2. Historia de Android 
En julio de 2005 Google adquirió Android Inc., una compañía de California 
formada dos años atrás. 
Entre los fundadores de dicha compañía, destacan Andy Rubín, cuyo 
pasado está ligado a Apple y a Microsoft, Rich Miner y Chris White. Los tres 
terminaron trabajando a las órdenes de Google en el desarrollo del sistema 
operativo. 
Por entonces Google estaba trabajando en una plataforma para 
dispositivos móviles. Mientras muchos esperaban un teléfono revolucionario, 
Rubin y su equipo creaban una plataforma basada en el kernel de Linux. 
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La idea estaba clara, Google brindaría un nuevo sistema operativo de una 
gran dimensión a aquellos fabricantes con los que llegase a un acuerdo y estos 
sólo se deberían centrar en la realización de un hardware interesante. La 
experiencia de marcas como HTC, Samsung o Motorola sirvió de manera muy 
importante para que un proyecto tan ambicioso como Android terminase siendo lo 
que es hoy en día. 
En octubre de 2008, Google y HTC se alían para llevar al mercado el 
primer teléfono con Android, hablamos del HTC Dream. Un dispositivo con 
pantalla y teclado qwerty deslizante que marcaría el camino a seguir por parte de 
la compañía. 
2.3. Arquitectura 
La arquitectura es la forma en la que está estructurado el sistema 
operativo. En el caso de Android está formada por varias capas que facilitan al 
desarrollador la creación de aplicaciones. Cada una de las capas utiliza 
elementos de la capa inferior para realizar sus funciones, es por ello que a este 
tipo de arquitectura se le conoce también como pila. 
En el siguiente esquema se pueden ver la estructura. 
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 A continuación se explicará el funcionamiento de cada una de las capas 
que forman el sistema.  
•  Aplicaciones: La capa más alta en el diagrama de la arquitectura 
Android es la de aplicaciones y widgets. Los usuarios finales verán 
únicamente estos programas, sin saber qué está sucediendo por 
debajo. 
•  Framework de aplicaciones: La siguiente capa está formada 
por todas las clases y servicios que utilizan directamente las 
aplicaciones para realizar sus funciones. La mayoría de los 
componentes de esta capa son librerías Java que acceden a los 
recursos de las capas inferiores. Las partes más importantes del 
framework son las siguientes: 
o Gestor de actividad: Controla el ciclo de vida de las aplicaciones 
y mantiene un orden de aplicaciones para que el usuario pueda 
navegar por ellas. 
o Proveedores de contenido: Encapsulan datos que necesitan ser 
compartidos entre aplicaciones. 
o Gestor de recursos: Gestiona todos los elementos que forman 
parte de la aplicación y que están fuera del código. 
o Gestor de ubicación: Permite determinar la posición geográfica 
del dispositivo Android mediante GPS o redes disponibles y 
trabajar con mapas. 
o Gestor de notificaciones: Engloba los servicios para notificar al 
usuario cuando algo requiera su atención mostrando alertas en la 
barra de estado. 
•  Entorno de ejecución: Como podemos apreciar en el diagrama, el 
entorno de ejecución de Android no se considera una capa en sí 
mismo, dado que también está formado por librerías. Aquí encontramos 
las librerías con las funcionalidades habituales de Java así como otras 
específicas de Android. 
El componente principal del entorno de ejecución de Android es la 
máquina virtual Dalvik. Las aplicaciones se codifican en Java y son 
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compiladas en un formato específico para que esta máquina virtual las 
ejecute. 
•  Librerías: La siguiente capa la componen las bibliotecas nativas de 
Android, también llamadas librerías. Están escritas en C o C++ y 
compiladas para la arquitectura hardware específica del teléfono. 
El objetivo de las librerías es proporcionar funcionalidad a las 
aplicaciones para tareas que se repiten con frecuencia, evitando tener 
que codificarlas cada vez y garantizando que se llevan a cabo de la 
forma más eficiente. Entre las librerías incluidas habitualmente 
encontramos OpenGL (motor gráfico), Bibliotecas multimedia (formatos 
de audio, imagen y video) y SQLite (base de datos), entre otras. 
•  Kernel de Linux: Android está construido sobre los cimientos sólidos 
de Linux. El núcleo del sistema está basado en el kernel de Linux 
versión 2.6, similar al que puede incluir cualquier distribución de Linux, 
pero adaptado a las características del hardware en el que se ejecutará 
Android, es decir, para dispositivos móviles. Esto proporciona a Android 
la capa de abstracción de hardware, permitiendo que pueda portarse a 
una amplia variedad de plataformas. 
Para cada elemento de hardware del teléfono existe un controlador 
(o driver) dentro del kernel que permite utilizarlo desde el software. 
2.4. Conceptos fundamentales 
2.4.2. Ciclo de vida 
 Internamente, cada pantalla de la interfaz de usuario está representada por 
una clase Activity. Cada actividad tiene su propio ciclo de vida. Una aplicación es 
una o varias actividades más un proceso Linux que las contiene. 
 En Android el ciclo de vida de una actividad no está ligado al de un 
proceso. Los procesos no son más que contenedores desechables de 
actividades. 
 Durante su vida, cada actividad de un programa Android puede estar en 
alguno de los estados que se muestran en la figura siguiente. 
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El desarrollador no tiene control sobre el estado en el que se encuentra su 
programa, es un proceso controlado por el sistema. Sin embargo recibe 
notificaciones cuando el estado cambia mediante una serie de métodos que se 
explican a continuación. 
•  onCreate(): A este método se le llama cuando se inicia la actividad por 
primera vez. Se utiliza para llevar a cabo inicializaciones individuales 
como crear la interfaz de usuario. 
•  onStart(): Llamado después de inicializar la aplicación o tras retomar la 
actividad. Su llamada indica que la actividad va a ser mostrada al 
usuario. 
•  onResume(): A éste se le llama cuando la actividad va a comenzar a 
interactuar con el usuario. 
•  onPause(): Se ejecuta cuando la actividad se dispone a pasar a 
segundo plano, normalmente porque otra actividad ha sido ejecutada 
en primer plano. Aquí es donde se debe guardar el estado persistente 
del programa. 
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•  onStop():  Se invoca cuando la actividad ya no es visible por el usuario 
y no será necesaria durante un tiempo. 
•  onRestart(): Si se llama a este método, indica que se está volviendo a 
mostrar la actividad al usuario desde un estado detenido. 
•  onDestroy(): Se llama a este método justo antes de que la actividad 
sea destruida. 
•  onSaveInstanceState(): Android llamará a este método para permitir a 
la actividad guardar el estado de la instancia. 
Estos métodos son llamados automáticamente por el sistema y ejecutan el 
código desarrollado por el programador en su interior. 
2.4.2. Bloques de construcción 
 Para un desarrollador es necesario conocer, además del ciclo de vida y la 
arquitectura del sistema, algunos objetos definidos en el SDK de Android. Los 
más importantes son las Actividades, intenciones y servicios. 
•  Actividades (Activity): Una actividad es una pantalla de la interfaz de 
usuario. Las aplicaciones pueden definir una o más actividades para 
manejar diferentes fases del programa. Tal y como se explica en el 
apartado 2.4.1, cada actividad es responsable de guardar si propio 
estado para que pueda ser restablecido posteriormente como parte del 
ciclo de vida de la aplicación. 
•  Intenciones (Intent): Un Intent es una llamada a otra aplicación o 
actividad, ya sea propia o del sistema operativo Android. Dentro de esa 
llamada además se pueden añadir datos, ya sean parámetros de 
configuración o simple información. 
Según esta definición hay infinitos tipos de Intent ya que es para 
llamar a cualquier aplicación. Aunque  en realidad un Intent se puede 
clasificar de dos maneras: 
o Lanzar una simple llamada a otra aplicación. 
o Lanzar una llamada a otra aplicación y recibir una respuesta. 
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•  Servicios (Service): Un servicio es una tarea que se ejecuta en 
segundo plano sin la interacción del usuario. Algo parecido a los 
Daemons de Unix. 
2.5. Google Play 
Google Play es la tienda en línea de software desarrollado por Google para 
dispositivos Android. Una aplicación llamada "play store" se encuentra instalada 
en la mayoría de los dispositivos Android y permite a los usuarios navegar y 
descargar aplicaciones publicadas por los desarrolladores. 
 Por otra parte, los usuarios pueden instalar aplicaciones desde otras 
tiendas virtuales o directamente en el dispositivo si se dispone del archivo .apk de 
la aplicación. 
Cualquier desarrollador puede utilizar Google Play libremente y Google 
retribuye a los desarrolladores el 70% del precio de las aplicaciones.  
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3. Videojuegos 
3.1. Definición y tipología 
Según la Real Academia Española un videojuego es un “Dispositivo 
electrónico que permite, mediante mandos apropiados, simular juegos en las 
pantallas de un televisor o de un ordenador.” 
Pero más concretamente un videojuego es un software desarrollado y 
pensado para el entretenimiento basado en la interacción entre una o más 
personas y un dispositivo electrónico que lo ejecute. Estos dispositivos pueden 
ser máquinas arcade, computadoras o videoconsolas. Recientemente se han 
incorporado a este grupo de dispositivos los teléfonos móviles. 
 Generalmente se agrupan los videojuegos según su género. A continuación 
se explicará brevemente cada uno los géneros más habituales. 
•  Acción (Arcade): Este tipo de juegos son los que más se desarrollaron 
en los inicios de la historia del videojuego, y tienen su origen en los 
Arcade Games o juegos para máquinas recreativas. El término arcade 
ha quedado como definitorio de los juegos que sacrifican el realismo 
por un reto trepidante basado, ante todo, en la habilidad con los 
mandos del jugador para superar las pruebas a las que le somete la 
máquina. 
Las reglas de estos juegos suelen ser sencillas, no así el modo de 
usar sus mandos y botones que requieren gran destreza. 
o Lucha: En los diseños de los videojuegos de lucha, la temática 
suele ser la lucha cuerpo a cuerpo, con mucha presencia de 
artes marciales. Existen dos modelos típicos de este tipo de 
juegos: los juegos en los que se lucha para avanzar por un 
escenario (scrolling fighter) y los juegos en los que se lucha en 
un escenario definido como si de un ring se tratase (versus 
fighter). 
o Shooter: Son aquellos videojuegos en los que el jugador mueve a 
su personaje a través de un escenario en que puede utilizar sus 
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armas para abrirse paso entre sus enemigos. A partir de este 
género se desarrolló una modalidad nueva (shooter en primera 
persona) en el que la visión de la pantalla intenta emular la 
propia visión del jugador. 
Los shooters en primera persona han generado, por su 
popularidad, un género a parte, y poco a poco han ido 
introduciendo elementos particulares en su diseño. Suelen tocar 
el tema de la acción bélica, donde lo fundamental es el uso de 
armas de fuego. 
o Plataformas: En los juegos de plataformas el protagonista debe 
desplazarse saltando entre plataformas y esquivando todo tipo 
de obstáculos y enemigos. 
•  Estrategia: El videojuego de estrategia está muy ligado a los juegos de 
estrategia clásicos con o sin tablero. Se caracterizan por la necesidad 
de manipular a un numeroso grupo de personajes, objetos o datos para 
lograr los objetivos. Según su temática los hay de gestión (ya sea ésta 
económica o social) y bélicos. 
Mientras, por su mecánica, pueden ser clasificados en tiempo real 
(también llamados RTS) o por turnos. 
•  Rol: Se inspiran en los juegos de rol clásicos, donde el protagonista 
interpreta un papel y ha de mejorar sus habilidades mientras interactúa 
con el entorno y otros personajes. Se suelen también caracterizar por 
que las decisiones de tu personaje influyen en su futuro próximo, dando 
la posibilidad de ir por el bien o el mal. 
•  Aventura: Son videojuegos en los que el protagonista debe avanzar en 
la trama interactuando con diversos personajes y objetos. 
•  Deportes: Estos están basados, como su propio nombre indica, en el 
mundo del deporte. En esta categoría no suelen incluirse los deportes 
realizados sobre vehículos, estos estarían dentro del género 
conducción. 
•  Conducción: Son aquellos que se centran en el tema de las carreras 
con todo tipo de vehículos, coches, motos, camiones, etc. 
	   20	  
•  Puzzle: Un puzzle implica la resolución de un problema a partir de la 
utilización de una serie limitada de objetos, de forma que toda 
utilización equivocada impide llegar a dicha resolución. 
Cabe destacar que dentro de algunos géneros como deportes o 
conducción suelen diferenciarse entre juegos arcade y juegos de simulación, 
donde los segundos se caracterizan por representar de forma más fiel la realidad 
de la temática del juego y los primeros por una acción más trepidante. 
3.2. Historia de los videojuegos 
Puede considerarse como primer videojuego el “Nought and crosses”, 
también llamado OXO, desarrollado por Alexander S.Douglas en 1952. El juego 
era una versión computerizada del tres en raya que permitía enfrentar a un 
jugador humano contra la máquina. 
En 1958 William Higginbotham creó, sirviéndose de un programa para el 
cálculo de trayectorias y un osciloscopio, “Tennis for Two”, un simulador de tenis 
de mesa. Este videojuego fue el primero en permitir el juego entre dos jugadores 
humanos. 
Cuatro años más tarde Steve Russell dedicó seis meses a crear un juego 
para computadora usando gráficos vectoriales: “Spacewar”. En este juego, dos 
jugadores controlaban la dirección y la velocidad de dos naves espaciales que 
luchaban entre ellas. 
En 1966 Ralph Baer empezó a desarrollar junto a Albert Maricon y Ted 
Dabney, un proyecto de videojuego llamado “Fox and Hounds” dando inicio al 
videojuego doméstico. Este proyecto evolucionaría hasta convertirse en la 
Magnavox Odyssey, el primer sistema doméstico de videojuegos lanzado en 1972 
que se conectaba a la televisión y que permitía jugar a varios juegos pregrabados. 
Un hito importante en el inicio de los videojuegos tuvo lugar en 1971 
cuando Nolan Bushnell comenzó a comercializar “Computer Space”, una versión 
de “Space War”.  
 
La ascensión de los videojuegos llegó con la máquina recreativa Pong que 
es considerada la versión comercial del juego “Tennis for Two”. El sistema fue 
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diseñado en la recién fundada Atari. El juego se presentó en 1972 y fue la piedra 
angular del videojuego como industria. Durante los años siguientes se implantaron 
numerosos avances técnicos en los videojuegos (destacando los 
microprocesadores y los chips de memoria). Aparecieron en los salones 
recreativos juegos como “Space Invaders” (Taito) o “Asteroids” (Atari). 
	   
Los años 80 comenzaron con un fuerte crecimiento en el sector del 
videojuego alentado por la popularidad de los salones de máquinas recreativas y 
de las primeras videoconsolas aparecidas durante la década de los 70. 
Durante estos años destacan sistemas como Oddyssey 2 (Phillips), 
Intellivision (Mattel), Colecovision (Coleco), Atari 5200, Commodore 64, 
Turbografx (NEC). Por otro lado en las máquinas recreativas triunfaron juegos 
como el famoso “Pacman” (Namco), “Battle Zone” (Atari), “Pole Position (Namco), 
“Tron” (Midway) o “Zaxxon” (Sega). 
Japón apostó por el mundo de las consolas con el éxito de la Famicom 
(llamada en occidente como Nintendo Entertainment System), lanzada por 
Nintendo en 1983 mientras en Europa se decantaban por los microordenadores 
como el Commodore 64 o el Spectrum. 
Los norteamericanos adoptaron la NES como principal sistema de 
videojuegos. A lo largo de la década fueron apareciendo nuevos sistemas 
domésticos como la Master System (Sega), el Amiga (Commodore) y el 7800 
(Atari) con juegos hoy en día considerados clásicos como el “Tetris”. 
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A finales de los 80 comenzaron a aparecer las consolas de 16 bits como la 
Mega Drive de Sega y los microordenadores fueron lentamente sustituidos por las 
computadoras personales basadas en arquitecturas de IBM. 
 
En 1985 apareció “Super Mario Bros”, que supuso un punto de inflexión en 
el desarrollo de los juegos electrónicos, ya que la mayoría de los juegos 
anteriores sólo contenían unas pocas pantallas que se repetían en un bucle y el 
objetivo simplemente era hacer una alta puntuación. El juego desarrollado por 
Nintendo supuso un estallido de creatividad. Por primera vez teníamos un objetivo 
y un final en un videojuego. En los años posteriores otras compañías emularon su 
estilo de juego. 
 
Otra rama de los videojuegos que creció con fuerza fue la de los 
videojuegos portátiles. Estos comenzaron a principios de los 70 con los primeros 
juegos completamente electrónicos lanzados por Mattel, los cuales difícilmente 
podían considerarse como videojuegos. La evolución definitiva de las portátiles 
como plataformas de videojuego llegó en 1989 con el lanzamiento de la Game 
Boy (Nintendo). 
A principios de los años 90 las videoconsolas dieron un importante salto 
técnico gracias a la competición de la llamada "generación de 16 bits" compuesta 
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por la Mega Drive, la Super Nintendo Entertainmet de Nintendo, la PC Engine de 
NEC y la CPS Changer de (Capcom). Junto a ellas también apareció la Neo Geo 
(SNK) una consola que igualaba las prestaciones técnicas de un arcade pero 
demasiado cara para llegar de forma masiva a los hogares.  
Rápidamente los videojuegos en 3D fueron ocupando un importante lugar 
en el mercado, principalmente gracias a la llamada "generación de 32 bits" en las 
videoconsolas Sony PlayStation y Sega Saturn (principalmente en Japón). Y la 
“generación de 64 bits” con Nintendo 64 y Atari jaguar. En cuanto a los 
ordenadores, se crearon las aceleradoras 3D. 
	   
Por su parte los arcades comenzaron un lento pero imparable declive 
según aumentaba el acceso a consolas y ordenadores más potentes.  
En cambio, los videojuegos portátiles comenzaron su verdadero auge, 
uniéndose a la Game Boy máquinas como la Game Gear de Sega o Linx de Atari 
pero ninguna pudo hacer frente a la popularidad de la Game Boy, siendo ésta y 
sus descendientes (Game Boy Pocket, Game Boy Color, Game Boy Advance, 
Game Boy Advance SP) las dominadoras del mercado. 
Hacia finales de la década la consola más popular era la PlayStation con 
juegos como “Final Fantasy VII”, “Resident Evil”, “Winning Eleven” y “Metal Gear 
Solid”. 
En PC eran muy populares los FPS  (juegos de acción en primera persona) 
como “Quake”, “Unreal” o “Half-Life”, y los RTS (juegos de estrategia en tiempo 
real) como “Command & Conquer” o “Starcraft”. Además, conexiones entre 
ordenadores mediante internet facilitaron el juego multijugador, convirtiéndolo en 
la opción predilecta de muchos jugadores, y fueron las responsables del 
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nacimiento de los MMORPG (juegos de rol multijugador online). En 1998 apareció 
en Japón la Sega Dreamcast y comenzaría la “generación de los 128 bits”. 
En el 2000 Sony lanzó la anticipada PlayStation 2 y Microsoft entra en la 
industria de las consolas creando la Xbox en 2001. Nintendo lanzó el sucesor de 
la Nintendo 64, la Gamecube, y la primera Game Boy completamente nueva 
desde la creación de la compañía, la Game Boy Advance. Sega viendo que no 
podría competir, especialmente con una nueva máquina como la de Sony, 
anunció que ya no produciría hardware, convirtiéndose sólo en desarrolladora de 
software en 2002. 
En 2003 aparece el Nokia N-Gage, primera incursión de la compañía 
finlandesa en el campo de las videoconsolas. 
Mientras tanto, el mercado de los PC seguía dominado. Triunfaban 
los videojuegos de estrategia en tiempo real como “Warcraft” y “Age of Empires” y 
los juegos de acción en línea como “Call of Duty”. En 2004 salió al mercado 
la Nintendo DS y poco después apareció la Sony PSP, una consola similar que no 
llegó a alcanzar a la primera en cifras de ventas. En 2005 Microsoft lanzó su Xbox 
360, un modelo mejorado de su primera consola diseñado para competir con 
la Playstation 2. La respuesta de Sony no se hizo esperar, y pocos meses 
después lanzó su Playstation 3. 
La revolución de Nintendo tuvo lugar en abril de 2006 cuando presentó 
su Wii, una máquina que con su innovador sistema de control por movimiento y 
sus sencillos juegos puso de nuevo a su compañía creadora en el lugar que le 
correspondía dentro de la historia de los videojuegos.  
	   25	  
A principios de 2011 se asiste a una nueva era de creatividad gracias tanto 
a las superproducciones de las grandes compañías multinacionales como a los 
esfuerzos de innovación de los desarrolladores más pequeños. La creatividad que 
empujó a los programadores pioneros y amateurs de las décadas 
de 1960 y 1970 se encuentra también en las grandes superproducciones 
actuales, transformada y adaptada a los medios y tecnologías actuales. Lejos de 
haber alcanzado su madurez creativa, los videojuegos siguen siendo una nueva 
forma de arte que parece estar dando aún, 50 años después de su aparición, sus 
primeros pasos. 
3.3. Conceptos de Desarrollo 
3.3.1. Sprites  
Los sprites son mapas de bits en 2D que se dibujan directamente en un 
destino de representación sin usar la canalización de transformaciones, 
iluminación o efectos. Se suelen usar para mostrar información como las barras 
de estado, el número de vidas o texto como las puntuaciones. Algunos juegos, 
sobre todo los más antiguos, están compuestos en su totalidad de sprites. 
3.3.2. Animación de Sprites 
Podemos pensar en una secuencia de imágenes que son dibujadas 
rápidamente, que engañan al ojo humano dando el efecto de un movimiento 
fluido. Es el mismo método que se utiliza para los dibujos animados. 
La totalidad de los sprites que forman un personaje, suele almacenarse en 
un solo archivo de imagen, a esto se le llama sprite sheet, es decir, una imagen 
donde tenemos secuencias de sprites para las diferentes acciones que puede 
realizar un personaje en un videojuego. 
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3.3.3. Sincronización Framerate 
Lo ideal en cualquier videojuego es que todos los objetos se muevan a la 
misma velocidad, independiente de la velocidad del computador donde se ejecute. 
Si no nos preocupamos por esto, y ejecutamos nuestro videojuego en un 
dispositivo antiguo probablemente el videojuego se vea muy lento, en cambio si lo 
ejecutamos en un dispositivo de última generación será demasiado rápido. 
Antes de nada hay que aclarar que el framerate se refiere a la frecuencia 
con que se ejecuta el ciclo principal de un videojuego en un segundo. A mayor 
cantidad de FPS (frames por segundo) obtendremos una mayor fluidez en las 
animaciones. En los videojuegos unos valores adecuados son entre 60 y 100 FPS 
teóricamente. 
Para solucionar este problema generalmente se recurre a una 
sincronización por Framerate que consiste en: 
1. Cuando comienza el ciclo del videojuego, se obtiene el tiempo transcurrido 
hasta ese momento. Normalmente se mide en milisegundos. 
2. Se procesa todo lo relacionado con el videojuego (entrada, IA, lógica del 
juego, detección de colisiones, dibujo de gráficos, etc.) 
3.  Antes de terminar el ciclo, creamos otro loop en el que se obtiene el 
tiempo transcurrido hasta ese momento, se la diferencia de tiempo y 
verificamos si es menor a los FPS que buscamos. 
De esta forma cada vez que ejecutemos el programa en una máquina 
diferente, el programa esperará el tiempo adecuado para obtener los FPS. 
3.3.4. Bucle de juego (game loop) 
Cuando jugamos a un juego parece que todo pasa a la vez, en el mismo 
instante, sin embargo, sabemos que un procesador sólo puede realizar una 
acción a la vez. La clave es realizar cada una de las acciones tan rápidamente 
como sea posible y pasar a la siguiente, de forma que todas se completen antes 
de visualizar el siguiente frame del juego. 
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El "game loop" o bucle de juego es el encargado de decidir en cada 
momento que tarea se realizará. 
Lo primero es leer los dispositivos de entrada para ver si el jugador ha 
realizado alguna acción. Si hay alguna acción por parte del jugador, el siguiente 
paso es procesarla (actualizar su posición, disparar, etc.). En el siguiente paso se 
realiza la lógica de juego, es decir, todo aquello que forma parte de la acción y 
que no queda bajo control del jugador (el movimiento de los enemigos, cálculo de 
trayectoria de sus disparos, comprobación de colisiones, etc.). Fuera de la lógica 
del juego quedan otras tareas que llevan a cabo en la siguiente fase, como 
actualizar el scroll de fondo, activar sonidos o realizar trabajos de sincronización. 
Por último, se muestra todo en la pantalla en la llamada "fase de render". 
 
 
Leer	  eventos	  de	  entrada	   Procesar	  entrada	   Lógica	  de	  juego	   Otras	  tareas	   Visualizar	  en	  pantalla	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4. Diseño y especificación 
4.1. Descripción del sistema 
 El sistema se compone de dos partes muy diferenciadas. Por un lado está 
la aplicación móvil y por otro el servidor con todos sus servicios web y base de 
datos. 
 Empezaré por la aplicación móvil. La aplicación consiste en una variación 
del juego “Pong”, como ya se dijo en apartados anteriores, que trata de marcar 
puntos a tu rival haciendo que la bola cruce su línea de puntos. A la vez se ha de 
evitar que esta bola cruce tu línea moviendo una barra que hará las veces de 
raqueta. 
 En “smartPong” hay varias maneras de jugar. La primera de todas es el 
Frontón dónde en lugar de competir contra otro jugador se hará contra el reloj y se 
tratará de aguantar el máximo tiempo posible sin que la bola cruce la línea de 
puntos. 
 El resto de modos de juego serán partidas como las descritas en primer 
lugar con diferencias en el rival. Se puede jugar individualmente con la máquina, 
multijugador en el mismo dispositivo o multijugador online mediante una conexión 
a internet. En estas partidas ganará el jugador que llegue antes a los 10 puntos. 
 La diferencia más significativa respecto al “Pong” original es la existencias 
de dos dianas cada una situada en la línea de puntos de cada jugador que se 
mueven horizontalmente durante la partida y que proporcionaran 3 puntos en 
lugar de 1 al jugador que la derribe. 
 La interacción con el dispositivo será con eventos táctiles y usando el 
acelerómetro de forma opcional. 
 Una vez se ha descrito los modos de juego pasaré a explicar el resto de 
funcionalidades. 
 La aplicación contiene una sección “Info” donde se detallan las normas 
básicas del juego y algunos datos sobre el proyecto y el desarrollador. Una 
sección “Opciones” dónde se permite al usuario seleccionar el nivel con el que se 
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iniciarán las partidas y activar o desactivar el sonido, la vibración y el 
acelerómetro. 
Además de existe una última sección de “Ranking” donde se podrán 
consultar  las mejores puntuaciones tanto locales como online. 
Voy a pasar ahora a la parte del servidor. En el siguiente apartado se 
concretará más en la estructura cliente – servidor y como se relacionan entre 
ellos, así que aquí simplemente comentaré que para las opciones online de las 
que dispone la aplicación es necesario, obviamente, un servidor. En este servidor 
se ha instalado una base de datos que guarda los usuarios registrados, las 
puntuaciones que van subiendo cada uno de los clientes y los datos necesarios 
para las partidas.  
4.2. Estructura cliente – servidor 
 En este apartado se verá como se relacionan la aplicación móvil, que en 
este caso actuará como cliente, y el servidor en todas las situaciones en las que 
se requiere comunicación entre los mismos. 
  El funcionamiento es muy simple, el dispositivo envía los datos necesarios 
para realizar la petición a la dirección del servidor mediante un servicio web. El 
servidor consulta la base de datos y devuelve el resultado al dispositivo después 
de actualizar la base de datos si fuera necesario. Esto se puede ver en el 
esquema siguiente. 
dispositivo móvil servidor base de datos 
servicio web consulta 
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4.3. Mapa navegacional 
 A continuación se encuentran una serie de esquemas que muestran como 
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A continuación se muestran las pantallas de error, provocadas por fallos en la 
conexión con el servidor, número de caracteres incorrecto, nombre de usuario 
existente o requisito de conexión a internet. 
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4.4. Casos de uso 



























puntuación Jugador vs. 
Jugador 
(local) 
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4.4.2. Descripción de los casos de uso 
4.4.2.1.Frontón 
Actores: Usuario y Sistema. 
Objetivo: Jugar una partida de tipo Frontón. 
Flujo principal: El usuario accede desde el menú, el sistema inicializa la partida 
y el usuario interacciona para jugar. 
4.4.2.2. Jugador vs. Android  
Actores: Usuario y Sistema. 
Objetivo: Jugar una partida de tipo vs. contra la máquina. 
Flujo principal: El usuario accede desde el menú, el sistema inicializa la partida 
y el usuario interacciona para jugar. 
4.4.2.3. Jugador vs. Jugador (local)  
Actores: Usuario y Sistema. 
Objetivo: Jugar una partida de tipo vs. en el mismo dispositivo. 
Precondiciones: El sistema dispone de tecnología multitouch. 
Flujo principal: El usuario accede desde el menú, el sistema solicita dos 
nombres para asignar a los jugadores, el usuario los proporciona y pulsa “Ok” y 
el sistema inicializa la partida y los usuarios interaccionan para jugar. 
4.4.2.4. Jugador vs Jugador (online)  
Actores: Usuario y Sistema. 
Objetivo: Jugar una partida tipo vs. online. 
Precondiciones: El sistema está conectado a internet. 
Flujo principal: El usuario accede desde el menú. El sistema comprueba que el 
usuario está registrado, si no es así ejecuta el Registro, en caso contrario inicia 
Buscar partida. 
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4.4.2.5. Registro  
Actores: Usuario y Sistema. 
Objetivo: Registrar al usuario en la base de datos del servidor para guardar sus 
puntuaciones y permitirle jugar online. 
Precondiciones: El usuario no está registrado. 
Flujo principal: El sistema solicita un nombre de usuario para llevar a cabo el 
registro. El usuario lo proporciona y si es correcto volverá al menú, en caso 
contrario el sistema le solicitará de nuevo un nombre. 
4.4.2.6. Buscar partida  
Actores: Sistema. 
Objetivo: Encontrar una partida para que el usuario pueda jugar online. 
Precondiciones: El usuario está registrado. 
Flujo principal: El sistema busca una partida creada a que le falte un jugador 
mediante consultas al servidor. Si no existe ninguna la crea y espera que se 
añada otro jugador a ella. Cuando esto ocurra el sistema ejecutará una Partida 
tipo vs. 
4.4.2.7. Partida tipo vs.  
Actores: Usuario y Sistema. 
Objetivo: Jugar una partida de tipo vs. 
Flujo principal: El sistema inicializa la partida y el usuario interacciona para 
jugar. 
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4.4.2.8. Obtener datos de partida  
Actores: Sistema. 
Objetivo: Enviar y recibir datos entre los dos dispositivos durante la partida 
online. 
Flujo principal: El sistema se comunica durante la partida para enviar datos y 
recibir los del otro dispositivo. 
4.4.2.9. Guardar puntuación  
Actores: Usuario y Sistema. 
Objetivo: Guardar la puntuación del jugador en la base de datos local. 
Flujo principal: El sistema solicita un nombre para guardarlo en la base de 
datos local y asignarle la puntuación obtenida. El usuario proporciona el nombre 
y el sistema ejecuta la acción. 
4.4.2.10. Publicar puntuación  
Actores: Usuario y Sistema. 
Objetivo: Guardar la puntuación del jugador n la base de datos del servidor. 
Precondiciones: El sistema está conectado a internet. 
Flujo principal: El sistema solicita un nombre para guardarlo en la base de 
datos local y la del servidor y asignarle la puntuación obtenida. El usuario 
proporciona el nombre y el sistema ejecuta la acción. 
4.4.2.11. Ranking  
Actores: Usuario y Sistema. 
Objetivo: Mostrar al usuario las puntuaciones guardadas. 
Flujo principal: El usuario accede desde el menú. El sistema Obtiene los datos 
de la base de datos local y los muestra. Después de esto el usuario elige que 
ranking quiere ver y el sistema empieza a Obtener datos de puntuación. 
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4.4.2.12. Obtener datos de puntuación  
Actores: Sistema. 
Objetivo: Proporcionar los datos necesarios para mostrar las puntuaciones al 
usuario. 
Flujo principal: Si el usuario indica que quiere ver puntuaciones locales el 
sistema obtiene los datos de la base de datos local. Si quiere puntuaciones 
globales el sistema se conecta al servidor para obtener los datos. 
4.4.2.13. Info  
Actores: Usuario y Sistema. 
Objetivo: mostrar información al usuario sobre la aplicación y el desarrollador. 
Flujo principal: El usuario accede desde el menú y el sistema muestra 
información sobre la aplicación y el desarrollador. 
4.4.2.14. Opciones  
Actores: Usuario y Sistema 
Objetivo: Permitir al usuario la personalización de la aplicación mediante 
algunos parámetros de configuración. 
Flujo principal: El usuario accede desde el menú y cambia, si lo desea, las 
opciones de configuración de la aplicación. El sistema guarda los cambios. 
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4.5. Arquitectura 
 Después de analizar todos los casos de uso de la aplicación se verá la 
arquitectura de la misma, es decir, como se estructuran las clases que 
componen el proyecto Android. 
 He decidido estructurar todas las clases en tres paquetes que 
corresponderían a tres capas (Presentación, Dominio y Datos). En este proyecto 
se utiliza por tanto una arquitectura de tres capas. 
•  Presentación: Esta capa se encarga de la interacción con el usuario, tanto de 
capturar los eventos táctiles como del pintado de las pantallas. En el proyecto se 
corresponde con el paquete “presentation”. 
 
•  Dominio: En esta capa se incluyen todas las clases modelan el sistema y 
realizan las operaciones necesarias para el funcionamiento del mismo. A demás 
es la encargada de relacionarse con la capa de datos. En el proyecto se 
corresponde con el paquete “Pong”. 
 
•  Datos: Es la encargada de proporcionar los datos que hay en la base de datos o 
en el servidor a la capa de dominio para que pueda realizar sus operaciones. En 
el proyecto se corresponde con el paquete “data”. 
A continuación se puede ver un esquema de la estructura descrita 
anteriormente. 
Y posteriormente otro incluyendo todas las clases del proyecto en sus 
correspondientes paquetes. 
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5. Implementación 
5.1. Página web 
 Como se dice en el apartado 1.1 este proyecto intenta ser lo más realista 
posible y por ello, además de la implementación de la aplicación se ha 
desarrollado también una página web muy sencilla. En ella se puede ver un video 
promocional de la aplicación, acceder a los rankings online y navegar hasta la 
página de Google Play de la aplicación. A continuación se muestran unas 
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ranking.php
 
Página de Google Play 
 
Las dos pantallas de las que consta (index.html y ranking.php) están 
implementadas en html aunque en la segunda se utiliza el lenguaje php para 
acceder a la base de datos, que detallaremos en el siguiente punto, y consultar 
los rankings. 
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5.2. Servidor 
5.2.1. Instalación 
 Lo primero que se ha de hacer para preparar el servidor es la instalación de 
un sistema operativo. En este caso he optado por una distribución de Linux, 
Ubuntu Server. Esta distribución es gratuita y carece de entorno gráfico con lo que 
se optimiza su funcionamiento y los servicios que se ofrecerán a los clientes. 
 La versión de Ubuntu es la 10.04 LTS, que era la última versión LTS en el 
momento de la instalación. La razón de la elección es que las versiones LTS 
(“Long Term Suport”) ofrecen mayor estabilidad y soporte. Y Además al ser 
Ubuntu la distribución más popular de Linux hay una gran cantidad de páginas 
web y foros donde se resuelven los problemas más comunes entre los usuarios 
de esta distribución. 
 Durante la instalación de Ubuntu el sistema permite elegir que servicios 
habrá instalados por defecto. Seleccionando LAMP server se instalará 
automáticamente el servidor web Apache http Server, MySQL y PHP. Además 
con la opción OpenSSH para poder conectarse desde otro ordenador. 
 
 Una vez efectuada la instalación del sistema operativo con LAMP Server  y 
OpenSSH se ha instalado PhpMyAdmin para facilitar la administración las bases 
de datos. Este gestor de bases de datos funciona desde cualquier navegador 
web. 
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5.2.2. Base de datos 
 Todos los datos de los usuarios así como los rankings y la información 
necesaria para que se lleven a cabo las partidas online se guardan en la base de 
datos PONG y contiene las tablas MATCH, RANKING_FRONTON, RANKING_VS 
y USER. 
•  Tabla USER: Almacena los datos de los usuarios que se registran en 
la aplicación. Contiene los siguientes campos: 
o USER_KEY: Número asignado a cada usuario cuando se 
registra. Es un campo autoincremental, único y es la clave 
primaria de la tabla. Se utiliza para referirse a los usuarios. 
o NAME: Es el nombre proporcionado por el usuario en el registro. 
No puede haber dos usuarios con el mismo nombre. 
•  Tabla RANKING_FRONTON: Almacena las puntuaciones del modo de 
juego Frontón subidas por los usuarios. Contiene los siguientes 
campos: 
o  RANKING_KEY: Es la clave primaria de la tabla. Campo 
autoincremental y único.  
o USER_KEY: Hace referencia al usuario poseedor del registro. 
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o TIME: Tiempo conseguido por el usuario en el modo Frontón. 
Este campo está en milisegundos. 
o TIME_STRING: Cadena de texto en formato mm:ss:dd que 
representa el tiempo del campo TIME para ser mostrado en los 
rankings. 
o USER_NAME: Nombre proporcionado por el usuario para 
guardar su puntuación. 
•  Tabla RANKING_VS: Almacena los resultados obtenidos en las 
partidas online por los usuarios. Contiene los siguientes campos 
o USER_KEY: Es la clave primaria de la tabla y hace referencia al 
usuario poseedor del registro. Hay el mismo número de filas en la 
tabla RANKING_VS que en la tabla USER. Una por cada usuario 
registrado. 
o WIN: Número de partidas ganadas por el usuario. 
o LOOSE: Número de partidas perdidas por el usuario. 
o POINTS: Puntos conseguidos por el usuario en todas sus 
partidas online. Cada partida ganada son +3 puntos y cada 
partida perdida son -1 puntos. 
•  Tabla MATCH: Almacena toda la información necesaria para las 
partidas online. Contiene los siguientes campos: 
o ID: Es la clave primaria de la tabla. Campo autoincremental y 
único. 
o X1: Indica la posición de la pala del jugador 1. 
o X2: Indica la posición de la pala del jugador 2. 
o USER_KEY1: Hace referencia al usuario jugador 1. 
o USER_KEY2: Hace referencia al usuario jugador 2. 
o START_TIME: Indica el instante de tiempo en el que la partida se 
iniciará simultáneamente en los dos dispositivos. En 
milisegundos. 
o BOOL: Se utiliza para la coordinación de los dos dispositivos en 
la reanudación de la partida tras un gol. 
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o FINISH: Para asegurar que se contabiliza la partida ambos 
dispositivos comunican al servidor el ganador y perdedor de la 
misa. Este campo se marca cuando la base de datos ya ha 
contabilizado esta partida para impedir que se haga dos veces. 
Soy consciente de que en las tablas hay algunos campos que podrían ser 
calculados a partir de otros. He decidido hacerlo así para que la consulta sea más 
rápida. 
5.2.3. Servicios web 
 Los servicios web son los encargados de comunicar la aplicación móvil y el 
servidor en todas las opciones online y están desarrollados en php. A través de 
estos servicios se accede a la base de datos descrita en el apartado anterior y 
devuelve los resultados, siempre que sea necesario, a la aplicación, que es la que 
los ha llamado previamente.  






Para el funcionamiento del proyecto únicamente se necesitan 8 servicios 
web, son los siguientes. 
•  register.php:  
o Parámetros de entrada: Nombre proporcionado por el usuario. 
o Respuesta: Devuelve la USER_KEY a la que está asociado el 
usuario en la base de datos. 









	   48	  
 
o Funcionamiento: La aplicación hace una petición mediante 
register.php en la que envía un nombre proporcionado por el 
usuario. En register.php se hace una consulta para comprobar si 
existe algún usuario con ese mismo nombre. Si no es así se 
registra y en la respuesta se envía la USER_KEY generada por 
la base de datos. Si ya existe devuelve error. 
•  rankingF.php:  
o Parámetros de entrada: No tiene parámetros de entrada. 
o Respuesta: Devuelve los nombres, los tiempos y los nombres de 







•  rankingVS.php:  
o Parámetros de entrada: No tiene parámetros de entrada 
o Respuesta: Devuelve los nombres, número de partidas ganadas, 
número de partidas perdidas y los puntos obtenidos por los 25 







•  insertRankingF.php:  
o Parámetros de entrada: USER_KEY del usuario, el tiempo 
obtenido en milisegundos, el tiempo en formato mm:ss:dd y el 
nombre del jugador. 
o Respuesta: No devuelve ningún valor. 
•  searchMatch.php:  
o Parámetros de entrada: USER_KEY del usuario y el instante de 
tiempo en el que empezará la partida. 
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o Respuesta: Devuelve el identificador de la partida y el instante de 
tiempo en el que empezará. 
o Funcionamiento: El jugador 1 hace una llamada a 
searchMatch.php. Como no hay ninguna partida empezada crea 
una y queda a la espera de que algún jugador se conecte. El 
jugador 2 hace la misma petición y al haber una partida creada 
se une a ella y se inserta en la base de dato START_TIME. Los 
dos dispositivos reciben la misma respuesta y esperan al instante 
de tiempo devuelto para empezar la partida. 
•  match1.php:  
o Parámetros de entrada: El identificador de la partida y la posición 
de la pala del jugador 1. 





•  match2.php:  
o Parámetros de entrada: El identificador de la partida y la posición 
de la pala del jugador 2. 





•  goal.php:  
o Parámetros de entrada: Identificador de la partida y el instante 
tiempo en el que se reanudará la partida. 
o Respuesta: Devuelve el instante de tiempo en el que se 
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o Funcionamiento: Los dos dispositivos realizan la misma petición 
a goal.php con sus correspondientes parámetros de entrada. El 
primero que es atendido espera un tiempo determinado a que se 
atienda al segundo que será el que indique el momento en el que 
se reanudará la partida. Si durante este tiempo el rival es 
atendido e indica el instante de reanudación Se devuelven en la 
respuestas los parámetros indicados. En cambio, si en este 
tiempo no ha llegado la petición al servidor esto indicará que el 
usuario ha perdido la conexión durante la partida y devolverá un  
-1 en el momento de reanudación. 
 
•  finish.php:  
o Parámetros de entrada: Identificador de la partida y del usuario 
ganador de la partida. 
o Respuesta: No devuelve ningún valor. 
o Funcionamiento:  Si el campo FINISH de la partida no está 
marcado (su valor es 0) marca el campo y actualiza las 
estadísticas de ambos usuarios en la tabla RANKING_VS. Si por 
el contrario el campo FINISH ya está marcado (su valor es 1) no 
hace nada. 
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5.3. Aplicación móvil 
 La implementación de la aplicación móvil ha sido la parte más costosa y 
larga de todo el proyecto. Sería complicado detallar todas las partes del desarrollo 
en éste documento así que se comentan los módulos más importantes o 
interesantes para entender el funcionamiento de la aplicación. 
 El desarrollo se ha llevado a cabo utilizando el lenguaje de programación 
Java con el entorno Eclipse y el SDK (kit de desarrollo de software) de Android. 
5.3.1. Medidas proporcionales 
 Debido a la pluralidad de los dispositivos que funcionan con Android y las 
notables diferencias que hay entre ellos todas las medidas de la aplicación están 
tomadas de forma proporcional. 
 En primer lugar, en lo referente a tamaños del texto, botones o otros 
elementos propios de las aplicaciones, Android permite trabajar con las siguientes 
unidades que solventan éste problema: 
•  dip (píxeles independientes de densidad): Es una unidad abstracta 
basada en la densidad de la pantalla.  
•  sp (píxeles independientes de escala): Similar a dip pero también 
dimensionados en base a la  preferencia de tamaño de texto indicada 
por el usuario. 
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Y por parte de las imágenes, movimientos y demás, se calculan siempre en 
función de la altura y anchura de la pantalla. Por ejemplo, en el movimiento 
de la bola en lugar de mover un píxel a la derecha (esto haría que se 
moviera diferente en función del dispositivo que lo ejecutara) se movería el 
ancho de la pantalla dividido por 200 (width/200). 
5.3.2. Movimiento automático 
 Movimiento automático se refiere a la forma en la que se mueve la pala 
rival cuando se está jugando en el modo vs. individual. El funcionamiento es 
sencillo. 
 1 – Se consulta la posición actual de la bola en coordenadas (x, y). 
2 – Si la bola no está en la parte superior de la pantalla (y < width/2) nada 
cambia. En caso contrario el algoritmo continúa. 
3 – Si la bola está a la izquierda de la pala ( x < paddlePosX) la pala se 
moverá hacia la izquierda y al revés. 
4 – Si después de realizar el movimiento, y antes del pintado, la pala 
supera la posición de la bola se corrige igualando las posiciones. Esto evita 
movimientos extraños. 
 Puede parecer que de está forma ganar a la pala automática es imposible, 
pero para evitar esto la bola y la pala tienen velocidades diferentes, más 
concretamente la pala se moverá más despacio que la bola. Así se garantiza que 
la pala no llegue siempre a parar la bola. 
5.3.3. Clase DomainData 
 Esta clase se utiliza como puente entre todas las clases del package Pong 
(capa de dominio) y el package data. Cada vez que se quiere acceder desde el 
dominio a base de datos o a algún servicio web se llamará a un procedimiento de 
esta clase.  
5.3.4. Base de datos 
 La aplicación necesita un lugar donde almacenar la USER_KEY del usuario 
y los datos de los rankings locales. Este lugar es la base de datos. 
	   53	  
 Esta base de datos funciona gracias al diminuto motor SQLite. Este motor 
es muy popular debido a que es gratuito, tiene un tamaño reducido y no requiere 
configuración. Una base de datos SQLite no es más que un archivo. 
 Contiene sólo tres tablas: 
•  Tabla UserData: Guarda los datos del usuario. Almacena los 
parámetros KEY (USER_KEY asignada por el servidor en el registro 
del usuario) y NAME (nombre de usuario proporcionado en el registro).  
•  Tabla RankingF: Guarda los tiempos obtenidos por el usuario en las 
partidas del modo Frontón. Almacena los parámetros NAME (nombre 
proporcionado por el usuario al guardar el tiempo), TIME_STRING 
(cadena de texto que representa el tiempo en formato mm:ss:dd) y 
TIME (tiempo conseguido en la partida tipo Frontón en milisegundos). 
•  Tabla RankingVS: Guarda los registros de partidas multijugador en 
local. Almacena los parámetros NAME (nombre proporcionado por el 
usuario al incoar una partida multijugador en local, PG (partidas 
ganadas), PP (partidas perdidas) y POINTS (puntos). 
5.3.5. Ciclo de juego (Game loop) 
 En el apartado 3.3.4 se habla sobre el game el ciclo de juego clásico. La 
mayoría de videojuegos tienen un ciclo muy parecido pero cada uno tiene sus 
propias variaciones. Estas variaciones vienen dadas por la tecnología en la que 
se desarrollan, por los dispositivos que las ejecutaran, por los mandos de control 
o por los tipos de juego. 
 En este caso el ciclo de juego se encuentra en la clase Loop y es algo 
diferente al general que se describió. 
 Los procesos que intervenían en un game loop genérico eran: 
 
 
Leer	  eventos	  de	  entrada	   Procesar	  entrada	   Lógica	  de	  juego	   Otras	  tareas	   Visualizar	  en	  pantalla	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 Y en este proyecto, como puede verse en el siguiente diagrama los 
procesos de entrada no forman parte del ciclo como tal. Android esta escuchando 
“permanentemente” así que no es necesario que el programador se preocupe de 
leer la entrada. El proceso de estas entradas si que debe hacerse y es en la 
función onTouchEvent() donde se ha de colocar el código. En el módulo de lógica 
se evalúan las posiciones de todos los elementos del juego y se actualizan las 
direcciones de los movimientos que se llevarán a cabo en el siguiente módulo. Y 







5.3.6. Juego Online 
 En e1ste modo de juego dos usuarios compiten desde 2 dispositivos 
diferentes. Cada dispositivo ejecuta una partida igual que la que se ejecutaría en 
el modo vs. individual con la diferencia de que en este caso la pala rival no se 
mueve automáticamente sino que en este caso se añade un cuarto módulo al 
ciclo que es el de conexión. 
En éste modulo se envía la posición de la propia pala al servidor mediante 
un servicio web y en la respuesta se obtiene la posición de la pala del rival. Todo 
este proceso se realiza en un hilo de ejecución paralelo para no bloquear el ciclo 
en caso de que el servicio tarde más de la cuenta devolver la respuesta. 
Una vez se obtiene la respuesta se actualiza inmediatamente la posición de 
la pala rival. 
Eventos	  de	  entrada	  
Lógica	   Movimiento	   Visualizar	  en	  pantalla	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5.3.7. Sincronización 
 Como se dice en el apartado anterior cada dispositivo que interviene en la 
partida online ejecuta una partida. Esto significa que un retraso en alguno de los 
dos dispositivos haría imposible el juego. Por es de vital importancia sincronizar 
los relojes de los dispositivos previamente al inicio de la partida, para que ambos l 
inicien en el mismo instante de tiempo. 
 Esto se consigue mediante una llamada a un servidor NTP que en su 
respuesta indica la diferencia entre el reloj interno del dispositivo que hace la 
llamada y el reloj del servidor. Así, sabiendo la desviación de cada cliente puede 
fijarse un instante de tiempo en el que comenzará una cuenta atrás para empezar 
la partida. 
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5.4. Diagrama 
 Ya se ha explicado el funcionamiento de los servicios web y la aplicación 
móvil además de la estructura de la base de datos. Ahora se exponen un 
diagramas para poder observar todo el recorrido como se sincronizan los relojes 




dispositivo móvil servidor 








servicio web servicio web 
START_TIME START_TIME 
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5.5. Pruebas 
 A lo largo de todo el documento se hace referencia varias veces a la amplia 
variedad de dispositivos con Android como sistema operativo y la dificultad que 
esto conlleva en el desarrollo de una aplicación. Debido a esto las pruebas han de 
hacerse en el mayor número de modelos posibles. 
 Para éste proyecto se han utilizado cinco Smartphones diferentes. Un 
Samsung Galaxy Ace, un Samsung Galaxy Y, un Samsung Galaxy S SCL, un 
Samsung Galaxy SII y un Sony Ericson Xperia Arc S. 
 Las conclusiones tras numerosas pruebas son la siguientes: 
•  Los dispositivos Samsung Galaxy Ace y Samsung Galaxy Y ejecutan la 
aplicación con algunos ligeros retrasos en el ciclo de juego. Esto hace 
que puedan jugar sin problemas en todos los modos que no son online 
y consultar los rankings tanto locales con globales. 
•  Los dispositivos  Samsung Galaxy S SCL, Samsung Galaxy SII y Sony 
Ericson Xperia Arc S ejecutan la aplicación sin ningún problema y eso 
les permite tener total disponibilidad de las modalidades de juego.	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6. Planificación y coste 
 En este capitulo se expone la planificación temporal de todo el proyecto y el 
coste del mismo teniendo en cuenta tanto los costes materiales como de recursos 
humanos. 
6.1. Planificación temporal 
 A continuación se muestra un diagrama de Gantt que plasma la 
planificación temporal. 
Este proyecto empieza el día 05/11/11 y termina el 23/12/12. Se ha 
realizado durante los fines de semana comprendidos en ese periodo sumando un 
total de 480 horas distribuidas en la siguientes jornadas: 
•  5/11/11 – 24/03/12 y 03/11/12 – 15/12/12: Jornadas de 4 horas. 
•  25/03/12: Jornada de 5 horas. 
•  31/04/12 – 28/10/12: Jornadas de 6 horas. 
•  16/12/12: Jornada de 9 horas. 
•  22/12/12 – 23/12/12: Jornadas de 8 horas. 
En Enero, Mayo y Junio del 2012 no hubo actividad. 
Para una correcta visualización del diagrama se ha dividido en tres 
periodos. El primero abarca desde Noviembre de 2011 hasta Enero de 2012, el 
segundo de Enero de 2012 a Mayo de 2012 y el último desde Mayo de 2012 
hasta Diciembre de 2012. 
 
Enero
Tarea Horas Inicio Final 5 6 12 13 19 20 26 27 3 4 10 11 17 18 24 25 31
Planificacion 3 05/11/11 05/11/11
Instalación del entorno de trabajo 1 05/11/11 05/11/11
Diseño del servidor 4 06/11/11 06/11/11
Diseño de la aplicación móvil 8 12/11/11 13/11/11
Instalación del servidor 8 19/11/11 20/11/11
Creación de recursos 4 26/11/11 26/11/11
Desarrollo de la aplicación móvil 285 27/11/11 04/11/12
Desarrollo de los servicios web 50 01/04/12 30/09/12
Control y pruebas 60 27/11/11 11/11/12
Redacción de la mermória 40 17/11/12 16/12/12
Publicación en Google Play 1 16/12/12 16/12/12
Diseño y desarrollo de la página web 16 22/12/12 23/12/12
DiciembreNoviembre
























































































































































































































































	   60	  
6.2. Costes 
6.2.1. Costes Materiales 
 Los recursos materiales utilizados en este proyecto han sido numerosos. 
Por un lado están los utilizados en el servidor y por otro los utilizados en la 
aplicación móvil. 
 
Recurso Tipo Precio 
Servidor Hardware 600 € 
Ubuntu server Software 0 € 
Apache Software 0 € 
MySQL Software 0 € 
Router Wifi Hardware 69,95 € 
Internet 30 Premium Servicio 19,95 € / mes 
Dirección Ip estática Servicio 9,95 € / mes 
Microsoft Office Software  139 € 
Macbook Pro Hardware 1500 € 
Eclipse Software 0 € 
Adobe Photoshop CS5 Software 850 € 
GarageBand Software 0 € 
Licencia de desarrollador de Google Play Licencia 19,90 € 
SDK Android Software 0 € 
Samsung Galaxy Ace Hardware 199 € 
Samsung Galaxy Y Hardware 129,90 € 
Samsung Galaxy S SCL Hardware 316,85 € 
Sony Ericson Xperia Arc S Hardware 370 € 
Samsung Galaxy SII Hardware 399 € 
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6.2.2. Costes de recursos humanos 
Para analizar los costes de recursos humanos volveré a hacer referencia a 
las tareas de la sección 6.1 y las horas empleadas en cada una de ellas. Además 
clasificaré cada tarea con un perfil profesional para multiplicar el número de horas 
por el salario medio del puesto de trabajo. 
 
Perfil € / h Tareas y Horas Coste 
Diseñador gráfico 15 Creación de recursos 2h. 
Diseño página web 4h. 
90 € 
Técnico de sonido 15 Creación de recursos 2h. 30 € 
Programador 20 Desarrollo de la aplicación móvil 285h. 
Desarrollo de servicios web 50h. 
Desarrollo página web 12h. 
Control y pruebas 40h. 
Redacción de la memoria 25h. 
8.240 € 
Ingeniero de software 25 Diseño del servidor 4h. 
Diseño de la aplicación móvil 8h. 
300 € 
Director de proyecto 30 Planificación 2h. 
Control y pruebas 10h. 
360 € 
Técnico de sistemas 15 Instalación del entorno de trabajo 1h. 
Instalación del servidor 8h. 
Control y pruebas 20h. 
Publicación en Google Play 1h. 
Redacción de la memoria 15h. 
675 € 
TOTAL  480 horas 9.695 € 
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6.2.3. Coste absoluto y amortizaciones 
Aquí se muestra el coste absoluto del proyecto y el coste en proporción al 
tiempo de desarrollo teniendo en cuenta el tiempo en el que se amortizarán los 
recursos. Para estos cálculos se ha tomado como tiempo de amortización para 
software 2 años y en el caso del hardware 3. El tiempo total de desarrollo se ha 
establecido en un año. 
No se han considerado amortizaciones ni en la licencia ni en los recursos 
humanos, ya que los servicios recibidos por estos pagos no tienen caducidad 
alguna. 
 
Costes Amortizado en Coste absoluto Coste en el desarrollo 
Recursos Humanos - 9.695 € 9.695 € 
Software 2 años 989 € 494,5 € 
Hardware 3 años 3.548,7 € 1182,9 € 
Licencia - 19, 90 € 19,90 € 
TOTAL  14.252,6 € 11.392,3€ 
	   63	  
7. Conclusiones 
En líneas generales considero el desarrollo de este proyecto una 
experiencia positiva que me acerca mucho más a la realidad. En el mundo laboral, 
no es sólo la programación del código sino que tienen mucha importancia el 
diseño, la planificación y una buena documentación. Y por más que los profesores 
nos lo hayan dicho a lo largo de la carrera, no me he dado cuenta hasta que lo he 
necesitado. 
La programación para Smartphones es algo verdaderamente novedoso y 
aunque hay mucha información en la red, la mayoría proviene de la opinión 
personal de gente que se encuentra con problemas similares. Personalmente he 
echado en falta algo más de documentación más seria. De todas formas he 
conseguido resolver todos los problemas que han ido saliendo. 
En cuanto al desarrollo para el sistema operativo Android, me ha sido 
realmente cómodo. He utilizado el entorno Eclipse y éste te hace el trabajo más 
llevadero de lo que pensaba en un principio. Se pueden conseguir resultados más 
o menos vistosos con pocas horas de programación, siempre y cuando se tenga 
un ligera noción del lenguaje Java. Aunque después haya que pelear duro para 
encontrar algunos errores a la hora de perfilar del todo el proyecto. En general me 
ha gustado la experiencia. 
He de destacar como una conclusión importante que la diferencia entre los 
diferentes dispositivos móviles Android es muy notable. Esto hace que el 
desarrollo sea más difícil que en otros sistemas con dispositivos más uniformes. Y 
no sólo en las dimensiones de la pantalla o en la apariencia física sino en el 
rendimiento. Es inevitable hacer pruebas con diferentes dispositivos para 
cerciorarse de que el programa funciona. 
Para terminar, me gustaría decir que estoy satisfecho con los resultados 
del proyecto y que se me ha hecho fácil trabajar en él, sin importar el número de 
horas que le dedicara. Por eso mi intención es seguir de aquí en adelante 
trabajando en el mundo de los videojuegos y más concretamente en los juegos 
para dispositivos móviles. 
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