This paper explores a promising framework, the ShapeAnnotator, for the semantic annotation of 3D objects in the context of Product Design. The ShapeAnnotator provides the functionalities that allow the user to load a suitable formalization of relevant concepts and to annotate, or tag, a virtual product model, or its parts, with these concepts (markup). Moreover, the ShapeAnnotator provides tools that support the users in the identification and selection of the relevant parts in the virtual product model (segmentation toolbox).
INTRODUCTION
Due to worldwide competition and technological improvements in the last years, product time-to-market has been reduced and specialization in the Product Development Process (PDP) has been growing. PDP is a very complex process which requires various competences, according to the specific activity considered. The number of different actors implied in the PDP increases as well as the variety of specific knowledge areas of each of these actors. In some cases, companies are becoming Virtual Enterprises (VEs) [1] , i.e. a network of independent companies which interlink their means, their competences and other resources. VEs may be temporary and their aim is to carry out jointly a project which can exceed the capacities of each unit considered separately. Due to such change of mentality in the design activity, in order to perform an efficient job, companies and actors of the PDP need to have access to specific information, which can be interpreted dynamically according to the application processes and the stage of the process. It follows that PDP does not only require a large amount of information and data, suitable for any specific application, but also a strong interaction among the actors to share and retrieve product data.
In this perspective, interoperability becomes a crucial issue and different solutions have been proposed to face it efficiently. In particular, knowledge technologies have been adopted as an efficient methodology to formalize and share semantics in different contexts of PDP. In general, such formalizations are mainly document-oriented and provide a low-level description of the product data with no special customized view (e.g. PDM/PLM systems). In the scientific literature, several proposals exist to employ ontologies for the formalization of CAD/PDM/PLM knowledge [2] - [8] .
The research community did not focus yet on the use of semantics annotations at the level of shape data and form features. We believe that part-based annotation of 3D content is not only beneficial for interoperability but also for reuse: this is a crucial issue, since the possibility to access CAD databases and retrieve product parts without redesigning them speeds up the PDP with big economical advantages. This is particularly true in Reverse Engineering (RE) processes where models are not designed from scratch, using standard parametric modeling, but are acquired from the physical world and re-engineered or re-designed. The ShapeAnnotator would be really beneficial to recover important information about the semantics and also functional and metric properties of the objects or objects' parts/features.
In this perspective, the paper explores a promising 3D object mark-up framework, the ShapeAnnotator, for the semantic annotation of 3D virtual products which enables to enhance the geometry with context-dependent information. In addition, the user is able to annotate not only the object model as a whole, but also the parts of the object that may be relevant in the context.
The annotation of an object in a given context is a process that generally needs the intervention of the user: automatic annotation mechanisms can be devised for rather simple concepts, for example vertex or face count, but the annotation addressing more complex concepts can be hardly automated. For this reason, the ShapeAnnotator acts at two levels: it provides the software environment to annotate manually the parts with concepts that express their semantics, and it provides the user with automatic tools that help him/her in the identification of relevant parts, or features. Moreover, since the formalization of a concept may also involve the specification of functional and metric parameters of the part (e.g., dimensions, length), the annotation step implements also a number of automatic services for the computation of these quantitative properties.
In this work, we show a first validation of the proposed methodology in the RE scenario. Starting from a 3D model representing a scanned object, a set of shape segmentation tools can be used to support the mark-up of typical mechanical features. The form features can be manually annotated according to the feature ontology loaded in the framework, while the feature parameters (attributes and relations as specified by the ontology) are automatically instantiated by the tool.
The paper is organized as follows. In Section 2, we will briefly discuss methods to code and process the semantics about 3D models in the field of product design, while in Section 3 the ShapeAnnotator framework will be outlined. Section 4 will describe the mechanical feature ontology defined for the validation scenario, while Section 5 will show the usage of the ShapeAnnotator in a typical RE scenario. Finally, Section 6 will conclude the paper pointing to future perspectives.
KNOWLEDGE FORMALIZATION FOR CAD
MODELS Historically, feature-based modeling has been the first methodology aimed to introduce knowledge in the product modeling pipeline by adding a new level of representation in which the geometry is structured according to semanticsoriented criteria.
Feature-based modeling was born to address the interoperability and re-use issues mentioned in the previous section [9] . Multiple-view feature modeling has been proposed with the goal of choosing the right point of view on the model according to a specific phase of the PDP [10] . Alternative approaches consider an integration of feature-based design and feature recognition to improve the interoperability with downstream applications (e.g. [11] ).
More recently, new proposals couple the traditional feature modeling with ontologies, which permit to make semantics explicit at different levels of abstraction, including engineering knowledge, for a more accurate information retrieval [2] [12]- [13] . An ontology is a formal, explicit specification of a shared conceptualization of a domain of knowledge, and expresses the structuring and modeling of that particular domain [14] [15] . Moreover, the shared conceptualization can also be processed by computer applications, opening up challenging opportunities for the further enrichment of search results with inference mechanisms [16] . Semantic web technologies have been then adopted to organize CAD repositories (e.g. [17] ) where search is mainly text-based. Other approaches focus on shape similarity between whole models, subparts, and assemblies [18] - [20] . Some methods are merely geometrical, other take into account also the usage contexts as machining features and assemblies, but for both categories the computation of the similarity between a template shape and the models in the repository is generally costly.
The ShapeAnnotator framework proposed in this paper uses a different approach: the 3D content annotation is ontology-driven, i.e. the tags associated to entities are defined by an ontology. Once an object and/or its parts are annotated, they can easily match textual searches. Stated differently, advanced and semantics-based annotation mechanisms support content-based retrieval within the framework of standard textual search engines. Content-based annotation has been mostly addressed for traditional multimedia, and for images and videos in particular [21] - [22] . For example, in the MOntoMat-Annotizer [23] the user is allowed to highlight segments (i.e. regions) of an image and to browse specific domain ontologies in order to annotate parts of the former with specific instances of the latter.
The ShapeAnnotator is a first attempt to deal with contentbased annotation processes for generic 3D shapes [24] , where 3D segmentation and mark-up tools are the two main ingredients of the interactive system proposed. In an ideal situation, if the segmentation tools were able to detect automatically the features described in the ontology, the annotation process could be run in a completely automatic manner.
It is widely accepted, however, that shape segmentation and feature extraction methods produce results that vary considerably with the variation of the object class and of the features to be detected [25] .
For this reason, the ShapeAnnotator does not propose a single feature extraction method, rather, it provides the users with a set of segmentation methods that target various types of shape characteristics and that help the user in selecting the most appropriate parts of the objects to associate to conceptual tags. The results presented here and the ShapeAnnotator itself, however, are independent of the specific toolbox chosen and different segmentation methods could be selected instead and plugged into the system: in this context, they could be even state-of-the art mechanical feature recognition methods (e.g. [26] - [29] ).
THE SHAPE ANNOTATOR
With these premises, the ShapeAnnotator has been implemented as a prototype graphical tool to ease the task of producing an annotated geometric model from an existing one. The ShapeAnnotator is based on the assumption that an effective annotation must be relative to a specific domain, and that the definition of relevant shape characteristics must be relative to the same domain as well. In this setting, the purpose of the segmentation algorithms within the system is to support the detection of the shape's portions (i.e. the segments) which are meaningful in the annotation context: the idea is to use, in parallel, a set of different segmentation procedures and to select, and possibly to compose, the meaningful results from each of them. There are no global constraints ruling this phase, to allow a truly flexible annotation process. Hence, the parts selected may overlap, and some portions of the object may not belong to any segment at all. Moreover, curves and points may be also considered meaningful parts of a shape: for example, identifying sharp edges in the product model or mating points in assemblies is definitely relevant.
In the following, we will call this approach multisegmentation and by segments we will indicate any surface patch, curve or even point that have been selected as relevant by the user. The detected segments will be later annotated by specific conceptual tags describing their meaning. We will refer to an annotated geometric model as to a multi-segmented geometric model in which some of the segments have been annotated.
The current implementation of the ShapeAnnotator works with surface meshes only, but the results presented can be extended to more generic geometric models.
The outline of the annotation pipeline can be described as:
• loading a model (a triangle mesh, in the current implementation); • loading an ontology which formalizes the relevant concepts about the features of interest in the knowledge domain, or context; • identifying possibly interesting segments of the model, i.e. executing a number of segmentation algorithms to build the multi-segmented mesh;
• defining the parts of the object boundaries that identify meaningful features, by interactively selecting and possibly editing the various segments in the multisegmented mesh; • annotating the above features by creating instances of concepts described in the ontology;
• setting up possible connections: mapping geometric measures and topological relations to attributes and conceptual relations encoded in the ontology allows to compute them automatically. Once the relevant segments are extracted, it is possible to refine the identification of the features' geometry through morphological operators, that is, operators that allow users to:
• grow/shrink a segment until its boundary reaches a prescribed curve; • add/remove a strip of triangles on the boundary of the segments;
• add a segment by selecting a single low-level entity (triangle, edge or vertex), and then growing it through the morphological operators;
• delete a segment;
• merge two or more segments;
• create a curve segment from the boundary of a surface segment;
• create a point segment from the intersection of curves.
Summarizing, after having run segmentation algorithms, the user can compose his/her final features by clicking on specific segments of interest ( Figure 1) for further treatment such as composition with other segments and/or annotation. Note that segments deriving from different segmentations may be merged so as to form additional features to be annotated (Figure 2 ). To annotate the features, the user may select proper conceptual tags by navigating the ontology through the ShapeAnnotator's ontology browser (see Figure 3) ; once a proper concept has been selected in the ontology, the user can create an instance and optionally set the value of the properties (attributes and relations) defined in the ontology for the class being instantiated. Note that the same object part can have multiple annotations: for example, a shape segment can identify a single feature, and can be annotated accordingly with the tag denoting the class of the specific feature; also, the same segment can contribute to the definition of a compound or pattern feature, and can be therefore annotated also under this perspective. Finally, the shape of the part does not constrain the annotation: for instance, two holes with similar shape could be associated with two different annotations describing two different machining processes. Moreover, the ShapeAnnotator comes with a set of functionalities to measure automatically geometric properties of shape parts (e.g. bounding box length, radius of best-fitting cylinder) and to establish topological relations among the parts (e.g. adjacency, nesting, overlapping). We call these functionalities segmentmeters, and they allow for computing on the fly some of the properties of the instantiated features.
Segmentmeters work on the geometry of the objects, independently of any ontology. Nevertheless, the user may define their interpretation within each specific domain of annotation. Namely, the user may establish a set of connections between topological relations and conceptual relations (e.g. "segment adjacency" isConnectedTo) and between calculated values (or formulae depending on them) and class attributes (e.g. "diameter of best-fitting cylinder /2" through_hole::radius).
To ensure modularity, the system is able to load additional segmentmeters implemented externally as plug-ins. Finally, the connections established for the annotation of a model can be saved and re-used to annotate other models of the same type.
The set of instances resulting from the annotation process forms a so-called knowledge base. Technically speaking, each instance is characterized by its URI, its type (i.e. the class it belongs to) and the attribute values and relations that have been specified/computed in the process. In its current version, the ShapeAnnotator saves the multi-segmented mesh along with the selected and possibly edited features as a single PLY file. The instances are saved as a separate OWL file that imports the domain ontology. Additionally, the OWL file contains the definition of two extra properties:
• ShannGeoContextURI, whose value is the URI of the multi-segmented mesh (typically the path to the PLY file saved by the ShapeAnnotator);
• ShannSegmentID, whose value is an index that specifies a unique segment in the multi-segmented mesh.
Values for the above two properties are automatically assigned to all the instances produced during the annotation pipeline, so that the link between semantics and geometry is maintained within the resulting knowledge base. This is extremely useful when a feature is retrieved from the knowledge base: for example, once an instance has been located, the geometry of the corresponding part may be retrieved and, possibly, extracted it without the need to download and process the whole geometric model.
FORM FEATURE ONTOLOGY
A form feature ontology is used in the paper to show the potential of our approach. It reflects the well-known feature taxonomies which can be found in [9] (see Figure 4 ) and some simplifications have been made since the idea was to capture just the most common form features. In order to couple features with their constituting geometry, also the primitives have been conceptualized; in this way the relationship between features and geometry (e.g. between a hole and its cylindrical shape) is explicit. The ontological relations reproduce geometric and topological relationships between the entities (e.g. adjacency or the dimensions of an entity).
Another class considered is the MatingFeature, with its subclasses PointMating, LinearMating, SuperficialMating, to capture the contact features in assemblies. Finally, the class Primitive, including StraightLine and CircularLine, and Cone, Plane, FrustumOfCone, Cylinder, Sphere and Torus, collects all the geometric primitives which normally compose a mechanical part.
The relations involving FormFeature are: -correspondsTo, which links the feature to its geometric primitive; -isAjacentTo, which describes a topological correspondence with the closest features and geometry: in this way it is possible to know if it is connected with other features, in case of compound features , and where the feature lies; -contains to find out nested features and identify compound features. Moreover, for the most specific features, such as chamfer, slot, rib, and hole, attributes have been added to associate proper distances, radii, heights or lengths. In this way, features that are recognized by a segmentation method can be parameterized for possible design modifications.
The key concept is FormFeature and it is subdivided in LinearFeature, SurfaceFeature and VolumeFeature. LinearFeature refers to the curve features which can be present on the surface of the model (typically sharp edges). VolumeFeature and SurfaceFeature are both related to portions of the surface of the object considered, but while the former corresponds to volumetric features, the latter refers to transitions between surfaces. The class VolumeFeature is specialized by the subclasses AdditiveVoume and SubtractiveVolume, which are further subdivided according to the traditional hierarchy (see Figure 5) . SurfaceFeature includes EdgeTransition and CornerTransition, in its turn specialized in Chamfer, ConstantFilletRadius and VariableFilletRadius.
Finally, to cover the most common configurations in mechanical design, the class FeaturePattern has been defined according to the standards together with its subclasses describing the possible arrangements of the features, i.e. ArrayPattern, CircularPattern and OtherPattern. For the generic pattern, the properties refer to the number of items and the composing features themselves. For the array pattern, the number of items and the mutual distance in the directions of the three axes has been added, while for the circular pattern the coordinate of the circle and the angle to fill have been identified as useful properties. All these attributes permit a feature parameterization also for complex arrangements.
APPLICATION SCENARIO
In the scenario shown in this section, the ShapeAnnotator framework offers an actual benefit in the annotation and reuse of form features described in the previous section. Figure 6 outlines the phases of the annotation process. For an effective reuse, the objective is to improve significantly the retrieval of objects from a repository of specific models coming from a reverse engineering process, including their constituting parts.
The mark-up provided by the ShapeAnnotator permits to retrieve
• whole objects (e.g. find a plane);
• objects described in terms of their parts (e.g. find an object with a chamfer and two through-holes); • specific subparts (e.g. find any object containing a protrusion corresponding to a cylinder).
• objects and their parts according to the values of their attributes (e.g. find a plane with a throughhole having a radius of 20 mm). As already described, the annotation follows a segmentation phase in which the relevant segments are identified. In the ShapeAnnotator, a number of segmentation methods are pre-implemented and, among them, the Hierarchical Fitting Primitives algorithm, introduced in [30] proved to be helpful in detecting most of the features conceptualized in Section 4. In fact, the method directly identifies regions that can be approximated by primitive surfaces (e.g. planes, spheres, cylinders).
Thanks to the adoption of proper segmentmeters, it is possible to map some of the geometric measures of a feature to attributes of the corresponding concept, and some of its topological relationships to relations between concepts. For instance, the width of a hole can be mapped to the diameter of its best fitting cylinder, while a chamfer/fillet and a plane which are topologically adjacent can be linked by the relation isAdjacentTo. This is also applicable to patterns of features, which is possible to annotate in the presented framework: if a number of holes are arranged in a circular pattern, the radius of the best fitting cylinder can be associated to an attribute of the whole pattern.
Since multiple annotations of the same segment are allowed, a segment may be tagged both as a single hole and as belonging to a pattern of holes: the two annotations are not mutually exclusive. With a proper ontology connection, it is also possible to link the single hole to the pattern through the defined relation belongsToPattern. A similar treatment can be provided for composite features.
Through the proposed methodology, we are not limited to a unique context: indeed, by changing the underlying ontology, the models in the repository can be annotated in different ways as different conceptualizations can be used.
Summarizing, by the ShapeAnnotator each model in a repository can be analyzed and decomposed, and a combination of its meaningful features can be annotated. Each of such features is described by an instance in the knowledge base in which attributes and relations with other features are explicit. Thus, all the relevant parts of all the models in the repository can be easily indexed and effectively retrieved according to their meaning in the context addressed.
CONCLUSIONS AND FUTURE WORKS
In this paper, we have shown how the generic mark-up framework provided by the ShapeAnnotator can be effectively used in the context of product modeling for improving the description of reverse engineering objects. The usefulness of our approach has been discussed in a scenario that builds around semantics-based retrieval of objects and objects' parts and is finalized to the re-use of components, relying on a retrieval approach that is nowadays unfeasible in common practice.
In the short term, future research will investigate how to make annotation mechanisms more automatic: knowledge about the domain could provide, at least in some case, enough information to develop feature extraction and annotation techniques that minimize the interaction with the user.
In the long term, we believe that an important issue will be the use of 3D markup for supporting interoperability and multiview descriptions of the shape of CAD models: while there are standards to document product data, these are generally referring to objects as a whole and do not have direct links to the geometry of the objects. In accordance to [32] , we believe that the full exploitation of the potential of multi-view and partbased descriptions of product models requires the definition of a stable and representation independent mark-up for product models. To this end, a closer collaboration with the users to collect and exploit the knowledge is needed in order to encode the semantics and enrich the intrinsic information of the product within the various contexts of the product design. 
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