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原著論文
初心者から上級者までを対象とした
視覚化機能を持つプログラミング学習支援システム
大 城 正 典＊・永 井 保 夫＊
要旨：著者らは，初心者から上級者までを対象とした視覚化機能を持つプログラミング学習支援シ
ステムを開発してきた．扱うプログラミング言語は Javaで，Eclipseのプラグインとして実装してい
る．本システムは，識別しやすい図形表現やシームレス性・文脈依存性を考慮した視覚化表現を有
し，学習者の成長過程に合わせた演習機能をいくつか備えているなど，独自の特色を持っている．
本論文では，視覚化が必要な理由，視覚化するにあたって重要な事項の解析，既存の視覚化ツール
との違い，静的視覚化と動的視覚化，初心者用に開発した動的視覚化を使ったルゴリズム記述演習
機能および段階的ガイダンスをともなう構造指向の構造定義演習などについて述べる．
キーワード：プログラミング教育，視覚化，ｅ -ラーニング，Java，オブジェクト指向
A Programming Learning Support System with a Visualization Function for 
Beginners to Advanced Learners
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Abstract: We have developed a programming learning support system with a visualization function for 
beginners to advanced learners. The visualization system for Java is implemented as an Eclipse plugin. The 
system has its own unique features such as visualization expressions that take into consideration easy-to-
identify figure representation, seamlessness / context dependency, and several exercise functions adapted 
to the learner’s growth process. In this paper, we explain the reason why visualization is necessary, analysis 
of important matters for visualization, differences from existing visualization tools, static visualization and 
dynamic visualization. We describe algorithm describing exercises with dynamic visualization and structure-
oriented definition exercises using stepwise guidance and static visualization developed for beginners.
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などについて行けずに「処理の内容」が理解できな
いプログラミング初心者が多いのが実情である．そ
の原因は，「処理の内容」，特に動いている様子が実
際には観察できない，という点にある．そこで，「プ
ログラムの内容や処理を視覚化する」という必要性
が生まれる．著者らは，このように処理の動きを視
覚化することを動的視覚化と呼んでいる．
また，「処理の内容」だけでなく，Javaのような
オブジェクト指向プログラミング言語では，クラス
の設計やオブジェクト間の参照関係の把握を助ける
視覚化も学習者には必要になる．著者らは，このよ
うなクラスやオブジェクト間の参照関係の視覚化を
静的視覚化と呼んでいる．
３．既存の視覚化手法
既存の動的視覚化手法のひとつとして，実際にア
ルゴリズムの動きなどを実世界で体験させ，計算機
科学の基礎を小学生などの低年齢層にもわかりやす
く伝えることを目的としたコンピュータサイエンス
アンプラグド（Computer Science Unplugged）［1］［2］
があげられる．動画やコンピュータに表示されてい
る対象は，見ている人の意思に反していきなり消え
たり，表示が切り替わったりすることがあり，把握
しづらいことがある．しかし，実世界ではそのよう
なことはない．基本的には観察対象は勝手に消える
ことなく存在し続けてくれるので，連続的・シーム
レスに納得いくまで観察し続けることができる．こ
れがコンピュータサイエンスアンプラグドの教材が
非常に理解しやすい要因と言える．しかし，このコ
ンピュータサイエンスアンプラグドは，その主旨に
よりコンピュータおよびプログラミング言語につい
ては扱っていない．そのため，この教育手法は優れ
たアルゴリズムの理解方法ではあってもプログラミ
ング言語の学習には用いることはできない．
プログラムの視覚化を意識したプログラミング言
語環境として近年注目を浴びているのがScratch［3］
である．Scratchは「ある言語で書かれた処理はど
のように動くのかを視覚的に表示する」ことができ
るので，プログラムで書かれた「処理の内容」を初
心者が理解するための道具として使える．しかし，
実際に仕事で使われる Java，Ｃ言語，C＋＋といった
プログラミング言語とは異なる独自の言語となって
いること，現代的なソフトウェア開発で重要になっ
１．はじめに
著者らは，プログラミング学習の初心者から上
級者までを対象とした視覚化機能を持つプログラ
ミング学習支援システムをEclipseのプラグインと
して開発してきた．対象となるプログラミング言
語は Javaである．本システムの諸機能のうち基本的
な可視化の技術に関してはほぼ実装済みであるが，
Eclipseプラグインへの移植や演習機能などは実装
段階の途中である．本論文では，視覚化が必要な理
由，視覚化するにあたって重要な事項の解析，既存
の視覚化ツールとの違い，静的視覚化と動的視覚
化，初心者用に開発した動的視覚化を使ったルゴリ
ズム記述演習機能および段階的ガイダンスをともな
う構造指向の構造定義演習など，本システムの独自
性・中核となる視覚化のアイディア・具体的な応用
機能の提案について述べる．
２．視覚化の必要性
プログラミング教育の難しさについては様々な意
見・議論がある．その中でも特に難しい根本的問題
は，「プログラムによって実行される処理の具体的
な内容（アルゴリズム）が目には見えず想像するし
かない」という点である．これは，特に初心者に
とっては大きな問題となる．プログラミングに習熟
するためには，様々な処理を自分でプログラミング
するのが一番必要となってくるため，学校でもその
種の課題を出そうとするわけだが，そもそも実現す
べき「処理の内容」をプログラミング初心者に伝え
る・理解してもらうこと自体が難しい．
「処理の内容」をどうやって伝えるか．一定の実力
がついた者なら，プログラミング言語で書かれたプ
ログラム（ソースコード）が示されればアルゴリズ
ムを理解できるし，その作業を通じてプログラミン
グの実力もさらに向上するだろう．しかし，プログラ
ミング初心者はソースコードを読む力がまだまだ未
成長段階であるため，提示された「処理内容」を誤
解する場合や，学習進捗の遅い学生の場合には「処
理の内容」を理解できない場合が多いと思われる．
プログラミング言語の手を借りずに「処理の内
容」を伝える手段としては，流れ図（フローチャー
ト）があげられる．しかし，繰り返し処理や条件分
岐処理が含まれる流れ図の場合，変数の変化の仕方
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バッガと同様にソースプログラムを１行１行実行し
て確認できるようになっている．また，静的視覚化
機能として，ソースプログラムに書かれた文法的構
造もリアルタイム視覚化され（図２），学習者がプ
ログラムの構造やそれを表すための文法を理解する
手助けになることを意図している．
４－１．シームレス性
著者らは，本システムを設計する上で，プログラ
ミング初心者にも有効な要件を検討した［17］．
プログラミングを学習するとき，プログラムの実
相（ソースプログラム上に表現された構成単位やプ
ログラムが動作するときの様子）を理解するのは重
要である．通常，プログラミング初心者はプログラ
ミング言語を学習しながら，その過程でプログラム
の実相を理解できるようになる．この段階での学習
の流れを図３ -（1）に示す．プログラミングに習熟
するにつれ，この流れは双方向となる（図３ -（2））．
新たな言語を学習したり，新たな言語を設計する場
合は，思考の流れの向きは図３ -（3）に示すように
てくるオブジェクト指向の考え方には直接触れてい
ないことなど，それだけでは大学のプログラミング
教育を完結させる道具としては使うことができな
い，という問題があげられる．
大学のプログラミング教育に求められる目的は，
「処理の内容」を理解できない初心者の段階から，
実務で使用されるプログラミング言語に習熟して自
分の思い描いたソフトウェアをオブジェクト指向の
考え方などを応用しつつ作成できること．」と言え
る．大学のプログラミング教育に使用する目的の視
覚化ツール・環境も Jeliot［4］-［6］やBlueJ［7］などが
開発されているが，いずれも学習者が一定の基礎を
身につけていることを前提としていたり，オブジェ
クト指向の考えを学ぶことを主眼にしているなど，
まったくの初心者から始めるプログラミング教育に
は向いていないと言える．
既存の静的視覚化の例としては，UMLクラス図
があげられる．しかし，UMLクラス図ではいかな
る作図環境でも描写できることを意図して単純な図
形である矩形を使いクラス・抽象クラス・インタ
フェイスを表しており，その違いは矩形内部に書か
れている文字による情報を見なければならないた
め，クラス・抽象クラス・インタフェイスを識別し
にくいと言える．また，クラスのフィールドやメ
ソッドも文字情報のままなので，初心者用の視覚化
としては中途半端と言える．さらに，UML図は特
定のプログラミング言語に依存しないようになって
いるため，属性（変数）や操作（メソッド）の記述
の方法も，JavaやＣ言語，C＋＋といった大学教育
で使用されることの多いプログラミング言語とは異
なっているため，初心者用とは言いがたい．また，
BlueJにもクラスを静的視覚化する機能があるが，
UMLクラス図の簡易版とも言える仕様なので，や
はりプログラミング初心者には向いていないように
思われる．
４．提案する視覚化システムの概要
そこで，著者らは初心者向けのプログラミング教
育から高度なオブジェクト指向教育までサポートす
る視覚化ツールを研究・開発中である［8］-［17］．現
在は Java言語用であるが，プログラムの動く様子が
連続的な3Dアニメーションでリアルに表示され，
容易に処理内容を確認できる（図１）．一般的なデ
図１　動的視覚化の例
図２　静的視覚化の例
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のように想起し続けなければ捉え続けることが難し
いものであると，両者の対応付けは維持されにく
く，習熟することが難しい．
『変数』を例にプログラミング学習の場合につい
て考えると，変数をはじめとするプログラムの実相
（メモリ上の状態・CPU命令の実行される様子・バ
スを介したデータの流れなど）は視覚的に観察する
のは難しい上に，学習者は変数の実相を理解した上
で，変数の実相，『変数』という用語，プログラミ
ング言語上での変数の表現の三者を十分対応付けし
なくてはならない（図４ -（2））．
プログラムの視覚化の最大の目標は，文字通り
「プログラムの実相を視覚的に表示して理解しやす
くする」ことと言える．そして，習熟状態（図３-
（2））へ達するためには，学習の過程（図３ -（1））
でプログラミング言語で表現されたものとプログラ
ムの実相の対応付け関係を強く維持することが重要
と考えられる．
つまり，プログラムの実相を視覚化する場合に
も，学習の過程に存在する様々な対応付けを維持し
ながら視覚化することで，学習効率の改善が期待で
きる．また，プログラムの実相の中に存在するメ
ソッドの呼び出し関係，クラス間関係，オブジェク
ト間関係のような関係も初心者にとっては把握しづ
らい対応関係であり，分断せずに視覚化することが
重要となる．
視覚化において，対応付けを分断する様々な要因
が考えられる．著者らは，このような学習上重要に
なる対応付けを分断しないように提示する視覚化上
の性質をシームレス性と呼ぶこととした．シームレ
ス性の要件としては，対象そのものが消えたり長時
間隠れたりしない，位置が移動しない，表現が変化
しない，関連する要素を近くに配置する，対応付け
は可能な限り単純に表現する，などが挙げられる．
本システムでは，表示内容に変化がおこる場合はア
ニメーションをともなうようにし，そのアニメー
ションは，できるだけ実世界にあるものを観察して
いる感覚で見られるように連続性とシームレス性に
留意し，唐突な画面の切り替えなどが無い様に配慮
されている．
既存の視覚化ツールの多くでは，クラスやオブ
ジェクト，処理が異なる領域で表示されたり，メ
ソッド呼び出しの際にいったん画面上の繋がりが途
なり，プログラムの実相を新たな言語でどのように
表現するかを考えて設計することになる．つまり，
プログラミング学習の本質はプログラムの実相を理
解することと言える．
一般に，言語・記号で表現された実相を学習する
とき，言語表現と実相を対応付けることが基礎とな
る．学習初期で両者の対応付けは弱いが，学習の過
程でこの対応付けが維持されると対応付けは強化さ
れ，対応付けが十分に強化された状態が習熟状態で
あると言える．
例えば，図４-（1）の『自動車』のように，実相
の具体例が実物の場合は理解しやすい．これは，言
語表現と実相を対応付ける上で，実相として実物が
視界内にあれば，対応付けは維持しやすく結果とし
て強化されやすいためと考えられる．逆に，言語表
現と実相のうち，両者もしくは一方が概念上の存在
12
a
図３　プログラミングの理解・思考の流れ
図４　言語・記号での表現と実相
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応付けを分断しやすくする原因と考えられる．
著者らは，3D空間に基本的な要素をすべてまと
めて表示することによって，この問題を解決しよう
と考えた．2D表現で限られた表示領域に要素図形
の合計面積を超えた個数の要素図形を表示する方法
としては擬似的な奥行きをともなった層表現が考え
られる（図５ -（2））．この場合，要素を１次元的も
しくは２次元的に綺麗に配置する必要は無く，互い
に関連性の強いものを近くに配置するなどの，シー
ムレス性を高める配置が可能になる．しかし，この
ような層表現も限界があり，要素の数が増えればい
ずれは下層の要素が長時間隠される場合が生じたり
（図５-（3）），層数が多くなれば層の前後関係が分
かりにくくなるなど，対応付けを困難にしたり，分
断させたりするものと思われる．
そこで，必要に応じて表示を擬似的な奥行きの層
表現から3D表現に拡張することによって，可能な
かぎり必要な要素を同時に表示し，関連する要素を
近くに配置することとした（図５ -（4））．3D表現
の奥行きによって，「遠く（奥方向）」に配置され
ると小さくなるが，消えることは無く，また3D画
面内に表現された「世界」では位置も変化せずに見
ているユーザにとっては自然に維持される．遠方に
配置された要素も，後述する文脈の変化によって必
要があれば「カメラ」自体がその要素に近づいて大
きく表示する．このためシームレス性を保ったまま
画面内に多くの要素を配置でき，要素の形も識別の
ために様々な形をとることが可能になる．
４－２．文脈依存性
プログラムの各要素を3D空間に表示する場合，
切れたりする場合がある．互いに関係する対象が個
別のエリアに分断されていたり，動作の表示中に処
理の流れが一時的にでも分断されると，上述したよ
うに理解の妨げになると考えられる．そこで，これ
まで提案・開発を行ってきた視覚化方式について，
シームレス性を高めるために再検討を行った．
著者らの視覚化システムでは，静的視覚化の段階
ではソースコードを編集する際に，変数やクラス，
メソッドの宣言・定義が書かれた時点でリアルタイ
ムに構造が視覚化されるようにした．この構造のリ
アルタイムな視覚化は，ソースコード上の構造と視
覚化された対象の対応付けを強化することを意図し
てるものである．更に，本研究では静的視覚化の状
態から，動的視覚化にシームレスに移行する方式を
提案する．この静的視覚化から動的視覚化へのシー
ムレスな移行によって，学習者はソースコード上に
書いた内容と視覚化されたプログラムの実相との対
応付けを途切れさせることなく，プログラムの挙動
を確認する状態へ移行することが可能である．
プログラムの視覚化において大きな問題のひとつ
が，視覚化した対象の配置・表示方法である．多く
の視覚化ツールでは，対象を単純な矩形もしくは矩
形に類似した図形を用いている．これは限られた表
示領域に効率よく収めることができるためであると
考えられる．更に種類が異なる要素を同じ矩形もし
くは矩形の類似図形で表示するのは識別しにくく混
乱しやすいので，要素を種類ごとに別のエリアにま
とめて表示することが多い．このような表示形式の
場合，要素の数が多いとスクロールや表示領域のリ
サイズによってすべての要素をブラウズできるよう
になっている．
しかし，この様な表示設計がシームレス性を低下
させている要因のひとつと考えられる．スクロール
操作や表示範囲のリサイズは，表示領域内における
要素位置の変化をともない，認識上の対応付けを分
断させ，対象の要素の再探索をユーザに強要する．
またこのような表示形式の場合，要素自体は名称
順や定義順などに１次元的もしくは２次元的に綺麗
に列べられており（図５ -（1）），要素間の関連性は
考慮されていないことが多い．そのため要素間の関
係を示す線などは逆に複雑な形状になりやすく，ま
た関係のある要素が著しく離れて配置される可能性
もあると言える．したがって，これらも認識上の対
(1)
)4()3(
(2)
図５　要素配置の方法
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４－３．静的視覚化機能
本システムの静的視覚化の例を紹介する．主な凡
例は図６のとおり．本システムはEclipseのプラグイ
ンとして実装されており，開発環境の一部として機
能する．Eclipseの「静的視覚化ビュー」によって，
ソースコードの構造がリアルタイムに視覚化される．
図７～10は，クラス定義の流れにそって，リアルタ
イムに表示内容が変化している様子である［13］．
問題となるのが配置の方法である，そこで，本シス
テムでは実行内容に合わせて表示する対象を視野内
にあらかじめ集めることによって，この問題を解決
した，正しくコンパイルできるソースコードは JDT
を使った解析によって，mainメソッドで行われる一
連の処理で使用されるクラスとオブジェクトをあら
かじめ調べ，それらのみを表示するようにする，こ
のため，継承階層の深いサブクラスを定義しても，
実際にソースコードに登場しないスーパークラスは
表示されない，たとえば，JavaではObjectクラスが
すべてのクラスのスーパークラスとして定義されて
いるが，mainメソッドからの処理の流れの中で利
用されていない場合は，継承関係図には表示され
ない，その他，mainメソッドが起動するときには，
mainメソッドを連続的にクローズアップしてから処
理が始まるようにし，mainメソッドがプログラムの
処理の起点となることを強調する，その後は，main
メソッドの処理の流れの中で利用するクラスとその
継承階層が表示される範囲まで表示視野を広げて実
行の様子を再生するが，非参照となったオブジェク
トは積極的に非表示として，学習者が実行中の文脈
に集中できるようにする，また，Java標準パッケー
ジクラスのメンバを利用している場合でも，オブ
ジェクトを生成していない場合は非表示とした，た
とえば，System.out.printlnメソッドを呼び出してい
ても，Systemクラスは視覚化されない，これらの表
示方法によって，プログラムの文脈に依存した表示
を行うことが可能となり，学習者も必要な対象のみ
に意識を集中させることができると思われる．
ݜషසވԋࡕǐǈ൰ਫǜ౮ॿݶ
БشఏæȝȈȋȹȣɗȈ
Бشݜష̣Ҏ
図６　本システムの視覚化凡例
図７　静的視覚化例：クラスの定義手順１
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また，エディタ画面でクリックした対象は視覚化
ビュー内でハイライトされ，逆に視覚化ビュー内の
構成要素をクリックすると，エディタ内で該当する
ソースコード上の構造がハイライトする．これらの
特徴によって，学習者は自分がコーディングしてい
る対象が何であるかを把握しやすくなることが期待
できる．より複雑なソースコードを視覚化した例
（図２）でもわかるように，複数のクラス間関係（参
照・継承）も視覚化される．
４－４．動的視覚化機能
次に，動的視覚化の例を示す．本システムでは，
ソースプログラムをコンパイルし，実行すると，静
的視覚化ビューがそのまま動的視覚化ビューへシー
ムレスに移行する．
例として図２で使用したプログラム（図11）を用
いる．これは，手に持つ道具によって振る舞いの変
わる人間を表しており，典型的なStrategyパターン
の使用例である．このソースプログラム対する静的
視覚化は，図12の様に表示される．文脈依存解析に
よって，mainメソッドで使用されるクラスがメイ
ンクラスの周辺に配置される．
このままプログラムをコンパイル・実行すると，
図９　静的視覚化例：クラスの定義手順３
図８　静的視覚化例：クラスの定義手順２ 図10　静的視覚化例：クラスの定義手順４
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new演算子でPencil型オブジェクトを生成する様
子は，Pencilクラスの図よりPencil型オブジェクト
が浮き上がって現れる様にアニメーションが実行さ
れる（図16）．
次いで，new演算子でPerson型オブジェクトが生
成される様子を図17に示す．Person型オブジェクト
視線が移動し，動的視覚化の表示状態となる（図
13）．画面が切り替わることなくプログラムの挙動
を観察できる状態になるので，学習者が同時に表示
されているソースコードに書かれたクラス，視覚化
されたクラス，そしてソースコードに書かれた処理
と視覚化された動的振る舞いの対応関係を断絶され
ずに確認し続けることが出来る．staticメンバであ
るmainメソッドのみが立体的に表示され，すでに
実体として存在している様子が観察できる．
mainメソッドが実行されると，mainメソッドに
描写用カメラが寄り，最初の局所変数ｐの宣言文が
実行されるとｐが視覚化される（図14）．このとき，
システムの全体の表示は図15のようになっており，
ソースコード上で実行されているメソッドと，実行
中の式はハイライトされている．以下同様に，動的
視覚化の過程では対応するソースコードがその都度
ハイライトされる．
図11　例として用いるソースプログラム
図12　ソースプログラム（図11）の静的視覚化結果 図13　動的視覚化の最初の状態
図14　変数ｐの宣言文が実行された状態
東京情報大学研究論集  Vol. 22  No. 1  pp. 23-38（2018） 31
そして，mainメソッドの局所変数ｐに初期化済
みのPerson型オブジェクトへの参照値が代入される
（図20）．mainメソッドは，ｐで参照しているPerson
型オブジェクトへworkメッセージを送信する（図
21）．このメッセージ送信を表す矢印は，メッセー
ジ送信元のメソッドから送信先オブジェクトの該当
メソッドまで，アニメーションによってなめらかに
伸張していく．更に，Person型オブジェクトのwork
メソッドは，フィールドhandによって参照している
Tool型オブジェクト（実際にはPencil型オブジェク
ト）へprocessメッセージを送信する．processメッセー
ジを表すタグも送信元から送信先までアニメーショ
ンによって移動する．これによって，“writing...”と
いう表示が行われる（図22）．
のコンストラクタに，円で表示されたPencil型オブ
ジェクトへの参照値が渡された様子が図18である．
このとき，参照値を表す円と参照関係を表す破線は
なめらかなアニメーションによって移動する．コ
ンストラクタによって初期化されたPerson型のオブ
ジェクトの様子が図19である．
図16　Pencil型オブジェクトが生成される様子
図18　 Person型オブジェクトのコンストラクタにPen-
cil型オブジェクトへの参照値が渡される様子
図15　図８の状態の全体表示
図17　Person型オブジェクトが生成される様子
図19　Person型オブジェクトが初期化された様子
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mainメソッドでは，次の処理としてPerson型オ
ブジェクトが参照しているTool型オブジェクトの
つなぎ替えを行う．まずGuitar型オブジェクトを生
成し（図23），生成したGuitar型オブジェクトへの
参照値をPerson型オブジェクトのフィールドhand
に代入する（図24）．このとき，Pencil型オブジェ
クトはどこからも参照されなくなるのでいずれ Java
のガベージコレクタによって削除・解放されるが，
視覚化表示上では，ガベージコレクタの削除・解放
処理を待たずに徐々に薄くなる効果とともに非表示
とする（図25）．これは，参照されないオブジェク
トは自動的に削除されるという Javaのシステムの働
きを学習者に知らしめるためでもあるが，基本的に
は無関係な表示対象を極力無くすという文脈依存表
示の方針に基づく．
図20　局所変数pが初期化された様子
図22　 Pencil型オブジェクトへprocess
メッセージが送信された様子
図21　 Person型オブジェクトへwork
メッセージが送信される様子
図23　Guitar型オブジェクトが生成される様子
図24　 Guitar型オブジェクトへの参照値が
フィールドhandに代入された様子
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に設計された．システムは問題となるアルゴリズム
の正解ソースコードをあらかじめ保持している．例
として「int型要素を５個持つ配列ａに含まれる偶
数の数と奇数の数を調べて表示する」というアルゴ
リズムの正解ソースコードを図27に示す．演習用の
基本画面構成を図28に示す．まず最初に正解ソース
コードを表示しないまま実行し，動的視覚化によっ
て正しいアルゴリズムの処理内容を学習者に提示す
る（図29～30）．
学習者は正しいコードの実行を動的視覚化によっ
て何度でも確認することが出来る．事前に処理内容
を動かして見せることによって，初心者が問題内容
を誤解する可能性を排除する効果も期待できる．
最後に，mainメソッドの局所変数ｐで参照してい
るPerson型オブジェクトへworkメッセージが送信
され，ついでPerson型オブジェクトのworkメソッ
ドは，フィールドhandが参照しているTool型オブ
ジェクトへprocessメッセージを送信し，その結果，
“playing...”という表示が行われる（図26）．
５．視覚化をともなう演習
また著者らは，本システムの視覚化機能を利用し
た演習として，初等的なアルゴリズムを記述できる
ようになるための演習［18］と，クラス定義を行える
様にするための演習［15］を考案した．
５－１．アルゴリズム記述演習
本機能は，単一クラスのmainメソッド内だけで，
初等的なアルゴリズムを記述できるようにするため
図26　 Guitar型オブジェクトへprocess
メッセージが送信された様子
図25　Pencil型オブジェクトを非表示にする
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図27　問題アルゴリズムの正解コード例
図28　アルゴリズム記述構成の基本画面構成
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ドと正しいコードが同時に動的視覚化によって表示
され，その違いを確認することができる．このよう
に，学習者は，アルゴリズムを宣言・式文・構造文
単位で記入するようにインストラクションで指示さ
れ，記入したコードが実行可能であれば，途中でも
実行させて正しいコードと比較することが可能であ
る．文法的に間違った内容を入力すると文法エラー
が表示されるのはもちろん，論理的に間違っている
コードを入力した場合は，正しいコードと実行結果
がかわってくるので，間違いに気づきやすい．
５－２．段階的ガイダンスをともなうクラス定義演習
Javaなどのオブジェクト指向プログラミングを学
ぶ初心者にとってつまずきやすい点のひとつが，ク
ラス定義である．原因としては，クラス定義に代表
されるソースプログラム上の構造を把握する力が不
十分であることがあげられる．例えば，手本となる
クラス定義を書き写すときでも，クラスの定義を
行ってから中身のメンバを定義するのではなく，１
行目から順に書き写してしまう初心者が多いことか
らも，構造を把握している初心者が少ない事がうか
がえる．また，クラスというものがどのようなもの
かを把握できていないことなども原因の一つとして
挙げられる．例えば，学生にクラスの考え方をひと
とおり説明した後，仕様を与えてクラスの定義を行
う課題を課しても，クラス定義ができない場合があ
り，該当学生にクラスについて説明を求めても説明
できないことが多い．
つづいて，学習者はコーディングと実行比較の作
業に入る．図31は，インストラクションに従い，１
行目の配列生成・要素初期化の処理を記述した後，
コードを実行した例である．学習者が記入したコー
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図29　正しいコードの実行例（その１）
図30　正しいコードの実行例（その２）
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図31　コードの入力と動作比較
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図32は，問題の元となるソースコードの例で，問
題文は javadocコメントと同じ箇所に独自のコマン
ド@q#を使ってあらかじめ埋め込んだ情報とソー
スコードの解析結果から生成される．基本的なコマ
ンドの形式は
　@q#番号 問題文
となっていて，０から始まる番号は学習者に書かせ
る順番で，同じ番号はどれから書いても良いことを
表す．特に，@q#0は問題全体の主旨を含む導入用
の問題文となる．番号が省略された場合は，後述す
るように学習者が書くのに適した順番が自動で指定
される．@q#コマンドの問題文部分が省略された場
合や@q#コマンド自体が省略された場合，その要素
を説明する javadocコメントの１行目の記述と構文
解析の結果を使って自動で問題文が生成される．型
名・要素名を含まない説明記述の場合は，構文解析
の結果から判明した型名・名前を挿入する．たとえ
ば，int型のageというフィールドの場合，以下の説
明記述
　年齢．
　年齢を表す．
　年齢を表すフィールド．
から，いずれも
　年齢を表す int型のageフィールド
というように補間されて問題文に使用される．な
お，クラスの説明文の中では，そうして補間された
メンバ記述のリストが，@q#mlistによって展開可能
である．また，メソッド内部の処理などについては，
　ソースコード // @q# 説明文
や
　// @q#begin 説明文
　ソースコード
　// @q#end
という形で問題文を設定できる．これらの問題文の
中で，@q#thisというコマンドで対象のソースコー
ド部分自体を学習者に提示できる．例えば，
　this.age = age; // @q# @q#thisと記述せよ．
とすれば，学習者には
　“this.age = age; と記述せよ．”
と提示される．このような指示に対する学習者の入
力は，元ソースコードの内容と白空白を無視した
マッチングで正解・不正解を検査される．なお，プ
ロジェクトの作成，ファイルの作成・追加の指示は
そこで，静的視覚化をともなった段階的なガイダ
ンスを用い，習熟者と同じ思考をなぞりながらクラ
スを順次定義させる演習を提案した［14］．
図32　問題となるソースコードの例
図33　クラス定義演習の問題表示例
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いると言える．例えば，コンピュータサイエンスア
ンプラグドは小学生などの低年齢層でも計算機科
学の基礎を理解できることを主目的としている反
面，具体的なプログラミング言語は取り扱っていな
い．また，BlueJでは学習者が Javaの手続き処理的
な側面まではすでに理解していることを前提に，オ
ブジェクト指向を理解させることが目的となってい
る．このような傾向は，各視覚化ツールが開発現場
でどのようなニーズによって開発されることになっ
たか，その状況を反映していると言える．
一方，著者らの視覚化システムでは，Eclipseと
いう開発環境に統合されているという利点だけでな
く，本質的にどのような視覚化機能と演習方法が学
習者にとって必要であるかを分析して対応した結
果，初心者から上級者まで用いることができるよう
に配慮されたものになっていると言える．
７．おわりに
本論文では，著者らが開発した初心者から上級者
まで，大学でのプログラミング教育を前提とした視
覚化システムとそれを利用した学習支援システムを
提案した．本システムは現在実装中であるが，早期
自動的に挿入される．
本システムによる演習開始をメニューから選択す
るとログイン画面が表示される．ログインすると
データベースに接続する．なお，あえてログインし
ない場合は自習形式となり．クライアント側にあら
かじめ用意された自習用の問題を使うことになる．
ログイン後，演習時間内であれば最初の問題から順
次別ウィンドウで表示される．単純なクラス定義問
題（図32）から生成された問題の表示例を図33に示
す．この指示に対して学習者が Javaプロジェクトを
作成し，指定されたソースファイルをプロジェクト
に追加すると，JDTを利用した解析により最初の第
１段階は終了したと判断され，問題表示は次の段階
へ進む．さらにクラス定義が済み，コンストラクタ
の定義を指示するガイダンスが表示される段階まで
経過した状態を図34に示す．
６．本システムの位置づけ
４～５章で提案した本システムと，３章で紹介し
た既存の主な視覚化ツールとの比較を表１に示す．
この表からも分かるとおり，多くの視覚化システ
ムは，利用者の範囲をある程度限定して最適化して
図34　クラス定義演習の経過例
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に完成させて授業で使用し，その効果を検証した
い．
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○
書く ○ ○ ○ ○ ○
読み・書き
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