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Abstrakt 
Bakalářská práce se zabývá návrhem a implementací aplikace pro tvorbu webových formulářů. Pro 
tvorbu webového formuláře je potřeba znát alespoň tyto programovací jazyky: HTML, CSS, 
JavaScript a PHP. Z toho lze usoudit, že tvorba formulářů není zcela triviální. Tato aplikace navíc 
využívá knihovny jQuery a formát JSON, pro přenos dat mezi klientem a serverem. Přenášená data 
definují jednotlivé prvky formuláře, pomocí kterých muže být opět vygenerován stejný formulář. 
Dále bude aplikace využívat přístupu AJAX pro tvorbu RIA (Rich Internet Application). 
 
 
 
 
 
Abstract 
This bachelor thesis deals with the development and implementation of an application for web based 
form creation. To be able to create web based forms the knowledge of the HTML, CSS, JavaScript 
and PHP programming languages is necessary. This implies that the problematic of form creation is 
not a trivial task. In addition, this application uses the jQuery library and the JSON format for data 
transmission between client and server. The transmitted data define each form element allowing 
repeated recreation of the same form. The application will also utilize the AJAX technique to create a 
Rich Internet Application (RIA). 
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1 Úvod 
Dnes se téměř v žádné webové aplikaci neobejdeme bez formuláře. Jsou používány například k 
získání názoru čtenáře stránky, slouží k odesílání vzkazů z www stránek apod.  Jednoduché formuláře 
se objevovaly na internetu již na sklonku roku 1995 díky standardu HTML 2.01, který umožňoval 
s formuláři pracovat [1]. Pro tvorbu webového formuláře je však potřeba znát nemálo 
programovacích jazyků, mezi které patří HTML pro tvorbu samotného formuláře, CSS pro definici 
vzhledu, JavaScript (dále jen JS) pro kontrolu odesílaných dat a dále ještě jazyk pro samotné odeslání 
formuláře, například PHP. Lze tedy říci, že tvorba formulářů není zcela snadný úkol a vyžaduje 
komplexní znalosti. Proto jsem se rozhodl vytvořit webovou aplikaci, která by tvorbu formulářů 
ulehčila.  
Druhá a třetí kapitola této práce pojednává o analýze základních pojmů a o směru, jakým se 
ubírají dnešní webové aplikace. Zmíním se o termínu RIA (Rich Internet Application), popíši použité 
jazyky, které jsem uvedl výše, a hlavně se zmíním o poměrně nových technologiích, které byly 
prvořadou náplní práce. Pro snadnější práci s JS se jedná o jQuery a pro způsob ukládání dat o formát 
JSON. Dále se zmíním, proč jsem pro svou aplikaci vybral právě tyto technologie, jaké mají výhody a 
případné nevýhody. 
V následující kapitole se po výběru jednotlivých technologií zaměřím na návrh systému. 
Zejména jsem se soustředil na nové a méně známe techniky. Popíši způsob ukládání formulářů do 
formátu JSON a nastíním jednotlivé funkce samotné aplikace. 
Pátá kapitola je věnována implementaci aplikace. Detailně se zaměřím na hlavní části 
programu a předvedu definici jednoduchého formuláře ve formátu JSON. 
V závěrečné kapitole zhodnotím dosažené výsledky a také se zmíním o možnostech rozšíření 
aplikace.     
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
                                                   
1 http://en.wikipedia.org/wiki/HTML#HTML_version_timeline 
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2 Analýza 
Mým cílem je vytvořit uživatelsky příznivé rozhraní pro vytváření webových formulářů. Aplikace 
bude umožňovat jednoduché vkládání formulářových prvků a pomocí funkce drag-and-drop (kapitola 
4.4) je dále rozmísťovat v rámci formuláře. Rozhraní bude pracovat jako RIA (kapitola 3.6) na 
klientském počítači a bude využívat knihovny jQuery (kapitola 3.4). Definice formuláře bude 
odesílána ve formátu JSON (kapitola 3.5) na server, kde bude také uložen funkční formulář. Dále 
bude nabídnuta možnost vygenerování samotného HTML formuláře, které mohou využít například 
začínající weboví vývojáři. Samotná aplikace ponese jméno GUI designer webových formulářů a 
bude spolupracovat s redakčním systémem Ivolution2. Spolupráce bude probíhat tak, že GUI designer 
webových formulářů bude poskytovat definici formuláře redakčnímu systému Ivolution, pomocí které 
bude redakční systém schopen vygenerovat stejný formulář, jaký byl v GUI designeru webových 
formulářů vytvořen. 
2.1 Přehled pojmů 
Abychom mohli pracovat s webovým formulářem je potřeba znát několik základních pojmů. Zde je 
jejich přehled: 
 
Formulářový prvek 
Jedna z položek formuláře. Prvky se do formuláře přidávají pomocí HTML tagů, které mají své 
parametry. Prvkem může být například textové pole, zaškrtávací políčko, atd. (viz. níže).  
 
HTML tag form 
Jedná se o párový tag. Uzavírá skupinu formulářových prvků do jednoho formuláře, který bude jako 
celek odeslán. 
 
HTML tag input 
HTML tag input je jeden z nejvíce používaných prvků formuláře. Je tagem nepárovým. Podle toho, 
jaký má nastavený parametr type, bude určeno, jaký druh prvku bude vytvořen. Lze vytvořit tyto 
následující prvky - textové pole (text), heslo (password), skryté pole (hidden), odesílací 
tlačítko (submit), resetovací tlačítko (reset), zaškrtávací políčko (checkbox) a výběr z možností 
(radio). Zaškrtávací políčko je formulářový prvek pro výběr více položek. Prvek výběr z možností 
je mu podobný, avšak vybrat lze vždy jen jednu možnost. 
 
HTML tag textarea 
HTML tag textarea zastoupený možností text v odstavci je párový tag. Je používán pro větší 
množství textu, lze mu nastavit počet sloupců (parametr cols) a řádků (parametr rows). 
 
HTML tag select  
Párový tag select zastoupený možností výběr. Slouží k vytvoření roletového menu, ze kterého lze 
vybírat jednotlivé položky. Položky jsou vytvářeny pomocí tagu <option> 
 
                                                   
2 http://inventic.cz/redakcni-systemy-ivolution 
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Definice formuláře 
V rámci tohoto projektu se tímto rozumí soubor definující formulář a všechny jeho formulářové 
prvky a vlastnosti uložené ve formátu JSON.  
 
Klient / Server 
Klientem se rozumí internetový prohlížeč, ve kterém uživatel vidí výslednou podobu formuláře. 
Serverem se naopak myslí prostředí, ve kterém je formulář uložen a následně zpracováván. 
 
Validace formuláře 
Validací se v tomto projektu rozumí kontrola formuláře, kterou lze provádět na klientovi před 
odesláním. Jde tedy o ověření, že uživatel zadal do formuláře všechny povinné údaje. Dále je možné 
za validaci považovat ověření správnosti zadaných údajů (např.: telefonní čísla, adresa). Touto 
problematikou jsem se v rámci této práce nezabýval, v rozšířené verzi aplikace je však toto 
plánováno. 
2.2 Existující řešení 
Před zahájením vývoje projektu jsem provedl průzkum na internetu již používaných řešení tohoto 
typu. Zmíním se pouze o dvou, jelikož další aplikace, se kterými jsem se setkal, nevyužívají takové 
technologie, aby bylo možné je řadit mezi RIA aplikace, nebo vyžadují ke svému běhu instalaci 
speciálních pluginů. 
2.2.1 Formuláře Google Docs 
Tato aplikace je bezplatná a nejčastěji je používána v případech, kdy potřebujeme provádět například 
průzkum u klientů, nebo potřebujeme znát pouze názor určité skupiny lidí.  
Po vytvoření formuláře v této aplikaci je nám na zadaný e-mail zaslána URL adresa, na které 
bude uložen samotný formulář. Tuto adresu můžeme rozesílat svým klientům nebo lidem, u kterých 
chceme průzkum provádět. I přes to, že je Google tak renomovanou společností, má i tato aplikace 
své nedostatky. Uživatelé často poukazují na malou přizpůsobitelnost vzhledu formulářů. Dle mého 
názoru je například uživatelské rozhraní příliš komplikované. Za hlavní nedostatek však považuji 
nemožnost změny velikosti vkládaných prvků. 
 
URL projektu: http://docs.google.com/ 
2.2.2 Icebrrg 
V tomto případě se jedná o placenou aplikaci. Zato ale ihned po spuštění působí přívětivěji. Využití 
může být stejné jako u formuláře Google Docs. Je zde však navíc nabízena možnost vložit si 
vygenerovaný HTML kód do vlastních stránek. Dále při tvorbě formuláře oceníme větší nabídku 
prvků a předdefinovaných formulářových částí, než nám nabízí Google. Nevýhodou je již zmíněné 
zpoplatnění aplikace a skutečnost, že je k dispozici pouze v angličtině.   
 
URL projektu: http://www.icebrrg.com/ 
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3 Technologie 
Abychom mohli vytvořit dynamickou interaktivní webovou aplikaci, máme k dispozici několik 
možností a technologií. Nejprve se zmíním o těch, bez kterých žádnou moderní webovou aplikaci 
nelze vytvořit, a které jsou potřebné pro udávání nového směru vývoje další generace webových 
aplikací. 
3.1 CSS podle Yahoo! User Interface (YUI) 
YUI je složeno z několika samostatně použitelných knihoven psaných v jazycích CSS a JS [2]. Tyto 
knihovny jsou nástroje pro snadné ladění a také zjednodušují psaní webových aplikací. 
Pro CSS vytvořilo Yahoo! tři knihovny. Rest.css umožňuje vymazání předdefinovaných 
stylů prohlížeče, čímž se docílí toho, že ve všech prohlížečích bude shodné výchozí nastavení a 
předejde se problémům s chybným zobrazením. Grids.css slouží pro snadnou editaci rozložení 
webové stránky. Obsahuje několik nadefinovaných rozložení stránky do rámců. Poslední knihovnou 
je fonts.css, která sjednocuje základní styly fontů pro různé operační systémy a webové 
prohlížeče.    
3.2 JavaScript (JS) 
JS je krycí název pro specifikaci formálně nazývanou ECMAScript. JS byl vyvinut ve společnosti 
NetScape mezi léty 1995 až 1996, pod  názvem LiveScript. V polovině roku 1997 společnosti 
Microsoft a Netscape spolupracovaly, aby vytvořily standard pro JS, který byl vyvíjen v rámci 
skupiny European Computer Manufacturers Association (ECMA). První standardizovaný JS byl 
pojmenován jako ECMAScript a od té doby implementují jeho jednotlivé verze do svých prohlížečů 
všechny společnosti vyvíjející prohlížeče.  
Poslední verze skriptu byla vydána jako standard ECMA – 262 v roce 1999. Všechny 
populární prohlížeče tento standard podporovaly, každý jej však interpretoval mírně odlišně. Proto i 
dnes můžeme narazit na nekompatibilitu v některých programových úsecích a při vývoji aplikace 
pomocí JS musíme počítat s rozdíly v interpretaci. Pokoušet se popsat tyto rozdíly je takřka nemožné, 
a tak jediné, co vývojáři zbývá, je testovat své produkty v různých prohlížečích a na různých 
platformách [3].  
JS se běžně nepoužívá k vývoji celé aplikace. Nejčastěji spolupracuje s jinými jazyky, jako je 
například HTML. JS dokáže na klientské straně u webových aplikací přidat potřebnou interaktivitu. 
Umí vytvořit vysouvací nabídky, transformovat text na webové stránce, dynamicky přidávat elementy 
na stránku, kontrolovat formuláře před odesláním, apod. 
3.3 DOM 
DOM (Document Object Model – objektový model dokumentu) je objektově orientovaná reprezentace 
XML3 nebo HTML dokumentu [4]. Byla vyvinuta mezinárodním konsorciem World Wide Web 
Consortium (W3C). W3C popisuje DOM jako „na platformě - a jazyku – nezávislé rozhraní 
                                                   
3 http://cs.wikipedia.org/wiki/XML 
 7
umožňující programům a skriptům dynamicky přistupovat a aktualizovat obsah struktury a stylu 
dokumentu“. To znamená, že DOM je specifikace, která nám umožní v prohlížeči dynamicky 
pracovat s webovou stránkou prostřednictvím JS. DOM přistupuje k dokumentu jako ke stromu, který 
je zároveň datovou strukturou, a tím dokáže rozlišit nadřazený, podřazený nebo rovnocenný element. 
DOM také dokáže měnit, vypínat a zapínat styly CSS. Podobně jako JS i DOM je ale v každém 
prohlížeči interpretován různě, což opět ztěžuje práci webových vývojářů.  
DOM má několik úrovní, které jsou označovány jako DOM level. Jesliže použijeme DOM 
level 0, můžeme si být jisti podporou u prohlížeče Internet Explorer (dále jen IE) 4 a vyšší a také u 
všech předchozích verzí prohlížeče NetScape. IE 5 a 5.5 mají částečnou podporu DOM level 1. IE 6 a 
pozdější verze zvládají level 2. Prohlížeče jako Firefox a Opera také plně podporují standardy W3C.     
3.4 jQuery 
JQuery je framework napsaný v JS, který ulehčuje vývojářům práci s JS. Programování v jQuery je 
na rozdíl od JS stručnější, přehlednější a dalo by se říci, že i účinnější. Tento framework  oproti JS 
obsahuje jednodušší funkce pro provádění animací, práci s událostmi a hlavně vyhledávaní elementů 
DOM. Tyto elementy můžeme pomocí jQuery dále editovat, mazat, nebo vytvářet nové, které se 
automaticky začlení do struktury DOM. Vyhledávají se snadno, pomocí CSS nebo Xpath4. 
Základem je vždy volání funkce jQuery, které lze nahradit znakem dolaru “$”. Tato funkce 
je volána s určitými parametry a podle těchto parametrů je rozhodnuto o způsobu zpracování. Vždy 
vrátí objekt typu jQuery obsahující kolekci HTML elementů.  
Pro srovnání s JS uvedu příklad volání funkce pro práci s HTML elementem podle 
konkrétního id. V JS by zápis vypadal následovně: 
 
 
 document.getElementById("nejakeID") 
 
Příklad 3.1: Volání funkce pro práci s HTML elementem v JS 
 
 
V jQuery je toto mnohem snazší a stejně snadno můžeme vyhledávat elementy i podle 
atributu class, pouze se záměnou křížku „#“ za tečku „.”.  
 
 
$("#nejakeID") 
 
 Příklad 3.2: Volání funkce pro práci s HTML elementem v jQuery 
 
 
Plnou sílu jQuery pochopíme až u úplného zápisu určité funkce. Např: 
 
 
$("#nejakeID").hide(slow) 
 
Příklad 3.3: Funkce pro schování elementu v jQuery 
 
                                                   
4 http://cs.wikipedia.org/wiki/XPath 
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Funkce (příklad 3.3) skryje element s atributem id „nejakeID“. Pokud bychom chtěli 
takovouto funkci zapsat v JS, potřebovali bychom několik řádků kódu, zatímco v jQuery 
postačí jeden [5]. 
Za nevýhodu jQuery lze považovat snad pouze problém s častým vydáváním nových verzí, ve 
kterých jsem narazil na nekompatibilitu v rozšiřujících pluginech jQueryUI uvedených na domovské 
stránce5. 
3.4.1 jQuery UI 
Jedná se o nadstavbu nad frameworkem jQuery. Tato knihovna je zaměřena hlavně na tvorbu 
grafického uživatelského rozhraní pro RIA. Pomocí této knihovny můžeme s HTML elementy tvořit 
různé efekty, jako jsou např.: drag and drop (táhni a pusť), roztahování elementu, apod. Další využiti 
této nadstavby je několik předem vytvořených webových nástrojů jako jsou slider6, progressbar7, 
dialogové okno8 apod.   
3.5 JSON  
JSON (JavaScript Object Notation) neboli JavaScriptový zápis objektů používají webové aplikace 
k výměně dat mezi klientem a serverem [6]. JSON je strukturovaným zápisem objektů do textové 
podoby, kterou muže snadno číst i člověk. Reprezentuje stejný typ dat jako XML a podporuje stejné 
kódování Unicode.   
JSON jsem pro tento projekt vybral zejména proto, že na rozdíl od XML je JSON platným 
zápisem jazyka JS. JSON předává objekty JS jako data, zatímco při použití XML bychom museli JS 
objekt kódovat do dokumentu XML. Proto je JSON efektivnějším způsobem předávání dat mezi 
serverem a klientem. Díky JSON nám odpadá zpracování odpovědí přes DOM a data je možné použít 
ihned. Oproti XML má JSON mnohem menší objem dat pro definici struktury. 
  
{ 
  "formName":"Formulář 1", 
  "formMail":janosik@prezentuji.cz, 
 "1":{ "id":1, 
 "FieldTitle":"Jméno", 
 "type":"text", 
 "size":"10", 
 "name":"textfield", 
 } 
} 
Příklad 3.4: Data ve formátu JSON 
 
Výše je uveden příklad dat zakódovaných ve formátu JSON. Na první pohled vidíme podobnou 
strukturu jako u JS. Stejná data by měla ve formátu XML přibližně 2x větší rozsah. JSON má ale 
                                                   
5 http://docs.jquery.com 
6 http://jqueryui.com/demos/slider/ 
7 http://jqueryui.com/demos/progressbar/ 
8 http://jqueryui.com/demos/dialog/ 
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drobnou nevýhodu. Nemůžeme do něj vložit informaci o kódování znaků, a proto musíme spoléhat na 
nastavení serveru.  
JSON není na JS nijak úzce navázán. Jedná se o univerzální datové struktury. Lze jej tedy 
použít i u aplikací jazyka Java, C++, PHP, Perl nebo Ruby. Najdeme využití i u desktopových 
aplikací jako je Google Chrome, který ho využívá jako souborový formát. 
3.6 Rich Internet Application (RIA) 
RIA určuje nový směr, kterým by se měla vydat další generace aplikací běžících na standardech 
internetu. 
 Bylo nutno najít nové cesty, jak obejít omezení stávajících internetových technologii. Proto v 
posledních letech proběhly velké změny v možnostech tvorby webových aplikací. Hlavním přínosem 
je asynchronní vzdálené volání klientskými skriptovacími jazyky (AJAX - Asynchronous JavaScript 
and XML), nástup CSS2 (Cascading Style Sheets), vývoj nových knihoven pro jednodušší práci s JS 
a mnoho dalších.  K urychlení vývoje nových aplikací dále pomáhají nové, kvalitní ladicí nástroje 
jako je například FireBug9.  
 Dříve byly používány aplikace, u kterých byly všechny výpočty prováděny na straně serveru. 
RIA jsou schopny zčásti přenést serverové výpočty na klientský počítač. Tím odpadá hlavní 
omezující faktor - nutnost nového načtení obsahu při změně stavu a problémy se zapamatováním 
stavových informací při využívání bezestavového jazyka HTML [7]. RIA zkrátka poskytují nový 
prostor pro vývoj potřebných řešení a uspokojují stále se zvyšující nároky hlavně v těchto trendech:  
· práce s několika dokumenty současně (MDI koncept)10 
· přívětivé chování pro uživatele (odstínění od modelu žádost/odpověď) 
· funkce odpovídající klasickému desktopovému rozhraní (drag&drop, klávesové 
zkratky, kontextová nápověda, apod.)  
3.6.1 Historie RIA 
Vznik RIA aplikací byl umožněn v roce 1998, kdy společnost Microsoft představila vzdálené volání 
(Remote Scripting) pomocí rozšíření dodávaného k jejich prohlížeči IE4. V roce 2000 byla 
představena zjednodušená verze v objektu XMLHttpRequest (kapitola 3.6.3) skriptovacího jazyka JS. 
Nějaký čas ale nebyl příliš využíván a byl použit jen v několika málo aplikacích. Až v roce 2005 byla 
představena idea asynchronní komunikace AJAX, v článku Jess James Garetta: A New Approach to 
Web Applications (Ajax: Nový přístup k webovým aplikacím) [1], které se chytila společnost Gogole. 
Vzhledem k prestiži této firmy a její rozsáhlé klientské základně se AJAX rychle stal populárním. 
 Dnes mají aplikace řadící se do RIA nezanedbatelnou marketingovou hodnotu. Dříve byly 
takto nazvané aplikace považovány pouze za „internetové“. Většina firem se ale touto cestou snaží 
propagovat své produkty, takže jsou jako RIA aplikace označovány i takové, které by se dříve za 
„internetové“ považovat nedaly. Například Adobe Media Player je považován za RIA, i když se jedná 
o čistě desktopovou aplikaci. RIA je totiž nový pohled na tvorbu aplikací a přesto, že podle serveru 
Wikipedia jsou definovány jako webové, díky rozšíření na desktop a do mobilních zařízení není 
pojem „webové aplikace“ přesný [8].  
                                                   
9 http://getfirebug.com/ 
10 http://en.wikipedia.org/wiki/Multiple_document_interface 
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 Pokud se tedy rozhodneme začít tvořit aplikace s přívlastkem RIA, máme na výběr ze dvou  
hlavních možností  (obrázek 3.1). AJAX je jednou z prvních cest k realizaci RIA. Druhá cesta byla 
založena na pluginech (Flash Player11, Java12 a podobně), o které se zmíním v kapitole 3.6.6. Obě 
cesty dnes sklízí obrovské úspěchy, a proto než si nějakou vybereme, je důležité vědět, která se pro 
naši aplikaci více hodí. 
 
Obrázek 3.1: Základní dělení RIA technologií 
 
3.6.2 RIA založené na technologii AJAX 
O počátku vzniku AJAXu jsem se zmínil již v předchozí kapitole. Vzhledem k důležitosti této 
technologie v oblasti RIA aplikací se o ní ještě více rozepíši.  
 AJAX je označován jako technologie sloužící pro vývoj moderních interaktivních webových 
aplikací, která dokáže měnit obsah stránky bez toho, aby ji bylo nutné znovu načíst. Rozdíl mezi 
klasickým přístupem k serveru a přístupem přes AJAX je znázorněn na obrázku 3.2.  
 Bez použití AJAXu by musel uživatel čekat na odpověď od webového serveru. Aplikace 
využívající AJAX odesílají požadavek na webový server na pozadí (asynchronně). Uživatel tak může 
dále pracovat a nemusí si vůbec uvědomovat, že zatím dochází ke komunikaci se serverem.  AJAX 
ale není sám o sobě implementační technologie či softwarový produkt. K prezentování údajů využívá 
následující technologie: 
 
· HTML, XHTML, CSS pro zobrazení dat v dokumentu. 
· DOM (kapitola 3.3)  pro dynamické zobrazování údajů a interakce s uživatelem. 
· Formát XML nebo JSON (kapitola 3.5) pro výměnu informací se serverem.  
· Asynchronní výměna údajů se serverem funguje na pozadí prohlížeče prostřednictvím 
objektu XMLHttpRequest (kapitola 3.6.3). Obsluha tohoto objektu je na obrázku 3.2 
znázorněna jako AJAX engine. 
· Pomocí JS je zabezpečená spolupráce vyjmenovaných technologií. 
 
Nemusí se však vždy jednat pouze o tyto technologie, a proto nejspolehlivěji lze aplikace AJAX 
poznat tak, že se tváří jako desktopová aplikace běžící lokálně na našem počítači. 
  
 
                                                   
11 http://www.adobe.com/products/flashplayer/ 
12 http://cs.wikipedia.org/wiki/Java_(programovac%C3%AD_jazyk) 
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Obrázek 3.2 Porovnání klasického konceptu s AJAXem 
 
3.6.3 Objekt XMLHttpRequest 
Objekt XMLHttpRequest je základním kamenem AJAXu. Mnoho jeho aspektů je standardizováno 
v rámci ECMASciprtu a konsorciem W3C. Samotný XMLHttpRequest však nikdy standardizací 
neprošel. Poprvé se objevil v IE5 a později se tento JS objekt pro vzdálené volání serveru 
rozšířil do všech známých prohlížečů. Ve skutečnosti však byla funkcionalita v nižších 
verzích IE než IE7 zajištěna objektem ActiveXObject. Z toho vyplívá, že dřívější aplikace 
než IE7 musí volat objekt XMLHttpRequest jiným způsobem. Proto když dnes vytváříme 
požadavky XMLHttpRequest na server, je třeba v kódu javascriptu zjistit, jaký prohlížeč je 
používán. V případě, že budeme používat AJAX pomocí pluginů jQuery, ušetříme si tím 
práci při psaní těchto ošetření. JQuery dělá vše za nás a umí i mnohem více. 
 Existují dva způsoby odesílání požadavků AJAX na server. V případě, že před 
prováděním dalších částí JS kódu potřebujeme počkat na dokončení požadavku, jde o 
požadavek synchronní. V opačném případě, kdy čekat není třeba, se jedná o požadavek 
asynchronní. U procesu synchronního volání bohužel dochází k problémům, pokud je 
odpověď pomalá nebo se požadavek či odpověď po cestě ztratí. 
3.6.4 Nevýhody RIA založené na AJAXu 
Hlavní nevýhodou RIA založených na AJAXu je jejich stavová nezávislost na URL webové stránky. 
U klasické stránky je po kliknutí na odkaz načtena nová stránka a změněna URL. To znamená, že 
každý stav webové stránky má svoji URL, na kterou je možné odkazovat. AJAX mění jen části 
stránky, ale URL zůstává stejná. Proto i tlačítko zpět v prohlížeči ztrácí svoji funkci. 
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3.6.5 Aplikace založené na RIA 
S AJAXem se dnes již setkal určitě každý. Známé aplikace tohoto typu jsou převážně od firmy 
Google. Ta se také zasloužila o to, že je tato technologie dnes tak silně využívána. Příkladem je 
například Gmail13, Google Maps14, Google Suggest15, apod. Nelze, však říci, že RIA je děláno pouze 
pomocí AJAXu. Aplikace, jako jsou Photoshop Express16, Sliderocket17, Buzzword18 a řada dalších, 
nevyužívají technologie HTML, CSS ani JS, protože by jejich naprogramování pomocí těchto 
technologií prakticky ani nebylo možné. Jsou sice také spouštěny v internetovém prohlížeči, ale ke 
svému běhu vyžadují plugin (Flash Player, Javu a podobně). O tomto způsobu tvorby RIA se zmíním 
v další kapitole.   
3.6.6 RIA omezené pluginem 
Vzhledem k tomu že tato metoda tvorby RIA v tomto projektu nebyla použita, zmíním se o ní jen 
krátce. 
 Tato metoda má velkou výhodu v tvorbě uživatelského rozhraní. Vyhýbá se omezením 
protokolu HTML a stylů CSS pro určování vzhledu stránky a omezením zobrazování textu. V tomto 
případě také odpadá složité ladění aplikací, aby byly ve všech populárních prohlížečích zobrazovány 
stejně. Nevýhodou je však nutnost instalace pluginu do prohlížeče, nebo jiného aplikačního prostředí. 
I když jsou dnes tyto pluginy velmi rozšířené, stále existuje malé procento lidí, kterým by se daná 
aplikace nemusela spustit správně. Toto byl jeden z hlavních důvodů, proč jsem pro tento projekt 
zvolil raději RIA založené na technologii AJAX (kapitola 3.6.2). Přesto zde vyjmenuji ty 
nejdůležitější technologie z této oblasti.  
 
Adobe Flex 
Dnes je považován za jednu z nejlepších pluginových technologii. Má nejrozšířenější běhové 
prostředí a je považován za vývojářsky přívětivý. Aplikace tohoto typu jsou spustitelné ve Flash 
Playeru. Výhodou pro vývojáře je, že Flex framework a základní vývojářské nástroje jsou zdarma. 
 
Silverlight 
Silverlight je mladý projekt společnosti Microsoft. Ke spuštění aplikací vytvořených touto technologii 
je také třeba plugin v prohlížeči. Aby však uspěl nad rozšířeným Flash Playerem nabídl Silverlight 
několik výhod: 
 
· Můžeme použít více programovacích jazyků (C#, Visual Basic, Python, PHP). 
· Je zde lepší podpora objektově orientovaného programování. 
· Serverovou i klientskou část lze programovat pomocí jednoho jazyka. 
· Je nezávislý na operačním systému. Podporuje Mac OS, Microsoft Windows i Linux. 
       
 
 
                                                   
13 http://cs.wikipedia.org/wiki/Gmail 
14 http://maps.google.cz/?utm_campaign=cs&utm_medium=ha&utm_source=cs-ha-emea-cz-bk-
gm&utm_term=google%20maps 
15 http://labs.google.com/suggestfaq.html 
16 https://www.photoshop.com/express/landing.html 
17 http://www.sliderocket.com/ 
18 http://www.root.cz/zpravicky/buzzword-online-textovy-procesor-podporujici-odf/ 
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JavaFX 
Posledním důležitým hráčem je společnost Sun Microsystems a jejich platforma JavaFX. Byla jednou 
z prvních technologií RIA. Vybudovala si však špatnou reputaci kvůli vysoké velikosti instalované 
aplikace a pomalému startu. V budoucnu má však zajistit podporu pro mobilní zařízení a inteligentní 
domácí elektroniku. Ve webových aplikacích by měla být funkční i bez připojení k internetu [8]. 
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4 Návrh 
Hlavním účelem navrhované aplikace je poskytnout vývojářům rychlou tvorbu webových formulářů 
v přehledném uživatelském rozhraní. Dále musí návrh obsahovat konkretizaci způsobu řešení, které 
vznikly stanovením cíle podle zadání.  Nejdůležitější částí projektu je tedy navrhnout rozhraní takové, 
aby bylo snadné na ovládání a pro efektivnost práce využívalo RIA technologie. 
 Aby aplikace byla běžně spustitelná v libovolném prohlížeči bez nutnosti další instalace 
speciálních pluginů, musel jsem zvolit RIA založené na technologii AJAX. Z toho vyplívá, že 
technologie, která bude řídit a zabezpečovat spolupráci ostatních jazyků bude JS. Nedílnou součástí 
aplikace je také potřeba vyřešit validaci vygenerovaného formuláře podle norem W3C. 
4.1 Objekt form 
Vzhledem k tomu, že výsledný formulář bude ukládán do souboru na server ve formátu JSON budou 
jednotlivé prvky formuláře vkládány do hlavního objektu form. JSON má totiž tu výhodu, že je 
platným jazykem JS a předává objekty JS jako data, které můžeme ihned použít. (kapitola 3.5) 
Objektový model form však nenese žádnou informaci o tom, jak bude výsledný formulář vypadat. 
Představuje pouze stromovou strukturu všech prvků, jejich vlastností a atributů. K jednotlivým 
prvkům formuláře budou ještě do objektu form vloženy tyto údaje: 
 
FormName 
Definuje jméno formuláře a také název, pod kterým se bude formulář ukládat. Proto je tato položka 
povinná a nesmí obsahovat prázdný řetězec. 
  
FormInstruction 
Definuje bližší instrukce pro formulář. Může v nich být například napsán postup vyplnění formuláře. 
Tato položka je volitelná. 
 
FormMail 
Udává, na jaký mail bude formulář odesílán. Aby nedošlo k chybě při odesílání, je tato položka také 
povinná a při ukládání formuláře bude provedena kontrola správnosti zadané e-mailové adresy. 
4.1.1 Funkce prvku formuláře 
Nyní je tedy třeba navrhnout funkci jednotlivých prvků, která bude vkládána jako podobjekt do 
hlavního objektu form. Za prvky jsou považována textová pole, zaškrtávací políčka atd. V této 
funkci budou definovány jednotlivé vlastnosti a atributy formulářových prvků. Je zřejmé, že tyto jsou 
pro každý prvek různé. To však není problém, jelikož lze pro jednotlivé prvky volat vždy jen ty 
potřebné. Jednotlivé vlastnosti a atributy si budou uživatelé moci určit v nastavení vlastností prvku 
formuláře (kapitola 4.3.1).  
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4.1.2 Povinné vlastnosti a atributy ve funkci prvku formuláře 
Některé povinné atributy budou automaticky vyplněny ihned při vložení formulářového prvku. 
Ostatní jsou vkládány s defaultní hodnotou, což bude prázdný řetězec. 
 
Atribut type 
Důležitý je především atribut type, který musí byt vždy přítomen a specifikuje, o jaký typ prvku se 
jedná. 
 
Atribut id 
Každý prvek musí mít mezi svými vlastnosti i své id, které budeme používat pro případné vyhledání 
prvku v hlavním objektu. Toto id bude totožné s id prvku vloženým do HTML kódu, což nám umožní 
větší přehled při vývoji aplikace a také při definici formuláře. Tento atribut bude automaticky 
doplňován ke každému novému prvku.  
 
Atribut name 
Dalším podstatným atributem je name. K tomuto atributu se přidělí vyplněná hodnota v textovém poli 
nebo zvolená hodnota v zaškrtávacím políčku apod. při odeslání formuláře. Hodnota atributu name a 
vyplněná hodnota ve formuláři budou vypsány po odeslání formuláře na určitý e-mail v tomto tvaru: 
 
 
Název atributu name_1: Vyplněná hodnota ve formuláři 
 
Příklad 4.1: Odeslaný formulář s pořadovým atributem name 
  
Z příkladu uvedeného výše je vidět, že se k atributu name připíše jeho pořadová hodnota. V případě, 
že by totiž nebyla vyplněna hodnota name, ani by tomuto atributu nebyla přidělena hodnota, odeslal 
by se prázdný formulář a mohlo by dojít k nedorozumění v e-mailu při více takto odeslaných 
nevyplněných prvcích. V takovém případě, pokud by byla hodnota atributu name prázdný řetězec 
např. u dvou prvků a byla by vyplněna jen hodnota druhého prvku, odeslal by se formulář na e-mail 
v takovémto tvaru: 
 
 
: Vyplněná hodnota ve formuláři 
 
Příklad 4.2: Odeslaný formulář bez pořadového atributem name 
 
Z příkladu 4.2 je zřejmé, že by nešlo rozeznat, zda je tato hodnota vyplněna pro první, nebo pro druhý 
prvek ve formuláři. Z tohoto důvodu bude automaticky připsáno ke každému atributu name pořadové 
číslo. Pokud, se nyní vrátíme k příkladu 4.2, bude vypadat e-mail po odeslání stejného formuláře 
takto:  
 
_1: 
_2 : Vyplněná hodnota ve formuláři 
Příklad 4.3: Odeslaný formulář s pořadového atributem name 
 
Zde jde již jasně vidět, že vyplněná hodnota patří k druhému formulářovému prvku. 
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Tento přístup tvorby formulářů je brán v úvahu jen v omezené míře a lze přepodkládat, že převážná 
většina uživatelů bude atribut name vyplňovat s určitým názvem, a to nejen kvůli odesílání na e-mail, 
ale i pro přehlednost a určení jmen jednotlivých prvků ve formuláři. 
 
Atribut value 
Dalším atributem je value. U prvků jako je textové pole (text), heslo (password) nebo text 
v odstavci (textarea) je pouze jeden. Složitější situace je u prvku zaškrtávací políčko 
(checkbox), výběr (select) nebo možnosti (radio). U těchto prvků může být vícekrát atribut 
value, respektive každé zaškrtávací políčko, výběr a možnost má přidělen jeden atribut value. Při 
dynamické tvorbě takových prvků, zde nastane problém. Předem nevíme, kolik budeme potřebovat 
políček v jednom formulářovém prvku. V JS jsme omezeni tím, že nemůžeme vložit do názvu 
proměnné další proměnou. Pokud by šlo vytvořit proměnou valueX, kde X by bylo počet vkládaných 
políček mohli bychom mít hodnoty value1, value2 až valueX. Tento způsob však není možný. V mém 
návrhu tento problém řeším tak, že si předem nadefinuji počet možných políček, respektive počet 
atributů value, které jsem stanovil na 30 možných políček. 
 
Atribut size 
Atribut pro nastavení velikosti (šířky) prvku má název size. Tento atribut využijeme jen u prvků, u 
kterých je toto nastavení možné. Je tedy zřejmé, že u zaškrtávacích políček, a možností tento atribut 
nebude. Při vložení prvku s touto možností bude vždy nastavena velikost na nejmenší a poté ji bude 
uživatel moci změnit. U textu v odstavci je kromě nastavení šířky navíc k dispozici také atribut pro 
nastavení výšky. Tento atribut má název rows. 
 
Vlastnost req 
Tato vlastnost bude nabývat hodnoty 1 nebo 0 a určovat, zda musí být prvek před odesláním 
formuláře povinně vyplněn. V případě, že mu nastavíme ověření platnosti na požadováno, bude mít 
vlastnost req hodnotu 1. Implicitně bude nastavena na hodnotu 0.  
 
Vlastnost Nvalue 
Tato vlastnost bude nastavována pouze u prvků, které mohou mít více hodnot atributu value. Bude 
určovat kolik je atributů value, respektive položek, v určitém formulářovém prvku. Tato hodnota se 
pak bude dále používat při generování formuláře.  
4.1.3 Volitelné vlastnosti ve funkci prvku formuláře 
Ostatní vlastnosti jsou volitelné, nemusí být vyplněny a jsou u všech prvků stejné. Jde především o 
vizuální popis formulářového prvku.  
 
Vlastnost FieldTitle 
Tato vlastnost je v podstatě totožná z atributem name (kapitola4.1.2). Mohlo by se zdát, že bude tedy 
zbytečná. V kapitole 4.1.2 jsem vysvětlil proč je důležité k atributu name  přidávat ještě pořadové 
číslo prvku. Proto bude zapotřebí využít ještě vlastnost, která toto číslo obsahovat nebude, a k tomu 
slouží FieldTitle. Jedná se o vlastnost vizuální, která bude tvořit nadpisy pro jednotlivé formulářové 
prvky. Vkládání pořadového čísla do této vlastnosti by pro řadu uživatelů nebylo optimální. Na 
obrázku 4.1  je znázorněno, jak bude vypadat textové pole s vyplněnou vlastností fieldTitle jako 
„Jméno“. 
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Obrázek 4.1: Prvek formuláře s vyplněnou vlastností fieldTitle jako „Jméno“ 
 
Vlastnost FieldName 
Bude se jednat o podrobnější určení jména formulářového prvku.  
 
FieldNote 
Bude se jednat o poznámku napsanou pod formulářovým prvkem. 
 
FieldInstructions 
Bude se jednat o bližší instrukce k formulářovému prvku. 
4.2 Vytváření formuláře 
Formuláře budou vytvářeny na webové stránce využívající RIA technologie, ve které budou na levé 
straně umístěna tlačítka znázorňující prvky formuláře. Při kliknutí na tlačítko se budou do pravé části 
stránky vkládat jednotlivé prvky formuláře. Generování bude zprostředkovávat funkce 
jQuery.render (kapitola 4.8).  Každý prvek bude vždy vložen s defaultními vlastnostmi, které se 
nastaví ve funkci jQuery.widgets(type), kde za parametr type bude vložen typ 
formulářového prvku, na který jsme klikli. Za typ je považováno textové pole (text), zaškrtávací 
políčko (checkbox), apod. Při každém vloženém prvku se zvýší hodnota objektu position.i, 
která se dosadí jako atribut id prvku formuláře. Tento objekt byl vytvořen pro uchování hodnoty mezi 
jednotlivými externími funkcemi. 
 Po kliknutí na vygenerovaný prvek se zobrazí nabídka vlastností formulářového prvku, ve 
které můžeme nastavit atributy jednotlivých prvků formuláře a další možné vlastnosti.  Jakmile máme 
formulář připravený, můžeme ho uložit na server ve formátu JSON kliknutím na tlačítko uložit, které 
bude umístěno na pravé straně pod jednotlivými prvky formuláře. 
4.3 Nabídka vlastností formulářového prvku 
Tato nabídka se zobrazí po kliknutí na vygenerovaný prvek a bude ji možno uzavřít kliknutím na 
ikonu křížek. Vzhledem k tomu, že nevíme, kolik a jaké prvky budeme vkládat, nabývá tento úkol na 
složitosti.  Pro zjištění prvku, na který bude kliknuto, využijeme tedy několik funkcí jQuery.  
 První z nich je jQuery("HTMLElement").click( fn ). Tato funkce je vykonána, 
když klikneme na určený HTMLElement respektive na náš vložený prvek. Za parametr fn můžeme 
dosadit další funkci, která spojí událost kliknutí s odpovídajícím vybraným HTML elementem. Když 
klikneme na vybraný HTMLElement zavolá se další funkce stopPropagation(). Kdyby tato 
funkce nebyla volána, prostupovalo by ohlášení události při kliknutí na daný element celou větví uzlů 
elementů od #document přez uzly html, head, body až k cílovému HTMLElementu. Spustila 
by se událost ve funkci click a vrátilo by se ohlášení události stejnou cestou zpět až k uzlu 
#document. V případě, že funkci stopPropagation() voláme, zastaví se událost click hned u 
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našeho HTMLElementu. Bohužel zde IE nedodržuje navržený standard, a tak po použití drag and 
drop (přemisťování prvků) nefunguje funkce click zcela správně. 
 Po kliknutí na HTMLElement musíme zjistit id elementu. K tomu použijeme funkci 
domEl = jQuery(this).get(0), kde this zajišťuje, aby se funkce aplikovala na kliknutý 
element, a parametr 0 určuje přístup k elementu na pozici 0, čili na sebe. Samotná funkce nám 
zpřístupní DOM vybraného elementu v proměnné domEl. Id elementu pak zjistíme pomocí tečky 
jako domEl.id [9].  
 Po zjištění id prvku, který má tvar idX, kde X je číslo od jedné do nekonečna mu odstraníme 
pomocí funkce substring() první dva znaky, aby z něj zbylo jen číslo. Nyní mu můžeme 
nastavovat vlastnosti, protože víme, že číslo v id prvku v HTML kódu je stejné jako id prvku 
v hlavním objektu form. Můžeme tedy přistupovat k jednotlivým vlastnostem prvku a vkládat je do 
hlavního objektu. Funkce substring() nám vrátí číslo, které bude vloženo do objektu 
position.j, vytvořeného za účelem zachování hodnoty mezi jednotlivými externími funkcemi. 
Nyní si můžeme zjistit atribut type zvoleného prvku jako form[position.j].type a volat 
funkci jQuery.getProperty(type) pro vygenerování vlastnosti formulářového prvku podle 
atributu type, který se dosadí za parametr type. Je totiž zřejmé, že každý typ prvku má jiné 
vlastnosti, a proto se bude pro každý typ prvku zobrazovat jiná nabídka vlastností. 
 Předtím, než zobrazíme vlastnosti formulářového prvku, zjistíme si ještě pomocí jQuery 
funkce position()pozici horní hrany vybraného prvku a nastavíme ji HTML DIV elementu, ve 
kterém budeme zobrazovat vlastnosti formulářového prvku. Toto zajistí, že se nabídka vlastností 
zobrazí vždy u prvku, na který klikneme. 
 HTML kód vlastností se zobrazuje pomocí jQuery funkce replaceWith(content), kde 
content je HTML kód, kterým se přepíše HTML DIV element, ve kterém se zobrazuji dané 
vlastnosti jednotlivých prvků podle atributu type. Tento HTML kód je ještě ovlivněn vykreslením 
zaškrtávacího políčka, které určuje, zda je požadováno vytvořit povinný prvek. Pokud je totiž hodnota 
vlastnosti req nastavena na 1 (požadováno), musí se zaškrtávací políčko zobrazit zaškrtnuté 
(checked).  
4.3.1 Nastavování jednotlivých vlastností 
K jednotlivým atributům a vlastnostem přistoupíme stejně jako při zjišťování atributu type (kapitola 
4.3) před samotným voláním funkce jQuery.getProperty(type). Na říkladu 4.4 je znázorněn 
přístup k vlastnosti FieldTitle. 
 
 
form[position.j].FieldTitle 
 
Příklad 4.4: Přistupování k vlastnosti FielTiile 
 
Nastavování atributu size 
Atribut size bude možné nastavit na tři různé hodnoty. Malý (small), střední (medium) a velký (large). 
Tyto tři hodnoty budou v roletovém menu výběr (select). Po výběru jedné z možností se změní 
velikost prvku pomocí jQuery funkce change(fn), kde za parametr fn bude vložena funkce 
vykonávaná při změně výběru velikosti.  
 
 19
Změnu velikosti prvku pak provede funkce replaceWith(content)a za parametr content 
bude dosazen HTML kód prvku, pouze s jinou velikosti atributu size. Nastavení velikosti atributu 
rows se provede podobně jako u atributu size. 
 
Nastavení atributu value 
Toto nastavení se bude lišit u prvků jako je textové pole, password a text v odstavci, protože u těchto 
prvků je hodnota atributu value jen jedna. Jiná situace nastane u zaškrtávacího políčka, výběru, a 
možnosti. Zde může být hodnot atributu value více. Počet těchto atributů, respektive políček, si 
zvolíme obdobně jako u nastavování velikosti prvku. Z roletového menu výběr (select) vybereme 
požadovaný počet políček a pomocí funkce change(fn), kde za parametr fn bude opět vložena 
funkce vykonávaná při změně výběru počtu políček, se tato hodnota vloží do vlastnosti Nvalue. 
Následně na to se vygenerují textové políčka, do kterých vložíme jednotlivé hodnoty atributů value1 
až valueN. Po kliknutí na ikonu vložit se vygenerují tyto hodnoty do formulářového prvku a zároveň 
vloží do podobjektu prvku hlavního objektu form . 
 
Ostatní atributy a vlastnosti 
Sem se řadí všechny vlastnosti uvedené v kapitole 4.1.3. Pomocí jQuery funkce keyup(fn), kde za 
parametr funkce fn bude opět vložena další funkce vykonávaná při stisknutí určité klávesy. Dovnitř 
této funkce pak budou vkládány jednotlivé texty z textových políček v nabídce vlastností 
formulářových prvků do patřičných vlastností podobjektu hlavního objektu form, a zároveň budou 
generovány jako kód HTML do formulářového prvku na stránce. Dále pomocí funkce 
replaceWith(content) přepíšeme vlastnosti prvku na takové, které patřičnému prvku přísluší, 
a parametr content nám určuje HTML kód těchto vlastnosti.    
4.3.2 Mazání formulářového prvku 
Mazání prvku se provádí kliknutím na ikonu smazat v nabídce vlastností prvku formuláře. Nejprve 
zjistíme počet již vložených prvků podobně jako v přikladu  (příklad 4.6). Poté od tohoto počtu 
odečteme tři prvky, které jsou vkládány do formuláře při jeho inicializaci. Jedná se o jméno 
formuláře, bližší popis formuláře a e-mail, na který bude formulář odeslán. Tyto prvky jsou vždy 
vloženy automaticky a nepočítají se mezi ostatní formulářové prvky, jelikož nesmějí být smazány. 
 Po odečtení těchto prvku můžeme smazat prvek, na který jsme klikli, a všechny prvky za ním 
posunout na předchozí hodnoty prvku podobjektu v hlavním objektu form, a zároveň přepsat HTML 
kód následujících prvků. Takže pokud máme například ve formuláři vložených pět prvků a budeme 
chtít smazat třetí, přepíšeme hodnoty čtvrtého podobjektu do třetího a pátého do čtvrtého. Pátý 
podobjekt bohužel nelze po vytvoření smazat, proto do něj alespoň vložíme prázdný řetězec, pročež s 
ním nebude možné dále pracovat. Obdobně přepíšeme kód HTML. Třetí prvek HTML smažeme a 
přepíšeme čtvrtým a čtvrtý pátým. Přepis HTML kódu je zvláště důležitý kvůli id prvku v HTML 
dokumentu. V případě, že bychom pouze smazali třetí prvek, chybělo by nám id3 v dokumentu 
HTML stránky a došlo by k nedorozumění s objektovým modelem formuláře, protože každý prvek 
v objektovém modelu má stejnou hodnotu id jako má číslo  id v HTML kódu.  
 Přepis HTML kódu je proveden zjištěním typu předchozího prvku, respektive atributu type, a 
podle jeho hodnoty se přepíše původní HTML kód prvku HTML kódem prvku následujícího. 
Smazání HTML kódu prvku je provedeno pomocí jQuery funkce remove(). 
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4.4 Drag and Drop (táhni a pusť) 
Drag and drop v překladu znamená táhni a pusť. Tuto funkci využijeme v případě, že budeme chtít 
přesunout formulářový prvek na jinou pozici. Stačí kliknout na prvek a přetáhnout jej na 
požadovanou pozici. Tuto operaci bude zprostředkovávat rozšiřující plugin pro jQuery pod názvem 
funkce sortable(). 
4.5  Ukládání do formátu JSON 
Vlastnosti a atributy formulářových prvků budou vkládány do hlavního objektu form při samotném 
vytváření formulářových prvků, nebo budou přepisovány při jejich pozdější editaci. Z toho vyplívá, 
že se hlavní objekt postupně plní svými podobjekty, respektive formulářovými prvky. Jakmile je 
formulář vytvořen, je tedy zároveň vytvořen objekt form, ve kterém jsou definovány všechny 
vlastnosti důležité  k vygenerování formuláře.  
 Pokud přesuneme jednotlivé prvky pomocí funkce drag and drop, musejí být v hlavním 
objektu form přesunuty i jeho podobjekty, tedy prvky formuláře, podle pořadí změněného při 
přetahování prvků. Jednotlivé prvky jsou totiž vkládány do hlavního objektu ihned při jejich 
vytvoření, a tak před uložením definice formuláře na server musíme seřadit i prvky v hlavním 
objektu. To lze provést zjištěním celkového počtu vložených prvků a postupným procházením a 
ukládáním do nově připraveného objektu v jejich aktuálním pořadí. 
 Takto připravený objekt můžeme vložit do formátu JSON pomocí JS pluginu v souboru 
json2.js [6]. V tomto pluginu je funkce JSON.stringify(), která bude mít jako parametr JS 
objekt a vrátí nám tento objekt převedený na data ve formátu JSON. 
4.6 Ukládání definice formuláře na server 
Data ve formátu JSON, která nám vrátí funkce JSON.stringify(), budou posílána pomocí 
AJAXu na server. K tomuto použijeme jednoduché jQuery funkce jQuery.post( url, data, 
callback, type). Parametr url určuje soubor, který bude dále zpracovávat data a uloží je na 
server. Parametr data má tvar klíč/hodnota a jsou to data, která budou uložena na serveru. Klíč 
určuje název proměnné, se kterou budeme pracovat v souboru pod zadanou URL adresou. Hodnota 
určuje data, která budeme posílat. Callback je funkce, která může vracet informaci o tom, zda byla 
data úspěšně uložena na server. Type je nepovinný parametr stejně jako funkce callback a určuje 
datový typ souboru, ve kterém se budou vracet data z funkce callback.    
 V souboru, který bude dále zpracovávat data, bude uložen PHP skript vytvářející nový soubor 
se jménem podle názvu formuláře. Před uložením bude třeba zkontrolovat, zda takový soubor již 
neexistuje. V případě, že existuje, vrátí nám skript pomocí funkce callback zprávu, že pod daným 
názvem nelze soubor uložit. Pokud soubor neexistuje, je vytvořen a jsou do něj zapsána data 
ve formátu JSON, která jsme poslali s programového kódu JS.  
 
 
$dataUloženaVSouboru = $_GET['klic'] 
 
Příklad 4.5: Předání hodnoty proměnné z JS do PHP 
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Výše uvedený příklad prezentuje způsob předání hodnoty proměnné klíč, která byla poslána 
pomocí funkce jQuery.post, z programového kódu JS do PHP skriptu. 
 Na závěr jsou nově vytvořenému souboru povolena práva pro zápis a čtení. Toto povolení je 
důležité pro editaci formuláře. Po editaci totiž dochází ke změně objektu form, a proto bude potřeba 
tento soubor přepsat novými daty. Bez povolení by toto nebylo možné. 
 Po uložení definice formuláře je ihned prováděn další požadavek AJAX, který zapíše do 
souboru název ukládaného formuláře. Tento soubor bude vytvořen předem a slouží pro vedení 
evidence uložených formulářů. Názvy formulářů v něm budou uloženy v textové podobě a budou 
odděleny čárkou. Z tohoto důvodu nesmí název žádného formuláře obsahovat čárku, aby nedošlo ke 
špatnému načtení názvu souboru. Toto ošetření bude kontrolováno kódem JS.   
4.6.1 Synchronizace AJAX požadavku 
Požadavek AJAX trvá jen několik málo milisekund. Při spuštění aplikace na málo výkonném serveru 
nebo při použití pomalého připojení může být nutné tuto událost ošetřit další funkcí jQuery. Jedná se 
o funkci jQuery.ajax(options). Parametr optinons  má také tvar klíč/hodnota a lze za něj 
dosadit mnoho konfigurací regulujících požadavek AJAX. Žádné nastavení však není povinné. Pro 
navrhovanou aplikaci je však podstatné sledovat, kdy byl požadavek AJAX dokončen, aby bylo 
možné zadávat další požadavky. Dále je třeba v průběhu požadavku upozornit uživatele, aby na jeho 
dokončení počkal. Tento proces využívá synchronních požadavků AJAX a z kapitoly 3.6.3 víme, že 
tyto mají jisté nedostatky. Pokud bychom však požadavky prováděli asynchronně, mohlo by při 
pomalém připojení dojít k tomu, že by požadavek nebyl ihned dokončen. Například při ukládání 
formuláře by uživatel nebyl informován o průběhu ukládání. Předpokládal by, že je formulář uložen, 
a pokud by jej chtěl opět otevřít a editovat, nefungovala by aplikace kvůli nedokončenému požadavku 
na uložení zcela správně. 
4.7 Načítání definice formuláře 
V okamžiku, kdy máme vytvořený formulář, je možné jej zobrazit nebo editovat. Pro obě možnosti je 
potřeba načíst definici formuláře uloženou ve formátu JSON. Tuto činnost bude zprostředkovávat 
rozšiřující funkce jQuery.load(IdElement, loading). Za parametr IdElement bude 
dosazen název souboru, respektive formuláře, který chceme zobrazit nebo editovat. Musíme ale 
rozlišit, zda formulář budeme načítat pro zobrazení a odeslání, nebo pro editaci a provádění změn 
v objektovém modelu. K tomu slouží parametr loading. Za něj dosadíme hodnotu 1, pokud 
chceme formulář zobrazit, a hodnotu 0 , pokud jej chceme editovat. V této funkci bude následně 
volán požadavek AJAX pro načtení definice formuláře pomocí jQuery funkce 
jQuery.getJSON(url, callback). Parametr url nám určí soubor, ze kterého budeme data 
načítat, a parametr callback je funkce, která nám vrátí informaci o úspěšnosti načtení dat ze 
serveru. Funkci callback můžeme také nastavit parametr, ve kterém se nám vrátí objekt JSON. 
V tomto objektu pak máme načtenou definici formuláře a můžeme s ním pracovat jako s JS objektem. 
Při načítání definice formuláře je potřeba opět synchronizovat požadavek AJAX, aby nedošlo 
ke zpožděnému načtení formuláře v případě pomalého připojení nebo serveru.  
 Při načítání dat ze souboru může u některých prohlížečů dojít ke cachování (ukládání do 
mezipaměti prohlížeče), proto se může při editaci formuláře a jeho následném zobrazení načíst stará 
definice formuláře, která byla platná před editací. Z toho důvodu musíme při každém načítání volat 
jQuery funkci jQuery.ajaxSetup(options). Parametr optinons  má tvar klíč/hodnota a lze 
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za něj dosadit mnoho konfigurací, které nám mění defaultní nastavení požadavku AJAX.  Jednou 
z konfigurací je nastavení cache. Po nastavení cache na hodnotu false bude k názvu souboru 
přidáváno náhodně generované číslo, díky čemuž prohlížeč načte vždy aktuální soubor ze serveru.  
 
for ( id in JSONobjekt){ 
i++; 
} 
Příklad 4.6: Zjištění počtu vložených prvků  
  
Pokud tedy máme načtenou definici formuláře v objektu JS, můžeme z ní získat pomocí cyklu for 
počet položek id (příklad .4.6). Vzhledem k tomu, že každý prvek má jedno id, zjistíme tak počet 
prvků formuláře v načteném objektu JSON. Tuto hodnotu dosadíme do dalšího cyklu, kde budeme 
postupně volat jednotlivé prvky uložené v načteném objektu. Z každého jednotlivého prvku bude 
zjištěn jeho atribut type a podle toho se rozhodne, jaký typ prvku bude generován.  
4.8 Generování definice formuláře 
Generování bude zprostředkovávat rozšiřující funkce jQuery.render(type, loading). Za 
parametr type dosadíme atribut prvku formuláře type z načteného objektu JSON, který definuje typ 
generovaného prvku. Načtený objekt (kapitola 4.7) bude postupně procházen a s každým novým 
atributem type bude volána funkce jQuery.render. Za parametr loading bude dosazena 
hodnota 1 nebo 0 podle toho, zda formulář chceme generovat pouze pro zobrazení a odeslání, nebo 
jej chceme dále editovat. Tento parametr je důležitý proto, abychom mohli omezit zobrazování 
nabídky vlastností prvků v případě, že chceme formulář pouze zobrazit. Nabídka vlastností se zobrazí 
po kliknutí na daný prvek, a tuto funkci omezíme právě v případě, kdy je za parametr loading 
dosazena hodnota 1. 
 Ke generování HTML kódu jednotlivých prvků lze použít jQuery funkce append( 
content). Tato funkce bude přidělena hlavnímu HTML elementu, do kterého se budou vkládat 
HTML kódy prvků formuláře. Parametr content definuje vkládaný HTML kód jednotlivých 
prvků. Při generování prvků navíc záleží na nastavení vlastnosti req v načteném objektu JSON. 
Jestliže je nastavena na hodnotu 1, značí to požadavek na vytvoření povinného dotazu, tedy 
provedení kontroly, zda je prvek před odesláním vyplněn. Pro tuto skutečnost bude třeba generovat 
HTML kód prvku tak, aby byl viditelný znak * (hvězdička), který symbolizuje povinný dotaz. Pro 
další rozlišení povinných a nepovinných prvků přidáme k povinnému prvku atribut třídy 
class="Preq". Pro nepovinný prvek půjde o třídu class="item".  
4.8.1 Zobrazení formuláře 
Formulář bude možné vygenerovat pro odeslání kliknutím na ikonu zobrazit na úvodní stránce. 
V případě, že si necháme formulář vygenerovat pouze pro zobrazení, musíme aplikaci upozornit, že 
nebude možné editovat prvky formuláře. To provedeme tak, že při volání funkce jQuery. load 
(IdElement, loading) vložíme za parametr loading hodnotu 1. Za parametr IdElement 
vložíme název souboru, který bude vložen v atributu id HTML elementu ikony zobrazit. Protože 
každý uložený formulář bude mít na úvodní stránce svou ikonu zobrazit, můžeme tak jednoduše 
přistupovat k jednotlivým formulářům. Než vložíme název souboru do parametru IdElement 
musíme mu samozřejmě odebrat diakritiku, jelikož všechny soubory jsou na server ukládány bez 
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diakritiky. K tomu bude sloužit funkce diak(IDElement). Jelikož JS nedokáže uchovat 
proměnné mezi dvěma HTML dokumenty, bude se výsledný formulář generovat na úvodní stránce. 
Budou smazány HTML tagy reprezentující úvodní stránku a budou přepsány vygenerovaným 
formulářem pomocí jQuery funkce replaceWith( content), kde content bude HTML kód 
formuláře. Samotné načtení a generace formuláře bude probíhat tak, jak je popsáno v předchozích 
kapitolách. 
4.8.2 URL adresa formuláře 
Při zobrazování formuláře se nám zpřístupní další dvě funkce pro práci s formulářem. První nám 
zobrazí URL adresu, kde bude náš formulář uložen. Všechny změny HTML dokumentu probíhají 
dynamicky stále na úvodní stránce. Díky tomu můžeme nyní vložit do proměnné samotný HTML kód 
formuláře, přidat před něj hlavičku HTML dokumentu, uzavřít jej koncovými tagy a tuto proměnnou, 
ve které máme načten celý HTML dokument s formulářem, zapsat do souboru na server. Zápis do 
souboru bude proveden pomocí jQuery funkce jQuery.post(url, data, callback, 
type). Za parametr url vložíme název souboru, ve kterém je uložen skript PHP, který provede 
zápis do souboru a nastaví soboru práva pro čtení i zápis pro případnou pozdější editaci. Za parametr 
data dosadíme název souboru, tedy našeho formuláře, který je vytvořen na serveru. Dále se 
v parametru data pošle proměnná, ve které je uložen HTML dokument formuláře. Tyto dvě 
proměnné pošleme pomocí požadavku AJAX do skriptu PHP, který provede zápis HTML formuláře 
do nově vytvořeného souboru. Poté se zobrazí URL adresa k uvedenému formuláři. Tuto adresu 
získáme pomocí objektového modelu dokumentu stránky jako window.location.protocol + 
"//" + window.location.host + window.location.pathname +'load/'+ 
file, kde load je soubor, ve kterém budou uloženy všechny formuláře, a file je název 
vytvořeného souboru.  
4.8.3 HTML formuláře 
Další funkce, která se nám zpřístupní po zobrazení formuláře, je možnost nechat si vygenerovat 
HTML zobrazeného formuláře. Tato funkce může posloužit jako pomůcka začínajícím webovým 
vývojářům. HTML libovolného bloku můžeme vložit do proměnné pomocí jQuery funkce html(). 
Následně ji vypíšeme do libovolného HTML elementu jQuery funkcí text(htmlStr), kde 
parametr htmlStr zastupuje proměnnou vrácenou funkcí html().  
4.8.4 Editace formuláře 
Uložený formulář bude možné editovat po kliknutí na ikonu editovat na úvodní stránce. Název 
souboru, kde je uložena definice formuláře, zjistíme z atributu id ikony editovat podobně jako u 
zobrazování formuláře v 4.8.1.  
 JS neumí uchovávat proměnou mezi dvěma dokumenty, a proto musí být název editovaného 
souboru někam uložen. K tomuto slouží požadavek AJAX, který jej uloží do souboru 
variable.txt. Následně se načte stránka pro editaci formuláře, ve které je načten obsah souboru 
variable.txt, tedy název definice formuláře, a bude vložen do proměnné JS. Poté bude volána 
funkce jQuery.load (file,loading), kde za parametr file bude vložen název definice 
formuláře, a za loading hodnota 0, aby aplikace věděla, že je generován formulář pro editaci, a 
zpřístupnila tak okno nastavení vlastností formuláře. Dále se provádí načítaní definice formuláře tak, 
jak je uvedeno v 4.7. 
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 Soubor variable.txt bude přepsán prázdným řetězcem při vytváření nového formuláře, 
jelikož se při načítání stránky pro vytváření a editaci formuláře načítá obsah souboru 
variable.txt, který musí být při vytváření nového formuláře prázdný, aby nedošlo k načítaní 
souboru. 
4.9 Mazání formuláře 
Uložený formulář bude možné smazat kliknutím na ikonu koš. Opět se z id elementu ikony koš 
vezme název formuláře, který bude smazán. Pomocí požadavku AJAX bude smazán soubor s definicí 
formuláře a uloženým funkčním formulářem. Poté bude volán další požadavek AJAX, který smaže v 
souboru seznam.txt název formuláře. Názvy formulářů budou uloženy v poli file[], které bude 
načteno při zobrazení úvodní stránky ze souboru seznam.txt. Načítat jej bude PHP skript vložený 
v dokumentu úvodní stránky. Obsah souboru bude uložen do PHP proměnné $obsahN jako pole 
pomocí funkce explode(",",$obsah), kde $obsah je obsah souboru a čárka „ ,“ určuje novou 
hodnotu indexu pole. Do JS pole přeneseme PHP pole následovně: 
 
foreach($obsahN as $key => $val){ 
          echo "file[$key] = \"$val\";\r\n"; 
        } 
Příklad 4.7: Přenos PHP pole do JS pole 
 
Nyní můžeme volat pole v JS jako file[i].         
4.10 Odesílání formuláře 
Odesílání formulářů by mohlo být obsluhováno několika řádky kódu. Jelikož má však aplikace 
umožňovat odesílání také českých znaků, není tento úkol zcela triviální. Původně počítače 
podporovaly kódování pouze pro znaky anglické abecedy. Toto kódování bylo pouze 7bitové pro 
úsporu místa, takže v tomto kódování na české znaky nebylo místo. Později se začalo používat 
kódování 8bitové, a tak mohly být ve druhé polovině kódové tabulky zahrnuty české znaky 
s diakritikou. Bohužel některé velké softwarové společnosti, jako například Microsoft, rozmístily 
české znaky do kódové tabulky po svém a nedržely se existujícího standardu ISO 8859-2, který byl 
standardem kódování přijatým mezinárodní standardizační organizací ISO. Společnost Microsoft 
představila pro češtinu kódování CP 1250 a počítače Macintosh také používají vlastní kódování. 
Proto při odesílání formulářů s českou diakritikou dochází ke špatnému zobrazování některých znaků. 
Dalším problémem je, že odesílaný formulář by měl mít pouze 7bitové kódování. Tento problém lze 
vyřešit použitím tzv. MIME (Multipurpose Internet Mail Extensions), což je podporované rozšíření 
formátu pro posílání zpráv s diakritikou. To ale problém zcela neřeší, jelikož musíme také překódovat 
text metodou base64, která převede trojici 8bitových znaků na čtveřici 7bitových. Jako kódování 
češtiny použijeme standard ISO-8859-2 a musíme text do tohoto kódování převést, protože samotná 
aplikace je napsána v kódování UTF-8 a obě kódování se v některých znacích liší. Celé odesílání 
zpracovává PHP skript, proto pro převod textu mezi kódováním použijeme PHP funkci StrTR().  
 Odeslání formuláře na e-mail provede PHP funkce Mail($to, $subj, $text, 
$headers),  kde proměnná to určuje e-mailovou adresu, na kterou bude formulář odeslán, subj 
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určuje předmět zprávy, text tělo zprávy, respektive odeslané položky ve formuláři, a headers 
slouží pro nastavení kódování a metod posílání e-mailu.  
 Aby mohla být za proměnou to dosazena cílová e-mailová adresa, bude do formuláře 
generován skrytý textový prvek (text), do kterého bude vložena hodnota hlavního objektu 
form.formMail. V této hodnotě je uložena e-mailová adresa, na kterou bude formulář odeslán. Za 
proměnnou subj bude obdobně vložena hodnota z dalšího skrytého textového prvku, který bude do 
formuláře automaticky generován, a jeho hodnota bude mít hodnotu jména formuláře uloženou 
v hlavním objektu jako form.formMail.   
 U dynamicky vytvořených formulářů předem není jasné, jaké položky se budou odesílat. 
Proto bude použita smyčka, která postupně prochází všechna přijatá data $HTTP_POST_VARS a 
přidává je do proměnné, která se pak odešle jako tělo zprávy. Na příkladu 4.8 jde vidět celý postup 
ukládání odesílaných dat z formuláře do těla zprávy. 
 
while (list($key, $val) = each($HTTP_POST_VARS)) { 
     $text .= "$key: $val \n "; 
    } 
Příklad 4.8: Ukládání odesílaných dat z formuláře do těla zprávy 
 
Do těla zprávy budou vkládány hodnoty ve tvaru klíč: odeslaná hodnota a zalomí se na nový řádek. 
Klíč zde reprezentuje atribut name prvku formuláře.  
 Aby mohl koncový uživatel rozeznat, zda některý z respondentů odeslal formulář vícekrát, 
bude za přijatými hodnotami z formuláře připojena informace o prohlížeči a IP adrese, ze kterých byl 
formulář odeslán. K tomuto slouží globální proměnné $HTTP_USER_AGENT (informace o 
prohlížeči) a $REMOTE_ADDR (IP adresa identifikující počítač).   
 Formulář je odesílán metodou post, protože tato metoda na rozdíl od metody get dokáže 
přenášet objemná data, která mohou být důvěrná. Metoda get totiž posílá data viditelná v adrese 
URL stránky.  
4.10.1 Jiné možnosti odesílání formuláře 
Při návrhu jsem zvažoval možnost odesílání formuláře přes poštovní program. Odesílání formuláře by 
nebylo prováděno pomocí PHP skriptu, ale pomocí poštovního programu, např. Microsoft Office 
Outlook nebo Mozilla Thunderbird. Tato metoda je ale nespolehlivá v případě, že prohlížeč 
neobsahuje potřebný poštovní program, nebo tento program nemá správně nastavený SMTP server. 
Z tohoto důvodu jsem od této metody upustil, i když by byla programově výrazně jednodušší. 
4.11 Validace formuláře 
Validací je v tomto projektu míněna kontrola prvků formuláře, které musejí být klientem před 
odesláním povinně vyplněny. Bude ji provádět rozšiřující funkce jQuery.reqControl(). 
Složitost validace spočívá v tom, že funkce nemá informaci o tom, jaké prvky mají být kontrolovány. 
 Povinný dotaz na vyplněný prvek je nastavován u každého prvku zvlášť v nabídce vlastností 
formuláře. V případě potřeby vytvořit povinný dotaz se generuje element <p></p>, ve kterém je 
zaobalen prvek formuláře, s atributem třídy jako class="Preq". Této vlastnosti využije kontrolní 
funkce. Nejprve zjistíme počet formulářových prvků pomocí funkce 
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document.getElementsByTagName("p"). Parametr p je zvolen proto, že každý prvek bude 
zaobalen v elementu <p></p>. Funkce tedy vrátí objekt dokumentu, ze kterého lze již snadno získat 
počet elementů p, respektive počet prvků ve formuláři.  
 Následně budou procházeny všechny prvky dle atributu id elementu p a bude zjišťováno, 
zda neobsahují atribut třídy class="Preq". Pokud ano, bude zjištěn typ prvku ležící v elementu 
p. U typu jako textové pole (text) je kontrola poměrně triviální, jelikož textové pole má pouze jednu 
položku (value)  pro vyplnění. Bude-li tato prázdná, zobrazí se výstražné okno. U prvků s více 
atributy value  musí být prohledány všechny položky. Pokud není zjištěna žádná vyplněná hodnota, 
respektive vybraná položka, zobrazí se výstražné okno.  
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5 Implementace 
GUI designer webových formulářů je implementován převážně v jazyce JS, HTML, CSS. Skripty 
obsluhující server jsou psány v PHP. Celá aplikace je implementována podle výše popsaného návrhu. 
Skládá ze dvou hlavních souborů. Index.php, ve kterém jsou načteny uložené formuláře, a 
edit.php, ve kterém jsou formuláře vytvářeny. Ostatní soubory jsou rozšířené funkce JS ve složce 
js a pluginy JS  uložené ve složce ui. PHP skripty a textové soubory pro ukládání seznamu 
formulářů a dočasného jména formuláře se nachází v hlavní složce. Do složky load budou ukládány 
nově vytvořené formuláře a je zde také uložen soubor send.php, ve kterém je skript pro odesílání 
formulářů. Styly CSS jsou ve složce css.  
5.1 Vytváření formuláře 
Nový formulář vytvoříme kliknutím na tlačítko vytvořit nový formulář.  Zavolá se požadavek AJAX, 
který smaže obsah souboru variable.txt. Bude načtena stránka edit.php a poté otevřen 
soubor variable.txt. V něm bude prázdný řetězec, tudíž se nebude načítat žádný uložený 
formulář. Bude zavolána funkce jQuery.Initedit(file), ve které jsou uloženy všechny 
potřebné funkce pro tvorbu formulářových prvků. Před generováním jednotlivých prvků je volána 
funkce jQuery.widgets(type), ve které se inicializuje prvek formuláře, a poté je s defaultním 
nastavěním generován ve funkci jQuery.render(type, loading). Po kliknutí na 
vygenerovaný prvek je volána funkce jQuery.getProperty(type), ve které lze nastavovat 
vlastnosti formulářového prvku. Jakmile je formulář hotový, kliknutí na tlačítko uložit způsobí zápis 
definice formuláře do nového souboru se jménem dle názvu formuláře. Nový soubor vytvoříme 
pomocí požadavku AJAX, který volá skript json.php. Poté bude pomocí dalšího volaného skriptu 
PHP uloženého v souboru makeFile.php zapsán název formuláře do souboru seznam.txt a 
bude vytvořen nový soubor, do kterého bude při použití požadavku zobraz URL formuláře nahrán 
HTML kód daného formuláře. Opět se načte stránka index.php, ve které je přes PHP skript načten 
soubor seznam.txt a hodnota souboru je uložena do pole. Hodnoty pod indexy tohoto pole jsou 
vkládány do <div> elementů a znázorňují jednotlivé uložené formuláře.  Na obrázku 5.1 je 
znázorněno, jaký programovací jazyk je v každém souboru nebo funkci nejvíce využíván. 
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Obrázek 5.1. Souhrnný popis vytvářeni formuláře 
 
5.2 Generování formuláře, jeho URL a HTML 
Formulář je možné nechat vygenerovat na úvodní stránce index.html kliknutím na tlačítko 
zobrazit u jednotlivých formulářů. Na úvodní stránce bude přepsán HTML kód pomocí funkce 
replaceWith(content). Namísto jednotlivých formulářů bude zobrazen vybraný formulář a 
spolu s ním další dvě tlačítka zobraz URL formuláře a zobraz HTML formuláře. Definice formuláře 
bude načtena ve funkci jQuery.load(IdElement, loading) pomocí AJAX požadavku na 
server a vygenerována prostřednictvím funkce jQuery.render(type, loading). Následně 
může být formulář odeslán na e-mail přes PHP skript send.php. Před odesláním proběhne kontrola 
pomocí funkce jQuery.req(). 
 Po kliknutí na tlačítko zobraz URL formulář je volána funkce, ve které bude proveden 
požadavek AJAX volající PHP skript giveURL.php pro zápis HTML formuláře do souboru, který 
byl vytvořen při ukládání formuláře. Po provedení požadavku se zobrazí URL adresa k danému 
souboru pomocí jQuery funkce toggle().  
 Po kliknutí na tlačítko zobraz HTML formulář jsou vykonány jednotlivé funkce jQuery tak, 
jak jsou popsaný v kapitole 4.8.3.      
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Obrázek 5.2. Generování formuláře, jeho URL a HTML 
 
5.3 Formulář ve formátu JSON 
Data ve formátu JSON jsou ukládána na server jako definice formuláře do textového souboru. Jsou 
tedy čitelná i pro člověka. Názvy, pod kterými budou uloženy jednotlivé vlastnosti a atributy 
formuláře, jsou uvedeny v kapitole 4.1. Pro názornost přikládám ukázku formuláře ve formátu JSON 
podle obrázku 5.3.   
 
{"1":{  "id":1,  
"FieldTitle":"Jméno", 
"fieldName":"", 
"fieldNote":"Např.:Jan", 
"fieldInstructions":"Povinně vyplnit", 
"type":"text", 
"size":"10", 
"name":"","req":1, 
"value":"Jan" }, 
"formName":"Formulář", 
"formInstruction":"Vyplňte údaje", 
"formMail":janosik@prezentuji.cz 
} 
Příklad 5.1 Formulář ve formátu JSON 
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Obrázek 5.3. Vygenerovaný formulář podle příkladu 5.1 
 
5.4 Integrace do prostředí redakčního systému 
Ivolution 
Samotná aplikace bude spolupracovat s redakčním systémem Ivolution. Spolupráce spočívá v tom, že 
redakční systém Ivolution bude načítat uloženou definici formuláře ze souboru obdobným způsobem,  
jako to děla GUI designer webových formulářů.  Redakční systém bude na základě načtených dat 
schopen vygenerovat shodný formulář a vystavit jej na webových stránkách redakčního systému a 
výstup zaslat na e-mailovou adresu zadanou při tvorbě formuláře. 
 GUI designer webových formulářů jsem však navrhl a implementoval tak, aby byl schopný 
pracovat jako samostatná aplikace. 
5.5 Ovládání a použití aplikace 
Ovládání aplikace je intuitivní, prostředí je vystavěno běžně používanými ikonami. V případě 
nejasností je jako příloha této práce přiložen návod v elektronické podobě na přiloženém CD. Návod 
je psán v českém jazyce, stejně jako rozhraní aplikace. 
 Aplikace by měla být spustitelná v běžných internetových prohlížečích. Byla testována v IE 
6, IE 7, Mozilla Firefox 3, Opera 9.62 a Google Chrome. Ve všech výše vyjmenovaných prohlížečích 
je aplikace plně funkční, pouze v obou verzích IE nedochází ke korektnímu mazání formulářových 
prvků.  
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6 Závěr  
Během této bakalářské práce jsem se seznámil s novými technologiemi pro tvorbu webových 
aplikací. Dříve mi technologie pro tvorbu RIA nebyly vůbec známy, nyní však jejich znalost považuji 
za velmi důležitou a jistě je budu hojně využívat i při dalších projektech. Pojem RIA je ještě mladý, 
ale už teď je zřejmé, že bude nedílnou součástí vývoje moderních webových aplikací. Práci v JS jsem 
ovládal pouze okrajově a po nastudování knihovny jQuery se pro mě programování v tomto jazyce 
stalo podstatně zajímavějším. Formát JSON není tak hojně využíván jako XML, jelikož není tak 
známý. Nicméně se domnívám, že v budoucnu tomu bude jinak. Nasvědčuje tomu i jeho použití 
společností Google pro její nový prohlížeč Google Chrome. 
 Snažil jsem se využít všechny nastudované poznatky a s jejich pomocí aplikaci navrhnout a 
následně implementovat. Při tvorbě grafického a uživatelského rozhraní jsem se inspiroval již 
existujícími projekty (kapitola 2.2) a ve své aplikaci jsem eliminoval jejich nedostatky. 
 Mojí snahou bylo zpřístupnit aplikaci pro všechny populární prohlížeče. Přesto jsem u IE 
neuspěl v korektním zprovoznění mazání prvků formuláře. Tato skutečnost je pravděpodobně 
způsobena rozdílnou interpretací standardu ECMA pro jazyk JS v jednotlivých internetových 
prohlížečích. Také jsem se setkal s rozdíly v knihovnách jQuery, jejichž časté vydávání nových verzí 
je jednou z hlavních nevýhod této technologie. Na jeden z těchto rozdílů jsem narazil při 
programování funkce drag and drop. Při použití nejnovější verze 1.3.2 funkce drag and drop 
nefungovala, zatímco při použití verze 1.2.6 vše fungovalo korektně. 
 Do budoucna mám v plánu aplikaci rozšířit o další formulářové prvky, např. telefon, adresa a 
e-mail. Dále bych chtěl u těchto nových prvků rozšířit kontrolu před odesláním, tedy například u 
telefonního čísla, e-mailu nebo adresy kontrolovat korektní zadaní. Aplikace by takto mohla 
dosáhnout většího úspěchu nejen u uživatelů, kteří mají zájem o rozesílání dotazníků, ale také u 
firem, které často komunikují se zákazníky nebo zaměstnanci prostřednictvím formulářů. Další 
možností je také přidávání formulářových prvků dle zvláštních požadavků jednotlivých firem. Pokud 
tedy bude o tuto aplikaci zájem, budu dále pokračovat v jejím vývoji. 
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Seznam příloh 
Příloha 1. CD/DVD obsahující: 
· GUI-designer-webovych-formularu - zdrojové kódy programu 
· xjanos00.pdf, xjanos00.doc - dokumentace k bakalářské práci 
· readme.txt - návod na instalaci aplikace 
· manuál.pdf – uživatelská příručka aplikace 
 
 
