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ВВЕДЕНИЕ 
 
Первая вычислительная машина, которая обладала всеми свойствами 
компьютера, была изобретена немецким учёным Конрадом Цузе в 1941 году, а 
история компьютерных игр начинается с 1947 года, когда сделали ракетный 
симулятор, первое развлекательное средство похожее на компьютерную игру. В 
последующие 1948—1950 года Алан Тьюринг и Дэйвид Чампернаун разработали 
алгоритм шахматной игры. Изобретение компьютерных игр обычно приписывают 
кому-то из троих людей: Ральфу Баэру, инженеру, выдвинувшему в 1951 идею 
интерактивного телевидения, А. С. Дугласу, написавшему в 1952 «OXO» — 
компьютерную реализацию «крестиков-ноликов», или Уильяму Хигинботаму, 
создавшему в 1958 игру «Tennis for Two». 
Сегодня, как в России, так и во всём мире существует тенденция разработки 
игровых движков. Поэтому на данный момент актуальным является выпуск, как 
самих игровых движков, так и кода взаимодействия объектов. Однако, несмотря на 
то, что зачастую данные программы используют исключительно в коммерческих 
целях, так же данные программы можно использовать в определённой сфере науки. 
Обе стороны применения программного продукта могут принести не только 
прибыль, но и внести не малый вклад в развитие технологий в целом. Игровой движок 
наглядно покажет, как происходят физические взаимодействия объектов в 
компьютерной среде. Этот программный продукт предназначен как для обычных 
игроков, которые не задумываются о том, что происходит в программе, так и для 
организаций, которые занимаются серьёзными исследованиями или разработкой 
более сложных игровых программ. 
Основную функциональность обычно обеспечивает игровой движок, 
включающий движок рендеринга, физический движок, звук, систему скриптов, 
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анимацию, искусственный интеллект, сетевой код, управление памятью и 
многопоточность. Часто на процессе разработки можно сэкономить за счет 
повторного использования одного игрового движка для создания множества 
различных игр. 
Игровой движок — это центральный программный компонент компьютерных и 
видео игр или других интерактивных приложений с графикой, обрабатываемой в 
реальном времени. Он обеспечивает основные технологии, упрощает разработку и 
часто даёт игре возможность запускаться на нескольких платформах, таких как 
игровые консоли и настольные операционные системы, например, GNU/Linux, Mac 
OS X и Microsoft Windows. 
Использование игрового движка – это возможность оценить свои силы, 
получить информацию о игровых программах в целом, а также увидеть, как 
происходит процесс взаимодействий, основанный на математических формулах. 
Современные игровые движки — одни из самых сложных в написании приложений, 
зачастую состоящие из десятков различных компонентов, каждый из которых можно 
настраивать по отдельности под нужды игры. Большинство игр имеют следующие 
подсистемы: 
 Графическая подсистема; 
 Подсистема ввода; 
 Звуковая подсистема; 
 Система физического моделирования. 
Некоторые игры могут иметь больше подсистем в зависимости от их 
потребностей. Например, дополнительная подсистема может работать с сетью. В 
основном все, что может быть сгруппировано в категории, может стать 
подсистемами. 
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1 Анализ технического задания 
 
1.1 Постановка задачи 
 
Исходя из поставленных целей, основной задачей данной бакалаврской работы 
является разработка игрового процесса с использованием игрового движка Unreal 
Engine 4, а также реализация возможности сетевого многопользовательского 
решения для игры. 
Реализация поставленной цели обусловлена необходимостью решения 
следующих задач: 
Создание 3d моделей игрового мира формата fbx, анимирование главного 
персонажа, текстурирование объектов, программирование взаимодействий объектов 
и логики игрового процесса.  
 
Таблица 1 – Основные объекты игры 
Название объекта Описание 
Робот Персонаж которым управляет игрок 
Ящик Объект, который при уничтожении может создать бонус 
Бомба Объект, который уничтожает все объекты за исключением батута и 
портала 
Батут Объект подбрасывает робота по особой траектории 
Портал Объект телепортирует робота в другой портал 
Б
о
н
у
сы
 
Перемещения При поднятии объекта робот получает бонус скорости перемещения 
Длины огня При поднятии объекта робот получает бонус длины огня бомбы 
Зарядов бомбы При поднятии объекта робот получает возможность ставить сразу 
несколько бомб в зависимости от заряда 
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1.2 Инструментарий разработки 
 
Для создания игры потребуется Visual Studio Community 2015 с использованием 
языка программирования с++ для работы с движком и программирования игры. Так 
же сам движок, который подробно рассмотрен в разделе 1.3.3 Unreal engine. Для 
создания 3d моделей движков используется 3d редактор Blender 2.76, он же 
используется для анимирования персонажа. Для некоторых текстур используется 
растровый редактор Gimp. 
 
1.3 Сравнительное описание движков 
 
В данном подразделе будет приведет сравнительный анализ наиболее 
распространённых игровых движков, использующих физику на базе готовых 
форматов разного уровня, в результате которого будут выявлены основные 
достоинства и недостатки, чтобы учесть их в своей работе. Будут рассмотрены как 
бесплатные, так и коммерческие игровые движки.  
Но прежде чем приступить к сравнениям рассмотрим базовые элементы 
игровых движков. 
Графический движок (рендерер)— промежуточное программное обеспечение 
(middleware), программный движок, основной задачей которого является 
визуализация (рендеринг) двухмерной или трёхмерной компьютерной графики. 
Может существовать как отдельный продукт или в составе игрового движка. Может 
использоваться для визуализации отдельных изображений или компьютерного 
видео. Графические движки, использующееся в программах по работе с 
компьютерной графикой обычно называются «рендерерами», «отрисовщиками» или 
«визуализаторами». Графические движки производят визуализацию с помощью  
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графических процессоров, которые установлены на отдельных платах — 
видеокартах. Программные графические движки используют только центральные 
процессоры. 
Шейдер — компьютерная программа, предназначенная для исполнения 
процессорами видеокарты (GPU). Шейдеры составляются на одном из 
специализированных языков программирования и компилируются в инструкции для 
GPU. Программы, работающие с трёхмерной графикой и видео, используют шейдеры 
для определения параметров геометрических объектов или изображения, для 
изменения изображения, для создания эффектов сдвига, отражения, преломления, 
затемнения с учётом заданных параметров поглощения и рассеяния света, для 
наложения текстур на геометрические объекты и др. 
Физический движок — компьютерная программа, которая производит 
компьютерное моделирование физических законов реального мира в виртуальном 
мире, с той или иной степенью аппроксимации. Физический движок в составе 
игрового движка должен работать в режиме реального времени, то есть 
воспроизводить физические процессы в игре с той же самой скоростью, в которой 
они происходят в реальном мире. Вместе с тем от игрового физического движка не 
требуется точности вычислений. Главное требование — визуальная реалистичность, 
и для его достижения не обязательно проводить точную симуляцию. Поэтому в играх 
используются очень сильные аппроксимации, приближенные модели и другие 
приёмы. 
Современные физические движки симулируют не все физические законы 
реального мира, а лишь некоторые, причём с течением времени и прогресса в области 
информационных технологий и вычислительной техники список «поддерживаемых» 
законов увеличивается. На начало 2010 года физические движки могут симулировать 
следующие физические явления и состояния: 
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• динамика абсолютно твёрдого тела 
• динамика деформируемого тела 
• динамика жидкостей 
• динамика газов 
• поведение тканей 
• поведение верёвок (тросы, канаты и т.д.) 
Звуковой движок — программный компонент игрового движка, отвечающий за 
воспроизведение звука, шумовое и музыкальное оформление, голосов персонажей в 
компьютерной игре или другом приложении. Звуковой движок часто отвечает также 
за имитацию определённых акустических условий, воспроизведение звука согласно 
местоположению, эхо и т. д. 
Игровой искусственный интеллект — набор программных методик, которые 
используются в компьютерных играх для создания иллюзии интеллекта в поведении 
персонажей, управляемых компьютером. Игровой ИИ, помимо методов 
традиционного искусственного интеллекта, включает также алгоритмы теории 
управления, робототехники, компьютерной графики и информатики в целом. 
Vulkan 
На конференции GDC 2015 консорциум Khronos Group представил API Vulkan, 
с помощью которого планируется заменить OpenGL и OpenCL.  
Благодаря высочайшей популярности игр и вычислений на видеочипах 
несколько лет назад AMD решили оптимизировать процесс построения графики на 
собственных видеокартах и APU. Для этого был создан свой API Mantle, который 
позволял снизить нагрузку на процессор и напрямую обращаться к видеочипу при 
выполнении большинства операций. Впрочем, новинка работала только на Windows 
и лишь в нескольких игровых движках. Battlefield 4 стала первой игрой с поддержкой 
Mantle, что позволило поднять производительность на слабых системах до 40%  
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относительно DirectX 11, а вот производительные системы разницы не 
почувствовали. Следующими были Apple и их API Metal для мобильных устройств 
на базе iOS. 
Mantle, OpenGL, DirectX и Metal - все это графические API, низкоуровневые 
интерфейсы программирования приложений, выполняемых на GPU. Они включают 
в себя различные элементы: логику построения моделей собственные языки 
шейдеров и еще множество различных деталей. Весь полученный код прочитывается 
процессором вашей графической карты и превращается в изображение. Любой 
движок и любая игра создают именно такой код. 
 
1.3.1 Unity 
 
Редактор Unity имеет простой Drag&Drop интерфейс, который легко 
настраивать, состоящий из различных окон, благодаря чему можно производить 
отладку игры прямо в редакторе. Движок поддерживает три сценарных языка: C#, 
JavaScript(модификация). Расчёты физики производит физический движок PhysX от 
NVIDIA. 
Проект в Unity делится на сцены (уровни) — отдельные файлы, содержащие 
свои игровые миры со своим набором объектов, сценариев, и настроек. Сцены могут 
содержать в себе как, собственно, объекты (модели), так и пустые игровые объекты 
— объекты, которые не имеют модели (пустышки). Объекты, в свою очередь 
содержат наборы компонентов, с которыми и взаимодействуют скрипты. Также у 
объектов есть название (в Unity допускается наличие двух и более объектов с 
одинаковыми названиями), может быть тег (метка) и слой, на котором он должен 
отображаться. Так, у любого объекта на сцене обязательно присутствует компонент 
Transform — он хранит в себе координаты местоположения, поворота и размеров  
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объекта по всем трём осям. У объектов с видимой геометрией также по умолчанию 
присутствует компонент Mesh Renderer, делающий модель объекта видимой. 
Также Unity поддерживает физику твёрдых тел и ткани, а также физику типа 
Ragdoll (тряпичная кукла). В редакторе имеется система наследования объектов; 
дочерние объекты будут повторять все изменения позиции, поворота и масштаба 
родительского объекта. Скрипты в редакторе прикрепляются к объектам в виде 
отдельных компонентов. 
При импорте текстуры в Unity можно сгенерировать alpha-канал, mip-уровни, 
normal-map, light-map, карту отражений, однако непосредственно на модель текстуру 
прикрепить нельзя — будет создан материал, которому будет назначен шейдер, и 
затем материал прикрепится к модели. Редактор Unity поддерживает написание и 
редактирование шейдеров. Редактор Unity имеет компонент для создания анимации, 
но также анимацию можно создать предварительно в 3D-редакторе и импортировать 
вместе с моделью, а затем разбить на файлы. 
Unity 3D поддерживает систему Level Of Detail (сокр. LOD), суть которой 
заключается в том, что на дальнем расстоянии от игрока высоко детализированные 
модели заменяются на менее детализированные, и наоборот, а также систему 
Occlusion culling, суть которой в том, что у объектов, не попадающих в поле зрения 
камеры не визуализируется геометрия и коллизия, что снижает нагрузку на 
центральный процессор и позволяет оптимизировать проект. При компиляции 
проекта создается исполняемый (.exe) файл игры (для Windows), а в отдельной папке 
— данные игры (включая все игровые уровни и динамически подключаемые 
библиотеки). 
Модели, звуки, текстуры, материалы, скрипты можно запаковывать в формат 
unityassets и передавать другим разработчикам, или выкладывать в свободный 
доступ. Этот же формат используется во внутреннем магазине Unity Asset Store, в  
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котором разработчики могут бесплатно и за деньги выкладывать в общий доступ 
различные элементы, нужные при создании игр. Чтобы использовать Unity Asset 
Store, необходимо иметь аккаунт разработчика Unity. Unity имеет все нужные 
компоненты для создания мультиплеера. Также можно использовать подходящий 
пользователю способ контроля версий. К примеру, Tortoise SVN или Source Gear. 
 
1.3.2 CryEngine 
 
Новый DirectX 12 низкоуровневый API от Microsoft позволяет разработчикам 
получить производительность завтрашнего из сегодняшнего аппаратного 
обеспечения. Благодаря DirectX 12, разработчики смогут получить максимальную 
производительность CryEngine и самых современных визуальных эффектов. 
Физически рендеринг создает реалистичные поверхности с мощной системы 
освещения и материалами PBR в CryEngine. 
CryEngine Sandbox: редактор игры в реальном времени, предлагающий 
обратную связь «Что вы видите, то вы и играете». 
Рендерер: интегрированные открытые и закрытые локации без швов. Также 
рендерер поддерживает OpenGL и DirectX 8/9, Xbox с использованием последних 
аппаратных особенностей, PS2 и GameCube, а также Xbox 360. 
Физическая система: поддерживает инверсную кинематику персонажей, 
транспортные средства, твёрдые тела, жидкость, тряпичные куклы (ragdoll), 
имитацию ткани и эффекты мягкого тела. Система объединена с игрой и 
инструментами. 
Инверсная кинематика персонажей и смешанная анимация: позволяет модели 
иметь множественные анимации для лучшей реалистичности. 
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Система игрового искусственного интеллекта: включает командный интеллект 
и интеллект, определяемый скриптами. Возможность создания особенных врагов и 
их поведения, не касаясь кода C++. 
Интерактивная динамическая система музыки: музыкальные дорожки отвечают 
действиям игрока и ситуации и предлагают качество CD-диска с полным 5.1 
звуковым окружением. 
Звуковое окружение и механизм SFS: способность точно воспроизвести звуки от 
природы с плавным сопряжением без шва между средами и внутренними/внешними 
местоположениями в системе Dolby Digital 5.1. аудио. Включает аудио поддержку 
EAX 2.0. 
Сетевая система «клиент-сервер»: Управляет всеми сетевыми подключениями 
для режима с несколькими игроками. Это — система сети с низким временем 
отклика, основанная на архитектуре клиент-сервер. 
Шейдеры: скриптовая система используется для комбинирования текстур по-
разному для увеличения визуальных эффектов. Поддерживается реальное 
попиксельное освещение, ухабистые отражения, преломления, объёмные эффекты 
жара, анимированные текстуры, прозрачные компьютерные дисплеи, окна, пулевые 
отверстия, и некоторые другие эффекты. 
Ландшафт: Используется расширенная карта высот и сокращение полигонов для 
создания массивной, реалистической среды. Видимое расстояние может составить до 
2 км, когда преобразовано из игровых модулей. 
Освещение и тени: комбинация предрасчётных теней и теней реального 
времени, стенсильные тени и lightmaps (карты теней) для улучшения динамического 
окружения. Включает правильную перспективу с высокой разрешающей 
способностью и объёмные гладко-теневые реализации для драматического и 
реалистического внутреннего затенения. Поддержки продвинутых технологий  
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частиц и любой вид объёмных эффектов освещения на частицах. 
Туман: включает объёмный, слоистый и дальний туман для увеличения 
атмосферы и напряжения. 
Интеграция инструментальных средств: объекты и строения, которые созданы 
на 3ds Max или Maya, интегрированы в пределах игры и редактора. 
Технология PolyBump: Автономная или полностью интегрированная с другими 
инструментальными средствами, включая 3ds max. 
Скриптовая система: Базируется на популярном языке Lua. Эта удобная система 
позволяет установку и тонкую настройку параметров оружие/игра, проигрывание 
звуков и загрузку графики без использования кода C++. 
Модульность: Полностью написанный в модульном C++, с комментариями, 
документацией и разделами в множественных DLL-файлах. 
 
1.3.3 Unreal Engine 
 
Визуализатор поддерживает расширенные DirectX 11 & 12 функции рендеринга, 
такие как полные сцены HDR отражений, тысячи динамических огней на сцене, 
художественно-программируемая тесселяция и перемещения, шейдинг на основе и 
материалов, IES профилей освещения и многое другое. 
The Cascade VFX – это редактор предоставляющий инструменты, необходимые 
для создания детализированного огня, дыма, снега, пыли, грязи и многого другого. 
Редактор еще включает в себя быструю, недорогую имитацию GPU частиц и систему 
столкновений, которая взаимодействует с буфером глубины. Миллионы 
динамических частиц могут принимать и излучать свет в пределах сцены, и 
изменяемые свойства частиц, включая размер, цвет, плотность, затухание и 
отскакивание. 
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Система материалов позволяет использовать шейдинг на основе физики, 
который дает контроль над внешним видом и ощущением персонажей и предметов. 
Быстрое создание широкого спектр поверхностей, которые даже при внимательном 
рассмотрении выглядят реалистично. Слой материалов и отлаженные значения 
пикселей могут принять любой стиль. 
Blueprint - редактор с блоками представляет собой визуальное 
программирование, которое позволяет любому программировать без единой строчки 
кода. Имеет свой отладчик. 
Набор инструментов для редактирования анимации Persona animation позволяет 
изменять скелеты и сокеты, также есть Blueprint для анимации, и   система плавного 
перехода между анимацией, и система физики и столкновений скелета.  
Matinee кинематографический набор инструментов Unreal Engine 4 
обеспечивает контроль вырезанных сцен, динамичный игровой процесс 
последовательностей и фильмов на уровне режиссёров. Matinee позволяет настроить 
действия внутри вашей сцены вплоть до мельчайших деталей, анимации свойств 
сцены в течение долгого времени, и производить удивительные 
кинематографические моменты. 
Создание больших, открытых сред мира с системой пейзажа, открывает путь для 
ландшафтов, которые на порядки больше, чем то, что было ранее возможно благодаря 
своей мощной системы LOD и эффективного использования памяти. Настройка 
огромных миров с помощью инструмента листвы, быстрая покраска или стирка всех 
видов ландшафтных компонентов. 
Unreal Engine 4 поддерживает полный доступ к исходному коду C ++ через 
GitHub для членов подписки с чистой версией документации и отслеживания. Кроме 
того, обе версии Perforce контроля версий и поддержка Apache Subversion доступны 
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для разработчиков с точки зрения пользовательских лицензий. Независимо от 
размера команды, вы можете легко координировать развитие и дизайнерские усилия 
с другими версиями инфраструктуры UE4. 
У Give AI контролируемых персонажей увеличилось пространственное 
понимание мира вокруг них и даёт им возможность принимать более взвешенные 
движения с структурой игрового процесса Unreal Engine 4 и системой искусственного 
интеллекта. Динамические обновления навигационного меша в режиме реального 
времени при перемещении объектов делает оптимальный выбор пути. 
Редактор Sound Cue позволяет построить линейку звуков для определенного 
упорядоченного воспроизведения в игре. 
Unreal Engine 4 интегрирован с более десяти крупными партнерами 
промежуточного ПО как NVIDIA PhysX, Autodesk Gameware, Enlighten, Umbra, 
Oculus VR и другие. 
 
Почему выбор сделан в пользу Unreal Engine? 
 
Потому что, чтобы сделать полноценную игру в короткий срок нужно хорошо 
знать движок. А у Unreal Engine хорошо документирован так же имеет много уроков 
и примеров, что касается Unity то можно сказать то же самое про этот движок, но для 
обычного пользователя этот редактор очень ограничен по сравнению с Unreal Engine. 
Так же можно отметить что Unreal Engine полностью бесплатный продукт с 
открытым исходным кодом что является большим плюсом. Что касается 
производительности в некоторых платформах лучше Unreal Engine, а в некоторых 
лучше Unity. Про CryEngine можно сказать что движок имеет очень хорошую 
визуализацию, но по освоению он сложный и имеет мало уроков. 
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Таблица 2 – сравнение основных составляющих движков 
 Unreal Engine 4 Unity 5 Cry Engine 4 
Графический 
движок 
использует DirectX 11 и 
12, OpenGL, Vulkan, 
Metal 
использует DirectX и 
OpenGL 
 
использует OpenGL, 
DirectX 12 
Физический 
движок 
использует PhysX 3.3 использует PhysX 3.3 CryPhysics 
Платформы Android, IOS, Linux, 
Windows, Oculus Rift, 
Samsung GR, Steam VR 
Windows, OS X, Windows 
Phone, Android, Apple iOS, 
Linux, Wii, PlayStation 3, 
PlayStation 4, Xbox 360, 
Xbox One, Web 
Windows PC, 
Playstation 4, Oculus 
Rift, Xbox One, Linux 
PC 
Скрипты Blueprint - отдельный 
редактор позволяющий 
программировать с 
помощью визуализаций. 
C++ макросы открывают 
классы игрового 
процесса движка и 
другие возможности. 
Прямое взаимодействие 
между Blueprint и c++ 
Unity изначально 
поддерживает три языка 
программирования: 
C# , стандартный в отрасли 
язык подобный Java или 
C++; 
UnityScript, язык, 
разработанный специально 
для использования в Unity 
по образцу JavaScript; 
Lua 
Исходный код открытый закрыт Открытый(недавно) 
2d/3d поддерживает поддерживает 2d не поддерживает 
Сетевое 
решение 
присутствует присутствует присутствует 
Availability Доступен всем Доступен всем( с 
ограничениями) 
Доступен для 
научных целей 
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Структурная схема основных классов Unreal Engine: 
 
 
 
 
 
 
 
 
Основные классы игрового процесса включают в себя функциональные 
возможности для игроков, представляющих союзников и врагов, также для их 
управления используются вводные устройства или логика искусственного 
интеллекта. Есть также классы для создания HUD (информационный дисплей игрока) 
и камер для игроков. Наконец, игровой процесс классы, такие как GameMode, 
GameState и PlayerState которые устанавливают правила игры, а также отслеживают 
состояние режима игры и игроков. 
Базовый блок в UE это класс UObject. Этот класс, совместно с классом UClass, 
обеспечивает вас наиболее важными базовыми возможностями движка. 
Класс AActor представляет объект, который является частью игрового процесса. 
Экземпляр этого класса либо размещается дизайнером на уровне, либо создаются во 
время выполнения. Все объекты, размещаемые на уровне, являются наследниками 
этого класса. Например — AStaticMeshActor, ACameraActor и APointLight. AActor 
наследуется от UObject, то есть, он использует стандартные функции, которые были 
перечислены в предыдущем разделе. AActor может быть уничтожен при помощи  
AHUD 
APlayerController AGameMode APawn 
AActor 
UObject 
Рисунок 1 – Структурная схема классов 
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игрового кода (C++ или Blueprint) или стандартным механизмом сборки мусора (при 
выгрузке уровня из памяти). Он предоставляет высокоуровневое поведение наших 
игровых объектов, а также является базовым типом, который предоставляет 
возможность репликации для сетевого режима. При репликации (в 
многопользовательском режиме), AActor так же дает доступ к информации о любом 
своем UActorComponent, которая требуется для поддержки работы сетевого режима. 
HUD "heads up display", или 2D дисплей на экране, что является обычным 
явлением во многих играх. Такие вещи как здоровье, патроны, пистолет и так далее 
отображаются в HUD.  Каждый PlayerController обычно имеет один из них. 
GameMode определяет игру и такие вещи, как правила игры и условия победы. 
Он существует только на сервере. Как правило, не должен иметь много данных, 
которые изменяются во время игры, и определенно не должен иметь переходные 
данные о которых должны знать клиенты. 
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2 Архитектура проекта 
 
Словесное описание игры: 
Робот может ставить бомбы, а бомбы все динамические объекты включая 
персонажа. Ящики уничтожаясь создают летающие бонусы для персонажей. Таким 
образом игрок с наибольшим количеством бонусов имеет преимущество победить 
других игроков. В рисунке 2 приведена диаграмма классов игры.  
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Bomb
- UStaticMeshComponent* BombMesh
+ void Explosion()
- UParticleSystemComponent* BombParticle
Класс AActor
Класс ACharacter
- UAudioComponent* BombAudio
- UBoxComponent* trigger
- float laserLength
- float timer
- FVector bombLocation
- FHitResult bombHits[4]
- void SetHits(bool bSetBeamTarget)
+ void SetExplode()
+ void TriggerExit(...)
BombermanCharacter
USpringArmComponent* CameraBoom
+ void BeginPlay()
UCameraComponent* FollowCamera
+ float BaseTurnRate
+ int bombCharge
+ bombLength
+ isPlanting
+ isTeleporting
+ FTimerHandle thandle
# MoveForward(float value)
+ void toggleIsPlanting()
+void spawnBomb()
+ float movementSpeed
+ float BaseLookUpRate
# MoveRight(float value)
# TurnAtRate(float value)
# LookupRate(float value)
# void SetupPlayerInputComponent(...)
+ isDying
Jump
+ UStaticMeshComponent* JumMesh
+ void Tick(float DeltaSeconds)
+ UParticleSystemComponent* JumpParticle
+ UAudioComponent* JumpAudio
+ UBoxComponent* JumpTrigger
+ USplineComponent* Trajectory
+ float timer
+ void BeginPlay()
+ void TriggerEnter(...)
+ void Animate(AActor OtherActor)
+ float GetRandom()
Teleport
+ UStaticMeshComponent* TeleportMesh
+ void Tick(float DeltaSeconds)
+ UParticleSystemComponent* TeleportParticle
+ UAudioComponent* TeleportAudio
+ UBoxComponent* TeleportTrigger
+ FVector CurrentLocation
+ double timer
+ void BeginPlay()
+ void TriggerEnter(...)
+ void SetDelay(AActor OtherActor)
Pickup
+ UStaticMeshComponent* Mesh
+ void Tick(float DeltaSeconds)
+ USphereComponent* Trigger
+ void BeginPlay()
BonusFire
+ void TriggerEnter(...)
BonusBomb
+ void TriggerEnter(...)
BonusMoveSpeed
+ void TriggerEnter(...)
 
 
Рисунок 2 – Диаграмма классов 
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2.1 Схема развертывания 
 
Обобщённая возможная схема развёртывания движка и игры представлена в 
рисунке 2. 
 
 
 
 
 
 
 
 
 
 
 
 
 
2.2 Структурная схема принцип работы 
 
Структурная схема взаимодействия объектов игры и элементов движка 
приведена в рисунке 4.  
 
 
Робот 
Функции 
Атрибуты 
Бомба 
Функции 
Атрибуты 
Ящик 
Функции 
Атрибуты 
Классы движка 
Классы игры 
ACharacter 
Функции 
Атрибуты 
AActor 
Функции 
Атрибуты 
AActor 
Функции 
Атрибуты 
Объекты игры 
Физика 
Графика
Звук 
Рисунок 3 – Обобщенная схема  
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Рисунок 4 – Структурная схема взаимодействия объектов 
 
2.3 Функциональное описание 
 
2.3.1 Игровой мир 
 
Игровой мир представляет с собой арену на открытом пространстве, состоящий 
из стен, пола и стеклянной крыши. В рисунке 5 приведена блок-схема персонажа, 
описывающая в общем игровой процесс. 
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Начало
Инициализа
ция мира
Завершение 
GameMode
Логика каждого 
объекта
Завершение работы
Конец
Да
Нет
 
 
Рисунок 5 – Блок схема игрового мира 
 
2.3.2 Робот 
 
Робот — это имя персонажа. А персонаж — это объект которым управляет 
игрок. Что может делать робот? Робот может ставить бомбы, подбирать бонусы, 
проходить через порталы, прыгать на батуте. Все изменения к роботу делаются через 
другие объекты. В рисунке 6 представлена блок-схема робота. 
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Начало
Передвижение
Ввод W,A,S,D
Инициализа
ция 
параметров
Ввод G
Поставить бомбу
Да
Нет
Нет
Да
 
 
Рисунок 6 – Блок-схема персонажа 
 
2.3.3 Порталы 
 
Порталы, как и батуты при столкновении с персонажем запускают событие 
(TriggerEnter), при котором изменяется перемещение персонажа. В рисунке 7 блок-
схема порталов и батутов. 
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2.3.4 Батуты 
 
Как упоминалось ранее батуты и порталы одинаковые объекты, за исключением 
типа реакции с персонажем. Батуты определяют псевдослучайное местоположение и 
создают траекторию полета и анимируют движение персонажа. В то время как 
порталы только изменяют позицию персонажа равной позиции другого портала. В 
рисунке 7 блок-схема порталов и батутов. 
 
Начало
Столкновение
Инициализа
ция 
параметров
Персонаж
Перемещение 
персонажа
Нет
Нет
Да
Да
 
 
Рисунок 7 – Блок-схема порталов и батутов 
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2.3.5 Бомбы 
 
Бомба это один из главных объектов игры. Бомба при коллизии с другими 
объектами уничтожает их, за исключением порталов и батутов. В рисунке 8 блок-
схема бомбы. 
 
Начало
Столкновение или 
таймер не 0
Уничтожение 
объектов
Да
Конец
Таймер = 3 сек
Нет
 
 
Рисунок 8 – Блок-схема бомбы 
 
2.3.6 Ящики 
 
Ящик так же, как и бомба является главным объектом игры. При получении 
рейкаст сообщения от бомбы уничтожается при этом, создавая случайный бонус или  
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ничего не создает. В рисунке 9 приведена блок-схема ящика.  
 
Начало
Сообщ
бомбы
Инициализа
ция 
параметров
Создание бонусов 
или ничего
Да
Нет
Конец
 
 
Рисунок 9 – Блок-схема ящика 
 
2.3.7 Бонусы 
 
Бонусы изменяют атрибуты персонажа в положительную сторону. Так бонус 
передвижения увеличивает скорость передвижения, бонус заряда дает возможность 
ставить сразу несколько бомб, бонус огня увеличивает длину огня. В рисунке 10 
блок- схема бонусов. 
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Начало
Столкновение
Инициализа
ция 
параметров
Персонаж
Увеличение бонусов 
персонажа
Нет
Нет
Да
Да
Начало
 
 
Рисунок 10 – Блок-схема бонусов  
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3 Реализация и результаты проекта 
 
Прежде всего нужно приготовить 3d модели объектов. Так как я не являюсь 
профессиональным 3d художником, то создать хорошего персонажа у меня не 
получится, и я решил воспользоваться бесплатным 3d объектом (рисунок 11) который 
я нашел в интернете ссылка на объект будет указан в списках использованных 
источниках. 
 
 
 
Рисунок 11 – 3d модель персонажа 
 
Остальные же объекты не имеют сложных форм, и я в состоянии создать их сам. 
В рисунке 12 представлена 3d модель бомбы, который имеет форму квадратного 
стального чемодана с отверстиями по четырем направлениям. Так же в следующем 
рисунке 13 представлена 3d модель ящика. В рисунке 14 3d модель для батута и 
портала. В рисунке 15 3d модель бонусов. Так же бонус бомба имеет форму бомбы. 
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Рисунок 12 – 3d модель бомбы 
 
 
 
Рисунок13 – 3d модель ящика 
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Рисунок 14 – 3d модель батута и портала 
 
 
 
Рисунок 15 – Бонус огня и бонус передвижения 
 
После создания элементарных объектов нужно создать игровой мир. 
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Рисунок 16 – Игровой мир 
 
Для программирования взаимодействия объектов и логики игры нужно создать 
классы объектов в Visual Studio 2015 community. В рисунке 17 представлены 
созданные основные и дополнительные классы. 
 
 
 
Рисунок 17 – Обозреватель решений visual studio 
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Рисунок 18 – Интерфейс меню пользователя 
 
 
 
Рисунок 19 – список хостов 
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Для создания мултиплеера Unreal Engine предоставляет модель сервер-клиент. 
Это означает, что есть сервер, который принимает все важные решения, и этот сервер 
должен знать, что все клиенты к нему подключены и постоянно обновляются, что бы 
клиенты поддерживали аппроксимации игрового мира сервера. 
В одиночном режиме, актеры используются для представления игрового мира. 
В мультиплеере, это ничем не отличается, за исключением того, что клиенты будут 
иметь приближенные значения каждого актера, в то время как сервер будет иметь 
реальные значения. 
Актер является основным объектом, который использует сервер, чтобы держать 
клиентов в актуальном состоянии. Когда пришло время сервера для обновления 
конкретного клиента, сервер будет собирать все соответствующие значения, которые 
были изменены с момента последнего обновления, а затем отправляет информацию 
для клиента, чтобы держать этих актеров в последнем состоянии. 
Актеры обновляются в основном двумя способами: 
 Репликация свойств 
 RPCs (Remote Procedure Calls). 
Основное различие между репликацией свойств и RPC является то, что свойства 
реплицируются автоматически, в любое время, они меняются, в то время как RPC 
реплицируются только при выполнении. 
Основные атрибуты и методы персонажа: 
protected: 
/** Base turn rate, in deg/sec. Other scaling may affect final turn rate. */ 
 UPROPERTY(VisibleAnywhere, BlueprintReadOnly, Category=Camera) 
 float BaseTurnRate; 
 /** Base look up/down rate, in deg/sec. Other scaling may affect final rate. */ 
 UPROPERTY(VisibleAnywhere, BlueprintReadOnly, Category=Camera) 
 float BaseLookUpRate; 
protected: 
 /** Called for forwards/backward input */ 
 void MoveForward(float Value); 
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/** Called for side to side input */ 
 void MoveRight(float Value); 
 void TurnAtRate(float Rate); 
 void LookUpAtRate(float Rate); 
protected: 
 // APawn interface 
 virtual void SetupPlayerInputComponent(class UInputComponent* InputComponent) override; 
 // End of APawn interface 
 
public: 
 /** Returns CameraBoom subobject **/ 
 FORCEINLINE class USpringArmComponent* GetCameraBoom() const { return CameraBoom; } 
 /** Returns FollowCamera subobject **/ 
 FORCEINLINE class UCameraComponent* GetFollowCamera() const { return FollowCamera; } 
 
 // Called when the game starts or when spawned 
 virtual void BeginPlay() override; 
 
 UPROPERTY(Replicated, BlueprintReadWrite) 
  float MovementSpeed; 
 UPROPERTY(Replicated, BlueprintReadWrite) 
  int BombCharge; 
 UPROPERTY(Replicated, BlueprintReadWrite) 
  int BombLength; 
 UFUNCTION(reliable, server, WithValidation) 
  void ToggleIsPlanting(); 
 
 
 virtual void ToggleIsPlanting_Implementation(); 
 virtual bool ToggleIsPlanting_Validate(); 
 
 UFUNCTION(reliable, server, WithValidation) 
  void SpawnBomb(); 
 virtual void SpawnBomb_Implementation(); 
 virtual bool SpawnBomb_Validate(); 
 FTimerHandle thandle; 
 
 UPROPERTY(VisibleAnywhere, Replicated, BlueprintReadOnly, Category = "IsTeleporting") 
  bool IsTeleporting; 
 UPROPERTY(VisibleAnywhere, Replicated, BlueprintReadOnly, Category = "Isplanting") 
  bool IsPlanting;  
 UPROPERTY(VisibleAnywhere, Replicated, BlueprintReadOnly, Category = "IsDying") 
  bool IsDying; 
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ЗАКЛЮЧЕНИЕ 
 
В результате выполнения бакалаврской работы была разработана сетевая 
многопользовательская игра с помощью игрового движка Unreal Engine 4.  
Были сложности в освоении игрового движка и в самом процессе разработки 
игры. Были задействованы промежуточные программные обеспечения такие как 
Gimp - растровый редактор изображений, Blender – редактор 3d моделирования и 
визуализации. С помощью них были созданы 3d объекты базовых элементов игры 
такие как бомба, бонусы, ящик, портал и батут.  
Были сложности в аппаратном решении, а точнее не хватало вычислительной 
мощности моему ноутбуку. Приходилось ждать по несколько десятков минут иногда 
часов на ожидание компиляции кода, шейдеров и сборки движка и проекта. 
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