Abstract. This paper presents our work relating to introduction of EAP smartcards in emerging wireless LAN like Wi-Fi or WiMax. We analyse basic characteristics involved in authentication protocols from feasibility and performances points of view. We shortly introduce our open Java architecture, and underline some observed interoperability issues. We present and analyze results obtained with five different smartcards, for two authentication scenarios: the first one works with an asymmetric algorithm (EAP-TLS, a transparent transport of the well known SSL standard), and the second method uses the EAP-AKA protocol, which is an adaptation of the symmetric Milenage algorithm. We introduce a new class of smartcard which acts as EAP server, and that has been successfully tested in operational networks. Finally we suggest a new way to manage and use smartcards, remotely and securely, by using Trusted EAP Modules.
Introduction
In 1999, the IEEE 802 committee ratified the 802.11 standard [3] which introduced the first wireless Ethernet network, later enhanced with 802.11i standard [9] . Wi-Fi technology became the foundation stone of cheap IP radio LAN. Two years after, an "Air Interface for Fixed Broadband Wireless Access Systems" was proposed in [6] that extends wireless IP connectivity at a campus scale. The emerging IEEE 802.16e [14] standard, "Air Interface for Fixed and Mobile Broadband Wireless Access Systems", provides enhancements to [6] in order to support subscriber stations moving at vehicular speeds. But unlike the GSM network, no security module was specified in the so called WiTechnologies. There is however a common denominator between [5] and [6] , both of them supports the Extensible Authentication Protocol [10] . EAP is a light protocol, used prior to IP address allocation, that may transport multiple authentication scenari like EAP-TLS [2] or EAP-AKA [13] . An EAP dialog occurs between an EAP client, that wants to gain access to network resources, and an EAP authenticator which is the heart of an AAA (Authentication, Authorization and Accounting) system. An EAP session is a set of (server) requests and (client) responses; at the end of this exchange the server delivers either a success or a failure message. Upon success both EAP entities compute a shared secret referred as the AAA key. EAP messages are transported either by non IP protocols like EAPoL [5] or PKM-EAP [14] on the wireless media (between the access point / base station and the client), or by routable protocols such as RADIUS [8] or DIAMETER [17] over the Internet network (between the access point / base station and the AAA server). In this paper we introduce smartcards associated to EAP clients and EAP servers. Section 2 shortly reviews basic services that must be supported by EAP cards. Section 3 describes the software architecture of an open implementation for Java cards. Section 4 presents experimental results with five kinds of Java cards. Section 5 defines EAP servers for Java cards and gives early results. In the last section we introduce the Trusted EAP Module (TEAPM), an innovative architecture that will improve usage and remote management of smartcards.
EAP Java cards issues
They are two main issues concerning the use of smartcards for computing the EAP protocol: the protocol complexity and the computing speed. Protocol complexity must be compatible with Java cards computing resources. As an illustration, byte code size is about 20 kB for EAP-TLS implementation, and 16 kB for EAP-AKA implementation; that is well-suited with today Java cards characteristics. The need for Java cards performance estimation is not new, for example a performance comparison of Java cards for micro payment implementation was discussed in [4] . More recently, an initiative for open benchmark for Java card technology has been launched by [12] , in order to setup a missing and useful tool for the smartcards industry. A study of Java cards performances has been recently presented in [18] . In our approach we classify processing operations in three categories: data transfer, cryptographic operations, and software overhead. So, the processing time of an application can be written like:
T Application = T Transfer + T Crypto + T SoftwareOverhead .
Our applications embed test functions that are used to identify critical parameters.
Data Transfer
In protocols dealing with X.509 certificates like EAP-TLS, several kilobytes of data are sent/received to/from the smartcard. Due to the lack of RAM memory, these information are written or read in the non-volatile memory (E 2 PROM, flash memory,…). Therefore we call data transfer, the time required for transporting EAP packets between a terminal that controls the smartcard and the application running in this device. From a practical point of view it is easy to measure this time, but we shall not try to estimate the different elements that make up this value, like transfer delays between terminal and reader, transfer duration between reader and smartcard, internal software delays (introduced for example by java operations) and time consumed by memories accesses (writing and reading). Named T Transfer , it is expressed like:
T Transfer = T TransferReader + T TransferSmartcard + T SoftwareOverhead + T MemoriesAccesses . 
Cryptographic operations
In a Java card context, cryptographic functions are invoked via specific APIs. For the authentication methods studied in this paper, the main cryptographic procedures are MD5, SHA1, RSA and AES. Because smartcards are usually optimized for RSA functions, these operations are rather "fast". During the TLS protocol, three RSA calculations are performed: firstly during server certificate checking (public key decryption), secondly for pre-master key encryption (public key encryption), and thirdly for client's authentication (private key encryption). As demonstrated by Table 1 , these procedures consumed less than 500 ms. In our experiments we only get one smartcard (device E) that supports the AES algorithm. We observe for this device a computing time of about 11.3 ms per bloc of 128 bits.
Software Overhead
All resources that are not available through APIs are supplied by the embedded (Java) application. This includes extra software needed for packets analysis, messages construction, additional cryptographic services like keyed MAC (HMAC), pseudo random functions (PRF), or some specific services like X.509 certificates parsing.
Performances issues
The timing constraints induced by smartcards usage in wireless environments are linked to EAP and DHCP [21] protocols requirements. On the authenticator side, the EAP server sends requests and waits for responses before a timeout; and this waiting time called txPeriod lasts [5] 30 s by default (with 3 retries). If the smartcard computing time exceeds this value a retransmission occurs. On Windows platforms, DHCP is a parallel event, independent of EAP authentication, that starts once network interface comes up. If the IP client doesn't receive a DHCP acknowledgement within a reasonable period of time, usually 60 s, the terminal OS resets the network interface, and therefore restarts both DHCP and EAP processes. In summary the two main timing requirements are: -computing an EAP request in less than 30 s, and -processing an authentication scenario in less than 60 s. This last value also includes the time consumed by the user to enter, if necessary, its PIN code.
OpenEapSmartcard
The basic idea behind an open platform [16] [20] is to define a simple Java framework (whose APDUs interface is described in [15] ) working with most of commercial Java cards, and supporting as many EAP methods as possible. The software architecture comprises four Java components:
1-The EapEngine that manages several methods and/or multiple instances of the same one. It implements the EAP core, and acts as a router that sends and receives packets to/from authentication methods. At the end of authentication process, each method computes a master cryptographic key (AAA Key) which is read by the terminal operating system. 2-The Authentication interface that defines all mandatory services in EAP methods, in order to collaborate with the EapEngine. The two main functions are Init() and Process-Eap(). First initializes method and returns an Authentication interface; second processes incoming EAP packets. Methods may provide additional facilities dedicated to performances evaluations. 3-The Credential objects that, each one associated to a method, encapsulate all the information required for processing the given authentication scenari.
4-The Methods that correspond to the specific authentication scenarios to process. Once initialized, the selected method analyses each incoming EAP request and delivers corresponding response.
Due to the Java language universality, we could hope that the same code works with all smartcards; the reality is a little bit different because almost all devices present minor differences or even bugs. Here is a brief description of some observed interoperability issues: -in TLS, the RSA algorithm is issued in conjunction with the PKCS#1 padding rules. Sometimes this functionality is not available (only NO_PAD option is working), and therefore an additional Java code is required; -digests functions use Update() function for digest updating and DoFinal() procedure for digest closing. Sometimes Update() is not supported, and therefore it is necessary to concatenate all data in the non-volatile memory, in order to compute the output value; -in some cases we observed erroneous values produced by the Update() method invoked with a "long" (a few thousand bytes) input value; -with some components it is only possible to deal with one instance of MD5 or SHA1 object. As a result an interoperable application can only use one instance which implies multiple writings in non-volatile memory, so that the performances decrease (TLS produces three MD5 and SHA1 calculations).
Our EAP-TLS method takes into account these constraints. It works with RSA algorithm with no padding byte; it is compatible with single digest instance, and manages bugged or missing Update() methods.
Experimental results
The same EAP-TLS application, including minor adaptations dealing with devices particularities (detailed in section 3), was downloaded in our four different Java cards A, B, C and D. EAP-AKA was tested with device E only. [1] which has two working modes (see figure 4) . The first one, referred as full mode, is asymmetric and uses a mutual authentication based on RSA, and that requires certificates exchange for both server and client. The second mode qualified session resume works according to a symmetric scheme and deals with a shared secret, the master secret computed during a previous full session identified by a session-id parameter. A detailed analysis of the EAP-TLS application was described in [11] . With 1024 bits RSA keys, a full mode typically has the following characteristics: -2500 bytes of information are exchanged between the TLS client and the TLS server, for the duration of T Transfer ; -three RSA calculations are performed (public key decryption, public key encryption and private key encryption) and need a total time T RSA ; -approximately 266 blocs of 512 bits are processed by MD5 and SHA1 functions. If we call T Digest the average time for computing a bloc (T MD5 /2+ T SHA1 /2), these calculations cost 532 times T Digest. ; -other operations, like X.509 certificate parsing, EAP and TLS messages processing are handled by Java procedures and consume a time T SoftwareOverhead . Because all cryptographic resources are seen from a practical point of view as APIs, we called T Crypto the time consumed by these facilities and expressed it as: T Crypto = T RSA + 532 x T Digest .
With EAP-TLS

EAP-TLS [2] is a transparent transport of the TLS protocol
As a consequence, the time spent in EAP-TLS computing named T EAP-TLS can be split in three categories according to the following formula: T EAP-TLS = T Transfer + T Crypto + T SoftwareOverhead .
Total computing time (T EAP-TLS ) and data transfer duration (T Transfer ) are obtained by direct measurements. T Crypto is deduced from basic parameters presented in section 2.2. So, T SoftwareOverhead value can be deduced as: Because all cryptographic resources are seen from an applicative point of view as APIs, we called T Crypto all the time consumed by these facilities and we expressed it as: T Crypto = T RSA + 532 x T Digest .
As a result, the time spent in EAP-TLS computing named T EAP-TLS is shared in three categories: T EAP-TLS = T Transfer + T Crypto + T SoftwareOverhead . Table 3 shows experimental results, where T SoftwareOverhead is deduced as previously. 
With EAP-AKA
EAP-AKA [13] is a quite transparent transport of the Milenage algorithm [7] . A full authentication session is made of one request and one response. The request message which is 68 bytes long includes three attributes: a random number RAND (16 bytes), an authentication value AUTH (16 bytes) and a HMAC-SHA1 trailer (20 bytes). Upon success, the response message whose length is 40 bytes returns two attributes: a signature RES (8 bytes) and a HMAC-SHA1 trailer (20 bytes). This exchange is summarized in figure 5 .
The functions ( , , , , ) are invoked by the EAP-AKA application, and imply 5 AES calculations. HMAC-SHA1 requires processing of 9 blocs of 512 bits, while the XKEY estimation costs 4 blocs. The pseudo random function (PRF) works with a modified version of SHA1 using a null padding bytes algorithm; the production of 100 bytes requires the calculation of 5 blocs of 512 bits each. Because current versions of Java cards do not support this modified version of SHA1, the procedure is fully written in Java and generates an important software overhead. 
But according to our full software implementation of the PRF function (which computes five modified SHA1 values), we get the formula:
T' Crypto = 5 x T AES + 13 x T Digest + T PRF . (10) According to the EAP protocol, clients process requests which are issued by servers. From a software point of view, the EAP server application is very close to the client one. The cryptographic load is quite the same, but messages processing is significantly different. As illustrated by figure 6, we designed [19] a first EAP-TLS server. This server works with real network, but needs a specific RADIUS implementation, that dispatches EAP messages encapsulated in RADIUS packets, to one or more EAP-Server smartcards. In this architecture EAP data are transported by various layers (802.11 frames, RADIUS), but the authentication dialog directly occurs between two EAP smartcards, acting as SAM (Secure Authentication Modules) components. Table 5 presents measured performances for B and D devices which are used alternatively as clients and servers. We observe that EAP-TLS servers require an additional time of about 30%. We attribute this difference to extra information transfers from E 2 PROM to E 2 PROM, needed for messages construction or data concatenation, induced by digest operations. Following the results obtained firstly about smartcards performances and secondly concerning OpenEapSmartcard environment for security improvement, and according the perspective of the future advances in smartcard technologies relatively to Moore's law, we suggest a new protocol stack which transforms the usage of smartcards by changing them to a kind of secure electronic pocket deposit box remotely manageable: the Trusted EAP Module. As it appears in figure 7, EAP protocol and EAP-TLS or other EAP methods represent the heart of this protocol stack. Their presence make possible the mutual authentication establishment which can be followed by a secure exchange and storage of credentials like keys, certificates, account numbers, passwords, profiles, … in the OpenEapSmartcard-based smartcard. In this way, we offer to the users an pocket electronic component which functionally looks like the immutable TPM developed by TCG for trusted computing platforms [22] . With the ISO 7816-4 presence on the one hand of the application layer, we maintain the opening platform aspect by keeping compatibility with existing smartcard applications that use APDUs. Finally, the choice of HTTP 1.1 and XML protocols on the other hand of the application layer welcomes the development of Web services, on either client side or/and server side. The implementation and test of this new platform on Java cards are going on. Our wish is to try later the same implementation on a SIM card, and right now nothing prevents from doing it. Surely, this will extend the capacities for secure remote management of services using smartcards, the "air" interface like in GSM network [23] [24], and Web services. 
EAP server
