.Abstract. Security policy management is a difficult and security-critical task. We have evaluated Java's policytool with a usability study to see how well it can support users in setting up an appropriate security policy. The Java policytool is a graphical user interface tool integrated into Sun Microsystem Inc.'s Java 5.0 distribution for setting up security policies that can enable e.g. applets with more permissions than the default sandbox. Results show that policytool is in line with other security tools, namely usability is poor. Policytool provides a certain degree of syntax help to novice users but it does not help with semantics, does not cater to expert users and actually does promote the accidental set-up of too lenient a policy. We show specific usability problems in policytool, comment on the differences in the policy files created by our study users, explore ways of solving the error-prone task of setting up a Java policy and relate this to the general subject of usability of security tools.
Introduction
Security policies come in many different shapes and sizes. They may be long, written documents on how en~ployees must choose passwords, protect their office keys or handle documents. They may be short but intricate rules in a proprietary language to configure a firewall. What they all have in common is that the policy is highly specific to the environment (the company, the household, the user, the network etc.) in which it is used. There is no "one size fits all".
Our interest is in the area of security policies for software. In that area the property of "one size does not fit all" has especially dire implications. It means that the end user, be it a system administrator or regular home user, must be highly involved in the task of setting up a policy because only the end user knows "which size will fit". However, all too often end users do not perform such a setup because security is seldom a main user goal but rather a secondary exercise to the user's primary goal, which is to make the application work. Also, policy setup is difficult and time-consuming. "Finding the size that will fit" is a lengthy procedure.
Clearly, applications that target security need to be carefully designed to be useful and usable because "there is already plenty of evidence to suggest that end users do not need a great deal of excuse or encouragement to neglect their security responsibilitiesW [l] . Security software is usable if "the people who are expected to use it (1) are reliably made aware of the security task they need to perform; (2) are able to figure out how to successfully perform those tasks; (3) do not make dangerous errors; and (4) are sufficiently comfortable with the interface to continue using it." [2] . We will come back to this definition in the conclusion.
This paper examines how well the end user is supported in the task of setting up a security policy for Java applications. Sun Microsystems Inc. provides policytool [3] , a tool with a graphical user interface (GUI) that aims at supporting the novice user in the task of setting up a security policy for a Java application or component.
We have evaluated the version of policytool that comes with Java 5.0. For the evaluation we used the think-aloud method [4] with ten graduate and undergraduate students from the area of computer science and with some degree of experience in Java programming. They were asked to individually set up a Java security policy using policytool while thinking aloud about what they were doing and about problems encountered. At the end of each evaluation the user was invited to comment on the difficulty of the tasks and the support that policytool had provided. Users found a total of 23 specific usability problems. Astonishing differences in the resulting policy could be seen. We have used the user observations to draw up suggestions and we comment on how to mitigate the difficulty of setting up Java security policies using examples fiom other security applications.
The paper is divided into the following sections. Section 2 describes the security architecture and policy files of Java. Section 3 describes the GUI of policytool that is used to set up a Java policy. Section 4 contains the study design. Results are shown in section 5. We discuss related studies and usability solutions in section 6 and conclude the paper with section 7.
Security Manager and Java policy files
All Java applications as well as other Java components such as servlets, Enterprise Java Beans (EJBs) or OSGi bundles (www.osgi.org) can be forced to execute under a so-called Security Manager. As of Java 2 the Security Manager can be set up with a set of permissions that modify the default policy of the Security Manager. Since the introduction of that new Security Manager it has been possible to allow fine-grained access control based on where the code was downloaded fiom (the so-called code base) and who has signed the code. Since the introduction of JAAS (Java Authorization and Authentication Service) it has also been possible to set up access control rules based on who executes the code. In Sun's Java version, the security policy is by default put in policy files. These are text files that contain the permissions that are explicitly granted to code bases, the location from which a Java class is loaded.
An example of a policy file is shown in fig. 1 . The file may start with the definition of the so-called keystore, a URL to a file that contains public key certificates for verifying signed Java bytecode (see line 1 in fig. 1 ). The policy file consists further of policy entries (also called grant statements) that define positive permissions given to the named code base. In fig. 1 
Java policytool
The Java policytool is a simple GUI application included in every Java distribution and written in Java. The policytool consists of three major windows. The first window named Policy Tool (see fig. 2(a) ) shows information about where in the file system the policy file resides, where the keystore is located and which policy entries are present in the file. fig. 2(b) ) where all details about the policy entry and its permissions are shown. Creating or editing permissions (AddPevmission or Edit Permission buttons in fig. 2(b) ) requires a third window titled Permissions (see fig. 2 (c)) where one specific permission is set up.
Study design
The method of our evaluation was a think-aloud study [4] where end users are using the application with a given scenario and tell the evaluator what they are thinking while working with the application and how they reason about problems they encounter.
There were 10 users* in the study (graduate and undergraduate students in the area of computer science) who had all worked with Java before. Only one person had previously set up a Java security policy. The other nine users had heard of Java security policies but had never actually worked with them.
The scenario for the users in this think-aloud study was that they had just downloaded two Java components from the Internet. The advertisement for the components described certain functionality but users were told not to trust the components and thus to subject them to the Security Manager to see which permissions the components would actually need and to set up the components with minimal permissions (according to the principle of least privilege). Users were not given access to the source code.
The first component required permissions as shown in the first policy entry ( fig. 1 , lines 2-8).
The second component involved signed code, i.e. the code that arrived at the end user was signed by Alice and accompanied by Alice's certificate. This task required only one permission, but the difficulty was that it was not a standard permission but rather one that we had developed for this study (called yy.YPermission, fig. I , line 10). This second task also required the set-up of the keystore ( fig. 1, line 1) .
The typical procedure was that users ran the component under a Security Manager until an access control exception occured (due to the lack of an appropriate permission). Then they examined the access control exception message, set up the policy file with the required permission and restarted the component.
While solving the two tasks users were encouraged to give feedback, to think aloud. When users could not proceed with their tasks because they did not know how, they were instructed to ask the evaluator, rather than searching for on-line documentation. As the tool did not provide any help features, this shortcut was chosen to keep end user frustration low and to focus the study on the tool and not on the end users' capabilities of browsing for suitable documentation on the Internet.
At the end of the evaluation, users were asked to summarise their experience with policytool. If they were not satisfied with it they were asked to give suggestions for additions or improvements or to propose different ideas for solving the task of setting up a security policy for Java applications.
Results
We present the results of the user trials in two groups: feedback that relates to policytool in terms of specific GUI problems and more general usability metrics; and feedback that is oriented towards finding more usable ways of setting up Java security policies.
Problems with the graphical user interface
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It cannot be stressed enough that there was no help feature at all included in the GUI of policytool, not an example, not a pointer to a web page, no help on how to use policytool. No user could complete the task without help from the evaluator. Many said that they would have had to study the documentation extensively before being able to solve the two tasks on their own. This clearly violates items 2 (universal usability) and 8 (reduce short-term memory load).
Working with signed files was considered difficult by all users, which is in line with other studies [2, 8] involving digital signatures. This task required a good understanding of the concepts of public key infrastructure and certificate databases. However, this understanding was made even more difficult due to the fact that keystore creation and import of certificates are not integrated into policytool but done in a separate command line tool called keytool. Users found this switch between applications most confusing. Also, keytool uses a lot of options that must be known to the user. As keytool was not part ofthe evaluation, users were supplied with the correct commands. Many users commented that it would probably have taken them a long time to figure out the commatld chain by themselves.
The lack of integration between policytool and the runtime environment also caused problems. Even reasonably experienced programmers did not realize-at first-that the access control exception message caused by the Java time contained the pennission that needed to be put in the policy file (see bold face text of fig. 3 ). They had not seen access control exceptions before, though they had seec other Java exceptions, and started examining the stack output rather than the access control exception message.
After evaluating this tool, it is clear why applets as a substitute for plugins or for applications never had a breakthrough-managing their required permissions is an insurmountable task for non-Java security experts given a tool like policytool, especially when working with signed code.
Differences in the policy files
Of the ten created policy files, four show interesting deviations that have an impact on security and performance.
One user created three permissions where one would have been enough. Instead of the compact permission ~ava.ro.FilePem%snian ,'/rrnp/am,, 'read, write, delete8'; the user created three permission entries: one for read, one for write, one for delete. This is not a security problem but an inefficient way of stating policies. Other users started out with this approach but realised what they were doing and changed their policy to the more compact way of stating the permission.
One user became impatient when setting up the required permissions for file access to /tmp/a and chose all actions. This gave the code the unneeded and dangerous permission to execute / tmp/a.
One user did not supply the port for the socket pennissions, thus allowing the code to connect to any port at www.ida.liu.se (instead of port 80).
Two users mistakenly created policy entries that gave permissions to any code because they had not actively chosen the code base to which they wanted to add a permission:
Both users mistook the Add Policy Enhy button for the Edit Policy En@) --+ Add New
Pel-mission sequence. This serious mistake is a direct result of the GUI design of policytool. In a hand-typed policy file this problem would not have arisen.
Effectiveness, efficiency, user satisfaction
The previous sections describe specific problems of policytool. This section summarises these findings and comments on the general usability of policytool following the usabilitydefining keywords of the 1SO standard 9241 -1 1 : effectiveness, efficiency, and user satisfaction.
Efectiveness judges how well policytool supports the user in setting up a policy. If the user has all the knowledge about how Java security works, policytool may be quite a good syntax helper. However, novice users do not have that knowledge and are left on their own to find guidance in how to proceed to set up a policy. Effectiveness could be increased by guidance features such as wizards or safe staging (see section 6) that help identify the steps that must be taken to anive at a functional policy. To arrive at a holistic solution, keytool must also be integrated.
Eficiency judges how resource-consuming (both computer and human) policytool is while accomplishing its task. Policytool fails on the human side. Users had to spend a lot of time and effort in figuring out what had to be done and received no help from policytool on this issue. Efficiency for novice users could be increased with wizards and help features; efficiency for expert users could be increased by keyboard shortcuts for buttons and menu items and a view that allows direct editing of the policy file.
User satisfaction judges how acceptable policytool is to the users and if there is a fun factor or enriching experience associated with using policytool. The study users were not that negative towards policytool as a tool for editing a policy file, but they were very negative in their satisfaction with setting up security policies. They would have prefered a tool that was integrated into the Java runtime, a tool that would automatically collect required permissions and interact with the user only to ask whether a permission should be allowed or not.
Suggestions for improvement
This section contains user suggestions for improving the usability (and security) of setting up Java security policies and comments about the feasibility of the suggestions . The suggestions are categorised into new language features, help for end users and help for developers.
Help for end usem As one user suggested: "There should be a -learn option to the Java runtime so that I do not have to be the parser for the system. My task [of putting required permissions in the policy file] could have been automated."
Another user pointed out that there is a mismatch between the syntax of the policy file and the syntax of the access control exception text (see figures 1 and 3) . It should be possible to create a smart copy-and-paste function that correctly pastes an access control exception text into a policy file.
One user suggested helplessly that there should be a check that ensures "that one does not allow too much". He had realised during the debriefing that his policy file allowed too much.
It is definitely possible to set up Java security policies at runtime. JSEF [9] has done this with direct user interaction through a GUI. The user is prompted to decide whether to accept the required permission or not. However, using a GUI is not always possible, especially not in container environments where no display is associated with a piece of code. We therefore suggest the implementation of a "policy learner" that will either grant all required permissions by default and write them to a policy file for post mortem analysis or that will interact with user preferences. An analyzer component, much like an intrusion detection module, could react to flaws in the policy and trigger an alert if a piece of code has read a file in the file system and then opens a network connection (implying a breach of confidentiality because data may leave the host system and be transmitted somewhere else without the consent of the host or material owner). A policy learner could have prevented all of the deviations described in 5.2.
Help for developers A tool could be created that semi-automatically detects required permissions in Java code (along the lines of C-tools like IBM Rational Purify, which detects runtime memory leaks). It must be ensured that all code is run (as with IBM Rational Purecoverage) so that even permissions for error situations (writing to an error log file) are detected. A problem is that e.g. automatically generated file names (e.g. date+time.txt) are then difficult to put in a policy.
New language features One user proposed that the Java language could enforce that permissions must be declared in the same way as exceptions are declared today. As in the previous item, dynamic targets would be difficult to handle. It would be possible to require declaration of permissions within the code or that a JIT(Just In Time)-Compiler could produce a footprint of required permissions at early-execution time. It would not be too difficult to find out which classes of permissions a piece of code needs, but the problem resides with the targets that could be dynamically created at runtime, e.g. a program may ask the user to supply the hostname of the computer to which it wants to connect. It is obvious at compile time that a socket permission is needed, but the target of the socket permission, the actual host address, is not known before runtime. Koved and others [lo] have addressed static analysis of Java code in order to find required permissions. Their approach examines Java bytecode prior to execution and, using invocation graphs, finds required permissions. However, such a solution will not help for targets created at runtime (as described above).
One user suggested permissions that allow the deletion of the files that the program has created. This could be either a new permission class or an additional action for standard FilePermissions. A lot of work exists to make Java security policies more expressive, e.g. [ll-131, allowing policies like e.g. "no write after a confidential read". However, none of the existing solutions have addressed usability issues. It is not likely that users would be able to handle more expressive security policies easily.
Related work
It may seem that it is rather lopsided to evaluate a small application, find a lot of usability problems and draw general conclusions about usability of security tools from that. Unfortunately, policytool is just one in a long line of security tools that display an astonishing lack of user focus even though they are targeted at novice users. E-mail software with encryption [2, 8] , Internet banking [14, 15] , Internet Explorer [I], MS Word [16] and firewalls [17, 18] -all these applications show severe shortcomings in the usability of their security functions.
Currently suggested ways for improving the usability of security functions comprise "good-enough security" [I 91 or "if we put usability first, how much security can we get" [20] . These approaches do not strive for perfect security, but for security that works in many cases. Safe staging [21] slowly and safely introduces the security novice to a security application through several stages. Also the concept of social navigationshowing how previous users have interacted or should interact with a user interface by leaving traces of earlier use on the artefact-has been used to enhance users' perception of security features [22] . Yee [23] proposes security by designation: User action designates what the user wants to do and thus also authorises an action.
In the end, there is a lot to be gained by following professional usability guidelines such as Jonston, Eloff and others [17, 
Conclusion
In this paper we have evaluated the usability of the Java policytool for setting up security policies for Java applications or components. We have found a number of problemssome small and some larger-in the GUI of policytool. The small ones violate GUI design guidelines and thus easily annoy users. The larger problems lead to serious lapses in the policy, thus endowing a Java application with more rights than it should have.
The study users suggested a number of improvements that range from more expressive permissions to runtime policy setup with or without user interaction and to issues in static analysis such as changing the Java language in order to support the declaration of permissions.
According to the definition of usable security software (see introduction), the Java policytool is not usable. (1) Users are not reliably made aware of their security tasks because policytool is not integrated with the actual Java application. (2) Figuring out how to perform the policy setup takes a lot of help from web resources and is not explained explicitly or implicitly within policytool. (3) Dangerous errors can easily be made as was shown in our evaluation. (4) Expert users are quicker in directly editing the policy file than handling the somewhat cumbersome policytool.
Obviously there is a great potential for improvement and our future work will make use of findings from work in the field of usable security to improve the user task of setting up security policies.
