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Abstract
We present a novel algorithm to perform continuous colli-
sion detection (CCD) for articulated bodies when the mo-
tion of bodies is governed by an adaptive dynamics simu-
lation. The algorithm is based on a novel hierarchical set
of transforms to represent the kinematics of an articulated
body recursively described by an assembly tree. The perfor-
mance of our CCD algorithm significantly improves as the
number of active degrees of freedom in the adaptive simu-
lation of articulated bodies decreases.
Keywords: continuous collision detection, articulated body
dynamics, adaptive dynamics, interval arithmetic.
1 Introduction
Collision detection (CD) is a problem of testing possible in-
terference between geometric models in space. Many appli-
cations in different areas such as computer graphics, robotics
and geometric modelling require fast and reliable CD to
simulate the physical presence of virtual objects. As a re-
sult, CD has been extensively studied in the literature and
many efficient CD algorithms are known. At a broad level,
depending on how CD algorithms handle the motion of ob-
jects, they can be categorized into two types,di crete CD
and continuous CD. Discrete CD algorithms check for in-
terferences between static objects. Continuous CD (CCD)
algorithms take the object’s continuous motion into account
and report the first time of contact (TOC) between moving
objects if there occurs a collision. In the literature, there
are six different approaches known for solving CCD for
a single rigid body: algebraic equation solving approach
[6, 7, 12, 18], swept volume approach [1], adaptive bisec-
tion approach [19, 26], kinetic data structures (KDS) ap-
proach [2, 13, 14], Minkowski sum-based approach [27],
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and conservative advancement [28]. CCD for articulated
models have been proposed in [21, 22].
Recently, CCD has drawn much attention from different
communities because of the need for correctly dealing with
dynamic nature in applications. The major strength of using
CCD in dynamic applications lies in a fact that the result
of CCD always guarantees non-penetration between mov-
ing objects. For example, in rigid body dynamics, CCD
has been used to enforce non-penetration constraints among
simulated bodies [4, 20]. In constraint-based 6DOF haptic
rendering, CCD can be used to compute theGod-objectof
haptic probe that should not inter-penetrate the objects that
the user is touching [17]. In sampling-based robot motion
planning, it is crucial to find a continuous, collision-free
path between two configurations of a moving robot, and
CCD plays an important role in finding one [26, 25].
The use of forward dynamics has been considered as an ef-
fective way to control or simulate a large body of articulated
characters in computer graphics and robotics [3, 5, 8, 11,
15, 9, 10]. However, it is becoming quite costly to simu-
late a complex scene with many articulated characters, with
many degrees of freedom. Recently, a method has been pro-
posed to rigorously simplify and speed up the computation
of articulated-body dynamics, by predicting and simulating
only a relevant subset of joints in the articulated bodies [23].
In this paper, we present a method to perform CCD for ar-
ticulated bodies whose motion is governed by such an adap-
tive simulation. We demonstrate how a new hierarchical set
of transforms can describe the kinematics of an articulated
body. In particular, we show how this hierarchical set of
transforms can be selectively and recursively updated dur-
ing an adaptive articulated-body simulation. This enables
us to roughly match the complexity of continuous collision
detection to the one of the dynamics simulation, resulting
in potentially significant speed-ups as the articulated-body
dynamics are being simplified.
Figure 1: The kinematic representation used in our continuous collision detection algorithm.The figure shows the principal joint










3 , and the child-to-parent transforma-
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B (cf Section 2).
2 Kinematics
In this section, we introduce a novel recursive representa-
tion of the kinematics of an acyclic branched mechanism.
We start from a recursive definition of a branched artic-
ulated body proposed by Featherstone [9, 10], and intro-
duce a set of transformations to describe the kinematics of
the mechanism. Compared with the hierarchical representa-
tion we introduced earlier in [24], this novel representation
is simpler and more efficient. In particular, updating the
transforms of a node of the assembly tree now has a linear
complexity in the number of handles of the node, compared
to the quadratic complexity in the earlier work due to the
quadratic number of transformations per node.
2.1 Definitions
As proposed in [9, 10], a (possibly branched) articulated
body C is recursively defined astwo articulated bodiesA
and B connected with a jointJ, and the sequence of as-
sembly operations is described in a binaryssembly tree.
In this recursive description, the leaf nodes of the assem-
bly tree are rigid bodies, while the internal nodes represent
sub-articulated bodies and the root node corresponds to the
complete articulated body1. Equivalently, all internal nodes
represent the joint used to perform the binary assembly op-
eration.
In this representation, each sub-articulated body has a set
of handles, i.e. locations where other sub-articulated bodies
may be attached. For the sake of convenience, we call the
handleHA used to connectA to another articulated body the
principal handleof A, while thek other free handlesHAi of
A (1 6 i 6 k) are called itssecondary handles. Finally, if
1Note how this differs from the traditional representation, in which a
linkage is recursively defined by connectinga single linkto a linkage.
an articulated bodyC is formed by assemblingA andB, we
call the joint used to carry out the assembly theprincipal
joint of C.
To describe the kinematics of the mechanism, we rigidly
attach a reference frame to each handleH, and define the
following sets of rigid transformations:
1. principal joint transformations : the principal joint
of each sub-assemblyC with children A and B has
an associated transformationTBA, from (the reference
frame of) the principal handle ofA to (the reference
frame of) the principal handle ofB.
2. principal-to-secondary handle transformations: each
sub-assemblyC (possibly a link) stores transforma-
tions TCi from its principal handle to its secondary
handlesHCi (1 6 i 6 k).
3. child-to-parent transformations: each internal sub-
assemblyA with parentC stores a transformationTCA
from its principal handle to the principal handle of its
parent.
4. world transformations : each sub-assemblyC stores
a transformationTC from its principal handle to the
global reference frame.
The various transformations are illustrated in Figure 1.
2.2 Recursive transformations updates
In our kinematic representation, the principal joint transfor-
mation of any joint is updated in constant time, based on the
new joint configuration. It can be shown that the next two
types of transformations can be recursively updated, from
the leaves of the assembly tree to its root, when the joint
configurations evolve.
Assume a linkageC is formed by assembling a linkageA
with l + 1 handlesHA, HA1 , . . . , H
A
l , and a linkageB with
m+ 1 handlesHB, HB1 , . . . , H
B
m. The linkageC has l +
m handles: the principal handle ofC is either a secondary
handle ofA or a secondary handle ofB, while its l +m−1
secondary handles are the remaining secondary handles in
A andB.
Now assume, without loss of generality, that the principal
handleHC of C is the secondary handleHAu of A, and letH
C
i
denote a secondary handle ofC. If HCi is also a secondary


















−1. Moreover, the principal handle transfor-
mations can also be computed easily: the principal han-








−1. Finally, assuming the world transformation





−1. The case where the principal handle ofC
is a secondary handle ofB is treated similarly.
2.3 Bounding transformations
The recursive computations presented above allow us to
determine the positions and orientations of moving bodies
over time. Once the principal joint transformations have
been updated for a given timet (by, e.g., evaluating sine and
cosine functions for rotational joints), all the other transfor-
mations at timet are computed by multiplying 4×4 homo-
geneous matrices.
Our CCD uses these transformations and conservativebounds
of them over progressively refined time intervals (cf Section
3). In order to efficiently compute these bounds, we use
interval arithmetic [16, 22] to first bound the elementary
functions in the principal joint transformations, and then
perform interval counterparts of the matrix multiplications
needed to compute the other types of transformations.
3 Continuous Collision Detection
Adaptive articulated-body dynamics [23] works by deter-
mining and simulating only a relevant subset of joints in
the articulated body, which form asub-treeof the assembly
tree (the nodes above the dotted line in the assembly trees
in Figure 2). Thus, at a given time step, the positions of
only these nodes can change (e.g. for revolute joints, the
corresponding angles). We now show how the kinematics
representation introduced in Section 2 takes advantage of
this fact to speed up the computation of the positions and
bounds associated to the rigid bodies, and allows us to de-
sign a CCD algorithm which benefits from the adaptivity
of the simulation. This algorithm shares some similarities
with our previous work [22], but the key difference is in the
Figure 2: Adaptive computation of rigid body transforma-
tions using an assembly tree.Only the nodes above the dotted
curve are being simulated at the current time step, which allows
us to limit the transformations updates to a limited number of
nodes.a: updating the principal joint, the principal-to-secondary
and child-to-parent transformations of the simulated nodes (green
nodes).b: updating the world transformations for the potentially
colliding rigid bodies (yellow nodes).
computation of the positions and bounds on the rigid bod-
ies and the exploitation of the adaptivity. In addition, we
demonstrate self-CCD and CCD between multiple articu-
lated bodies in Section 4.
Our continuous collision detection algorithm is composed
of two main steps: abody-levelculling step with axis-aligned
bounding boxes (AABBs), and an exact contact computa-
tion step with hierarchies of oriented bounding boxes (OBBs;
one hierarchy per rigid body).
3.1 AABB culling
We begin by computing bounds on the positions of all mov-
ing bodies over the current time interval, by recursively
bounding the first three types of transformations of all ac-
tive joints, from the bottom up (the green nodes in Figure
2.a). Once these bounds are updated, we bound the world
transformations ofall rigid bodies, by accumulating world
transformations overall nodes. We then use these bounds to
compute one AABB per rigid body, by multiplying the in-
terval world transformations to the vertices of the root OBB
which bounds the rigid body. This produces eight AABBs,
each one bounding the trajectory of the OBB vertex over
the whole time interval, and we compute the AABB that
bounds these eight AABBs. By a simple convexity argu-
Figure 3: Benchmarking examples. Left: a wooden man consisting of 29 rigid bodies, 16K triangles for each model, collides with
another man. The number of active joints is 15.Center: a pendulum consisting of 30 rigid bodies and 16K triangles is self-colliding.
Right: a wooden man falls due to the gravity and collides with static plates. The entire static environment consists of 44K triangles in
total. In these figures, rigid bodies with identical colors belong to the same group of rigidified links.
ment, this AABB bounds the rigid body over the current
time interval. Note that this step is linear in the number
of rigid bodies, but with a small constant as the bounds on
the world transformations are computed only once per rigid
body. The AABBs are then used to determine the pairs of
potentially colliding rigid bodies (possibly within the same
articulated body, or with rigid bodies in the static environ-
ment).
3.2 Computing the contact information
Once the potentially colliding rigid bodies have been deter-
mined, we compute the time of first contact and the contact-
ing features using interval arithmetic. The key computation
in this step is to evaluate the positions and orientations of
the rigid bodies that might collide, as well as conservative
bounds on these positions and orientations, over smaller and
smaller time intervals. These are used to bound the trajecto-
ries of the OBBs (for efficient culling) and of the geometric
features (vertices, edges and triangles, for precise contact
time computation), of the potentially colliding rigid bodies.
This is similar to step 3 in [22], but we can now perform
those computationsadaptively, based on the set of simu-
lated joints.
Assume we want to determine the positions and orientations
of the potentially colliding rigid bodies at a given time, or
over a given time interval. As in the AABB culling step,
we first update the first three types of transformations for
all active joints, from the bottom up (i.e. the green nodes
in Figure 2.a). However, we now compute the world trans-
formations of the potentially colliding rigid bodies only (i.e.
the red nodes in Figure 2.b). Thus, we accumulate the world
transformations, top down, only on the way to these rigid
bodies (i.e. the yellow and red nodes in Figure 2.b).
Assuming the assembly tree of an articulated body withn
joints is balanced, an upper bound2 on the complexity of
computing the world transformations ofk rigid bodies when
m joints are active is thusO(m+ k log(n)). We show in
the next section how this reduced complexity allows us to
obtain potentially significant performance improvements.
4 Results
We have implemented our CCD algorithm under the frame-
work of adaptive dynamics [23]. We highlight the perfor-
mance of our algorithm in different benchmarking scenarios3
such aswooden men, swinging pendulumanda falling wooden
manby varying the number of active joints in the simula-
tion (Figure 3). The benchmarking has been performed on
a 2.19GHz AMD Opteron PC with 2GB RAM under Win-
dows XP.
For the wooden men benchmark, a pair of wooden men
characters are pulled together because of the spring attached
between them. Initially, the wooden men models are placed
at random configurations. For the pendulum benchmark, a
pendulum consisting of many small balls swings because of
gravity. In this benchmark, self-collision between a pair of
balls is checked. For the falling wooden man benchmark,
a wooden man is falling from the sky due to the gravity
and colliding with obstacles such as pots and plates on the
ground. For these benchmarking examples, their dynamics
are governed by adaptive dynamics with different number
of active joints, and the resulting CCD timings during colli-
sion are measured and averaged over several runs (e.g.50).
Figure 4 shows the resulting timings for each scenario.
2In practice, the complexity is smaller since the world transformations
of the internal nodes are shared by multiple rigid bodies.
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Figure 4:Performance graph. The CCD time complexity grad-
ually increases as a function of the number of active joints.
5 Conclusion
This paper has introduced a CCD algorithm for an adaptive
dynamics simulation of articulated bodies. This algorithm
relies on a novel hierarchical representation of the kinemat-
ics of an articulated body, which can be selectively updated
during the adaptive simulation. This allows us to reduce the
complexity of the computation of the first time of contact,
as well as of the contact information, when the dynamics of
the articulated body are simplified. Our results demonstrate
that, depending on the amount of dynamics simplification,
this strategy leads to a potentially significant performance
improvement. For future work, we plan to investigate sev-
eral applications and extensions of this work, in particular
to haptics and motion planning.
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