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Dramatický nárast vělkosti softvérových projektov a počtu programátorov
spoločne pracujúcich na jednom projekte si v posledných rokoch vyžiadal
vznik nových postupov umožňujúcich komplikovaný proces vývoja zjedno-
dušǐt a koordinovať. Medzi často použ́ıvané riešenia z tejto oblasti patria aj
systémy na správu verzíı, ako pŕıklad možno uviesť programy Subversion,
Git alebo Darcs. Úlohou takéhoto systému je zaznamenávať všetky zmeny v
projekte, aby sa dala v pŕıpade požiadavky efekt́ıvne spŕıstupnǐt ľubovǒlná
verzia vyv́ıjaného softvéru, nazývaná tiež rev́ızia.
To sa dá dosiahnuť odlǐsnými spôsobmi, na ktorých záviśı, ako sa v
systéme popisujú úpravy v zdrojových súboroch či dokumentácíı. Jednou
z možnost́ı je priamočiary pŕıstup, pri ktorom sa ukladá kompletná podoba
projektu. Pri prechode od jednej rev́ızie k inej sa potom zmenené súbory
jednoducho prepisujú. To však vedie k zbytočnému plytvaniu priestorom, v
pŕıpade distribuovaných riešeńı aj kapacitou spojenia, keďže rozdiely medzi
za sebou idúcimi verziami obvykle tvoria len malý zlomok celkovej vělkosti
súborov.
Z toho dôvodu sa dnes vo väčšine nástrojov udržuje v celom rozsahu
len prvá verzia projektu, ďaľsie rev́ızie sú ukladané vo forme takzvaných
delta súborov. Jedná sa o záznam zmien, ktoré treba v jednom zo súborov
vykonať, aby sa zhodoval s druhým súborom. Práve spôsob vytvárania delta
súborov je hlavnou témou tejto práce.
V súčasnosti existuje niekǒlko programov, ktoré implementujú delta kom-
presiu. Klasickou technikou je použitie niektorej z variácíı softvéru diff [1]
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v kombinácíı so štandardnou bezstratovou kompresiou. Diff porovnáva dva
textové súbory po riadkoch a na výstupe zaznamenáva nájdené rozdiely
(novšie verzie pracujú aj s binárnymi súbormi). Následne sa výstup kompri-
muje, napŕıklad pomocou štandardného nástroja gzip.
Pred niekǒlkými rokmi však Korn a Vo predstavili metódu vdelta [2], v
ktorej sa zisťovanie zmien a ich úsporné ukladanie nedeje v dvoch nezávislých
krokoch. Naopak, klasická kompresia sa považuje za špeciálny pŕıpad po-
rovnávania súborov, pričom referenčný súbor má nulovú vělkosť. Hlavnou
myšlienkou je uplatnenie slovńıkového algoritmu v štýle LZ77 [3] s tým, že
okno slovńıku sa plńı dátami z pôvodného aj upraveného súboru. V tomto
okne sa ȟladajú predchádzajúce výskyty reťazcov v súbore a nahrádzajú sa
pŕıslušnými odkazmi. Odkazy zaberajú menej znakov, dosahuje sa tým teda
žiadaná redukcia spotrebovaného miesta.
V porovnańı s dvojfázovými spôsobmi vdelta dosiahla lepš́ı čas aj kom-
presný pomer pri spracovańı rôznych typov dát z projektov GCC a Emacs
[4]. Následne sa začali objavovať ďaľsie riešenia tohto typu, napŕıklad xdel-
ta a zdelta, s vylepšenými postupmi na vyȟladávanie zhodných reťazcov,
posúvanie slovńıku a ukladanie dát. Tým sa ešte viac urýchlila kompresia a
zmenšila vělkosť výstupných súborov.
Postupy kompresie samostatných vělkých súborov tiež postupom času
napredovali. V snahe obmedzǐt pamäťovú náročnosť sufixových stromov,
využ́ıvaných okrem iného pri vyȟladávańı vzorov v DNA sekvenciách, Man-
ber a Myers navrhli štruktúru nazývanú sufixové pole [5]. S ňou pribud-
la možnosť ako rýchlo identifikovať všetky výskyty nejakého podreťazca v
určitom reťazci. Pole pri tom plńı úlohu indexu spŕıstupňujúceho podreťazce
v lexikografickom usporiadańı. Vďaka tejto vlastnosti sa skrátil čas potrebný
na určenie predošlých výskytov reťazcov pri kompresíı s využit́ım slovńıku.
Kým integrácíı sufixových poĺı do algoritmov na kompresiu jednotlivých
súborov sa venuje čoraz väčšia pozornosť, ich eventuálnym pŕınosom pre
problematiku delta kompresie sa zaoberá len málo výskumov. Jav́ı sa byť
teda pŕınosné a zauj́ımavé overǐt dopad použitia týchto poĺı na vytváranie
delta súborov a porovnať výsledky s doteraǰśımi postupmi.
Ciělom tohto projektu bolo naimplementovať a poṕısať nástroj na delta
kompresiu pracujúci na prinćıpe slovńıkovej metódy s ȟladańım opakovaných
výskytov reťazcov v sufixovom poli. Súčasťou práce je stručná diskusia o




V texte práce sa použ́ıva naklonené ṕısmo pre názvy premenných, poĺı či
indexov, neproporcionálne pı́smo pre názvy knižńıc, tried, funkcíı a iných
odkazov na zdrojové kódy.
Kapitola č́ıslo 2 sa zameriava na bližšie vysvetlenie navrhnutého riešenia.
Obsahuje popis jednotlivých čast́ı programu a najdôležiteǰśıch konkrétnych
tried a metód, ktoré implementujú výsledný algoritmus. Uvádzajú sa v nej aj
dôvody, ktoré viedli k vǒlbe použitých prostriedkov a postupov. Každá pod-
kapitola sa venuje jednému zo šiestich samostatných modulov, do ktorých je
celé riešenie rozdelené.
Pre lepšie pochopenie algoritmu môže byť užitočné nahliadnuť do zdro-
jových súborov modulov, ktoré sa nachádzajú na priloženom disku. Sú ko-
mentované tak, aby sa v nich dalo čo najjednoduchšie orientovať. V záhlav́ı
je vždy umiestnená krátka informácia, na čo daný modul slúži. Objektový
model je vysvetlený v hlavičkovom súbore, implementácia metód v zdrojov
súbore. Pred každou časťou modulu je k dispoźıcíı stručný výklad jej fun-
kcie. Zložiteǰsie metódy majú komentované vstupné parametre, pŕıpadne aj
návratové hodnoty. Na pravom okraji kódu je umiestnená legenda, ktorá
doṕlňa ostatné komentáre a približuje komplikovaneǰsie miesta v algorit-
moch.
Kapitola 3 sa zaoberá použit́ım programu a hodnot́ı jeho výsledky. Jej
súčasťou je už́ıvatělská dokumentácia s pokynmi na zadávanie pŕıkazov a
popisom dostupných parametrov. V kapitole tiež možno nájsť výstupy z
niekǒlkých základných testov zameraných na výkon programu v zmysle do-
siahnutého času a kompresného pomeru. Tieto údaje sú porovnávané s para-
metrami klasického riešenia využ́ıvajúceho nástroje diff a gzip. Nakoniec sú
stručne diskutované nedostatky predloženého návrhu a naznačené spôsoby
ako ich odstránǐt.
V kapitole 4 sa všeobecne hodnot́ı celý projekt a v závere sú uvedené




Výsledný program je implementovaný v programovacom jazyku C++. Pre
potreby tohto návrhu ide o vhodný kompromis medzi rýchlosťou nižš́ıch jazy-
kov a komfortom vyšš́ıch jazykov. Jedným z dôvodov výberu je aj dobrá pod-
pora objektov a šablón. Tieto nástroje sú využité na dosiahnutie vyššej uni-
verzálnosti a jednoduchšej zmenitělnosti kódu. Okrem spomenutých kritéríı
sa bral pri implementácíı zretěl na nevyhnutnú prenositělnosť medzi ope-
račnými systémami - program sa spolieha len na malý počet štandardných
knižńıc jazyka.
Riešenie je rozdelené do niekǒlkých logických komponentov. Ich využitie
v programe a vzájomné prepojenie je znázornené na schémach kompresie a
dekompresie, na Obrázkoch 2.1 a 2.2.
Obrázok 2.1: Schéma kompresie
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Obrázok 2.2: Schéma dekompresie
Zelenou farbou sú vyznačené vstupné a výstupné súbory, modrou far-
bou celky zodpovedné za rôzne štádiá vykonávanej operácie. Na vytvorenie
predstavy o komunikácíı medzi jednotlivými časťami slúžia š́ıpky približne
symbolizujúce toky dát a popisy pod nimi udávajúce typy prenášaných dát.
Proces kompresie prebieha takto: zo spracovávaného a porovnávacieho
súboru sú postupne nač́ıtavané znaky do slovńıku. Slovńık na základe znakov
iniciuje vybudovanie štruktúr haldy a sufixového pǒla. Tie použ́ıva na lexiko-
grafické zoradenie podreťazcov a nasledovnú identifikáciu zhodných predpôn
v rámci vlastného obsahu. Podreťazce so spoločnou predponou predstavujú
opakované výskyty za sebou idúcich znakov.
Každý opakovaný výskyt v slovńıku sa nahrádza spätnou referenciou v
tvare [dĺžka,offset] do predchádzajúcich dát jedného zo súborov. To sa dá in-
terpretovať ako informácia kǒlko znakov z ktorej predošlej poźıcie je potrebné
nakoṕırovať na súčasnú poźıciu, aby sa obnovil opakovaný výskyt. V termi-
nológíı delta kompresie sa preto podobné odkazy tiež nazývajú koṕırovaćımi
inštrukciami.
Postupne vytvárané inštrukcie a pôvodné znaky, pre ktoré sa nepodarila
nájsť zhoda sa posúvajú do prevodńıka, neformálne označovaného ako
”
sym-
bolizátor“ (z anglického výrazu pre znázornenie -
”
symbolization“). V rámci
neho sa źıskané údaje prepisujú do podoby symbolov vo vlastnej abecede,
aby sa s nimi dalo v ďaľśıch krokoch lepšie pracovať. Poslednou fázou je
ukladanie symbolov do blokov výstupného delta súboru, z ktorých sa dajú
neskôr obnovǐt pôvodné znaky. Deje sa tak v module kódovača.
Pokiǎl ide o dekompresiu, situácia je o niečo jednoduchšia. Keďže nie
je potrebné zisťovať žiadne zhody a pri obnove pôvodných znakov nie je
zložité narábať priamo so symbolmi, túto funkciu zabezpečuje jediný ob-
jekt. Vstupom je pôvodný porovnávaćı súbor a delta súbor. Dekódovač č́ıta
delta súbor po blokoch a z nich určuje symboly na spracovanie. Poďla cha-
rakteru symbolov posiela na výstup buď priamo nač́ıtaný blok znakov alebo
vykonáva koṕırovaciu inštrukciu nasmerovanú do delta súboru respekt́ıve
do porovnávacieho súboru, ktorou požadované znaky źıskava. Všetky zna-
ky nakoniec zapisuje do výstupného súboru. Výsledok vedie k pôvodnému
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porovnávaciemu súboru po aplikácíı zmien zaznamenaných v delta súbore.
Celková schéma nie je komplikovaná, ale pri návrhu konkrétnych me-
chanizmov je nutné urobǐt niekǒlko rozhodnut́ı s významným dopadom na
celé riešenie a vysporiadať sa s výnimočnými situáciami, ktoré môžu nastať.
Týmto problémom je venovaný podrobneǰśı rozbor zvlášť pre každú súčasť
programu.
Pred ńım je vhodné upozornǐt na fakt, že prevažná väčšina tried a metód,
ktorými sa text zaoberá, je šablónovaná a očakáva sa pre ne určenie dvoch
dátových typov - elem t a size t . Prvý udáva typ prvkov, ktoré sa ro-
zoznávajú pri nač́ıtavańı údajov, ukladańı do vyrovnávaćıch pamät́ı či po-
rovnávańı. Druhý typ slúži na zadávanie vělkost́ı, napŕıklad d́lžky slovńıka
a rôznych vnútorných štruktúr. V hotovom programe sú nimi typ char a
unsigned int.
Bohužiǎl sa pri implementácíı nedalo vyhnúť menš́ım častiam priamo
závislým na konkrétnych typoch. Navrhnutý binárny formát výstupných
súborov si vyžaduje č́ıtanie a zapisovanie dát po jednotlivých bytoch, čo
môže vyvolať problémy pri typoch prvkov inej vělkosti. V rámci formátu
je tiež potrebné stanovǐt hranice blokov - poč́ıta sa v nich s maximálne
štvorbytovými hodnotami. Je zodpovednosťou programátora, aby pri pre-
vzat́ı šablón vykonal patričné úpravy, ak je to nutné.
2.1 Minimálna hlada
Na postavenie sufixového pǒla pre reťazec zo slovńıku je nevyhnutné poznať
lexikografické usporiadanie všetkých jeho podreťazcov. Základný pŕıstup ako
ho určǐt spoč́ıva v aplikácíı niektorého efekt́ıvneho triediaceho algoritmu. Vo
výslednej knižnici padla vǒlba na vlastnú jednoduchú implementáciu trie-
denia prostredńıctvom haldy. Bola uprednostnená kvôli tomu, že sa dobre
popisuje v rámci objektového modelu a ľahko sa jej porozumie. Tým pádom
bolo možné zamerať pozornosť na rozpracovanie zauj́ımaveǰśıch čast́ı algo-
ritmu. Zanechalo to však negat́ıvne následky na dosiahnutom výkone.
Intuit́ıvne sa dá halda predstavǐt ako binárny strom vystavaný z indexov
ukazujúcich do pǒla znakov - reťazca. Každý taký ukazovatěl definuje jediný
podreťazec, ktorý sa zač́ına na ńım danej poźıcíı v reťazci. Napŕıklad, v
reťazci S zloženom so znakov [0..n] k indexu 0 ≤ i ≤ n patŕı podreťazec zna-
kov [i..n]. V minimálnej halde sú ukazovatele zoskupené tak, aby dodržiavali
haldovú vlastnosť, čo v tomto pŕıpade znamená: nech je index y uložený v
potomkovi uzlu s indexom x, potom podreťazec definovaný indexom x je v
10
zmysle lexikografického porovnania (tak sú zoradené napŕıklad prekladové
slovńıky) menš́ı alebo rovný ako podreťazec definovaný indexom y. Z toho
zákonite vyplýva, že index v koreni haldy sa vždy odkazuje na lexikografic-
ky najmenš́ı podreťazec v celom reťazci. Prinćıp názorne vysveťluje Obrázok
2.3.
Obrázok 2.3: Prinćıp minimálnej haldy na triedenie podreťazcov
Vidieť na ňom časť reťazca označeného bielou farbou a časť nad ńım zo-
stavenej stromovej štruktúry haldy s prvkami v modrej farbe a minimálnym
prvkom zvýrazneným zelenou farbou. V poli sú naznačené prvé štyri zna-
ky a pod nimi č́ısla reprezentujúce indexy. Rovnaké č́ısla sa nachádzajú v
prvkoch stromu a š́ıpkami ukazujú na prvé znaky podreťazcov, ktoré k nim
patria. Možno si všimnúť aj tvar haldy, vždy je naplnená v smere zhora dole
a žlava doprava.











abac“ s indexom 0 je z nich najmenš́ı, takže śıdli na vrchole
a sṕlňa tak haldovú vlastnosť. Rovnako indexy 2 a 3 v potomkoch vrcholu
sú umiestnené správne - podreťazec
”
ac“ je menš́ı ako jeho jediný potomok,
podreťazec
”




Halda je riešená v module delheap a triede suffix min heap obsa-
hujúcej najmä pole na ukladanie indexov. Pri prechádzańı pǒla sa v sku-
točnosti algoritmus pohybuje ako v strome, využ́ıva fakt, že vďaka danému
tvaru haldy sa zo známeho indexu rodiča i odkáže na ľavého potomka in-
dexom 2 * i a na pravého potomka indexom 2 * i + 1. Preťažená metóda
build zabezpečuje alokáciu pamäte využ́ıvanej pre fungovanie haldy a po
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konkretizovańı parametrov aj vybudovanie haldy z prvkov udaného pǒla,
respekt́ıve z jeho udanej časti.
Najprv sa za radom nač́ıtavajú všetky indexy z vrchu do pomyselného
stromu. V ňom sa rekurźıvne testuje či štruktúra sṕlňa haldovú vlastnosť,
teda žiadané usporiadanie podreťazcov zastúpených indexmi. Ak nie, proble-
matické prvky sa navzájom vymieňajú a overuje sa, či sa ťažkosti nepreniesli
do inej časti štruktúry. Za túto operáciu je zodpovedná metóda heapify a
výsledkom po jej skončeńı je zotriedená halda. Proces triedenia spŕıstupňuje
funkcia extract min. Odoberá z koreňu haldy najmenš́ı prvok, na jeho mies-
to dosadzuje posledný prvok stromu a pŕıpadné narušenie, ktoré mohla zme-
na spôsobǐt ošetruje volańım metódy heapify.
Azda tou najpodstatneǰsou v celej triede je implementácia metódy pre le-
xikografické porovnanie dvoch reťazcov - lex cmp. Experimenty naznačujú,
že práve toto porovnanie zaberá zďaleka najviac času z behu algoritmu a
vybraná metóda dramaticky ovplyvňuje ako dlho bude použ́ıvatěl čakať
na výsledok. Zo źıskaných zisteńı najlepšie vychádza funkcia strcmp zo
štandardnej knižnice jazyka C, o zlomok predstihla primit́ıvny while cyk-
lus prechádzajúci cez súhlasné znaky pǒla. Ověla pomaľsie sa javili funkcie
zo štandardnej knižnice STL - lexicographical compare ako aj porovna-
nie podreťazcov uložených v triede string zaostali o niekǒlkonásobok. Táto
téma je rozpracovaná aj v zhodnoteńı výsledkov.
2.2 Sufixové pole
Ako už bolo naznačené v úvode, sufixové pole sa hod́ı na źıskanie tých pod-
reťazcov nachádzajúcich sa v slovńıku, ktoré majú spoločnú predponu. Pres-
neǰsie, pre zvolený podreťazec sa požaduje nájdenie iného podreťazca, ak
taký existuje, aby bola zhodná predpona čo najdlhšia. Pre tento účel sa
použ́ıvajú dve polia, jednak samotné sufixové pole I a po druhé lexikogra-
ficky utriedené pole J.
Pole I vydáva index určujúci podreťazec na ľubovolnom mieste v lexiko-
grafickom porad́ı. Nech I [i] = j, potom podreťazec zač́ınajúci sa na poźıcíı j je
i-tym podreťazcom v lexikografickom usporiadańı. Pole J vykonáva opačný
prevod, čiže ak J[j] = i, i-te miesto v porad́ı obsadil podreťazec zač́ınajúci
sa na poźıcíı j. Pole J je vlastne inverznou funkciou pǒla I, to znamená, že
plat́ı vzťah J[I [i]] = i pre všetky i. Aj keď sa jedná o vělmi prostú koncep-
ciu, jej prinćıp nemuśı byť okamžite zrejmý, preto je opäť pripravené grafické
zobrazenie súvislost́ı na Obrázku 2.4.
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Obrázok 2.4: Prinćıp sufixového pǒla
Na ľavej strane obrázku je pole štyroch znakov z predošlého pŕıkladu s
haldou, na pravej strane sú lexikograficky zoradené všetky jeho podreťazce
a vyṕısané indexy informujúce o ich porad́ı (celkom vpravo). Pŕıstup do
sufixového pǒla možno vńımať ako š́ıpku vedúcu z pravej strany na ľavú -
zadáva sa doň poradie a źıskava sa z neho poźıcia podreťazca, ktorý toto
poradie zaujal. Lexikograficky zotriedené pole potom zastáva úlohu š́ıpky v
opačnom smere, treba sa naň obrátǐt, keď je vybraná poźıcia pre podreťazec
a má sa z nej určǐt jeho lexikografické poradie. Práve kombinácia týchto
dvoch poĺı poskytuje všetky predpoklady na urýchlenie vyȟladávania zhôd
medzi podreťazcami.
Implementácia vyȟladávania pomocou sufixových poĺı je umiestnená v
knižnici delarray, trieda sa nazýva suffix array. Podobne ako v pŕıpade
haldy ponúka možnosť funkciou build alokovať prázdne polia a vyplnǐt ich
obsahom neskôr alebo rovno vytvorǐt polia s pŕıslušným zoradeńım poďla
vstupných prvkov.
Prebieha to tým spôsobom, že najprv sa do budúceho lexikograficky
usporiadaného pǒla vpisujú indexy podreťazcov jednoducho tak ako nasle-
dujú za sebou. Potom pole prevezme halda a vráti ho zotriedené od naj-
menš́ıch podreťazcov po najväčšie. Uvedené poradie sa postupne ukladá a na
zodpovedajúce indexy v sufixovom poli sa zaznamenáva poźıcia aktuálneho
podreťazca. Po zhotoveńı oboch poĺı je všetko pripravené na vyȟladávanie.
Funkcia longest match očakáva mimo vytýčenia platných prvkov pǒla
(prvkov medzi ktorými sa bude vyȟladávať) ako parameter aj index q -
poźıciu podreťazca ku ktorému sa ȟladá zhoda. Pomocou lexikograficky
usporiadaného pǒla sa zist́ı jeho poradie, ktoré slúži ako index do sufixového
pǒla. V ňom sú všetky podreťazce s rovnakou predponou zoskupené v okoĺı
určeného podreťazca, následkom čoho postačuje preskúmať toto okolie.
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Najprv sa preberajú predchodcovia, źıska sa d́lžka spoločnej predpony
prvého z nich a následne každého ďaľsieho, až kým sa nenaraźı na kratšiu
spoločnú predponu alebo začiatok sufixového pǒla. Podobne sa spracujú
následńıci. Do výsledku sa zaznač́ı d́lžka najdlhšej dosiahnutej predpony a
offset smerujúci na poźıciu podreťazca, u ktorého sa objavila. Ak je takých
kandidátov viac, vyberá sa ten s najmenš́ım offsetom - vzdialenosťou od
poźıcie zadaného reťazca.
Týmto postupom by sa mala dať identifikovať najdlhšia zhoda v prieme-
re v kratšom čase ako porovnávańım vybraného podreťazca s každým iným
podreťazcom v poli, keďže neskúmame tie mimo okolia. Situácia sa dá prirov-
nať k ȟladaniu určitého výrazu v slovńıku oproti ȟladaniu v nezotriedenom
zozname slov. Čo to znamená pre situáciu z Obrázku 2.4?





abac“, predošlým podreťazcom v lexikografickom usporiadańı. Zist́ım
sa zhoda v prvom znaku a spolu s offsetom sa zaznač́ı. Iný predchodca už
neexistuje, ȟladanie sa teda presunie na následńıkov. S podreťazcom
”
bac“
nenastáva zhoda v prvom znaku, preto sa porovnávanie ukonč́ı. Výsledkom
je spätný odkaz s d́lžkou 1 a offsetom 2, keďže v pôvodnom poli je podreťazec
”
abac“ vzdialený dve poźıcie od podreťazca
”
ac“. Namiesto troch porovnańı
pre pŕıpad nezotriedených podreťazcov vystačili dve. Pri vělkých dátach sú
prirodzene rozdiely omnoho výrazneǰsie.
Funkcia longest match je preťažená a zároveň s indexom na začiatok a
za koniec sufixového pǒla sa povǒluje ako parameter zadať tiež index, pod
ktorý sa muśı zmestǐt posledný znak nájdenej zhody ako indikátor konca
slovńıku. Úprava má svoj pôvod v nepŕıjemnej chybe, keď rozdelenie na
slovńık z pôvodného súboru a výȟlad z upraveného súboru v ďaľsom module
nebolo spočiatku korektne premietnuté do metód sufixového pǒla. Oprava
trvala niekǒlko hod́ın a výsledkom je druhá podoba metódy, tentoraz už
rozdělujúca preȟladávaný priestor.
2.3 Slovńık
Na úvod je vhodné upozornǐt, že v zdrojových kódoch, komentároch ako
aj v tomto texte je v rámci jednoduchosti tam, kde by nemali hrozǐt ne-
dorozumenia, použ́ıvané súhrnné pomenovanie slovńık pre celú triedu obsa-
hujúcu všetky tu popisované súčasti. Rozlǐsované sú predovšetkým za účelom
presného vysvetlenia ich významu a v tých miestach algoritmu, kde sa s nimi
narába oddelene.
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Identifikácia a nahrádzanie súhlasných podreťazcov nájdených v slovńıku
je známa kompresná metóda tvoriaca základ rôznych osvedčených algorit-
mov. Slovńık je dátová štruktúra ktorá sa počas kompresie udržuje a ak-
tualizuje spolu so zmenou poźıcie v súbore. Nachádza sa v ňom reťazec N
predchádzajúcich znakov zo súboru až do aktuálnej poźıcie. Č́ıslo N repre-
zentuje vělkosť slovńıku. Samotná poźıcia v súbore sa dá brať ako index
ukazujúci na reťazec od aktuálneho znaku až po koniec súboru. V uvedenej
konfigurácíı sa pátra po spoločnej predpone oboch reťazcov. Šetrenie miesta
v komprimovanom súbore sa dosahuje zakódovańım každej dostatočne dlhej
zopakovanej postupnost́ı znakov menš́ım záznamom o tom, kde a aká dlhá
zhoda sa objavila. Pri obnovovańı pôvodného súboru sa každý opakovaný
výskyt poďla uložených inštrukcíı jednoducho prekoṕıruje.
Samozrejme pri rozpoznávańı čo najdlhšej zhody naivným spôsobom
hroźı zd́lhavé porovnávanie aktuálneho reťazca so všetkými podreťazcami
v slovńıku. Ide o nepŕıjemnosť ktorá sa za desaťročia existencie metódy
stala terčom mnohých snáh ako sa niektorým porovnaniam vyhnúť a ako
porovnávanie celkovo zefekt́ıvnǐt, či už ušetreńım času alebo pamäte. Vyvi-
nuli sa kvalitné techniky, na ktoré sa aj dnes spoliehajú masovo rozš́ırené
nástroje na kompresiu. Za všetky uveďme algoritmus DEFLATE integrovaný
v ob̌lúbených programoch zip a gzip.
Po konštrukcíı sufixového pǒla je pôda pripravená na pomerne rýchle
nachádzanie zhôd medzi podreťazcami. Problém je v tom, že vybudovanie
sufixového pǒla je časovo náročné vzȟladom na potrebu zotriedenia prv-
kov. Pole sa muśı prebudovať pri každom posunut́ı slovńıku, čiže spôsob
umiestňovania a posúvania slovńıkového okna stoj́ı za zváženie. Postup im-
plementovaný v programe je inšpirovaný prácou Sadakaneho a Imaia [6],
ktoŕı študovali a merali výkon rôznych vylepšeńı LZ77, medzi nimi aj úpravy
s integrovaným sufixovým pǒlom. Ideou je zavedenie ďaľsej štruktúry, a śıce
výȟladu.
V zásade sa jedná o pred́lženie okna slovńıku o zlomok či násobok jeho
d́lžky. Na začiatku výȟladu sa nachádza znak zo súboru na prvej poźıcíı za
slovńıkom, za ńım nasledujú ďaľsie, až po koniec okna alebo č́ıtaného súboru.
Znaky sa spracovávajú ako keby boli v súbore, ale okno sa neposúva. Pre-
miestňuje sa len slovńık v rámci okna - sprava doňho pribúdajú znaky z
výȟladu. Deje sa tak až do vyčerpania obsahu výȟladu. V tom momen-
te sa celé pred́lžené okno posunie o d́lžku výȟladu. Tým pádom sa zńıži
počet posunut́ı, po ktorých treba obnovǐt sufixové pole a zvýši sa počet
podreťazcov, ktoré porovnávame v jednom poli, č́ım lepšie vynikne výhoda
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účinného ȟladania.
Riešenie s výȟladom sa pravdaže nedá priamočiaro aplikovať na problém
delta kompresie. Zdroj ťažkost́ı vyplýva zo skutočnosti, že okno je potrebné
plnǐt prvkami z dvoch rôznych súborov. Pri prostom posúvańı vo vnútri okna
sa do slovńıku dostávajú znaky z výȟladu. Ak bol slovńık nač́ıtaný z iného
súboru ako výȟlad, znaky nebudú súhlasǐt s pokračovańım slovńıkového
súboru. V záujme preȟladného východiska z tejto situácie sa vždy udržiava
samostatné okno pre pôvodný súbor a samostatné okno pre upravený súbor.
V okne pre pôvodný súbor sú slovńık a výȟlad vytýčené ako dve statické
oblasti, ktoré sa nemôžu preĺınať, č́ım sa zabráni problémom s nesúhlasnými
znakmi. Slovńık v okne pre upravený súbor sa normálne posúva za každým
spracovaným znakom z výȟladu.
Ďaľsou ǩlúčovou dilemou je zadefinovať, kde sa vzȟladom k poźıcíı v
upravenom súbore má nachádzať okno v pôvodnom súbore a čo všetko má
obsahovať. Pri vývoji sa postupne odskúšalo niekǒlko rozmanitých koncepcíı
sústredených na predchádzajúce prvky a všemožné posuny. Až po čase sa
objavila myšlienka, že úpravy zahŕňajú ako pridávanie nových dát, tak aj
mazanie dát starých a stálo by za to vš́ımať si taktiež nasledujúce prvky
pôvodného súboru a zahrnúť do slovńıku eventuálne zhody v tejto oblasti.
Vo výsledku bolo navrhnuté okno pre pôvodný súbor, ktoré obsahuje
určitý počet predchádzajúcich prvkov tohto súboru (slovńık minulých zna-
kov), rovnaký počet nasledujúcich prvkov tohto súboru (slovńık budúcich
znakov) a výȟlad prevzatý z pôvodného súboru. Okno upraveného súboru
vyzerá ako keby upravený súbor neexistoval (slovńık minulých znakov a za
ńım výȟlad). Táto schéma už bola uspokojivá z ȟladiska dosiahnutého kom-
presného pomerom. Pri bližšom objasneńı pomôže Obrázok 2.5.
Obrázok 2.5: Podoba a rozmiestnenie slovńıkov a výȟladu
Horné pole patŕı pôvodnému súboru, dolné spracovávanému upravenému
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súboru. Š́ıpka ukazuje na aktuálnu poźıciu, až na okrajové pŕıpady rovnakú
pre oba súbory. V takomto rozostaveńı okno pre pôvodný súbor zahŕňa dva
slovńıky, obidva s pozad́ım v zelenej farbe a k nim sprava pripojený výȟlad
z prvkov upraveného slovńıku s pozad́ım v oranžovej farbe. Čo sa týka okna
v upravenom súbore, zač́ına sa modro zafarbeným slovńıkom doplneným
oranžovom zafarbeným výȟladom. Výȟlad v jednom aj druhom okne je teda
ten istý, podobne ako poźıcia.
Keď sa minú nač́ıtané znaky, poźıcia v súboroch sa posunie o d́lžku
výȟladu. Popri intuit́ıvnom postupe presúvania sa ešte zvažovalo dočasné
vyčkávanie so zmenou poźıcie v pôvodnom súbore po dlhej zmene. Tým sa
mal vystihnúť stav, pri ktorom bolo do pôvodného súboru vložené menšie
množstvo dát. Ak by sa pozdržalo posunutie poźıcie kým sa tieto dáta pre-
konajú, dalo by sa plynulo nadviazať na prerušenú zhodu, navyše by sa
ušetrila zbytočná rekonštrukcia sufixového pǒla z pôvodného súboru. Lenže
zmysluplnosť tohto nápadu, predovšetkým dopad na kompresný pomer v
nesúvisiacich súboroch, by sa musela overovať zložitým experimentovańım.
Preto zostalo len pri základnom posune.
Počas pohybu v súboroch môže nastať niekǒlko hraničných pŕıpadov.
Pri vysporiadavańı sa s nimi si zväčša stač́ı uvedomǐt, že upravený súbor je
ten, pre ktorý sa konštruuje delta súbor a dbať na to, aby bol v ľubovolnej
poźıcíı výstup v tomto zmysle korektný. Hneď na prvé úskalie sa naraźı
na počiatočnej poźıcíı. Nie sú k dispoźıcíı žiadne znaky, ktorými by sa dali
naplnǐt slovńıky smerované do minulých dát. Pravidlo je jednoduché: ak
nie je dostatok znakov na vyplnenie niektorého zo slovńıkov, jeho obsah sa
zahod́ı a celý preṕı̌se nulovými znakmi. Na nultej poźıcíı v súbore sa teda
priprav́ı jedine slovńık pre znaky nasledujúce v pôvodnom súbore (pravý
zelený slovńık), zvyšné slovńıky sa ponechajú prázdne.
Na druhej strane hroźı, že pri nač́ıtavańı prvkov do okna sa objav́ı koniec
niektorého súboru. Znovu sa budeme riadǐt jasnou poučkou: v ďaľsej činnosti
sa pokračuje len ak sa podarilo nač́ıtať do výȟladu aspoň jeden znak zo zme-
neného súboru. Pre pôvodný súbor plat́ı dodatok: ak zo súčasnej poźıcie nie
je program schopný naplnǐt aspoň jeden slovńık, ďalej sa už nepokúša vkla-
dať do okna výȟlad, považuje pôvodný súbor uzavretý a ďalej ho neposúva.
Po vyčerpávajúcom zoznámeńı s navrhnutou modifikáciou slovńıkovej
metódy bude predstavený zastrešujúci súbor deldict a všetky techniky
vyȟladávania dostupné v triede delta dictionary. V prvom rade je ne-
vyhnutné naviazať okná na dva porovnávané súbory metódou assoc files.
Rovnako je nutné vyhradenie pamäte, nastavenie okien na východziu poźıciu
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a zostavenie sufixových poĺı, čo má na starosti funkcia set dict. Tým sa
ukonč́ı pŕıprava nástrojov na vyȟladávanie. V tej chv́ıli stač́ı už iba zadať
poźıciu podreťazca z výȟladu, pre ktorý sa požaduje nájdenie náhrady a
vybrať si, ktorý z troch postupov sa použije.
Prvým je dictionary search, základné ȟladanie v rámci slovńıku. Dĺžka
spoločnej predpony je v ňom limitovaná pravým okrajom slovńıku (pôvodný
súbor) respekt́ıve pravým okrajom okna (upravený súbor). Uvažujúc o si-
tuácíı na Obrázku 2.5: vyberie sa prvý podreťazec z výȟladu,
”
ad“, a zist́ı sa,
či má s nejakým podreťazcom zo slovńıku spoločnú predponu. Slovńık z upra-
veného súboru dáva najlepšiu zhodu d́lžky 1 a offsetu 2 (podreťazec
”
acad“),
slovńık z pôvodného súboru vráti výskyt s rovnakým offsetom (výȟlad sa k
slovńıku pripája sprava) a d́lžkou 2 (podreťazec
”
ad“). Podobne ako pri po-
rovnávańı v sufixovom poli sa dá prednosť čo najdlhšiemu a najbližšiemu
výsledku. Keby sa žiadna rovnaká predpona nenašla, znamenalo by to, že
podreťazec na súčasnej poźıcíı sa nedá nič́ım nahradǐt. Jeho prvý znak by
sa ponechal tak ako je a vyskúšal by sa podreťazec zač́ınajúci jeho druhým
znakom. V predvedenej demonštrácíı sa ale môže podreťazec
”
ad“ preṕısať
inštrukciou na skoṕırovanie dvoch znakov vzdialených dve poźıcie smerom
vzad. Čiže dva znaky sa preskočia aj vo výȟlade. Tým sa dosiahne jeho
koniec.
Pre predstavu, nech upravený súbor vznikol z pôvodného vymazańım
prvých dvoch znakov a oba sú dlhšie ako viditělná časť. To znamená, že
pôvodný súbor pokračuje za slovńıkom rovnakými znakmi ako upravený
súbor za výȟladom a źıskaná spoločná predpona sa dá rozš́ırǐt. Základné
ȟladanie však o tom neinformuje, keďže ostatné znaky presahujú slovńık.
Na pred́lženie zhody slúži extended search, rozš́ırený variant ȟladania. Ak
sa počas overovania d́lžky spoločnej predpony naraźı na koniec slovńıku
(pôvodný súbor), pŕıpadne okna (upravený súbor), namiesto toho, aby sa
ȟladanie zastavilo, nač́ıta sa ďaľsia časť súboru a skúsia sa porovnať zna-
ky na začiatku. Celý proces sa opakuje až kým sa neobjav́ı rozdiel, po-
tom sa vrátia súbory do pôvodného stavu. Niektoré pred́lženia budú sa-
mozrejme neúspešné, nejde však o privělmi náročnú operáciu a najmä v
podobných súboroch časté pred́lženia ušetria množstvo prostriedkov na zby-
točné základné ȟladanie v pred́lžeńı zhody. Preto sa extended search vy-
plat́ı použ́ıvať, čo sa ukázalo aj vo výsledkoch testov v tretej kapitole.
Posledným stupňom je takzvané lenivé ȟladanie alebo lazy search. Po-
stupuje presne tak isto ako rozš́ırené ȟladanie, no ak zist́ı rovnakú predpo-
nu, nepošle ju ihneď na výstup, ale ju ulož́ı do interných štruktúr. Pri novej
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požiadavke na nájdenie náhrady porovná výsledok s uloženou zhodou. Ak
je nová zhoda dlhšia, stará sa skráti na prvý znak predošlého podreťazca. V
opačnej situácíı sa nový výskyt ignoruje a za nájdený je prehlásený ten starý.
Po rozhodnut́ı nastav́ı funkcia poźıcie v oboch súboroch tak, aby zodpove-
dali výstupu. Inak povedané, lenivé ȟladanie zabráni tomu, aby sa prijat́ım
kratšej zhody prǐslo o dlhšiu zhodu hneď za ňou.
Po dosiahnut́ı pravého okraja výȟladu čaká na okná presunutie o d́lžku
výȟladu a rekonštrukcia ich poĺı. To implementuje metóda shift dict. Odo-
hrali sa rôzne pokusy o čo najlepšiu optimalizáciu tejto funkcie, keďže bola
podozrivá zo spomǎlovania behu programu. Keď to posun umožňuje, využije
sa čo najviac dát z minulej podoby štruktúry a minimalizuje sa počet dis-
kových operácíı. Ukázalo sa však, že napŕıklad č́ıtanie väčšieho množstva dát
z binárneho súboru metódou read spotrebováva len nepatrný čas oproti stav-
be sufixového pǒla, dokonca aj v nevělkých slovńıkoch. To zmarilo akékǒlvek
snahy o iné vylepšenia rovnakého charakteru, čo sa prejavilo na vělmi pria-
močiarom návrhu kódovača a dekódovača. Klasické posúvanie doṕlňa ešte
metóda pre lenivé posúvanie, lazy shift, ktorá ošetruje poźıciu v súboroch
pri vracańı sa k predchádzajúcim zhodám.
2.4 Prevodńık
Výsledok požiadavky na nájdenie prechádzajúceho výskytu podreťazca v
slovńıku môže byť dvojaký. Buď sa žiadny výskyt nenájde a slovńık oznámi
znak čo sa má zaznamenať nezmenený alebo výskyt nastane a slovńık zo-
stav́ı koṕırovaciu inštrukciu. Pre slovńık s lenivým vyȟladávańım sa na-
vyše povǒluje oznámenie, že čaká na výsledok ďaľsej požiadavky. Tieto in-
formácie treba spracovať a vhodne ich reprezentovať za účelom uloženia v
delta súbore. Obyčajný znak z binárneho súboru môže mať akúkǒlvek hod-
notu a inštrukcie sa majú zaṕısať tak, aby sa dali rozumne odĺı̌sǐt. Predpo-
klady na úspešné zvládnutie spomenutých problémov poskytuje prevodńık
zastupujúci úlohu prostredńıka medzi slovńıkom a kódovačom.
V knižnici delsymbol je nadefinovaná vlastná malá abeceda so štyrmi
druhmi symbolov. Sú v nej prvky (znaky), ktoré sa nebudú nahrádzať (typ
literal) a ich udaná hodnota, ďalej koṕırovacie inštrukcie (typ match) s
d́lžkou, offsetom a pŕıznakom či sa má koṕırovať z pôvodného alebo upra-
veného súboru. Predposledný je zvláštny symbol indikujúci, že výsledok le-
nivého ȟladania nie je úplne doriešený (typ pending) a zostáva neplatný
symbol (typ invalid) pre osobitné situácie ako je vyvolanie výnimky alebo
19
dosiahnutie konca súboru, kedy sa nedá uplatnǐt žiadny z ostatných symbo-
lov. Prevodńık źıskava dáta zo slovńıku, poďla ich charakteru vytvoŕı symbol
pŕıslušného typu a dá ho k dispoźıcíı kódovaču.
Popri tom prevodńık ešte riadi a vytvára rozhranie pre vyȟladávanie v
slovńıku. Na podnet kódovača dáva pokyn na nač́ıtanie súborov a inicia-
lizáciu poĺı. Vždy keď je potrebné zakódovať symbol, požiada o ȟladanie
v slovńıku. Obdržané výsledky premieta do aktuálnej poźıcie, č́ım vlast-
ne vykonáva pohyb v slovńıku. Tiež iniciuje posunutie slovńıku vo chv́ıli
vyčerpania všetkých znakov. Disponuje priestorom určeným na uschovanie
nedoriešených zhôd pochádzajúcich z lenivého vyȟladávania. Pre každý typ
ȟladania v slovńıku má definovanú samostatnú riadiacu funkciu, jednotnou
metódou element to symbol sa dá pohodlne pristupovať ku každej z nich
zvoleńım parametru mode.
2.5 Kódovač
Posledný krok kompresie sa sústred́ı na vytvorenie samotného delta súboru.
Jeho výsledná vělkosť priamo záviśı na forme zvolenej pre ukladanie dát.
Dôležitý je výber prostriedkov, ktorými sa dosiahne rozĺı̌senie rôznych dru-
hov symbolov. Do úvahy prichádza povedzme účinné kódovanie spojené s
úspornou defińıciou abecedy symbolov. Na prinćıpe tohto typu stavia s
úspechom už spomı́naný DEFLATE. Súčasťou projektu bol taktiež menš́ı
prieskum týkajúci sa aritmetického kódovania, bohužiǎl primit́ıvne modely
neprimerane brzdili chod algoritmu a náročneǰsie z nich sa nepodarilo riad-
ne naimplementovať. Objektový model riešenia je však pripravený na even-
tuálne zakomponovanie pokročileǰsieho kódovania bez zbytočných prekážok.
Každopádne, v súčasnej implementácíı sa uplatnil blokový formát súboru
v module delblock. Bloky majú premenlivú d́lžku a v každom z nich smie
byť uložený iba jeden typ symbolu. V skutočnosti stač́ı uchovávať dva z
typov, prvky a koṕırovacie inštrukcie. Typy sa spoznávajú poďla prvého
bytu hlavičky, ktorou každý blok zač́ına. Prvý byte taktiež určuje v kǒlkých
nasledujúcich bytoch sa ešte hlavička nachádza. Aj hlavičky totiž môžu mať
rozdielnu vělkosť.
Presneǰsie, v bloku obsadenom prvkami má hlavička okrem prvého bytu
povolený ďaľśı 1 až 4 byty na uschovanie informácie kǒlko pôvodných prvkov
je vlastne za hlavičkou uložených. Na ukladaný údaj sa samozrejme použije
len tǒlko bytov, kǒlko je nevyhnutne potrebných, preto premenlivá d́lžka.
Ak je na vstupe väčš́ı počet prvkov ako č́ıslo, ktoré sa zmest́ı do 4 bytov,
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očakáva sa, že zvyšné prvky sa uložia v novom bloku s čistou hlavičkou.
Čo sa týka predchádzajúcich výskytov reťazcov, v hlavičke tohto bloku je
uložená priamo koṕırovacia inštrukcia. Údaje o d́lžke a offsete môžu zaberať
od 1 bytu do maximálne 4 bytov každý. Na odĺı̌senie pŕıznaku z ktorého
súboru inštrukcia pochádza sa využije zvyšné vǒlné miesto v prvom byte
hlavičky. Tým pádom, aby sa oplatilo uložǐt krátku koṕırovaciu inštrukciu,
muśı mať d́lžku aspoň 3 byty (hlavička + d́lžka + offset), kratšie inštrukcie
sa zahadzujú. Hlavičky sa binárne č́ıtajú a zapisujú po jednotlivých bytoch.
Ukážku štruktúry bloku vidieť na obrázku 2.6.
Obrázok 2.6: Štruktúra bloku pre inštrukciu a pre prvky
Prvý byte hlavičky sa spozná poďla zelenej farby. V prvom pŕıpade ide o
blok s koṕırovacou inštrukciou namierenou do pôvodného súboru s hodnotou
d́lžky do 1 bytu a hodnotou offsetu do 2 bytov. V zostávajúcich modrých
bunkách hlavičky nasledujú uložené dáta, po započ́ıtańı bitových posunov
odhaĺıme zhodu d́lžky 32 s offsetom 4096. Dolný blok obsahuje prvky v
počte, na ktorého záznam sa spotrebovali 2 byty. Z modrej časti hlavičky sa
dozvedáme, že posledný platný index pri poč́ıtańı od nuly je 264. Ukážkové
hodnoty celkom nezodpovedajú realite. Je to spôsobené tým, že štandardné
funkcie na č́ıtanie a zapisovanie do binárnych súborov pracujú so znamien-
kovými znakmi a aby sa zabránilo deformáciám pri nežiadúcom pretypovańı
zo šablón, hodnoty hlavičky sa pred zaṕısańım centrujú. Špeciálne prázdne
typy bloku sú vyhradené pre nedoriešené bloky v pŕıpade pretečenia pri
dekódovańı (viz. nasledujúca podkapitola) a pre neplatné symboly.
Pred začat́ım kompresie dát zo súboru sa zaṕı̌se na výstup inicializačný
blok s d́lžkou slovńıku. Pri dekompresíı sa tento údaj využije na prepoč́ıtanie
offsetov z pôvodného súboru voči poźıcíı aktuálneho súboru. Kódovanie fun-
guje tým spôsobom, že sa prostredńıctvom prevodńıka prij́ımajú symboly
konvertované zo znakov a inštrukcíı vyprodukovaných slovńıkom. Rozdělujú
sa na nedoriešený symbol, symbol prvku a symbol koṕırovacej inštrukcie a
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každý sa ošetruje zvlášť.
Keď je na vstupe nedoriešený symbol, nerob́ı sa nič, okrem toho že sa
vyžiada ďaľśı symbol, aby sa mohlo pokračovať. Symbolu prvku sa ujme
funkcia literal to block, na začiatku pripravovaného bloku sa vyhrad́ı
maximálne miesto aké môže hlavička zaberať a za ńım sa blok plńı prvkami
až kým sa nevyčerpá kapacita bloku alebo sa na vstupe neobjav́ı iný typ
symbolu. Vtedy sa metóda vráti do hlavičky a za účasti bitových posunov v
nej uvedie typ a konečnú reálnu vělkosť bloku. Posledný nezaṕısaný symbol
prenechá na ďaľsie spracovanie. Konečne z prijatej koṕırovacej inštrukcie
metóda match to block dešifruje presný typ bloku, ktorý použije a d́lžku
jeho hlavičky. Potom do nej zaṕı̌se vstupné hodnoty. Nač́ıta nový symbol
a odovzdá ho kódovaču. Prevodńık po vymı́ňańı všetkých znakov odošle
kódovaču neplatný symbol ako indikátor konca súboru (či chyby).
2.6 Dekódovač
K dotvoreniu funkčného návrhu na riešene problému delta kompresie chýba
posledný, ale mimoriadne dôležitý prvok a to trieda, ktorá bude schopná
aplikovať zmeny poṕısané v delta súbore na pôvodný porovnávaćı súbor a
obnovǐt upravený súbor, z ktorého boli rozdiely generované, v nezmenenej
podobe. Služby s tým súvisiace sú implementované v súbore deldecoder.
Činnosti vykonávané pri dekompresíı pripomı́najú povinnosti vykonávané v
kompresíı kódovačom. Z delta súboru sa nač́ıtajú úvodné inicializačné byty.
Hodnota uschovaných offsetov z pôvodného súboru je totiž závislá na d́lžke
slovńıka, ktorý našiel pŕıslušné inštrukcie a bez nej by nebolo možné správne
prepoč́ıtať dotknuté indexy. Ďalej sa zač́ına každý krok rovnako, preskúma
sa prvý byte hlavičky, č́ım výjde na javo celková d́lžka hlavičky a to, či za
ňou nasledujú prvky alebo treba vykonať koṕırovaciu inštrukciu.
Obnovenie prvkov metódou literal block to elements je úplne tri-
viálne. Poďla hlavičky sa vytýči hranica kam siahajú prvky a pripravia sa
na výstup. Nakoniec sa dá pokyn na nač́ıtanie typu ďaľsieho bloku. Vykona-
nie koṕırovacej inštrukcie tiež nie je zvlášť zložité, ale č́ıha v ňom niekǒlko
nebezpečenstiev. Po prvé si treba premyslieť ako správne vypoč́ıtať indexy
a nastavǐt poźıciu (predovšetkým v pôvodnom súbore), z ktorej sa majú
koṕırovať prvky. Po druhé, pŕılǐs dlhá zhoda pretečie cez pole použ́ıvané na
prevod bloku alebo na konci súboru môže byť inštrukcia pretekajúca cez
slovńık. To zapŕıčiňuje použité rozš́ırené vyȟladávanie, ktoré dovǒluje pri
presiahnut́ı okna opakovať prvky zo slovńıku, aj keď je už výȟlad prázdny,
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aby sa dosiahla čo najlepšia zhoda.
Funkcia match block to elements teda po zisteńı d́lžky a offsetu blo-
ku skontroluje hrozbu pretečenia. Keď má k nemu dôjsť, súbory sa nasta-
via na potrebnú poźıciu, ale skoṕıruje sa iba tǒlko znakov, aby nepretiekli.
Spracúvaná zhoda sa skráti o práve vyriešené znaky a patrične sa uprav́ı
tiež offset zhody. Keďže sa vyskytlo pretečenie, nastav́ı sa pending block
ako typ bloku, aby sa vedelo, že sa má v ďaľsej fáze ošetrǐt. Potom sa tento
proces opakuje vo funkcíı pending block to elements, bez prvotného na-
stavovania poźıcie v súbore, až kým zo vstupu neubudne tǒlko znakov, aby
sa zmestili do pǒla. Tie sa už normálne prekoṕırujú na výstup a vyzist́ı sa,




Prvé spustenie algoritmu na reálnych dátach vyvolalo mierne sklamanie a
rozpaky. Kým na malých pŕıkladoch si program poč́ınal celkom dobre a
správal sa poďla očakávańı aj v hraničných situáciách, na súboroch vělkosťou
presahujúcich pár málo desiatok kilobytov sa čakanie na výsledok vyšplhalo
na niekǒlko sekúnd. Po tomto zisteńı bolo vynaložené nemalé úsilie a vďaka
nemu sa podarilo beh mierne zrýchlǐt a identifikovať pŕıčiny slabšieho výkonu
oproti ostatným konkurentom. Pred tým ako budú v stručnosti predstavené
uvedené zistenia, je vhodné vysvetlǐt ako sa program použ́ıva.
3.1 Použitie programu
Program použ́ıvatělovi ponúka ovládanie prostredńıctvom pŕıkazového riad-
ku. Očakávaný pŕıkaz ma tento tvar:
adelta [-adm] encode orig-file rev-file delta-file
adelta [-adm] decode orig-file delta-file rev-file
Parametre a vǒlby majú význam vyznačený v Tabǔlke 3.1. Vždy sa pred-
pokladá použitie aspoň jedného z pŕıkazov encode alebo decode doplneného
cestami k pŕıslušným súborom: orig-file je názov súboru voči ktorému sa
porovnáva, rev-file je názov súboru ktorý sa porovnáva a delta-file je
rozdielový súbor. Treba dbať na správne poradie týchto súborov pri zadávańı
požadovanej operácie.
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Parameter Význam Typ Rozsah
-a Dĺžka výȟladu (pomer) double (0.0,1.0]
-d Dĺžka slovńıku int [5,maxint]
-m Spôsob vyȟladávania int {1,2,3}
encode Vytvorenie delta súboru char * -
decode Obnovenie z delta súboru char * -
orig-file Pôvodný súbor char * -
rev-file Upravený súbor char * -
delta-file Delta súbor char * -
Tabǔlka 3.1: Význam, typ a rozsah vstupných parametrov
Ak sa použ́ıvatěl chystá uviesť niektorú z volieb -a, -d alebo -m, muśı
ju zadať pred určeńım výkonného pŕıkazu, inak bude nastavenie ignoro-
vané. Dĺžka výȟladu je desatinné č́ıslo zadávané v tvare x.yz. Muśı byť
väčšie ako 0 a nesmie presahovať hodnotu 1. Ide vlastne o pomer k d́lžke
slovńıka, ak -a = 1, potom je výȟlad rovnako dlhý ako slovńık. Dĺžka slovńıka
muśı byť z implementačných dôvodov aspoň 5 znakov. Teoreticky je možné
využ́ıvať slovńıky d́lžky až do maximálnej hodnoty typu integer. Spôsob
vyȟladávania sa určuje nasledovne: 1 - základné vyȟladávanie, 2 - rozš́ırené
vyȟladávanie, 3 - lenivé vyȟladávanie. Nešpecifikované vǒlby sa nahradia
implicitnými hodnotami.
Nastavovańım d́lžky slovńıku a výȟladu a spôsobu vyȟladávania možno
upravovať kompresný pomer a rýchlosť kompresie ak sú implicitné hodno-
ty nevyhovujúce. Na vyȟladávanie sa súčasne použ́ıvajú tri slovńıky, celá
štruktúra bude mať teda trojnásobok zadanej d́lžky. Program dosahuje prob-
lematický výkon v zmysle uplynutého času na textových súboroch väčš́ıch
ako 50 KB a na binárnych súboroch celkovo. Program sa dá využǐt napŕıklad
pri správe softvérových projektov rozdelených do menš́ıch modulov na ge-
nerovanie delta súborov pri ukladańı rev́ızíı. Vyslovene sa nehod́ı na cielenú
kompresiu väčš́ıch súborov.
3.2 Dosiahnuté výsledky
Pri obmedzených podmienkach a postupoch, ktorými sa testoval výkon prog-
ramu sa nedajú dosiahnuť reprezentat́ıvne výsledky a výkon použitej kom-
presnej metódy je ovplyvnený nedokonalým návrhom programu. Na druhej
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strane, výsledné údaje nie sú úplne nezauj́ımavé, čo je dôvod prečo sa pre
ne nakoniec našlo miesto v tejto práci.
Riešenie sa testovalo v laboratóriu fakulty na poč́ıtači s procesorom Intel
Pentium 4 taktovanom na 2,66 GHz, 1,00 GB vnútornej pamäte a operačným
systémom Microsoft Windows XP. Kód bol preložený v rámci vývojového
prostredia Microsoft Visual Studio 2005 so štandardnými nastaveniami. Ako
testovacie dáta bolo vzȟladom na možnosti zvolených desať náhodne vy-
braných súborov z projektu 7Zip nachádzajúceho sa na stránkach Source-
Forge. Ide o súbory z rev́ızie 4.20 a ich náprotivky z rev́ızie 4.52, ktoré
boli doplnené zálohou z vývojovej verzie tohto programu. Celková vělkosť
súborov bola približne 500 KB a všetky sú uložené v samostatnej zložke
zaradenej do projektu. Analyzovala sa časová zložitosť, spoliehajúc sa na
priemerné výsledky źıskané z knižńıc time.h a assert.h jazyka C, a dosia-
hnutý kompresný pomer. Prvý test bol zameraný na vplyv d́lžky slovńıka,
zaznamenané dáta sú uvedené v Tabǔlke 3.2.
1KB 4KB 8KB 16KB 32KB
Čas 1.32 1.50 1.33 0.97 0.59
Kompresia 0.30 0.20 0.23 0.39 0.78
Tabǔlka 3.2: Vplyv d́lžky slovńıka na výkon
V záhlav́ı sú zoradené testované hodnoty pre d́lžky slovńıka s rozumným
dosiahnutým kompresným pomerom. Každý z nich mal nastavenú d́lžku
výȟladu na 0.5 a lenivý spôsob ȟladania. Položka čas udáva priemerný počet
sekúnd potrebných na spracovanie jedného súboru, kým záznam kompresia
informuje o priemernej d́lžke komprimovaného súboru vzȟladom na nekom-
primovaný súbor. Najvýhodneǰsie v pomere času a ušetreného priestoru sa
pre testované dáta javia slovńıky vělkosti 4KB a 8KB. Väčšie slovńıky tr-
pia tým, že priemerná vělkosť jedného súboru je menšia ako 23KB, čiže
napŕıklad 32KB slovńık sa ani nemá šancu naplnǐt (preto je jeho čas taký
malý). V ďaľśıch nastaveniach sa tip na d́lžku potvrdil, zvyšné úvahy boli
rozv́ıjané pre dva najúspešneǰsie varianty. Dopad d́lžky výȟladu bol pre ne
vělmi podobný, úplne zlyhali malé zlomky, kým nad hodnotou 0.5 to bol
vždy kompromis medzi čoraz vyššou rýchlosťou a čoraz horš́ım kompresným
pomerom. Ukážku hodnôt reprezentuje 4KB slovńık s lenivým ȟladańım,
jeho výsledky sú v Tabǔlke 3.3 pre d́lžky výȟladu od 0.25 do 1.0.
Zostáva overǐt ako je to so spôsobom vyȟladávania, vyskúšané boli obe
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0.25 0.5 0.75 1.0
Čas 2.54 1.50 1.18 0.97
Kompresia 0.21 0.20 0.22 0.24
Tabǔlka 3.3: Vplyv d́lžky výȟladu na výkon
konfigurácie. Opäť u oboch slovńıkov prepadlo jednoduché vyȟladávanie.
Určǐt v́ı̌taza medzi rozš́ıreným a lenivým ȟladańım je ťažké, keďže výsledky
sú vělmi tesné a v niektorých pŕıpadoch sa na prvej poźıcíı tieto spôsoby
striedajú. Pre predstavu, údaje zaznamenané pre 4KB slovńık s d́lžkou
výȟladu 0.5 sú zaṕısané do Tabǔlky 3.4 poďla rôznych spôsobov.
Základné Rozš́ırené Lenivé
Čas 1.62 1.48 1.50
Kompresia 0.21 0.20 0.20
Tabǔlka 3.4: Vplyv spôsobu vyȟladávania na výkon
Testy naznačujú, ktorými slovńıkmi sa najefekt́ıvneǰsie zkomprimuje tes-
tovaný súbor dát a ako treba upravǐt d́lžky, aby sa dosiahla buď vyššia
rýchlosť alebo účinneǰsia redukcia vělkosti. Tieto poznatky boli využité pri
zisťovańı, ktorá časť algoritmu je časovo najnáročneǰsia. Pomerne dlho sa
v návrhu pracovalo na minimalizácíı operácíı so súbormi. Keď to neviedlo
k zlepšeniu, pozornosť sa upriamila na ȟladanie v sufixovom poli. Rôznymi
opatreniami na obmedzenie preȟladávania za cenu plytvania priestorom na
disku sa zisťoval časový podiel ȟladania, ale nikdy sa nepodarilo zrýchlǐt al-
goritmus o viac ako jednotky percent. Pri kontrole ostatných tried sa v halde
overoval aj while cyklus, ktorý zabezpečoval lexikografické porovnanie. Na-
hrádzal sa rôznymi vstavanými funkciami a pozoroval sa dopad na beh algo-
ritmu programu. So staršou funkciou strcmp postup fungoval, no pri precho-
de do STL nastali problémy s rýchlosťou. Kompresia na testovaćıch dátach
bola spustená so štyrmi rôznymi funkciami pre porovnanie: naivným while
cyklom, funkciou strcmp, funkciou lexicographical compare (označená
ako lex cmp) a funkciou compare triedy string, do ktorej sa uložili po-
rovnávané reťazce. Použil sa 4KB slovńık so štandardným nastaveńım, teda
vělkosťou výȟladu 0.5 a lenivým vyȟladávańım. Ako pokus dopadol popisuje
tabǔlka 3.5.
Funkcia strcmp je silne optimalizovaná pre operácie nad reťazcami zna-
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while strcmp lex cmp compare
Čas 1.53 1.50 6.97 43.6
Kompresia 0.20 0.20 0.20 0.20
Tabǔlka 3.5: Porovnanie rôznych funkcíı pre lexikografické porovnanie
kov, na vysokých časoch STL sa však mohli podṕısať aj špecifiká implemen-
tovaného návrhu. Tak či tak, nakoniec sa v ňom pri porovnávańı reťazcov
uplatnila práve knižničná funkcia jazyka C.
Na záver je prichystané vyhodnotenie ako projekt obstál v porovnańı
klasickým postupom ako sa vysporiadať s tvorbou rozdielov, kombináciou
programov diff a gzip. Ak by sa bral do úvahy čisto diff, delta kompresia
jednoznačne v́ı̌taźı vo vělkosti výstupných súborov. Kým diff súboru dát do-
sahuje vělkosť 227KB, delta súbory obsadzujú iba 52KB. Nanešťastie je to
za cenu vělkej nevýhody v rýchlosti. Kým kompresíı trvá spracovať jeden
súbor v priemere vyše sekundy, najväčš́ı diff zo súboru sa vytvoŕı za jednu
desatinu sekundy. Do ešte menej šťastnej poźıcie ju stavia následná kompre-
sia v gzip-e. Tá zvýši celkový čas na niečo vyše troch desat́ın sekundy pre
najhorš́ı pŕıpad a zmenš́ı celkovú vělkosť pod objem zabraný delta súbormi.
Špecializované nástroje na delta kompresiu zväčša vylepšujú výsledky diff-u
a gzip-u, dá sa teda s vělkou pravdepodobnosťou predpokladať, že projekt by
pŕılǐs dobre neobstál ani v porovnańı s ostatným programami. Potenciálnou
silnou stránkou riešenia by mohla byť priestorová zložitosť vo vzťahu k ope-
račnej pamäti, tú sa však nepodarilo otestovať. Zradnou vlastnosťou algorit-
mu so sufixovým pǒlom je nevyrovnaný výkon. Aj pri normálnom použ́ıvańı
nástroja sa dá postrehnúť, že doba kompresie nezáviśı len od vělkosti spra-
covávaných dát, ale aj ich charakteru. Na väčšinu binárnych súborov je po-
tom nepoužitělný, keďže aj pre menšie podobné PDF súbory sa delta súbor
vytvára niekǒlko minút.
3.3 Diskusia o vylepšeniach
Predstavená implementácia delta kompresie s využit́ım sufixových poĺı trṕı
množstvom nedostatkov, pre ktoré existujú riešenia. Ak by sa vylepšila,
poźıcie v porovnańı s klasickými metódami by sa mohli vělmi rýchlo vyme-
nǐt. Hlavným kandidátom na prepracovanie je určite proces konštrukcie sufi-
xového pǒla. Predtriedenie prvkov je dnes dávno prekonané špecializovanými
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algoritmami na priame vybudovanie pǒla za podstatne kratš́ı, aj lineárny, čas
bez vělkej spotreby pamäte ako predviedli v svojom článku Ko a Aluru [7].
Táto operácia je (ako ukázal aj profil) pritom najnáročneǰsia z celého prog-
ramu, dopad zrýchlenia by bol teda vělmi výrazný. Bolo by tiež možné na-
pravǐt množstvo chýb týkajúcich sa spôsobov triedenia prvkov (efekt́ıvneǰśı
algoritmus) či vyȟladávania opakovaných výskytov reťazcov (zavedenie limi-
tov pre dobu provnávania). Ďaľsia časť, ktorá by si zaslúžila viac pozornos-
ti je algoritmus na posúvanie slovńıkového okna. Stratégia uplatňovaná na
výbery prvkov zo súboru rozhoduje nielen o počte zhôd, ktoré sa dosiahnu
pri vyȟladávańı spoločnej predpony podreťazcov, ale aj o počte posunut́ı
slovńıku. Tým by sa mohol źıskať ďaľśı čas k dobru.
Čo sa týka vělkosti delta súborov, súčasný variant kódovania a formátu
súboru je len náhradou za dokonaleǰsie riešenie, na ktoré sa myslelo od
začiatku projektu. Moffat, Neal a Whitten totiž publikovali výborný článok
a k nemu niekǒlko dodatkov, v ktorých prezentujú nástroje na zrýchlenie
aritmetického kódovania a vybudovanie šikovných modelov nevyhnutných
na jeho efekt́ıvne fungovanie [8]. Je škoda, že sa mi nepodarilo niektorý z
ich nápadov zakomponovať do mojej implementácie a určite by stálo za to





Tvorba tejto bakalárskej práce bola pre mňa mimoriadne vyčerpávajúcou
a zároveň užitočnou skúsenosťou. Zo začiatku som nemal pŕılǐs jasnú pred-
stavu aké problémy chcem riešǐt a ako by mal môj projekt vlastne vyzerať.
No s pribúdajúcimi nač́ıtanými článkami a časom stráveným za poč́ıtačom
úspešnými aj neúspešnými pokusmi začalo pribúdať tǒlko nových nápadov,
že som mal zrazu opačný problém - čomu sa venovať skôr. To nakoniec
spôsobilo, že nie všetky plány, ktoré som si vytýčil sa mi podarilo aj naozaj
splnǐt. Napriek tomu si mysĺım, že práca na tomto projekte bola vělkým
pŕınosom. Naučil som sa ako źıskavať potrebné informácie, ako navrho-
vať vlastné riešenia, ako ich triezvo posúdǐt a v neposlednom rade tiež
ako o tom naṕısať pre ostatných tak, aby si aspoň časť z tohto pŕınosu
odniesli tiež. Výsledok, samozrejme, nie je dokonalý. Mysĺım si však, že
tie najdôležiteǰsie ciele sa mi splnǐt podarilo. Preskúmal som problematiku
použitia sufixových poĺı a jej možnost́ı rovnako ako slab́ın v kontexte del-
ta kompresie. Naimplementoval som vlastný algoritmus s riešeńım mnohých
zauj́ımavých problémov. Ponúkol som jeho kritiku a zároveň nápady ako
opravǐt nedostatky ktorých som sa dopustil. Zostáva mi len dúfať, že pre
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