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Abstract
Visualization oriented time data processing
The historical records are usually visualized using a timeline or a graph, however
a large and complex set of such data can be hardly displayed at once. This di-
ploma thesis deals with design and implementation of historical events ranking
tool that provides individual record importance for visualization applications ne-
eded to display the data in a clear and efficent way. It describes several algorithms
for importance ranking of graph vertices. In detail, it analyses the PageRank algo-
rithm and its modifications. The analysis of several existing Java libraries which
enables representation of graph is a part of the diploma thesis. The next part de-
scribes implementation of own graph library and library for importance ranking
of graph vertices using different PageRank algorithm types. The last part of im-
plementation enables communication between database and visualization layers
of the final application and provides its services via Java and REST interface.
The thesis also deals with measuring required time and memory of implemen-
ted PageRank algorithm types and analyzing appropriate value of terminating
condition used in this algorithm.
Zpracova´n´ı cˇasovy´ch u´daj˚u pro jejich vizualizaci
Prˇi vizualizaci rozsa´hly´ch historicky´ch za´znamu˚ pomoc´ı cˇasove´ osy cˇi grafu nelze
uzˇivateli prezentovat vsˇechna data najednou. Tato pra´ce se zaby´va´ na´vrhem a im-
plementac´ı takove´ho na´stroje pro ohodnocen´ı historicky´ch uda´lost´ı, ktery´ posky-
tuje vizualizacˇn´ım na´stroj˚um informace o d˚ulezˇitosti jednotlivy´ch za´znamu˚, jezˇ
povede k zprˇehledneˇn´ı zobrazovany´ch dat. Pra´ce popisuje neˇkolik algoritmu˚ pro
d˚ulezˇitostn´ı ohodnocen´ı uzl˚u grafu. Podrobneˇ pak analyzuje algoritmus PageRank
a jeho modifikace. Soucˇa´st´ı pra´ce je analy´za neˇkolika Java knihoven umozˇnˇuj´ıc´ıch
reprezentaci grafu. Da´le pak implementace vlastn´ı grafove´ knihovny a knihovny
pro ohodnocova´n´ı vrchol˚u grafu pomoc´ı jednotlivy´ch typ˚u algoritmu PageRank.
Posledn´ı soucˇa´st´ı implementacˇn´ı cˇa´sti jsou knihovny umozˇnˇuj´ıc´ı komunikaci mezi
databa´zovou a vizualizacˇn´ı vrstvou vy´sledne´ aplikace, ktere´ poskytuj´ı sve´ funkce
prostrˇednictv´ım Java a REST rozhran´ı. Pra´ce se take´ veˇnuje meˇrˇen´ı potrˇebne´ho
cˇasu a pameˇti implementovany´ch typ˚u algoritmu PageRank a analy´ze vhodne´
hodnoty zastavovac´ı podmı´nky tohoto algoritmu.
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1 U´vod
V soucˇasne´ dobeˇ ma´ kazˇdy´ cˇloveˇk d´ıky internetu snadny´ prˇ´ıstup k nejr˚uzneˇjˇs´ım
informac´ım. Stacˇ´ı zadat do vyhleda´vacˇe pozˇadovane´ te´ma a veˇtsˇinou se na´m
zobraz´ı vsˇe, co s n´ım souvis´ı. Proble´mem vsˇak obvykle by´va´ zdlouhavy´ proces
nalezen´ı relevantn´ıch informac´ı mezi zmeˇt´ı vsˇech dat, kterA´ byla nalezena. Vy-
hleda´vacˇe take´ veˇtsˇinou vracej´ı nalezene´ vy´sledky v linea´rn´ı strukturˇe, ktera´ sice
mu˚zˇe by´t vhodna´ pro velky´ pocˇet typ˚u informac´ı, ale neˇktera´ data jsou vsˇak pro
cˇloveˇka v´ıce srozumitelna´ v jiny´ch struktura´ch, naprˇ´ıklad ve formeˇ grafu.
Jedn´ım z prˇ´ıklad˚u reprezentace dat formou grafu jsou informace o histo-
ricky´ch uda´lostech. Pokud totizˇ lze mezi uda´lostmi naj´ıt vztahy jako je prˇ´ıcˇina
a na´sledek, u´cˇast na uda´losti nebo mı´sto ke ktere´mu se vztahuje, mu˚zˇeme re-
prezentovat uda´losti grafovou strukturou. Zjednodusˇeny´m prˇ´ıkladem takovy´chto
graf˚u mohou by´t kra´lovske´ rodokmeny, ktere´ jsou za´rovenˇ i jednou z prvn´ıch re-
alizac´ı prezentova´n´ı informac´ı formou grafu. Prˇirozeny´m zp˚usobem vizualizace
historicky´ch uda´lost´ı je pak cˇasova´ osa, v n´ızˇ nav´ıc mu˚zˇeme zasadit jednotlive´
uda´losti, osobnosti a mı´sta do cˇasove´ho kontextu.
Proble´m v tomto prˇ´ıpadeˇ mu˚zˇe prˇedstavovat vizualizace rozsa´hle´ho grafu
s velky´m pocˇtem vrchol˚u a hran, kdy nen´ı mozˇne´ jednotlive´ vrcholy prˇehledneˇ
usporˇa´dat pro soucˇasne´ zobrazen´ı na cˇasove´ ose. Takovouto situaci rˇesˇ´ı naprˇ´ıklad
postup, kdy zobraz´ıme jen ty vrcholy, ktere´ jsou vy´znamne´, a ty jezˇ jsou me´neˇ
vy´znamne´, zobraz´ıme azˇ prˇi detailneˇjˇs´ım pohledu.
Jak ale rozpoznat vy´znamne´ vrcholy od nevy´znamny´ch? V odpoveˇdi na tuto
ota´zku na´m mu˚zˇe pomoct samotna´ struktura analyzovane´ho grafu. I znalost
vy´znamu jednotlivy´ch typ˚u vrchol˚u, respektive hran a jejich od toho se odv´ıjej´ıc´ı
uzˇivatelska´ preference, velmi cˇasto prˇedstavuje vy´razne´ usnadneˇn´ı.
Tato diplomova´ pra´ce popisuje neˇkolik algoritmu˚ prova´deˇj´ıc´ıch d˚ulezˇitostn´ı
ohodnocen´ı jednotlivy´ch uzl˚u grafu na za´kladeˇ jeho topologie a uzˇivatelsky´ch
priorit za c´ılem prˇispeˇn´ı k efektivn´ımu zobrazova´n´ı grafu historicky´ch uda´lost´ı.
V jej´ım ra´mci bude podmnozˇina popsany´ch algoritmu˚ take´ implementova´na a
otestova´na na zmı´neˇne´m grafu historicky´ch uda´lost´ı tak, aby u´daje o d˚ulezˇitostech
jednotlivy´ch uzl˚u mohly by´t snadno zpracova´ny r˚uzny´mi vizualizacˇn´ımi na´stroji.
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2 Grafove´ algoritmy
Tato kapitola popisuje r˚uzne´ algoritmy, pomoc´ı nichzˇ mu˚zˇeme ohodnotit d˚ulezˇi-
tost jednotlivy´ch vrchol˚u v grafu.
Specia´lneˇ v prˇ´ıpadeˇ te´to diplomove´ pra´ce se jedna´ o graf historicky´ch uda´lost´ı.
Proto nejprve n´ızˇe pop´ıˇseme strukturu a vy´znam jednotlivy´ch vrchol˚u, respektive
hran tohoto grafu.
2.1 Graf historicky´ch uda´lost´ı
Graf, jehozˇ uzly maj´ı by´t prioritneˇ ohodnoceny, reprezentuje historicke´ uda´losti,
mı´sta, osobnosti a vazby mezi nimi. Vybrane´ uzly tedy mohou prˇedstavovat
naprˇ´ıklad uda´losti a hrany, ktere´ je spojuj´ı, jejich na´vaznosti. Hrany grafu jsou
tud´ızˇ orientovane´. Dana´ struktura grafu byla prˇi zada´va´n´ı te´to diplomove´ pra´ce
jizˇ pevneˇ stanovena.
Uka´zku takove´hoto grafu lze videˇt na obra´zku 2.1, ktery´ popisuje za´kladn´ı
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Obra´zek 2.1: Historicky´ graf zobrazuj´ıc´ı hlavn´ı uda´losti a osoby spojene´ s vypuk-
nut´ım 1. sveˇtove´ va´lky
Jak je na obra´zku videˇt, jednotlive´ uda´losti a hrany jsou oznacˇeny stereotypy,
ktere´ urcˇuj´ı o jaky´ druh vrcholu, respektive hrany, se jedna´ (vsˇechny typy hran
a uzl˚u jsou popsa´ny n´ızˇe v podkapitole 2.1.1).
Stereotypy hran take´ mohou urcˇovat hierarchii uzl˚u, naprˇ´ıklad hrana se ste-
reotypem partOf uda´va´, zˇe vrchol ze ktere´ho tato hrana smeˇrˇuje, je soucˇa´st´ı
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(podrˇazeny´m vrcholem) jine´ho vrcholu. To lze videˇt i na obra´zku 2.1, kde je vr-
chol osoby Frantiˇska Ferdinanda d’Este pouze soucˇa´st´ı vrcholu reprezentuj´ıc´ıho
uda´lost atenta´tu na neˇj. Analogicky´ vztah mu˚zˇeme hledat mezi urcˇitou va´lkou a
naprˇ´ıklad bitvami, ktere´ byly jej´ı soucˇa´st´ı.
Na obra´zku 2.1 lze take´ videˇt, zˇe i graf, ktery´ zna´zornˇuje historicke´ uda´losti,
nemus´ı by´t acyklicky´, jelikozˇ nezobrazuje pouze posloupnost na sebe navazuj´ıc´ıch
uda´lost´ı, ale take´ vztahy mezi jednotlivy´mi vrcholy (ktere´ veˇtsˇinou reprezentuj´ı
osoby).
2.1.1 Vy´znam uzl˚u a hran
Uzly grafu jsou rozdeˇleny do neˇkolika kategori´ı, ktere´ oznacˇujeme jako stereotypy:
• person – prˇedstavuj´ıc´ı historickou osobnost (naprˇ. Karel IV.),
• event – reprezentuj´ıc´ı historickou uda´lost (naprˇ. zapocˇet´ı stavby hradu
Karlˇstejn),
• place – mı´sto, ke ktere´mu se mohou vztahovat uda´losti (naprˇ. Karlˇstejn),
• item – veˇc historicke´ho vy´znamu (naprˇ. korunovacˇn´ı klenoty).
Vsˇechny uzly samozrˇejmeˇ obsahuj´ı sve´ datova´n´ı a mohou ne´st sve´ dalˇs´ı specificke´
vlastnosti.
Hrany maj´ı take´ sve´ stereotypy:
• relationship – vztah mezi dveˇma osobami nebo mı´sty,
• interaction – spolupra´ce mezi dveˇma osobami,
• participation – u´cˇast osoby nebo mı´sta na urcˇite´ uda´losti,
• creation – vytvorˇen´ı neˇjake´ uda´losti nebo mı´sta (tento stereotyp by meˇla
naprˇ. hrana mezi uzly Karel IV. a zalozˇen´ı Univerzity Karlovy),
• cause – prˇ´ıcˇina jine´ uda´losti,
• partOf – pokud je uzel soucˇa´st´ı neˇjake´ uda´losti,
• takesPlace – vztah uzlu k neˇjake´mu mı´stu.
Hrany mohou take´ ne´st dalˇs´ı u´daje, naprˇ´ıklad druh vztahu mezi dveˇma osobami
(rodicˇovstv´ı, manzˇelstv´ı, ...).
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2.1.2 Pra´ce s grafem
Vzhledem k mozˇne´ celkove´ obsa´hlosti grafu historicky´ch uda´lost´ı mus´ı by´t nejprve
vybra´n podgraf, ktery´m se uzˇivatel chce zaby´vat.
Uzˇivatel take´ mu˚zˇe urcˇit, ktery´m typ˚um uzl˚u a hran da´va´ veˇtsˇ´ı prˇednost
prˇi zobrazen´ı nebo ktere´ chce naopak potlacˇit. Toho lze doc´ılit pomoc´ı prˇiˇrazen´ı
priorit k jednotlivy´m stereotyp˚um uzl˚u a hran.


















Obra´zek 2.2: Diagram zobrazuj´ıc´ı akce jednotlivy´ch vrstev vy´sledne´ aplikace pro
zobrazova´n´ı historicky´ch uda´lost´ı
Jak z diagramu vyply´va´, vy´pocˇet d˚ulezˇitosti jednotlivy´ch uzl˚u je vzˇdy prova´-
deˇn jen pro podgraf, ktery´ uzˇivatele pra´veˇ zaj´ıma´. Samotny´ vy´beˇr pozˇadovane´ho
podgrafu a vy´pocˇet priorit uzl˚u nesmı´ trvat dlouho dobu, aby nebyl vy´pocˇet pro
uzˇivatele prˇ´ıliˇs zdlouhavy´.
Stanoven´ı uzˇivatelsky´ch priorit mu˚zˇe by´t zada´no ohodnocen´ım d˚ulezˇitosti jed-
notlivy´ch stereotyp˚u hran a uzl˚u. Naprˇ´ıklad pokud by uzˇivatele zaj´ımaly vztahy
historicky´ch osobnost´ı, nastav´ı vysokou prioritu uzl˚um se stereotypem person a
hrana´m relationship.
Je nutne´ take´ zd˚uraznit, zˇe tato pra´ce se veˇnuje pouze realizaci aplikacˇn´ı
vrstvy. Ta bude komunikovat s okoln´ımi vrstvami pomoc´ı r˚uzny´ch rozhran´ı (po-
drobneˇji v kapitole 4).
Databa´zova´ a uzˇivatelska´ vrstva je pak realizova´na v ra´mci jiny´ch diplo-
movy´ch prac´ı.
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2.2 Metriky ohodnocen´ı d˚ulezˇitosti uzl˚u
V te´to kapitole bude vyuzˇ´ıva´no pojmu˚ z teorie graf˚u, ktere´ jsou popsa´ny naprˇ´ıklad
v [1].
2.2.1 Centralita grafu
V teorii graf˚u uda´va´ centralita d˚ulezˇitost jednotlivy´ch uzl˚u, ze ktery´ch se graf
skla´da´. Centralita se hojneˇ vyuzˇ´ıva´ naprˇ´ıklad prˇi analy´za´ch socia´ln´ıch s´ıt´ı, jejichzˇ
pomoc´ı se hledaj´ı vlivn´ı jedinci. Existuje neˇkolik druh˚u centralit, mezi za´kladn´ı
pak patrˇ´ı na´sleduj´ıc´ı [5]:
Degree centrality CD Tato centralita je nejstarsˇ´ı a za´rovenˇ jednoducha´ na
vy´pocˇet. Du˚lezˇitost uzlu je da´na jeho stupneˇm, tedy cˇ´ım v´ıce ma´ uzel soused˚u,
t´ım vysˇsˇ´ı je jeho d˚ulezˇitost. Vy´pocˇetn´ı slozˇitost te´to metriky pro vsˇechny uzly
grafu je O(n2) v za´vislosti na zp˚usobu jeho reprezentace, kde n uda´va´ pocˇet uzl˚u.
Closeness centrality CC V souvisle´m grafu uda´va´ vzda´lenost pozorovane´ho
uzlu od ostatn´ıch. CC uzlu je da´na prˇevra´cenou hodnotou soucˇtu nejkratsˇ´ıch
vzda´lenost´ı z pozorovane´ho uzlu do vsˇech ostatn´ıch.
Tato centralita ma´ jizˇ relativneˇ vysokou vy´pocˇetn´ı slozˇitost O(nm + n2) pro
neva´zˇene´ grafy, resp. O(nm+ n3) pro va´zˇene´ grafy[2], kde n uda´va´ pocˇet uzl˚u a
m pocˇet hran.
Betweenness centrality CB Uda´va´ pocˇet nejkratsˇ´ıch cest mezi dveˇma r˚uzny´-
mi uzly, na ktery´ch lezˇ´ı pozorovany´ uzel.
Naprˇ´ıklad v s´ıti, ktera´ reprezentuje dopravn´ı model meˇsta, kde uzly jsou
krˇizˇovatky, by uzly s vysokou CB byly d˚ulezˇite´ spojnice meˇsta s pravdeˇpodobneˇ
vysokou vyt´ızˇenost´ı.
Vy´pocˇet CB ma´ vy´pocˇetn´ı slozˇitost O(n
3).
2.2.2 Ohodnocen´ı uzl˚u grafu pomoc´ı sady krite´ri´ı
Jednotlive´ centrality se take´ daj´ı zkombinovat do multikriteria´ln´ıho algoritmu
ohodnocen´ı uzl˚u grafu, kde se podle sady pravidel vyhodnocuje jejich d˚ulezˇitost.
Ve veˇdecke´m cˇla´nku [3] je naprˇ´ıklad zminˇova´na na´sleduj´ıc´ı sada:
1. Pokud nemu˚zˇeme rozliˇsit dva uzly v s´ıti, mu˚zˇeme rˇ´ıci, zˇe maj´ı shodnou
d˚ulezˇitost. Pokud pozice uzlu a je rovna pozici uzlu b, pak je jejich d˚ulezˇitost
take´ rovna (topologicka´ ekvivalence uzl˚u – N \ {a} ≡ N \ {b}).
2. Uzel s veˇtsˇ´ım stupneˇm ma´ veˇtsˇ´ı vliv na graf, t´ım pa´dem je v´ıce d˚ulezˇity´
(degree centralita).
5
Grafove´ algoritmy Metriky ohodnocen´ı d˚ulezˇitosti uzl˚u
3. Pokud uzel spojuje dveˇ nebo v´ıce komunit (podgraf˚u), je kl´ıcˇovy´m, protozˇe
rˇ´ıd´ı mezi teˇmito podgrafy komunikaci. Takovouto metriku uda´va´ between-
ness. Pokud uzel a ma´ veˇtsˇ´ı betweenness nezˇ uzel b, pak je v´ıce d˚ulezˇity´.
4. Uzel, ktery´ je bl´ızˇe strˇedu grafu, je d˚ulezˇiteˇjˇs´ı. Takovouto metriku uda´va´
closeness.
5. Uzel se sousedy, kterˇ´ı maj´ı vysˇsˇ´ı vliv, je v´ıce d˚ulezˇity´.
Pravidlo 1 tedy neurcˇuje d˚ulezˇitost uzlu, ale pouze se snazˇ´ı zmensˇit mnozˇinu
vyhodnocovany´ch uzl˚u.
Du˚lezˇitost jednotlivy´ch uzl˚u je na´sledneˇ ohodnocena pomoc´ı n-rozmeˇrne´ funk-
ce, kde n je da´no pocˇtem krite´ri´ı (pro uzel a v nasˇem prˇ´ıpadeˇ tedy a(a2, a3, a4, a5)).
Pote´ mu˚zˇeme rˇ´ıci, zˇe uzel a je dominantn´ı nad uzlem b, pokud plat´ı:
∀i ∈ {1, 2, ..., m}, ai ≤ bi ∧ ∃i ∈ {1, 2, ..., m}, ai < bi (2.1)
Pomoc´ı te´to logicke´ formule na´m vzniknou mnozˇiny dominantn´ıch a nedo-
minantn´ıch uzl˚u. Uzl˚um dominantn´ı mnozˇiny da´me nejvysˇsˇ´ı prioritu. Mnozˇinu
nedominantn´ıch uzl˚u opeˇt rozdeˇl´ıme pomoc´ı logicke´ formule 2.1 a teˇm uzl˚um,
ktere´ jsou nyn´ı dominantn´ı, prˇideˇl´ıme druhou nejvysˇsˇ´ı prioritu. Tento postup bu-
deme opakovat, dokud nebude mnozˇina nedominantn´ıch uzl˚u pra´zdna´. Zmı´neˇny´m
postupem doc´ıl´ıme rozdeˇlen´ı uzl˚u do jednotlivy´ch mnozˇin s r˚uzny´mi prioritami.
2.2.3 Ohodnocen´ı uzl˚u grafu pomoc´ı algoritmu PageRank
PageRank[6] (pojmenovany´ po Larrym Pageovi) je pomeˇrneˇ zna´my´ algoritmus,
ktery´ byl navrzˇen pro ohodnocova´n´ı d˚ulezˇitosti jednotlivy´ch webovy´ch stra´nek
spolecˇnost´ı Google. Dnes je PageRank jen jednou z mnoha metrik prˇi prˇiˇrazova´n´ı
priority webovy´m sta´nka´m touto spolecˇnost´ı. Algoritmus je pouzˇitelny´ nejen pro
ohodnocova´n´ı webovy´ch stra´nek, ale prakticky pro jaky´koliv graf, kde na´s zaj´ıma´
d˚ulezˇitost jednotlivy´ch uzl˚u.
Na rozd´ıl od centralit grafu se PageRank prˇi vyhodnocova´n´ı d˚ulezˇitosti ne-
soustrˇed´ı jen na pozorovany´ uzel v grafu, ale stanovuje jeho d˚ulezˇitost v za´vislosti
na d˚ulezˇitosti okoln´ıch uzl˚u.
Du˚lezˇitost uzlu
Ma´me graf reprezentovany´ mnozˇinou uzl˚u a orientovany´ch hran. Du˚lezˇitost uzlu
k je da´na hodnotou xk. Uzel je t´ım d˚ulezˇiteˇjˇs´ı, cˇ´ım v´ıce d˚ulezˇity´ch uzl˚u se na neˇj
odkazuje, prˇicˇemzˇ cˇ´ım v´ıce odchoz´ıch odkaz˚u uzel ma´, t´ım mensˇ´ı cˇa´st sve´ priority
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kde Lk je mnozˇina uzl˚u, pro ktere´ plat´ı, zˇe (j, k) ∈ E(G) a nj je odchoz´ı stupenˇ
uzlu j.
Pokud bychom tedy meˇli uzel uda´losti II. sveˇtova´ va´lka, jisteˇ by byl tento
uzel velice d˚ulezˇity´, jelikozˇ se k neˇmu va´zˇe mnoho jiny´ch v´ıce cˇi me´neˇ d˚ulezˇity´ch
uda´lost´ı, osob a mı´st. Za´rovenˇ by ale tento uzel meˇl i mnoho odchoz´ıch hran,
ktere´ by reprezentovaly naprˇ´ıklad na´sledky II. sveˇtove´ va´lky. Tud´ızˇ by teˇmto
uzl˚um prˇedal jen velice malou cˇa´st sve´ priority.
Vztah 2.2 mu˚zˇeme aplikovat na graf na obra´zku 2.3, kde na´m pro jednotlive´














Obra´zek 2.3: Graf pro prezentaci sestaven´ı soustavy rovnic PageRanku.
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Po transponova´n´ı pak dosta´va´me na´sleduj´ıc´ı rovnici:
x = xA (2.3)
Prˇirozeny´m rˇesˇen´ım te´to rovnice mu˚zˇe by´t vektor x = (0, 0, 0, 0). Takovy´to
vy´sledek by vsˇak znamenal, zˇe d˚ulezˇitost vsˇech uzl˚u je nulova´.
Na rovnici 2.3 lze vsˇak take´ pohl´ızˇet jako na hleda´n´ı vlastn´ıho vektoru matice
A s vlastn´ım cˇ´ıslem 11 . Hleda´n´ı vlastn´ıho vektoru lze prove´st neˇkolika metodami
(Gauss-Seidelova, Jacobiho, ...).
1Vlastn´ı vektor matice A je takovy´ nenulovy´ vektor, pro ktery´ plat´ı xA = λx, kde λ se
nazy´va´ vlastn´ı cˇ´ıslo matice A.
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PageRank rˇesˇ´ı hleda´n´ı vlastn´ıho vektoru pomoc´ı iteracˇn´ıho procesu. Rovnice









V pra´ci [4] je pak podrobneˇ doka´za´no, zˇe tato iteracˇn´ı metoda konverguje k vla-
stn´ımu vektoru matice A, pokud je A rˇa´dkoveˇ stochasticka´ matice (viz n´ızˇe).
Absorpcˇn´ı uzly
V grafu mu˚zˇe by´t i neˇkolik absorpcˇn´ıch uzl˚u, ze ktery´ch jizˇ nevede hrana ven.
Tyto uzly by v matici A byly reprezentova´ny nulovou rˇa´dkou. Proto je matice
A vymeˇneˇna za matici S, ktera´ nahrazuje nulove´ rˇa´dky rˇa´dkou (1/n,
1/n, ...,
1/n).
Tato rˇa´dka uda´va´, zˇe se z absorpcˇn´ıho uzlu prˇejde do jake´hokoli uzlu se stejnou
pravdeˇpodobnost´ı.
Soucˇet prvk˚u kazˇde´ rˇa´dky matice S tak da´va´ hodnotu 1. Matice, ktere´ splnˇuj´ı
tuto podmı´nku, se nazy´vaj´ı rˇa´dkoveˇ stochasticke´ matice.
Cykly v grafu
Pokud ma´me graf, ktery´ nen´ı silneˇ souvisly´, pak nastane situace, zˇe s prˇiby´vaj´ıc´ımi
iteracemi bude stoupat d˚ulezˇitost uzl˚u uvnitrˇ silneˇ souvisle´ho podgrafu (uzly 2 a






Obra´zek 2.4: Uka´zka grafu se silneˇ souvisly´m podgrafem.
S touto situac´ı je pocˇ´ıta´no uzˇ v na´vrhu PageRanku, a to tak zˇe k matici
S je prˇicˇtena cˇtvercova´ matice E o rozmeˇrech n × n, kde eij =
1/n. Matice E
tedy prˇedstavuje teleportacˇn´ı matici (tento pojem pocha´z´ı z [4]), ktera´ umozˇnˇuje
teleportaci z aktua´ln´ıho do libovolne´ho uzlu, a to se stejnou prioritou pro vsˇechny
uzly.
Aby bylo zajiˇsteˇno, zˇe vy´sledna´ matice bude opeˇt rˇa´dkoveˇ stochasticka´, za-
vedeme konstantu α ∈ (0, 1), ktera´ urcˇuje s jakou pravdeˇpodobnost´ı nenastane
”
teleportace“. Vy´sledna´ matice tedy bude mı´t na´sleduj´ıc´ı tvar:
G = αS+ (1− α)E (2.4)
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kdy je autory algoritmu doporucˇova´no, aby α = 0, 85 [6]. Tato hodnota je kompro-
misem mezi rychlou konvergenc´ı algoritmu a relevantnosti vy´sledk˚u v˚ucˇi topologii
grafu.
PageRank uzl˚u grafu spocˇ´ıta´me pomoc´ı na´sleduj´ıc´ıho iteracˇn´ıho algoritmu:
xk+1 = xkG (2.5)
Zastavovac´ı podmı´nka
Zby´va´ jen urcˇit zastavovac´ı podmı´nku. Vy´pocˇet zastav´ıme, pokud jednotkova´
norma rozd´ılu vektor˚u xk+1 a xk je mensˇ´ı nezˇ zvolene´ ε (volba optima´ln´ı hod-






Kde vi jsou jednotlive´ prvky vektoru v.
Vy´pocˇetn´ı slozˇitost potrˇebna´ pro jednu iteraci mu˚zˇe by´t v za´vislosti na imple-
mentaci azˇ O(n) (viz da´le v kapitole 6). Prˇicˇemzˇ podle [6] lze dostatecˇne´ prˇesnosti
vy´sledku dosa´hnout jizˇ po 50 azˇ 100 iterac´ıch (pro grafy o stamilio´nech uzl˚u).
2.2.4 PageRank s uzˇivatelsky prˇednastaveny´mi prioritami
V prˇ´ıpadeˇ grafu historicky´ch uda´lost´ı a jeho struktury popsane´ v kapitole 2.1
mu˚zˇe uzˇivatel pozˇadovat specificke´ zobrazen´ı grafu. Mu˚zˇe se naprˇ´ıklad zaj´ımat
jen o jeden typ uzl˚u a vazeb mezi nimi. Je tedy urcˇiteˇ vhodne´ umozˇnit uzˇivateli,
aby si vybral j´ım preferovane´ typy uzl˚u a hran.
Pokud tedy nechceme, aby o d˚ulezˇitosti jednotlivy´ch uzl˚u rozhodoval jen sa-
motny´ algoritmus PageRanku, mu˚zˇeme se pokusit o u´pravu jeho jednotlivy´ch
matic, ze ktery´ch se pocˇ´ıtaj´ı d˚ulezˇitosti uzl˚u.
U´prava teleportacˇn´ı matice
Na prvn´ı pohled je nejjednodusˇsˇ´ı upravit teleportacˇn´ı matici[7]. Jak bylo zmı´neˇno
vy´sˇe, tato matice slouzˇ´ı prima´rneˇ k potlacˇen´ı akumulace d˚ulezˇitosti uzl˚u, ktere´
jsou soucˇa´st´ı silneˇ souvisle´ho podgrafu. My tuto matici mu˚zˇeme vyuzˇ´ıt tak, zˇe
pravdeˇpodobnosti teleportace do jednotlivy´ch uzl˚u budou da´ny podle uzˇivatel-
sky´ch priorit.
Matici E tedy nahrad´ıme matic´ı T (tato matice je opeˇt rˇa´dkoveˇ stochasticka´,
tud´ızˇ soucˇet prvk˚u jednoho rˇa´dku mus´ı da´vat 1), kde jednotlive´ prvky rˇa´dk˚u
budou reprezentovat pravdeˇpodobnost teleportace do jine´ho uzlu.
Jak je popsa´no naprˇ´ıklad v [8], cely´ iteracˇn´ı vztah mu˚zˇeme upravit a tele-
portacˇn´ı matici E nahradit vektorem e = (1/n,
1/n, ...,
1/n) dimenze n, tento vektor
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tedy odpov´ıda´ jedne´ rˇa´dce matice E. Analogicky mu˚zˇeme prˇistoupit i k matici T
a vytvorˇit vektor t. Iteracˇn´ı proces je pote´ popsa´n pomoc´ı na´sleduj´ıc´ıho vzorce:
xk+1 = αxkS+ (1− α)t (2.7)
K uka´zce vektoru t mu˚zˇeme pouzˇ´ıt graf z obra´zku 2.3. Vytvorˇ´ıme stupneˇ
d˚ulezˇitosti 1 azˇ 10, kde 1 znacˇ´ı nejnizˇsˇ´ı vy´znamnost. Chceme, aby uzel 1 meˇl
d˚ulezˇitost 8, uzly 3 a 4 byly strˇedneˇ d˚ulezˇite´, tud´ızˇ jejich d˚ulezˇitost je 5 a uzel 2
byl pro na´s nejme´neˇ zaj´ımavy´m – d˚ulezˇitost 2. Na´sledneˇ provedeme normalizaci





Pokud ovsˇem bude teleportacˇn´ı konstanta α = 0.85, pak touto u´pravou ne-
dosa´hneme prˇ´ıliˇs vy´razny´ch vy´sledk˚u, jelikozˇ vliv tohoto vektoru na vy´slednou
d˚ulezˇitost uzl˚u dosa´hne 15%. Pokud ale hodnotu α razantneˇ sn´ızˇ´ıme, dosa´hneme
sice ocˇeka´vany´ch vy´sledk˚u, ale tyto d˚ulezˇitosti by jizˇ vy´razneˇ me´neˇ korespondo-
valy s vazbami mezi uzly.
U´prava prˇechodove´ matice
Dalˇs´ı mozˇnost´ı mu˚zˇe by´t u´prava samotne´ prˇechodove´ matice S, konkre´tneˇ pra-
vdeˇpodobnost´ı prˇechod˚u mezi jednotlivy´mi uzly. Prˇi sestavova´n´ı matice prˇechod˚u
v´ıme, do jaky´ch uzl˚u vedou odchoz´ı hrany (prˇesneˇji zna´me jejich priority). Pokud
tedy ohodnot´ıme odchoz´ı hrany prioritou uzl˚u, do ktery´ch smeˇrˇuj´ı, pomu˚zˇe na´m
to opeˇt k zvy´razneˇn´ı d˚ulezˇitosti uzl˚u, ktere´ preferujeme. Takovy´to graf mu˚zˇeme
videˇt na obra´zku 2.5.
1 2
3 4
Priorita: 8 Priorita: 2




Obra´zek 2.5: Graf s prioritneˇ ohodnoceny´mi uzly a hranami.
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Jako u matice T i zde mus´ıme prove´st normalizaci priorit hran. Vy´sledna´
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Bohuzˇel i s takto sestrojenou matic´ı prˇechod˚u sta´le nedostaneme pozˇadovane´
priority uzl˚u. Jak lze videˇt v tabulce 2.1 n´ızˇe, uzel 2 ma´ sta´le nejvysˇsˇ´ı prioritu a
uzel 4 je pak druhy´ nejle´pe hodnoceny´ uzel grafu. To je zaprˇ´ıcˇineˇno t´ım, zˇe je na
neˇj prˇenesena vsˇechna pritorita uzlu 2, jelikozˇ z neˇj vede jen jedna odchoz´ı hrana.
Na grafu 2.5 je take´ videˇt, zˇe priorita hrany (2, 3) je sice jen dveˇ, ale v matici
S jizˇ uzel 3 prˇeda´va´ vsˇechnu svoji prioritu uzlu 2, jelikozˇ nema´ jinou odchoz´ı
hranu.
Vytvorˇen´ı matice teleportacˇn´ıch konstant
Jak bylo nast´ıneˇno vy´sˇe, proble´m u hran s prioritou nasta´va´ v prˇ´ıpadeˇ, kdy uzel
ma´ jen jednu odchoz´ı hranu do uzlu s n´ızkou prioritou nebo pokud vsˇechny jeho
odchoz´ı hrany maj´ı n´ızkou prioritu.
Rˇesˇen´ı te´to situace by opeˇt mohlo spocˇ´ıvat ve vyuzˇit´ı teleportacˇn´ı matice,
respektive teleportacˇn´ı konstanty α. Tuto konstantu nahrad´ıme matic´ı X, ktera´
ma´ na´sleduj´ıc´ı tvar:
X = αI (2.8)
Kde I je jednotkova´ matice. Tato matice tedy ma´ zat´ım stejny´ efekt jako tele-
portacˇn´ı konstanta α. Zmeˇna spocˇ´ıva´ v tom, zˇe nyn´ı ma´ kazˇdy´ uzel svoji tele-
portacˇn´ı konstantu (uzlu i nyn´ı patrˇ´ı αii matice X).
Pokud pro uzel i prˇi vytva´rˇen´ı matice S zjist´ıme, zˇe ma´ jen jednu odchoz´ı
hranu, ktera´ ma´ n´ızkou prioritou, nebo zˇe vsˇechny jeho odchoz´ı hrany maj´ı n´ızkou
prioritou, pote´ provedeme u´pravu hodnoty αii matice X. A to tak, zˇe hodnotu
αii sn´ızˇ´ıme (zvy´sˇ´ıme pravdeˇpodobnost teleportace z dane´ho uzlu jinam na u´kor
pravdeˇpodobnosti prˇechodu do uzlu s n´ızkou uzˇivatelskou prioritou).
Popisovany´m postupem doc´ıl´ıme toho, zˇe do uzl˚u ktere´ maj´ı n´ızkou uzˇivatel-
skou prioritu se bude prˇecha´zet s mensˇ´ı pravdeˇpodobnost´ı a mı´sto toho se zvy´sˇ´ı
pravdeˇpodobnost prˇechodu do uzl˚u, ktere´ maj´ı nastavenou vysˇsˇ´ı uzˇivatelskou
prioritu zadanou v teleportacˇn´ı matici.
Tento postup staticky neovlivnˇuje priority vsˇech uzl˚u (jako by tomu bylo,
pokud bychom si vystacˇili s u´pravou teleportacˇn´ı matice a sn´ızˇen´ı hodnoty α
v podkapitole 2.2.4), ale pouze teˇch, u ktery´ch chceme c´ıleneˇ sn´ızˇit prioritu.
Zby´va´ urcˇit postup vy´beˇru uzl˚u i, ktery´m zmensˇ´ıme hodnotu αii matice X.
Nejprve zjist´ıme, pro jake´ uzly budeme meˇnit jejich hodnotu αii. Nab´ız´ı se prˇ´ıstup,
kdy nejprve spocˇ´ıta´me pr˚umeˇrnou prioritu hran, kterou oznacˇ´ıme jako p. Pokud
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bude mı´t ktery´koliv uzel pr˚umeˇrnou prioritu odchoz´ıch hran mensˇ´ı nezˇ p, pak




(pi − 1) + 0, 1 (2.9)
kde pi oznacˇuje pr˚umeˇrnou prioritu odchoz´ıch hran uzlu i. Jelikozˇ jako minima´ln´ı
priorita bylo stanoveno cˇ´ıslo 1, nemu˚zˇe se sta´t, zˇe pi bude mensˇ´ı. Konkre´neˇ pro
pi = 1 vrac´ı tato funkce hodnotu 0, 1. Pokud do rovnice vlozˇ´ıme pi = p, pak na´m
vra´t´ı doporucˇenou hodnotu αii = 0, 85.
Graf z obra´zku 2.5 ma´ pr˚umeˇrnou prioritu hran p = 4 a uzly s podpr˚umeˇrnou
prioritou vy´choz´ıch hran jsou uzly 1 a 3, konkre´tneˇ p1 = 3, 5 a p3 = 2. Matice X




0, 725 0 0 0
0 0, 85 0 0
0 0 0, 35 0
0 0 0 0, 85


Nyn´ı tedy mu˚zˇeme slozˇit matici G na´sledovneˇ:
G = XS+ (I−X)T (2.10)
V tabulce 2.1 si lze prohle´dnout vy´sledky prˇi aplikova´n´ı jednotlivy´ch metod na
algoritmus PageRanku v porovna´n´ı s PageRankem bez uzˇivatelsky´ch priorit. V ta-
bulce je take´ videˇt, zˇe pozˇadovane´ho porˇad´ı priorit jsme dosa´hli azˇ prˇi pouzˇit´ı
matice teleportacˇn´ıch konstant X.
Uzel
Algoritmus 1 2 3 4
PageRank 0,183 0,359 0,115 0,343
PageRank s T 0,201 0,345 0,123 0,331
PageRank s prioritami hran 0,250 0,283 0,189 0,278
PageRank s X 0,297 0,216 0,229 0,258
Tabulka 2.1: Porovna´n´ı d˚ulezˇitost´ı uzl˚u grafu z obra´zku 2.5 prˇi jednotlivy´ch typech
PageRanku. Vy´sledky po patna´cti iterac´ıch.
Cena za takto uzˇivatelsky optimalizovane´ d˚ulezˇitosti uzl˚u je ovsˇem vykoupena
vy´pocˇetn´ı slozˇitost´ı O(n2), jelikozˇ matici (I−X)T jizˇ nelze prˇeve´st na vektor t,
protozˇe kazˇdy´ uzel ma´ jinou hodnotu αii, a tedy kazˇda´ rˇa´dka matice (I−X)T
obsahuje jine´ hodnoty.
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3 Knihovny implementuj´ıc´ı graf
Pro implementaci algoritmu, jenzˇ prova´d´ı ohodnocen´ı d˚ulezˇitosti uzl˚u, bylo po-
trˇeba naj´ıt adekva´tn´ı knihovnu poskytuj´ıc´ı abstrakci grafu. Ida´lneˇ by takova´to
knihovna meˇla disponovat na´sleduj´ıc´ımi vlastnostmi:
• Rychle´ operace nad prvky grafu – Knihovna by meˇla doka´zat prˇida´vat
(resp. odeb´ırat) jednotlive´ uzly a hrany grafu pokud mozˇno v co nejkratsˇ´ım
cˇase. Du˚lezˇity´m aspektem je take´ rychlost procha´zen´ı grafu, ktera´ ma´ vy-
soky´ vliv na rychlost vy´pocˇtu d˚ulezˇitosti jednotlivy´ch uzl˚u.
• Jednoznacˇna´ identifikace uzl˚u a hran – Vy´pocˇet d˚ulezˇitosti jednotli-
vy´ch uzl˚u je vzˇdy prova´deˇn nad uzˇivatelem zvoleny´m podgrafem (tento
podgraf bude uchova´vat vybrana´ knihovna). Uzˇivatel pak mu˚zˇe v pr˚ubeˇhu
cˇasu prˇida´vat nebo ub´ırat jednotlive´ uzly a hrany. Nad takto zvoleny´m
podgrafem se pote´ prova´d´ı vy´pocˇet d˚ulezˇitosti.
Proto je vhodne´, aby knihovna doka´zala pokud mozˇno v konstantn´ım cˇase
urcˇit, zda urcˇity´ prvek grafu se jizˇ nacha´z´ı v pracovn´ım podgrafu nebo ne.
• Mozˇnost prˇiˇrazen´ı d˚ulezˇitosti uzl˚um – Jednotlive´ uzly by idea´lneˇ ob-
sahovaly vlastnost priorita.
• Implementovane´ prioritn´ı algoritmy – Vy´hodou grafove´ho bal´ıku by
byla sada algoritmu˚ pocˇ´ıtaj´ıc´ıch prioritu pro mozˇnost porovna´n´ı vy´sledk˚u.
Rozbor existuj´ıc´ıch knihoven se veˇnuje jen teˇm, ktere´ jsou implementova´ny
v jazyce Java, jelikozˇ jedn´ım z pozˇadavk˚u zada´n´ı diplomove´ pra´ce byla implemen-
tace v tomto jazyce. Veˇtsˇina grafovy´ch knihoven take´ nab´ız´ı mozˇnost vizualizace
grafu, ktera´ v tomto porovna´n´ı nehraje zˇa´dnou roli, jelikozˇ u´cˇelem te´to pra´ce nen´ı
graf vizualizovat, ale prˇedat jej s vypocˇ´ıtany´mi d˚ulezˇitostmi zobrazovac´ı vrstveˇ.
Jak bylo uvedeno v kapitole 2.1, pozˇadovana´ knihovna take´ mus´ı umeˇt imple-
mentovat orientovany´ graf.
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aktua´ln´ı verze1: v1.5.27 vyda´na dne 14. ledna 2015
autorˇi:
Luc Hogie a kolektiv; University of Nice-Sophia Antipolis;
I3S laboratory
Tato knihovna byla navrzˇena jako vy´konny´ na´stroj pro pra´ci s rozsa´hly´mi grafy
a jejich vizualizaci [9]. Podporuje orientovane´ i neorientovane´ grafy a hypergrafy2
(pra´veˇ implementace hypergrafu byla i jedn´ım z hlavn´ıch d˚uvodu vzniku te´to
knihovny).
Knihovna vyuzˇ´ıva´ mnoha technik ke sn´ızˇen´ı vy´pocˇetn´ıho cˇasu prˇi prova´deˇn´ı
operac´ı nad grafem nebo jeho vizualizace (paralelizmus, cachova´n´ı, on-the-fly
kompilace specificky´ch cˇa´st´ı implementace napsany´ch v jazyce C/C++).
Pra´ce s knihovnou
Knihovna reprezentuje uzly i hrany pouze pomoc´ı celocˇ´ıselne´ hodnoty. Vsˇechny
operace nad grafem jsou prova´deˇny prostrˇednictv´ım trˇ´ıdy Grph pomoc´ı funkc´ı
pracuj´ıc´ıch s teˇmito celocˇ´ıselny´mi hodnotami. Vlastnosti jednotlivy´ch uzl˚u nebo
hran pak mohou by´t ulozˇeny v pomocne´ mapeˇ, jej´ımzˇ kl´ıcˇem je identifika´tor uzlu
nebo hrany.
Trˇ´ıda ObjectGrph<V,E> nab´ız´ı pra´ci s grafem, kde jsou uzly a hrany repre-
zentova´ny objekty. Nevy´hodou tohoto prˇ´ıstupu je ale chybeˇj´ıc´ı mozˇnost vlozˇen´ı
objektu reprezentuj´ıc´ı uzel pod libovolny´m celocˇ´ıselny´m identifika´torem, jelikozˇ
identifika´tor je generova´n knihovnou automaticky prˇi vkla´da´n´ı.
Dokumentace
Dokumentace knihovny nen´ı na moc dobre´ u´rovni. K dispozici je uzˇivateli vy-
generovany´ Javadoc, ve ktere´m nejsou okomentova´ny ani neˇktere´ velice cˇasto
pouzˇ´ıvane´ metody (naprˇ. u metody InMemoryGrph.addVertex(int) chyb´ı jaky´-
koliv popis, i naprˇ´ıklad co se deˇje prˇi konfliktu identifika´tor˚u). Proto se s kni-
hovnou nepracuje prˇ´ıliˇs dobrˇe a cˇasto je potrˇeba pod´ıvat se pro zjiˇsteˇn´ı vy´znamu
neˇktery´ch metod nebo trˇ´ıd i na samotnou implementaci.
Na stra´nka´ch knihovny je take´ k dispozici neˇkolik dokument˚u, ktere´ maj´ı
uzˇivateli vyjasnit zp˚usob pra´ce s knihovnou. Neˇktere´ tyto dokumenty ovsˇem vy-
padaj´ı jako rozpracovane´.
1Ke dni 7. brˇezna 2015.
2Graf, jehozˇ hrany mohou spojovat v´ıce nezˇ dva uzly.
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Poskytovane´ algoritmy
Knihovna disponuje rozsa´hlou mnozˇinou implementovany´ch algoritmu˚ rozdeˇlenou
do neˇkolika sekc´ı (prohleda´va´n´ı grafu, nejkratsˇ´ı cesty, shlukova´n´ı, rˇezy, ...). Grph
nab´ız´ı take´ rozhran´ı pro mozˇnost implementace vlastn´ıho algoritmu.
3.2 JUNG
webova´ adresa: http://jung.sourceforge.net/
licence: Berkeley Software Distribution license
aktua´ln´ı verze3: v2.0.1 vyda´na dne 24. ledna 2010
autorˇi: Joshua O’Madadhain, Danyel Fisher, Tom Nelson
JUNG (Java Universal Network/Graph Framework) [10] je grafova´ knihovna,
ktera´ byla vyv´ıjena mezi lety 2003 azˇ 2010. Knihovna byla vytvorˇena z potrˇeby
obecne´ho, flexibiln´ıho a silne´ho API pro manipulaci, analy´zu a vizualizaci graf˚u a
s´ıt´ı. Jej´ı architektura je navrzˇena tak, aby podporovala velke´ mnozˇstv´ı reprezen-
tac´ı entit a jejich vztah˚u, jako jsou orientovane´ a neorientovane´ grafy, hypergrafy
a grafy s paraleln´ımi hranami.
Pra´ce s knihovnou
Knihovna reprezentuje orientovany´ graf prostrˇednictv´ım genericke´ho rozhran´ı
DirectedGraph<V,E>. Pomoc´ı tohoto rozhran´ı se prˇistupuje ke vsˇem u´daj˚um
jednotlivy´ch uzl˚u a hran, ktere´ se nacha´zej´ı v dane´m grafu (prˇida´n´ı uzlu, hrany,
zjiˇsteˇn´ı vstupn´ıch a vy´stupn´ıch hran uzlu, ...). Jak je patrne´ z definice rozhran´ı
DirectedGraph<V,E>, uzly i hrany mohou by´t reprezentova´ny libovolny´m objek-
tem.
Nevy´hodou tohoto prˇ´ıstupu je nutnost vlastnit odkaz na objekt trˇ´ıdy repre-
zentuj´ıc´ı uzel nebo hranu, abychom mohli naprˇ´ıklad zjistit, zda se v grafu jizˇ
nacha´z´ı nebo ne. Pokud tedy chceme z´ıskat informace o vazba´ch uvnitrˇ grafu,
mus´ıme nejprve mı´t k dispozici instanci zkoumane´ho objektu nebo jeho kopii.
Tato nevy´hoda by sˇla potlacˇit pomoc´ı uchova´n´ı pomocny´ch map, kde by byl
kl´ıcˇem identifika´tor uzlu ,respektive hrany, a hodnotou objekt, ktery´ uzel, respek-
tive hranu reprezentuje.
Dokumentace
Na webovy´ch stra´nka´ch knihovny je k dispozici mnoho dokumentacˇn´ıch soubor˚u
ve formeˇ prezentac´ı a tutorialovy´ch dokument˚u. Neˇktere´ odkazy jsou bohuzˇel
slepe´, jelikozˇ knihovna i jej´ı webove´ stra´nky jsou neˇkolik let neudrzˇovane´.
Knihovna take´ disponuje vygenerovanou Javadoc dokumentac´ı, ktera´ je velice
kvalitneˇ zpracova´na.
3Ke dni 7. brˇezna 2015.
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Na webovy´ch stra´nka´ch je k dispozici neˇkolik Java applet˚u, ktere´ demonstruj´ı
funkcˇnost knihovny a prˇedevsˇ´ım mozˇnosti vizualizace.
Poskytovane´ algoritmy
Knihovna disponuje velice rozsa´hlou kolekc´ı algoritmu˚. Vsˇechny implementovane´
algoritmy se nacha´zej´ı v bal´ıku edu.uci.ics.jung.algorithms, kde jsou da´le
rozdeˇleny podle kategori´ı. Uvnitrˇ kategorie scorings se nacha´zej´ı algoritmy, ktere´
hodnot´ı priority uzl˚u. Jsou zde implementova´ny mimo jine´ algoritmy PageRank,
betweenness centrality, closeness centrality a degree centrality, ktere´ byly popsa´ny
v kapitole 2.





aktua´ln´ı verze4: v1.2 vyda´na dne 24. ledna 2013
autorˇi:
S. Balev, J. Baudry, A. Dutot, Y. Pigne´, G. Savin;
University of Le Havre; LITIS computer science lab
GraphStream [11] je knihovna vyv´ıjena´ na University of Le Havre, ktera´ se
soustrˇed´ı prˇedevsˇ´ım na dynamicke´ aspekty graf˚u a s´ıt´ı a jejich vizualizaci. Nab´ız´ı
neˇkolik trˇ´ıd graf˚u, ktere´ umozˇnˇuj´ı pracovat s r˚uzny´mi typy orientovany´ch a neori-
entovany´ch graf˚u a multigraf˚u5. GraphStream dovoluje libovolneˇ v cˇase prˇida´vat,
ub´ırat nebo upravovat uzly a hrany a tyto uda´losti dynamicky zobrazovat.
Knihovna samotna´ je rozdeˇlena na neˇkolik bal´ık˚u. T´ım za´kladn´ım je gs-core,
ktery´ mus´ı by´t pouzˇit vzˇdy, pokud chceme pracovat s jaky´mkoli jiny´m bal´ıkem
knihovny GraphStream, jelikozˇ obsahuje implementaci samotne´ho grafu. Dalˇs´ımi
bal´ıky jsou gs-algo, ktery´ obsahuje implementaci grafovy´ch algoritmu˚ a gs-ui
staraj´ıc´ı se o vizualizaci grafu.
Pra´ce s knihovnou
Knihovna reprezentuje graf prostrˇednictv´ım rozhran´ı Graph, jehozˇ implementace
prˇedstavuj´ı r˚uzne´ typy graf˚u. Uzly a hrany jsou tvorˇeny rozhran´ım Node, re-
spektive Edge. Prˇi vkla´da´n´ı nove´ho uzlu nebo hrany do grafu mus´ı by´t vzˇdy
specifikova´n jeho jedinecˇny´ identifika´tor v podobeˇ rˇeteˇzce (cozˇ mu˚zˇe zpomalovat
hleda´n´ı nebo vkla´da´n´ı novy´ch uzl˚u, jelikozˇ vy´pocˇet hash funkce rˇeteˇzce trva´ de´le
4Ke dni 7. brˇezna 2015.
5Graf, ve ktere´m mu˚zˇe dva uzly spojovat v´ıce nezˇ jedna hrana.
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nezˇ u celocˇ´ıselny´ch identifika´tor˚u). Kazˇdy´ uzel i hrana maj´ı i sv˚uj cˇ´ıselny´ index,
ktery´ je ale prˇiˇrazova´n automaticky a nen´ı nijak mozˇne´ jeho hodnotu ovlivnit.
Ukla´da´n´ı a prˇ´ıstup k vlastnostem uzl˚u a hran je rˇesˇen pomoc´ı mapy, kde kl´ıcˇem
je rˇeteˇzec a hodnotou libovolny´ objekt nebo jejich kolekce. S vlastnostmi roz-
hran´ı Node a Edge se pracuje pomoc´ı metod setAttribute(), getAttribute(),
removeAttribute() a dalˇs´ımi.
Knihovna umozˇnˇuje vytvorˇit vlastn´ı implementaci rozhran´ı Node, respektive
Edge, ktere´ mohou ne´st dalˇs´ı specificke´ vlastnosti. Instanci grafu se pote´ mus´ı
nastavit nova´ tova´rna uzl˚u, respektive hran.
Dokumentace
Na webovy´ch stra´nka´ch knihovny je k dispozici velke´ mnozˇstv´ı tutoria´l˚u pro jej´ı
jednotlive´ cˇa´sti, ktere´ usnadnˇuj´ı uzˇivateli prvn´ı kroky s knihovnou.
K dispozici jsou take´ vygenerovane´ Javadoc dokumentace pro jednotlive´ cˇa´sti
knihovny, ktere´ jsou velice kvalitneˇ zpracovane´.
Poskytovane´ algoritmy
Bal´ık gs-algo te´to knihovny disponuje rozsa´hlou mnozˇinou algoritmu˚ a genera´to-
r˚u grafu. Veˇtsˇina graf˚u implementuje rozhran´ı DynamicAlgorithm, ktere´ vzˇdy prˇi
zmeˇneˇ grafu prova´d´ı znovu vy´pocˇet, cozˇ je velice efektivn´ı pra´veˇ prˇi vizualizaci,
kdy lze postupneˇ pozorovat pr˚ubeˇzˇne´ zmeˇny naprˇ´ıklad v prioritn´ım ohodnocen´ı
jednotlivy´ch uzl˚u grafu.
Tento bal´ık take´ implementuje algoritmy popsane´ v kapitole 2. Naprˇ´ıklad
pra´veˇ implementace PageRanku byla vytvorˇena jako dynamicky´ algoritmus.
3.4 JGraphT
webova´ adresa: http://jgrapht.org/
licence: GNU LGPL a EPL
aktua´ln´ı verze6: v0.9.0 vyda´na v prosinci 2013
autorˇi: Barak Naveh a prˇispeˇvatele´
Grafova´ knihovna aktivneˇ vyv´ıjena´ od roku 2003, ktera´ je sˇiroce vyuzˇ´ıva´na v pro-
jektech mnoha r˚uzny´ch zameˇrˇen´ı (naprˇ´ıklad i bioinformatika nebo chemie) [12].
Knihovna se soustrˇed´ı na orientovane´ a neorientovane´ grafy a grafy, jejichzˇ hrany
jsou va´zˇene´. Poskytuje take´ implementaci listenable graf˚u, ktere´ umozˇnˇuj´ı auto-
maticke´ prova´deˇn´ı nadefinovany´ch akc´ı po specificky´ch u´prava´ch struktury grafu.
Knihovna je podobna´ svy´m na´zvem knihovneˇ JGraph. Obeˇ knihovny ale pocha´-
zej´ı od r˚uzny´ch autor˚u a maj´ı rozd´ılne´ zameˇrˇen´ı. JGraphT se zameˇrˇuje prˇedevsˇ´ım
6Ke dni 8. brˇezna 2015.
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na reprezentaci grafu jako datove´ struktury a jeho algoritmicke´ zpracova´n´ı, za-
t´ımco JGraph je zameˇrˇen na vizualizaci grafu a jeho editova´n´ı prostrˇednictv´ım
uzˇivatelske´ho rozhran´ı (proto nebyl zarˇazen mezi popisovane´ knihovny). Nicme´neˇ
JGraphT nab´ız´ı adapte´r pro mozˇnost vizualizace jeho grafovy´ch struktur pomoc´ı
knihovny JGraph.
Pra´ce s knihovnou
Knihovna je definic´ı svy´ch rozhran´ı velice podobna´ knihovneˇ JUNG (viz kapitola
3.2 vy´sˇe). S grafem se pracuje prostrˇednictv´ım genericke´ho rozhran´ı Graph<V,E>,
kde V prˇedstavuje trˇ´ıdu reprezentuj´ıc´ı uzly a E hrany grafu. Toto rozhran´ı imple-
mentuje neˇkolik trˇ´ıd, kazˇda´ zajiˇst’uje jiny´ typ grafu.
Pro pra´ci s orientovany´m grafem slouzˇ´ı trˇ´ıda DefaultDirectedGraph<V,E>.
Pomoc´ı jej´ıch metod pak mu˚zˇeme do grafu jednotlive´ uzly a hrany vkla´dat, mazat
nebo testovat, zda se v neˇm jizˇ nacha´z´ı.
Jako v prˇ´ıpadeˇ knihovny JUNG je potrˇeba vlastnit odkaz na dotazovany´ uzel
nebo hranu, pokud naprˇ´ıklad chceme zjistit, zda se v grafu nacha´z´ı. To je ve-
lice neprˇ´ıjemne´ kuprˇ´ıkladu prˇi prˇida´va´n´ı hrany v pr˚ubeˇhu vytva´rˇen´ı grafu, kdy
mus´ıme vlastnit odkaz na obeˇ instance uzl˚u, ktere´ chceme spojit hranou.
Dokumentace
Na webovy´ch stra´nka´ch knihovny se nacha´z´ı za´kladn´ı informace o knihovneˇ spolu
s uka´zkami za´kladn´ıch operac´ı nad grafem. Stra´nky take´ obsahuj´ı odkaz na Java-
doc dokumentaci, ktera´ velice detailneˇ popisuje implementaci cele´ knihovny.
Knihovna take´ disponuje svy´mi Wiki stra´nkami, kde jsou k nahle´dnut´ı dalˇs´ı,
jizˇ konkre´tneˇji zameˇrˇene´ uka´zky pouzˇit´ı. Za´rovenˇ se zde uzˇivatel mu˚zˇe dozveˇdeˇt,
jaky´ch na´vrhovy´ch vzor˚u je pouzˇito prˇi jej´ı implementaci a jake´ za´sady by meˇly
by´t dodrzˇova´ny prˇi dalˇs´ım rozsˇiˇrova´n´ı knihovny.
Poskytovane´ algoritmy
JGraphT obsahuje bal´ık algo, ktery´ poskytuje prˇes dvacet implementovany´ch
grafovy´ch algoritmu˚. Veˇtsˇina algoritmu˚ patrˇ´ı mezi prohleda´vac´ı (Bellman-Ford˚uv
algoritmus, chromaticke´ cˇ´ıslova´n´ı, Prim-Jarnikova kostra grafu, ...).
Knihovna neposkytuje zˇa´dne´ rozhran´ı, definuj´ıc´ı algoritmus. Veˇtsˇina trˇ´ıd im-
plementuj´ıc´ıch algoritmy pozˇaduje jako parametr konstruktoru graf, na ktere´m
bude algoritmus prova´deˇt.
3.5 Navrhovana´ knihovna
Z vy´sˇe popsany´ch knihoven vyhovuj´ı nejv´ıce JUNG a JGraphT. Prvn´ı jmeno-
vana´ ma´ vy´hodu rozsa´hle´ho portfolia implementovany´ch grafovy´ch algoritmu˚.
Jej´ı za´sadn´ı nevy´hodou je pak ovsˇem vy´voj zastaveny´ v roce 2010. Obeˇ knihovny
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velice podobneˇ reprezentuj´ı graf. Nevy´hody te´to reprezentace (vcˇetneˇ mozˇnosti
jejich potlacˇen´ı) byly popsa´ny v jejich rozborech.
Vzhledem k tomu, zˇe ani jedna z popisovany´ch grafovy´ch knihoven nevyho-
vovala vsˇem pozˇadavk˚um, ktere´ byly vyjmenova´ny na zacˇa´tku kapitoly, bude
v ra´mci te´to diplomove´ pra´ce navrzˇena nova´ knihovna.
Acˇkoliv by se popsane´ nevy´hody knihoven JUNG nebo JGraphT daly pomeˇrneˇ
lehce potlacˇit, autorovi te´to pra´ce se zda´l na´vrh a implementace vlastn´ı grafove´
knihovny jako zaj´ımava´ vy´zva.
3.5.1 Vlastnosti navrhovane´ knihovny
Jednoznacˇna´ identifikace uzl˚u a hran
Navrhovana´ knihovna bude pracovat s genericky´mi entitami reprezentuj´ıc´ımi uzly
a hrany. Tyto entity ovsˇem budou muset obsahovat sv˚uj jednoznacˇny´ identi-
fika´tor. T´ım se jednodusˇe vyloucˇ´ı mozˇnost mı´t v grafu v´ıce stejny´ch uzl˚u nebo
hran. Dı´ky tomu take´ mohou by´t uzly a grafy ulozˇeny v mapa´ch, cˇ´ımzˇ se k nim
zajist´ı prˇ´ıstup v konstantn´ım cˇase.
Rozdeˇlen´ı logicke´ a datove´ cˇa´sti
Knihovna rozdeˇl´ı reprezentaci uzlu na jeho logickou a datovou cˇa´st. Logicka´ cˇa´st
uzlu urcˇuje jake´ hrany do neˇj a z neˇj vedou, jaky´ ma´ stupenˇ, sousedy, prioritu
atd. Datova´ cˇa´st pak prˇedstavuje vlastnosti, ktere´ dany´ uzel uchova´va´ (v nasˇem
prˇ´ıpadeˇ naprˇ´ıklad historickou osobnost a u´daje o n´ı). Obeˇ tyto cˇa´sti budou re-
prezentova´ny svy´m objektem.
Kdyzˇ pak budeme cht´ıt z grafu vybrat uzel s urcˇity´m identifika´torem, dosta-
neme jeho logickou cˇa´st, kterou lze na´sledneˇ vyuzˇ´ıt k z´ıska´n´ı datove´ cˇa´sti.
Analogicky se prˇistoup´ı i k hrana´m grafu.
Prioritn´ı algoritmy
Knihovna bude obsahovat implementaci vsˇech variant PageRank˚u popsany´ch
v kapitole 2. Da´le bude poskytovat rozhran´ı pro mozˇnost vytvorˇen´ı novy´ch prio-
ritn´ıch algoritmu˚.
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4 Na´vrh knihovny pro reprezentaci a
ohodnocen´ı grafu
Prˇedchoz´ı kapitoly popisuj´ı strukturu historicke´ho grafu (viz 2.1), da´le jednotlive´
algoritmy pro ohodnocen´ı uzl˚u grafu (viz 2.2) a existuj´ıc´ı knihovny implementuj´ıc´ı
reprezentaci grafu (prˇicˇemzˇ autor pra´ce se rozhodl implementovat vlastn´ı grafovou
knihovnu, viz 3.5.1).
Tato kapitola se veˇnuje na´vrhu knihovny pro reprezentaci grafu a ohodnocen´ı
d˚ulezˇitosti jeho uzl˚u. Da´le popisuje jej´ı integraci do vy´sledne´ho na´stroje pro zo-
brazova´n´ı historicky´ch uda´lost´ı na cˇasove´ ose. Navazuje tak na strucˇne´ nast´ıneˇn´ı
zasazen´ı te´to pra´ce do kontextu ostatn´ıch diplomovy´ch prac´ı popsane´ v kapitole
2.1.2.










































Obra´zek 4.1: Jednotlive´ cˇa´sti, ze ktery´ch se skla´da´ vy´sledna´ aplikace pro vizualizaci
historicky´ch uda´lost´ı na cˇasove´ ose
Grafova´ databa´ze historicky´ch dat
V te´to databa´zi jsou uchova´va´ny vsˇechny historicke´ uda´losti, jejich vazby, stereo-
typy a dalˇs´ı vlastnosti. Konkre´tneˇ se jedna´ o grafovou NoSQL databa´zi neo4j1.
1Dostupne´ na http://neo4j.com/.
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Repozita´rˇ historicky´ch dat
Tato cˇa´st zajiˇst’uje2 mapova´n´ı dat ulozˇeny´ch v databa´zi na objekty trˇ´ıd histo-
ricky´ch uzl˚u a jejich vazeb, ktere´ se v dalˇs´ıch cˇa´stech na´sledneˇ ohodnocuj´ı a
vizualizuj´ı. Da´le tato cˇa´st zprostrˇedkova´va´ dotazova´n´ı nad databa´z´ı a vkla´da´n´ı
novy´ch vrchol˚u a hran.
Zdroj historicky´ch dat
Cˇa´st, ktera´ jednora´zovou da´vkou nahra´la data historicky´ch uda´lost´ı a osob do
databa´ze3.
Reprezentace grafu
Knihovna implementuj´ıc´ı reprezentaci grafu. Tato knihovna je vyuzˇ´ıva´na v ostatn´ıch
cˇa´stech vy´sledne´ aplikace (repozita´rˇ historicky´ch uda´lost´ı, ohodnocen´ı uzl˚u grafu,
rozhran´ı pro vneˇjˇs´ı prˇ´ıstup, Java vizualizace). Implementaci te´to knihovny po-
drobneˇ popisuje kapitola 5.
Ohodnocen´ı uzl˚u grafu
Knihovna implementuj´ıc´ı algoritmy, ktere´ hodnot´ı d˚ulezˇitost jednotlivy´ch uzl˚u
grafu. Jej´ı realizace je podrobneˇ popsa´na v kapitole 5.2, popis implementovany´ch
algoritmu˚ se pak nacha´z´ı v kapitole 6.
Rozhran´ı pro vneˇjˇs´ı prˇ´ıstup
Knihovna poskytuj´ıc´ı Java rozhran´ı pro vizualizacˇn´ı cˇa´sti. Rozhran´ı disponuje
na´sleduj´ıc´ımi sluzˇbami:
• Z´ıska´n´ı ohodnocene´ho grafu historicky´ch uda´lost´ı na za´kladeˇ uzˇivatelske´ho
dotazu,
• z´ıska´n´ı vrcholu grafu (a prˇ´ıpadneˇ jeho okol´ı specifikovane´ hloubky) podle
jeho ID,
• z´ıska´n´ı na´zv˚u vsˇech vlastnost´ı uzl˚u,
• vlozˇen´ı uzlu nebo hrany do grafu historicky´ch uda´lost´ı.
Rozhran´ı podrobneˇji popisuje kapitola 7. Knihovna take´ zajiˇst’uje komunikaci
s databa´z´ı prostrˇednictv´ım cˇa´sti objektove´ho mapova´n´ı (viz obra´zek 4.1).
2Cˇa´sti Grafova´ databa´ze historicky´ch dat a Repozita´rˇ historicky´ch dat byly vypra-
cova´ny Davidem Merunkem v ra´mci paraleln´ı diplomove´ pra´ce s na´zvem Generova´n´ı a vizuali-
zace cˇasove´ osy.
3Cˇa´st Zdroj historicky´ch dat byla vypracova´na Gabrielou Hessovou v ra´mci paraleln´ı
bakala´rˇske´ pra´ce s na´zvem Automaticke´ z´ıska´n´ı historicky´ch u´daj˚u z webovy´ch zdroj˚u.
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REST server
Jelikozˇ ma´ vy´sledna´ aplikace dva r˚uzne´ typy vizualizace (jeden prostrˇednictv´ım
desktopove´ Java aplikace, druhy´ pomoc´ı webove´ho rozhran´ı), je potrˇeba vytvorˇit
paraleln´ı rozhran´ı, ktere´ je neza´visle´ na programovac´ım jazyce a poskytuje stejne´
sluzˇby jako vy´sˇe popsane´ Java rozhran´ı. Jako idea´ln´ı rˇesˇen´ı pro tento u´kol bylo
zvoleno rozhran´ı REST4.
Zat´ımco lze rozhran´ı tvorˇene´ Java knihovnou prˇ´ımo pouzˇ´ıt v libovolne´ aplikaci,
pro zprˇ´ıstupneˇn´ı te´zˇe funkcionality prostrˇednictv´ım REST sluzˇeb je nutne´ jej
koncipovat jako webovou sluzˇbu.
Java vizualizace
Jak bylo zmı´neˇno vy´sˇe, tato cˇa´st vizualizuje ohodnoceny´ graf historicky´ch uda´lost´ı
prostrˇednictv´ım desktopove´ Java aplikace5. V tomto kontextu tak zbyle´ cˇa´sti vy´-
sledne´ aplikace prˇedstavuj´ı aplikacˇn´ı a datovou u´rovenˇ.
Webova´ vizualizace
Na rozd´ıl od Java vizualizace prˇistupuje tato cˇa´st k REST rozhran´ı, ktere´ je
koncipova´no jako serverova´ aplikace. Vy´sledna´ aplikace je pak tedy rozdeˇlena na
dveˇ fyzicke´ cˇa´sti:
• Server poskytuj´ıc´ı prioritneˇ ohodnocena´ data o historicky´ch uda´lostech na
za´kladeˇ klientsky´ch dotaz˚u,
• klient zajiˇst’uj´ıc´ı zobrazen´ı prˇijaty´ch dat na za´kladeˇ zaslane´ho pozˇadavku6.
4REST (Representational state transfer) – architektura rozhran´ı navrzˇena´ pro distribuo-
vane´ prostrˇed´ı. Typicky vyuzˇ´ıva´ protokolu HTTP/1.1 (dotazy GET, POST, DELETE, atd.) pro
komunikaci a identifika´toru URI pro identifikaci jednotlivy´ch zdroj˚u.
5Cˇa´st veˇnuj´ıc´ı se Java vizualizaci byla vypracova´na Janem Moulisem v ra´mci paraleln´ı
diplomove´ pra´ce s na´zvem Vizualizace cˇasove´ osy.
6Cˇa´st veˇnuj´ıc´ı se Webove´ vizualizaci byla vypracova´na Michalem Kacerovsky´m v ra´mci
paraleln´ı diplomove´ pra´ce s na´zvem Vizua´ln´ı reprezentace precedencˇn´ıho grafu.
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5 Implementace grafove´ knihovny
Jak bylo popsa´no v prˇedchoz´ı kapitole, soucˇa´st´ı te´to diplomove´ pra´ce je i imple-
mentace vlastn´ı grafove´ knihovny. Za´kladn´ı rozdeˇlen´ı te´to knihovny se inspiruje
knihovnou GraphStream, a sice jej´ım rozdeˇlen´ım na dva za´kladn´ı Maven projekty:
• graph – Tato cˇa´st je samotnou implementaci orientovane´ho grafu. Umozˇ-
nˇuje vytva´rˇet instance grafu, do ktere´ho lze prˇida´vat uzly a hrany nebo
je mazat. Bal´ık take´ obsahuje implementaci dvou za´kladn´ıch entit cˇasove´ho
grafu, a to trˇ´ıd Node a Bond, jezˇ prˇedstavuj´ı historicky´ uzel, respektive vazbu
mezi mezi nimi.
• graph-ranking – Cˇa´st slouzˇ´ıc´ı k algoritmicke´mu ohodnocen´ı grafu. Zde
jsou implementova´ny vsˇechny pouzˇ´ıvane´ typy algoritmu PageRank, popsane´
v kapitole 2. Take´ poskytuje rozhran´ı pro implementaci dalˇs´ıch ohodno-
covac´ıch algoritmu˚ (VertexImportanceComputer), rozhran´ı pro prˇepocˇet
d˚ulezˇitost´ı jednotlivy´ch uzl˚u ze za´kladn´ı hodnoty (soucˇet d˚ulezˇitost´ı prˇes
vsˇechny uzly je roven jedne´) na jinak specifikovanou (naprˇ´ıklad zvoleny´
pocˇet u´rovn´ı d˚ulezˇitost´ı) nebo take´ trˇ´ıdy pro zpracova´n´ı uzˇivatelsky´ch pri-
orit.
5.1 Knihovna graph
Na obra´zku 5.1 lze videˇt UML diagram trˇ´ıd te´to knihovny. Z diagramu plyne, zˇe
hlavn´ı trˇ´ıdou grafove´ knihovny je trˇ´ıda Graph<Identifiable, Identifiable>
(prvn´ı typ vzˇdy urcˇuje trˇ´ıdu reprezentuj´ıc´ı vrcholy, druhy´ typ urcˇuje trˇ´ıdu prˇed-
stavuj´ıc´ı hrany), ktera´ v sobeˇ zapouzdrˇuje jednotlive´ vrcholy (Vertex) a hrany
(Edge). V diagramu jsou take´ zahrnuty entitn´ı trˇ´ıdy Node a Bond, jezˇ prˇedsta-
vuj´ı historicke´ uda´losti, osobnosti, mı´sta, prˇedmeˇty a jejich vazby. Obeˇ trˇ´ıdy
take´ nesou sv˚uj stereotyp dany´ vy´cˇtovou hodnotou NodeStereotype, respektive
BondStereotype.
Rozhran´ı Identifiable
Rozhran´ı, ktere´ obsahuje pouze metodu getId(). Ta zarucˇuje, zˇe kazˇdy´ objekt
implementuj´ıc´ı dane´ rozhran´ı obsahuje jednoznacˇny´ identifika´tor.
Trˇ´ıda Graph<Identifiable, Identifiable>
Tato trˇ´ıda prˇedstavuje graf, jehozˇ vrcholy, respektive hrany, mohou by´t reprezen-
tova´ny libovolny´mi trˇ´ıdami implementuj´ıc´ı rozhran´ı Identifiable. Dı´ky tomu
nen´ı mozˇne´, aby se v grafu nacha´zely dva stejne´ vrcholy nebo hrany se stejny´m
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Obra´zek 5.1: UML diagram knihovny graph
ID. Za´rovenˇ tak graf mu˚zˇe obsahovat mapu, kde je kl´ıcˇem ID vrcholu, respek-
tive hrany, a hodnotou je objekt prˇedstavuj´ıc´ı dany´ vrchol, respektive hranu,
ktery´ vlastn´ı tento identifika´tor, cozˇ zarucˇuje prˇ´ıstup k vrchol˚um a hrana´m grafu
v konstantn´ım cˇase.
Trˇ´ıda Graph<Identifiable, Identifiable> poskytuje metody pro vlozˇen´ı
nebo smaza´n´ı uzlu, respektive hrany z grafu. Pokud je do grafu vkla´da´n vr-
chol, ktery´ v neˇm jizˇ lezˇ´ı (shoduj´ıc´ı se ID), pak metoda insertVertex() vyhod´ı
vy´jimku VertexAlreadyExistsException, jezˇ zabra´n´ı jeho vlozˇen´ı.
Analogicky se pak postupuje prˇi vkla´da´n´ı hran, kdy se nav´ıc oveˇrˇuje, zda
v grafu existuj´ı vrcholy, mezi nimizˇ ma´ by´t dana´ hrana vytvorˇena. Testova´n´ı
existence vrchol˚u nebo hran se prova´d´ı take´ prˇi jejich maza´n´ı.
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Metoda insertVertex() prˇij´ıma´ jako parametr instanci trˇ´ıdy, ktera´ reprezen-
tuje vrchol grafu. Vy´stupem te´to metody je instance trˇ´ıdy Vertex<Identifiable,
Identifiable>, ktera´ uchova´va´ vstupn´ı a vy´stupn´ı hrany vrcholu.
Analogicky opeˇt pracuje metoda insertEdge(), ktera´ vrac´ı instanci trˇ´ıdy
Edge<Identifiable, Identifiable>
Rozhran´ı Vertex<Identifiable, Identifiable>
Rozhran´ı reprezentuj´ıc´ı vrchol grafu. Vrchol grafu tato knihovna rozdeˇluje na dveˇ
pomyslne´ cˇa´sti:
• Logicka´, pomoc´ı n´ızˇ mu˚zˇeme prˇistupovat ke vstupn´ım a vy´stupn´ım hra-
na´m nebo vrchol˚um – urcˇuje strukturu okol´ı.
• Datova´, ktera´ uchova´va´ data reprezentuj´ıc´ı dany´ vrchol (v nasˇem kontextu
jsou to naprˇ´ıklad informace o urcˇite´ historicke´ uda´losti). K instanci entity
nesouc´ı data se prˇistupuje pomoc´ı metody getValue().
Toto rozhran´ı implementuje trˇ´ıda VertexImpl<Identifiable, Identifiable>,
jej´ızˇ instance jsou vytva´rˇeny trˇ´ıdou Graph<Identifiable, Identifiable> prˇi
vkla´da´n´ı nove´ho vrcholu do grafu.
Rozhran´ı Edge<Identifiable, Identifiable>
Rozhran´ı prˇedstavuj´ıc´ı hranu grafu, ktere´ ma´ analogickou funkcˇnost jako rozhran´ı
Vertex popisovane´ vy´sˇe. Rozhran´ı Edge rozdeˇluje reprezentaci hrany na logickou
a datovou cˇa´st stejneˇ jako Vertex. Jediny´ rozd´ıl je v poskytova´n´ı logicky´ch metod,
kdy poskytuje metody pro z´ıska´n´ı odkazu na zdrojovy´, nebo c´ılovy´ vrchol dane´
hrany.
Rozhran´ı implementuje trˇ´ıda EdgeImpl<Identifiable, Identifiable>, kte-
ra´ je vytva´rˇena trˇ´ıdou Graph<Identifiable, Identifiable> prˇi vkla´da´n´ı hrany
do grafu.
5.1.1 Entitn´ı trˇ´ıdy grafu historicky´ch uda´lost´ı
Prˇedchoz´ı odstavce popisuj´ı strukturu samotne´ho grafu. K vytvorˇen´ı grafu je
nutne´, aby jeho vrcholy, respektive hrany, byly reprezentova´ny trˇ´ıdami imple-
mentuj´ıc´ı rozhran´ı Identifiable. N´ızˇe popsane´ trˇ´ıdy prˇedstavuj´ı uzly grafu hi-
storicky´ch uda´lost´ı a jejich vazby, ktere´ toto rozhran´ı implementuj´ı.
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Trˇ´ıda Node
Tato trˇ´ıda prˇedstavuje historickou osobu, uda´lost, mı´sto nebo prˇedmeˇt. Stereo-
typ uzlu je urcˇuje vy´cˇtovy´ typ NodeStereotype (jednotlive´ stereotypy popisuje
kapitola 2.1). Uzel da´le obsahuje na´sleduj´ıc´ı atributy:
• id – celocˇ´ıselny´ identifika´tor uzlu,
• name – jme´no uda´losti, mı´sta, veˇci nebo historicke´ osobnosti,
• description – za´kladn´ı popis dane´ho uzlu,
• stereotype – stereotyp uzlu,
• begin, end – instance trˇ´ıdy DateTime1 nesouc´ı informace o cˇase zaha´jen´ı
(naprˇ´ıklad narozen´ı historicke´ osobnosti) a konci (smrt) platnosti dane´ho
uzlu,
• tags – pole rˇeteˇzc˚u, ktere´ reprezentuje sˇt´ıtky patrˇ´ıc´ı k uzlu (nepovinny´
atribut),
• properties – mapa, kde kl´ıcˇem je rˇeteˇzec a hodnotou objekt trˇ´ıdy Object.
Tato mapa mu˚zˇe obsahovat dodatecˇne´ u´daje o historicke´m uzlu, jimizˇ mo-
hou by´t naprˇ´ıklad specificke´ vlastnosti pro jednotlive´ stereotypy uzl˚u.
Trˇ´ıda Bond
Trˇ´ıda prˇedstavuje vazbu mezi historicky´mi uzly. Stejneˇ jako uzly maj´ı i jejich
vazby r˚uzne´ stereotypy reprezentovane´ vy´cˇtovy´m typem BondStereotype (stereo-
typ˚u je celkem osm, jejich na´zvy a vy´znamy popisuje kapitola 2.1). Kazˇda´ hrana
pak disponuje na´sleduj´ıc´ımi atributy:
• id – celocˇ´ıselny´ identifika´tor hrany,
• name – jme´no vazby,
• description – za´kladn´ı popis vazby mezi uzly (nepovinny´ atribut),
• tags – pole rˇeteˇzc˚u, ktere´ reprezentuje sˇt´ıtky patrˇ´ıc´ı k vazbeˇ (nepovinny´
atribut),
• properties – mapa, kde kl´ıcˇem je rˇeteˇzec a hodnotou objekt trˇ´ıdy Object.
Jako u historicky´ch uzl˚u mu˚zˇe obsahovat dodatecˇne´ informace o dane´ vazbeˇ.
1Trˇ´ıda knihovny Joda-Time reprezentuj´ıc´ı cˇas.
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5.2 Knihovna graph-ranking
Tato knihovna poskytuje implementaci neˇkolika variant algoritmu PageRank. Po-
moc´ı implementace rozhran´ı VertexImportanceComputer je nav´ıc mozˇne´ prˇida´-
vat dalˇs´ı ohodnocovac´ı algoritmy.
Knihovnu tvorˇ´ı samostatny´ Maven projektem, ktery´ je za´visly´ na knihovneˇ
graph. Obra´zek 5.2 zobrazuje jej´ı UML diagram trˇ´ıd, ze ktere´ho lze videˇt, zˇe
strˇedobodem knihovny je rozhran´ı VertexImportanceComputer, ktere´ implemen-
tuj´ı vsˇechny ohodnocovac´ı algoritmy.
Vy´znam jednotlivy´ch implementac´ı algoritmu PageRank a jejich pomocny´ch
trˇ´ıd podrobneˇ popisuje kapitola 6. N´ızˇe se tak nacha´z´ı popis jednotlivy´ch trˇ´ıd,
ktere´ nejsou prˇ´ımo spojeny s t´ımto algoritmem, ale lze je vyuzˇ´ıt prˇi implementaci
jiny´ch hodnot´ıc´ıch algoritmu˚.
Rozhran´ı VertexImportanceComputer
Jak jizˇ bylo neˇkolikra´t zmı´neˇno, toto rozhran´ı implementuj´ı trˇ´ıdy, ktere´ prova´deˇj´ı
ohodnocen´ı vy´znamnosti vrchol˚u grafu na za´kladeˇ libovolne´ho algoritmu nebo
sady pravidel. Rozhran´ı obsahuje pouze metodu computeVertexImportances()
s jediny´m parametrem, a to grafem, nad ktery´m bude prova´deˇn vy´pocˇet.
Trˇ´ıda UserPriority
Trˇ´ıda, ktera´ zapouzdrˇuje uzˇivatelske´ priority jednotlivy´ch stereotyp˚u vrchol˚u
a hran. Prˇed vy´pocˇtem PageRanku, jenzˇ bere v potaz prˇeddefinovane´ priority,
prˇiˇrad´ı uzˇivatel jednotlivy´m stereotyp˚um uzl˚u a vazeb celocˇ´ıselnou hodnotu od
jedne´ do deseti (deset znamena´ nejvysˇsˇ´ı prioritu). Trˇ´ıda UserPriority tyto hod-
noty uchova´va´ a na jejich za´kladeˇ pak ovlivnˇuje vy´slednou d˚ulezˇitost jednotlivy´ch
uzl˚u.
Rozhran´ı Rater<T>
Pomoc´ı tohoto rozhran´ı se urcˇuje priorita libovolne´ho typu T na za´kladeˇ pravidel
stanoveny´ch ve trˇ´ıdeˇ, ktera´ Rater<T> implementuje. Rozhran´ı obsahuje jedinou
metodu rate(T), jezˇ vrac´ı hodnotu typu double.
Rozhran´ı tak vyuzˇ´ıvaj´ı naprˇ´ıklad varianty PageRanku, ktere´ berou v potaz
prˇedem nastavene´ uzˇivatelske´ priority. Na za´kladeˇ implementace metody rate(T)
tak lze pro jeden algoritmus vytvorˇit neˇkolik variant, podle ktery´ch se bude vy-
hodnocovat priorita uzl˚u nebo hran.
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Obra´zek 5.2: UML diagram trˇ´ıd knihovny graphRanking
Trˇ´ıda NodeStereotypeRater
Trˇ´ıda implementuje rozhran´ı Rater<Vertex<Node,Bond>>. Jej´ım prostrˇednic-
tv´ım se prova´d´ı urcˇen´ı uzˇivatelske´ d˚ulezˇitosti uzlu na za´kladeˇ jeho stereotypu.
Aby bylo mozˇne´ urcˇit uzˇivatelskou prioritu dane´ho uzlu podle jeho stereo-
typu, mus´ı tato trˇ´ıda vlastnit odkaz na objekt trˇ´ıdy UserPriority. Tuto vazbu
zna´zornˇuje diagram trˇ´ıd na obra´zku 5.2.
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Trˇ´ıda BondStereotypeRater
Tato trˇ´ıda pln´ı stejnou roli jako NodeStereotypeRater s t´ım rozd´ılem, zˇe urcˇuje
prioritu hrany. Ta se urcˇuje nejen na za´kladeˇ jej´ıho stereotypu, ale take´ ze stereo-
typu uzlu, do ktere´ho vede.
Vy´sledna´ priorita hrany je pak vypocˇ´ıta´na jako aritmeticky´ pr˚umeˇr z priority
hrany a c´ılove´ho uzlu.
Rozhran´ı ImportanceConvertor
Po vy´pocˇtu libovolne´ho ohodnocuj´ıc´ıho algoritmu maj´ı vrcholy stanovenou d˚u-
lezˇitost na za´kladeˇ metrik dane´ho algoritmu (v prˇ´ıpadeˇ PageRanku je suma
d˚ulezˇitost´ı vsˇech uzl˚u rovna jedne´). Trˇ´ıdy implementuj´ıc´ı toto rozhran´ı prova´deˇj´ı
po vy´pocˇtu prˇevod priorit na klientem pozˇadovany´ forma´t.
Trˇ´ıda HunderedLvlImpConv
Tato trˇ´ıda reprezentuje implementaci rozhran´ı ImportanceConvertor, ktera´ roz-
deˇluje d˚ulezˇitost uzl˚u do sta u´rovn´ı – 1 pro nejnizˇsˇ´ı, 100 pro nejvysˇsˇ´ı.
Trˇ´ıda GraphCSVLoader
Trˇ´ıda zajiˇst’uj´ıc´ı nacˇ´ıta´n´ı graf˚u z CSV2 souboru. Tato trˇ´ıda byla vytvorˇena pro
mozˇnost testova´n´ı algoritmu˚ ohodnocuj´ıc´ı uzly v dobeˇ, kdy jesˇteˇ nebyl zajiˇsteˇn
prˇ´ıstup k grafove´ databa´zi.
Graf vzˇdy sesta´va´ ze dvou CSV soubor˚u, kdy prvn´ı nacˇ´ıtany´ obsahoval uzly
historicke´ho vy´znamu a druhy´ nesl jejich vza´jemne´ vazby.




K vy´pocˇtu d˚ulezˇitost´ı jednotlivy´ch uzl˚u z grafu historicky´ch uda´lost´ı byl vybra´n
algoritmus PageRank (popisovany´ v cˇa´sti 2.2.3). Du˚vodem byla prˇedevsˇ´ım jeho
n´ızka´ cˇasova´ na´rocˇnost (pro vy´pocˇet jedne´ iterace O(n) – O(n2) v za´vislosti na
implementaci, prˇi 50 – 100 iterac´ıch pro velice rozsa´hle´ grafy [6]) a celkem snadne´
uzˇivatelske´ u´praveˇ priorit na za´kladeˇ definovany´ch pravidel.
Existuj´ı dveˇ za´kladn´ı mozˇnosti jak implementovat PageRank, a to pomoc´ı
maticovy´ch vy´pocˇt˚u (uva´d´ı cˇa´st 2.2.3) nebo prostrˇednictv´ım seznamu˚ sousednosti
jednotlivy´ch uzl˚u. V ra´mci te´to diplomove´ pra´ce byly vyzkousˇeny oba dva typy.
Z teˇchto dvou variant se na´sledneˇ vybrala verze vyuzˇ´ıvaj´ıc´ı spojovy´ch seznamu˚,
jelikozˇ potrˇebuje na vy´pocˇet me´neˇ cˇasu.
6.1 Vy´pocˇet pomoc´ı maticovy´ch pocˇt˚u
Jak bylo popsa´no v kapitole 2.2.3, jedna iterace odpov´ıda´ operaci na´soben´ı ve-
ktoru matic´ı, prˇesneˇji xk+1 = xkG. Tato operace ma´ vy´pocˇetn´ı slozˇitost O(n
2).
Prˇipomeneme, zˇe matici G urcˇuje vztah 2.4:
G = αS+ (1− α)E




Prˇed samotny´m vy´pocˇtem se nejprve mus´ı sestavit matice G. Cˇasova´ slozˇitost
te´to operace je opeˇt O(n2), a to prˇedevsˇ´ım vzhledem k fyzicke´ reprezentaci grafu
(spojovy´m seznamem sousednosti, jak bylo popsa´no v kapitole 5.1), ze ktere´ se
matice G vytva´rˇ´ı, jelikozˇ je potrˇeba pro vsˇechny uzly grafu prove´st na´sleduj´ıc´ı
operace:
1. Prˇiˇrazen´ı indexu (1 azˇ n) vsˇem vrchol˚um ohodnocovane´ho grafu. Tento
index uda´va´ rˇa´dku, respektive sloupec, dane´ho vrcholu v budouc´ı matici
G,
2. vytvorˇen´ı za´kladu matice G, ktera´ je naplneˇna hodnotami (1 − a) · 1/n
(odpov´ıda´ matici (1− α)E),
3. pro kazˇdou hranu smeˇrˇuj´ıc´ı z vrcholu u do vrcholu v je k prvku gu,v matice
G prˇicˇtena hodnota 1/deg−(u)1 (krok odpov´ıda´ vytvorˇen´ı matice A).
4. Pokud je vrchol u slepy´ (nevede z neˇj zˇa´dna´ odchoz´ı hrana), pak je k prvk˚um
gu,1 azˇ gu,n matice G prˇicˇtena hodnota 1/n (tento krok odpov´ıda´ vytvorˇen´ı
matice S z matice A).
1deg−(u) uda´va´ odchoz´ı stupenˇ vrcholu u.
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Nyn´ı se mohou pocˇ´ıtat jednotlive´ iterace.
Zastavovac´ı podmı´nka je da´na jednotkovou normou (viz vzorec 2.6) rozd´ılu
vektor˚u d˚ulezˇitost´ı vrchol˚u dvou posledn´ıch iterac´ı (xk+1 a xk). Pokud je jed-
notkova´ norma mensˇ´ı nezˇ hodnota ε, pak zastav´ıme vy´pocˇet (volbu hodnoty ε
popisuje kapitola 9.4).
6.2 Vy´pocˇet pomoc´ı seznamu sousednosti
Jak lze videˇt vy´sˇe, sestaven´ı matice G je pomeˇrneˇ zdlouhavy´ proces, nav´ıc i
na´sledny´ vy´pocˇet iterace ma´ slozˇitost O(n2).
Uva´zˇ´ıme-li fakt, zˇe matice A je velice rˇ´ıdka´ (kazˇdy´ historicky´ uzel je spojen
jen s neˇkolika ma´lo dalˇs´ımi), bude pro na´s vy´hodneˇjˇs´ı pocˇ´ıtat d˚ulezˇitost zvla´sˇt’
pro jednotlive´ uzly.
Nejprve vsˇak uprav´ıme maticovy´ iteracˇn´ı vzorec pro PageRank analogicky
k vzorci 2.7 podle zdroje [8]:
xk+1 = xkG
= xk(αS+ (1− α)E)
= αxkS+ (1− α)e
(6.1)
kde e je n-dimenziona´ln´ı vektor, jehozˇ vsˇechny slozˇky obsahuj´ı hodnotu 1/n.
Touto u´pravou jsme se zbavili matice E, a mu˚zˇeme tak snadno vypocˇ´ıtat
















Kde R(u)k uda´va´ d˚ulezˇitost vrcholu u v k-te´ iteraci. Bu je mnozˇina vrchol˚u, jezˇ
maj´ı odchoz´ı hranu vedouc´ı do vrcholu u. Odchoz´ı stupenˇ vrcholu v uda´va´ deg−(v)
a D je mnozˇina slepy´ch vrchol˚u (vrchol x je slepy´, pokud je jeho deg−(x) = 0).
Prˇi blizˇsˇ´ım pohledu na vzorec 6.2 zjist´ıme, zˇe R(u)k reprezentuje jednu slozˇku
vektoru xk. Uza´vorkovana´ cˇa´st vzorce je pak ekvivalentem na´soben´ı vektoru xk se
sloupcem matice S, kdy ovsˇem toto na´soben´ı prova´d´ıme jen v prˇ´ıpadeˇ nenulovosti
dane´ho prvku sloupce matice S (existence hrany (v, u) nebo pokud je vrchol v
slepy´). Cˇa´st 1−α
n
pak uzˇ jen prˇicˇ´ıta´ prvek vektoru (1− α)e.
Pokud tedy aplikujeme vzorec 6.2 na vsˇechny vrcholy grafu, dostaneme ekvi-
valentn´ı vy´sledek jako prˇi maticove´m vy´pocˇtu podle vzorce 6.1.
Rozd´ıl, ktere´ho t´ımto prˇ´ıstupem dosa´hneme, je v pocˇtu operac´ı potrˇebny´ch
k vy´pocˇtu jedne´ iterace. Jak bylo zmı´neˇno vy´sˇe, veˇtsˇina vrchol˚u grafu historicky´ch
uda´lost´ı nema´ mnoho sousedn´ıch vrchol˚u. Pokud budeme uvazˇovat, zˇe pr˚umeˇrny´
vrchol ma´ 10 soused˚u a dalˇs´ıch 10 vrchol˚u je slepy´ch, budeme potrˇebovat k vy´-
pocˇtu jedne´ iterace nad jedn´ım uzlem 20 krok˚u. Vy´pocˇet iterace cele´ho grafu si
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pak vyzˇa´da´ n · 20 krok˚u, t´ım dosa´hneme ky´zˇene´ vy´pocˇetn´ı slozˇitosti O(n) pro
vy´pocˇet jedne´ iterace PageRanku.
Samozrˇejmeˇ, pokud bude testovany´ graf velice husteˇ protka´n hranami, dosa´h-
ne nast´ıneˇny´ postup slozˇitosti O(n2) jako v prˇ´ıpadeˇ maticovy´ch pocˇt˚u.
6.2.1 Implementace
Vy´sˇe popsany´ postup prˇi vy´pocˇtu jedne´ iterace PageRanku implementuje trˇ´ıda
PageRank bal´ıku graph-ranking. Jak lze videˇt na obra´zku 5.2 zna´zornˇuj´ıc´ı dia-
gram tohoto bal´ıku, tato trˇ´ıda implementuje rozhran´ı VertexImportanceCompu-
ter.
Pro inicializaci objektu te´to trˇ´ıdy je zapotrˇeb´ı stanovit hodnoty α (teleporta-
cˇn´ı konstanta v intervalu (0, 1) ) a ε (zastavovac´ı podmı´nka v intervalu (0,∞)). Po
inicializaci jizˇ stacˇ´ı zavolat metodu computeVertexImportances(), kde se jako
parametr prˇeda´ graf, nad jehozˇ vrcholy chceme vypocˇ´ıtat d˚ulezˇitost. Diagram na
obra´zku 6.1 zna´zornˇuje jednotlive´ kroky vy´pocˇtu.
6.3 PageRank s prioritn´ımi hranami
Implementace te´to modifikace PageRanku odpov´ıda´ postupu popsane´mu v ka-
pitole 2.2.4 (cˇa´st U´prava prˇechodove´ matice), kde jsme jednotlivy´m hrana´m
prˇiˇradili jejich priority podle aktua´ln´ı potrˇeby.
Priority mu˚zˇeme vyuzˇ´ıt u vazeb grafu historicky´ch uda´lost´ı, jelikozˇ kazˇda´
vazba obsahuje sv˚uj stereotyp (popis jednotlivy´ch stereotyp˚u viz 2.1). Uzˇivatel
pak jako soucˇa´st dotazu stanov´ı kazˇde´mu stereotypu prioritu na za´kladeˇ svy´ch
aktua´ln´ıch potrˇeb a v pr˚ubeˇhu vy´pocˇtu PageRanku bude na tyto priority bra´n
zrˇetel. Priority jsou zada´ny za´rovenˇ i pro jednotlive´ typy historicky´ch uzl˚u.
6.3.1 Spra´va uzˇivatelsky´ch priorit
Uzˇivatelem zadane´ priority historicky´ch uzl˚u a jejich vazeb je potrˇeba prˇed vy´-
pocˇtem zpracovat a na´sledneˇ uchova´vat v snadno a rychle dostupne´ podobeˇ. Za
t´ımto u´cˇelem vznikla trˇ´ıda PageRankPriorityHandler (zna´zorneˇna v diagramu
trˇ´ıd knihovny graph-ranking na obra´zku 5.2). Tato trˇ´ıda poskytuje verˇejne´ me-
tody getVertexPriority() pro z´ıska´n´ı uzˇivatelske´ priority vrcholu, getEdge-
Priority() vracej´ıc´ı uzˇivatelskou prioritu hrany a getVertexAlpha(), ktera´
vrac´ı teleportacˇn´ı konstantu vrcholu (tato metoda je vyuzˇ´ıva´na v ra´mci mo-
difikace PageRanku pomoc´ı matice teleportacˇn´ıch konstant, jej´ızˇ implementaci
popisuje kapitola 6.4).
Aby bylo mozˇne´ znovu pouzˇ´ıt vsˇechny implementace PageRanku i pro grafy,
ktere´ nereprezentuj´ı historicke´ uda´losti, nepracuje trˇ´ıda PageRankPriorityHand-
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určení společné teleport. konstanty




nastavení počáteční důležitosti vrcholů
na hodnotu 1 n/










výpočet nové důležitosti podle
vzorce 5.2
uložení nové důležitosti do mapy
výpočet jednotkové normy z rozdílu
důležitostí dvou posledních iterací
nahrazení starých důležitostí
novými
jednotková norma > ε
jednotková norma < ε
in
icializace
Obra´zek 6.1: Diagram jednotlivy´ch krok˚u prˇi vy´pocˇtu PageRanku trˇ´ıdou PageRank
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ler prˇ´ımo s uzˇivatelsky´mi prioritami, ale vyuzˇ´ıva´ trˇ´ıd implementuj´ıc´ıch rozhran´ı
Rater, prˇesneˇji NodeStereotypeRater a BondStereotypeRater, ktere´ zprostrˇed-
kova´vaj´ı uzˇivatelske´ priority pomoc´ı sve´ metody (v´ıce o teˇchto trˇ´ıda´ch viz 5.2).
Uzˇivatelske´ priority se zpracova´vaj´ı jizˇ prˇi inicializaci te´to trˇ´ıdy, a to v na´sle-
duj´ıc´ıch kroc´ıch:
1. Vytvorˇen´ı mapy, kde kl´ıcˇem je uzel a hodnotou jeho uzˇivatelska´ priorita.
Tato mapa obsahuje vsˇechny uzly grafu, nad ktery´m probeˇhne vy´pocˇet
PageRanku. Prˇi vytva´rˇen´ı te´to mapy se pocˇ´ıta´ suma vsˇech priorit, aby
na´sledneˇ mohly by´t vsˇechny priority uzl˚u normalizova´ny tak, zˇe jejich suma
prˇes vsˇechny uzly da´ hodnotu jedna.
2. Analogicky se vytvorˇ´ı mapa, kde kl´ıcˇem je hrana a hodnotou jej´ı norma-
lizovana´ priorita (suma priorit prˇes odchoz´ı hrany kazˇde´ho uzlu je rovna
jedne´).
3. Pokud prˇipravujeme priority uzl˚u a hran pro vy´pocˇet PageRanku s matic´ı
teleportacˇn´ıch konstant (viz 6.4), vytvorˇ´ıme mapu, kde kl´ıcˇem je uzel a hod-
notu tvorˇ´ı jeho teleportacˇn´ı konstanta. Postup pro vytva´rˇen´ı teleportacˇn´ıch
konstant jednotlivy´ch uzl˚u popisuje kapitola 2.2.4, konkre´tneˇ cˇa´st U´prava
teleportacˇn´ı matice.
Po inicializaci jizˇ instance trˇ´ıdy PageRankPriorityHandler poskytuje prˇ´ıstup
k normalizovany´m priorita´m vrchol˚u a hran prostrˇednictv´ım metod zmı´neˇny´ch
vy´sˇe, kdy se jako parametr se prˇeda´va´ vrchol, respektive hrana, jej´ızˇ prioritu
chceme zjistit.
6.3.2 Vy´pocˇet
Pro vy´pocˇet PageRanku s prioritneˇ ohodnoceny´mi hranami mus´ıme upravit vzo-
rec 6.2 tak, aby do vy´sledne´ d˚ulezˇitosti byly zapocˇ´ıta´ny pra´veˇ priority jednotli-
vy´ch uzl˚u a hran.





R(v)k · PE(v, u) +
∑
q∈D
R(q)k · PV (u)
)
+ (1− α) · PV (u) (6.3)
Vzorec vy´sˇe pouzˇ´ıva´ dveˇ nove´ funkce – PE(v, u) a PV (u). Prvn´ı jmenovana´ vrac´ı
prioritu hrany mezi vrcholy u a v, tato funkce odpov´ıda´ metodeˇ getEdgePrio-
rity() trˇ´ıdy PageRankPriorityHandler. Druha´ pak analogicky vrac´ı prioritu
vrcholu u (metoda getVertexPriority() ).
Jako v prˇ´ıpadeˇ vzorce 6.2, i zde prˇedstavuje uza´vorkovana´ cˇa´st na´soben´ı vekto-
ru xk se sloupcem matice S, kdy jako vy´sledek z´ıska´me jednu slozˇku vektoru xk+1.
Nyn´ı vsˇak nedeˇl´ıme d˚ulezˇitost vstupn´ıho uzlu pocˇtem jeho odchoz´ıch hran, ale
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na´sob´ıme ji normalizovanou prioritou hrany, ktera´ vede mezi vstupn´ım vrcholem
a vrcholem, pro ktery´ pocˇ´ıta´me jeho d˚ulezˇitost.
Ani virtua´ln´ı hrany vedouc´ı ze slepy´ch vrchol˚u do vsˇech jizˇ neobsahuj´ı stej-
nou prioritu, ale rˇ´ıd´ı se prioritou uzl˚u, do nichzˇ vedou. Totozˇneˇ je nalozˇeno i
s teleportacˇn´ı cˇa´st´ı vzorce – (1− α) · PV (u).
6.3.3 Implementace
Vy´sˇe zmı´neˇny´ postup pro vy´pocˇet jedne´ iterace prioritn´ıho PageRanku implemen-
tuje trˇ´ıda PageRankWithPriority, ktera´ prova´d´ı vy´pocˇet analogicky jako trˇ´ıda
PageRank (jak lze videˇt v diagramu trˇ´ıd na obra´zku 2.2, PageRankWithPriority
trˇ´ıdu PageRank ve skutecˇnosti rozsˇiˇruje).
Obra´zek 6.1 tedy vlastneˇ popisuje i vy´pocˇet prioritn´ıho PageRanku s t´ım
rozd´ılem, zˇe v inicializacˇn´ı cˇa´sti vy´pocˇtu nav´ıc prob´ıha´ vytva´rˇen´ı trˇ´ıdy PageRank-
PriorityHandler nesouc´ı uzˇivatelske´ priority a prˇi samotne´m vy´pocˇtu d˚ulezˇitosti
jednotlivy´ch uzl˚u se mı´sto vzorce 6.2 pouzˇ´ıva´ vzorec 6.3.
6.4 PageRank s matic´ı teleportacˇn´ıch konstant
Tato cˇa´st popisuje modifikaci PageRanku vyuzˇ´ıvaj´ıc´ı matici teleportacˇn´ıch kon-
stant. Teoreticky´ u´vod k te´to cˇa´sti popisuje kapitola 2.2.4 (cˇa´st Vytvorˇen´ı matice
teleportacˇn´ıch konstant).
Strucˇneˇ prˇipomeneme, zˇe dana´ modifikace vytva´rˇ´ı matici teleportacˇn´ıch kon-
stant X, ve ktere´ ma´ kazˇdy´ uzel svoji teleportacˇn´ı konstantu. Jednotlivy´m vrcho-
l˚um se pak prˇiˇrazuj´ı jejich teleportacˇn´ı konstanty na za´kladeˇ priorit odchoz´ıch
hran (cˇ´ım mensˇ´ı pr˚umeˇrna´ priorita odchoz´ıch hran, t´ım mensˇ´ı teleportacˇn´ı kon-
stanta vrcholu).
Nahrad´ıme tedy matici teleportacˇn´ıch konstant X za obecnou teleportacˇn´ı
konstantu α, cˇ´ımzˇ na´sledneˇ dostaneme vy´slednou matici G (viz vzorec 2.10 z ka-
pitoly 2.2.4) :
G = XS+ (I−X)T
Jak jizˇ bylo zmı´neˇno v kapitole 2.2.4, nevy´hodou te´to modifikace je fakt, zˇe cˇa´st
(I−X)T uzˇ nemu˚zˇeme prˇeve´st na vektor jako ve vzorci 6.1. Nyn´ı tedy dostaneme
matici, ktera´ nen´ı rˇ´ıdka´, tud´ızˇ vy´pocˇetn´ı slozˇitost jedne´ iterace te´to modifikace
PageRanku je O(n2) (na´soben´ı vektoru o dimenzi n s n× n matic´ı).
6.4.1 Sestaven´ı matice G
Prˇed samotny´m vy´pocˇtem tedy mus´ıme sestavit matici G, tento u´kol obstara´va´
trˇ´ıda PageRankGMatrixBuilder. Ta navenek vystupuje jako knihovn´ı, pouze s je-
dinou statickou metodou createGMatrix(), ktere´ se jako parametry prˇeda´vaj´ı
graf Graph, spra´vce uzˇivatelsky´ch priorit UserPriorityHandler a mapa, kde
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kl´ıcˇem je vrchol Vertex a hodnotu tvorˇ´ı cele´ cˇ´ıslo. Tato mapa reprezentuje rˇa´dky,
respektive sloupce matice G, na ktery´ch budou dane´ vrcholy lezˇet.
Knihovna linea´rn´ı algebry
Jelikozˇ tato verze PageRanku jizˇ pracuje s maticemi a vektory, bylo potrˇeba
vyhledat Java knihovnu implementuj´ıc´ı tyto matematicke´ objekty a operace nad
nimi.
Jako nejlepsˇ´ı mozˇne´ rˇesˇen´ı byla vybra´na knihovna ojAlgo [13] (publikovana´
pod MIT licenc´ı2), a to prˇedevsˇ´ım na za´kladeˇ vy´sledk˚u benchmarku Java knihoven
implementuj´ıc´ıch linea´rn´ı algebru [14], ze ktere´ho tato knihovna vycha´z´ı jako
nejrychlejˇs´ı prˇi operaci na´soben´ı matic (respektive vektoru s matic´ı; vektor je
touto knihovnou reprezentova´n jako jednorˇa´dkova´ nebo jednosloupcova´ matice),
ktere´ se vyuzˇ´ıva´ v jednotlivy´ch iterac´ıch PageRanku.
Knihovna sestavuje matice prostrˇednictv´ım takzvany´ch builder˚u, cozˇ jsou trˇ´ı-
dy usnadnˇuj´ıc´ı naplnˇova´n´ı matice hodnotami. Po sestaven´ı matice do pozˇado-
vane´ho tvaru se pak nad t´ımto builderem zavola´ metoda build(), ktera´ vrac´ı
instanci matice (rozhran´ı BasicMatrix v nasˇem prˇ´ıpadeˇ).
Zˇivotn´ı cyklus trˇ´ıdy PageRankGMatrixBuilder
Jak bylo vy´sˇe zmı´neˇno, trˇ´ıda PageRankGMatrixBuilder maj´ıc´ı na starosti sesta-
ven´ı matice G navenek vystupuje jako knihovn´ı. Ve skutecˇnosti se prˇi zavola´n´ı
jej´ı metody createGMatrix() vytvorˇ´ı jej´ı instance, ktera´ po vytvorˇen´ı matice
zanika´ (respektive zanika´ azˇ ji Java garbage collector odstran´ı).
Zˇivotn´ı cyklus instance te´to trˇ´ıdy vypada´ na´sledovneˇ (postup vytva´rˇen´ı matice
G, respektive jej´ı jedne´ rˇa´dky ilustruje obra´zek 6.2):
1. Vytvorˇen´ı instance a ulozˇen´ı odkaz˚u na graf, spra´vce uzˇivatelsky´ch priorit
a mapu indexovany´ch vrchol˚u. Da´le se vytvorˇ´ı instance builderu matice G.
2. Pro kazˇdy´ vrchol grafu se vytvorˇ´ı jeho rˇa´dka a vlozˇ´ı se do matice G.
Tento postup je na´zorneˇ prˇedveden na obra´zku 6.2, kde hodnoty matice
X, matice S a vektoru t nese spra´vce uzˇivatelsky´ch priorit (UserPriority-
Handler). Take´ je trˇeba zd˚uraznit, zˇe z´ıska´n´ı vektoru t (viz bod 1 obra´zku
6.2) se prova´d´ı jen jednou v pr˚ubeˇhu cele´ho vytva´rˇen´ı matice G.
3. Sestaven´ı maticeG a jej´ı navra´cen´ı jako vy´stup z metody createGMatrix().
2Zneˇn´ı licencˇn´ıch podmı´nek jsou k nalezen´ı na http://opensource.org/licenses/MIT.
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1. tzískání vektoru
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Obra´zek 6.2: Postup trˇ´ıdy PageRankGMatrixBuilder prˇi vytva´rˇen´ı jedne´ rˇa´dky
matice G na uka´zkove´m grafu z obra´zku 2.5
6.4.2 Vy´pocˇet
Cely´ vy´pocˇet te´to modifikace PageRanku zajiˇst’uje trˇ´ıda PageRankWithPriority-
AlphaVert implementuj´ıc´ı zna´me´ rozhran´ı VertexImportanceComputer. Tato
trˇ´ıda ma´ na starosti vytvorˇen´ı vy´sˇe zminˇovane´ mapy urcˇuj´ıc´ı cˇ´ısla rˇa´dek je-
dnotlivy´ch vrchol˚u v matici G. Da´le pak inicializuje instanci trˇ´ıdy pro spra´vu
uzˇivatelsky´ch priorit a na´sledneˇ vola´ metodu createGMatrix() trˇ´ıdy PageRank-
GMatrixBuilder vytva´rˇej´ıc´ı matici G (viz vy´sˇe).
Po vytvorˇen´ı matice G se jizˇ zacˇ´ınaj´ı pocˇ´ıtat jednotlive´ iterace PageRanku
podle vzorce 2.5:
xk+1 = xkG
Zastavovac´ı podmı´nka je stejna´ jako u prˇedchoz´ıch variant, tedy opeˇt vy-
uzˇijeme jednotkove´ normy rozd´ılu vektor˚u xk+1 a xk. Pokud bude tato norma
mensˇ´ı nezˇ zvolene´ ε, zastav´ıme vy´pocˇet (podrobneˇji v cˇa´sti Zastavovac´ı podmı´nka
kapitoly 2.2.3).
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7 Knihovna pro vneˇjˇs´ı prˇ´ıstup
Prˇedchoz´ı dveˇ kapitoly popisovaly implementaci grafu a jednotlivy´ch ohodnoco-
vac´ıch algoritmu˚.
Tato se veˇnuje knihovneˇ, ktera´ zajiˇst’uje komunikaci se zdrojem grafovy´ch dat
a disponuje jednoduchy´m klientsky´m rozhran´ım, jezˇ poskytuje sluzˇbu zajiˇst’uj´ıc´ı
z´ıska´n´ı pozˇadovane´ho podgrafu na za´kladeˇ uzˇivatelske´ho dotazu a dalˇs´ımi sluzˇ-
bami (viz kapitola 4 veˇnuj´ıc´ı se na´vrhu jednotlivy´ch cˇa´st´ı te´to pra´ce).
Tato knihovna je vytvorˇena pouze pro pra´ci s grafem historicky´ch uda´lost´ı
na rozd´ıl od dvou prˇedesˇly´ch, ktere´ mohou by´t aplikova´ny na graf, jehozˇ uzly
a hrany jsou reprezentova´ny libovolny´mi entitn´ımi trˇ´ıdami (pomoc´ı genericky´ch
trˇ´ıd).
Na obra´zku 7.1 je k nahle´dnut´ı diagram trˇ´ıd te´to knihovny. Na´sleduj´ıc´ı podka-
pitoly se veˇnuj´ı popisu vy´znamu jednotlivy´ch trˇ´ıd a rozhran´ı, ktere´ jsou na tomto
diagramu zobrazeny.
Rozhran´ı GraphDataSource
Rozhran´ı definuj´ıc´ı metody, ktery´mi mus´ı disponovat trˇ´ıda zajiˇst’uj´ıc´ı z´ıska´n´ı gra-
fovy´ch dat s historicky´mi uda´lostmi z libovolne´ho datove´ho zdroje. Vy´znam jed-
notlivy´ch metod popisuje na´sleduj´ıc´ı seznam:
• loadGraph() – Hlavn´ı metoda, jej´ızˇ na´vratovou hodnotou je graf histo-
ricky´ch uda´lost´ı s vrcholy splnˇuj´ıc´ımi podmı´nky, ktere´ byly zada´ny jako pa-
rametry te´to metody. Teˇmito parametry jsou pak cˇasy zacˇa´tku a konce ob-
dob´ı, jezˇ uzˇivatele pra´veˇ zaj´ıma´. Da´le uzˇivatelem specifikovana´ mapa vlast-
nost´ı, ktery´mi maj´ı hledane´ vrcholy disponovat. Posledn´ı parametr uda´va´,
jak velke´ okol´ı vyhovuj´ıc´ıch vrchol˚u bude soucˇa´st´ı vra´cene´ho grafu.
• getNodeNeighbourhood() – Metoda s parametry ID uzlu a hloubku okol´ı.
Na za´kladeˇ teˇchto parametr˚u vrac´ı pozˇadovany´ graf.
• insertNode() a insertBond() – Metody pro vlozˇen´ı nove´ho vrcholu, re-
spektive hrany. Na´vratove´ hodnoty uda´vaj´ı ID noveˇ vlozˇeny´ch prvk˚u grafu.
Rozhran´ı obsahuje take´ prˇet´ızˇene´ verze teˇchto metod, jezˇ obsahuj´ı nav´ıc
boolean parametr checkDuplicity pro prˇ´ıpad, zˇe trˇ´ıda implementuj´ıc´ı
toto rozhran´ı obsahuje logiku na rozpozna´n´ı duplicitn´ıch vrchol˚u, respek-
tive hran. Pokud by se pak vkla´dal uzel nebo hrana, ktere´ jsou duplicitn´ı,
nebyly by do zdroje historicky´ch dat vlozˇeny.
• getNodesProperties() – Tato metoda vrac´ı seznam vsˇech na´zv˚u vlast-
nost´ı, ktere´ obsahuj´ı uzly grafu.
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Obra´zek 7.1: UML diagram trˇ´ıd zobrazuj´ıc´ı jednotlive´ trˇ´ıdy a rozhran´ı, ze ktery´ch
se skla´da´ knihovna, jezˇ zajiˇst’uje komunikaci se zdrojem grafovy´ch dat a poskytuje
verˇejne´ uzˇivatelske´ rozhran´ı pro z´ıska´n´ı uzˇivatelem pozˇadovane´ho podgrafu
Trˇ´ıda DatabaseGraphSource
Trˇ´ıda implementuj´ıc´ı rozhran´ı GraphDataSource. Tato trˇ´ıda poskytuje spojen´ı
s grafovou databa´z´ı, respektive jej´ım rozhran´ım IDatabase prova´deˇj´ıc´ım objek-
tove´ mapova´n´ı.
Trˇ´ıda CSVDataSource
Tato trˇ´ıda slouzˇila jako docˇasny´ zdroj grafovy´ch dat pro testovac´ı u´cˇely v dobeˇ,
kdy jesˇteˇ nebyla realizovatelna´ komunikace s databa´z´ı. Jako parametry konstruk-
toru te´to trˇ´ıdy je mozˇne´ zadat CSV soubory s vrcholy a hranami, z nichzˇ se sestav´ı
graf historicky´ch uda´lost´ı. CSVDataSource nad takovy´mto grafem na´sledneˇ po-
skytuje sluzˇby (s omezenou funkcˇnost´ı) rozhran´ı GraphDataSource.
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Rozhran´ı HistoricalGraphRanker
Rozhran´ı prˇedstavuj´ıc´ı fasa´du pro klientskou cˇa´st vy´sledne´ aplikace pro zobra-
zova´n´ı historicky´ch uda´lost´ı na cˇasove´ ose.
Veˇtsˇina poskytovany´ch sluzˇeb pouze prˇekry´va´ metody rozhran´ı GraphData-
Source. Rozd´ıl mezi teˇmito dveˇma rozhran´ımi spocˇ´ıva´ v tom, zˇe Historical-
GraphRanker vrac´ı v prˇ´ıpadeˇ hleda´n´ı grafu podle dotazu graf s prioritneˇ ohodno-
ceny´mi vrcholy a klientska´ cˇa´st si dokonce mu˚zˇe zvolit, jaky´m algoritmem bude
vra´ceny´ graf ohodnocen.
Rozhran´ı HistoricalGraphRanker poskytuje na´sleduj´ıc´ı metody:
• getNodesProperties() – Metoda se stejnou funkcˇnost´ı jako u rozhran´ı
GraphDataSource.
• getGraphFromQuery() – Hlavn´ı metoda cele´ho rozhran´ı. Jej´ım parametrem
je instance trˇ´ıdy Query (bude popsa´na n´ızˇe), ktera´ prˇedstavuje uzˇivatelsky´
dotaz se vsˇemi jeho atributy.
Na za´kladeˇ tohoto uzˇivatelske´ho dotazu se nalezne pozˇadovany´ graf, ktery´
je prioritneˇ ohodnocen algoritmem, jejzˇ specifikuje dana´ implementace roz-
hran´ı HistoricalGraphRanker.
Tato metoda ma´ take´ svoji prˇet´ızˇenou verzi, kdy se jako parametr explicitneˇ
stanov´ı algoritmus (pomoc´ı vy´cˇtove´ho typu Algorithm), ktery´ ma´ by´t na
ohodnocen´ı grafu pouzˇit.
• getNodeById() – Metoda pracuje analogicky jako getNodeNeighbourhood(),
jezˇ je soucˇa´st´ı rozhran´ı GraphDataSource. Jediny´m rozd´ılem mu˚zˇe by´t, zˇe
v rozhran´ı HistoricalGraphRanker existuj´ı dveˇ prˇet´ızˇene´ verze – prvn´ı,
ktera´ vrac´ı pouze dany´ vrchol podle jeho ID, a druha´ u n´ızˇ mu˚zˇeme stano-
vit hloubku okol´ı.
• insertNode() a insertBond() – Obeˇ metody maj´ı stejnou funkcionalitu
jako v rozhran´ı GraphDataSource a to vcˇetneˇ jejich prˇet´ızˇeny´ch variant.
• getDefaultQueryDepth() a setQueryNeighbourDepth() – Tyto metody
vracej´ı (respektive nastavuj´ı) hloubku okol´ı vrchol˚u, ktere´ vyhovuj´ı uzˇiva-
telske´mu dotazu zadane´mu v metodeˇ getGraphFromQuery(). Vrcholy, ktere´
jsou v hloubce, jezˇ je mensˇ´ı nebo rovna nadefinovane´ hodnoteˇ, jsou vraceny
jako soucˇa´st grafu prˇi vola´n´ı zmı´neˇne´ metody.
Trˇ´ıda HistoricalGraphRankerImpl
Tato trˇ´ıda implementuje vy´sˇe popsane´ rozhran´ı. Jej´ı konstruktor pak potrˇebuje
jako parametr instanci trˇ´ıdy, jezˇ implementuje rozhran´ı GraphDataSource, ze
ktere´ cˇerpa´ grafova´ data. Druhy´m parametrem je instance implementuj´ıc´ı roz-
hran´ı ImportanceConvertor (viz kapitola 5.2), jezˇ uda´va´ forma´tova´n´ı d˚ulezˇitost´ı
vy´stupn´ıch ohodnoceny´ch graf˚u.
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Trˇ´ıda Query
Trˇ´ıda, ktera´ reprezentuje uzˇivatelsky´ dotaz na zobrazen´ı specificke´ho podgrafu.
Na za´kladeˇ u´daj˚u obsazˇeny´ch v Query se z grafove´ databa´ze z´ıska´ hledany´ pod-
graf, ktery´ je na´sledneˇ ohodnocen s vyuzˇit´ım uzˇivatelsky´ch priorit, jezˇ tato trˇ´ıda
take´ obsahuje. Trˇ´ıda Query mu˚zˇe ne´st dva typy dotaz˚u:
• Dotaz specifikovany´ pomoc´ı pozˇadovany´ch vlastnost´ı, jenzˇ mus´ı obsahovat
hledane´ vrcholy.
V tomto prˇ´ıpadeˇ uzˇivatel dostane seznam vlastnost´ı jednotlivy´ch vrchol˚u
(pravdeˇpodobneˇ v urcˇite´ formeˇ formula´rˇe). Vlastnosti, ktere´ chce specifiko-
vat vypln´ı a odesˇle ke zpracova´n´ı. Trˇ´ıda Query pak tyto u´daje nese ve formeˇ
mapy, kde kl´ıcˇem je na´zev vlastnosti a hodnotou uzˇivatelem vyplneˇny´ u´daj.
• Dotaz specifikovany´ seznamem identifika´tor˚u vrchol˚u a hran. Tento typ
dotazu je pouzˇit ve chv´ıli, kdy klientska´ cˇa´st chce naprˇ´ıklad prˇepocˇ´ıtat
d˚ulezˇitosti vrchol˚u nad jizˇ zobrazovany´m grafem. Specifikuje tedy prˇesneˇ
vrcholy a hrany (pomoc´ı jejich identifika´tor˚u), nad ktery´mi bude spusˇteˇn
ohodnocovac´ı algoritmus.
Prˇicˇemzˇ typ dotazu je za´visly´ pouze na pouzˇite´m konstruktoru te´to trˇ´ıdy (kon-
struktor s mapou vlastnost´ı vs. konstruktor s kolekcemi identifika´tor˚u vrchol˚u a
hran).
Da´le nese tato trˇ´ıda interval (rozmez´ı mezi dveˇma cˇasy), ve ktere´m chce
uzˇivatel prova´deˇt vyhleda´va´n´ı historicky´ch uda´lost´ı.
Posledn´ı cˇa´st´ı dotazu jsou uzˇivatelem prˇiˇrazene´ priority jednotlivy´ch stereo-
typ˚u (v rozmez´ı 1 azˇ 10, bl´ızˇe viz 2.2.4) vrchol˚u a hran. Trˇ´ıda Query uchova´va´
tyto u´daje take´ v mapeˇ, kde kl´ıcˇem jsou jednotlive´ vy´cˇtove´ typy a hodnotou
prˇiˇrazena´ priorita.
Vy´cˇtovy´ typ Algorithm
Vy´cˇtovy´ typ vnorˇeny´ ve trˇ´ıdeˇ ImportanceComputerFactory, ktery´ umozˇnˇuje
klientske´ straneˇ specifikovat, jaky´ algoritmus chce pouzˇ´ıt prˇi ohodnocova´n´ı grafu.
Tento vy´cˇtovy´ typ je pouzˇ´ıva´n naprˇ´ıklad ve vy´sˇe popsane´ metodeˇ getGraphFrom-
Query() rozhran´ı HistoricalGraphRanker.
Trˇ´ıda ImportanceComputerFactory
Tato trˇ´ıda prˇedstavuje tova´rnu na ohodnocovac´ı algoritmy, ktera´ vyuzˇ´ıva´ Histo-
ricalGraphRankerImpl. Trˇ´ıda poskytuje pouze jednu verˇejnou (statickou) me-
todu createVertexImpComp(), jezˇ na za´kladeˇ jme´na algoritmu (vy´cˇtovy´ typ
Algorithm) a uzˇivatelske´ho dotazu Query vrac´ı instanci pozˇadovane´ho algoritmu
prˇipravenou k pouzˇit´ı. ImportanceComputerFactory nab´ız´ı take´ prˇet´ızˇenou verzi
te´to metody, ve ktere´ mu˚zˇeme stanovit podrobneˇjˇs´ı nastaven´ı pozˇadovane´ho algo-
ritmu (pomoc´ı mapy vlastnost – hodnota).
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Jak popisuje kapitola 4, nad aplikacˇn´ı vrstvou jsou vytvorˇeny dva typy vizua-
lizace. Prvn´ı je implementova´na v jazyce Java. Te´ jsou poskytnuty sluzˇby pro
z´ıska´n´ı prioritneˇ ohodnocene´ho grafu prostrˇednictv´ım knihovny popsane´ v prˇed-
choz´ı kapitole. Druhy´ typ vizualizace je implementova´n technologiemi HTML, Ja-
vaScript a CSS. Pro tento typ jsou data zprˇ´ıstupneˇna pomoc´ı serveru poskytuj´ıc´ı
REST sluzˇby analogicke´ k knihovneˇ popsane´ v prˇedesˇle´ kapitole.
Veˇtsˇina REST server˚u pouzˇ´ıva´ k vy´meˇneˇ dat forma´t XML1 nebo JSON2.
XML ma´ oproti JSON vy´hodu mozˇnosti definovat svoji strukturu pomoc´ı XSD3
souboru, cˇ´ımzˇ je pak zajiˇsteˇna snadna´ replikace pozˇadovane´ struktury i v klient-
ske´ aplikaci – stacˇ´ı, aby se rˇ´ıdila XSD souborem. Forma´t JSON ma´ na druhou
stranu mnohem lepsˇ´ı pomeˇr uzˇitecˇny´ch dat ku rezˇijn´ım [15](strana 399). Pokud
bychom tedy stejna´ data pos´ılali pomoc´ı forma´tu JSON a XML, JSON se prˇenese
mezi serverem a klientem rychleji. To je vzhledem k mozˇne´ rozsa´hlosti odes´ılany´ch
dat podstatny´m hlediskem, a proto jsou vesˇkera´ pos´ılana´ data mezi klientem a
serverem ve forma´tu JSON.
8.1 Na´vrh REST rozhran´ı
Kapitoly n´ızˇe popisuj´ı, jak byly navrzˇeny jednotlive´ poskytovane´ sluzˇby. Vsˇechny
tyto sluzˇby jsou analogicke´ k metoda´m trˇ´ıdy HistoricalGraphRanker, jezˇ byla
popsa´na v prˇedchoz´ı kapitole.
8.1.1 Z´ıska´n´ı ohodnocene´ho grafu na za´kladeˇ uzˇivatelske´-
ho dotazu
Tato sluzˇba poskytuje stejnou funkcˇnost jako metoda getGraphFromQuery()
trˇ´ıdy HistoricalGraphRanker. Vrac´ı tedy prioritneˇ ohodnoceny´ graf na za´kladeˇ
uzˇivatelske´ho dotazu. I vsˇechny potrˇebne´ parametry jsou se zminˇovanou meto-
dou shodne´. Strukturu pozˇadavku i odpoveˇdi lze videˇt na obra´zku 8.1. Pro veˇtsˇ´ı
prˇehlednost dotazu byla zvolena forma pozˇadavku pomoc´ı HTTP metody POST,
jelikozˇ pokud by byla pouzˇita metoda GET, musely by vsˇechny parametry by´t
soucˇa´st´ı URI4 dotazu.
1XML (eXtensible Markup Language) – Obecny´ znacˇkovac´ı jazyk vyvinuty´ konsorciem
W3C. Umozˇnˇuje vytva´rˇen´ı znacˇkovac´ıch jazyk˚u urcˇeny´ch k nejr˚uzneˇjˇs´ım typ˚um uzˇit´ı.
2JSON (JavaScript Object Notation) – Zp˚usob za´pisu dat (datovy´ forma´t) neza´visly´ na
pocˇ´ıtacˇove´ platformeˇ, urcˇeny´ pro prˇenos dat, ktera´ mohou by´t organizova´na v pol´ıch nebo
agregova´na v objektech.
3XSD (XML Schema Definition) – Soubor, ktery´ popisuje strukturu XML dokumentu.
4URI (Uniform Resource Identifier) – Textovy´ rˇeteˇzec s definovanou strukturou, ktery´ slouzˇ´ı
k prˇesne´ specifikaci zdroje informac´ı (ve smyslu dokument nebo sluzˇba), hlavneˇ za u´cˇelem jejich
pouzˇit´ı pomoc´ı pocˇ´ıtacˇove´ s´ıteˇ, zejme´na Internetu.
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Obra´zek 8.1: Uka´zka komunikace mezi klientem a REST serverem prˇi dotazova´n´ı
na ohodnoceny´ graf
Stejneˇ jako u metody getGraphFromQuery() lze poslat alternativn´ı dotaz,
kdy klientska´ strana ma´ jizˇ vytvorˇeny´ graf, na ktere´m chce pouze prˇepocˇ´ıtat
d˚ulezˇitosti jednotlivy´ch uzl˚u. Ten se liˇs´ı od dotazu zna´zorneˇne´ho na obra´zku
8.1 tak, zˇe kl´ıcˇe properties, from a to, jsou nahrazeny kl´ıcˇi nodes a edges,
ktere´ obsahuj´ı pole identifika´tor˚u uzl˚u a hran grafu, nad n´ımzˇ se maj´ı d˚ulezˇitosti
vypocˇ´ıtat.
Klientske´ straneˇ se vrac´ı odpoveˇd’ v podobeˇ pol´ı nodes a edges (viz prava´
cˇa´st obra´zku 8.1) nesouc´ı uzly a hrany grafu. Jednotlive´ uzly a hrany obsahuj´ı
za´kladn´ı u´daje. Dalˇs´ı, pro jednotlive´ uzly specificke´ vlastnosti jsou pak obsazˇeny
pod kl´ıcˇem properties.
Hrany maj´ı sve´ vlastnosti ulozˇeny totozˇneˇ. Nav´ıc uchova´vaj´ı identifika´tory
zdrojove´ho a c´ılove´ho uzlu, aby bylo mozˇne´ po prˇenosu opeˇt graf sestavit.
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8.1.2 Z´ıska´n´ı na´zv˚u vsˇech vlastnost´ı
Sluzˇba analogicka´ k metodeˇ getNodesProperties() trˇ´ıdy HistoricalGraph-
Ranker. Poskytuje tedy na´zvy vsˇech vlastnost´ı uzl˚u. Na obra´zku 8.2 lze videˇt






tělo: ["propertyName1", "propertyName2", "propertyName3"]
Obra´zek 8.2: Uka´zka komunikace mezi klientem a REST serverem prˇi dotazova´n´ı
na na´zvy vsˇech vlastnost´ı uzl˚u
8.1.3 Z´ıska´n´ı uzlu podle jeho ID
Sluzˇba umozˇnˇuj´ıc´ı z´ıska´n´ı uzlu podle jeho ID s mozˇnost´ı vracen´ı jeho okol´ı do
urcˇite´ hloubky. Opeˇt se jedna´ o analogii k metodeˇ trˇ´ıdy HistoricalGraphRanker.
Tentokra´t se jedna´ o metodu getNodeById(). Obra´zek 8.3 pak zobrazuje struk-
turu pozˇadavku a odpoveˇdi te´to sluzˇby.
Jak lze na obra´zku videˇt, klient si mu˚zˇe zvolit libovolneˇ velke´ okol´ı pomoc´ı
dotazu uvnitrˇ URI, kde kl´ıcˇem je depth a hodnotou pozˇadovana´ hloubka. Tento
kl´ıcˇ je nepovinny´, pokud tedy klient chce z´ıskat jen uzel s dany´m ID, nemus´ı do
dotazu URI vkla´dat zˇa´dne´ dalˇs´ı informace.
Struktura odpoveˇdi je identicka´ se sluzˇbou poskytuj´ıc´ı ohodnoceny´ graf na
za´kladeˇ uzˇivatelske´ho dotazu, vrac´ı se tedy pole uzl˚u a hran. Jediny´ rozd´ıl prˇed-
stavuje fakt, zˇe tato sluzˇba nevrac´ı d˚ulezˇitosti jednotlivy´ch uzl˚u.
8.1.4 Vkla´da´n´ı uzl˚u nebo hran
Vkla´da´n´ı novy´ch uzl˚u nebo hran jsou posledn´ımi sluzˇbami, ktere´ toto REST roz-
hran´ı nab´ız´ı. I tyto sluzˇby jsou dvojn´ıky metod trˇ´ıdy HistoricalGraphRanker,
nyn´ı insertNode() a insertEdge().
Obra´zek 8.4 zobrazuje komunikaci mezi klientem a serverem prˇi vkla´da´n´ı uzlu
(leva´ cˇa´st) nebo hrany (prava´ cˇa´st).
Leva´ cˇa´st obra´zku, zobrazuj´ıc´ı vkla´da´n´ı nove´ho uzlu, uva´d´ı vsˇechny potrˇebne´
u´daje, ktere´ mus´ı mı´t vkla´dany´ uzel (kromeˇ vlastnosti end, jelikozˇ zˇij´ıc´ı osobnosti
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Obra´zek 8.3: Uka´zka komunikace mezi klientem a REST serverem prˇi z´ıska´va´n´ı
uzlu podle jeho ID; v tomto konkre´tn´ım prˇ´ıpadeˇ chce klient z´ıskat uzel s ID 18 a
jeho okol´ı hloubky 2
nebo existuj´ıc´ı mı´sta nemohou mı´t stanoveny´ konec). Pod kl´ıcˇem properties se
pak nacha´zej´ı dalˇs´ı doplnˇuj´ıc´ı volitelne´ vlastnosti. Pokud uzlu nechceme vkla´dat
zˇa´dne´ doplnˇuj´ıc´ı vlastnosti, pak kl´ıcˇ properties bude obsahovat pra´zdny´ ob-
jekt {} (jak je prˇedvedeno u vkla´da´n´ı hrany). Pokud probeˇhne vlozˇen´ı nove´ho
uzlu u´speˇsˇneˇ, server vra´t´ı odpoveˇd’ obsahuj´ıc´ı ID vytvorˇene´ho uzlu. To mu˚zˇe by´t
uzˇitecˇne´ prˇi na´sledne´m vkla´da´n´ı hran, ktere´ vedou z/do vlozˇene´ho uzlu.
Prˇi vkla´da´n´ı hrany je potrˇeba zna´t ID obou uzl˚u, mezi ktery´mi nova´ hrana
povede. Tyto identifika´tory se vkla´daj´ı do samotne´ URI pozˇadavku (viz relativn´ı
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: "Stavba Karlova mostu","name"



























Vkládání uzlu Vkládání hrany
Obra´zek 8.4: Uka´zka komunikace mezi klientem a REST serverem prˇi vkla´da´n´ı
uzlu nebo hrany
URI prˇi vkla´da´n´ı hrany na obra´zku 8.4, kdy do grafu vkla´da´me hranu vedouc´ı
mezi uzly 14 a 28). Vlozˇena´ hrana posle´ze vede z prvn´ıho zadane´ho uzlu do
druhe´ho. Stejneˇ jako prˇi vkla´da´n´ı uzlu server posˇle klientovi odpoveˇd’, ve ktere´ je
ID vlozˇene´ hrany.
8.1.5 Zpracova´n´ı chybovy´ch stav˚u
Jedn´ım z d˚ulezˇity´ch aspekt˚u REST serveru je schopnost informovat klienta o chy-
ba´ch nastaly´ch prˇi zpracova´va´n´ı jeho pozˇadavku. Naprˇ´ıklad prˇi nevalidn´ım za´pisu
JSON teˇla pozˇadavku. V takovy´chto prˇ´ıpadech server vra´t´ı odpoveˇd’ s chybovy´m
HTTP ko´dem, ktery´ nejle´pe vystihuje dany´ typ chyby. V teˇle te´to odpoveˇdi se pak
nacha´z´ı text ve forma´tu JSON s kl´ıcˇem error, jenzˇ obsahuje rˇeteˇzec popisuj´ıc´ı
prˇ´ıcˇinu chyby.
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8.2 Implementace REST serveru
K implementaci REST serveru byl zvolen framework Spring MVC 4, a to z na´sle-
duj´ıc´ıch d˚uvod˚u:
• Framework poskytuje snadnou implementaci REST serveru s vyuzˇit´ım ano-
tac´ı,
• poskytuje hotove´ rˇesˇen´ı mapova´n´ı objekt˚u do JSON forma´tu a zpeˇt, ktere´
umozˇnˇuje dalˇs´ı modifikace,
• vyuzˇ´ıva´ na´vrhove´ho vzoru IoC5, jenzˇ programa´torovi ulehcˇuje z´ıska´va´n´ı
potrˇebny´ch objekt˚u,
• je velice obl´ıbeny´, ma´ sˇirokou uzˇivatelskou za´kladnu a z toho vyply´vaj´ıc´ı
velke´ mnozˇstv´ı r˚uzny´ch na´vod˚u a tutoria´l˚u.
8.2.1 Nastaven´ı serverove´ aplikace
Za´kladn´ım mı´stem inicializace a nastaven´ı Java webovy´ch aplikac´ı by´va´ veˇtsˇinou
XML soubor web.xml (takzvany´ deployment descriptor), kde se prova´d´ı ma-
pova´n´ı jednotlivy´ch servlet˚u k URI adresa´m, na ktery´ch budou poslouchat HTTP
pozˇadavky; nastavova´n´ı filtr˚u atd. Ani Spring MVC nen´ı v tomto smeˇru vy´jimkou
(respektive jedna z variant inicializace aplikace vyuzˇ´ıva´ soubor web.xml), nicme´neˇ
framework zde uva´d´ı jen jeden servlet (DispatcherServlet), ktery´ posloucha´ na
vsˇech URI patrˇ´ıc´ıch webove´ aplikaci.
Prˇi zpracova´va´n´ı HTTP pozˇadavku framework podle analy´zy URI zjist´ı, ja-
ke´mu controlleru jej prˇiˇrad´ı ke zpracova´n´ı. Controller je specia´ln´ı typ trˇ´ıd, ktere´
zajiˇst’uj´ı chova´n´ı cele´ aplikace. Z obycˇejne´ trˇ´ıdy se vytvorˇ´ı controller pomoc´ı
anotace @Controller, respektive @RestController pro trˇ´ıdy poskytuj´ıc´ı REST
sluzˇby. To, na ktery´ch URI budou jednotlive´ controllery poslouchat pozˇadavky,
se nastavuje anotac´ı @RequestMapping(some/path).
Vsˇechny zmı´neˇne´ anotace lze spojovat s trˇ´ıdami, @RequestMapping se mu˚zˇe
spojit i s metodami jednotlivy´ch controller˚u, cozˇ umozˇnˇuje, aby jeden controller
prˇij´ımal HTTP pozˇadavky s URI maj´ıc´ı stejny´ korˇen (trˇ´ıda opatrˇena´ anotac´ı
@RequestMapping) a r˚uzne´ konce (jednotlive´ metody dane´ho controlleru opatrˇene´
anotac´ı @RequestMapping). U metod se touto anotac´ı nastavuje i metoda HTTP
pozˇadavku, jeho forma´t teˇla a dalˇs´ı vlastnosti, ktere´ mus´ı pozˇadavek splnˇovat,
aby byl danou metodou zpracova´n.
Mı´stem, kde se inicializuj´ı jednotlive´ objekty pouzˇ´ıvane´ naprˇ´ıcˇ celou aplikac´ı
(naprˇ´ıklad spojen´ı s databa´z´ı), je trˇ´ıda s anotac´ı @Configuration. Tato trˇ´ıda ob-
sahuje metody oznacˇene´ anotac´ı @Bean, ktere´ vracej´ıc´ı instance trˇ´ıd injektovany´ch
5IoC (Inversion of Control) – Na´vrhovy´ vzor, ktery´ umozˇnˇuje uvolnit vztahy mezi jinak
teˇsneˇ sva´zany´mi komponentami.
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na r˚uzny´ch mı´stech aplikace (naprˇ´ıklad v samotny´ch controllerech). Takto vy-
tvorˇene´ objekty pak v ostatn´ıch trˇ´ıda´ch z´ıska´va´me pomoc´ı promeˇnny´ch (mohou
by´t i priva´tn´ı) s anotac´ı @Autowired.
8.2.2 Struktura implementace
Adresa´rˇovou hierarchii serverove´ aplikace zobrazuje obra´zek 8.5. Jednotlive´ cˇa´sti




















Obra´zek 8.5: Adresa´rˇova´ hierarchie serverove´ aplikace
Adresa´rˇ java
V tomto adresa´rˇi se nacha´z´ı vesˇkera´ implementace aplikace, ktera´ se skla´da´ z n´ızˇe
popsany´ch bal´ık˚u.
Bal´ık server Tento bal´ık obsahuje za´kladn´ı trˇ´ıdy aplikace, prˇedevsˇ´ım trˇ´ıdu
ServerConfig zajiˇst’uj´ıc´ı nastaven´ı cele´ aplikace (ma´ anotaci @Configuration),
jezˇ inicializuje databa´zove´ spojen´ı, vytva´rˇ´ı instanci trˇ´ıdy implementuj´ıc´ı rozhran´ı
HistoricalGraphRanker (viz kapitola 7 popisuj´ıc´ı implementaci bal´ıku s t´ımto
rozhran´ım) a prova´d´ı dalˇs´ı akce potrˇebne´ k beˇhu cele´ aplikace.
Da´le trˇ´ıda DefaultRestController, ktera´ je jediny´m controllerem aplikace.
Zajiˇst’uje tedy vesˇkerou komunikaci prˇesneˇ podle na´vrhu popsane´ho vy´sˇe v podka-
pitole 8.1. Jiny´mi slovy poskytuje metody totozˇne´ s rozhran´ım HistoricalGraph-
Ranker ve formeˇ REST sluzˇeb.
Popisovana´ trˇ´ıda deˇd´ı od abstraktn´ı trˇ´ıdy AbstractController, jej´ızˇ metody
zajiˇst’uj´ı transformaci vy´jimek vyhozeny´ch prˇi zpracova´va´n´ı dotazu na odpoveˇd’
s popisem nastale´ chyby ve forma´tu JSON.
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Dalˇs´ı trˇ´ıdou bal´ıku je DispatcherServlet404Throwable rozsˇiˇruj´ıc´ı trˇ´ıdu Dis-
patcherServlet, jej´ızˇ u´cˇel byl popsa´n v podkapitole 8.2.1. DispatcherServlet-
404Throwable upravuje rodicˇovske´ trˇ´ıdeˇ funkcˇnost tak, zˇe v prˇ´ıpadeˇ nenalezen´ı
controlleru pro urcˇity´ prˇ´ıchoz´ı pozˇadavek vyhod´ı vy´jimku, kterou na´sledneˇ zpra-
cuje trˇ´ıda AbstractController tak, zˇe klientske´ straneˇ prˇijde JSON odpoveˇd’
s informac´ı o nenalezen´ı pozˇadovane´ sluzˇby.
Posledn´ı trˇ´ıdou tohoto bal´ıku je knihovn´ı trˇ´ıda URIs nesouc´ı konstanty repre-
zentuj´ıc´ı URI jednotlivy´ch sluzˇeb.
Bal´ık server.exception V tomto bal´ıku se nacha´z´ı jedina´ trˇ´ıda – Resource-
NotFoundException, vy´jimka, ktera´ je vyhozena naprˇ´ıklad v prˇ´ıpadeˇ, kdy chce
klient vra´tit uzel s neexistuj´ıc´ım ID. Tuto vy´jimku opeˇt zpracova´va´ trˇ´ıda Ab-
stractController, ktera´ ji prˇeva´d´ı na HTTP odpoveˇd’ s ko´dem 404 a popisem
chyby uvnitrˇ teˇla v JSON forma´tu.
Bal´ık server.marshaller Tento bal´ık obsahuje vsˇechny trˇ´ıdy, ktere´ prova´deˇj´ı
prˇevod uzl˚u, hran a uzˇivatelske´ho dotazu z JSON forma´tu do Java objekt˚u nebo
obra´ceneˇ. Na´sleduj´ıc´ı vy´cˇet uva´d´ı vsˇechny trˇ´ıdy tohoto bal´ıku a jejich strucˇny´
popis:
• BondDeserializer – Trˇ´ıda prova´deˇj´ıc´ı prˇevod hrany z JSON forma´tu (hra-
nu v JSON forma´tu zobrazuje prava´ strana obra´zku 8.4) do objektu Bond.
• GraphSerializer – Trˇ´ıda pro prˇevod instance trˇ´ıdy Graph<Node, Bond>
do JSON forma´tu (tvar JSON forma´tu lze videˇt na obra´zku 8.1 v prave´
cˇa´sti).
• NodeDeserializer – Prova´d´ı prˇevod uzlu z JSON forma´tu (viz obra´zek 8.4
vlevo) do objektu trˇ´ıdy Node.
• QueryDeserializer – Trˇ´ıda prova´deˇj´ıc´ı prˇevod uzˇivatelske´ho dotazu
z JSON forma´tu (viz obra´zek 8.1 vlevo) do objektu Query.
• JsonDeserializationUtils – Pomocna´ knihovn´ı trˇ´ıda poskytuj´ıc´ı staticke´
metody, ktere´ se vyuzˇ´ıvaj´ı prˇi serializaci/deserializaci vy´sˇe popisovany´ch
objekt˚u.
Bal´ık server.util Bal´ık obsahuj´ıc´ı pouze knihovn´ı trˇ´ıdu TimeUtils, ktera´
poskytuje metody pro prˇevod cˇasu z trˇ´ıdy DateTime do rˇeteˇzce ve forma´tu dle
ISO 8601 [16] a obra´ceneˇ.
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Adresa´rˇ webapp
Adresa´rˇ obsahuj´ıc´ı podadresa´rˇe resources a WEB-INF. V prvn´ım jmenovane´m
se mohou nacha´zet CSV soubory nodes.csv a edges.csv, ktere´ mohou slouzˇit
k naplneˇn´ı grafove´ databa´ze prˇi prvn´ım spusˇteˇn´ı aplikace.
Druhy´ podadresa´rˇ obsahuje soubor web.xml, jenzˇ byl popsa´n v podkapitole
8.2.1.
Soubor pom.xml
Soubor spravuj´ıc´ı za´vislosti te´to aplikace, nastaven´ı sestaven´ı, na´zev a verzi. I tato
aplikace je tedy vedena jako samostatny´ Maven projekt.
50
9 Vy´sledky a tesova´n´ı
Tato kapitola se veˇnuje vy´konnostn´ım charakteristika´m jednotlivy´ch typ˚u algo-
ritmu PageRank, jejichzˇ principy byly popsa´ny v kapitole 2.2.3 a implementace
na´sledneˇ v kapitole 6. Da´le se tato kapitola zameˇrˇuje na popis testova´n´ı imple-
mentacˇn´ı cˇa´sti te´to pra´ce.
9.1 Ovlivneˇn´ı d˚ulezˇitost´ı uzl˚u uzˇivatelsky´mi pri-
oritami
Graf na obra´zku 9.1 zobrazuje relativn´ı d˚ulezˇitost jednotlivy´ch uzl˚u historicke´ho


































Obra´zek 9.1: Graf d˚ulezˇitost´ı jednotlivy´ch uzl˚u historicke´ho grafu Domazˇlic prˇi
pouzˇit´ı r˚uzny´ch typ˚u algoritmu PageRank; kazˇdy´ uzel grafu uda´va´ pomoc´ı zkratky
sv˚uj stereotyp: EV – event, IT – item, PL – place, PR – person
Prˇi vy´pocˇtu obou prioritn´ıch PageRank˚u (s prioritami hran a uzl˚u, respek-
tive s matic´ı teleportacˇn´ıch konstant) byly zvoleny uzˇivatelske´ priority, ktere´
se soustrˇedily na vysoke´ zvy´razneˇn´ı uda´lost´ı prˇi nejvysˇsˇ´ım mozˇne´m potlacˇen´ı
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d˚ulezˇitosti mı´st. Jednotlivy´m stereotyp˚um tedy byly prˇiˇrazeny na´sleduj´ıc´ı prio-
rity (1 pro nejnizˇsˇ´ı prioritu, 10 pro nejvysˇsˇ´ı):
• stereotypy uzl˚u:
– event = 10,
– place = 1,
– item, person = 5,
• stereotypy hran:
– participation, partOf = 10,
– takesPlace = 1,
– cause, creation, interaction, relationship = 5.
Z grafu na obra´zku 9.1 je patrne´, zˇe prˇi aplikaci obycˇejne´ho PageRanku nad
t´ımto grafem jsou nejvy´sˇe ohodnoceny´m uzlem samotne´ Domazˇlice, jelikozˇ maj´ı
nejv´ıce vazeb s ostatn´ımi uzly. I v kontextu logicke´ho uvazˇova´n´ı se zda´ by´t
tento uzel nejd˚ulezˇiteˇjˇs´ı, jelikozˇ jde o samotne´ mı´sto, ke ktere´mu se vztahuje
veˇtsˇina okoln´ıch uda´lost´ı. To same´ se da´ rˇ´ıci o ostatn´ıch historicky´ch uzlech,
ktere´ byly ohodnoceny vysokou d˚ulezˇitost´ı: Husitske´ va´lky, IV. krˇ´ızˇova´ vy´prava
nebo povy´sˇen´ı Domazˇlic na kra´lovske´ meˇsto. PageRank tedy prˇiˇradil jednotlivy´m
historicky´m uzl˚um vcelku spra´vne´ d˚ulezˇitosti.
Prˇi pouzˇit´ı prioritn´ıch typ˚u PageRanku je d˚ulezˇitost Domazˇlic sn´ızˇena. A to
vzhledem k tomu, zˇe je to uzel stereotypu place, do ktere´ho nav´ıc smeˇrˇuje veˇtsˇina
hran se stereotypem takesPlace a oba tyto stereotypy maj´ı prˇiˇrazenou nejnizˇsˇ´ı
mozˇnou prioritu. Za´rovenˇ lze pozorovat zvy´sˇen´ı d˚ulezˇitost´ı vsˇech uda´lost´ı (cozˇ byl
za´meˇr), hlavneˇ pak Husitsky´ch va´lek, IV. krˇ´ızˇove´ vy´pravy a bitvy u Domazˇlic.
Mezi ohodnocen´ım uzl˚u jednotlivy´mi PageRanky vyuzˇ´ıvaj´ıc´ımi uzˇivatelsky´ch
priorit je take´ videˇt rozd´ıl. Z grafu jasneˇ plyne, zˇe PageRank s matic´ı tele-
portacˇn´ıch konstant je v´ıce ovlivneˇn prˇiˇrazeny´mi prioritami nezˇ PageRank, ktery´
vyuzˇ´ıva´ jen prioritneˇ ohodnoceny´ch uzl˚u a hran. Du˚vody tohoto rozd´ılu jizˇ byly
popsa´ny v kapitole 2.2.3.
9.2 Vy´pocˇetn´ı slozˇitost jednotlivy´ch typ˚u Page-
Ranku
Kapitoly 2.2.3 a 6 jizˇ zminˇovaly vy´pocˇetn´ı slozˇitost jedne´ iterace PageRanku,
ktera´ za´vis´ı na pouzˇite´ implementaci. V prˇ´ıpadeˇ te´to pra´ce byla vyuzˇita varian-
ta vy´pocˇtu pomoc´ı seznamu sousednosti jednotlivy´ch uzl˚u, jezˇ ma´ vy´pocˇetn´ı
slozˇitost O(n). Tuto variantu bylo mozˇne´ pouzˇ´ıt pro vy´pocˇet obycˇejne´ho Page-
Ranku a PageRanku s prioritn´ımi uzly a hranami. Pro PageRank s matic´ı tele-
portacˇn´ıch konstant bylo potrˇeba k vy´pocˇtu jedne´ iterace pouzˇ´ıt na´soben´ı vektoru
s matic´ı, kdy vy´pocˇetn´ı slozˇitost te´to operace je O(n2).
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Graf na obra´zku 9.2 zobrazuje cˇasy vy´pocˇt˚u jednotlivy´ch typ˚u PageRanku
prˇi r˚uzneˇ velky´ch grafech. Z grafu lze videˇt, zˇe cˇasy potrˇebne´ k vy´pocˇtu jednot-
livy´ch typ˚u PageRanku odpov´ıdaj´ı vy´pocˇetn´ım slozˇitostem, ktere´ byly stanoveny
v prˇedchoz´ıch kapitola´ch. Tedy zˇe cˇas potrˇebny´ k vy´pocˇtu obycˇejne´ho PageRanku,
respektive PageRanku s ohodnocen´ım uzl˚u a hran roste linea´rneˇ s velikost´ı grafu,
zat´ımco cˇas PageRanku s matic´ı teleportacˇn´ıch konstant roste prˇiblizˇneˇ kvadra-
ticky v za´vislosti na velikosti grafu.
Rozd´ıl mezi cˇasy PageRank˚u s linea´rn´ı vy´pocˇetn´ı slozˇitost´ı je da´n prˇedevsˇ´ım
faktem, zˇe u typu s prioritn´ım ohodnocen´ım uzl˚u a hran je potrˇeba prˇed sa-




































Obra´zek 9.2: Graf uda´vaj´ıc´ı vztah mezi cˇasem potrˇebny´m k vy´pocˇtu jednotlivy´ch
typ˚u PageRanku v za´vislosti na velikosti grafu; jednotlive´ cˇasy jsou pr˚umeˇrem ze
cˇtyrˇ meˇrˇen´ı
Meˇrˇen´ı cˇasu vy´pocˇtu prob´ıhalo na grafu vytvorˇene´m genera´torem (implemen-
taci bal´ıku pro generova´n´ı grafu popisuje prˇ´ıloha A).
9.3 Pameˇt’ova´ na´rocˇnost jednotlivy´ch typ˚u Page-
Ranku
Analogicky jako vy´pocˇetn´ı slozˇitost byla meˇrˇena i pameˇt’ova´ na´rocˇnost jednot-
livy´ch typ˚u PageRanku. K jej´ımu meˇrˇen´ı bylo vyuzˇito na´stroje JConsole, ktery´
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vyuzˇ´ıva´ instrumentace JVM1 k poskytnut´ı informac´ı o vy´konu a spotrˇebova´va´n´ı
zdroj˚u beˇzˇ´ıc´ıch Java aplikac´ı.
Graf na obra´zku 9.3 zobrazuje pameˇt’ potrˇebnou k vy´pocˇtu d˚ulezˇitost´ı uzl˚u
nad r˚uzneˇ velky´mi grafy. Z grafu vyply´va´, zˇe zat´ımco u PageRanku s prioritn´ımi
uzly a hranami, respektive obycˇejne´ho, roste pameˇt’ova´ na´rocˇnost opeˇt linea´rneˇ
(a s minima´ln´ımi vza´jemny´mi rozd´ıly). U PageRanku s matic´ı teleportacˇn´ıch
konstant je r˚ust kvadraticky´. To je samozrˇejmeˇ da´no pameˇt´ı potrˇebnou pro ulozˇen´ı











































Obra´zek 9.3: Graf uda´vaj´ıc´ı vztah mezi pameˇt´ı potrˇebnou k vy´pocˇtu jednotlivy´ch
typ˚u PageRanku v za´vislosti na velikosti grafu
Program, na ktere´m prob´ıhalo meˇrˇen´ı vyuzˇ´ıvane´ pameˇti, meˇl prˇi spousˇteˇn´ı
nastaveny´ JVM argument -Xmx6G (nastaven´ı maxima´ln´ı velikosti heap pameˇti na
6GB). Zdrojovy´ text programu obsahoval smycˇku, uvnitrˇ ktere´ se vzˇdy vyge-
neroval graf, nad ktery´m byl spocˇ´ıta´n dany´ typ PageRanku. Meˇrˇen´ı pameˇti prˇi
jednom pr˚ubeˇhu smycˇky pak prob´ıhalo na´sledovneˇ:
1. Po vygenerova´n´ı grafu byl proces uspa´n, aby mohla by´t provedena takzvana´
garbage kolekce (smaza´n´ı nevyuzˇ´ıvane´ pameˇti) prostrˇednictv´ım na´stroje
1JVM (Java Virtual Machine) – Sada pocˇ´ıtacˇovy´ch programu˚ a datovy´ch struktur, ktera´
vyuzˇ´ıva´ modul virtua´ln´ıho stroje ke spusˇteˇn´ı dalˇs´ıch pocˇ´ıtacˇovy´ch programu˚ a skript˚u vy-
tvorˇeny´ch v jazyce Java. U´kolem tohoto modulu je zpracovat pouze tzv. meziko´d, ktery´ je
v Javeˇ oznacˇova´n jako Java bytecode.
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JConsole a na´sledne´ zaznamena´n´ı hladiny vyuzˇ´ıvane´ pameˇti (JConsole zji-
sˇt’uje hladinu vyuzˇ´ıvane´ pameˇti jen jednou za neˇkolik sekund, nameˇrˇenou
hodnotu pak zobrazuje prostrˇednictv´ım grafu).
2. Po probuzen´ı byl vykona´n algoritmus samotne´ho PageRanku.
3. Na´sledneˇ byl proces znovu uspa´n, aby mohlo doj´ıt k zaznamena´n´ı na´r˚ustu
pameˇti spotrˇebovane´ algoritmem. Po probuzen´ı procesu byla zavola´na jedna
z metod instance algoritmu. A to z toho d˚uvodu, aby nedosˇlo k smaza´n´ı
samotne´ instance algoritmu z pameˇti prˇi samovolne´m proveden´ı garbage
kolekce (na instanci algoritmu by totizˇ jizˇ nevedla zˇa´dna´ reference).
4. Po zmeˇrˇen´ı nejvysˇsˇ´ı hladiny pameˇti byl proces opeˇt uspa´n, aby mohlo
doj´ıt k vynucene´ garbage kolekci pomoc´ı JConsole. To umozˇnilo rozpozna´n´ı
pameˇti vyuzˇite´ algoritmem jako vrcholu v grafu vyuzˇ´ıvane´ pameˇti. Nakonec
byla zvy´sˇena promeˇnna´ uda´vaj´ıc´ı velikost generovane´ho grafu a cely´ postup
se opakoval od bodu 1.
Po meˇrˇen´ı byl graf vyuzˇ´ıvane´ pameˇti exportova´n do forma´tu CSV a s pomoc´ı
aplikace Microsoft Excel 2010 bylo provedeno odecˇten´ı hodnot prˇed a po vykona´n´ı
algoritmu prˇi jednotlivy´ch velikostech generovane´ho grafu.
9.4 Stanoven´ı zastavovac´ı podmı´nky ε
PageRank ma´ stanovenou zastavovac´ı podmı´nku jako jednotkovou normu (vzorec
2.6) rozd´ılu vektor˚u d˚ulezˇitost´ı dvou posledn´ıch iterac´ı (xk+1 a xk), ktera´ mus´ı
by´t mensˇ´ı nezˇ hodnota ε, tedy:
||xk+1 − xk|| < ε
Ota´zkou tedy z˚usta´va´, jakou hodnotu ε zvolit. Tabulka 2.2 n´ızˇe zobrazuje
r˚uzneˇ velke´ hodnoty ε, ktere´ jsou aplikova´ny na vy´pocˇet PageRanku nad grafem
o peˇti stech uzlech.
V tabulce je videˇt, zˇe s postupny´m zmensˇova´n´ım hodnoty ε se prˇiblizˇneˇ
linea´rneˇ zvysˇuje pocˇet iterac´ı. Da´le lze videˇt, zˇe jednotkova´ norma vektoru z roz-
d´ılu vektor˚u d˚ulezˇitosti postupneˇ klesaj´ıc´ıho ε klesa´ exponencia´lneˇ.
Tabulka take´ ukazuje, zˇe mezi hodnotami ε = 10−3 a ε = 10−4 docha´z´ı ke
zprˇesneˇn´ı vy´sledny´ch d˚ulezˇitost´ı jizˇ jen v rˇa´du desetitis´ıcin. Z tohoto d˚uvodu je
v diplomove´ pra´ci vzˇdy nastavena zastavovac´ı podmı´nka na hodnotu ε = 10−3.
9.5 Testova´n´ı implementovany´ch knihoven
Vsˇechny implementovane´ knihovny jsou opatrˇeny jednotkovy´mi testy, jezˇ v pr˚u-
beˇhu vy´voje umozˇnˇovaly oveˇrˇovat spra´vne´ chova´n´ı novy´ch funkcionalit a za´rovenˇ
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i εi n ||xi−1 − xi||
1 10−1 3 −
2 10−2 6 3, 98 · 10−2
3 10−3 8 2, 78 · 10−3
4 10−4 11 5, 52 · 10−4
5 10−5 14 4.38 · 10−5
6 10−6 17 3, 44 · 10−6
7 10−7 19 3.22 · 10−7
8 10−8 22 6, 46 · 10−8
9 10−9 25 5, 15 · 10−9
10 10−10 28 4, 46 · 10−10
Tabulka 9.1: Tabulka zobrazuj´ıc´ı pocˇet iterac´ı (n) potrˇebny´ch k dosazˇen´ı specifi-
kovany´ch zastavovac´ıch podmı´nek εi. Da´le zobrazuje postupne´ zprˇesneˇn´ı vektoru
d˚ulezˇitosti, ke ktere´mu docha´z´ı prˇi zmensˇen´ı hodnoty εi o jeden rˇa´d.
prova´deˇly regresn´ı testova´n´ı sta´vaj´ıc´ı funkcionality. K testova´n´ı bylo vyuzˇito
knihovny JUnit [17].
Jednotlive´ knihovny jsou pokryty testy, ktere´ oveˇrˇuj´ı spra´vnou funkcˇnost
hlavn´ıch poskytovany´ch sluzˇeb:
• Knihovna graph – Funkcˇn´ı vytva´rˇen´ı grafu, vkla´da´n´ı a maza´n´ı vrchol˚u,
respektive hran, nemozˇnost opeˇtovne´ho vlozˇen´ı stejne´ho vrcholu cˇi hrany
do grafu atd.
• Knihovna graph-ranking – Oveˇrˇen´ı spra´vne´ho oveˇrˇen´ı vy´pocˇtu jednot-
livy´ch typ˚u PageRanku na testovac´ım grafu, testova´n´ı konvertoru d˚ulezˇito-
sti a zpracova´n´ı uzˇivatelsky´ch priorit.
• Knihovna db-graph-ranking – Testova´n´ı spojen´ı s grafovou databa´z´ı, oveˇ-
rˇen´ı funkcˇn´ıho vkla´da´n´ı uzl˚u a hran do databa´ze, z´ıska´n´ı seznamu vlastnost´ı
atd.
• Knihovna timelineVizServer – Testy spra´vne´ho prˇeva´deˇn´ı jednotlivy´ch
Java objekt˚u (graf, uzˇivatelsky´ dotaz, vrchol a hrana) do JSON forma´tu a
obra´ceneˇ. Pro testova´n´ı te´to knihovny bylo vyuzˇito i frameworku Mockito
[18].
Vsˇechny zmı´neˇne´ testy jsou vzˇdy automaticky prova´deˇny prˇi kompilaci jednot-
livy´ch knihoven (pomoc´ı prˇ´ıkazu mvn package).
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C´ılem diplomove´ pra´ce bylo vytvorˇit na´stroj pro ohodnocova´n´ı d˚ulezˇitosti uzl˚u
grafu historicky´ch uda´lost´ı, ktery´ z´ıska´va´ data z grafove´ databa´ze a ohodnoceny´
graf poskytuje na´stroj˚um umozˇnˇuj´ıc´ı jeho vizualizaci prostrˇednictv´ım cˇasove´ osy.
Pra´ce popisuje neˇkolik algoritmu˚ pro d˚ulezˇitostn´ı ohodnocen´ı grafu. Bl´ızˇe
se pak veˇnuje analy´ze algoritmu PageRank a jeho modifikac´ım, jezˇ umozˇnˇuj´ı
ovlivneˇn´ı vy´sledny´ch d˚ulezˇitost´ı jednotlivy´ch uzl˚u uzˇivatelsky´mi prioritami, kdy je
vysveˇtlen princip tohoto algoritmu, jeho vlastnosti a odvozena vy´pocˇetn´ı slozˇitost.
Pro implementaci reprezentace grafu bylo analyzova´no neˇkolik existuj´ıc´ıch
knihoven. Ani jedna z nich bohuzˇel prˇ´ımo nevyhovovala pozˇadavk˚um. Byla proto
vytvorˇena vlastn´ı grafova´ knihovna umozˇnˇuj´ıc´ı snadnou znovupouzˇitelnost pro
graf reprezentovany´ libovolny´mi entitami. Da´le byly implementova´ny trˇi typy
algoritmu PageRank v ra´mci knihovny poskytuj´ıc´ı algoritmy (dva typy s linea´rn´ı
vy´pocˇetn´ı slozˇitost´ı a jeden s kvadratickou). Tato knihovna umozˇnˇuje snadne´
rozsˇ´ıˇren´ı o dalˇs´ı algoritmy.
Pro zajiˇsteˇn´ı komunikace mezi vizualizacˇn´ımi na´stroji a grafovou databa´z´ı
(ktere´ byly vytvorˇeny v ra´mci soubeˇzˇny´ch diplomovy´ch prac´ı) byly implemen-
tova´ny knihovny poskytuj´ıc´ı Java, respektive REST rozhran´ı umozˇnˇuj´ıc´ı snadne´
z´ıska´n´ı ohodnocene´ho grafu, z´ıska´va´n´ı jednotlivy´ch vrchol˚u nebo vkla´da´n´ı uzl˚u a
hran.
Posledn´ı kapitola se pak veˇnuje meˇrˇen´ı potrˇebne´ho cˇasu a pameˇti k vy´pocˇtu
jednotlivy´ch typ˚u PageRanku v za´vislosti na velikosti grafu, kde byly experi-
menta´lneˇ potvrzeny zmı´neˇne´ vy´pocˇetn´ı slozˇitosti jednotlivy´ch typ˚u tohoto algo-
ritmu. Da´le se veˇnuje volbeˇ hodnoty uda´vaj´ıc´ı zastavovac´ı podmı´nku PageRanku
a v neposledn´ı rˇadeˇ testova´n´ı cele´ implementacˇn´ı cˇa´sti te´to pra´ce.
Dalˇs´ı vy´voj implementovany´ch na´stroj˚u by se mohl ub´ırat smeˇrem k urychlen´ı
jednotlivy´ch algoritmu˚ pomoc´ı paralelizace vy´pocˇtu, implementaci novy´ch algo-
ritmu˚ nebo prˇ´ıpadneˇ vytva´rˇen´ı novy´ch sad pravidel pro prioritn´ı ohodnocen´ı uzl˚u
a hran.
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CSV (Comma Separated Value) jednoduchy´ souborovy´ forma´t urcˇeny´ pro
vy´meˇnu tabulkovy´ch dat.
IoC (Inversion of Control) Na´vrhovy´ vzor, ktery´ umozˇnˇuje uvolnit vztahy
mezi jinak teˇsneˇ sva´zany´mi komponentami.
JSON (JavaScript Object Notation) – Zp˚usob za´pisu dat (datovy´ forma´t)
neza´visly´ na pocˇ´ıtacˇove´ platformeˇ, urcˇeny´ pro prˇenos dat, ktera´ mohou
by´t organizova´na v pol´ıch nebo agregova´na v objektech.
JVM (Java Virtual Machine) Sada pocˇ´ıtacˇovy´ch programu˚ a datovy´ch
struktur, ktera´ vyuzˇ´ıva´ modul virtua´ln´ıho stroje ke spusˇteˇn´ı dalˇs´ıch
pocˇ´ıtacˇovy´ch programu˚ a skript˚u vytvorˇeny´ch v jazyce Java. U´kolem to-
hoto modulu je zpracovat pouze tzv. meziko´d, ktery´ je v Javeˇ oznacˇova´n
jako Java bytecode.
REST (Representational state transfer) architektura rozhran´ı navrzˇena´ pro dis-
tribuovane´ prostrˇed´ı. Typicky vyuzˇ´ıva´ protokolu HTTP/1.1 (dotazy GET,
POST, DELETE, atd.) pro komunikaci a identifika´toru URI pro identifikaci
jednotlivy´ch zdroj˚u.
XML (eXtensible Markup Language) Obecny´ znacˇkovac´ı jazyk vyvinuty´
konsorciem W3C. Umozˇnˇuje vytva´rˇen´ı znacˇkovac´ıch jazyk˚u urcˇeny´ch
k nejr˚uzneˇjˇs´ım typ˚um uzˇit´ı.
XSD (XML Schema Definition) Soubor, ktery´ popisuje strukturu XML doku-
mentu.
URI (Uniform Resource Identifier) Textovy´ rˇeteˇzec s definovanou strukturou,
ktery´ slouzˇ´ı k prˇesne´ specifikaci zdroje informac´ı (ve smyslu dokument
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A Genera´tor grafu historicky´ch
uda´lost´ı
Pro testova´n´ı jednotlivy´ch typ˚u PageRank˚u bylo potrˇeba vytvorˇit genera´tor grafu
historicky´ch uda´lost´ı. Graf vytvorˇeny´ t´ımto genera´torem mus´ı splnˇovat na´sleduj´ıc´ı
pozˇadavky:
• Procentua´ln´ı zastoupen´ı vrchol˚u s jednotlivy´mi stereotypy nesmı´ by´t rov-
nomeˇrne´, ale mus´ı prˇiblizˇneˇ odpov´ıdat rea´lny´m historicky´m graf˚um.
• Stupenˇ vrcholu mus´ı prˇiblizˇneˇ odpov´ıdat jeho stereotypu.
• Hrany mezi vrcholy s urcˇity´mi stereotypy mus´ı mı´t logicky´ stereotyp (za-
mezen´ı situaci, aby mezi hranami se stereotypy item a item vedla naprˇ.
hrana se stereotypem colaboration).
Na za´kladeˇ teˇchto pozˇadavk˚u byla vytvorˇena knihovna graph-generator
umozˇnˇuj´ıc´ı prostrˇednictv´ım trˇ´ıdy HistoricalGraphGenerator generovat graf his-
toricky´ch uda´lost´ı. Pokud se tato trˇ´ıda inicializuje pomoc´ı konstruktoru bez pa-
rametr˚u, pak ma´ genera´tor na´sleduj´ıc´ı prˇeddefinovane´ vlastnosti:
• event – 40 %
• item – 10%
• person – 30 %
• place – 20 %
Jednotlive´ stereotypy vrchol˚u maj´ı take´ prˇednastaveny´ stupenˇ, ktery´ je da´n nor-
ma´ln´ım rozlozˇen´ım s na´sleduj´ıc´ımi parametry:
• event – µ = 12, σ = 3
• item – µ = 3, σ = 1
• person – µ = 7, σ = 1
• place – µ =velikost grafu/8, maxima´lneˇ vsˇak 200, σ = µ/4
Stereotypy hran jsou stanoveny na za´kladeˇ stereotyp˚u vrchol˚u, mezi ktery´mi vede.
Jejich orientace je na´hodneˇ generova´na. Pro obeˇ orientace mu˚zˇe mı´t hrana r˚uzne´
stereotypy. Stereotyp hrany se generuje na za´kladeˇ nadefinovany´ch mozˇnost´ı,
ktere´ maj´ı stanovene´ procentua´ln´ı zastoupen´ı (bl´ızˇe viz javadoc trˇ´ıdy Vertex-
ConnectionGenerator).
Trˇ´ıda HistoricalGraphGenerator obsahuje take´ konstruktor, jehozˇ prostrˇed-
nictv´ım mu˚zˇe uzˇivatel nastavit vsˇechny zmı´neˇne´ parametry libovolneˇ dle sve´
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potrˇeby. Vy´znam jednotlivy´ch parametr˚u je podrobneˇ popsa´n v javadoc doku-
mentaci te´to knihovny.
Samotne´ generova´n´ı grafu se spousˇt´ı zavola´n´ım metody generateGraph(),
ktera´ obsahuje parametr typu integer, jenzˇ uda´va´ pocˇet vrchol˚u generovane´ho
grafu.
Zdrojovy´ text n´ızˇe zobrazuje vygenerova´n´ı historicke´ho grafu o peˇti stech
uzlech:
HistoricalGraphGenerator graphGen = new HistoricalGraphGenerator();
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V 1432 – VI 1432
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