DIGGOX: Distributed Intranet Graphics Generator Over Xml. Un sistema distribuito per la generazione di grafici basato su xml by CECCHINI, ENRICO
 
 
Università degli Studi di Pisa 
Facoltà di Ingegneria 
Corso di Laurea Specialistica in Ingegneria Informatica 





DIGGOX: Distributed Intranet Graphics 
Generator Over Xml 
Un sistema distribuito per la generazione di 





prof. Enzo Mingozzi 
prof. Francesco Marcelloni 













Le persone che mi sono state vicine e mi hanno sostenuto nel mio cammino 
universitario sono molte, e senza il loro aiuto e sostegno sarebbe stato tutto 
molto più difficile. Colgo qui l’occasione per ringraziarle per tutto quello che 
hanno fatto per me. 
 
Desidero ringraziare le persone che mi hanno seguito durante il periodo di 
tirocinio e di tesi: il mio tutor aziendale, Dott. Leonardo Bagella e il sig. Roberto 
Ughi, persone sempre disponibili e aperte al dialogo, che mi hanno dato ottimi 
consigli. 
 
Un ringraziamento è per tutti i professori del corso di laurea specialistica in 
ingegneria informatica per la gestione d’azienda: è anche grazie a loro se ho 
capito la strada che voglio percorrere nella mia vita. 
 
Desidero ringraziare tutti i miei amici, di cui non riporterò i nomi uno per uno 
perché forse non mi basterebbe una pagina intera. Per me sono importanti tutti, 
dal primo all’ultimo, e sono certo che ne siano consapevoli: ognuno, a suo 
modo, mi ha aiutato e per questo gliene sono immensamente grato. 
 
Un ringraziamento speciale va alla mia famiglia: ai miei genitori, a mia nonna e 
a mio fratello, che hanno avuto fiducia in me e mi hanno sempre incoraggiato a 
superare le difficoltà, dandomi sempre affetto e supporto; questo lavoro è il mio 





Il lavoro svolto in questa tesi riguarda l’implementazione di un sistema 
distribuito in grado di fornire un supporto di reportistica grafica su differenti 
statistiche dei servizi della  intranet aziendale Piaggio. 
Per il management avere a disposizione uno strumento che fornisca una 
quantificazione chiara ed immediata dell’andamento di alcuni fenomeni è un 
punto di forza rilevante che fornisce un valido supporto alle decisioni. 
Infatti, in una intranet aziendale sono spesso necessarie informazioni 
sull’utilizzo di servizi come, ad esempio, quantità di accessi, modalità di 
fruizione, dati su eventuali inefficienze applicative, tempi di through-put, ecc. 
Lo scopo della tesi è, quindi, quello di creare un’infrastruttura software che, a 
fronte di richieste da parte degli utenti, si procuri dinamicamente i dati da 
rappresentare e, utilizzandoli, risponda fornendo i grafici desiderati. 
Nella fase iniziale si effettua uno studio dell’ambito nel quale immergere il 
progetto, identificando i vincoli tecnologici hardware e software; a questa fase 
seguono le scelte progettuali, consistenti nel determinare le componenti del 
sistema e i linguaggi di programmazione da utilizzare. La fase successiva è 
l’implementazione tecnica dell’infrastruttura software progettata e, infine, il test 
dell’applicazione e l’analisi dei risultati ottenuti. 
 
Si provvede adesso ad inquadrare il contenuto dell’elaborato attraverso una 
breve sintesi dei capitoli che lo compongono. 
Nella prima parte, inerente lo stato dell’arte, c’è una descrizione dettagliata di 
tutte le tecnologie coinvolte nel progetto. 
Nel capitolo uno sono descritti i Sistemi Distribuiti, a partire dalle loro 
caratteristiche principali, fino a giungere ai meccanismi di dialogo e alle 
funzionalità delle applicazioni componenti. 
Nel capitolo due sono descritte le Intranet, con un preambolo inerente la loro 
nascita e la concezione che ne sta alla base. Sono inoltre descritti i tipi di 
applicazioni che ad oggi vengono utilizzate in una intranet e i vantaggi che 
questo sistema fornisce. Uno spazio cospicuo è dedicato all’evoluzione delle 
tecnologie di integrazione all’interno delle intranet, come le architetture orientate 
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ai servizi, che sono un modo evoluto per fornire servizi applicativi sfruttando la 
rete. 
Nel capitolo tre sono descritti i Web Service e gli standard che questo tipo di 
applicazioni utilizzano: XML, SOAP, WSDL, UDDI. Inoltre sono introdotte le 
applicazioni web e le tecnologie java utilizzate per realizzarle. 
Nel capitolo quattro sono descritti i vari tipi di analisi statistica che possono 
essere effettuati su dati per estrarne informazioni utili. 
La seconda parte riguarda la progettazione e l’implementazione del Sistema 
Distribuito, e descrive nel dettaglio il problema affrontato e il modo con cui è 
stato risolto. 
Nel capitolo cinque si spiega in maniera chiara il problema da affrontare, con 
una descrizione dell’ambito nel quale immergere il progetto (una intranet 
aziendale ben definita e avente vincoli rigorosi), per passare quindi agli obiettivi 
prefissati. Quindi sono elencate le scelte progettuali effettuate, a partire dalla 
definizione della struttura della base di dati, proseguendo con la scelta dei 
linguaggi di programmazione, per arrivare alla definizione funzionale di tutte le 
componenti del sistema. 
Il capitolo sei tratta l’implementazione dell’architettura del sistema, partendo 
dalla struttura del database e proseguendo con la descrizione del modulo 
DISCover, che è l’applicazione web che si occupa di gestire le richieste e 
generare i grafici. Segue poi l’implementazione dei due web service di supporto 
a tale modulo. 
Nel capitolo sette è mostrato un caso d’uso del sistema: è stato vagliato l’iter di 
richiesta di una trasferta nella sua interezza e sono stati mostrati i risultati 
dell’estrazione statistica. 
Seguono l’analisi dei risultati ottenuti e i possibili sviluppi futuri del sistema; 
infine le conclusioni sul lavoro svolto e sulle conoscenze e competenze 
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Prima Parte: Stato dell’arte 
1. I Sistemi Distribuiti 
Un sistema distribuito è costituito da un insieme di computer spazialmente 
separati dove sono dislocati componenti hardware e software che comunicano 
e coordinano tra loro le loro azioni attraverso scambio di messaggi. 
Più precisamente, un sistema informatico si dice distribuito se si verifica almeno 
una delle seguenti condizioni: 
• le applicazioni, fra loro cooperanti, risiedono su più nodi elaborativi 
(elaborazione distribuita); 
• il patrimonio informativo, unitario, è ospitato su più nodi elaborativi (base 
di dati distribuita). 
 
 
Figura 1: Sistema Distribuito 
 
In termini generali, quindi, un sistema distribuito è costituito da un insieme di 
applicazioni logicamente indipendenti che collaborano per il perseguimento di 
obiettivi comuni attraverso una infrastruttura di comunicazione hardware e 
software. 
I sistemi distribuiti possono essere suddivisi in due importanti categorie: 
• Sistemi ad accoppiamento forte: questi sistemi sono tipicamente 
concepiti in modo unitario e usano risorse informative ed elaborative 
controllate da una o più unità organizzative comunque facenti riferimento 
a una unica autorità. Esempi tipici di questa tipologia di sistemi possono 
essere i sistemi di supporto che le grandi organizzazioni private possono 
realizzare per le loro forze di vendita distribuite su tutto il territorio di 
interesse, ovvero i sistemi di automazione di sportello propri di enti 
pubblici e privati di tipo diverso, quali banche, presidi sanitari, enti di 
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riscossione dei tributi. In questo scenario si prediligono logiche di 
unitarietà nelle scelte architetturali e tecnologiche, di integrazione dei 
sottosistemi in un unico sistema complessivo, di transazionalità nella 
realizzazione dei servizi da fornire all’utenza, concepiti come pacchetti di 
lavoro unitari di cui si deve garantire l’esecuzione e il risultato finale 
atteso. Il risultato che si ottiene è quello di un elevata qualità del servizio 
reso all’utenza e di un aumento dei vincoli organizzativi e tecnologici 
esistenti fra le unità organizzative che cooperano per la fornitura del 
servizio stesso; 
• Sistemi a accoppiamento debole: questi sistemi, chiamati sistemi di 
cooperazione,  nascono tipicamente dalla messa a fattore comune di 
risorse informative ed elaborative preesistenti e proprie di soggetti 
organizzativi fra loro autonomi che, per motivi istituzionali o di business, 
hanno interesse a cooperare per fornire servizi a valore aggiunto. 
Esempi tipici di questa tipologia di sistemi sono i sistemi di cooperazione 
di cui si possono dotare le amministrazioni coinvolte in processi di 
servizio complessi di pubblico interesse (quali l’ordine pubblico, la 
formazione professionale, la sanità), ovvero i diversi soggetti privati 
coinvolti nelle catene del valore istituite per la produzione di beni e 
servizi da vendere sul mercato. In questo scenario si prediligono logiche 
di normalizzazione nelle scelte architetturali e tecnologiche, al fine di 
assicurare la presenza di interfacce verso le risorse messe a fattore 
comune rispondenti a una logica unitaria, logiche di federazione dei 
sottosistemi nel sistema complessivo, logiche di proceduralità nella 
realizzazione dei servizi da fornire all’utenza, concepiti come processi di 
cui si deve garantire l’avanzamento e il tracciamento. Il risultato che si 
ottiene è quello di un aumento dell’efficienza e della trasparenza dei 
processi di cooperazione automatizzati, di un aumento dell’usabilità dei 
servizi stessi mediante l’istituzione di sportelli unici e di un modesto 
aumento dei vincoli organizzativi e tecnologici esistenti fra le unità 
organizzative che cooperano per la fornitura del servizio stesso, limitato 
all’istituzione di regole di interfacciamento concordate. 
1.1 Il meccanismo RPC 
Un meccanismo di base particolarmente importante per consentire il dialogo di 
applicazioni presenti su macchine diverse è il meccanismo Remote Procedure 
Call – RPC. Tale meccanismo permette a un programma di richiamare 
procedure remote (ovvero eseguite su un calcolatore diverso da quello 
ospitante il programma chiamante) come se fossero locali. L’ottenimento di 
questo risultato permette ai progettisti e ai programmatori di realizzare con 
facilità applicazioni distribuite, in quanto le metodologie e le tecniche progettuali 
e di programmazione usate per i sistemi centralizzati possono essere 
riapplicate nello scenario distribuito, mentre la complessità legata alla 
distribuzione è gestita dal meccanismo RPC sottostante. 
La figura sottostante illustra il meccanismo RPC e i componenti architetturali 
che lo caratterizzano. 
 
 
Figura 2: Schema architetturale del meccanismo RPC 
 
Quando il programma principale invoca l’esecuzione di una procedura remota, il 
meccanismo di invocazione è del tutto analogo a quello previsto, nel particolare 
linguaggio di programmazione usato, per la chiamata di una procedura locale. 
Poiché la procedura remota da chiamare è caratterizzata da un nome che la 
identifica, da una lista di parametri di ingresso e da una lista di parametri di 
uscita, la sua chiamata mediante RPC provoca in realtà l’invocazione di un 
modulo locale, chiamato client stub, avente lo stesso nome e gli stessi 
parametri in ingresso e in uscita della procedura remota. Il client stub, quindi, ha 
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il compito di rappresentare localmente la procedura remota, nascondendo al 
programma chiamante la complessità della sua invocazione fisica. Il client stub 
riceve, dapprima, i valori associati ai parametri d’ingresso, passati dal 
programma chiamante, e provvede a impacchettarli in un messaggio 
(marshalling). Al messaggio è accodato il nome della procedura richiesta. Il 
messaggio così composto è trasmesso al sistema che ospita il programma 
chiamato mediante il protocollo di comunicazione disponibile. Il messaggio 
ricevuto dal sistema che ospita il programma chiamato è dapprima interpretato 
per individuare il nome della procedura da eseguire. Il modulo che individua, in 
base al nome passato, la procedura da invocare è chiamato dispatcher. Il 
dispatcher quindi invoca il server stub della procedura richiesta, passando a 
questo il resto del messaggio ricevuto. Il server stub spacchetta il messaggio 
(unmarshalling) e chiama la procedura richiesta con la lista dei valori dei 
parametri in ingresso passati. L’esecuzione della procedura fornisce al server 
stub, di ritorno, i valori calcolati per i parametri in uscita previsti. Tali valori sono 
impacchettati (marshalling) e ritrasmessi sottoforma di messaggio al sistema 
chiamante attraverso il protocollo di comunicazione disponibile. Il client stub 
riceve il messaggio, ricostruisce i valori passati per i parametri di ritorno previsti 
(unmarshalling) e li restituisce, in ultimo, al programma chiamante. 
Lo schema di funzionamento illustrato è soggetto a una serie di problematiche e 
di difficoltà che rendono non completamente analoga la chiamata di una 
procedura remota rispetto alla chiamata di una procedura locale. In particolare, 
le problematiche principali riguardano: 
• I tipi di dato che possono essere usati per i parametri in ingresso e in 
uscita. Sono generalmente disponibili i tipi di dato elementari (come i 
caratteri, la sequenza di caratteri, i numeri interi) mentre possono 
sussistere limitazioni per i tipi di dato composti e per i tipi di dato 
puntatore. Per i puntatori, in particolare, la difficoltà di renderne possibile 
l’uso come parametri risiede nel fatto che fanno riferimento ad aree di 
memoria locali al programma chiamante ma non accessibili da parte 
della procedura chiamata che è ospitata su un elaboratore diverso. Per 
lo stesso motivo, non è generalmente possibile usare il meccanismo 
delle variabili globali come sistema per lo scambio implicito di 
informazioni fra programma chiamante e procedura chiamata; 
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• I formati dei dati adottati dal programma chiamante e dalla procedura 
chiamata. In presenza di elaboratori di tipo diverso (ambienti eterogenei), 
può accadere che il formato fisico delle informazioni scambiate sia 
diverso nei due ambienti. In queste situazioni, è necessario che il 
protocollo di comunicazione adottato fornisca un formato di trasferimento 
delle informazioni unitario per i due ambienti, nonché funzioni di 
trasformazione dei dati dal formato nativo di ogni ambiente al formato di 
trasferimento e viceversa; 
• La gestione delle eccezioni. Il comportamento di una procedura remota, 
in condizioni normali, può apparire del tutto analogo a quello di una 
procedura locale. L’insieme dei malfunzionamenti che possono 
presentarsi in uno schema RPC è però più ampio e complesso di quello 
che caratterizza un sistema centralizzato. In particolare, il 
malfunzionamento di una procedura non blocca necessariamente la 
procedura che con questa coopera remotamente, ovvero può presentarsi 
un malfunzionamento sul canale trasmissivo senza che ciò blocchi 
l’elaborazione sulle macchine ad esso connesse. Tale scenario più 
complesso non può essere completamente mascherato dal meccanismo 
RPC per cui la gestione delle eccezioni da prevedere all’interno dei 
programmi chiamanti e delle procedure chiamate è più vasta e difficile; 
• L’invocazione concorrente della stessa procedura remota da parte di più 
programmi chiamanti ospitati in macchine diverse. Il meccanismo RPC, 
permettendo l’invocazione remota di procedure, rende realistico lo 
scenario in cui più programmi chiamano contemporaneamente la stessa 
procedura da macchine diverse. In questo scenario, il meccanismo RPC 
deve assicurare l’accesso concorrente alla stessa procedura in modo 
consistente, accodando le diverse richieste e costituendo, per ognuna di 
esse, uno spazio di esecuzione isolato e distinto. 
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1.2 I sistemi client-server 
Le applicazioni che costituiscono un sistema distribuito sono caratterizzate dal 
ruolo che svolgono nel sistema stesso: 
• Cliente (Client): una applicazione assume il ruolo di Cliente quando è 
utilizzatore di servizi messi a disposizione da altre applicazioni; 
• Servente (Server): una applicazione assume il ruolo di Servente quando 
è fornitore di servizi usati da altre applicazioni; 
• Attore (Actor): una applicazione assume il ruolo di Attore quando assume 
in diverse situazioni sia il ruolo di Cliente sia quello di Servente. 
Un tipo particolare di sistema distribuito è quello client-server, caratterizzato 
dalla relazione di servizio secondo la quale più processi cliente avviano un 
dialogo richiedendo servizi forniti da processi serventi corrispondenti. Il dialogo 
fra processi clienti e processi serventi è generalmente di tipo sincrono, ovvero: 
• Il processo servente è in generale inattivo, in attesa che gli pervenga una 
richiesta di servizio; 
• Il processo cliente, quando invia una richiesta di servizio, rimane 
bloccato, in attesa del ricevimento della corrispondente risposta. 
La relazione cliente-servente in generale implica l’uso di protocolli di 
comunicazione asimmetrici, in quanto tipicamente un processo servente può 
servire più processi cliente; per questo motivo il processo servente gestisce 
risorse condivise  e deve essere progettato con molta cura, in quanto deve 
operare in condizioni di carico elevato, deve fornire meccanismi per 
salvaguardare la consistenza nell'accesso alle risorse condivise  e deve essere 
scalabile, cioè deve potere aumentare le proprie dimensioni e capacità di 
servizio per soddisfare un numero crescente di processi cliente. 
Per quanto detto in precedenza, i sistemi client-server si inquadrano 
naturalmente nell’ambito dei sistemi distribuiti ad accoppiamento forte per i 
seguenti due motivi: 
• il processo cliente, una volta che abbia richiesto un servizio, rimane 
generalmente bloccato in attesa che il servizio stesso sia completato. 
Tale schema comportamentale del processo cliente è ragionevole solo 
se il servizio richiesto è di tipo transazionale e quindi sia completato in 
tempi brevi e in qualche modo predicibili; in altre situazioni è più 
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conveniente una logica non bloccante di invio asincrono della richiesta di 
servizio da parte del processo cliente al processo servente interessato e 
di successiva notifica di esecuzione del servizio, da parte del processo 
servente al processo cliente, quando il servizio stesso sia stato 
completato; 
• il processo servente rimane in attesa dell’arrivo di richieste da parte dei 
processi cliente che a lui fanno riferimento. Tale schema 
comportamentale, che implica il consumo di risorse elaborative e di 
comunicazione, è ragionevole solo se il flusso di richieste provenienti dai 
processi cliente è sostenuto e predicibile, altrimenti risulta maggiormente 
conveniente una logica di attivazione del processo servente ogni volta 
che pervenga una richiesta da soddisfare [5]. 
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2. Le Intranet 
L’intranet è una rete locale (LAN), o un raggruppamento di reti locali, usata 
all’interno di una organizzazione per facilitare la comunicazione e l’accesso 
all’informazione, che può essere ad accesso ristretto. A volte il termine è riferito 
solo alla rete di servizi più visibile, il sistema di siti che formano uno spazio web 
interno.  
In altre accezioni il termine può essere inteso come il sistema di informazioni e 
servizi di utilità generale accessibili dalla rete interna. Quando una parte della 
intranet viene resa accessibile a clienti, partner o altre persone esterne 
all’organizzazione, tale parte diventa una extranet. Se a livello tecnologico 
l’intranet può essere definita come la rete informatica interna basata sul 
protocollo TCP/IP, negli ultimi anni il concetto ha assunto una forma diversa, 
oltrepassando gli aspetti tecnologici per impattare fortemente 
sull’organizzazione dell’impresa. 
2.1 Il percorso evolutivo che ha portato alle intranet 
Negli ultimi anni, il modo di lavorare è cambiato radicalmente, e di sicuro parte 
di questo cambiamento è stato causato da un maggiore e diffuso utilizzo delle 
reti all’interno delle aziende. 
Le intranet di oggi sono il frutto di un complesso percorso evolutivo di 
organizzazione aziendale, che non riguarda solo la tecnologia e che, tutto 
sommato, sembra solo agli inizi. 
L’evoluzione che ha portato agli attuali sistemi di organizzazione che utilizzano 
intranet è un processo decisamente complesso poco chiaramente definibile. A 
grandi linee può però essere ripercorso come mostrato di seguito: 
 
1964. Peter Drucker, il guru del management, afferma: 
"La risorsa economica di base non è più né il capitale, né le risorse naturali, né 
la forza lavoro. È e sarà la Conoscenza". 
Questa frase, detta quando ancora la condivisione della conoscenza 
rappresentava uno sforzo non indifferente, è uno primi passi delle teorie 





1965. Ted Nelson, in un momento in cui i computer erano pochi e dalle 
dimensioni ciclopiche, studia la possibilità di realizzare un software in grado di 
interconnettere elettronicamente documenti e testi seguendo un criterio di 
organizzazione ipertestuale, non sequenziale, reticolare. 
Nasce cosi l’ipertesto che, in un articolo di qualche anno dopo, Nelson definirà 
cosi: 
 
"L’ipertesto è la combinazione di un testo in linguaggio naturale con la capacità 
del computer di seguire interattivamente, visualizzandole in modo dinamico, le 
diverse ramificazioni di un testo non lineare, che non può essere stampato 
convenientemente con un’impaginazione tradizionale". 
 
Nelson inizia a lavorare al progetto di Xanadu, ovvero un programma in grado 
di gestire una rete di calcolatori estesa a tutto il pianeta e destinata 
all’archiviazione di testi e documenti. 
Xanadu resterà incompiuto e il progetto verrà bloccato nel 1994 per mancanza 
di finanziamenti. 
Nonostante la bontà del concetto, dovranno passare ben 30 anni (data della 
nascita del World Wide Web), perchè l’ipertesto sia universalmente accettato ed 
utilizzato.  
 
1969. Il Pentagono crea Arpanet, un progetto voluto per la ricerca sulla 
creazioni delle reti, fra l’Università Ucla di Los Angeles, l’Istituto di ricerca di 
Standford, l’Università di Santa Barbara e l’Università dello Utah, è la nascita di 
Internet. 
 
1973. Robert Metcalfe inventa l’Ethernet. 
La necessità di connettere i computer di presenti in Xerox alle nuove stampanti 
laser, porta Metcalfe a organizzare un sistema in cui i dispositivi presenti nella 
rete comunicano tra loro trasmettendosi reciprocamente informazioni, sotto 
forma di insiemi di impulsi, detti "pacchetti". È l’inizio della condivisone e della 
collaborazione via rete. 
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L’inizio degli anni ‘80 vede l’incremento dell’utilizzo di modelli organizzativi 
legati alla qualità, e nel 1982 accadono 2 fatti importanti: DCA e ARPA 
stabiliscono il Transmission Control Protocol (TCP) e l’Internet Protocol (IP), 
come standard (TCP/IP), per ARPANET e viene definito l’SMTP (Simple Mail 
Transfer Protocol), il protocollo di trasmissione dei messaggi e-mail in uso 
ancora oggi. 
 
1984. Nasce il Macintosh della Apple, il primo Personal Computer ad 
interfaccia grafica: una vera e propria rivoluzione! Nello stesso anno Irene Greif, 
del Massachusetts Institute of Technology, conia il termine CSCW (Computer 
Supported Cooperative Work); da lì a poco nasceranno anche i primi 
groupware, cioè i software destinati a supportare il lavoro cooperativo tra 
gruppi. 
Agli inizi degli anni ‘90 iniziano a farsi strada in azienda i concetti legati al Lean 
Thinking. Il focus del "pensiero snello" è rappresentato dalla continua ricerca ed 
eliminazione degli sprechi allo scopo di produrre di più con un minor consumo 
di risorse. 
 
1991. Nasce il World Wide Web (WWW) presso il CERN per opera di Tim 
Berners-Lee, ed i sistemi di scambio interni prendono piede nelle Università 
americane. 
Nello stesso anno, uno studente all’Università di Helsinki, Linus Torvalds, inizia 
a sviluppare sulla base del materiale della Free Software Foundation un kernel 
libero compatibile Unix dandogli il nome di Linux. Esso verrà diffuso in tutto il 
mondo attraverso Internet e migliaia di sviluppatori negli anni seguenti 
contribuiranno a renderlo un sistema sempre più ricco di funzionalità ed in 
continua crescita. 
 
1994. Netscape sviluppa e rifinisce un nuovo sistema di distribuzione del 
software quando rende disponibili le prime copie del suo browser Netscape 
Navigator per il download attraverso Internet. 
Sempre in questo anno, Steven Telleen conia la parola IntraNet, alcuni anni 
dopo in un intervista dirà: 
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"Quando coniai il termine “IntraNet” alla Amdahl nell’estate del 1994, questo 
aveva la connotazione più di un Web interno, piuttosto che di un Internet 
interno. Infatti il termine che usavamo internamente prima, era l’ingombrante 
"Enterprise Wide Web". Così, nonostante rimanesse chiara anche in seguito 
l’ambiguità del termine “IntraNet”, questo si diffuse comunque per una 
mancanza di alternative migliori. 
All’inizio definii Intranet come un’infrastruttura basata sugli standard e le 
tecnologie di Internet che supporta la condivisione di contenuti all’interno di un 
gruppo limitato e ben definito. L’infrastruttura si riferiva alla matrice 
organizzativa e gestionale che creava, gestiva e condivideva il content. L’unica 
limitazione tecnica era che la rete fisica si basasse sull’Internet Protocol (IP)." 
 
1995. Nonaka e Takeuchi, professori alle università di Tokyo e Stanford, 
pubblicano: The knowledge creating company. 
Il punto di partenza della loro teoria è il riconoscimento di due categorie di 
conoscenza: la conoscenza tacita e la conoscenza esplicita, dalla cui 
interazione e dinamica si sviluppa la conoscenza organizzativa. 
Fino ad allora la tendenza era di considerare i dipendenti dell’azienda come 
soggetti chiamati a eseguire esclusivamente il compito assegnato loro e a non 
pensare a nulla al di fuori di ciò. Nel corso degli anni Novanta ci si è accorti che 
il capitale intellettuale è una risorsa fondamentale per l’impresa e si è 
cominciato a valutare in che modo utilizzarla al meglio: si è compreso che 
questa risorsa è per la maggior parte rappresentata dalle persone e dalle loro 
idee.  
 
1996. È il momento in cui in molte aziende nascono le prime intranet. Spesso 
queste Intranet di prima generazione non devono la loro paternità alla Direzione 
Aziendale, ma ad iniziative di singole aree o manager illuminati. Queste intranet 
primordiali consentono di fornire servizi base ai dipendenti (come e-mail) e di 
condividere le informazioni ed i documenti reperibili via browser. La 




1997. Una ricerca IDC evidenzia che il 59% di società statunitensi ed il 38% di 
quelle europee hanno già un’intranet e prevedono 133 milioni di Intranet users 
complessivi entro il 2001. 
I motivi principali dell’utilizzo della intranet sono l’usabilità ed i costi 
relativamente bassi, con altri ritorni d’investimento. In questo periodo però si 
inizia a comprendere che i frutti del knowledge management tardavano ad 
arrivare, nonostante la tecnologia fosse già evoluta, proprio perchè non è la 
tecnologia che deve essere al centro, ma ciò che riguarda la persona e il 
comportamento umano. 
 
1998. Il web esplode ed inizia la sua crescita che fino al 2000 non avrà soste, 
Amazon, Cisco e Yahoo!, sono i simboli del successo. L’email è considerata 
l’applicazione regina della Rete. 
 
1999. Jack Welch, CEO del colosso General Electric, dichiara:  
"Internet è la nostra priorità numero uno, numero due e numero tre". 
GE è stata una delle poche società capace di combinare aspetti "old economy" 
e "new economy". 
In questo periodo si sviluppano le intranet di seconda generazione: il Top 
Management pare comprendere i benefici derivanti dalla Intranet e vengono 
compiuti ingenti investimenti nei sistemi di knowledge e content management. 
Da nice to have, l’intranet diventa una necessità per molte aziende di 
dimensioni medio/grandi. 
 
2000. Dopo una crescita esponenziale del web, a metà anno iniziano i primi 
clamorosi fallimenti delle dot com: è il preludio alla crisi e alla riduzione degli 
investimenti in nuove tecnologie. 
 
2001. Inizia la vera crisi di Internet, tuttavia continua la crescita dell’utilizzo 
delle intranet nelle aziende di tutto il mondo. 
In alcune aziende evolute l’intranet si allontana dall’area tecnologica per 
allinearsi maggiormente al business ed essere considerata come una delle basi 
dell’evoluzione aziendale. Il limite ed i contorni delle intranet sono sempre meno 
delineati e sembrano influire sempre di più nei rapporti tra azienda e persona. 
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Si prosegue verso le Intranet di terza generazione, viene riscontrato un ampio 
utilizzo dei Corporate Portal aziendali, alcuni processi vengono riposizionati in 
rete e aumenta considerevolmente l’integrazione con i sistemi legacy. 
 
2002. La fine della new economy: i ritorni ottenuti dagli investimenti per il Web 
sono spesso insufficienti ed i top manager sembrano non credere più alle 
potenzialità della Rete. Tuttavia, le intranet sono massicciamente presenti nelle 
medie e grandi aziende e quotidianamente supportano il personale nello 
svolgimento delle proprie attività. 
 
2003. Intranet di quarta generazione, che puntano decisamente 
sull’automazione e l’integrazione dei processi, vengono implementati sistemi di 
virtual collaboration tra gruppi, i sistemi di knoweldge management hanno 
raggiunto una buona maturità anche dal punto di vista organizzativo e gli sforzi 
sono indirizzati prevalentemente verso gli aspetti maggiormente legati al 
business. Nascono inoltre numerose intranet application verticali, specifiche per 
alcune aree.  
 
2.2 Il paradigma dell’intranet 
Il fulcro della strategia intranet è la persona, quindi è fondamentale studiare ed 
analizzare  il modo con cui questa interagisce dinamicamente all’interno di un 
determinato contesto organizzativo. Per consentire questo studio è necessario 
valutare tre dimensioni dell’interazione tra la persona e il contesto: la 
conoscenza, la relazione,  l’azione. 
 
Conoscenza  
Nell’interazione con l’ambiente circostante ognuno di noi sfrutta le conoscenze 
acquisite, produce nuove conoscenze e le mette a disposizione degli altri. Lo 
scambio efficace delle conoscenze è un elemento fondamentale per la crescita 
di un’organizzazione e si basa sulla persona e sul suo ruolo centrale nella 
società.  
La persona è in grado di stabilire legami tra elementi, acquisire e produrre 
nuova conoscenza e sfruttare quella presente nell’organizzazione per generare 
nuove opportunità di profitto. 
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Relazione  
L’organizzazione deve essere caratterizzata da una struttura molto fluida, 
costituita da team che si formano per lavorare su un particolare progetto, al cui 
termine si sciolgono per riaggregarsi con altri team per sviluppare  nuovi 
progetti e così via. 
L’economia della rete è l’economia della collaborazione, da intendere sempre 
più tra partner, tra aziende della stessa supply chain, tra persone nello stesso 




L’azione della persona in un ambito organizzativo è strettamente connessa con 
i processi aziendali, siano essi quelli che si svolgono tipicamente all’interno 
dell’organizzazione (es. gestione e amministrazione del personale) oppure 
quelli che coinvolgono attori esterni quali partner, fornitori, lo stesso cliente (es. 
erogazione di un determinato servizio). 
Per una qualunque organizzazione è vitale raggiungere la massima efficacia ed 
efficienza nei processi critici, perché questo garantisce non solo il 
raggiungimento dei risultati di budget, ma anche la possibilità di allargare il 
proprio raggio d’azione, investire nell’innovazione e diventare leader nel proprio 
mercato. 
L’Intranet è un’occasione per far sì che le complicazioni organizzative, che 
spesso sono in grado di frenare o quantomeno rallentare qualunque attività, 
siano superate; azzera i costi delle transazioni inter-organizzative e offre 
l’opportunità di tradurre i conflitti, che nascono tra le funzioni per via di aspetti 
"burocratici", in una nuova forma di collaborazione nella quale ognuno è 
chiamato in causa in funzione del proprio ruolo. 
 
2.2.1 L'interazione delle tre dimensioni  
Il rapporto della persona con la realtà circostante, e in particolare con la realtà 
presente in un contesto aziendale, non è costituito unicamente da "scambio di 
informazioni", o da "relazioni di lavoro", ma coinvolge diversi aspetti 
contemporaneamente. Un ideale approccio alla intranet deve tener conto di 
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tutte le dimensioni sopra descritte: la focalizzazione su un singolo aspetto è una 
limitazione rispetto alle reali potenzialità. 
Se, ad esempio, si privilegia la dimensione “conoscenza”, si costruirà un 
Knowledge Portal nel quale l’attenzione sarà concentrata sulla tassonomia, 
sulla profilazione e sulla funzionalità di ricerca. Privilegiare le “relazioni” significa 
costruire un cosiddetto Community Portal, dove l’enfasi è posta sulle 
funzionalità che consentono la nascita e la crescita di comunità virtuali oppure 
strumenti a supporto del lavoro collaborativo. Infine, porre l’enfasi sull’azione 
significa creare intranet basate sui processi interni: ogni processo organizzativo 
ha il suo corrispondente strumento di supporto che ne automatizza tutte le fasi, 
consente il tracking di ogni richiesta e predispone strumenti di indagine sui dati 
storici del processo.  
L’Intranet fornisce l’opportunità di porre la persona al centro 
dell’organizzazione, rispondere alle esigenze degli individui, e mettere a loro 
disposizione in un unico ambiente operativo la conoscenza e le relazioni in 
gioco nell’azione [4].  
 
2.3 Tipi di applicazioni nelle intranet
Attualmente la concezione più comune di intranet prevede un Corporate Portal, 
il quale è l’implementazione di una strategia che consente alle aziende di 
strutturare un accesso personalizzato, organizzato e sicuro a tutte le risorse 
aziendali, attraverso un’interfaccia Internet di semplice ed intuitivo utilizzo, 
disponibile sempre e ovunque. Il Corporate Portal è un eccellente mezzo per 
condividere le informazioni perché rappresenta la posizione centrale attraverso 
cui raggiungere dati e documenti, avviare applicazioni, interagire con dati 
aziendali, identificare collaboratori, condividere conoscenza ed eseguire 
processi decisionali. È, quindi, il punto di ingresso ad applicazioni specifiche, 
quali: 
 
- Publishing: pubblicazione, personalizzazione e visualizzazione dei 
contenuti sull’intranet, realizzando la comunicazione monodirezionale di 
contenuti verso il personale.  
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- Document management: supporto all’acquisizione ed alla gestione della 
conoscenza esplicita, con funzioni di archiviazione, indicizzazione, correlazione 
e ricerca;  
- Community: supporti alla comunicazione e all’interazione tra utenti 
attraverso servizi interattivi (forum, mailing list, istant messaging, chat, etc), 
finalizzati alla gestione della conoscenza implicita all’interno dell’azienda;  
- Collaborative work: supporto alla collaborazione e al teamworking (ad 
esempio groupware, e-room, videoconferenze, etc);  
- Legacy integration: supporto all’accesso ai sistemi informativi aziendali, 
ai dati e alle procedure dei sistemi gestionali e di tutti gli altri applicativi in 
azienda;  
- Self Service: funzionalità in grado di erogare servizi interattivi ai 
dipendenti, come e-learning, rubrica del personale, modulistica, help desk 
informatico, etc. 
 
Le modalità di impiego, utilizzo e gestione di queste funzionalità possono 
essere estremamente diverse per ogni azienda. Tanto che sotto il termine 
“intranet” ricadono applicazioni difformi per obiettivi, funzionalità, attività 
supportate, tecnologie usate e legami con gli altri sistemi aziendali. 
 
2.4 Usi e vantaggi di una intranet
L’Osservatorio permanente sulle Intranet della School of Management del 
Politecnico di Milano, nato nel 2002 con l’obiettivo di comprendere lo stato delle 
applicazioni Intranet e dei nuovi Sistemi Informativi in Italia, ha evidenziato 
come dietro al termine Intranet si nascondono, nelle imprese, applicazioni assai 







Hanno l’obiettivo di supportare la 
comunicazione interna e migliorare i 
servizi erogati ai lavoratori. In alcuni 
casi, in particolare quando l’azienda è 
reduce da processi di 
fusione/acquisizione, vi è l’obiettivo 
strategico di creare senso d’identità 
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Intranet di knowledge management Hanno l’obiettivo di facilitare la 
condivisione e la capitalizzazione delle 
informazioni e delle conoscenze 
Intranet operative Si tratta di applicazioni verticali usate 
da gruppi specifici di utenti. Queste 
intranet hanno il maggiore impatto sul 
lavoro quotidiano e sui processi 
produttivi aziendali 
 
Questa classificazione è stata fatta in base ai servizi offerti, alla luce dei quali è 
stato possibile descrivere ed interpretare meglio gli approcci seguiti in termini di 
strategie, soluzioni di governance e scelte tecnologiche. Nel rapporto 2006 
dell’Osservatorio, su un campione di più di 110 casi di studio, emerge come 
finalmente le Intranet mostrano segnali di evoluzione verso una prospettiva 
nuova ed ambiziosa. Pur conservando la loro natura di strumenti incentrati sulla 
persona, le Intranet avanzate integrano nuovi strumenti di comunicazione e 
collaborazione e si fondono con altri Sistemi Informativi tradizionali per creare i 
Virtual Workspace. 
La intranet serve ad evitare problemi di comunicazione interna. Anche 
un’organizzazione di dimensioni ridotte può avere problemi di comunicazione. 
La maggior parte del personale viene a conoscenza di certe situazioni 
chiacchierando durante la pausa caffé. Le storie si modificano man mano che 
passano di bocca in bocca e alla fine il personale è male informato e scontento. 
Se poi l’azienda o l’ente dispone di telelavoratori, lavoratori fuori sede, 
dipendenti che si spostano di frequente, oppure è un ente "virtuale", i problemi 
di comunicazione diventano ancora più critici. Perché un ente o un’ azienda 
abbia successo, è necessario che tutti i dipendenti ne condividano gli obiettivi. 
Nessun obiettivo, a breve o a lungo termine, deve essere confinato alle riunioni. 
Tutti devono lavorare per obiettivi comuni. 
Una intranet è il mezzo ideale per pubblicare rapporti settimanali, promemoria; 
per dare vita a bacheche virtuali, messaggistica immediata e chat moderate. In 
questo modo, tutti dispongono delle medesime informazioni e la collaborazione 
fra le persone è incentivata dalla presenza di un ambiente unico nel quale 
condividere idee, conoscenza e documenti di lavoro. 
Una intranet serve anche a risparmiare tempo, in quanto consente di pubblicare 
informazioni utili per tutti i dipendenti, i quali le avranno a disposizione online in 
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qualunque momento: dalle politiche aziendali alla richiesta di ferie, alla 
rassegna stampa, alla rubrica telefonica, ecc. 
La intranet migliora l’utilizzo della posta elettronica. Inviare più versioni dello 
stesso documento o della stessa presentazione può generare confusione e 
talvolta un eccesso di informazioni. Con una intranet, gli utenti possono lavorare 
su un file condiviso e disporre di una posizione centrale in cui salvare la 
versione più aggiornata. In questo modo si risparmia anche spazio sul server e 
si riducono altresì le informazioni obsolete. Non è poca cosa: la presenza di 
diverse versioni di file su ciascun computer occupa spazio prezioso. 
Un altro vantaggio è la riduzione del peso della burocrazia sul lavoro 
quotidiano, grazie allo svolgimento online dei processi interni (con conseguente 
risparmio cartaceo). 
Dal 1994, anno in cui Steven Telleen coniò il termine intranet, questa tecnologia 
ha subito vari mutamenti e sviluppi. Ad oggi l’aspetto di un’intranet varia da 
azienda ad azienda, prendendo forme anche completamente diverse a seconda 
degli obiettivi e delle teorie di management su cui il sistema viene costruito. A 
partire dalla metà degli anni ‘90 questo nuovo paradigma telematico ha 
impattato sulla mentalità, trasmettendo un cambiamento nella cultura aziendale 
e mettendo in discussione il sistema di gerarchie e abitudini consolidate. 
Intranet rappresenta la concezione della comunicazione in azienda, della 
trasparenza dei processi burocratici, della condivisione della conoscenza, della 
riduzione del lavoro inutile. Inoltre rafforza la capacità di controllo del centro 
aziendale sull’intera attività dell’impresa: le intranet divengono così uno dei 
pilastri della ristrutturazione organizzativa, sia per facilitare altri cambiamenti e 
sia per migliorare la velocità e la flessibilità dell’azienda stessa. 
2.5 L’evoluzione verso i Virtual Workspace 
Come detto in precedenza, nel corso degli anni le intranet si sono trasformate, 
acquisendo mano a mano maggiore impatto sul business e sull’organizzazione 
delle aziende. Questa affermazione è sostenuta dal fatto che se si confrontano 
gli obiettivi iniziali che hanno portato alla creazione dei primi nuclei intranet con 
quelli attuali, si può notare un evidente cambio di prospettiva: 
 
 
Figura 3: Obiettivi delle intranet 
 
Dal 2004 circa è iniziato un cambio di tendenza: la visione delle intranet è 
sempre incentrata sulla persona, ma con l’obiettivo strategico di creare un 
ambiente di lavoro completo, affiancando alla comunicazione i servizi aziendali 
e il supporto all’operatività tramite l’accesso alle informazioni ed agli strumenti 
più utili, ed il supporto alla gestione della conoscenza ed alla collaborazione fra 
le persone. 
Questa visione prende sempre più piede negli obiettivi attuali delle intranet, 
dove l’operatività ha un ruolo dominante rispetto alla comunicazione e, in alcuni 
casi, questa predominanza è finalizzata alla creazione di un ambiente di un 
ambiente che coinvolga il dipendente non solo nel lavoro, ma anche nella vita 
aziendale, creando e abilitando un nuovo sistema di relazioni. 
 
 
“…la intranet nasce per il dipendente con gli obiettivi di migliorare la qualità 
della “vita” sul posto di lavoro, fornendo un ambiente unico mediante il quale 
possa fruire dei servizi e degli strumenti che usa quotidianamente, ed 
aumentare il senso di appartenenza mediante nuovi canali di comunicazione 
bidirezionale (chat, forum, …) e la condivisione della conoscenza…” (Piaggio) 
 
 
Siamo quindi in una sorta di seconda era delle intranet, dove da canale di 
informazione prevalentemente unidirezionale e top down sono diventate quello 
che si definisce Virtual Workspace, uno spazio di lavoro integrato dove le 
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Figura 4: Sviluppi delle intranet 
 
Questa nuova visione trova conferma anche nella maggiore rilevanza strategica 
che le intranet stanno assumendo all’interno delle aziende, sponsorizzate in 
maniera sempre più decisa dal top management. 
È importante sottolineare che, a parità di importanza, spesso gli investimenti in 
intranet presentano budget inferiori rispetto ad altre tecnologie ICT, questo per 
rinforzare il concetto che l’impatto strategico può essere elevato pur 
mantenendo costi contenuti rispetto alle altre tecnologie. 
 
2.5.1 Modelli di Virtual Workspace 
Ponendo l’attenzione sulla persona e sul modo con cui questa si rapporta al 
sistema è possibile individuare alcuni tipi di servizi che l’organizzazione può 
creare mediante il virtual workspace: 
 
• Supporto all’operatività: per operare l’individuo ha bisogno di 
informazioni e strumenti che gli permettano di svolgere al meglio i propri 
compiti; il Virtual Workspace può influenzare i comportamenti 
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consentendo un accesso integrato e profilato a tali strumenti, in modo da 
garantire efficienza, efficacia, velocità e precisione; 
• Servizi per la vita lavorativa della persona: la persona ha bisogno di 
servizi e risorse che gli consentano una più efficace e confortevole vita 
lavorativa; attraverso il Virtual Workspace le organizzazioni possono 
offrire migliori livelli di servizio a costi che, grazie alla possibilità di 
utilizzare logiche self-service, possono essere inferiori a quelli 
tradizionali; 
• Mezzi di comunicazione e socializzazione: l’individuo vive nel proprio 
ambiente di lavoro dove cerca risposta ai propri bisogni di 
socializzazione, condivisione ed appartenenza; attraverso il Virtual 
Workspace le organizzazioni possono dare risposta a questi bisogni 
creando, o ricostruendo, identità ed opportunità di socializzazione, anche 
laddove la dispersione sul territorio, il turnover e le recenti 
riorganizzazioni abbiano compromesso appartenenze e relazioni 
tradizionali; 
• Accesso alla conoscenza e possibilità di collaborazione: per essere 
efficaci le persone hanno bisogno di accedere alla conoscenza codificata 
ed all’apporto di colleghi con i quali lavorano, e condividere esperienze 
ed informazioni; attraverso il Virtual Workspace l’organizzazione può 
creare condizioni favorevoli per la gestione della conoscenza in ogni sua 




Figura 5: Le dimensioni del Virtual Workspace 
 
In base alla dimensione sulla quale ci si focalizza, lo sviluppo della intranet 
avviene in una direzione diversa. 
Avremo quindi quattro tipi di virtual workspace, denominati: Employee Service 
Space (spazio di servizio), Internal Communication Space (spazio di 
comunicazione), Business Community Space (spazio di community), Operative 
Work space (spazio operativo). 
 
Employee Service Space 
Lo spazio di servizio si caratterizza, come dice il nome stesso, per un alto 
supporto in termini di accesso a servizi aziendali di utilità generale, con lo scopo 
di eliminare le attività a basso valore aggiunto relative ai processi di supporto.  
I servizi aziendali si dividono in servizi alla persona, che sono accessibili al 
dipendente con comodità ed immediatezza (gestione dell’orario di lavoro, 
richiesta di trasferte, rimborsi spese, ecc), e facilities aziendali, quali ad 
esempio la prenotazione della sala riunioni, la funzione di help desk, ecc. 
I primi rappresentano la parte prevalente, in quanto tra i soggetti promotori delle 
Intranet aziendali c’è sempre una forte rappresentanza delle Risorse Umane; 
per questi soggetti la intranet rappresenta una opportunità per liberarsi da 
attività amministrative ed operative a basso valore aggiunto in favore di attività 
strategiche, certamente di maggiore importanza per l’azienda. 
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Internal Communication Space 
Lo spazio di comunicazione si configura come uno spazio collettivo orientato 
alla comunicazione interna di tipo istituzionale e alla socializzazione. 
I servizi di comunicazione istituzionale sono sia di tipo unidirezionale, sia di tipo 
bidirezionale. Nel primo caso servono a mantenere aggiornati i dipendenti 
sull’organizzazione e sulle sue attività, sulle novità all’interno dell’azienda, sulle 
normative e procedure, mentre nel secondo caso riguardano la raccolta di 
informazioni e suggerimenti provenienti dai dipendenti stessi. 
I servizi orientati alla socializzazione sono invece servizi informativi ed interattivi 
incentrati su tematiche extra lavorative, quali ad esempio forum ludici, bacheca 
di annunci, tornei, ecc… 
Gli obiettivi e i benefici attesi riguardano il miglioramento del clima interno, 
l’aumento del senso di identità e appartenenza all’organizzazione, e 
l’incremento dell’efficacia e dell’efficienza della comunicazione interna. Tuttavia 
il raggiungimento di questi traguardi è difficilmente misurabile ed una sua 
quantificazione è possibile solo in maniera indiretta. 
La presenza del top management tra i promotori dell’iniziativa consente però di 
aggirare il problema in quanto è possibile marcare queste attività come 
strategiche e pertanto non soggetti a valutazioni puramente economiche. Infatti, 
avere a disposizione uno spazio di comunicazione interna efficace è importante 
in organizzazioni molto dispersive e soprattutto nei momenti in cui si verifichino 
profondi cambiamenti quali fusioni con altre aziende, riorganizzazioni interne 
oppure acquisizioni: in questo caso è possibile trasferire velocemente la 
mission e la vision dell’organizzazione, rafforzare la cultura e l’identità 
aziendale, migliorare il flusso verso la periferia e ridurre i costi di comunicazione 
interna. 
 
Business Community Space 
La diffusione sulle intranet di strumenti di knowledge management e 
collaboration, oltre a rispondere a un fenomeno di grande visibilità a livello 
internazionale è un ulteriore, significativo, segnale dell’evoluzione delle intranet 
verso strumenti di “organizzazione in rete”. 
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Tutto ciò avviene perché al giorno d’oggi saper gestire e valorizzare il proprio 
patrimonio di conoscenza è la principale fonte di vantaggio competitivo (fattori 
come il prezzo o la flessibilità sono ormai superati). 
Un’altra valida motivazione è da ricercarsi negli attuali modelli organizzativi, i 
quali tendono a complicare l’identificazione dell’individuo nell’organizzazione. 
In questo nuovo e turbolento contesto saper gestire la conoscenza e 
collaborare è allo stesso tempo più difficile e più necessario, quindi avere a 
disposizione nuovi strumenti di comunicazione basati su tecnologie web 
rappresenta un’opportunità (e al tempo stesso una sfida) di cui non si può non 
tenere conto. 
 
Operative Work Space 
Lo spazio operativo si configura come uno spazio orientato a supportare la 
persona nello svolgimento delle sue mansioni con l’obiettivo di aumentare 
l’efficienza, l’efficacia e la flessibilità operativa dell’individuo nei processi in cui 
opera. 
Questi tipi di servizi possono essere informativi, dove la comunicazione è 
unidirezionale verso i dipendenti, e riguarda ad esempio il modo di svolgere 
alcune procedure oppure i dati su clienti e fornitori o ancora i manuali operativi; 
posso altresì essere servizi di tipo transazionale, dove la intranet permette 
l’integrazione con altre applicazioni adibite appunto alla gestione di transazioni 
(sportello economico con le banche, gestione delle polizze assicurative, ecc..). 
Le motivazioni che portano alla creazione di Operative Work Space integrati 
sono legate sia alla volontà di reingegnerizzare ed ottimizzare i processi interni 
per migliorarne efficienza ed efficacia, sia alla necessità di avere una tecnologia 
flessibile e scalabile, che sostituisca tecnologie obsolete con l’obiettivo di 
razionalizzare l’intero sistema informativo. 
Questo comporta un buon numero di vantaggi, sia per l’utente, sia per 
l’organizzazione: 
• L’usabilità dell’interfaccia e la semplicità di utilizzo di applicazioni web 
based rispetto alle applicazioni sviluppate con le tecnologie tradizionali 
con riduzione dei costi di apprendimenti e di formazione; 
• La possibilità di svolgere le singole operazioni da qualsiasi postazione, 
garantendo una maggiore flessibilità lavorativa; 
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• L’opportunità di realizzare un’integrazione delle procedure e degli 
applicativi, grazie alle nuove tecnologie web e alle architetture orientate 
ai servizi (SOA) e la possibilità di riconfigurare dinamicamente processi e 
flussi informativi grazie a sistemi di BPM. 
 
2.5.2 I percorsi evolutivi dei Virtual Workspace 
Nei precedenti paragrafi abbiamo analizzato le dimensioni del Virtual 
Workspace. Sebbene ciascuna di queste permetta di apportare concreti 
benefici all’organizzazione, l’analisi dei casi più evoluti mostra come l’impatto 
organizzativo risulti tanto più efficace quanto più l’ambiente offerto riesce ad 
integrare più dimensioni. 
L’evoluzione verso un ambiente integrato, tuttavia, si scontra con notevoli 
barriere sia a livello tecnico che, soprattutto, organizzativo e culturale. In questo 
paragrafo, partendo dall’analisi dei casi, della loro storia e dei loro programmi di 
sviluppo per i prossimi anni, cercheremo di classificare e descrivere i possibili 
percorsi evolutivi, interpretando le diverse scelte organizzative. 
Nel percorso che porta dalle Intranet primitive ai Virtual Workspace,  possiamo 
distinguere quattro stadi evolutivi corrispondenti a diversi livelli di progressiva 
integrazione delle dimensioni in un unico ambiente profilato sulla persona 
(figura 4): 
1. il primo stadio può essere definito embrionale, la Intranet a questo livello 
eroga un supporto molto basso lungo tutte le dimensioni del Virtual Workspace, 
la sponsorship è di fatto assente o molto limitata; gestione e sviluppo sono 
affidate all’iniziativa ed alla buona volontà di Intranet Manager, spesso allocati 
solo a tempo parziale e privi di un vero mandato; funzionalità e contenuti 
vengono implementati in una logica contingente ed al di fuori di un piano 
coerente e consapevole; 
2. il secondo stadio può essere definito focalizzato, il passaggio avviene nella 
maggioranza dei casi su spinta di una specifica funzione o staff aziendale che 
affianca i Sistemi Informativi nel controllo della Intranet. A seconda che questa 
funzione sia la Gestione delle Risorse Umane, la Comunicazione Interna od 
una Line, si tende a focalizzare l’evoluzione rispettivamente su Employee 
Service space, Internal Communication space, o Operative Work space; meno 
univoca e prevedibile la sponsorship dei, peraltro pochi, modelli focalizzati di 
Business Community space; 
3. il terzo stadio di sviluppo può essere definito composito (39% dei casi), la 
governance si amplia e la Intranet si sviluppa combinando dimensioni diverse; i 
benefici dell’integrazione riescono a far superare barriere e difficoltà che la 
creazione e gestione di un ambiente più complesso crea a livello tecnologico, 
organizzativo e culturale. L’impatto organizzativo e di business diventa 
significativo e giustifica una sponsorship allargata che comprende anche il top 
management; 
4. il quarto ed ultimo stadio è quello avanzato la Intranet perde la sua 
focalizzazione specifica raggiungendo un livello di supporto elevato su tutte le 
dimensioni e configurandosi come un Virtual Workspace integrato. La 
sponsorship diventa elevata e gli obiettivi di sviluppo allineati alla strategia 
organizzativa e di business. 
 
 
Figura 6: Valore strategico delle Intranet 
 
2.6 I modelli compositi e gli orientamenti 
all’integrazione 
Analizzando le evoluzioni passate e i piani di sviluppo futuri è possibile 
interpretare i percorsi evolutivi e le determinanti che favoriscono o frenano lo 
sviluppo verso il modello del Virtual Workspace integrato.   
L’Osservatorio sulle Intranet ed i Nuovi Sistemi Informativi, prendendo come 
riferimento un campione di oltre cento aziende medio-grandi italiane, ha  
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scoperto che esistono differenti orientamenti che rispecchiano modi diversi di 
interpretare il ruolo del Virtual Workspace nel supporto delle persone. Un primo 
asse su cui distinguere gli orientamenti è relativo alla natura del supporto 
prioritario che si intende dare alle persone: se relativo all’attività lavorativa 
specifica (“mansione”) o piuttosto alla vita aziendale come “cittadino” 
dell’organizzazione. Una seconda dimensione riguarda il contesto da 
supportare, se relativo alla sfera individuale o a quella sociale e di relazione. In 
corrispondenza possiamo parlare rispettivamente di orientamento alla 
mansione o alla vita aziendale, e di orientamento all’individuo o alla relazione. 
 
 
Figura 7: Orientamenti all'integrazione dei Virtual Workspace 
 
 
Gli orientamenti così descritti possono essere messi in relazione con le 
dimensioni dei Virtual Workspace. 
In corrispondenza di questi orientamenti è possibile classificare quattro modelli 
compositi rappresentativi di altrettanti percorsi di integrazione: 
1. Spazi orientati alla vita aziendale: sono modelli che integrano la 
comunicazione interna e la socializzazione con l’accesso ai servizi aziendali. 
Tra i modelli compositi è quello che ritroviamo più frequentemente, in quanto 
incontra barriere relativamente minori in termini organizzativi. La sponsorship è 
quella degli staff di Comunicazione Interna e delle Risorse Umane che, assieme 
ai Sistemi Informativi, vedono nella Intranet un mezzo per liberarsi da attività a 
basso valore aggiunto e concentrarsi su attività più strategiche, garantendo al 
contempo migliori livelli di utilizzo e servizio interno. Il beneficio dell’integrazione 
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è quello di creare un ambiente più attrattivo per gli utenti, in grado di gestire in 
modo completo la relazione fra il dipendente e l’organizzazione. 
2. Spazi orientati all’individuo: sono modelli in cui la dimensione operativa  si 
combina con quella di servizio. Si tratta di evoluzioni di modelli focalizzati di 
Operative Work space o Employee Service space che vengono 
progressivamente arricchiti dando accesso a nuovi servizi e applicazioni. Dal 
punto di vista della persona si tratta di un’evoluzione naturale in quanto gli 
consente di ritrovare in un ambiente integrato servizi e strumenti di supporto 
alla propria attività individuale, una sorta di scrivania virtuale a cui può accedere 
indipendentemente dalla propria location. Il beneficio dell’integrazione, di 
conseguenza, è l’assunzione di un maggior livello di utilizzo e centralità della 
Intranet. Dal punto di vista organizzativo la difficoltà sta nel mettere assieme 
strumenti tradizionalmente gestiti da unità di staff con altri più tipici 
dell’operatività delle line.  Un altro problema tipico che frena l’integrazione è la 
necessità di far convergere sulla medesima piattaforma applicativi, molti dei 
quali sviluppati su sistemi legacy, la cui sostituzione risulta spesso difficile da 
giustificare da un punto di vista economico. 
3. Spazi orientati alla mansione: sono spazi in cui si combina la dimensione 
dell’operatività con quella della collaborazione e conoscenza. Si tratta di 
evoluzioni di spazi operativi che si arricchiscono di possibilità d‘interazione o, 
più raramente, di spazi di collaborazione in cui vengono integrate funzionalità di 
accesso a strumenti individuali. In questo modo si viene a creare un ambiente 
completo a supporto di uno specifico team o famiglia professionale, una sorta di 
“Open Space” virtuale in cui le persone possono esprimere e migliorare la 
propria professionalità trovando possibilità di interagire con i propri colleghi. Il 
beneficio dell’integrazione è una crescita di efficacia dei singoli e dei gruppi e la 
possibilità di creare pratiche comuni e sviluppare una maggiore identità 
professionale. Le difficoltà sono legate in molti casi alle resistenze nell’integrare 
su uno stesso ambiente gli strumenti operativi e quelli di  collaborazione e 
gestione della conoscenza che sono tradizionalmente tenuti separati. 
4. Spazi orientati alla relazione: sono modelli che combinano le dimensioni della 
comunicazione e socializzazione con quelle della collaborazione e conoscenza; 
ne deriva un ambiente in cui vengono supportate in modo più ricco le relazioni 
organizzative, sia verticali (di tipo top down e bottom up) che orizzontali (formali 
o informali) fra colleghi, combinando così comunicazione istituzionale, 
socializzazione e scambio di conoscenza. I benefici dell’integrazione sono 
riconducibili ad una più efficace e ricca comunicazione interna, che perde i limiti 
tradizionali dell’eccessiva formalità ed unidirezionalità, ed una più diffusa 
possibilità di accesso alla base alla conoscenza. 
2.7 Il Virtual Workspace integrato 
Il passaggio da un modello composito ad un Virtual Workspace integrato è una 
evoluzione significativa che richiede un ulteriore allargamento della governance. 
La principale barriera deriva dal fatto che la creazione di un Virtual Workspace 
integrato è più di un semplice “accostamento” di ambienti focalizzati o 
compositi, ma richiede di mettere assieme prospettive ed ottiche diverse per 
predisporre un ambiente che guardi a tutto tondo la persona ed i suoi bisogni. 
 
 
Figura 8: Il Virtual Workspace integrato 
 
I benefici che derivano dalla creazione di un Virtual Workspace integrato non 
sono facilmente monetizzabili ed il loro sviluppo richiede quindi una notevole 
visione da parte del management.   
Le barriere sostanziali nel processo di integrazione non sembrano essere 
tecnologiche, quanto piuttosto di natura politica ed organizzativa: il governo 
dello sviluppo e della gestione degli ambienti di comunicazione e degli ambienti 
operativi, in particolare, è spesso affidato ad unità e responsabili diversi che 
faticano a procedere ad una integrazione che finirebbe per togliere autonomia e 
costringere ad unire logiche di gestione e sviluppo tradizionalmente diverse. 
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L’evoluzione delle organizzazioni lascia tuttavia intravedere forze che finiranno 
con il vincere queste resistenze, abilitando la convergenza verso ambienti di 
lavoro unici ed integrati: 
• l’esigenza di riprogettare l’organizzazione ed i processi a fronte di 
fenomeni di accorpamento ed internazionalizzazione; 
• la necessità di sviluppare e gestire nuove competenze e famiglie 
professionali distribuite sul territorio; 
• l’esigenza di rendere controllabili e migliorabili i processi all’interno di 
reti di competenze sempre più complesse e geograficamente 
distribuite. 
A fronte di queste esigenze, la disponibilità di Virtual Workspace integrati 
rappresenterà un potente strumento per riprogettare e rendere più flessibili, 
dinamiche e riconfigurabili le organizzazioni, diventando un fattore propulsivo di 
innovazione e cambiamento. 
Per fare questo, tuttavia, occorrerà un notevole salto di consapevolezza da 
parte di chi governa le Intranet. Occorre smettere di vedere le Intranet con 
l’ottica di chi progetta “scrivanie, cassetti e paraocchi”, e guardare al di là dello 
spazio angusto dello schermo, predisponendo “spazi di relazioni ed 
opportunità”, nei quali le persone siano libere di muoversi, trovare stimoli ed 
opportunità, costruirsi professionalità e network di relazioni. L’Intranet diverrà in 
questo modo lo spazio di lavoro virtuale, progettando il quale le imprese 
saranno in grado di stimolare e indirizzare comportamenti efficaci di 
innovazione, collaborazione e condivisione da parte delle persone. 
2.8 Tecnologie di integrazione 
Progettare, attorno ad ogni individuo, il corretto insieme di applicazioni 
informatiche che compongono il Virtual Workspace richiede un ripensamento 
profondo delle modalità con le quali sono oggi costruiti i Sistemi Informativi 
aziendali. L’integrazione delle diverse componenti dei Sistemi Informativi (e 
l’Intranet è una di queste componenti) è uno degli elementi che abilita i Virtual 
Workspace. 
Ma cosa si intende davvero con il termine “integrazione”? Con quali motivazioni 
e quali approcci le organizzazioni e i fornitori di tecnologie la stanno 
perseguendo? 
Il termine integrazione è in realtà assai ambiguo e coinvolge aspetti diversi che 
vanno da quelli tecnologici e architetturali, a quelli di governance e, in ultima 
istanza, di filosofia stessa di gestione dei processi e dell’organizzazione. 
La situazione dell’attuale offerta del mercato ICT è caratterizzata da una 
convergenza di diversi strumenti software e pacchetti applicativi, nati con 
ottiche molto diverse tra loro, che oggi tendono a coprire in modo sempre più 
esteso le esigenze di un Virtual Workspace integrato. Si pensi ad esempio ai 
sistemi ERP tradizionali, nati per supportare l’operatività, che hanno in questi 
ultimi anni notevolmente ampliato il loro grado di supporto giungendo ad aree 
quali la comunicazione aziendale, fino ad arrivare a delineare funzionalità di 
gestione della conoscenza e della collaborazione. Questo percorso evolutivo è 
avvenuto nel tempo mediante l’acquisizione ed incorporazione di prodotti già 
presenti sul mercato e, contemporaneamente, con l’evoluzione tecnologica e 
funzionale di alcune componenti core del sistema ERP, a partire dalle 
componenti di integrazione. 
Percorsi analoghi di convergenza sono stati portati avanti dai sistemi nati per la 
gestione di comunicazione e socializzazione e dei servizi aziendali (gli 
Enterprise Portal) e dalle soluzioni nate per la gestione della conoscenza e 
della collaborazione (i sistemi di Document e Knowledge Management, 
considerando in questo ambito anche i prodotti “Best of Breed” per il 
Community e Collaboration).   
 
 
Figura 9:  Soluzioni di mercato e Virtual Workspace 
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Gli strumenti di integrazione, in questo contesto, assumono un ruolo 
fondamentale, e risultano essere un determinante fattore abilitante del concetto 
di integrazione; anche loro hanno subito un proprio processo evolutivo, 
passando dal middleware alla Enterprise Application Integration ed ai sistemi di 
Business Process Management. 
Il forte interesse per l’integrazione ha stimolato la nascita e l’adozione di nuove 
e sempre più diffuse tecnologie che oggi rappresentano un vero e proprio 
“collante” utilizzabile per collegare fra loro piattaforme differenti. L’accelerazione 
di questa dinamica è evidente: il tasso di innovazione di questi ultimi dieci anni, 
con le tecnologie XML (con gli standard associati XSD, XSL e XSLT, XPath, 
…), SOAP, Web Services (con gli standard WSDL, UDDI e la famiglia WS*: 
WS-Security, WS-Policy, WS-ReliableMessaging, …), BPEL fino ad arrivare 
alle Service Oriented Architecture (SOA) ed al Web 2.0, è superiore a quanto 
accaduto nei trenta anni precedenti, caratterizzati da EDI, Remote Procedure 
Call (RPC) ed email [1]. 
 
 
Figura 10: Evoluzione nel tempo delle tecnologie di integrazione 
 
2.9. Suite per la realizzazione di Intranet: le offerte di 
IBM, Microsoft, Oracle, SAP 
I fornitori leader di soluzioni gestionali aziendali che dispongono anche di suite 
per la realizzazione di  Intranet (IBM, Microsoft, Oracle, SAP) hanno iniziato in 
questi ultimi anni un percorso evolutivo delle proprie applicazioni verso un 
approccio integrato, che si traduce dal punto di vista tecnologico nell’utilizzo di 
architetture orientate ai servizi (Service Oriented Architecture, comunemente 
indicate come SOA). Questo percorso, che finora si è concentrato sulla 
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scomposizione delle applicazioni in una logica di servizi indipendenti e 
riutilizzabili (componenti), procede oggi rapidamente verso obiettivi chiaramente 
definiti di supporto integrato dell’intero Sistema Informativo aziendale. 
 
2.9.1 IBM 
Attraverso la famiglia di soluzioni WebSphere, IBM punta a fornire un insieme di 
strumenti per la fruizione all’interno di un portale aziendale (WebSphere Portal) 
di contenuti e funzionalità applicative integrate con le applicazioni legacy 
presenti in azienda (in particolare in settori come quello bancario, delle 
pubbliche amministrazioni, ecc…). Il Sistema Informativo aziendale dispone 
quindi di una serie di componenti WebSphere che supportano il processo di 
integrazione dai livelli più bassi (componentizzazione delle applicazioni legacy 
attraverso degli adattatori) fino all’aggregazione a livello di processi di business 
(moduli di Business Process Management), sia in ottica di definizione e 
gestione dei processi sia di monitoraggio delle prestazioni. Tale architettura 
applicativa converge con il mondo Intranet grazie al supporto alla gestione del 
portale aziendale, arricchito da un ampio insieme di applicazioni specifiche 
(dalla gestione dei contenuti ad ambienti per la collaborazione). 
 
2.9.2 Microsoft 
Microsoft punta a fornire una presentazione omogenea di accesso ai Sistemi 
Informativi aziendali con la soluzione SharePoint Portal Server, piattaforma per 
la gestione e fruizione del portale aziendale che permette di avere un’interfaccia 
web derivata direttamente dagli strumenti di produttività individuale (MS Office) 
e che quindi permette ai diversi utenti di disporre di un ambiente di lavoro 
uniforme, familiare, integrato e collaborativo come estensione degli strumenti di 
produttività individuale più diffusi. La strategia dell’azienda mira ad evolvere gli 
strumenti di “Ufficio” verso la comunicazione unificata e propone gli spazi di 
collaborazione virtuali al centro della evoluzione di Office. Fra le soluzioni 
Microsoft è presente anche uno strumento di integrazione delle applicazioni 
aziendali (BizTalk), che abilita le aziende a integrare e gestire i propri processi 
di business attraverso lo scambio di documenti tra applicazioni differenti. Ad un 
livello applicativo superiore, BizTalk si occupa di fornire anche funzionalità di 
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modellazione e gestione dei processi di business per orchestrare tutte le 
comunicazioni in ottica di processo. I singoli moduli da inserire nel processo 
complessivo possono poi essere componenti dei sistemi gestionali di Microsoft 
(i prodotti della famiglia Dynamics) o di terze parti. 
 
2.9.3 Oracle 
L’architettura applicativa Oracle, basata sul middleware Fusion, permette di 
concepire un nuovo Sistema Informativo aziendale erogato tramite un portale 
web (Oracle Portal) e composto da vari moduli che offrono un supporto 
completo allo sviluppo e alla gestione della componentizzazione delle 
applicazioni legacy (sia Oracle, a partire dagli ambienti gestionali PeopleSoft e 
JDEdwards affiancati alle Oracle Applications nell’offerta aziendale degli ultimi 
anni, che di terze parti) basata sul concetto di webservice. Tali servizi sono poi 
presentati attraverso lo strato comune di integrazione Enterprise Service Bus, 
sul quale operano i moduli che compongono il Business Process Management 
System (BPMS) e cioè i servizi di configurazione, gestione, monitoraggio e 
analisi dei processi, attraverso cui è possibile orchestrare i webservice e 
definirne l’erogazione all’interno del portale aziendale. 
 
2.9.4 SAP 
La proposta di SAP del nuovo Sistema Informativo aziendale è rappresentata 
dalla piattaforma NetWeaver, che costituisce il fondamento tecnico di mySAP 
Business Suite (soluzione ERP di SAP) e delle applicazioni composite SAP 
xApps, e che permette di erogare tali ambienti, anche integrati con applicazioni 
di terze parti, all’interno del portale Intranet (SAP Portal). Con SAP NetWeaver 
è possibile realizzare l’Enterprise Service-Oriented Architecture (ESA, che 
rappresenta la declinazione di SOA secondo SAP), composta da insiemi di 
webservice (elementi in cui è scomposta la singola applicazione legacy) di 
granularità fine aggregati tra loro secondo una logica di business. Questi 
enterprise service sono a loro volta aggregati in applicazioni composite che 
rappresentano la logica di processo, in quanto supportano un intero insieme di 
attività in ottica interfunzionale. Tutti questi servizi e applicazioni composite 
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possono essere orchestrati tra loro attraverso le funzionalità di Business 
Process Management di SAP XI. 
 
La tendenza a offrire una soluzione sempre più estesa di erogazione di 
contenuti e servizi applicativi aziendali all’interno di un portale Intranet è 
presente anche in altri prodotti di mercato, che nascono in origine nel settore 
del Document e Knowledge Management (ad esempio EMC2, Vignette, 
OpenText, Adobe, …) o come suite per portali aziendali ed oggi sempre più 
supportano funzionalità di integrazione di sistemi informativi già presenti in 
azienda, anche applicando architetture orientate ai servizi. 
2.10 Le architetture orientate ai servizi 
Con l’avvento dei Web Services è nato un diverso e più evoluto modo di 
concepire la possibilità di fornire servizi applicativi, sfruttando quel gigantesco 
canale di intercomunicazione che è la rete Internet.  
Un Web Service  è simile ad un componente software "tradizionale", tranne che 
per alcune, ma significative, caratteristiche, quali: 
• è univocamente individuato da un identificativo (detto URI, 
concettualmente analogo al ben noto URL); 
• la sua interfaccia è descritta in un file XML; 
• può essere reperito da altri sistemi software. 
I Web Service giocano un ruolo centrale nelle cosiddette Service Oriented 
Architecture (SOA), di cui possono costituire i componenti base e in cui trovano 
definiti i propri elementi caratteristici, quali operazioni, tipi dati, indirizzi di rete 
ecc. In generale, una SOA è sostanzialmente un sistema in cui sono definiti 
quattro ruoli e tre operazioni, ossia: 
Ruoli 
1. Service Provider, chi fornisce il servizio e ne pubblica la descrizione per 
reperirlo; 
2. Service Consumer, chi usufruisce del servizio, in sostanza l’applicazione 
che ne richiede una o più funzionalità; 
3. Service Broker, chi gestisce le descrizioni dei servizi pubblicati, 
rendendole disponibili; 
4. Service Contract: definisce il formato per la richiesta di un servizio e della 
relativa risposta. 
Operazioni 
1. Pubblicazione (publish), azione tramite cui un servizio pubblica la propria 
descrizione (una sorta di "carta d’identità del servizio); 
2. Discovery, azione tramite cui chi cerca un servizio "consulta" l’insieme 
delle descrizioni disponibili 
3. Invocazione (bind), azione tramite cui chi ha trovato il servizio richiesto si 




Figura 11: Schematizzazione della SOA 
 
Poiché i servizi devono essere ricercabili e recuperabili dinamicamente, il 
Service Contract deve essere pubblicato su un Service Registry dal Service 
Provider. Il Service Consumer deve richiedere al Service Registry il Contract 
relativo al servizio richiesto, che utilizzerà per eseguire il servizio tramite un 
protocollo di trasporto. 
Rispettando questi concetti, è possibile pensare alla definizione di 
un’applicazione come aggregazione di servizi e, spostandosi su un punto di 
vista più ampio è chiaro che l’adozione di un’architettura SOA investe tutti gli 
aspetti associati alla definizione di un Information System (metodologici, di 
processo, organizzativi ed anche tecnologici). 
I servizi devono essere modellati in funzione del valore aggiunto che essi 
portano al core Business dell’azienda: non tutto deve essere necessariamente 
modellato in stile SOA. D’altra parte le problematiche trasversali (es. Sicurezza, 
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Manageability) dovrebbero essere viste dall’infrastruttura applicativa come 
servizi. 
È bene notare come SOA non specifichi un’architettura in senso stretto, ma si 
ponga obiettivi molto più ampi: 
• definire pratiche e Roadmap di adozione che guidino l'evoluzione 
tecnologica ed organizzativa dei Sistemi Enterprise 
• specificare un insieme di regole per il disegno dei servizi con la 
definizione delle relative interfacce e delle modalità di interazione tra essi 
(sia per i nuovi servizi, sia per l'evoluzione delle piattaforme applicative 
esistenti) 
• definire pratiche per guidare gli impatti organizzativi e culturali indotti 
• migliorare il livello di condivisione/comunicazione/coordinamento tra i 
ruoli che tradizionalmente si occupano di Business e gli Architect (es. 
attraverso la centralità del concetto di "Processo" di Business) 
• contribuire al soddisfacimento delle strategie IT di Business 
SOA di fatto non propone concetti architetturali nuovi, quanto una visione 
integrata ed ampliata di principi architetturali già adottati nel passato (es: 
CORBA e J2EE) e di problematiche affrontate in altri ambiti (es. EAI e BPM). 
SOA indirizza quindi in maniera corretta (anche se non rivoluzionaria) il design 
in termini di riutilizzo e di integrazione, di fatto producendo servizi con un 
maggiore valore aggiunto.  
Riassumendo, i vantaggi reali di architetture SOA sono: 
1. Indirizza in maniera corretta il design di servizi in termini di riutilizzo e di 
integrazione  
2. Non è legato a nessuna tecnologia in particolare 
A livello implementativo la tecnologia utilizzata per lo sviluppo dei servizi SOA 
non è determinante finché vengono rispettate queste caratteristiche. 
Questo sicuramente è un passo avanti rispetto, ad esempio, a J2EE, in quanto 
non si è nemmeno obbligato ad utilizzare java. 
Un sistema SOA si presenta a layer: 
 
Figura 12: I layer di una SOA 
1. Bottom layer: Contiene i sistemi operazionali (applicazioni e sistemi 
esistenti: ERP, CRM, Applicazioni legacy. 
2. Component layer: basato su tecnologie a container e componenti 
3. Service Layer: fornisce i servizi basandosi sui componenti e attori degli 
strati sottostanti. Agli strati superiori vengono forniti i servizi. 
4. Business Process Choreography: è lo strato che compone i servizi per 
implementare gli use case ed i processi di business. 
5. Presentation: è lo strato che permette l’esposizione dei processi ottenuti 
dallo strato precedente tramite componenti di presentazione. 
6. Integration Architecture: è l’infrastruttura che permette l’accesso e la 
composizione dei servizi fornendo meccanismi di integrazione. Gli ESB 
(Enterprise Service Bus) sono definiti a questo livello, che deve quindi 
gestire per ogni servizio i ruoli definiti (service consumer, provider, 
contract, registry). 
7. QoS, Security, Management, Monitoring: tools di controllo e gestione 
dell’infrastruttura. 
Costruire un’applicazione SOA significa quindi identificare, disegnare, 
orchestrare servizi all’interno dei layers definiti in maniera il più possibile 




Le metodologie più comunemente diffuse sono incentrate sui componenti ed i 
processi, per poter adottare SOA c’è invece bisogno di metodologie basate sui 
servizi.  
Si parla quindi di Service-Oriented analysis and design (SOAD), che è un 
approccio alla modellazione e allo sviluppo dei servizi basato sul paradigma 
service-oriented: si basa su metodologie preesistenti come OOAD e BPM, 
aggiungendo il paradigma architetturale di SOA. 
SOA prevede la definizione esplicita di un nuovo layer, costituito da servizi 
avente delle ben rigorose caratteristiche architetturali che si interpone tra il 
Process Layer ed il Component Layer. 
 
 
Figura 13: Il Service Layer 
 
Il problema da questo punto di vista diventa la definizione e la descrizione dei 
servizi, che deve essere effettuata attraverso opportuni meccanismi e 
procedimenti metodologici. 
L’ambizione dei servizi (di essere un componente riusabile con un forte 
significato di business) forza l’analista a partire da un punto di vista orientato al 
processo (cioè con lo sguardo di chi usa il servizio). 
Un buon punto di partenza per l’analisi è la modellazione del processo: infatti si 
può pensare un processo di business come la composizione di servizi. D’altra 
parte un servizio è a sua volta una composizione di operazioni che vengono 
richieste al livello sottostante di componenti. In pratica possiamo pensare di 
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decomporre un sistema verticalmente (rispetto ai layer architetturali) in 
processi, servizi, operazioni e componenti. 
Possiamo identificare il Service Layer come un nuovo strato che agisce da 
collante fra il mondo funzionale ed i componenti software di più basso livello. 
I servizi diventano quindi un’astrazione del Component Layer fornendo una 
visione di business al Process layer. 
È importante infatti notare che uno dei vantaggi importanti di SOA è il riuscire a 
esprimere attraverso il concetto di servizio un’entità che è facilmente 
comprensibile dagli esperti funzionali (grazie al grado di astrazione espresso) e 
direttamente "mappabile" in oggetti software concreti, semplificando molto la 
fase di design. 
Nonostante questo, esistono delle difficoltà culturali: occorre comunque 
adeguare il modo di pensare un’applicazione, in modo che si creino sinergie fra 
i soggetti operanti nei vari strati. 
 
 
Figura 14: Organizzazione in una SOA 
 
Ricapitolando, l’obiettivo è scomporre il sistema in 
processi/servizi/operazioni/componenti; c’è adesso da definire il punto di 
partenza per effettuare questa suddivisione. 
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Per prima cosa è necessario identificare il tipo di approccio metodologico da 
utilizzare: per esempio, partire dai processi di business significa avere un 
approccio Top-Down, dove si parte dall’analisi del processo per poi identificare i 
servizi attraverso dei raffinamenti successivi. 
Nei casi in cui si deve integrare SOA con applicazioni già sviluppate in 
precedenza, l’identificazione dei servizi seguirà una metodologia Meet-In-The-
Middle, dove si  parte dalla situazione già presente e si aggiunge il grado di 
astrazione necessario (i concetti di SOA) all’integrazione dei processi che 
vengono  sviluppanti. 
L’ultimo approccio metodologico possibile (Bottom-Up) prevede di partire dalla 
definizione dei componenti per poi disegnare i servizi: questo tipo di 
ragionamento può sembrare molto pratico ma difetta del grado di astrazione 
necessario per la definizione di servizi realmente riusabili e non è quindi 
consigliabile rispetto agli altri. 
L’uso di un approccio piuttosto che un altro dipende dalla tipologia del progetto: 
dovendo sviluppare una applicazione da zero, l’approccio più corretto è quello 
top-down. La caratteristica principale di SOA è pero riusare il software esistente 
riorganizzandolo meglio: questo prevede quindi di operare su applicazioni già 
esistenti e che si vogliono conservare per svariate ragioni (es: salvaguardare gli 
investimenti pregressi, applicazioni obsolete ma ormai consolidate, budget, ...). 
In queste situazioni è consigliabile l’approccio Meet-In-The-Middle.  
Un’azienda che decide di evolvere il proprio sistema informativo verso una 
architettura SOA deve fare diverse scelte e fronteggiare numerose sfide, quindi 
si deve capire quanto l’organizzazione che vuole utilizzare architetture a servizi 
sia matura per l’effettiva adozione di queste. Implicitamente ciò significa 
confrontare il grado di maturità tecnologica di un’azienda con un "maturity 
model", quindi in pratica effettuare un’operazione di assessment. 
Il tipo di maturità che si intende analizzare è quella di aderenza ai principi SOA 
e quindi l’affinità ad un paradigma architetturale. Questo tipo di valutazione 
deve quindi giudicare sia il livello di quello che è stato fatto che il livello di quello 
che si può fare. Oggi questo concetto è molto importante, dato che è frequente 
che le organizzazioni richiedano ai consulenti una valutazione di quanto è 
"riutilizzabile" in servizi di quello che già posseggono, in modo da valutare 
anche i costi e definire correttamente la roadmap per raggiungere l’obiettivo. 
Per facilitare queste misurazioni, si stanno affermando alcuni standard, quali il 
Capability Maturitity Model Integration (CMMI), il SOA Maturità Model, il Service 
Integration Maturity Model (SIMM). 
 
2.10.2 Roadmap 
Una volta capito e stabilito quanto un’azienda sia matura nella sua 
implementazione di un’architettura SOA-oriented, è possibile definire i passi da 
intraprendere. 
SOA è una strategia da adottare non a big-ben sull’ambiente IT esistente ma 
bensì deve essere integrata con l’esistente in modo incrementale e razionale: la 
roadmap è la descrizione dei passi aziendali (organizzativi, tecnici, metodologici 
e culturali) che devono definire un processo evolutivo ed incrementale. 
I passi della RoadMap si possono raggruppare in quattro step: Initial Services, 
Architected Services, Process Driven Services e SOA Nirvana. Nella figura 
seguente si mostrano le attività che vengono svolte in ognuna di queste fasi [3]. 
 
 
Figura 15: SOA roadmap 
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3. Web Service e Applicazioni Web 
 
3.1 Web Service 
Il W3C (World Wide Web Consortium) definisce i web service nella seguente 
maniera:  
“un Web Service è un’applicazione software identificata da una URI, in cui le 
interfacce ed il binding possono essere definiti, descritti, e scoperti attraverso il 
linguaggio XML. Un Web Service supporta una interazione diretta con altri 
agenti usando uno scambio di messaggi basati su XML, attraverso protocolli 
standard di Internet” 
 
Un Web Service (servizio web) è un sistema software progettato per 
supportare l’interoperabilità tra diversi elaboratori su di una medesima rete; 
caratteristica fondamentale di un Web Service è quella di offrire un’interfaccia 
software, utilizzando la quale altri sistemi possono interagire con il Web Service 
stesso attivando le operazioni descritte nell’interfaccia tramite appositi 
"messaggi" inclusi in una "busta" SOAP: tali messaggi sono, solitamente, 
trasportati tramite il protocollo HTTP e formattati secondo lo standard XML. 
La forza del modello dei Web Services è di utilizzare un set base di protocolli 
disponibili ovunque, permettendo l’interoperabilità tra piattaforme molto diverse 
e mantenendo comunque la possibilità di utilizzare protocolli più avanzati e 
specializzati per effettuare compiti specifici. 
I protocolli alla base del modello dei Web Services sono quattro: 
• XML è lo standard usato per rappresentare i dati trasportati; 
• SOAP è lo standard usato per definire il formato dei messaggi scambiati; 
• WSDL è lo standard usato per descrivere i parametri, i metodi ed i valori di 
ritorno dei servizi; 
• UDDI è lo standard promosso dall’omonimo consorzio, e serve per rintracciare 
i servizi sulla rete; 
 
3.1.1 XML 
L’XML, acronimo di eXtensible Markup Language, ovvero «Linguaggio di 
marcatura estensibile» è un metalinguaggio creato e gestito dal World Wide 
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Web Consortium (W3C), e più precisamente dal presidente di tale "consorzio", 
Michael Sunshine. 
Rispetto all’HTML, l’XML ha uno scopo ben diverso: mentre il primo è creato 
principalmente per la descrizione e la formattazione di pagine web e, più in 
generale, di ipertesti, il secondo è un meta linguaggio utilizzato per creare nuovi 
linguaggi, atti a descrivere documenti strutturati. Mentre l’HTML ha un insieme 
ben definito e ristretto di tag, con l’XML è invece possibile definirne di propri a 
seconda delle esigenze. 
Un documento XML, per poter essere correttamente interpretato, deve essere 
ben formato, cioè deve contenere un prologo, che indica la versione in uso e 
specifica la codifica ISO per la corretta interpretazione dei dati, un elemento 
radice, il quale deve contenere tutti gli altri, e all’interno del documento tutti i tag 
devono essere bilanciati. 
Inoltre il documento deve essere valido, cioè deve rispettare i requisiti strutturali 
descritti nell’xml schema definition (XSD) associato. 
Una XML Schema Definition (XSD) è un esempio concreto (instance) di 
schema XML scritto in linguaggio XML Schema. Una XSD definisce il tipo di un 
documento XML in termini di vincoli: quali elementi ed attributi possono 
apparire, in quale relazione reciproca, quale tipo di dati può contenere, ed altro. 
 
3.1.2 SOAP 
SOAP, acronimo di Simple Object Access Protocol, è un protocollo leggero per 
lo scambio di informazioni in un ambiente decentralizzato, distribuito. È stato 
sviluppato in origine da Microsoft, Develop Mentor e User Land Software; è 
basato su XML ed ha lo scopo di migliorare il trasporto di dati su un sistema 
remoto eliminando gli ostacoli che intralciano i pacchetti nei sistemi distribuiti. 
SOAP consiste di tre parti:  
1. una busta, che definisce un framework, per la descrizione del contenuto 
del messaggio e della modalità di elaborazione; 
2. un insieme di regole di codifica per l’espressione di istanze di tipi di 
dati definiti dalle applicazioni; 
3. una convenzione per la rappresentazione di chiamate e risposte di 
una procedura remota. 
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SOAP necessita di un protocollo di trasporto: nella sua versione iniziale si 
appoggiava all’HTTP standard mentre nelle ultime versioni utilizza anche FTP e 
altri standard. 
HTTP supporta diversi modi per la richiesta di informazioni mediante 
un’intestazione di richiesta; utilizza cioè dei metodi per descrivere le intenzioni 
del server oppure alcuni campi dell’intestazione per includere le coppie nome-
valore dei dati di richiesta. Quando il server risponde genera un messaggio 
costituito da un’intestazione di risposta che include una riga di stato e i campi 
dell’intestazione per includere coppie nome-valore dei dati di risposta. Metodi e 
intestazioni forniscono un framework flessibile, semplice e succinto. 
Il protocollo SOAP è adatto a supportare un’architettura client-server: i dati 
richiesti ed elaborati fra client e server sono organizzati in messaggi SOAP e 
vengono trasportati attraverso il protocollo HTTP o un altro protocollo di 
trasporto. I messaggi SOAP sono fondamentalmente trasmissioni unidirezionali 
da un mittente ad un destinatario ma sono spesso combinati per implementare 
modelli del tipo richiesta/risposta. 
Un vantaggio notevole offerto da SOAP consiste nell’imposizione di una 
struttura di dati per la richiesta e, quando disponibili, per la risposta. 
 
 
Figura 16: Schema di un messaggio SOAP 
 
Un messaggio SOAP può contenere i seguenti elementi: 
 
• SOAP:Envelope element 
• SOAP:Header element 
• SOAP:Body element 
• SOAP:Fault element 
• SOAPActionHTTP header 
• SOAP:encodingStyle 
 
3.1.2.1 SOAP:Envelope element 
È l’elemento di più alto livello (root) di qualsiasi messaggio SOAP: e deve 





Può avere attributi aggiuntivi che, se presenti, devono specificare il loro 
namespace. Può contenere al più un componente di tipo “Header“, mentre deve 
contenere esattamente un componente di tipo “Body“. 
 
 
Figura 17: SOAP Envelope 
 
3.1.2.2 SOAP:Header 
È un elemento opzionale che, se presente, deve essere immediatamente 
derivato da Envelope. Può contenere figli multipli (headers), i quali specificano 
suggerimenti all’elaborazione del messaggio. Ogni figlio deve referenziare il 




Specifica se l’header deve essere capito. Se il server non lo comprende, genera 




Specifica chi deve elaborare l’header. Questo è possibile in quanto un 
messaggio soap può essere elaborato da più soggetti differenti e anche non 




Figura 18: SOAP Header 
 
3.1.2.3 SOAP:Body 
Deve essere presente, come figlio diretto di Envelope. Può contenere un 
numero illimitato di elementi figli, che sono chiamati “body entries“, ognuno dei 
quali deve specificare il proprio namespace. 
 
Figura 19: SOAP Body 
 
3.1.2.4 SOAP:Fault 
Un errore (fault) in SOAP porta informazioni sullo stato e sull’errore stesso. 
L’elemento fault fa parte del body dove appare una volta sola. Può avere degli 
elementi figli, il cui scopo è quello di specificare e dare informazioni sull’errore 
in sé: 
- faultcode: machine-readable codice dell’errore 
- faultstring: spiegazione human-readable. 
- faultactor: specifica l’attore  
- detail: dati arbitrari per dettagliare l’informazione. 
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Figura 20: SOAP Fault 
 
3.1.2.5 SOAPActionHTTP 
Un headerSOAPAction si applica solo a bindingHTTP: deve quindi essere 
presente in chiamate SOAP HTTP e deve essere accompagnato dalla stringa 
“Content-Type: text/xml“. L’attributo di una SOAPAction è una URI, utilizzata 
per specificare il servizio in termini di metodi e interfacce. 
 
 
Figura 21: SOAPAction 
 
3.1.2.6 SOAP:encodingStyle 
L’ “encodingStyle” è un attributo globale, la cui codifica è identificata dall’ URI. 
Può essere applicato a qualsiasi elemento, a qualsiasi livello e specifica le 
regole comuni per la serializzazione dei dati. Se è presente per un elemento, 




Figura 22: SOAP Encoding Style 
 
Un’architettura di oggetti distribuiti richiede l’implementazione di: 
• un meccanismo di serializzazione che converta la chiamata di metodo in 
un formato adatto alla trasmissione in rete;  
• un livello di trasporto che trasferisca i dati del metodo tra i sistemi remoti;  
• un meccanismo che supporti l’attivazione/disattivazione ed il rilevamento 
dell’oggetto;  
• un modello di protezione sia per il sistema remoto sia per il sistema 
locale. 
SOAP è il livello minimo che gestisca un meccanismo di serializzazione 
(usando la semantica XML) e di trasmissione (principalmente con protocollo 
HTTP). SOAP non è stato progettato per sostituire l’intera architettura 
distribuita: ad esempio non implementa la protezione, tuttavia può utilizzare il 
protocollo HTTP consentendo l’impiego della protezione a livello delle 
applicazioni. 
Consideriamo alcuni vantaggi connessi all’utilizzo di SOAP: 
• SOAP è basato su tecnologie aperte e quindi incoraggia le applicazioni 
distribuite;  
• la specifica SOAP può consolidare diversi protocolli HTTP in una singola 
specifica, inoltre per SOAP l’uso di HTTP non è obbligatorio; 
• usando il protocollo le modifiche apportate all’infrastruttura di SOAP non 
compromettono le applicazioni; 
• SOAP consente di avere un sistema con elevata scalabilità cioè con 
grande capacità dell’architettura remota di gestire un numero cospicuo di 
client concorrenti. In modo particolare SOAP è più scalabile di CORBA 
DCOM e RMI di Java soprattutto se si usa il modello richiesta/risposta di 
HTTP. 
D’altro canto SOAP presenta anche aspetti svantaggiosi: 
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• sebbene l’ultima versione della specifica SOAP riduca l’uso del 
protocollo HTTP, è ancora possibile trovare svariate implementazioni che 
usano HTTP; 
• La deserializzazione globale del metodo deve essere eseguita mediante 
operazioni di rilevamento; 
• SOAP serializza per valore ed attualmente non supporta la 
serializzazione per riferimento; questo implica che diverse copie 




L’interfaccia software che il Web Service fornisce è descritta in un formato 
elaborabile automaticamente, quale il WSDL (Web Service Description 
Language). Mediante WSDL si crea una descrizione, basata su XML, di come 
interagire con un determinato servizio: un documento WSDL contiene infatti, 
relativamente al Web Service descritto, informazioni su: 
 
• cosa può essere utilizzato (le "operazioni" messe a disposizione dal 
servizio); 
• come utilizzarlo (il protocollo di comunicazione da utilizzare per accedere 
al servizio, il formato dei messaggi accettati in input e restituiti in output 
dal servizio ed i dati correlati) ovvero i "vincoli" (bindings in inglese) del 
servizio; 
• dove utilizzare il servizio (cosiddetto endpoint del servizio che 
solitamente corrisponde all’indirizzo - in formato URI - che rende 
disponibile il Web Service) 
 
Le operazioni supportate dal Web Service ed i messaggi che è possibile 
scambiare con lo stesso sono descritti in maniera astratta e quindi collegati ad 
uno specifico protocollo di rete e ad uno specifico formato. 
Il WSDL è solitamente utilizzato in combinazione con SOAP e XML Schema per 
rendere disponibili i Web Services su reti aziendali o su internet: un programma 
client può, infatti, "leggere" il documento WSDL relativo ad un Web Service per 
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determinare quali siano le funzioni messe a disposizione sul server e quindi 
utilizzare il protocollo SOAP per richiamare una o più delle funzioni elencate dal 
WSDL. 
In questa maniera applicazioni software scritte in diversi linguaggi di 
programmazione e implementate su diverse piattaforme hardware possono 
quindi essere utilizzate, tramite le interfacce che queste "espongono" 
pubblicamente e mediante l’utilizzo delle funzioni che sono in grado di effettuare 
(i "servizi" che mettono a disposizione) per lo scambio di informazioni e 
l’effettuazione di operazioni complesse (quali, ad esempio, la realizzazione di 
processi di business che coinvolgono più aree di una medesima azienda) sia su 
reti aziendali come anche su Internet: la possibilità dell’interoperabilità fra 
diversi software (ad esempio, tra Java e C#) e diverse piattaforme hardware 
(come Windows e Linux) è resa possibile dall’uso di standard "aperti". 
I documenti WSDL descrivono un servizio su due livelli: 
• livello astratto: il servizio viene descritto genericamente riferendosi alle 
operazioni offerte (interfacce) e al tipo di messaggi scambiati per 
ciascuna di esse; 
• livello concreto: le descrizioni astratte vengono istanziate legandole ad 
un’implementazione reale. 
 
3.1.3.1 livello astratto 
Per ciò che concerne il livello astratto, ogni messaggio scambiato nell’ambito 
delle operazioni WSDL deve essere tipato: per definire i tipi usati all’interno del 
documento si usa l’elemento types, il quale può contenere un intero schema 
XML o qualsiasi altra definizione di tipo valida e definibile mediante una 
notazione XML riconosciuta. 
I messaggi sono la base della costruzione di un servizio web con WSDL. Sono 
definiti in uno o più elementi message che seguono la sezione types. Ciascun 
messaggio ha un nome univoco ed è costituito da una o più parti, ciascuna con 
un nome e un tipo distinti. 
Le operazioni, cioè le funzionalità che saranno esposte dall’interfaccia del 
servizio, sono definite all’interno di elementi di tipo operation, i quali a loro volta 
contengono elementi di tipo input, output e fault, che specificano i messaggi 
scambiati durante l’operazione. 
Le operazioni possono essere di quattro tipi: 
• one way: il client spedisce un messaggio al servizio; 
• Request-response: il client spedisce un messaggio al servizio e riceve 
una risposta; 
• Notification: il servizio invia un messaggio al client; 
• Solicit-response: il servizio invia un messaggio al client e questo 
risponde. 
Ad ognuno di questi tipi corrisponde una diversa combinazione di messaggi di 
input e output. 
La descrizione astratta di una porta, intesa come insieme di operazioni, è 
affidata agli elementi portType. Ogni porta astratta ha un nome ed è composta 
dagli elementi operation rappresentanti le operazioni associate. 
La seguente figura riassume le definizioni astratte: 
 
Figura 23: Definizioni astratte WSDL 
 
3.1.3.2 Livello concreto 
Per ciò che concerne la definizione concreta, essa segue quella astratta 
all’interno del documento WSDL, ed è costituita dagli elementi binding e 
service. 
Un binding è l’istanziazione di una porta astratta. Ogni elemento contiene un 
attributo type che si riferisce al particolare portType istanziato. La definizione 
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stessa del portType viene ripetuta, e vengono aggiunti elementi che 
specificano come codificare le operazioni e i messaggi. I binding possono 
essere di tre tipi: SOAP, MIME ed HTTP. 
L’elemento port rappresenta l’istanza di una porta astratta ottenuta tramite un 
binding. Ogni elemento ha un nome unico, riferito al nome di un binding. 
Inoltre, se il binding è con SOAP, è necessario specificare anche l’indirizzo di 
rete della porta. 
Le porte non sono dichiarate globalmente, ma all’interno dei servizi. L’elemento 
service è quello di più alto livello in WSDL: dichiara un servizio web con un 
particolare nome come una raccolta di porte concrete [6]. 
La definizione completa di un documento WSDL è mostrata in figura: 
 
 




L’UDDI (acronimo di Universal Description Discovery and Integration) è un 
registry (ovvero una base dati ordinata ed indicizzata), basato su XML ed 
indipendente dalla piattaforma hardware, che permette alle aziende la 
pubblicazione dei propri dati e dei servizi offerti su internet; UDDI, un’iniziativa 
"open" sviluppata tra il 1999 ed il 2000 e sponsorizzata dall’OASIS 
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(Organization for the Advancement of Structured Information Standards), che è 
un consorzio internazionale per lo sviluppo e l’adozione di standard nel campo 
dell’e-business e dei Web Services, permette quindi la scoperta e 
l’interrogazione dei servizi offerti sul web, delle aziende che li offrono e della 
maniera per usufruirne. 
Una "registrazione" UDDI consiste, infatti, di tre diverse componenti: 
• Pagine bianche (White Pages): indirizzo, contatti (dell’azienda che offre 
uno o più servizi) e identificativi; 
• Pagine gialle (Yellow Pages): categorizzazione dei servizi basata su 
tassonomie standardizzate; 
• Pagine verdi (Green Pages): informazioni (tecniche) dei servizi fornite 
dall’azienda; 
L’UDDI è stato progettato per essere interrogato da messaggi in SOAP e per 
fornire il collegamento ai documenti WSDL che descrivono i vincoli protocollari 
ed i formati dei messaggi necessari per l’interazione con i Web Service elencati 
nella propria directory. 
 
3.1.5 Vantaggi e svantaggi dei Web Service 
L’uso dei Web Service comporta un numero elevato di vantaggi, riassunti di 
seguito: 
• I Web service permettono l’interoperabilità tra diverse applicazioni 
software e su diverse piattaforme hardware/software;  
• Utilizzano un formato dei dati di tipo testuale, quindi più comprensibile e 
più facile da utilizzare per gli sviluppatori (esclusi ovviamente i 
trasferimenti di dati di tipo binario); 
• Normalmente, essendo basati sul protocollo HTTP, non richiedono 
modifiche alle regole di sicurezza utilizzate come filtro dai firewall;  
• Sono semplici da utilizzare e possono essere combinati l’uno con l’altro 
(indipendentemente da chi li fornisce e da dove vengono resi disponibili) 
per formare servizi “integrati” e complessi;  
• Permettono di riutilizzare applicazioni già sviluppate;  
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• Fintanto che l’interfaccia rimane costante, le modifiche effettuate ai 
servizi rimangono trasparenti; 
• Sono in grado di pubblicare le loro funzioni e di scambiare dati con il 
resto del mondo;  
• Tutte le informazioni vengono scambiate attraverso protocolli “aperti”. 
 
D’altro canto, gli svantaggi sono: 
• Le performance. I Web service presentano performance drasticamente 
inferiori rispetto ad altri metodi di comunicazione utilizzabili in rete. 
Questo svantaggio è legato alla natura stessa dei servizi web. Essendo 
basati su XML ogni trasferimento di dati richiede l’inserimento di un 
notevole numero di dati supplementari (i tag XML) indispensabili per la 
descrizione dell’operazione. Inoltre tutti i dati inviati richiedono di essere 
prima codificati e poi decodificati ai capi della connessione. Queste due 
caratteristiche dei Web service li rendono poco adatti a flussi di dati 
intensi o dove la velocità dell’applicazione rappresenti un fattore critico.  
• Il protocollo base, HTTP. Quando si sviluppa un Web service è 
necessario tener conto del protocollo di base. È quindi indispensabile 
disporre di un’applicazione terza che gestisca le richieste HTTP oppure è 
necessario includerla direttamente nel codice del nostro programma 
qualora si desideri la sua totale indipendenza. Va detto comunque che 
generalmente il codice che implementa un Web service viene fatto 
eseguire da un Web server (es. Apache) tramite CGI (per es. con 
Python) o tramite appositi moduli (vedi PHP). Eseguendo il codice del 
Web service attraverso un server web la gestione di HTTP è 
immediatamente assicurata.  
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3.2 Le applicazioni Web 
Le applicazioni web sono, per definizione, applicazioni distribuite web based, 
cioè tutte quelle applicazioni accessibili via web mediante un network (che può 
essere una intranet oppure Internet); rappresentano un modello applicativo 
divenuto abbastanza popolare alla fine degli anni novanta in considerazione del 
fatto che offrono ad un client generico la possibilità di accedere a funzioni 
applicative utilizzando un normale web browser. 
Le caratteristiche principali delle applicazioni web sono: 
• facilità di distribuzione e aggiornamento: un’applicazione Web si 
trova interamente sul server, per cui tutte le pubblicazioni effettuate 
corrispondono alla distribuzione ed ogni aggiornamento è reso 
disponibile immediatamente; 
• accesso multipiattaforma: l’accesso all’applicazione è indipendente 
dall’hardware e dal sistema operativo utilizzato dagli utenti; 
• riduzione del costo di gestione: l’uso di Internet come infrastruttura per 
un’applicazione Web riduce notevolmente sia i costi di connettività che i 
costi di gestione dei client; 
• scalabilità: un’applicazione Web ben progettata può crescere insieme 
alle esigenze dell’azienda senza particolari problemi. 
Per sua natura una webapp può presentarsi con diverse strutture ed 
organizzazioni logiche, poiché di fatto racchiude in sé un modello tecnico ed 
una filosofia di sviluppo, allo stesso tempo. Tuttavia sul piano dell’informatica 
teorica è possibile riconoscere una strutturazione tipica su tre livelli. Nella 
maggioranza dei casi è infatti possibile identificare un primo livello associabile 
al terminale di fruizione, il web browser; un secondo livello costituito dal motore 
applicativo, ovvero un core applicativo, costituito da codice in un qualche 
linguaggio di sviluppo dinamico lato-server; un terzo livello riconducibile al 
motore database associato. 
Semplificando, il Web browser del client invia le proprie richieste al livello 
intermedio, ovvero al motore applicativo dinamico del web server, che da una 
parte interpreta e gestisce le interrogazioni al motore DB e dall’altra genera il 
risultato in un output diretto allo stesso browser, che lo interpreta e lo restituisce 
all’utente sotto forma di pagine Web. Descriviamo adesso una tecnologia per 
realizzare applicazioni web, le servlet java. 
 
3.2.1 Le Servlet java 
Una servlet è un’applicazione Java in esecuzione su una JVM (Java Virtual 
Machine) residente su un server. Questa applicazione tipicamente esegue una 
serie di operazioni che producono in output un codice HTML che verrà poi 
inviato direttamente al client per venire interpretato da un qualsiasi Browser che 
non necessita di funzionalità aggiuntive. 
Le servlet vengono caricate solo una volta, al momento della prima richiesta, e 
rimangono residenti in memoria pronte per servire le richieste fino a quando 
non vengono chiuse, con ovvi vantaggi in fatto di prestazioni. 




Figura 25: Flusso di dati in una servlet 
 
E possibile riassumere il flusso rappresentato nei seguenti passi: 
1. Un client invia una richiesta (request) per una servlet ad un web 
application server; 
2. Qualora si tratti della prima richiesta, il server istanzia e carica la servlet 
in questione avviando un thread che gestisca la comunicazione con la 
servlet stessa. Nel caso, invece, in cui la Servlet sia già stata caricata in 
precedenza (il che, normalmente, presuppone che un altro client abbia 
effettuato una richiesta antecedente quella attuale) allora verrà, più 
semplicemente, creato un ulteriore thread che sarà associato al nuovo 
client, senza la necessità di ricaricare ancora la Servlet; 
3. Il server invia alla servlet la richiesta pervenutagli dal client; 




5. Il server invia la risposta al client. 
Il contenuto della risposta non è necessariamente basato su un algoritmo 
contenuto all’interno della Servlet invocata (questo può essere, semmai, il caso 
di applicazioni molto elementari) ma, anzi, è spesso legato ad interazioni della 
Servlet stessa con altre sorgenti di dati (data source) rappresentate, ad 
esempio, da DataBase, file di risorsa e altre Servlet. 
 
Abbiamo detto, spiegando il flusso di esecuzione di una servlet, che questo è 
incentrato su due componenti fondamentali: la richiesta (request, inviata dal 
client verso il server) e la risposta (response, inviata dal server verso il client). 




Un oggetto di tipo HttpServletRequest consente ad una Servlet di ricavare 
svariate informazioni sul sistema e sull’ambiente relativo al client. L’oggetto di 
tipo HttpServletResponse, invece, costituisce la risposta da inviare al client e 
che, come si è detto, può essere dipendente da svariati data source. 
Un’altra importante interfaccia messa a disposizione dal Servlet engine è la 
javax.servlet.ServletContext. Attraverso di essa è possibile trovare un 
riferimento al contesto (context) di un’applicazione, ovvero ad una serie di 
informazioni a livello globale condivise tra i vari componenti che costituiscono 
l’applicazione stessa. 
 
3.2.1.1 I metodi principali di una Servlet 
Creare una Servlet vuol dire, in termini pratici, definire una classe che derivi 
dalla classe HttpServlet. I metodi più comuni per molti dei quali si è soliti 
eseguire l’overriding nella classe derivata sono i seguenti: 
• void doGet(HttpServletRequest req, HttpServletResponse resp) 
Gestisce le richieste HTTP di tipo GET. Viene invocato da service() 
• void doPost(HttpServletRequest req, HttpServletResponse resp) 
Gestisce le richieste HTTP di tipo POST. Viene invocato da service() 
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• void service(HttpServletRequest req, HttpServletResponse resp) 
Viene invocato al termine del metodo  
• void doPut(HttpServletRequest req, HttpServletResponse resp) 
Viene invocato attraverso il metodo service() per consentire di gestire 
una richiesta HTTP di tipo PUT. Tipicamente, una richiesta del genere 
consente ad un client di inserire un file su un server, similmente ad un 
trasferimento di tipo FTP. 
• void doDelete(HttpServletRequest req, HttpServletResponse resp) 
Viene invocato attraverso il metodo service() per consentire ad una 
Servlet di gestire una richiesta di tipo HTTP DELETE. Questo genere di 
richiesta viene utilizzata per rimuovere un file dal server. 
• void init() 
Viene invocato soltanto una volta dal Servlet Engine al termine del 
caricamento della servlet ed appena prima che la servlet stessa inizi ad 
esaudire le richieste che le pervengono. 
• void destroy() 
È invocato direttamente dal Servlet Engine per scaricare una servlet 
dalla memoria. 
• String getServletInfo() 
È utilizzato per ricavare una stringa contenente informazioni di utilità 
sulla Servlet (ad es.: nome della Servlet, autore, copyright). La versione 
di default restituisce una stringa vuota. 
• ServletContext getServletContext() 
Viene usato per ottenere un riferimento all’oggetto di tipo ServletContext 
cui appartiene la Servlet. 
3.2.1.2 I vantaggi delle Servlet 
Qualcuno potrebbe domandarsi per quale motivo possa essere più vantaggioso 
utilizzare le Servlet piuttosto che affidarsi a tecnologie, ancora abbastanza 
utilizzate, come la Common Gateway Interface (CGI). Le differenze non sono 
trascurabili e tra le più evidenti possiamo citare: 
 
• Efficienza. Come abbiamo detto le servlet vengono istanziate e caricate 
una volta soltanto, alla prima invocazione. Tutte le successive chiamate 
da parte di nuovi client vengono gestite creando dei nuovi thread che si 
prendono carico del processo di comunicazione (un thread per ogni 
client) fino al termine delle rispettive sessioni. Con le CGI, tutto questo 
non accadeva. Ogni client che effettuava una richiesta al server causava 
il caricamento completo del processo CGI con un degrado delle 
performance facilmente immaginabile. 
 
Figura 26: Un thread per ogni client 
• Portabilità: Grazie alla tecnologia Java, le servlet possono essere 
facilmente programmate e "portate" da una piattaforma ad un’altra senza 
particolari problemi. 
• Persistenza: Dopo il caricamento, una servlet rimane in memoria 
mantenendo intatte determinate informazioni (come la connessione ad 
un data base) anche alle successive richieste. 
• Gestione delle sessioni: Come è noto il protocollo HTTP è un 
protocollo stateless (senza stati) e, pertanto non in grado di ricordare i 
dettagli delle precedenti richieste provenienti da uno stesso client. Le 
servlet (lo vedremo in un altro articolo) sono in grado di superare questa 
limitazione. 
3.2.2 I Java Bean 
I Bean sono oggetti che servono a realizzare un modello di programmazione a 
componenti con il linguaggio java, con l’obiettivo di realizzare del codice che sia 
riusabile. 
Qualunque classe che aderisce a precise convenzioni sulla gestione delle 
proprietà può essere un Bean. 
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Una proprietà altro non è che un singolo attributo pubblico, il quale può essere 
accessibile in lettura, in scrittura, oppure in lettura/scrittura. 
Altra caratteristica di un bean è quella di avere un costruttore senza argomenti. 
All’interno del package java.beans si trovano una varietà di metodi utili alla 
gestione dei bean. 
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4. L’analisi statistica 
La statistica si occupa dei modi in cui una realtà fenomenica può essere 
sintetizzata e quindi compresa. 
Con il termine statistica, nel linguaggio di tutti i giorni, si indicano anche 
semplicemente i risultati numerici di un processo di sintesi dei dati osservati. 
La scienza statistica è comunemente suddivisa in alcune branche, quali per 
esempio la statistica descrittiva e la statistica inferenziale: la statistica 
descrittiva ha come scopo quello di sintetizzare i dati attraverso strumenti grafici 
(diagrammi a barre, a torta, istogrammi, boxplot) e batterie di indici (indicatori 
statistici , indicatori di posizione come la media, di variazione come la varianza 
e la concentrazione, di correlazione, ecc.) che descrivono gli aspetti salienti dei 
dati osservati; la statistica inferenziale ha come obiettivo, invece, quello di fare 
affermazioni, con una possibilità di errore controllata, riguardo la natura teorica  
del fenomeno che si osserva, secondo la legge probabilistica. La conoscenza di 
questa natura permetterà poi di fare previsioni (si pensi, ad esempio, che 
quando si dice che “l’inflazione il prossimo anno avrà una certa entità” deriva 
dal fatto che esiste un modello dell’andamento dell’inflazione derivato da 
tecniche inferenziali). La statistica inferenziale è fortemente legata alla teoria 
della probabilità. 
Intorno alla metà del secolo scorso, a questi due primi capitoli della statistica, 
se ne affiancò un terzo, la statistica esplorativa, ad opera di John Wilder Tukey. 
In questo approccio i dati risultati da un esperimento vengono indagati 
attraverso metodi di sintesi (grafica e numerica) al fine di formulare ipotesi 
riguardo la legge di probabilità sottesa al fenomeno studiato (questa è la 
differenziazione con la statistica inferenziale, in cui è sempre sottesa un’ipotesi 
riguardo la legge di probabilità di cui i dati sono la controparte osservabile). Lo 
sviluppo naturale poi della statistica esplorativa è il data-mining. 
4.1 Data Mining 
Il data mining consiste in un processo di identificazione di comportamenti o 
modelli validi, nuovi, potenzialmente assai utili, ed altamente comprensibili da 
associare ai dati quando si tratta di prendere decisioni cruciali. Il data mining 
non è un prodotto che può essere acquistato. Il data mining rappresenta una 
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disciplina ed un processo da adottare in ogni fase dell’intero ciclo di risoluzione 
del problema. 
La parte principale del data mining consiste nell’analisi dei dati e nell’utilizzo di 
tecniche specifiche per l’individuazione delle eventuali regolarità ed andamenti 
che caratterizzano gli insiemi di dati disponibili. L’idea è che sia possibile 
estrarre informazioni preziose anche da "zone inaspettate del proprio spazio 
informativo", proprio perché lo scopo principale dei software di data mining è 
riuscire ad estrarre informazioni prima non immediatamente riconoscibili. Una 
volta acquisita l’informazione, questa potrà venire estesa ad insiemi più grandi 
di dati.  
Mentre l’analisi statistica tradizionale ha come scopo principale la verifica di 
specifiche ipotesi di ricerca applicate ai dati appena raccolti (‘analisi primaria dei 
dati’), il data mining può essere inteso come un’operazione da applicare 
secondariamente ai dati allo scopo di perseguire altri obiettivi (‘analisi 
secondaria dei dati’). Inoltre, i dati possono essere di tipo sperimentale (si pensi 
ad esempio ad un esperimento in cui tutte le unità statistiche vengono 
assegnate casualmente a diversi tipi di trattamento), oppure di tipo 
osservazionale. È in quest’ultimo caso che può venire applicato il data mining. 
Le aziende raccolgono dati in continuazione e per qualsiasi aspetto dell’attività 
aziendale. Capita sovente che le informazioni raccolte posseggano un valore 
nascosto, il quale viene nella maggior parte dei casi perduto. Perchè così non 
avvenga, è necessario organizzare i dati in modo utile e consistente, secondo 
una modalità che favorisca l’estrazione delle informazioni da utilizzare per 
propositi analitici. Questo processo è noto come data warehousing. Il data 
warehousing consente all’impresa di “ricordare" tutto ciò che riguarda i clienti e 
gli aspetti chiave di ogni attività in ogni passaggio della vita produttiva della 
stessa. Il data warehousing dota l’impresa di memoria. 
Ma la memoria di per sé non è sufficiente, deve essere affiancata 
all’intelligenza, che ci permette di combinare il sapere in modo da individuare 
andamenti, tendenze, regole sistematiche, nuove idee da applicare al proprio 
business, e soluzioni per la realizzazione di previsioni future. I dati devono 
essere analizzati, compresi e trasformati in informazione subito utilizzabile. 
Attraverso un insieme di strumenti e tecniche di data mining progettati per 
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aggiungere intelligenza al data warehouse, è possibile esplorare vaste quantità 
di dati relativi. 
Il data mining dota l’impresa d’intelligenza. Le aziende possono impiegarlo per 
prendere decisioni redditizie ed immediate e avvantaggiarsi notevolmente 
rispetto ai concorrenti. 
Attraverso il data mining le imprese possono, ad esempio, analizzare i 
comportamenti passati dei clienti con l’obiettivo di prendere decisioni 





















Seconda parte: progettazione e 
implementazione del sistema distribuito 
 77
5. Il progetto 
5.1 Descrizione del problema 
Nell’intranet aziendale ambito nel quale il progetto di tesi verrà inserito si 
trovano applicazioni che producono dati che vanno a popolare i corrispondenti 
database relazionali fornendo a volte anche informazioni statistiche. 
Qualora questo tipo di informazioni non siano presenti in maniera esplicita, è 
però in genere possibile ricavarle da dati che spesso nascondono una serie di 
informazioni accessibili solo effettuandone opportune e mirate aggregazioni. 
Queste informazioni, se espresse graficamente, danno istantaneamente un’idea 
dell’andamento di determinate dinamiche altrimenti più difficili da analizzare e 
comprendere. 
Per il management avere a disposizione uno strumento che fornisce una 
quantificazione chiara ed immediata dell’andamento di alcuni fenomeni è un 
punto di forza rilevante, che fornisce un valido supporto alle decisioni. 
Infatti, nell’intranet aziendale sono spesso necessarie informazioni sull’utilizzo 
dei servizi, quali: 
• Quantità di accessi 
• Modalità di fruizione 
• Dati su eventuali colli di bottiglia ed inefficienze applicative 
• Tempi di through-put dei processi aziendali 
• Livello dei servizi fornito 
Focalizzando la nostra attenzione se aree quali Marketing, Post-Vendita, 
Amministrazione e Bilancio o Risorse Umane, non è difficile immaginarsi quale 
tipo di informazioni possano necessitare di una lettura facilitata ed immediata. 
Per prendere decisioni efficaci su determinati problemi aziendali risulta spesso 
molto utile avere a disposizione uno strumento grafico che ne sintetizzi 
l’andamento. 
Inoltre siamo di fronte all’esigenza di lavorare su dati condivisi e c’è la necessità 
di avere a disposizione un sistema flessibile che possa crescere se si 
verificasse l’esigenza di un ampliamento. 
La nostra mission sarà la creazione di un sistema distribuito che fornisca 
l’opportunità di selezionare ed aggregare dati utili con la finalità di costruire e 
generare grafici su di essi. 
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Le query utilizzano come fonte i vari database relazionali della intranet in 
esame, che sono popolati dalle rispettive applicazioni. 
Può capitare, tuttavia, che esistano applicazioni che non forniscono dati 
prettamente statistici. In questo caso, per rendere disponibili dati circa le 
dinamiche presenti in tali applicazioni, il progetto prevederà la generazione di 
un servizio web che popolerà un database statistico da cui trarre le informazioni 
necessarie per la creazione dei grafici che ne sintetizzano l’andamento 
Verrà, in questo caso, utilizzata la tecnologia XML per il prelievo dei dati utili, in 
quanto questa permette di strutturare i dati secondo uno schema prestabilito e 
fornisce i mezzi per effettuare verifiche circa l’esattezza e l’attendibilità dei dati 
ricavati. 
 
5.2. Descrizione dell’ambito nel quale verrà immerso il 
progetto 
DIGGOX è un progetto realizzato per fornire un sistema di reportistica grafica 
dei dati statistici, che si adatti ad ambienti già esistenti con sistemi hardware e 
software eterogenei. 
L’ambito per cui il progetto è stato pensato è una intranet aziendale ben 
definita, con vincoli di sistema e applicativi abbastanza rigorosi. Le 
caratteristiche di questa intranet possono essere riassunte in: 
 
• ServerAPP 
   Sistema operativo: Windows 2000 Server + SP4 
   Processore: Intel Xeon 1,60 GHz 
   Ram: 2 GB 
   Hard Disk: 300 GB (sottoposto a backup notturno) 
• ServerDB 
   Sistema operativo: AIX 4.3.3.0  
   Processore: IBM Risc power 2 (64 bit) 
   Ram: 3 GB 
   Macchina: IBM – Risc 6000 SP2 
• Una serie di server dislocati in varie sottoreti e in DMZ1 con applicativi 
in “produzione” e sistemi applicativi Microsoft (Windows 2000 Server, 
Windows 2003 Server) 
 




Figura 27: Scenario applicativo 
 
 
Il ServerAPP è la macchina che ospita il portale di PiaggioNet e tutte le altre 
applicazioni intranet. 
Hummingbird Portal (di recente Hummingbird Webtop) è un prodotto della 
società canadese Hummingbird, acquisita alcuni mesi fa dalla concorrente 
OpenText, sviluppato interamente in java e che fornisce tutte le funzionalità di 
                                                 
1 Una DMZ (demilitarized zone) è un segmento isolato di LAN (una "sottorete") raggiungibile 
sia da reti interne che esterne che permette, però, connessioni esclusivamente verso l'esterno: 
gli host attestati sulla DMZ non possono connettersi alla rete aziendale interna. Tale 
configurazione viene normalmente utilizzata per permettere ai server posizionati sulla DMZ di 




                                                
un portale internet / intranet comprese quelle di integrazione di altre applicazioni 
già esistenti in modo da fornire un unico punto di accesso ad esse (single sign-
on2). 
Tale portale è anche un java servlet container3 in grado di eseguire servlet 
create da terzi. 
Il portale fornisce anche il supporto degli standard usati dai Web service (SOAP 
e WSDL), offrendo la possibilità di realizzare una piattaforma applicativa e di 
servizio con funzionalità di integrazione a 360 gradi in un’ottica di Enterprise 
Content Management (ECM4). 
 
2 Il Single sign-on (SSO, traducibile come autenticazione unica o identificazione unica) è un 
sistema specializzato che permette ad un utente di autenticarsi una sola volta e di accedere a 
tutte le risorse informatiche alle quali è abilitato. 
 
3 Un Servlet Container è un web server specializzato che supporta l’esecuzione delle servlet. 
Combina le funzionalità di base di un web server con le specifiche ottimizzazioni ed estensioni 
di Java per supportare le Servlet, quali un Java Runtime Integrato e l’abilità di tradurre 
automaticamente URL specifici in ServletRequest. 
 
4 L’Enterprise Content Management (ECM) è una delle strategie e tecnologie impiegate 
nell’industria dell’information tecnology pet gestire la cattura, immagazzinamento, sicurezza, 
estrazione, distribuzione e distruzione di documenti e contenuti 
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5.3 Architettura individuata 
Al fine di creare un’infrastruttura software che permetta di raggiungere la nostra 
mission all’interno dell’ambito architetturale appena descritto, mi sono posto i 
seguenti obiettivi: 
 
• Creazione di una base di dati centralizzata in cui vengano memorizzati 
parametri utili ad estrarre i dati statistici, quali query, driver ODBC5, 
stringhe di connessione al database; il fine è quello di creare uno 
strumento dinamico, customizzabile ed estendibile a fronte di nuove 
informazioni da estrarre; 
• Costruire un’interfaccia per altre applicazioni che attualmente non 
popolano il database con dati adeguati ad un’estrazione a fini statistici; 
• Creazione di una base di dati centralizzata dove memorizzare tali dati; 
• Costruire un’applicazione platform independent uniforme per visualizzare 
i dati sottoforma di report grafici. 
 
5.4 Scelte progettuali 
 
5.4.1 La base di dati 
La base di dati con cui il sistema che andrò a creare dovrà interfacciarsi è un 
DBMS Oracle, già presente sul ServerDB (Oracle 8.1.6). 
All’interno del database ho deciso di creare una prima tabella dove 
memorizzare tutti i parametri necessari per l’estrazione dei dati statistici: 
dovranno essere indicati, quindi, il driver da caricare per poter interagire con la 
base di dati, la stringa di connessione al db (contenente username, password, 
indirizzo IP e nome del database) e anche la query da eseguire una volta 
connessi alla base di dati. 
 
5 Open Database Connectivity (ODBC) è una API standard per la connessione ai DBMS. 
Questa API è indipendente dai linguaggi di programmazione dai sistemi di database e dal 
sistema operativo. 
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La tabella contiene, oltre alle informazioni appena menzionate, anche i 
parametri per personalizzare la visualizzazione del grafico (titolo, tipo del 
grafico, etichette sugli assi, ecc.) 
La funzionalità di questa prima tabella è di essere un raccoglitore dei parametri, 
sia che riguardino l’estrazione dei dati, sia la personalizzazione dei grafici. 
Ho scelto di creare anche un’altra tabella, la quale dovrà servire a raccogliere i 
dati prodotti da quelle applicazioni che, nel loro attuale stato di funzionamento, 
non ne producono di utili ai fini statistici. Le informazioni riguardano l’identità 
dell’utente che utilizza un’applicazione, l’identificativo univoco di tale 
applicazione, il tipo di azione svolta e la data in cui l’azione è stata eseguita. 
La funzionalità di questa seconda tabella è quella di essere un raccoglitore di 
dati che, opportunamente aggregati, forniranno informazioni utili a fini statistici. 
 
5.4.2 Linguaggi di programmazione 
Considerando l’architettura e i vincoli tecnologici (hardware e software) descritti 
in precedenza, ho deciso di implementare la soluzione usando il linguaggio 
Java. 
La scelta è motivata dal fatto che il Java è completamente portabile, il che 
garantisce alle applicazioni create di essere  platform independent; è inoltre un 
linguaggio robusto, sicuro (il modello di sicurezza è basato su quattro livelli), 
dinamico e distribuito. 
Una parte di soluzione è stata implementata utilizzando .NET: la scelta di un 
differente linguaggio di programmazione è motivata dal fatto che i server che 
ospitano le applicazioni che fruiranno di questa porzione di soluzione hanno 
sistemi applicativi Microsoft e non sappiamo a priori se è possibile integrarvi 
tecnologia java. 
 
5.4.3 Le componenti del sistema 
Il programma che gestisce le richieste di creazione grafici è strutturato come 
un’applicazione web. La scelta di questa soluzione è motivata dai vantaggi che 
questo tipo di modello garantisce, quali per esempio la facilità di 
aggiornamento, l’accesso multipiattaforma e soprattutto la garanzia di 
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scalabilità in caso sopraggiungessero in futuro esigenze di espandere 
l’applicazione. 
 
5.4.3.1 Pagine jsp 
L’applicazione genera pagine web dinamiche, in quanto il contesto applicativo è 
esso stesso in continua evoluzione; ho quindi utilizzato pagine jsp, 
introducendo parti di codice per prelevare dalla tabella dei parametri la lista dei 
grafici che è possibile richiedere. L’aggiunta di un record a quella tabella ha 
come conseguenza la visualizzazione di una scelta in più nel set di grafici 
disponibili. 
Durante l’esecuzione, l’applicazione sarà in grado di compiere le seguenti 
azioni: 
• ricevere una richiesta di un grafico; 
• collegarsi al db proprietario e prelevare le informazioni necessarie per il 
recupero dei dati utili alla generazione del grafico; 
• collegarsi al db specificato nelle informazioni appena prelevate e 
recuperare i dati; 
• costruire un grafico e generare una risposta. 
 
5.4.3.2 Servlet e java bean 
Dal momento che il flusso dei dati tra l’applicazione e i client si basa sul modello 
richiesta / risposta, lo strumento ideale per implementare la soluzione è 
rappresentato dalle Servlet java. 
La servlet, nel processare una richiesta, si appoggia ad un java bean, al quale 
demanda i compiti di connessione ai database e di costruzione del set dei dati 
da rappresentare sul grafico di risposta. 
L’uso del java bean è motivato dall’intenzione di implementare un modello di 
programmazione a componenti, in modo che il codice prodotto sia riusabile. 
Per generare il grafico sono state utilizzate le funzionalità offerte da una libreria 
java dedicata a questo scopo, JFreeChart, rilasciata su licenza LGPL, che ne 
permette l’uso all’interno di applicazioni proprietarie. 
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5.4.3.3 Web Service java 
Per ciò che concerne le applicazioni che non popolano il database con dati 
adeguati ad un’estrazione a fini statistici, ho creato un Web Service Java, che si 
pone come strumento di supporto per queste applicazioni. 
Il Web Service è implementato in modo da ricevere dati in formato XML: 
inizialmente ricostruisce, mediante un parsing dello stream in ingresso, il 
documento XML che riceve, quindi ne effettua una validazione  del contenuto e, 
se questa ha esito positivo, si connette al database  e lo memorizza. 
 
5.4.3.4 Web Service .NET 
Le uniche eccezioni ad un’implementazione interamente open source6 
riguardano un Web Service .NET e una class library .NET. 
La class library fornisce il metodo per generare il documento XML da inviare al 
Web Service Java e mette a disposizione anche un metodo per richiamare 
direttamente tale Web Service. 
Il Web Service .NET è creato con lo scopo di permettere e garantire la 
comunicazione con il Web Service Java da parte di applicazioni su sottoreti 
differenti o in DMZ; si pone come una sorta di proxy7 tra i server applicativi (o le 
applicazioni client) e il Web Service Java. 
Per la generazione del documento XML e l’invio dei dati utilizza i metodi forniti 
dalla class library. Le applicazioni .NET che non presentino la necessità di 
richiamare direttamente il Web Service .NET potranno invece integrare al loro 
interno direttamente la class library. 
 
5.4.3.5 JFreeChart 
Utilizzando le API Sun native è possibile generare grafici partendo da un set di 
dati, ma il processo è piuttosto laborioso e richiede la programmazione 
dell’intera generazione punto per punto: è possibile semplificare il procedimento 
utilizzando JFreeChart, una libreria Java Open Source (rilasciata sotto licenza 
 
6 Open source indica un software rilasciato con un tipo di licenza per la quale il codice sorgente 
è lasciato alla disponibilità di eventuali sviluppatori, in modo che con la collaborazione, in 
genere libera e spontanea, il prodotto finale possa raggiungere una complessità maggiore di 
quanto potrebbe ottenere un singolo gruppo di programmazione. 
7 Un proxy è un programma che si interpone tra un client ed un server, inoltrando le richieste e 
le risposte dall'uno all'altro. Il client si collega al proxy invece che al server, e gli invia delle 
richieste. Il proxy a sua volta si collega al server e inoltra la richiesta del client, riceve la risposta 
e la inoltra al client. 
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LGPL) per la generazione dinamica di grafici a partire da una fonte dati. È stata 
progettata per funzionare correttamente sia in applicazioni java stand alone, sia 
in servlet e JSP. 
Tramite JFreeChart è possibile generare grafici di svariati tipi, quali grafici a 
torta, istogrammi, line chart, time series chart, scatter plot chart, diagrammi di 
Gantt, etc. 
Alcune delle caratteristiche principali da menzionare sono: 
• i grafici sono realizzabili in maniera sia bidimensionale che 
tridimensionale; 
• è possibile l’export diretto dei grafici nei formati immagine PNG (Portable 
Network Graphic) e JPEG (Joint Photografic Experts Group); 
• è possibile aggiungere tooltip ai grafici; 
• è possibile implementare uno zoom interattivo sui grafici; 
• prevede la gestione degli eventi del mouse sui grafici; 
• può generare Image Map HTML; 
• è possibile l’export dei grafici in PDF tramite iText; 
• è possibile l’export dei grafici in SVG tramite Batik; 
• fornisce l’accesso ai dati provenienti da sorgenti di diversa natura 
(database, file, etc.) tramite interfacce dataset dedicate già disponibili 
nella libreria. 
 
Nell’implementazione di un’applicazione Java che ha bisogno di generare dei 
grafici a runtime solo al momento in cui arrivano effettivamente i dati, utilizzare 
JFreeChart porta dei vantaggi rispetto al ricorso alle sole API Sun native. 
Innanzitutto si ha la possibilità di esportare i grafici anche nel formato PNG, 
oltre che JPEG. Si ha poi la possibilità di utilizzare le API allo stesso modo sia 
in una Servlet che in una qualsiasi altra classe Java. Si ha già a disposizione un 
insieme di dataset e un insieme di API per la loro gestione che evitano di 
doverne implementare di nuovi. E soprattutto, ultimo ma non meno importante, 
si hanno a disposizione numerosi metodi per personalizzare i grafici dal punto 






A prescindere dal tipo, la generazione di un grafico tramite JFreeChart prevede 
sempre le seguenti azioni: 
 
• creazione e popolamento di un Dataset; 
• creazione di un oggetto di tipo JFreeChart tramite il corrispondente 
metodo della classe org.jfree.chart.ChartFactory; 
• impostazione degli attributi del diagramma tramite una delle classi plot 
del package org.jfree.chart.plot; 
• rendering del grafico tramite una delle classi del package 
org.jfree.chart.renderer; 
• definizione dell’asse delle ordinate tramite una delle classi del package 
org.jfree.chart.axis [2]. 
 
I package utilizzati 
La class library JFreeChart è formata da molti package, in quanto fornisce una 
cospicua serie di opzioni per costruire e personalizzare grafici. Vediamo quali 
sono i package più utilizzati nel progetto: 
 
org.jfree.chart 
Rappresenta il cuore della class library. Contiene, tra le altre, la classe 
JFreeChart, utilizzata per rappresentare il grafico e la classe ChartFactory, che 
fornisce una serie di metodi per la creazione dei grafici. 
 
org.jfree.chart.plot 
Questo package permette di lavorare sul diagramma. Contiene le classi plot, 
categoryPlot e XYPlot, utilizzate per rappresentare i dati e personalizzare le 
viste (orientamento del grafico, colori delle linee, ecc.) 
 
org.jfree.chart.renderer 






E’ il package utilizzato per rappresentare il dataset. Contiene la classe 
DefaultCategoryDataset utile a questo scopo. 
 
org.jfree.chart.axis 
Contiene un set di classi utili per definire e personalizzare la disposizione, il 
layout e le etichette da porre sugli assi. 
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6. Implementazione dell’architettura 
Per rispondere all’esigenza di creazione di un’applicazione platform 
independent per visualizzare i dati sottoforma di report grafici, seguendo le 
scelte progettuali, ho implementato il modulo DISCover, un’applicazione web in 
java costituita da una pagina jsp, da una servlet, denominata GetData, e da un 
java bean, denominato ReceiveDataBean. 
DISCover interagisce con le tabelle del  DB proprietario e con quelle da cui 
deve prelevare i dati per generare i grafici. 
La struttura segue il modello MVC (model-view-controller), un pattern 
architetturale molto diffuso ed efficiente che consiste nel separare le 
componenti software in base al ruolo a cui sono destinate: 
• il model contiene i dati e fornisce i metodi per accedervi; questa parte è 
implementata dal java bean, ReceiveDataBean; 
• il view visualizza i contenuti del model; questa parte è implementata da 
una jsp; 
• il controller riceve i comandi dell’utente attraverso il view e li esegue 
modificando lo stato degli altri due componenti; questa parte è 
implementata dalla servlet  GetData. 





Figura 28: Architettura implementata dal modulo DISCover 
 
Il solo modulo DISCover è in grado di generare grafici di quelle applicazioni che 
già producono dati su cui eseguire estrazioni statistiche. 
Riguardo le altre applicazioni, invece, è necessario implementare un sistema 
per permettere loro di inviare dati che possano popolare DBstat, in modo che 
quando perverrà al modulo DISCover una richiesta di grafico per queste 
applicazioni, questi sia in grado di recuperarvi i dati utili. 
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Questa parte di sistema consta di due Web Services, ed è mostrata nella 
seguente figura:  
 
 
Figura 29: Architettura dei due Web Services 
 
Il Web Service Java, DManagerWS, riceve dati sottoforma di documenti XML e, 
dopo averli opportunamente elaborati e validati, li scrive nel database. 
Nel caso in cui le applicazioni che devono inviare informazioni abbiano visibilità 
del server su cui è installato, cioè siano in grado di richiamarlo direttamente, 
queste possono farlo utilizzando la class library Pivot.StatsBuilder, la quale 
fornisce un metodo per costruire il documento XML e un metodo per richiamare 
il Web Service Java. 
Nel caso in cui non sia possibile integrare la class library su queste applicazioni, 
allora possono appoggiarsi al Web Service .NET, SendXmlWS, che funge da 
proxy tra le applicazioni e il web service java. Questo, sfruttando i metodi della 
class library, costruisce il documento XML e lo invia. 
Se le applicazioni sono situate su sottoreti differenti, e quindi abbiano difficoltà 
nel contattare il server su cui è installato il web service java, oppure si trovano 
in DMZ, allora è necessario rendergli richiamabile il Web Service SendXmlWS, 
il quale si occuperà, come nel caso appena descritto, della generazione del 





Ricapitolando, i moduli creati sono: 
 
• DISCover: applicazione web in java, contenente jsp, servlet e bean. 
Gestisce le richieste di generazione di grafici 
• DManagerWS: Web service java. Riceve dati in formato XML e li 
immagazzina all’interno del database DB 
• SendXmlWS: Web service .NET. Costruisce un documento XML con i 
dati che riceve e invia tale documento al web service java. 
• Pivot.StatsBuilder: class library .NET. Fornisce due metodi: uno per 
generare documenti XML e uno per inviare tali documenti al web service 
java. 
• DBstat: Database Oracle che contiene la tabella dei parametri (sqls) e la 
tabella per immagazzinare i dati ricevuti da DManagerWS 
(custom_data). 
Lo schema architetturale comprensivo di tutti i moduli implementati è mostrato 









6.1 Progettazione del database 
Dal momento che il ServerDB ospita un database Oracle, è stato necessario 
procurarsi gli strumenti adeguati per poter interagire con esso. In ogni modulo 
del sistema distribuito che deve effettuare una connessione al db è stato incluso 
il package oracle.jdbc, il quale contiene i driver necessari per interagire con un 
DBMS Oracle. 
Per la realizzazione dell’intero sistema ho deciso di utilizzare due tabelle, 
denominate sqls e custom_data. 
La tabella sqls conterrà tutte le indicazioni parametriche per effettuare sia il 
prelievo dei dati sui quali costruire il grafico (query, driver da caricare, stringa di 
connessione al db), sia le personalizzazioni sul grafico stesso (titolo, legenda, 
etichette degli assi). 
La tabella custom_data servirà per immagazzinare dati che provengono da tutte 
le applicazioni che non popolano i database in maniera adeguata per estrazioni 
a fine statistico. 
In questo caso, ogni volta che il sistema dovrà generare un grafico inerente 
l’uso di tali applicazioni, preleverà dei dati da questa tabella. 
La tabella sqls è così composta: 
 












I dati contenuti nella tabella, eccetto per il campo estrdata che è composto da 
interi (INTEGER), sono di tipo VARCHAR2: significa che i campi possono 
contenere una stringa di caratteri a lunghezza variabile, pari al massimo al 
valore fra parentesi. La dimensione massima è 4000 byte. 




nome: indica a cosa si riferiscono i dati visualizzati. Il valore del campo compare 
nella legenda del grafico. Questo campo è anche la chiave primaria della 
tabella; 
query: contiene l’intera query sql che il programma va ad effettuare sul 
database con il fine di estrarre i dati da visualizzare; 
class_for_name: contiene una stringa indicante il driver che il driver manager 
deve caricare per connettersi al database oggetto della query; 
connection_string: contiene una stringa che specifica i parametri per la 
connessione al database oggetto della query, quali il tipo di connessione, 
username, password, indirizzo IP e nome del database; 
label_x: indica l’etichetta che verrà visualizzata sull’asse delle ascisse del 
grafico; 
label_y: indica l’etichetta che verrà visualizzata sull’asse delle ordinate del 
grafico; 
titolo: indica, come è facile intuire, il titolo del grafico, che comparirà in alto al 
centro; 
tipo_grafico: contiene il tipo del grafico che il programma dovrà costruire. 
Questo campo assume un range di quattro valori distinti, ognuno dei quali 
corrispondente a un tipo di grafico implementato: “barre”, “bverticali”, “torta”, 
“serie”; 
descrizione_grafico: questo campo contiene una stringa che verrà utilizzata in 
fase di presentazione dalla pagina JSP per descrivere il grafico da costruire; 
estrdata: questo campo, di tipo numerico, indica quanti valori di ritorno ha la 
query contenuta del campo query. Il programma utilizza questo parametro per 
costruire il Dataset del grafico. 
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Il servizio Web DManagerWS utilizza anch’esso il database Oracle per 
immagazzinare i dati provenienti dall’esterno (nel caso specifico, dal servizio 
web .NET oppure direttamente dalle applicazioni). La tabella di riferimento per 
questo processo è custom_data, così composta: 
 








action: indica il tipo di azione che viene eseguita (per esempio: open, update) 
objid: indica l’identificativo dell’applicazione da cui proviene il record 
userid: indica l’identificativo dell’utente che ha compiuto l’azione che ha 
generato l’informazione inviata; 
serviceid: indica l’identificativo del servizio cui il record fa riferimento 
data: indica semplicemente la data di invio delle informazioni 
valore: indica, nel caso di servizi di cui debba essere conteggiato l’uso, il 
numero delle volte che questi sono stati richiamati. 
6.2 Il modulo DISCover 
Questo modulo rappresenta, come detto in precedenza, la parte più significativa 
dell’applicazione, in quanto è quello che si occupa di gestire le richieste di 
creazione dei grafici. Vediamo quindi una descrizione dettagliata dei suoi 
componenti. 
 
6.2.1 La JSP di test 
La java server page che ho creato per testare il sistema legge dal database 
statistico le opzioni da presentare all’utente e crea una checkbox per ogni 
record presente nella tabella sqls. 
I valori letti sono racchiusi in un form html e l’invocazione della servlet, con il 
passaggio dei parametri necessari, è demandata a una funzione javascript. 
Entrando nel dettaglio, la prima azione che viene compiuta riguarda il prelievo 
dei parametri per la connessione al database statistico: 
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String class_for_name_sqls = application.getInitParameter("JDBCdriver"); 
String connection_sqls = application.getInitParameter("DBconnectionString"); 
 
Quindi si estraggono da sqls alcuni valori da utilizzare nella presentazione. La 
query applicata è: 
 
SELECT nome,titolo,tipo_grafico,descrizione_grafico FROM sqls ORDER BY titolo 
 
Successivamente si procede con la visualizzazione dei dati estratti: usando il 
valore del campo “titolo” per raggruppare grafici che rappresentano gli stessi 
argomenti si creano dei fieldset contenenti i checkbox per le opportune 
richieste. 
 
String titolo_old = null; 
 
while (rs.next()) { 
 
//per ogni elemento del result set si confronta il valore del campo titolo con 
quello assunto nell’elemento precedente 
 
if (titolo.equalsIgnoreCase(titolo_old)) { 
 
// se è uguale, allora si costruisce il checkbox 
 
 
                %> 
                <input name="<%=radioName%>" 
 type="radio"  
 value="<%=nome%>$<%=tipo_grafico%>" >  
<%=nome%> : <%=descrizione_grafico%> <br>  
            <% 
            } 
else{ 
 
            if (titolo_old != null) { 
 
//se non siamo al primo elemento, e se il titolo cambia, significa che è 
necessario inserire un pulsante e chiudere il fieldset 
 
                %>    
            <input type="button"  
          value="Grafico" 
      onclick="showDiagram('GetData','820','520','<%=titolo_old.replaceAll(" ", "_")%>');"> 
<br> 
             </fieldset>                                         
                <% } 
                %> 
 
//altrimenti si apre un nuovo fieldset che ha il titolo come legenda e si inserisce 
un nuovo checkbox 
 
                     <fieldset>   
                         <legend> <%=titolo%>  </legend><br> 
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                         <input name="<%=radioName%>"  
           type="radio"  
           value="<%=nome%>$<%=tipo_grafico%>" checked/>  
<%=nome%> : <%=descrizione_grafico%> <br>    
                      
                     <% 
                } 
            titolo_old = titolo; 
            %>             
            <% 
            } 
        %> 
          
//l’ultimo elemento necessita del pulsante di chiusura  
 
   <input type="button" value="Grafico"  
onclick="showDiagram('GetData', '820', '520', '<%=titolo_old.replaceAll(" ", 
"_")%>');"> 
<br> 
              </fieldset>   
        <% 
    } 
} 
 
Per prima cosa si inizializza a null la stringa titolo_old, quindi, sfruttando il fatto 
che tutti i record del result set sono ordinati in base al titolo si costruisce la 
pagina da visualizzare.  
Il richiamo della servlet viene effettuato da una funzione javascript, 




function showDiagram(page, width, height, strRadio) 
            { 
                if (win) 
                    win.close(); 
                var radio = eval ("document.forms[0]." + strRadio); 
                var values; 
                if (radio.length == undefined) 
                    values = radio.value.split("$"); 
                for ( var i = 0; i < radio.length; i++){ 
                    if (radio[i].checked){ 
                        values = radio[i].value.split("$"); 
                        break; 
                    }     
                } 
                win = window.open(page + "?tipo_grafico=" + values[1] + "&grafico=" + values[0], 
"Grafico", 
          "width=" + width + ", height=" + height); 
            } 
 
La funzione individua il fieldset da cui proviene la richiesta e lo assegna alla 
variabile radio, quindi, all’interno di questo, recupera il nome e il tipo del grafico 
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richiesti e li assegna alla variabile value; infine, con l’ultima istruzione, richiama 
la servlet. 
 
6.2.2 La servlet GetData 
La servlet GetData riceve le richieste degli utenti, le processa e produce un 
grafico come risposta. Per svolgere l’elaborazione utilizza sia API Sun Native, 
sia la libreria JFreeChart, la quale fornisce metodi per generare in maniera 
semplice ed immediata innumerevoli tipi di grafici. 
I parametri estetici del grafico, quali i colori di sfondo, della griglia, delle linee o 
barre del grafico stesso, ecc. sono definiti in due file esterni, descritti di seguito. 
 
6.2.2.1 Personalizzazione dei colori del grafico 
I file “impostazioni_default.inf” e “impostazioni.inf” contengono al proprio interno 
le informazioni per migliorare l’aspetto esteriore dei grafici che il programma 
crea.  
Per avere a disposizione queste informazioni si utilizza la classe Properties del 
package java.util: questa classe rappresenta un set persistente di proprietà che 
possono essere caricate da uno stream esterno. È strutturato secondo lo 
schema chiave-valore, ed ognuna di queste entità è rappresentata come 
stringa. 
Ogni lista di proprietà ne può contenere un’altra, che rappresenta i suoi valori di 
default; nel momento in cui l’applicazione setta le proprietà effettua una ricerca 
nella lista di default se e solo se il risultato ottenuto dalla lista dei valori 
principali è nullo. 
 
 
default_prop = new Properties(); 
         
 try { 
default_prop.load(new FileInputStream(  
new File(getServletContext().getRealPath("/impostazioni_default.inf")))); 
      }  
        catch(IOException ioe) { 
            ioe.printStackTrace(); 
        } 
        catch (Exception e) { 
            e.printStackTrace(); 
        } 
         
        application_prop = new Properties(default_prop); 
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        try { 
            application_prop.load(new FileInputStream(  
new File(getServletContext().getRealPath("/impostazioni.inf")))); 
        }  
        catch(IOException ioe) { 
            ioe.printStackTrace(); 
        } 
        catch (Exception e) { 
            e.printStackTrace(); 
        }  
 
6.2.2.2 Creazione del bean 
Dopo aver caricato le proprietà si procede istanziando un oggetto di tipo 
ReceiveDataBean, quindi avviene il prelievo dei due parametri di 
inizializzazione JDBCdriver e DBConnectionString, usati per settare 
adeguatamente le proprietà del bean, poi il parametro “tipo_grafico” dalla 
request,  usato anch’esso per settare la relativa proprietà. Quindi l’unica cosa 
che rimane da fare è richiamare il metodo extractData(…) dell’oggetto 
dataBean per permettere a quest’ultimo di popolare il dataset necessario per la 
costruzione del grafico. 
 
ReceiveDataBean dataBean = new ReceiveDataBean(); 
        dataBean.setClass_for_name_sqls(this.getServletContext().getInitParameter("JDBCdriver")); 
       dataBean.setConnection_sqls(this.getServletContext().getInitParameter("DBconnectionString")) 
 
getServletContext().setAttribute("bean",dataBean); 





Una volta che il set di dati è a disposizione resta da stabilire il tipo di grafico da 
costruire, usando il parametro “tipo_grafico” della request. I casi da discriminare 
sono quattro, a seconda che la richiesta riguardi un grafico a barre orizzontali, 
verticali, una serie temporale oppure un grafico a torta. 
 
6.2.2.3 Creazione del grafico 
I tipi di grafico che possono essere creati sono quattro: a barre verticali e 
orizzontali, a torta e le serie temporali. 
Il grafico a barre, o istogramma, è creato estraendo dati da un 
DefaultCategoryDataset e rappresenta ogni elemento con una barra la cui 
lunghezza è pari al valore del dato. 
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La classe org.jfree.chart.ChartFactory della libreria JfreeChart fornisce una lista 
di metodi per la creazione di grafici. Nel caso di un istogramma, il metodo da 
utilizzare è createBarChart, descritto di seguito: 
 
public static JFreeChart createBarChart(String title, 
                                        String categoryAxisLabel, 
                                        String valueAxisLabel, 
                                        CategoryDataset dataset, 
                                        PlotOrientation orientation, 
                                        boolean legend, 
                                        boolean tooltips, 
                                        boolean urls) 
 
La descrizione dei parametri: 
- title: stringa che indica il titolo del grafico. Può assumere valore nullo. 
- CategoryAxisLabel: stringa che indica l’etichetta da applicare sull’asse 
delle ascisse. Può assumere valore nullo. 
- ValueAxisLabel: stringa che indica l’etichetta da applicare sull’asse delle 
ordinate. Può assumere valore nullo. 
- Dataset: i dati da rappresentare; anche questo valore può essere nullo, 
ed in questo caso viene generato un grafico vuoto. 
- Orientation: variabile che stabilisce l’orientamento del grafico, che può 
essere verticale o orizzontale; non può assumere valore nullo. 
- Legend: variabile booleana che stabilisce se è richiesta o meno una 
legenda per il grafico 
- Tooltips: variabile booleana che permette di abilitare o meno la 
generazione dei tooltip 
- Urls: variabile booleana per abilitare il grafico a generare URL. 
 
JFreeChart lChart = null; 
             
            lChart = ChartFactory.createBarChart(dataBean.getTitolo(),  
                    dataBean.getLabelAxisX(),  
                    dataBean.getLabelAxisY(),  
                    dataBean.getCDataset(),  
                    org.jfree.chart.plot.PlotOrientation.HORIZONTAL,  
                    true,  
                    false, 
                    false);  
 
Il titolo del grafico, le etichette dei due assi e i dati vengono estratti dal bean 
mediante gli appositi metodi getproperty; si imposta l’orientamento orizzontale 
del grafico e una legenda, mentre non si abilitano i tooltip e gli url. 
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La definizione di un oggetto JFreeChart è il primo passo della creazione del 
grafico; successivamente si devono settare gli attributi del diagramma, 
dichiarando un oggetto di tipo CategoryPlot mediante l’invocazione del metodo 
getCategoryPlot() di lChart.  
Le informazioni relative agli attributi del diagramma sono contenute nei file 
esterni “impostazioni.inf” e “impostazioni_default.inf”, e sono state caricate 
dentro l’oggetto application_prop (vedi impostazioni grafiche). 
Per poter accedere a queste informazioni si utilizza il metodo getProperty() di 
application_prop: 
 
String[] rgb = application_prop.getProperty("hbar.background.global").split(","); 
            Paint sfondo = new Color ( 
java.lang.Integer.parseInt(rgb[0]),  
 java.lang.Integer.parseInt(rgb[1]), 
 java.lang.Integer.parseInt(rgb[2]));             
 
Il codice utilizzato per l’estrazione è lo stesso per tutte le altre proprietà: 
• background.paint, che indica il colore di sfondo dell’area del grafico; 
• background.griglia_x, che indica, all’interno dell’area del grafico, il colore 
della griglia perpendicolare all’asse delle ascisse 
• background.griglia_y, che indica, all’interno dell’area del grafico, il colore 
della griglia perpendicolare all’asse delle ordinate 
• colore_grafico, che indica il colore degli elementi rappresentati 
• gradiente_colore_grafico, che indica, qualora ci fosse, la sfumatura di 
colore da creare con l’elemento precedente 
          
CategoryPlot plot = lChart.getCategoryPlot(); 




plot.setDomainGridlinePaint(griglia);    
plot.setRangeGridlinePaint(griglia_y);            
plot.setBackgroundPaint(paint);          
plot.setRangeAxisLocation(AxisLocation.BOTTOM_OR_LEFT); 
 
La classe CategoryPlot fornisce una lunga lista di metodi per personalizzare la 
presentazione; abbiamo scelto di permettere di impostarne alcuni: 
 
• Colore di sfondo dell’immagine, mediante il metodo 
setBackgroundPaint(). Questo metodo si applica direttamente all’oggetto 
 102
lChart, in quanto definisce lo sfondo dell’immagine intera, su cui 
potrebbe essere creato più di un grafico; 
• Visualizzazione delle griglie dell’asse delle ascisse, mediante il metodo 
setDomainGridlinesVisible(), e dell’asse delle ordinate, mediante il 
metodo setRangeGridlinesVisible(). È inoltre possibile impostare il colore 
di entrambe, rispettivamente con i metodi setDomainGridlinePain() e 
setRangeGridlinePaint(); 
• Colore di sfondo del grafico, utilizzando il metodo setBackgroundPaint() 
dell’oggetto di tipo CategoryPlot; 
• Posizione dei valori dell’asse delle ordinate, i quali possono essere 
situati a sinistra, come in un grafico convenzionale, oppure se 
l’orientamento è orizzontale si preferisce posizionarli in basso. Il metodo 
utilizzato è setRangeAxisLocation(). 
Dopo aver definito le proprietà principali del diagramma si procede definendo i 
valori sull’asse delle ordinate, per permettere una visualizzazione gradevole del 
risultato e una corretta ripartizione dei valori. 
 
NumberAxis rangeAxis = (NumberAxis) plot.getRangeAxis(); 
            rangeAxis.setStandardTickUnits(NumberAxis.createIntegerTickUnits()); 




Per prima si ricava l’asse delle ordinate, identificato da un oggetto di tipo 
NumberAxis. Quindi si applica il metodo setStandardTickUnits(), il quale 
definisce la fonte dei dati per cui creare il range dei valori e successivamente 
seleziona il minimo intervallo possibile che non generi sovrapposizioni tra gli 
stessi nella rappresentazione. 
Il metodo setVerticalTickLabels() permette di impostare l’orientamento dei valori 
sull’asse, che può essere verticale oppure orizzontale. 
Infine con il metodo setVisible() si stabilisce se visualizzare o meno le etichette 
appena definite. 
L’ultima azione da fare nel processo di creazione del grafico è il rendering: 
utilizzando la classe appropriata del package 
org.jfree.chart.renderer.category (in questo caso 
org.jfree.chart.renderer.category.BarRenderer). Anche in questa circostanza è 
possibile definire molte proprietà, ma ci siamo limitati a stabilire la larghezza 
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massima di ogni singola barra e abbiamo creato una sfumatura da applicare ai 
dati: 
 
BarRenderer renderer = (BarRenderer) plot.getRenderer(); 
          
renderer.setMaximumBarWidth( 0.20 ); 
             
            GradientPaint gp0 = new GradientPaint(  
                     10.0f, 0.0f, colore_grafico, 
0.0f, 10.0f, gradiente 
                     );            
renderer.setSeriesPaint(0, gp0); 
 
Il metodo setMaximumBarWidth() permette di stabilire la larghezza massima 
di ogni barra espressa come percentuale dello spazio disponibile per tutte le 
barre. 
GradientPaint è una classe della libreria jawa.awt, ed il costruttore utilizzato la 
istanzia utilizzando i parametri “colore_grafico” e “gradiente” definiti nei file di 
impostazione. Infine si invoca il metodo setSeriesPaint(), il quale necessita di 
due parametri in input: il primo è un numero intero che rappresenta l’indice, a 
partire da 0, della serie in esame, mentre il secondo è il GradientPaint appena 
creato. 
Adesso il grafico a barre è completamente configurato e non resta altro che 
passare l’oggetto lChart nell’output stream della servlet. Prima di descrivere 
questa porzione di codice, però, è bene rimarcare che i tipi di grafici costruibili 
sono quattro, e che ognuno ha delle sottili differenze implementative rispetto 
agli altri, a partire ovviamente dal metodo invocato per la loro generazione. 
 
Grafico a barre verticali 
Il metodo utilizzato per la creazione è createBarChart() della classe 
ChartFactory (lo stesso per il grafico a barre appena descritto), ma 
l’orientamento del grafico è verticale. 
Inoltre, per una questione di spazio e anche per differenziarlo dall’altro tipo di 
istogramma, il grafico a barre verticali utilizza solo i dodici valori (o meno se non 
presenti) più recenti del dataset a disposizione: si configura, quindi, come un 
grafico adatto a visionare statistiche create con cadenza mensile su base 
annua. 
 
if (CDataset.getColumnCount() > 12) { 
                int clear = (CDataset.getColumnCount() - 12); 
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                for (int i = 0; i<clear; i++) 
                    CDataset.removeColumn(0); 
            }  
 
Il metodo removeColumn() della classe DefaultCategoryDataset accetta 
l’indice della colonna da rimuovere come parametro. Gli indici all’interno 
dell’oggetto sono ordinati dal meno recente al più recente. 
Nella definizione degli attributi del diagramma si utilizza il metodo 
setForegroundAlpha() della classe CategoryPlot, il quale permette di settare 
il grado di trasparenza dello sfondo esterno all’area del grafico. 
Un altro metodo molto utile della medesima classe è setAxisOffset(), il quale 
permette di stabilire la distanza del grafico dagli assi cartesiani. 
Nella definizione dell’asse delle ordinate, dato che il grafico ha un orientamento 
verticale e non orizzontale, dal punto di vista estetico si ha una visione migliore 
se l’etichetta dell’asse è orientata verticalmente. Il metodo setLabelAngle() 
della classe NumberAxis riceve come parametro di ingresso un double che sta 
ad indicare l’angolo di inclinazione (espresso in radianti) dell’etichetta. 
 
Grafico a torta 
Il metodo utilizzato per la creazione è createPieChart3D() della classe 
ChartFactory. Come gli altri, è un metodo statico la cui sintassi è: 
 
public static JFreeChart createPieChart3D(String title, 
                                        PieDataset dataset, 
                                        boolean legend, 
                                        boolean tooltips, 
                                        boolean urls) 
 
Un grafico a torta ha bisogno di un numero minore di parametri di 
inizializzazione: è sufficiente il titolo e il set di dati. Inoltre sono minori anche le 
caratteristiche estetiche configurabili. 
 
Serie Temporale 
Il metodo utilizzato per la creazione è createTimeSeriesChart() della classe 
ChartFactory. La sintassi è identica a quella per la creazione di un 
istogramma, con l’unica differenza che il dataset deve essere un oggetto di tipo 
TimeSeriesCollection. 
Per quanto riguarda la definizione dell’asse temporale, questa si può attuare 
facilmente con le seguenti istruzioni: 
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DateAxis axis = (DateAxis) plot.getDomainAxis(); 
axis.setAutoRange(false);             
axis.setDateFormatOverride(new SimpleDateFormat("MMM-yyyy")); 
 
Si estrae dal diagramma l’asse temporale usando il metodo getDomainAxis(), 
quindi si disabilita l’adattamento automatico e infine si stabilisce il formato della 
data che comparirà sull’asse. 
L’ultima azione da compiere è quella di inviare l’oggetto creato sull’output 
stream: 
 
if ( lChart != null ) { 
                response.setContentType( "image/png" ); 
                OutputStream out = response.getOutputStream(); 
             
                ChartUtilities.writeChartAsPNG( out, lChart, 800, 500, lInfo ); 
                out.flush(); 
                out.close(); 
        } 
 
Se il processo di creazione del grafico è andato a buon fine per prima cosa si 
setta il tipo di risposta come immagine png, quindi si evoca il metodo 
writeChartAsPNG() della classe ChartUtilities. Questo metodo ha la seguente 
sintassi: 
 
public static void writeChartAsPNG(OutputStream out, 
                                          JFreeChart chart, 
                                          int width, 
                                            int height, 
                                            ChartRenderingInfo info) 
 
Riceve come parametri in ingresso l’OutputStream di destinazione, l’oggetto 
JFreeChart da inviare, la larghezza e l’altezza dell’oggetto e le informazioni ad 
esso relative. 
Infine si svuota lo stream di output usando il metodo flush() e quindi si chiude.  
 
6.2.3 Il ReceiveDataBean 
Il set di dati da visualizzare, prima di essere utilizzato dal programma, deve 
essere estratto dal database ed immagazzinato. Il ReceiveDataBean è creato 
per questo scopo: contiene le variabili utili a caratterizzare il grafico, memorizza 
in variabili private i parametri per connettersi al database da cui estrarre i dati e 
fornisce tre diversi tipi di dataset a seconda del tipo di grafico da costruire. 
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Si descrivono di seguito le variabili di rilievo per la generazione dei grafici 
dichiarate all’interno del bean. 
 
private String class_for_name_sqls; 
private String connection_sqls; 
 
Queste due variabili vengono inizializzate dalla servlet GetData dopo che 
questa ha istanziato il bean: contengono i parametri per la connessione al 
database proprietario. 
 
private String nome; 
private String query; 
private String class_for_name; 
private String connection; 
private String labelAxisX; 
private String labelAxisY; 
private String titolo; 
private String tipo_grafico; 
private String descrizione; 
private int estrdata;  
 
Queste variabili servono per immagazzinare tutti i valori di un record della 
tabella sqls: nome, labelAxisX, labelAxisY, titolo, descrizione verranno utilizzate 
dalla servel GetData quando genera il grafico; class_for_name e connection 
contengono i parametri per la connessione al database di piaggionet, mentre 
query contiene la stringa sql da applicare sul db. 
 
private DefaultCategoryDataset CDataset; 
private DefaultPieDataset PDataset; 
private XYDataset SDataset; 
 
A seconda del tipo di grafico da costruire c’è la necessità di un diverso dataset: 
per i grafici a barre si utilizzano DefaultCategoryDataset, per quelli a torta 
DefaultPieDataset, mentre per le serie temporali XYDataset. 
Per quanto riguarda i metodi, il ReceiveDataBean possiede tutti quelli per poter 
accedere in lettura alle proprietà quali nome, query, class_for_name, 
connection, labelAxisX, labelAxisY, titolo, tipo_grafico, descrizione, estrdata. 
L’accesso esclusivo in lettura a queste proprietà è motivato dal fatto che 
contengono informazioni che devono essere solamente utilizzate e non 
modificate: la servlet, infatti, preleva i valori per generare il grafico. Eventuali 
modifiche possono effettuarsi solo a livello di database, aggiornando i record o 
aggiungendone di nuovi. 
Le uniche due proprietà a cui è possibile accedere sia in lettura sia in scrittura 
sono class_for_name_sqls e connection_sqls, cioè i parametri per la 
connessione al database proprietario per il prelievo dei dati soprastanti. Queste  
sono stabilite nel file di configurazione dell’applicazione, quindi la servlet deve 
essere in grado di accedere in scrittura per settare questi campi del bean. 
 
6.2.3.1 Metodi del Bean 
Il ReceiveDataBean ha, come detto in precedenza, lo scopo di estrarre i dati dai 
database e renderli disponibili alla servlet che lo ha istanziato; compie le azioni 
sintetizzate nella figura sottostante: 
 
 
Figura 31: Metodi del ReceiveDataBean 
 
 
Si procede adesso alla descrizione dei metodi: 
private void extractSQL(String selection) 
 
Il metodo extractSQL riceve come parametro una stringa rappresentante il 
nome del grafico per cui estrarre i dati. Questa stringa corrisponde al campo 
“nome” della tabella sqls del database DBstat. Quindi la usa per costruire una 







conn = DriverManager.getConnection(getConnection_sqls()); 
                 
st = conn.createStatement(); 
rs = st.executeQuery("SELECT * FROM sqls WHERE nome='" + selection + "'"); 
                
while (rs.next()){ 
             this.nome = rs.getString(1); 
             this.query = rs.getString(2); 
             this.class_for_name = rs.getString(3); 
             this.connection = rs.getString(4); 
             this.labelAxisX = rs.getString(5);  
             this.labelAxisY = rs.getString(6); 
             this.titolo = rs.getString(7); 
             this.tipo_grafico = rs.getString(8); 
             this.descrizione = rs.getString(9); 







public void extractData(String selection) 
 
Il metodo extractData è invocato dalla servlet GetData quando deve gestire una 
richiesta di generazione di un grafico. Ha lo scopo di preparare il set di dati, 
estraendolo dal database di riferimento mediante una query di selezione 
contenuta nel campo “query” del bean. 
La prima azione che viene eseguita è, quindi, quella di richiamare il metodo 




successivamente prepara le variabili necessarie per connettersi al database da 
cui estrarre i dati per la generazione del grafico. Dal momento che sono previsti 
tre diversi tipi di dataset a seconda del tipo di richiesta, è necessario utilizzare 
la variabile tipo_grafico come discriminante. Ecco un esempio del codice nel 
caso in cui sia richiesto un grafico a barre: 
 
if (this.tipo_grafico.equalsIgnoreCase("barre") || this.tipo_grafico.equalsIgnoreCase("bverticali")) { 
         
            DefaultCategoryDataset TmpDataset = new DefaultCategoryDataset();   
                 
            String data1; 
            int data2; 
         
            try { 
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                conn = DriverManager.getConnection(connection);              
                st = conn.createStatement(); 
                rs = st.executeQuery(this.query);                   
                 
                if (this.estrdata == 3) { 
                                     
                    while (rs.next()){ 
                        data1 = rs.getString(3) + "-" + rs.getString(2).substring(2); 
                        data2 = rs.getInt(1);               
                        Integer hit = new Integer(data2); 
                        TmpDataset.addValue(hit.doubleValue(),selection,java.lang.String.valueOf(data1)); 
   … 
 
Il valore “tipo_grafico” è nel corpo della condizione del ciclo condizionale; se si 
verifica la condizione viene istanziato un oggetto di tipo 
DefaultCategoryDataset, che viene popolato con i dati estratti. I grafici a barre 
che si possono costruire con questo programma mettono tutti in relazione una 
determinata entità con il tempo, quindi è necessario che tutte le selezioni 
effettuate contengano almeno un valore di tipo temporale. Nel caso 
soprastante, il metodo di estrazione utilizza il ResultSet rs, così composto: 
• rs[1] contiene il dato da rappresentare; 
• rs[2] contiene il valore dell’anno di riferimento, in forma estesa (‘YYYY’); 
• rs[3] contiene il valore del mese di riferimento, in forma abbreviata 
(‘MM’). 
 
Concatenando rs[2] e rs[3] si ottiene la grandezza temporale adeguata, quindi 
usando il metodo addValue(…) si popola il dataset. 
In maniera analoga ci si comporta per quanto riguarda i grafici a torta e le serie 
temporali. 
6.3 Il modulo SendXmlWS 
Le applicazioni che non forniscono direttamente una base di dati da cui estrarre 
le statistiche appropriate sono in esecuzione su server Microsoft. 
Per estrarre da queste applicazioni dati circa il loro utilizzo ci si avvale di un 
semplice Web Service .NET, denominato SendXmlWS, il quale viene 
richiamato ogni qual volta si generino informazioni utili, per esempio quando 
viene utilizzato un servizio oppure quando un utente effettua il login in una 
determinata area. 
SendXmlWS, utilizzando i metodi forniti dalla class library Pivot.StatsBuilder, 
incapsula i dati in un oggetto di tipo XmlDocument e invoca un altro Web 
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Service (vedi modulo DmanagerWS) che si preoccuperà di catalogarli ed 
inserirli nel database proprietario. 
 
6.3.1 ClassLibrary Pivot.StatsBuilder 
La class library Pivot.StatsBuilder è l’equivalente di una DLL contenente 
oggetti, metodi e proprietà utilizzabili da qualunque programma ne faccia 
richiesta con un’opportuna dichiarazione. Si tratta quindi di un componente 
condiviso, che permette di usare le stesse funzionalità all’interno di diverse 
applicazioni. 
Pivot.StatsBuilder contiene la classe DataStats la quale, oltre al costruttore, 
fornisce il metodo PivotXmlStatsBuilder() che si occupa della creazione 
dell’oggetto XmlDocument e il metodo sendXml(), il quale invoca il metodo 
receive del Web Service Java DManagerWS. 
Il costruttore della classe è così composto: 
 
public DataStats(string action, string objID, string userID, int serviceID, DateTime data, string valore) 
        { 
            this.action = action; 
            this.objID = objID; 
            this.userID = userID; 
            this.serviceID = serviceID; 
            this.data = data; 
            this.valore = valore; 
        }  
 
Riceve in ingresso sei valori che utilizza per inizializzare le proprie variabili. 
L’oggetto così costruito è utilizzato dal metodo PivotXmlStatsBuilder() come 
visualizzato di seguito: 
 
public XmlDocument PivotXmlStatsBuilder (DataStats data) 
        { 
                XmlDocument xmlDocumentObject = new XmlDocument(); 
                xmlDocumentObject.LoadXml("<stats/>"); 
                XmlElement root = xmlDocumentObject.DocumentElement; 
               
       XmlElement item0 = xmlDocumentObject.CreateElement("data"); 
                root.AppendChild(item0);           
                XmlElement item1 = xmlDocumentObject.CreateElement("action");                 
                item1.SetAttribute("value", data.action);                 
                XmlElement item2 = xmlDocumentObject.CreateElement("objID"); 
                item2.SetAttribute("value", data.objID);                 
                XmlElement item3 = xmlDocumentObject.CreateElement("userID"); 
                item3.SetAttribute("value", data.userID); 
                XmlElement item4 = xmlDocumentObject.CreateElement("serviceID"); 
                item4.SetAttribute("value", data.serviceID.ToString());        
                XmlElement item5 = xmlDocumentObject.CreateElement("date"); 
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                item5.SetAttribute("value", XmlConvert.ToString(data.data)); 
                XmlElement item6 = xmlDocumentObject.CreateElement("valore"); 
                item6.SetAttribute("value", data.valore); 
                item0.AppendChild(item1); 
                item0.AppendChild(item2);  
                item0.AppendChild(item3);  
                item0.AppendChild(item4);  
                item0.AppendChild(item5);  
                item0.AppendChild(item6); 
 
            return xmlDocumentObject; 
            } 
 
Il valore di ritorno è un oggetto di tipo XmlDocument, che è l’equivalente, come 
dice il nome stesso, di un documento XML, costruito mediante i sei valori 
contenuto nell’oggetto che riceve come parametro.  
La descrizione del codice è decisamente intuitiva: inizialmente si crea la root del 
documento, quindi viene creato un elemento per ogni valore dell’oggetto 
DataStats e viene aggiunto al documento mediante il metodo AppendChild(). 




<action value="value1" /> 
<objID value="value2" /> 
<userID value="value3" /> 
<serviceID value="value4" /> 
<date value="value5" /> 




La libreria contiene un riferimento web, denominato wsReceiveXml, al web 
service java, costituito dal file WSDL del servizio, in modo da poterne invocare il 
metodo receive(). 
Il file WSDL che si ottiene come risultato della ricerca dei servizi è descritto di 
seguito analizzando le sue parti principali: 
 
<?xml version="1.0" encoding="UTF-8"?> 




   
<types> 
    <xsd:schema> 





    </xsd:schema> 
  </types> 
 
Dentro il tag types, anziché definire i tipi di dati uno per uno si importa il 
corrispondente xml-schema del servizio che si vuole richiamare. 
 
  <message name="receive"> 
    <part name="parameters" element="tns:receive"/> 
  </message> 
  <message name="receiveResponse"> 
    <part name="parameters" element="tns:receiveResponse"/> 
  </message> 
  <message name="Exception"> 
    <part name="fault" element="tns:Exception"/> 
  </message> 
 
I messaggi possono essere di tre tipi: receive, cioè il messaggio di richiesta, 
receiveResponse, cioè l’analogo messaggio di risposta ed Exception, 
messaggio nel caso si verifichino errori.  
 
<portType name="receiveXML"> 
    <operation name="receive"> 
      <input message="tns:receive"/> 
      <output message="tns:receiveResponse"/> 
      <fault name="Exception" message="tns:Exception"/> 
    </operation> 
  </portType> 
 
Il portType, che si chiama receiveXml, contiene una sola operazione, che è 
l’unico metodo che si può invocare richiamando questo Web Service. 
 
  <binding name="receiveXMLPortBinding" type="tns:receiveXML"> 
    <soap:binding transport="http://schemas.xmlsoap.org/soap/http" style="document"/> 
    <operation name="receive"> 
      <soap:operation soapAction=""/> 
      <input> 
        <soap:body use="literal"/> 
      </input> 
      <output> 
        <soap:body use="literal"/> 
      </output> 
      <fault name="Exception"> 
        <soap:fault name="Exception" use="literal"/> 
      </fault> 
    </operation> 
  </binding> 
 
Nel binding si effettua l’istanziazione del portType astratto, ripetendone la 
definizione, e stabilendo lo stile di codifica (document) e il modo di codificare gli 
elementi del messaggio (literal). 
 113
 
  <service name="receiveXMLService"> 
    <port name="receiveXMLPort" binding="tns:receiveXMLPortBinding"> 




    </port> 
  </service> 
</definitions> 
 
Infine il tag service definisce il nome del servizio Web e, visto che il binding è 
effettuato usando SOAP, si specifica nel tag <soap:address> l’indirizzo 
concreto della porta su cui il Web Service è a disposizione, mediante l’attributo 
location. 
La funzione sendXml() è così definita: 
 
public static int sendXml(String documentXml) { 
 
     wsReceiveXml.receiveXMLService serv = new wsReceiveXml.receiveXMLService(); 
     serv.Url = 
Pivot.StatsBuilder.Properties.Settings.Default.Pivot_StatsBuilder_receiveXml_receiveXMLService; 
             
            int res = serv.receive(documentXml); 
            return res; 
        } 
 
Riceve in ingresso una stringa rappresentante il documento xml da inviare, 
quindi, sfruttando il WSDL del servizio web java, dichiara un nuovo servizio 
web, e poi ne richiama il metodo receive(), passando la stringa come 
parametro. 
 
6.3.2 WebService SendXmlWS 
Utilizzando la class library il Web Service può svolgere in maniera molto 
semplice la propria funzione di instradamento. 
 
public class Service : System.Web.Services.WebService 
{ 
    public Service () { 
    } 
 
    [WebMethod] 
    public String MakeXmlDocument(string action, string objID, string userID, int serviceID, DateTime 
data,  
   string valore) { 
 
DataStats dati =  
new DataStats(action, objID, userID, serviceID, data, valore); 
 




         
    }  
 
[WebMethod] 
    public int SendXml(String xmlToSend){ 
        int res = DataStats.sendXml(xmlToSend); 
        return res; 
    } 
} 
 
I WebMethod messi a disposizione sono due,  MakeXmlDocument() e 
SendXml() e la descrizione delle funzioni che svolgono è decisamente intuitiva: 
il primo costruisce un XmlDocument a partire dai sei valori che riceve come 
parametro di ingresso, mentre il secondo instrada il documento XMLal web 
service java. 
6.4 Il modulo DManagerWS 
Il modulo DmanagerWS contiene un web service programmato in java che 
riceve dati in formato xml, li controlla, e quindi li scrive nella tabella 
custom_data del database proprietario, affinché questi siano disponibili per la 
costruzione dei grafici. 
Queste operazioni sono tutte incluse nel Web Method receive, dove avviene: 
 
• parsing dello stream di dati ricevuti come parametro; 
• validazione del documento xml 
• estrazione dei dati utili mediante un’ispezione del documento 
• inserimento dei dati nel database 
 
6.4.1 Accesso al ServletContext 
Per ricavare i valori del driver JDBC e l’indirizzo del database, i quali si trovano 
nel descrittore di deployment, è necessario che il WebService acceda al 
ServletContext, così da avere a disposizione i parametri di inizializzazione. 




        <param-name>class_for_name_sqls</param-name> 
        <param-value>oracle.jdbc.driver.OracleDriver</param-value> 
    </context-param> 
    <context-param> 
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        <param-name>connection_sqls</param-name> 
        <param-value> 
jdbc:oracle:thin:username/password@127.0.0.1:1521:dbname 
        </param-value> 
    </context-param> 
…. 
 
L’accesso ai parametri si ottiene dichiarando all’interno del web service una 
@resource, da intendere come una risorsa di cui il servizio ha bisogno; quindi, 
adesso che abbiamo il punto di partenza, dalla risorsa possiamo estrarre, 
applicando i metodi opportuni, il servletContext. 
 
@Resource private WebServiceContext wsc; 
public void getContextParameters() { 
        MessageContext ctxt = wsc.getMessageContext(); 
        sc = (ServletContext) ctxt.get(ctxt.SERVLET_CONTEXT); 
        class_for_name_sqls = sc.getInitParameter("class_for_name_sqls"); 
        connection_sqls = sc.getInitParameter("connection_sqls"); 
    } 
 
6.4.2 Parsing dei dati in ingresso 
Per quanto riguarda il parsing dei dati in ingresso si utilizzano le classi del 
package javax.xml.parsers, il quale fornisce gli strumenti per processare 
documenti XML: 
 
DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();       
DocumentBuilder builder = factory.newDocumentBuilder(); 
InputSource inStream = new InputSource(); 
inStream.setCharacterStream(new StringReader(xml)); 
Document doc = builder.parse(inStream); 
 
Dopo aver istanziato la DocumentBuilderFactory, e successivamente l’oggetto 
DocumentBuilder, avviene la dichiarazione della sorgente di input: si usa 
l’oggetto StringReader perché i dati XML ricevuti dal web service sono 
incapsulati in un oggetto di tipo String. 
A questo punto resta solo da richiamare il metodo parse() del 
DocumentBuilder: questo metodo restituisce un istanza dell’interfaccia 
Document del package org.w3c.dom, la quale rappresenta l’intero documento 
XML (concettualmente è la root del document tree, e fornisce l’accesso alle 
informazioni contenute nel documento). 
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6.4.3 Validazione dei dati 
Dopo aver istanziato il documento xml, prima di utilizzare i suoi valori è 
necessario procedere con la validazione, mediante un XML-schema usato per 
istanziare un oggetto di tipo Schema. 
L’xml-schema utilizzato è riportato di seguito: 
 
<?xml version="1.0" encoding="utf-8"?> 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
  <xs:complexType name="action"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="objID"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="userID"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="serviceID"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:int" /> 
  </xs:complexType> 
  <xs:complexType name="date"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:dateTime" /> 
  </xs:complexType> 
  <xs:complexType name="valore"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="data"> 
    <xs:sequence> 
      <xs:sequence> 
        <xs:element name="action" type="action" minOccurs="1" maxOccurs="1" /> 
        <xs:element name="objID" type="objID" maxOccurs="1" minOccurs="1" /> 
        <xs:element name="userID" type="userID" maxOccurs="1" minOccurs="1" /> 
        <xs:element name="serviceID" type="serviceID" maxOccurs="1"  
minOccurs="1" /> 
        <xs:element name="date" type="date" maxOccurs="1" minOccurs="1" /> 
        <xs:element name="valore" type="valore" maxOccurs="1" minOccurs="1" /> 
      </xs:sequence> 
    </xs:sequence> 
  </xs:complexType> 
  <xs:element name="stats"> 
    <xs:complexType> 
      <xs:sequence> 
        <xs:element name="data" type="data" minOccurs="1"  
maxOccurs="unbounded"/> 
      </xs:sequence> 
    </xs:complexType> 




Le tre istruzioni racchiuse nel blocco try sintetizzano l’intero processo di 
validazione: si crea uno schema utilizzando l’xml-schema, quindi si costruisce 
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un oggetto di tipo Validator e infine si invoca il metodo validate, che riceve in 
ingresso il documento xml. 
 
SchemaFactory factoryValidator = 
   SchemaFactory.newInstance(XMLConstants.W3C_XML_SCHEMA_NS_URI); 
Source schemaFile = 
 new StreamSource(new File(sc.getRealPath("/Pivot.StatsSchema.xsd"))); 
        
       try { 
       Schema schema = factoryValidator.newSchema(schemaFile); 
       
       Validator validator = schema.newValidator();            
                       
       validator.validate(new DOMSource(doc)); 
       }  
       catch (SAXException e) { 
           System.out.println("Dati non validi:" + e.getMessage()); 
        return 0; 
       } 
       catch  (Exception e) { 
           e.printStackTrace(); 
       } 
 
 
6.4.4 Estrazione dei dati dal documento XML 
Dopo che la validazione del documento è andata a buon fine, è necessario 
estrarre i dati in esso contenuti e prepararli per immagazzinarli nel database: 
 
Element root = doc.getDocumentElement(); 
       String strRoot = root.getTagName(); 
        
       String db_record[] = new String[6];  
       Node data =  null; 
       Node item = null; 
       String strData = null; 
        
       for (int i = 0; i<6; i++) { 
       data = root.getFirstChild(); 
       item = data.getFirstChild(); 
       strData = item.getAttributes().getNamedItem("value").getNodeValue(); 
        
       db_record[i] = strData; 
       data.removeChild(item); 
       } 
 
 
La descrizione del codice è abbastanza intuitiva: per prima cosa si ricava la root 
del documento usando il metodo getDocumentElement(), quindi si costruisce 




6.4.5 Inserimento dei dati nel database 
Per l’inserimento dei datti si tratta di effettuare una semplice INSERT nella 
tabella custom_data. 
Le operazioni da compiere per adattare i dati riguardano le conversioni di 
serv_id in intero e del formato della data in un formato standard per tutti i 
record. 
 
conn = DriverManager.getConnection(connection_sqls); 
st = conn.createStatement(); 
int serv_id = Integer.parseInt(db_record[3]); 
         
rs = st.executeQuery( 
     "INSERT INTO custom_data (action, objid, userid, serviceid, data, valore)   
     VALUES ('"+db_record[0]+"','"+db_record[1]+"','"+db_record[2]+"', 
      '"+serv_id+"', to_date('"+db_record[4]+"','DD/MM/YYYY'), 
      '"+db_record[5]+"')"); 
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7. Caso d’uso: trasferte 
Per testare l’applicazione si è analizzato il caso delle trasferte da diversi punti di 
vista, vagliando l’iter di una richiesta di trasferta nella sua interezza. Abbiamo 
costruito un grafico per ognuna di queste entità: 
• ore medie di autorizzazione di una trasferta 
• numero di trasferte confermate 
• numero di trasferte cancellate 
• numero di trasferte rifiutate 
• numero di trasferte effettuate 
Ad ognuna di queste entità corrisponde un record nella tabella sqls del 
database, che contiene i parametri per i grafici. 
La parte più impegnativa dell’analisi è definire le query appropriate da effettuare 
sulle tabelle del database di PiaggioNet, in quanto la base di dati è di grosse 
dimensioni ed è strutturata in maniera capillare. 
Presa in considerazione la dinamica da analizzare c’è bisogno di specificare: 
• il tipo di grafico che ne sintetizzi l’andamento 
• la query opportuna per estrarre i dati 
• le informazioni necessarie per connettersi al database 
• titolo, etichette e descrizione del grafico 
Mostriamo, a titolo di esempio, un estratto della tabella sqls inerente il caso 
d’uso “Trasferte”. I seguenti cinque schemi rappresentano ciascuno un record 
della tabella, e sono strutturati secondo la regola “nome campo – valore“. 
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nome Ore Medie Di Autorizzazione Trasferte Totale 
query SELECT Round (AVG(eev2.eeventtime-
eevent.eeventtime)*24,2) as durata, 
To_Char(eevent.eeventtime, 'YYYY'), 
To_Char(eevent.eeventtime, 'MM') 
  from eevent, eevent eev2 
 where eevent.efolderid = eev2.efolderid 
    and eev2.ETOSTAGE = 'Richieste Confermate' and 
eev2.EEVENTID>2 and eevent.EEVENTID = 0 
    and eevent.emapname = 'Foglio di Viaggio' 
     and (eev2.eeventtime-eevent.eeventtime) < 14 
     AND 
eevent.eeventtime>To_Date('20050101','YYYYMMDD') 





label_y numero ore 
titolo Media Autorizzazione Trasferte 
tipo_grafico serie 
descrizione_grafico Visualizza l'andamento delle ore in media necessarie per 
autorizzare una trasferta 
estrdata 3 
 
nome Trasferte confermate 
query select count(eevent.efolderid), To_Char(eevent.eeventtime, 
'YYYY'), To_Char(eevent.eeventtime, 'MM') 
  from eevent, eevent eev2 
 where eevent.efolderid = eev2.efolderid 
    and eev2.ETOSTAGE = 'Richieste Confermate' and 
eev2.EEVENTID>2 and eevent.EEVENTID = 0 
    and eevent.emapname = 'Foglio di Viaggio' 
    and (eev2.eeventtime-eevent.eeventtime) < 14 





label_y n° traferte 
titolo Trasferte 
tipo_grafico barre 




nome Trasferte Cancellate Totale 
query select count(distinct eevent.efolderid), 
To_Char(eevent.eeventtime, 'YYYY'), 
To_Char(eevent.eeventtime, 'MM') 
  from foglio_di_viaggio, eevent 
 where foglio_di_viaggio.efolderid=eevent.efolderid 
    and (eevent.ETOSTAGE like '%Eliminate%' or 
eevent.eactionname like 'Cancella%') 
    and emapname = 'Foglio di Viaggio' 





label_y n° traferte 
titolo Trasferte 
tipo_grafico bverticali 




nome Trasferte Rifiutate 
query select count(distinct eevent.efolderid), 
To_Char(eevent.eeventtime, 'YYYY'), 
To_Char(eevent.eeventtime, 'MM') 
  from foglio_di_viaggio, eevent 
 where foglio_di_viaggio.efolderid=eevent.efolderid 
    and (eevent.ETOSTAGE like '%Rifiutate%') 
    and emapname = 'Foglio di Viaggio' 





label_y n° traferte 
titolo Trasferte 
tipo_grafico bverticali 




nome Trasferte Effettuate 
query select count(distinct eevent.efolderid), 
To_Char(eevent.eeventtime, 'YYYY'), 
To_Char(eevent.eeventtime, 'MM') 
  from foglio_di_viaggio, eevent 
 where foglio_di_viaggio.efolderid=eevent.efolderid 
    and (eevent.ETOSTAGE = 'Trasferte Effettuate') and 
eevent.eactionname not like 'Cancella%' 
    and emapname = 'Foglio di Viaggio' 





label_y n° traferte 
titolo Trasferte 
tipo_grafico bverticali 




Quando si accede alla pagina web dell’applicazione vediamo uno scenario 
come quello mostrato nella figura sottostante. La grafica è scarna perché non è 
stato applicato il css per perfezionarne l’aspetto: 
 
Figura 32: Pagina web per testare l'applicazione 
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 A seguire mostriamo i cinque grafici che si ottengono selezionando ciascuno 
dei checkbox mostrati: 
 
 






















7.1 Analisi dei risultati ottenuti 
Eseguendo i test, analizzando i risultati prodotti e rivedendo il progetto nella sua 




la complessità della query da effettuare sul database incide in maniera 
determinante sulla velocità della generazione del grafico. Per query molto 
complesse i tempi di attesa sono abbastanza lunghi, ma riducibili tramite 




L’unica componente di progetto non portabile è il modulo .NET, che è stato 
creato per esigenze strettamente connesse all’infrastruttura presente 
nell’ambito di progetto. 
Altresì, i moduli essenziali del progetto che ne permettono il completo 




Non sono stati fatti test sulla scalabilità, ma dato che il sistema è composto da 
moduli che non prevedono complessità particolari nella comunicazione, 
interazione e sincronizzazione tra loro, se ne prevede una buona scalabilità, 
duplicando le componenti di web service e java servlet su differenti server. 
Potrebbe rivelarsi un collo di bottiglia il DB nel caso in cui tutte le applicazioni 




L’applicazione è stata progettata e programmata in maniera modulare quindi, 
sfruttando le funzionalità messe a disposizione dai moduli implementati, è 




Per ciò che concerne il modulo DISCover, questa è garantita perché è stato 
adottato un modello di programmazione a componenti, utilizzando un java bean 
per la gestione dei dati estratti; 
dal lato del servizio web in c# l’utilizzo di una class library apposita per la 
creazione del documento xml garantisce la riusabilità del codice. 
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Conclusioni e sviluppi futuri 
La progettazione del sistema distribuito è stata effettuata tenendo conto 
dell’ambito nel quale il progetto è stato immerso: la intranet Piaggio, con dei 
vincoli tecnologici hardware e software molto rigorosi. 
Questo ha limitato alcune scelte in ambito progettuale, ma non ha comunque 
posto ostacoli significativi nel conseguimento degli obiettivi. Dopo aver 
effettuato uno studio sul metodo di comunicazione da adottare per le entità 
coinvolte, si è progettato un’infrastruttura software e quindi ne è stata effettuata 
l’implementazione. 
I moduli creati sono: 
• DISCover, una web application java 
• DManagerWS, un web service java 
• SendXmlWS, un web service .NET 
• Pivot.StatsBuilder, una class library .NET 
Nella fase di test il sistema è stato analizzato su diversi livelli, e si è rivelato 
adeguato a soddisfare le esigenze e a risolvere le problematiche emerse in fase 
progettuale. 
Per quanto riguarda ulteriori sviluppi, sarebbe interessante creare un’interfaccia 
evoluta che permetta all’utente di navigare all’interno del database in modo da 
selezionare le dimensioni con le quali vuole produrre un report statistico, 
generando così la relativa query. 
Il programma potrebbe anche essere messo “in cascata” a prodotti di data 
mining, in grado di estrarre informazioni nascoste da database non 
statisticamente strutturati e memorizzarne i risultati in tabelle di appoggio. 
Un altro possibile sviluppo potrebbe essere la generazione al volo di documenti 
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<%@page language="java" import="java.sql.*" %> 
 
<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 
   "http://www.w3.org/TR/html4/loose.dtd"> 
 
<html> 
    <head> 
        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 
        <title>DISCover</title> 
        <script language="javascript" > 
            var win = null; 
            function showDiagram(page, width, height, strRadio) 
            { 
                if (win) 
                    win.close(); 
                var radio = eval ("document.forms[0]." + strRadio); 
                var values; 
                if (radio.length == undefined) 
                    values = radio.value.split("$"); 
                for ( var i = 0; i < radio.length; i++){ 
                  <!--  alert(i);  --> 
                    if (radio[i].checked){ 
                        values = radio[i].value.split("$"); 
                        break; 
                    }     
                } 
                win = window.open(page + "?tipo_grafico=" + values[1] +  
"&grafico=" + values[0], "Grafico", "width=" + 
width + 
 ", height=" + height); 
            } 
        </script> 
    </head> 
    <body> 
 
    <h1>Grafici Statistici</h1> 
     
    <form action='GetData' method='POST' target="_blank"> 
     
    <% 
    String class_for_name_sqls =  
application.getInitParameter("JDBCdriver"); 
    String connection_sqls =  
application.getInitParameter("DBconnectionString"); 
     
    Connection conn = null; 
    Statement st = null; 
    ResultSet rs = null; 
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    try { 
        Class.forName(class_for_name_sqls); 
        } 
    catch (Exception e) {e.printStackTrace();} 
     
    try { 
        conn = DriverManager.getConnection(connection_sqls); 
        st = conn.createStatement(); 
        rs = st.executeQuery( 
"SELECT nome,titolo,tipo_grafico, 
descrizione_grafico FROM sqls ORDER BY titolo"); 
        String titolo_old = null; 
         
        while (rs.next()) { 
            String nome = rs.getString(1); 
            String titolo = rs.getString(2); 
            String tipo_grafico = rs.getString(3); 
            String descrizione_grafico = rs.getString(4); 
            String radioName = titolo.replaceAll(" ", "_"); 
             
            if (titolo.equalsIgnoreCase(titolo_old)) { 
                %> 
                <input name="<%=radioName%>" type="radio" 
 value="<%=nome%>$<%=tipo_grafico%>" > <%=nome%> : 
 <%=descrizione_grafico%> <br>  
            <% 
            } 
            else{ 
                 
                if (titolo_old != null) { 
                %> 
                 
            <input type="button" value="Grafico" onclick=  
"showDiagram('GetData', '820', '520', 
'<%=titolo_old.replaceAll(" ", "_")%>');"><br> 
             </fieldset>                              
             
                <% } 
                %> 
                 
             <fieldset>   
                <legend> <%=titolo%>  </legend><br> 
                <input name="<%=radioName%>" type="radio"  
value="<%=nome%>$<%=tipo_grafico%>" checked/> <%=nome%> :  
<%=descrizione_grafico%> <br>    
                      
                     <% 
                } 
            titolo_old = titolo; 
            %> 
             
            <% 
            } 
        %>          
            <input type="button" value="Grafico"  
onclick="showDiagram('GetData', '820', '520',  
'<%=titolo_old.replaceAll(" ", "_")%>');"><br> 
           </fieldset>   
        <% 
    } 
     
    catch (SQLException sqlE) { sqlE.printStackTrace(); }  
    catch (Exception e) { e.printStackTrace(); } 
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    finally { 
        st.close(); 
        rs.close(); 
        conn.close(); 
    } 









series.background.global = 255,255,0 
series.background.paint = 180,180,180 
series.background.griglia_x = 255,255,255 
series.background.griglia_y = 255,255,255 
series.colore_grafico = 0,174,239 
 
hbar.background.global = 255,255,0 
hbar.background.paint = 180,180,180 
hbar.background.griglia_x = 255,255,255 
hbar.background.griglia_y = 255,255,255 
hbar.colore_grafico = 0,174,239 
hbar.gradiente_colore_grafico = 0,0,0 
 
vbar.background.global = 255,255,0 
vbar.background.paint = 180,180,180 
vbar.background.griglia_x = 255,255,255 
vbar.background.griglia_y = 255,255,255 
vbar.colore_grafico = 0,174,239 













































public class GetData extends HttpServlet { 
     
     Properties default_prop; 
     Properties application_prop; 
      
 
    protected void processRequest(HttpServletRequest request,  
HttpServletResponse response) 
          throws ServletException, IOException { 
         
        default_prop = new Properties(); 
         
        try { 
default_prop.load(new FileInputStream(new  
File(getServletContext().getRealPath("/impostazioni_default.inf
")))); 
        }  
        catch(IOException ioe) { 
            ioe.printStackTrace(); 
        } 
        catch (Exception e) { 
            e.printStackTrace(); 
        } 
         
        application_prop = new Properties(default_prop); 
         
        try { 
            application_prop.load(new FileInputStream(new 
   File(getServletContext().getRealPath("/impostazioni.inf")))); 
        }  
        catch(IOException ioe) { 
            ioe.printStackTrace(); 
        } 
        catch (Exception e) { 
            e.printStackTrace(); 
        }  
         
                     







      getServletContext().setAttribute("bean",dataBean); 
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      dataBean.setTipo_grafico(request.getParameter("tipo_grafico"));   
                 
        //estraggo i dati e li memorizzo nel databean 
      dataBean.extractData(request.getParameter("grafico")); 
                 
      String cases = request.getParameter("tipo_grafico"); 
                 
      JFreeChart lChart = null;               
         
                     
        if (cases.equals("barre")) { 
                                 
            DefaultCategoryDataset CDataset = null; 
             
            // Recupera i dati dal bean 
            CDataset = dataBean.getCDataset(); 
                         
            lChart = ChartFactory.createBarChart(dataBean.getTitolo(),  
                    dataBean.getLabelAxisX(),  
                    dataBean.getLabelAxisY(),  
                    dataBean.getCDataset(),  
                    org.jfree.chart.plot.PlotOrientation.HORIZONTAL,  
                    true,  
                    false, 
                    false); 
             
            String[] rgb = application_prop.getProperty 
("hbar.background.global").split(","); 
            Paint sfondo = new  
Color(java.lang.Integer.parseInt(rgb[0]), 
java.lang.Integer.parseInt(rgb[1]), 
java.lang.Integer.parseInt(rgb[2]));             
             
            String[] rgb_paint = application_prop.getProperty 
("hbar.background.paint").split(","); 




          
            String[] rgb_griglia = application_prop.getProperty 
("hbar.background.griglia_x").split(",") 




          
            String[] rgb_ordinata = application_prop.getProperty 
("hbar.background.griglia_y").split(",") 




          
            String[] rgb_colore = application_prop.getProperty 
("hbar.colore_grafico").split(","); 




          








          
            CategoryPlot plot = lChart.getCategoryPlot(); 
             
  // Imposta il colore di sfondo 
lChart.setBackgroundPaint(sfondo);                  
plot.setDomainGridlinesVisible(true); 
            plot.setRangeGridlinesVisible(true); 
             
//imposta il colore della griglia verticale 
plot.setDomainGridlinePaint(griglia); 
 
//imposta il colore della griglia orizzontale    
            plot.setRangeGridlinePaint(griglia_y);               
            plot.setBackgroundPaint(paint); 
             
  // serve per spostare le posizioni degli assi 
            plot.setRangeAxisLocation(AxisLocation.BOTTOM_OR_LEFT); 
                    
            NumberAxis rangeAxis = (NumberAxis) plot.getRangeAxis(); 
 
  //è il range per l'asse delle ordinate 
            
rangeAxis.setStandardTickUnits(NumberAxis.createIntegerTickUnits());   
   
  // cambia l'orientamento dei valori sull'ordinata 
            rangeAxis.setVerticalTickLabels(false);                  
            rangeAxis.setVisible(true); 
             
            CategoryItemRenderer renderer2 = plot.getRenderer(); 
            renderer2.setItemLabelGenerator(new  
StandardCategoryItemLabelGenerator()); 
            renderer2.setItemLabelsVisible(true);  
                         
            BarRenderer renderer = (BarRenderer) plot.getRenderer(); 
             
            renderer.setDrawBarOutline(false); 
 
  //larghezza massima di una barra 
            renderer.setMaximumBarWidth( 0.20 ); 
 
  //fa la sfumatura                
            GradientPaint gp0 = new GradientPaint(           
                10.0f, 0.0f, colore_grafico, 
                0.0f, 10.0f, gradiente 
                ); 
             
            renderer.setSeriesPaint(0, gp0);                        
        } 
         
         
         if (cases.equalsIgnoreCase("bverticali")) { 
            DefaultCategoryDataset CDataset = null; 
            // Recupera i dati dal bean 
            CDataset = dataBean.getCDataset(); 
                         
            // Tronca il dataset, estraendo solo i 12 dati più recenti 
             
            if (CDataset.getColumnCount() > 12) { 
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            } 
                int clear = (CDataset.getColumnCount() - 12); 
                 
                for (int i = 0; i<clear; i++) 
                    CDataset.removeColumn(0); 
            } 
                 
                                                 
            lChart = ChartFactory.createBarChart(dataBean.getTitolo(),  
                    dataBean.getLabelAxisX(),  
                    dataBean.getLabelAxisY(),  
                    CDataset,  
                    org.jfree.chart.plot.PlotOrientation.VERTICAL,  
                    true,  
                    true, 
                    false); 
             
            Paint sfondo = null; 
            try { 
            String[] rgb = application_prop.getProperty 
("hbar.background.global").split(","); 
            sfondo = new  
Color(java.lang.Integer.parseInt(rgb[0]), 
java.lang.Integer.parseInt(rgb[1]), 
java.lang.Integer.parseInt(rgb[2]));             
            } 
            catch (Exception e) { 
                
System.err.println(getServletContext().getRealPath("/impo
stazioni.inf")); 
             
            String[] rgb_paint = application_prop.getProperty 
("hbar.background.paint").split(","); 




          
            String[] rgb_griglia = application_prop.getProperty 
("hbar.background.griglia_x").split(",") 
 




          
            String[] rgb_ordinata = application_prop.getProperty 
("hbar.background.griglia_y").split(",") 




          
            String[] rgb_colore =  
application_prop.getProperty("hbar.colore_grafico").split(","); 




          
            String[] rgb_gradiente = application_prop.getProperty 
("hbar.gradiente_colore_grafico").split(","); 





          
            // Imposta il colore di sfondo 
lChart.setBackgroundPaint( sfondo ); 
                             
            CategoryPlot plot = lChart.getCategoryPlot(); 
             
             
            plot.setForegroundAlpha(0.5F);             
            plot.setBackgroundPaint(paint);             
            plot.setDomainGridlinesVisible(true); 
            plot.setDomainGridlinePaint(griglia); 
            plot.setRangeGridlinesVisible(false); 
            plot.setRangeGridlinePaint(griglia_y); 
   
  //sposta il rettangolo del grafico dagli assi 
            plot.setAxisOffset(new RectangleInsets(10D,10D, 10D, 10D));      
                     
            NumberAxis rangeAxis = (NumberAxis) plot.getRangeAxis(); 
            
rangeAxis.setStandardTickUnits(NumberAxis.createIntegerTickUnits());   
            rangeAxis.setLabelAngle(Math.PI / 2.0); 
            rangeAxis.setVerticalTickLabels(false); 
             
                         
            BarRenderer renderer = (BarRenderer) plot.getRenderer(); 
             
  //larghezza massima di una barra              
            renderer.setMaximumBarWidth( 0.05 ); 
                 
            GradientPaint gp0 = new GradientPaint( 
                0.0f, 0.0f, colore_grafico, 
                0.0f, 0.0f, gradiente 
                ); 
             
            renderer.setSeriesPaint(0, gp0); 
                        
        } 
 
 
        if (cases.equalsIgnoreCase("torta")) { 
            DefaultPieDataset PDataset = null; 
            // Recupera i dati dal bean 
            PDataset = dataBean.getPDataset(); 
             
            lChart = ChartFactory.createPieChart3D( 
                    request.getParameter("grafico"), 
                    dataBean.getPDataset(), 
                    true, 
                    true, 
                    false); 
 
          // Imposta il colore di sfondo           
     lChart.setBackgroundPaint( Color.yellow );                  
        } 
         
         
        if (cases.equals("serie")) { 
                                 
             
            lChart = ChartFactory.createTimeSeriesChart( 
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                    dataBean.getTitolo(), 
                    dataBean.getLabelAxisX(), 
                    dataBean.getLabelAxisY(), 
                    dataBean.getSDataset(), 
                    true, 
                    true, 
                    false); 
             
            String[] rgb = application_prop.getProperty 
("series.background.global").split(","); 




          
            String[] rgb_paint = application_prop.getProperty 
("series.background.paint").split(","); 




          
            String[] rgb_griglia = application_prop.getProperty 
("series.background.griglia_x").split(","); 




          
            String[] rgb_ordinata = application_prop.getProperty 
("series.background.griglia_y").split(","); 




          
            String[] rgb_colore = application_prop.getProperty 
("series.colore_grafico").split(","); 




          
             
    lChart.setBackgroundPaint( sfondo ); 
                  
            XYPlot plot = lChart.getXYPlot(); 
            plot.setBackgroundPaint(paint);           
            plot.setDomainGridlinePaint(griglia); 
            plot.setRangeGridlinePaint(griglia_y); 
            plot.setDomainCrosshairVisible(true); 
            plot.setRangeCrosshairVisible(true); 
             
            XYItemRenderer renderer = plot.getRenderer(); 
            if (renderer instanceof StandardXYItemRenderer) { 
                StandardXYItemRenderer rr = (StandardXYItemRenderer)  
renderer; 
                rr.setShapesFilled(true); 
            } 
               
            renderer.setSeriesStroke( 
                        0, new BasicStroke(2.0f, 
                        BasicStroke.CAP_ROUND, 
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                        BasicStroke.JOIN_ROUND, 
                        1.0f, 
                        new float[] {10.0f, 6.0f}, 
                        0.0f) 
            ); 
             
            renderer.setPaint(colore_grafico);                       
            DateAxis axis = (DateAxis) plot.getDomainAxis(); 
            axis.setAutoRange(false);       
            axis.setDateFormatOverride(new SimpleDateFormat("MMM-yyyy"));            
        } 
 
        // Rendering del grafico in PNG 
        if ( lChart != null ) { 
                response.setContentType( "image/png" ); 
                OutputStream out = response.getOutputStream();             
                ChartRenderingInfo lInfo = new ChartRenderingInfo(); 
                ChartUtilities.writeChartAsPNG 
( out, lChart, 800, 500, lInfo ); 
                out.flush(); 
                out.close(); 
        } 
        
} 
 
    protected void doGet(HttpServletRequest request,  
HttpServletResponse response) throws ServletException, 
IOException { 
 processRequest(request, response); 
    } 
     
  
    protected void doPost(HttpServletRequest request,  
HttpServletResponse response) throws ServletException, 
IOException { 
        processRequest(request, response); 
    } 
     
    public String getServletInfo() { 
        return "Short description"; 


















public class ReceiveDataBean extends Beans { 
     
    private DefaultCategoryDataset CDataset; 
    private DefaultPieDataset PDataset; 
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    private XYDataset SDataset; 
     
    // dati che si recuperano dalla tabella sqls 
    private String nome; 
    private String query; 
    private String class_for_name; 
    private String connection; 
    private String labelAxisX; 
    private String labelAxisY; 
    private String titolo; 
    private String tipo_grafico; 
    private String descrizione; 
    private int estrdata; 
    private String class_for_name_sqls; 
    private String connection_sqls; 
    
    public ReceiveDataBean() { 
    } 
         
    public void extractData(String selection) { 
         
        extractSQL(selection); 
        
        Connection conn = null; 
        Statement st = null; 
        ResultSet rs = null;         
                
             
        //per un grafico a barre 
        if (this.tipo_grafico.equalsIgnoreCase("barre") ||  
this.tipo_grafico.equalsIgnoreCase("bverticali")) { 
         
            DefaultCategoryDataset TmpDataset = new  
DefaultCategoryDataset(); 
                        
            String data1; 
            int data2; 
         
            try { 
                 
                conn = DriverManager.getConnection(connection);                
                st = conn.createStatement(); 
                rs = st.executeQuery(this.query);   
                                       
                if (this.estrdata == 3) { 
                                     
                    while (rs.next()){ 
                        //ottiene il dato 
                        data1 = rs.getString(3) + "-" + 
   rs.getString(2).substring(2); 
                        data2 = rs.getInt(1);               
                        Integer hit = new Integer(data2); 
                                                
TmpDataset.addValue(hit.doubleValue(), 
selection,java.lang.String.valueOf(data1)); 
                    } 
                 
                } 
            } 
                 
            catch (SQLException sqlE) {         
                sqlE.printStackTrace(); 
            } 
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            catch (Exception e) { 
                e.printStackTrace(); 
            } 
         
            finally { 
                 
                this.CDataset= TmpDataset; 
                 
                try { 
                    st.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
                try { 
                    rs.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
                try { 
                    conn.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                }         
            } 
        } 
         
             
        //per una serie temporale 
        if (this.tipo_grafico.equalsIgnoreCase("serie")){ 
             
            TimeSeriesCollection c = new TimeSeriesCollection();     
            TimeSeries s = new TimeSeries(this.titolo, Month.class); 
                 
            String data1; 
            int anno; 
            int mese; 
             
            try { 
                Class.forName(this.class_for_name);                 
            } 
            catch (Exception e) { 
                e.printStackTrace();        
            } 
             
            try { 
                conn = DriverManager.getConnection(this.connection); 
                st = conn.createStatement(); 
                rs = st.executeQuery(this.query); 
                                 
                if (this.estrdata == 3) {                     
                    while (rs.next()){ 
                        //ottiene il dato 
                        data1 = rs.getString(1); 
                        anno = rs.getInt(2); 
                        mese = rs.getInt(3); 
                        s.add(new Month(mese, 
      anno),java.lang.Double.parseDouble(data1)); 
                    } 
                } 
            } 
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            catch (SQLException sqlE) { 
                sqlE.printStackTrace();                         
            } 
            catch (Exception e) { 
                e.printStackTrace(); 
            } 
         
            finally { 
                   c.addSeries(s); 
                   c.setDomainIsPointsInTime(true); 
                   this.SDataset = c; 
                 
                   try { 
                    st.close(); 
                    } 
                   catch (Exception e) { 
                    e.printStackTrace(); 
                    } 
                   try { 
                    rs.close(); 
                   } 
                   catch (Exception e) { 
                    e.printStackTrace(); 
                   } 
                   try { 
                    conn.close(); 
                   } 
                   catch (Exception e) { 
                    e.printStackTrace(); 
                   }         
            } 
        }        
             
        //per un grafico a torta 
        if (this.tipo_grafico.equalsIgnoreCase("torta")) { 
         
            DefaultPieDataset TmpDataset = new DefaultPieDataset();     
            String data1; 
            int data2; 
         
            try { 
                // connessione a DB                
                conn = DriverManager.getConnection(connection); 
                st = conn.createStatement(); 
                rs = st.executeQuery(this.query); 
                   
                    while (rs.next()){ 
                    //ottiene il dato 
                    data1 = rs.getString(1); 
                    data2 = rs.getInt(2); 
                     
                    Integer hit = new Integer(rs.getInt(2)); 
                    TmpDataset.setValue(data1,hit.doubleValue());                   
                    } 
             
                } 
             
                    catch (SQLException sqlE) { 
                        sqlE.printStackTrace(); 
                    } 
                    catch (Exception e) { 
                        e.printStackTrace(); 
 143
                    } 
         
            finally { 
                this.PDataset = TmpDataset; 
                try { 
                    st.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
                try { 
                    rs.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
                try { 
                    conn.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                }         
            } 
        } 
         
    } 
         
     
        private void extractSQL(String selection) { 
            
            try { 
                Class.forName(getClass_for_name_sqls());                 
            } 
             
            catch (Exception e) { 
                    e.printStackTrace();        
                } 
             
            Connection conn = null; 
            Statement st = null; 
            ResultSet rs = null; 
             
             
            try { 
                conn = DriverManager.getConnection(getConnection_sqls()); 
                 
                st = conn.createStatement(); 
                rs = st.executeQuery( 
"SELECT * FROM sqls WHERE nome='" + selection + "'"); 
                
                while (rs.next()){ 
                    this.nome = rs.getString(1); 
                    this.query = rs.getString(2); 
                    this.class_for_name = rs.getString(3); 
                    this.connection = rs.getString(4); 
                    this.labelAxisX = rs.getString(5);  
                    this.labelAxisY = rs.getString(6); 
                    this.titolo = rs.getString(7); 
                    this.tipo_grafico = rs.getString(8); 
                    this.descrizione = rs.getString(9); 
                    this.estrdata = rs.getInt(10); 
                } 
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            } 
            catch (SQLException sqlE) { 
                sqlE.printStackTrace(); 
            } 
            catch (Exception e) { 
                e.printStackTrace(); 
            } 
             
            finally { 
 
                try { 
                    st.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
                 
                try { 
                    rs.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
                 
                try { 
                    conn.close(); 
                } 
                catch (Exception e) { 
                    e.printStackTrace(); 
                } 
            } 
            
        } 
     
    public String getNome() { 
        return nome; 
    } 
     
    public String getQuery() { 
        return query; 
    } 
     
    public String getClass_for_name() { 
        return class_for_name; 
    } 
     
    public String getConnection() { 
        return connection; 
    } 
     
    public String getLabelAxisX() { 
        return labelAxisX; 
    } 
         
    public String getLabelAxisY() { 
        return labelAxisY; 
    } 
         
    public String getTitolo() { 
        return titolo; 
    } 
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    public String getTipo_grafico() { 
        return tipo_grafico; 
    } 
 
    public String getDescrizione() { 
        return descrizione; 
    } 
     
    public int getEstrdata() { 
        return estrdata; 
    }   
 
    public DefaultCategoryDataset getCDataset(){ 
        return CDataset; 
    } 
     
    public DefaultPieDataset getPDataset(){ 
        return PDataset; 
    } 
     
    public XYDataset getSDataset(){ 
        return SDataset; 
    } 
     
     
    public String getClass_for_name_sqls() { 
        return class_for_name_sqls; 
    } 
 
    public String getConnection_sqls() { 
        return connection_sqls; 
    } 
     
    public void setTipo_grafico(String tipo_grafico) { 
        this.tipo_grafico= tipo_grafico; 
    } 
     
    public void setConnection_sqls(String connection_sqls) { 
        this.connection_sqls = connection_sqls; 
    } 
     
     public void setClass_for_name_sqls(String class_for_name_sqls) { 
        this.class_for_name_sqls = class_for_name_sqls; 
    }  
 } 




<?xml version="1.0" encoding="UTF-8"?> 




  <context-param> 
    <param-name>JDBCdriver</param-name> 
    <param-value>oracle.jdbc.driver.OracleDriver</param-value> 
  </context-param> 
  <context-param> 
    <param-name>DBconnectionString</param-name> 
    <param-value> 
jdbc:oracle:thin:username/password@127.0.0.1:1521:dbname 
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    </param-value> 
  </context-param> 
  <servlet> 
    <servlet-name>GetData</servlet-name> 
    <servlet-class>GetData</servlet-class> 
  </servlet> 
  <servlet-mapping> 
    <servlet-name>GetData</servlet-name> 
    <url-pattern>/GetData</url-pattern> 
  </servlet-mapping> 
  <session-config> 
    <session-timeout> 
            30 
    </session-timeout> 
  </session-config> 
  <welcome-file-list> 
    <welcome-file> 
            index.jsp 
    </welcome-file> 



































public class receiveXML{ 
 
    private String class_for_name_sqls; 
    private String connection_sqls; 
    private ServletContext sc; 
  
    @Resource private WebServiceContext wsc; 
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    public void getContextParameters() { 
        MessageContext ctxt = wsc.getMessageContext(); 
        sc = (ServletContext) ctxt.get(ctxt.SERVLET_CONTEXT); 
        class_for_name_sqls = sc.getInitParameter("class_for_name_sqls"); 
        connection_sqls = sc.getInitParameter("connection_sqls"); 
    } 
     
    @WebMethod 
    public int receive(@WebParam(name = "xml") String xml) throws Exception  
{ 
        
       getContextParameters();        
       DocumentBuilderFactory factory =  
DocumentBuilderFactory.newInstance(); 
       factory.setNamespaceAware(true); 
       DocumentBuilder builder = factory.newDocumentBuilder(); 
      
        
       Document doc = builder.parse(new InputSource(new  
StringReader(xml))); 
         
//inizio validazione documento   
        
       SchemaFactory factoryValidator = SchemaFactory.newInstance 
(XMLConstants.W3C_XML_SCHEMA_NS_URI); 
       Source schemaFile = new StreamSource(new File 
(sc.getRealPath("/Pivot.Stats.xsd"))); 
        
       try { 
       Schema schema = factoryValidator.newSchema(schemaFile); 
       
       Validator validator = schema.newValidator();            
                        
       validator.validate(new DOMSource(doc)); 
       } 
  
       catch (SAXException e) { 
           System.out.println("Dati non validi:" + e.getMessage()); 
        return 0; 
       } 
       catch  (Exception e) { 
           e.printStackTrace(); 
       } 
       
        
       Element root = doc.getDocumentElement(); 
       String strRoot = root.getTagName(); 
        
       String db_record[] = new String[6];  
       Node data =  null; 
       Node item = null; 
       String strData = null; 
        
       for (int i = 0; i<6; i++) { 
       data = root.getFirstChild(); 
       item = data.getFirstChild(); 
       strData = item.getAttributes().getNamedItem("value").getNodeValue(); 
        
       db_record[i] = strData; 
       data.removeChild(item); 
       } 
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    //inserimento dati nel database 
     
    Connection conn = null; 
    Statement st = null; 
    ResultSet rs = null; 
     
    try { 
        Class.forName(class_for_name_sqls); 
        } 
    catch (Exception e)  
    {e.printStackTrace(); 
    System.out.println(e); 
    } 
     
    try { 
        conn = DriverManager.getConnection(connection_sqls); 
        st = conn.createStatement(); 
        int serv_id = Integer.parseInt(db_record[3]); 
        db_record[4] = db_record[4].substring(0,10); 
        
        rs = st.executeQuery( 
"INSERT INTO custom_data (action, objid, userid, 




                                                                                     
    } 
    catch (Exception e) {  
        e.printStackTrace(); 
    } 
     
    return 1; 
    } 





<?xml version="1.0" encoding="UTF-8"?> 




    <context-param> 
        <param-name>class_for_name_sqls</param-name> 
        <param-value>oracle.jdbc.driver.OracleDriver</param-value> 
    </context-param> 
    <context-param> 
        <param-name>connection_sqls</param-name> 
        <param-value> 
jdbc:oracle:thin:username/password@127.0.0.1:1521:dbname 
  </param-value> 
    </context-param> 
    <session-config> 
        <session-timeout> 
            30 
        </session-timeout> 
    </session-config> 
    <welcome-file-list> 
 <welcome-file> 
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            index.jsp 
        </welcome-file> 





<?xml version="1.0" encoding="utf-8"?> 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
  <xs:complexType name="action"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="objID"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="userID"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="serviceID"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:int" /> 
  </xs:complexType> 
  <xs:complexType name="date"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:dateTime" /> 
  </xs:complexType> 
  <xs:complexType name="valore"> 
    <xs:sequence /> 
    <xs:attribute name="value" type="xs:string" /> 
  </xs:complexType> 
  <xs:complexType name="data"> 
    <xs:sequence> 
      <xs:sequence> 
     <xs:element name="action" type="action" minOccurs="1" maxOccurs="1" /> 
     <xs:element name="objID" type="objID" maxOccurs="1" minOccurs="1" /> 
     <xs:element name="userID" type="userID" maxOccurs="1" minOccurs="1" /> 
     <xs:element name="serviceID" type="serviceID" maxOccurs="1"  
minOccurs="1" /> 
     <xs:element name="date" type="date" maxOccurs="1" minOccurs="1" /> 
     <xs:element name="valore" type="valore" maxOccurs="1" minOccurs="1" /> 
      </xs:sequence> 
    </xs:sequence> 
  </xs:complexType> 
  <xs:element name="stats"> 
    <xs:complexType> 
      <xs:sequence> 
        <xs:element name="data" type="data" minOccurs="1"  
maxOccurs="unbounded"/> 
      </xs:sequence> 
    </xs:complexType> 




















    public class DataStats 
    { 
        string action; 
        string objID; 
        string userID; 
        int serviceID; 
        DateTime data; 
        string valore; 
 
        public DataStats(string action, string objID, string userID,  
 int serviceID, DateTime data, string valore) 
        { 
            this.action = action; 
            this.objID = objID; 
            this.userID = userID; 
            this.serviceID = serviceID; 
            this.data = data; 
            this.valore = valore; 
        } 
 
        public XmlDocument PivotXmlStatsBuilder(DataStats data) 
        { 
 
            XmlDocument xmlDocumentObject = new XmlDocument(); 
            xmlDocumentObject.LoadXml("<stats/>"); 
            XmlElement root = xmlDocumentObject.DocumentElement; 
 
            XmlElement item0 = xmlDocumentObject.CreateElement("data"); 
            root.AppendChild(item0); 
            XmlElement item1 = xmlDocumentObject.CreateElement("action"); 
            item1.SetAttribute("value", data.action);           
            XmlElement item2 = xmlDocumentObject.CreateElement("objID"); 
            item2.SetAttribute("value", data.objID);            
            XmlElement item3 = xmlDocumentObject.CreateElement("userID"); 
            item3.SetAttribute("value", data.userID);          
            XmlElement item4 =  
xmlDocumentObject.CreateElement("serviceID"); 
            item4.SetAttribute("value", data.serviceID.ToString());           
            XmlElement item5 = xmlDocumentObject.CreateElement("date"); 
            item5.SetAttribute("value", XmlConvert.ToString(data.data, 
      XmlDateTimeSerializationMode.Utc));            
            XmlElement item6 = xmlDocumentObject.CreateElement("valore"); 
            item6.SetAttribute("value", data.valore); 
             
            item0.AppendChild(item1); 
            item0.AppendChild(item2); 
            item0.AppendChild(item3); 
            item0.AppendChild(item4); 
            item0.AppendChild(item5); 
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            item0.AppendChild(item6); 
 
            return xmlDocumentObject; 
 
        } 
 
        public static int sendXml(String documentXml) 
        { 
            wsReceiveXml.receiveXMLService serv = new  
wsReceiveXml.receiveXMLService(); 
            serv.Url = Pivot.StatsBuilder.Properties.Settings. 
Default.Pivot_StatsBuilder_receiveXml_receiveXMLService; 
            int res = serv.receive(documentXml); 
            return res; 
        }  
 












  <types> 
    <xsd:schema> 





    </xsd:schema> 
  </types> 
  <message name="receive"> 
    <part name="parameters" element="tns:receive" /> 
  </message> 
  <message name="receiveResponse"> 
    <part name="parameters" element="tns:receiveResponse" /> 
  </message> 
  <message name="Exception"> 
    <part name="fault" element="tns:Exception" /> 
  </message> 
  <portType name="receiveXML"> 
    <operation name="receive"> 
      <input message="tns:receive" /> 
      <output message="tns:receiveResponse" /> 
      <fault name="Exception" message="tns:Exception" /> 
    </operation> 
  </portType> 
  <binding name="receiveXMLPortBinding" type="tns:receiveXML"> 
    <soap:binding transport="http://schemas.xmlsoap.org/soap/http" /> 
    <operation name="receive"> 
      <soap:operation soapAction="" /> 
      <input> 
        <soap:body use="literal" /> 
      </input> 
      <output> 
        <soap:body use="literal" /> 
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      </output> 
      <fault name="Exception"> 
        <soap:fault use="literal" name="Exception" namespace="" /> 
      </fault> 
    </operation> 
  </binding> 
  <service name="receiveXMLService"> 
    <port name="receiveXMLPort" binding="tns:receiveXMLPortBinding"> 
      <soap:address 
location="http://ENRICOPORTATILE:9090/DManagerWS/receiveXMLService" /> 
    </port> 















[WebService(Namespace = "http://tempuri.org/")] 
[WebServiceBinding(ConformsTo = WsiProfiles.BasicProfile1_1)] 
public class Service : System.Web.Services.WebService 
{ 
    public Service(){ 
    } 
     
 
    [WebMethod] 
    public String MakeXmlDocument(string action, string objID, string 
userID,  
    int serviceID, DateTime data, string 
valore){ 
 
DataStats dati =  
new DataStats(action, objID, userID, serviceID, data, valore); 
 
XmlDocument xmlDocumentObject = dati.PivotXmlStatsBuilder(dati); 
 
return xmlDocumentObject.InnerXml;         
    }  
 
 
    [WebMethod] 
    public int SendXml(String xmlToSend){ 
        int res = DataStats.sendXml(xmlToSend); 
        return res; 
    } 
 
} 
 
 
