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Jaša Plohl
Spremljanje porabe preko spletnih
orodij za vizualizacijo meritev
DIPLOMSKO DELO
VISOKOŠOLSKI STROKOVNI ŠTUDIJSKI PROGRAM
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Fakultete za računalnǐstvo in informatiko Univerze v Ljubljani. Za objavo in
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5.1 Struktura podatkov . . . . . . . . . . . . . . . . . . . . . . . . 15
5.2 Uporabljene tehnologije . . . . . . . . . . . . . . . . . . . . . . 15
5.3 Proces izdelave . . . . . . . . . . . . . . . . . . . . . . . . . . 16







UX user experience uporabnǐska izkušnja
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Naslov: Spremljanje porabe preko spletnih orodij za vizualizacijo meritev
Avtor: Jaša Plohl
Podjetja, ki se ukvarjajo s nadzorom kvalitete in porabe električne energije
se vsakodnevno srečujejo z velikimi količinami podatkov, ki večinoma pred-
stavljajo vrednosti meritev različnih veličin povezanih s porabo in kakovostjo
energije. Problem, s katerim se nekatera od teh podjetij srečujejo, je, da ni-
majo uporabniku prijaznega načina prikaza teh podatkov. Vizualizacija teh
podatkov je pomembna, saj omogoča, da se uporabnik lahko hitreje odzove
na nepričakovane in neželene spremembe vrednosti.
Cilj diplomske naloge je bil izdelati vizualizacijo, ki omogoča hiter pregled
po nivojih podatkov odvisno od uporabnikovih zahtev. Vizualizacija mora
biti na voljo brez zahteve po vnašanju številnih parametrov s strani uporab-
nika. V okviru diplomske naloge sem pregledal različne rešitve za oddaljeno
vizualizacijo meritev. Rešitve sem med seboj primerjal in si izbral tisto, ki
je najprimerneǰsa za naše potrebe. Izbrano rešitev, torej platformo Grafana,
sem uporabil na vzorčnem primeru oddaljene vizualizacije porabe električne
energije, prikazu različnih statistik in alarmov.
Ključne besede: meritve, vizualizacija, splet.

Abstract
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Author: Jaša Plohl
Companies that deal with the control of quality and consumption of electric-
ity encounter large amounts of data on a daily basis, which mostly represent
the values of measurements of various quantities related to energy consump-
tion and quality. The problem some of these companies face is that they
do not have a user-friendly way to display this information. Visualization
of this data is important as it allows the user to respond more quickly to
unexpected and unwanted value changes.
The aim of the diploma thesis was to create a visualization that allows a
quick overview of the data levels depending on the users requirements. The
visualization must be available without the user having to enter many pa-
rameters. As part of my dissertation, I reviewed various solutions for remote
visualization of measurements. I compared the solutions with each other
and chose the one that is most suitable for our needs. I used the selected
solution, i.e. the Grafana platform, on an example of remote visualization of
electricity consumption, display of various statistics and alarms.




Dandanes imamo opravka z vedno večjimi količinami podatkov, zaradi česar
se povečuje tudi pomen njihove vizualizacije. V svetu s tako velikimi količinami
podatkov je vizualizacija ključnega pomena, pri čemer je njen glavni cilj po-
sredovanje informacije iz podatkov na razumljiv način za uporabnika [4].
Uporabniku z vizualizacijo prikažemo le ključne podatke. Vizualizacije za
prikaz podatkov in informacij uporabljajo vizualne objekte (na primer: točke,
črte in podobno) vsebovane v grafih. Pomembno je ohranjati ravnotežje med
kompleksnostjo in razumljivostjo grafov [2].
Za ustvarjanje razumljivih in učinkovitih vizualizacij ter analizo podat-
kov in informacij uporabljamo različne tehnologije in orodja za vizualizacijo
podatkov. Ta omogočajo, da na lažji način iz podatkov razberemo trende in
vzorce ter se na podlagi le-teh lažje in učinkoviteǰse odločamo, čemur rečemo
tudi sprejemanje odločitev na podlagi podatkov (angl. data driven decision
making, DDDM) [29]. Sprejemanje odločitev na podlagi podatkov je proces,
ki nam omogoča lažje doseganje pomembnih (poslovnih) ciljev s pomočjo
preverjenih in analiziranih podatkov [12]. Tudi če odločitve, ki smo jih spre-
jeli na podlagi analiziranih podatkov, ne peljejo do pričakovanih rezultatov,
lahko te odločitve lažje opravičimo, saj niso bile sprejete na podlagi ugibanj.
V okviru svoje diplomske naloge sem implementiral oddaljeno vizualiza-
cijo podatkov meritev porabe. Idejo za to temo sem dobil med opravljanjem
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delovne prakse, ki sem jo izvajal v podjetju, ki se ukvarja z razvojem in
proizvodnjo merilnih naprav ter sistemov za nadzor kvalitete in porabe ener-
gije v različnih okoljih. Tam sem spoznal, da se taka podjetja vsakodnevno
srečujejo z velikimi količinami podatkov (predvsem z meritvami pridoblje-
nih iz različnih senzorjev). Že v okviru prakse sem se srečal s problemom
vizualizacije in analize podatkov z uporabo zunanje odprtokodne program-
ske opreme. Tekom opravljanja delovne prakse sem spoznal, da je to precej
obsežno področje, ki pa mi ga ne bo uspelo raziskati v tako kratkem času,
zato sem se odločil, da bom to področje podrobneje raziskal v okviru diplom-
ske naloge.
Reševanje izbranega problema sem začel z raziskavo razpoložljivih pro-
gramskih orodij za vizualizacijo podatkov ter vsakega od njih analiziral na
podlagi njihovih funkcionalnosti. Po končani raziskavi sem se glede na re-
zultate odločil za eno izmed analiziranih orodij, ki je najbolj primerno za
rešitev danega problema. Izbrano programsko orodje sem tudi uporabil za
implementacijo primera vizualizacije, primerne za podjetja, ki se ukvarjajo
z dobavo električne energije. Poleg tega sem želel v rešitvi omogočiti tudi
oddaljeno vizualizacijo porabljene električne energije na zahtevo strank pod-
jetja. Ker mora taka vizualizacija izpolnjevati določene pogoje, sem se glede
teh posvetoval tudi z mentorjem za obvezno delovno prakso.
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Opis problema
Cilj, ki sem ga s svojo diplomsko nalogo želel doseči, je bil da oblikujem
oddaljeno vizualizacijo, ki je za uporabnika hitro dostopna preko spletne
aplikacije. Poleg tega sem želel, da lahko uporabnik pri vizualizaciji izbira
različne nivoje podrobnosti podatkov. Ker se podatki nanašajo na vrednosti
meritev v električnem omrežju, je zelo pomembno, da lahko hitro vidimo
možna odstopanja od pričakovanih vrednosti, saj ta posledično lahko vodijo
do visokih stroškov. To pomeni, da morajo biti podatki dostopni hitro, brez
potrebe po vnašanju različnih parametrov s strani uporabnika. Ta problem
lahko rešimo tako, da uporabljamo že vnaprej sestavljene nadzorne plošče
(angl. dashboard), ki so sestavljene za točno določene uporabnike in njihove
potrebe.
Ker uporabljamo podatke, ki so v časovnem zaporedju, je najbolj smiseln
način vizualizacije uporaba preprostih grafov. Glede na strukturo podatkov
je bilo smiselno vizualizacije razdeliti v tri kategorije oziroma poglede glede
na njihov uporabnǐski vmesnik (angl. user interface, UI) in uporabnǐsko
izkušnjo (angl. user experience, UX), ki jo vizualizacija ponuja:
 Glavni pregled – ta uporabniku omogoča pregled nad meritvami iz glav-
nih merilnih mest z vseh lokacij. Taka vizualizacija mora biti imple-




 Pregled meritev za posamezno veličino – za vsako izmed razpoložljivih
veličin je implementirana ločena nadzorna plošča, znotraj katere si upo-
rabnik izbere lokacijo, ki ga zanima, ter tako dobi meritve iz vseh me-
rilnih mest znotraj izbrane lokacije.
 Pregled nad statistično obdelanimi podatki – vizualizacija je podobna
tisti, opisani v zgornjem primeru, s to razliko, da so poleg dejanskih
meritev uporabniku prikazani tudi statistično obdelani podatki. Sta-
tistične funkcije, ki jih je bilo potrebno implementirati so tekoče pov-
prečje za zadnje leto, percentili in primerjava podatkov po polletjih za
preǰsnja leta, saj se te metode obdelave najpogosteje uporabljajo na
tem področju.
Namen uporabe statističnih funkcij je primerjava, nadzor in analiza podat-
kov posameznih električnih veličin omrežja ter kvalitete oziroma obremenje-
nosti energetskih omrežij med različnimi obdobji znotraj leta in med leti.
Statistične funkcije so po navadi namenjene hitremu oziroma nadzornemu
pregledu in tehnično-ekonomskim ocenam, ki so podlaga za pripravo vlaga-
teljskih poročil ter izdelavo investicijsko-vzdrževalnih načrtov v energetskih
sistemih.
Ker bi bili pogledi prilagojeni posameznikom oziroma posameznim od-
delkom ali organizacijam, znotraj katerih nimajo vsi uporabniki dostopa do
istih podatkov, je potrebna tudi implementacija registracije novih uporabni-
kov, ter prijava (angl. login) obstoječih uporabnikov v sistem. To pomeni,
da bi vsak izmed sistemov moral imeti svojega administratorja, ki bi skrbel
za registracijo uporabnikov, ter jim omogočil dostop do pravilnih podatkov,




3.1 Zahteve za orodje
Orodja za vizualizacijo podatkov omogočajo oblikovalcem vizualizacij, da na
preprost način predstavijo večje nabore podatkov. Kadar imamo opravka z
velikimi količinami podatkov, je vsaj delna avtomatizacija procesa ustvarja-
nja vizualizacije ključnega pomena, saj bistveno olaǰsa delo razvijalca.
Vizualizacije podatkov lahko uporabimo v različnih okolǐsčinah, kot so
na primer nadzorne plošče, poročila, prodaja in trženje. V splošnem lahko
vizualizacijo podatkov uporabimo povsod, kjer obstaja potreba po hitri in-
terpretaciji podatkov.
Ker je razvitih zelo veliko število različnih orodij za vizualizacijo podat-
kov, moramo najprej določiti kakšne lastnosti ima dobro orodje, saj se lahko
s temi kriteriji hitreje odločimo, katero orodje bomo izbrali za svoj projekt.
Pomembna lastnost, ki jo mora imeti orodje je, da je enostavno za uporabo
in oblikovano na način, ki je intuitiven za uporabnika. Obstajajo številna
programska orodja, ki so zelo zapletena za uporabo. V tem primeru je po-
membno, da imajo dobro dokumentacijo in primere uporabe, saj brez tega
zelo otežijo delo razvijalcu in niso uporabne, ne glede na njihovo zmogljivost.
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Orodje mora podpirati tudi oddaljeno vizualizacijo, kar pomeni, da bom kot
vir podatkov uporabljal vmesnik za programiranje aplikacij (angl. applica-
tion programming interface, API).
Dobra orodja omogočajo uporabo velikih množic podatkov, v nekaterih
primerih tudi uporabo več množic podatkov znotraj ene vizualizacije, kar je
zelo uporabno, kadar želimo primerjati množice podatkov med seboj. Po-
leg tega, da mora orodje omogočati predstavitev podatkov, mora omogočati
tudi uporabo določenih statističnih funkcij nad danimi podatki in na razu-
mljiv in pregleden način predstaviti rezultate. Upoštevati je treba tudi ceno
orodja. Visoka cena mora biti upravičena predvsem v smislu bolǰse podpore
in bolǰsih zmogljivosti. V okviru svoje diplomske naloge sem se osredotočil
le na orodja, ki so brezplačna za uporabo [9].
Svojo raziskavo razpoložljivih orodij sem razdelil na dva dela in sicer na
razpoložljive knjižnice in na platforme za vizualizacijo podatkov. Oba izmed
teh delov imata svoje prednosti in slabosti, ki jih bom podrobneje opisal v
naslednjih dveh poglavjih. Pomembno je tudi, da je razvijalcu omogočena
izdelava lastnih uporabnǐskih vmesnikov, glede na potrebe uporabnika, prav
tako pa je pomembno, da je vizualizacija prilagojena vrsti uporabnika, saj s
tem uporabniku ni potrebno vnašati številnih parametrov, da lahko dostopa
do podatkov, ki ga zanimajo.
Za mojo rešitev je pomembno, da ni nameščena lokalno, ampak na strežniku,
do katerega lahko vsi dostopajo preko spletnega vmesnika, saj je moj cilj
ustvariti spletno vizualizacijo. S tega vidika je bolj smiselna uporaba že
implementirane platforme, saj nam s tem ni potrebno skrbeti za razvoj in
vzdrževanje celotnega sistema.
3.2 Platforme za vizualizacijo podatkov
Platforma je že implementiran sistem, ki nam omogoča implementacijo rešitve,
prav tako pa je ta rešitev dostopna na njej, torej nam ni potrebno implemen-
tirati in vzdrževati svojega sistema. Razvijalcu se torej ni potrebno ukvarjati
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z najnižjimi nivoji razvoja.
Z uporabo platforme pri izdelavi vizualizacije bi lahko močno pohitril
proces izdelave, saj bi bil čas, potreben za kodiranje, veliko kraǰsi. Glede
na to, da imajo platforme že vnaprej implementiran uporabnǐski vmesnik, ki
je v večini primerov izdelan s strani strokovnjakov na področju ustvarjanja
uporabnǐskih vmesnikov, mi ne bi bilo potrebno skrbeti za izdelavo le-tega.
3.2.1 Datawrapper
Datawrapper [11] je odprtokodna platforma za vizualizacijo podatkov. Do-
stopna je preko spletnega vmesnika, zato ni potrebna lokalna namestitev.
Za ustvarjanje vizualizacij ni potrebno znanje programiranja ali grafičnega
oblikovanja. Ponuja odziven uporabnǐski vmesnik, ki se prilagodi napravi, na
kateri uporabnik gleda vizualizacije s tem, da prilagaja napise, izrisane osi
na grafih in podobno. Platforma podpira delovanje v skupinah, kar omogoča
sodelovanje in skupen pregled za uporabnike znotraj teh skupin, kar je pri-
merno za delovanje v podjetjih. Slabost te platforme pa je, da kot vir po-
datkov podpira le Excel tabele in datoteke formata CSV.
3.2.2 Grafana
Orodje Grafana [19] je odprtokodna programska oprema namenjena vizua-
lizaciji in analizi podatkov. Omogoča tako lokalno namestitev, kot dostop
preko spletnega strežnika. Omogoča pisanje poizvedb, ki niso odvisne od
lokacije podatkov. Glavni objekti, na katerih so prikazani grafi, se v orodju
Grafana imenujejo plošče (angl. dashboards). Na njih združujemo grafe,
glede na potrebe uporabnika. Omogoča nam tudi poglede prilagojene posa-
meznim uporabnikom z uporabo overjanja (angl. authentication). Uporabna
funkcionalnost orodja Grafana je tudi možnost uporabe obvestil, v primeru
da določena vrednost preseže vnaprej določen prag.
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3.2.3 Ostala orodja
Prej opisani platformi sta se mi zdeli najbolj uporabni, seveda pa obstaja še
veliko ostalih, ki jih bom na kratko opisal v tem podpoglavju. Tableau [27]
podpira dostop preko namizne (angl. desktop) aplikacije in preko spletnega
strežnika. Ponuja dostop do podatkov iz številnih virov in je zelo uporabna
za poslovne namene. Ima sicer brezplačno različico, ki pa ne omogoča, da
vizualizacije obdržimo zasebne. Infogram [18] ponuja brezplačno različico z
osnovnimi funkcionalnostmi. Omogoča sestavljanje nadzornih plošč z upo-
rabo principa povleci in spusti (angl. drag-and-drop), kar dovoljuje tudi
neizkušenim oblikovalcem ustvarjati učinkovite vizualizacije. Podpira tudi
izvoz vizualizacij v različnih formatih ter interaktivnost, ki je uporabna na
spletnih straneh in aplikacijah. Ne podpira pa objave ustvarjenih vizualiza-
cij preko njihove platforme, zato moramo za to poskrbeti s svojim sistemom.
Chartblocks [1] podpira dostop do podatkov iz katerega koli vira. Grafi se
prilagajajo velikosti zaslona in napravi, na kateri jih uporabnik pregleduje.
Izdelane vizualizacije lahko vgradimo v svojo spletno stran, sama platforma
pa ne podpira objave vizualizacij.
Zaradi zgoraj navedenih razlogov, sem vse izmed naštetih rešitev izločil
iz nadaljnje obravnave.
3.3 Knjižnice za vizualizacijo podatkov
Programske knjižnice [3] so zbirke programov in funkcij, namenjene razvoju
programske opreme. Niso samostojni programi ampak vsebujejo vnaprej na-
pisano programsko kodo. Omogočajo nam večji nadzor nad izgledom celotne
vizualizacije ter izdelavo bolj interaktivnih vizualizacij. Prav tako jih lahko
enostavno uporabimo pri oddaljeni vizualizaciji podatkov v okviru razvoja
spletnega vmesnika, preko katerega dostopamo do podatkov. Ker bi bilo
najbolj uporabno, da bi bila vizualizacija del spletne aplikacije, sem se pri
pregledu osredotočil večinoma na knjižnice programskega jezika JavaScript.
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3.3.1 AmCharts in Chart.js
AmCharts [5] je knjižnica programskega jezika JavaScript za vizualizacijo
podatkov. Podpira osnovne in bolj napredne vrste grafov, prav tako pa pod-
pira vtičnike za dodatne funkcionalnosti. Grafi so že v naprej implementirani,
zato ni potrebno dodatno programiranje na nizkem nivoju. Deluje s sodob-
nimi orodji za razvijanje spletnih aplikacij, kot so React [17], Angular [16],
Vue [30] in podobno.
Chart.js [10] je zelo podobna knjižnica, ki pa ponuja nekaj manj vrst
grafov za uporabnika, po drugi strani pa omogoča bolj odzivne in animirane
vizualizacije. Poleg tega je bolj preprosta za uporabo.
3.3.2 D3.js
D3.js [6] je knjižnica programskega jezika JavaScript, ki z uporabo jezikov
HTML in CSS ter formata SVG ustvarja vizualizacije podatkov. Uporab-
niku omogoča veliko kreativne svobode, saj lahko vizualizacije ustvarja na
zelo nizkem nivoju, brez vnaprej ustvarjenih grafov. Ima tudi dobro pod-
poro za animacije in interaktivne vizualizacije. Z uporabo animacij lahko
povečamo količino informacije, ki jo uporabnik prejme iz naše vizualizacije
podatkov, interaktivnost vizualizacije pa dovoljuje uporabniku, da raziskuje
po podatkih.
Problem pri knjižnici D3.js je, da se mora razvijalec veliko naučiti o nje-
nem delovanju, preden lahko izkoristi vse funkcionalnosti, ki so na voljo.
Ponuja veliko primerov [7], ki jih lahko uporabnik prenese in veliko videov in
tečajev [8], za pomoč pri učenju.
3.3.3 Plotly
Plotly [25] je knjižnica programskega jezika Python, ki podpira uporabo
številnih (preko 40) različnih vrst grafov. Razvijalcu omogoča tudi dodaja-
nja elementov za interakcijo z uporabnikom, kot so na primer drsniki, gumbi
in spustni meniji. Ti elementi, uporabniku dovoljujejo več svobode pri raz-
10 Jaša Plohl
iskovanju podatkov. Ponuja tudi nekaj vgrajenih tem, da razvijalec lahko
poskrbi, da so vizualizacije skladne z izgledom uporabnǐskega vmesnika. Iz-
delane grafe je mogoče izvoziti v različne formate, med drugimi tudi v dato-





4.1 Razlogi za izbiro
Ko sem zaključil s pregledom razpoložljivih orodij, sem se najprej moral
odločiti ali bom za vizualizacijo uporabil obstoječe platforme, ali se bom
razvoja lotil na nižjem nivoju z uporabo programskih knjižnic. Uporaba
platforme se mi je zdela za moj problem primerneǰsa, saj sama poskrbi za
izgled in uporabnost uporabnǐskega vmesnika, hkrati pa podpira večino zah-
tevanih funkcionalnosti. V naslednjem koraku sem moral izmed analiziranih
platform izbrati za svoj primer najprimerneǰso. Odločil sem se za uporabo
orodja Grafana, saj je zelo dobro prilagojeno za vizualizacijo podatkov, ki so
v časovnem zaporedju (angl. time-series data), kot so meritve. Prav tako
podpira povezavo s številnimi podatkovnimi viri, med drugim tudi preko
programskih vmesnikov, kar je v primeru oddaljene vizualizacije ključnega
pomena, in sicer z uporabo vtičnika (angl. plugin).
Ker je ta vizualizacija namenjena za uporabo s strani podjetij, je po-
membno tudi, da ima različna vrsta uporabnikov dostop do različnih podat-




Ena izmed slabosti orodja Grafana je, da nima veliko vgrajenih možnosti
za izvajanje statističnih analiz podatkov, zato sem za to moral poskrbeti sam.
Moral sem tudi implementirati vmesnik, ki pretvarja podatke, ki jih vrača
programski vmesnik v obliko, primerno za orodje Grafana. Čeprav ne ponuja
tako velike izbire in svobode pri ustvarjanju grafov, to v našem primeru ne
predstavlja problema, saj je glavni način vizualizacije, ki ga potrebujemo,
preprost graf, prav tako pa ne potrebujemo visoke stopnje interaktivnosti.
4.2 Pregled orodja Grafana
Orodje Grafana je namenjeno analizi in spremljanju podatkov iz katerekoli
baze. Za ustvarjanje posameznih grafov orodje Grafana pridobiva podatke
s pomočjo poizvedb. Za pomoč pri pisanju poizvedb so implementirani ure-
jevalniki poizvedb za vsako izmed podatkovnih baz, ki jih orodje Grafana
podpira. Uporabniku urejevalnik dopolnjuje imena meritev in atributov v
bazi, s čimer mu olaǰsa pisanje poizvedb. Nastavimo lahko tudi, kako pogo-
sto je poizvedba poslana na vir podatkov in koliko podatkovnih točk mora
podatkovni vir vrniti.
Orodje Grafana podpira tudi uporabo obvestil, kadar so vrednosti me-
ritev izven vnaprej definiranih vrednosti. To omogoča hitro reakcijo v pri-
meru, da nepričakovane vrednosti lahko vodijo do materialne škode ali drugih
težav. Uporaba obvestil je omogočena na več načinov, med drugim tudi preko
elektronske pošte, sporočila SMS, platforme Slack in podobno. Uporabniku
omogoča 11 različnih načinov vizualizacije, med katerimi je najpogosteje upo-
rabljen preprost graf, saj omogoča prikaz večine časovno odvisnih podatkov.
Ena izmed zelo uporabnih funkcionalnosti orodja Grafana je tudi uporaba
spremenljivk, saj nam te omogočajo dve pomembni stvari:
 Dodamo lahko spustne menije, s katerimi lahko uporabnik sam izbere
določene parametre (v našem primeru s tem izbere lokacijo, za katero
ga zanimajo podatki), s katerimi vpliva na to, kateri podatki se izrǐsejo
na zaslon, kar prikazuje slika 5.1.
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 Možnost, da posamezni grafi niso trdo kodirani (angl. hard coded) tako,
da napǐsemo poizvedbo, rezultati katere se shranijo v spremenljivko, v
nastavitvah grafa pa nastavimo, da se graf samodejno ustvari za vsako
izmed vrednosti, ki so shranjene v spremenljivki. To razvijalcu tudi
olaǰsa morebitne popravke in spremembe na grafih, saj lahko spreme-
nimo le prvi graf, na ostalih pa se te spremembe naredijo samodejno.
Rezultat je predstavljen na sliki 5.2.
Spremenljivke naredijo nadzorne plošče bolj interaktivne in dinamične. Zno-






Za implementacijo rešitve sem uporabil API, ki glede na podane parametre,
vrne:
 Vsa merilna mesta, ter njihovo lokacijo,
 Vrne meritve glede na parametre, ki jih v API klic vnese uporabnik,
kot so identifikator merilnega mesta, za katerega ga zanimajo meritve,
identifikator veličine, ki uporabnika zanima ter časovni žig (angl. time-
stamp) začetka in konca obdobja, za katerega uporabnik želi podatke.
5.2 Uporabljene tehnologije
Tekom celotnega razvoja svoje rešitve sem uporabljal naslednje tehnologije:
 Grafana – orodje za vizualizacijo podatkov;
 JavaScript – programski jezik, v katerem sem sprogramiral vmesnik
[26];
 Visual studio code – integrirano razvojno okolje (angl. integrated de-
velopment environment, IDE) za urejanje izvorne kode (angl. source
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code) [21], v mojem primeru v programskem jeziku JavaScript;
 Git – orodje za nadzor nad različicami (angl. version control) [14];
 GitHub – repozitorj za shranjevanje izvorne kode [15];
 Node.js – platforma za razvoj spletnih aplikacij [24];
 Express – ogrodje za razvoj spletnih aplikacij [13].
Za uporabo urejevalnika izvorne kode Visual studio code sem se odločil, ker
se mi zdi zelo uporaben pri projektih v programskem jeziku JavaScript in
ima vgrajeno podporo za Node.js, prav tako pa sem ga že uporabljal tekom
študija, zaradi česar sem tudi že dobro seznanjen z njegovim delovanjem.
Za nadzor različic pri pisanju programske kode sem uporabljal sistem Git
[14] v kombinaciji z repozitorijem GitHub [15]. Na spletni strani GitHub sem
ustvaril nov repozitorij, kamor sem z uporabo programske opreme Git redno
shranjeval posodobitve programske kode.
5.3 Proces izdelave
5.3.1 Vir podatkov
Orodje Grafana podpira povezave s številnimi podatkovnimi bazami in sto-
ritvami v oblaku z uporabo različnih virov podatkov (data source). Vsak vir
podatkov je prilagojen z urejevalnikom poizvedb za specifično podatkovno
bazo oziroma storitev, ki jo podpira. Znotraj ene nadzorne plošče lahko kom-
biniramo tudi podatke iz različnih virov podatkov. Preden lahko začnemo
ustvarjati vizualizacije, moramo dodati nov vir podatkov, za kar orodje Gra-
fana uporablja vtičnike. Ker sem podatke za vizualizacijo pridobival z upo-
rabo klicev API, ki podatke vračajo v oznaki objektov programskega jezika
JavaScript (angl. JavaScript object notation, JSON), sem uporabljal vtičnik
z imenom JSON [20].
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5.3.2 Programiranje vmesnika
Uporabljeni vtičnik za podatkovni vir zahteva točno določeno delovanje API-
ja, ki pa ni bilo skladno z njegovim trenutnim delovanjem. Ta problem sem
rešil z implementacijo vmesnika, ki bo deloval kot API, ki ga kliče orodje
Grafana, v ozadju pa bo izvajal klice na moj API, ter spreminjal strukturo
odzivov JSON, da bo ta primerna za orodje Grafana. Strukturo podatkov,
ki jih vmesnik vrača, predstavlja izsek kode 5.1.




” t a r g e t ” : ” v e l i c i n a ” ,
” datapo int s ” : [
[ vrednost , casovn i z i g ] ,






Za implementacijo vmesnika sem izbral programski jezik JavaScript in
Node.js. Z uporabo Express ogrodja za Node.js sem naredil spletno aplikacijo
na naslovu http://localhost:5432. Ker pa so podatki, do katerih dostopa
orodje Grafana, na drugem viru, sem moral odpraviti tudi napako pri deljenju
virov med različnimi izvori (angl. cross-origin resource sharing, CORS).
To je mehanizem, ki uporablja glave protokola za prenos hiperteksta (angl.
hypertext transfer protocol, HTTP) za sporočanje brskalniku, da omogoči
dostop spletni aplikaciji, ki teče na enem izvoru, do izbranih virov na drugem
izvoru [23]. Ta problem sem rešil tako, da sem nastavil izbrane parametre
CORS v glavi spletne aplikacije, da je bil dostop do njenih virov možen tudi
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iz drugih izvorov.
Uporabljeni vtičnik zahteva, da zaledni del podatkovnega vira podpira 4
specifične končne točke (angl. endpoint), zato sem implementiral tudi te:
 GET http://localhost:5432 - uporabljen s strani orodja Grafana za pre-
verjanje povezave in delovanje API-ja, vrniti mora statusno kodo 200,
 POST http://localhost:5432/query - prejme objekt JSON z vsemi pa-
rametri vnesenimi s strani uporabnika v orodju Grafana, ter na njihovi
podlagi sestavi klic na API, ter preoblikuje vrnjene podatke v obliko
primerno za orodje Grafana,
 POST http://localhost:5432/search - vrne razpoložljive veličine,
 POST http://localhost:5432/annotations - vrne pripombe.
Podatke sem v vmesnik dobival z uporabo modula Node, z imenom Request,
s katerim sem izvajal klice API, ker pa ti vrnejo podatke v neustrezni obliki
za orodje Grafana, predstavljeni v izseku kode 5.2, sem v okviru vmesnika
sprogramiral nekaj funkcij, ki te podatke preoblikujejo v ustrezno obliko,
predstavljeno v izseku kode 5.1.
Izsek kode 5.2: Struktura podatkov, ki jih vrne klic API
[
{
” l o c a t i o n D e s c r i p t i o n ” : ” ime l o k a c i j e ” ,
” i d e n t D e s c r i p t i o n ” : ” ime v e l i c i n e ” ,
” u n i tD e s c r i p t i on ” : ” ime enote , v k a t e r i merimo to v e l i c i n o ” ,
” t i n t ” : ” cas med posameznimi meritvami ” ,
” va lue s ” : [
{
”timeStamp” : ” casovn i z i g mer itve ” ,








Za zgoraj našteti končni točki query (http://localhost:5432/query) in search
(http://localhost:5432/search) sem moral sprogramirati delovanje v ozadju v
skladu z delovanjem orodja Grafana. Začel sem s končno točko query. Ta kot
argument s strani orodja Grafana prejme objekt JSON, v katerem so shra-
njeni vsi parametri, ki določajo strukturo posameznega grafa in podatkov,
ki so na njem prikazani (časovni razpon, s katerim uporabnik lahko izbere,
za katero časovno obdobje ga zanimajo podatki; lokacija in merilno mesto
znotraj te lokacije, za katerega želi videti podatke; veličina ter način prikaza
podatkov). Na podlagi teh parametrov se v vmesniku sestavi klic API. Po-
datki, ki ji ta klic vrne, se preoblikujejo, ter vrnejo orodju Grafana, ki jih
izrǐse na sestavljene grafe.
Kot naslednjo sem sprogramiral ozadje končne točke search, ki s strani
orodja Grafana prejme objekt JSON, v katerem je shranjen znakovni niz
(angl. string). Strukturo tega objekta prikazuje izsek kode 5.3. Ta niz
določa, katere podatke bo končna točka search vrnila orodju Grafana in lahko
zaseda tri različne vrednosti:
 Locations - v primeru, da je vrednost niza, ki ga vrne orodje Grafana
enaka Locations, funkcija vrne vse razpoložljive lokacije. To sem upo-
rabil za implementacijo spustnega menija (angl. dropdown menu), s
katerim uporabnik lahko izbere, za katero lokacijo želi videti meritve.
Omenjeni spustni meni je predstavljen na sliki 5.1.
 Ident ime - v tem primeru ime predstavlja eno (izbrano s strani upo-
rabnika) izmed skupin veličin (temperatura, napetost, tok in podobno).
Funkcija v tem primeru vrne vse veličine znotraj navedene skupine.
 Prazen niz - v primeru, da je znakovni niz prazen, funkcija vrne vse
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merjene veličine, ki so na voljo.
Izsek kode 5.3: Struktura objekta JSON, ki ga orodje Grafana pošlje na
končno točko search
{
” t a r g e t ” : ” znakovni n i z ”
}
Z implementacijo končne točke search sem izbolǰsal navigacijo znotraj orodja
Grafana, saj mi to omogoča uporabo spremenljivk, s katerimi lahko uporab-
nik vpliva na podatke, ki so prikazani in na način obdelave podatkov.
Slika 5.1: Spustni meni za interakcijo z uporabnikom.
Na sliki 5.1 je prikazan izgled spustnega menija, ki uporabniku omogoča
izbiro lokacije, za katero želi prikazane podatke. Spustni meni podatke pri-
dobi s klicem na prej opisano končno točko search. To tudi izbolǰsa pregle-
dnost celotne vizualizacije, saj ne bi bilo uporabno, da bi bili na isti strani
prikazane meritve iz vseh lokacij. Ko si uporabnik v spustnem meniju izbere
lokacijo, se v drugo spremenljivko shranijo vsa merilna mesta, ki spadajo
pod izbrano lokacijo, zato lahko v okviru grafa izberemo možnost, da se
izrǐse za vsako vrednost spremenljivke. Tako dobimo v vsaki vrstici grafe za
isto merilno mesto. Primer izrisa takih grafov prikazuje slika 5.2.
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Slika 5.2: Avtomatsko izrisani grafi na podlagi izbrane spremenljivke.
S to funkcionalnostjo orodje Grafana omogoča, da razvijalcu ni potrebno
izdelati vsakega grafa posebej, ampak se izdelajo sami iterativno glede na
vnaprej definirane spremenljivke. S tem tudi močno skraǰsamo čas, ki je
potreben za popravljanje morebitnih napak ali posodabljanje grafov.
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5.3.3 Statistična obdelava
Seveda zgolj prikaz meritev na zaslon ni dovolj, da bi uporabnik lahko iz njih
razbral morebitne vzorce in trende, zato je pomembno, da mu na razumljiv
način prikažemo obdelane podatke oziroma povzetek podatkov.
Ker obstaja veliko različnih načinov statistične obdelave podatkov, sem
izmed njih izbral le tiste, ki so na področju zagotavljanja električne energije
najbolj uporabna. Glede tega sem se obrnil na svojega mentorja za obvezno
delovno prakso, ki ima že veliko izkušenj iz tega področja. Najpomembneǰse
statistične funkcije na tem področju so:
 tekoče povprečje za zadnje leto,
 percentili,
 primerjava po polletjih za preǰsnja leta.
Uporablja se tudi nekaj ostalih načinov obdelave podatkov ampak sem si
izbral le zgornje tri, saj sem želel ohraniti preglednost nad podatki. Orodje
Grafana nima vgrajenih napredneǰsih možnosti statistične obdelave podat-
kov. Na voljo so le preprosteǰsi načini obdelave, kot so povprečje, maksimum,
minimum in vsota, zato sem moral za obdelavo podatkov poskrbeti že v vme-
sniku. Cilj je bil, da si uporabnik v orodju Grafana z uporabo menija izbere,
na kakšen način želi, da so prikazani podatki obdelani (samo meritve, cen-
tili, tekoče povprečje, polletja), vmesnik pa bi jih na podlagi tega primerno
oblikoval in vrnil orodju Grafana.
Tekoče povprečje (glej zgled na sliki 5.3) se uporablja, da zmanǰsamo šum
v podatkih ter lahko iz njih razberemo trende [28]. Najpogosteje se uporablja
v financah. Izračunamo ga tako, da za vsako vrednost izračunamo povprečje
preǰsnjih x vrednosti, pri čemer je x velikost okna, ki ga uporabljamo. Če
uporabljamo večje okno, bo povprečje manj občutljivo na spremembe, kot če
uporabimo manǰse okno.
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Slika 5.3: Tekoče povprečje v zadnjem letu na merilnem mestu Glavni dovod.
Percentili (glej zgled na sliki 5.4) nam povejo, vrednost, pod katero naj-
demo dani odstotek podatkov. P-percentil je vrednost, pod katero se nahaja
p % vrednosti. V našem primeru so percentili zelo pomembni, saj z njimi
lahko hitro vidimo, ali so vrednosti meritev izven željenega območja. To
je ključnega pomena, saj večja odstopanja lahko vodijo do velikih stroškov
in materialne škode na posameznih vgrajenih elementih v sistemu. Najpo-
membneǰsi za naše potrebe so 5., 10., 95. in 99. percentil.
Slika 5.4: Prikaz trenutnih meritev s percentili v zadnjem tednu na merilnem
mestu Glavni dovod.
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Primerjava po polletjih je prikazana na sliki 5.5. Taka vizualizacija olaǰsa
napovedovanje vrednosti za posamezen del leta. To sem implementiral tako,
da je na enem izmed dveh grafov prikazano povprečje za prvo polletje za vsa
leta, na drugem grafu pa povprečje za drugo polletje.
Slika 5.5: Primerjava povprečij meritev električnega toka na merilnem mestu
Trafo postaja 2, med prvim in drugim polletjem po letih.
5.4 Predstavitev vizualizacije
V vseh treh kategorijah nadzornih plošč sem se držal načela, da vrstice pred-
stavljajo eno merilno mesto, stolpci pa eno vrsto meritve, kar naredi vizu-
alizacijo bolj pregledno za uporabnika. Vse nadzorne plošče so razdeljene
po mapah, glede na njihovo vsebino. Razdelitev je podrobneje opisana v
naslednjih podpoglavjih. Na vsaki nadzorni plošči si uporabnik lahko izbere
poljuben časovni razpon glede na to, kateri podatki ga zanimajo, na večini
plošč pa lahko spremeni tudi lokacijo, ki ga zanima.
5.4.1 Vpis uporabnikov
Ker nimajo vsi uporabniki dovoljenja za dostop do vseh podatkov, je smiselno
narediti različne poglede za uporabnike z različnim dostopom in možnost
vpisa za obstoječe uporabnike in registracije novih uporabnikov s strani ad-
ministratorja. Orodje Grafana omogoča dodajanje novih uporabnikov in vpis
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obstoječih, na zelo preprost način. Dodajanje novih uporabnikov prikazuje
slika 5.6, izgled uporabnǐskega vmesnika za vpis uporabnika pa slika 5.7.
Slika 5.6: Izgled uporabnǐskega vmesnika za dodajanje novih uporabnikov v
orodju Grafana.
Slika 5.7: Izgled vpisnega okna v orodju Grafana.
Orodje Grafana ima implementiran tudi preprost uporabnǐski vmesnik
za pregled nad obstoječimi uporabniki, kar prikazuje slika 5.8. Posamezne
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uporabnike lahko po potrebi tudi odstranimo ali pa jim dodelimo oziroma
odstranimo pravice.
Slika 5.8: Pregled nad vsemi registriranimi uporabniki v sistemu.
5.4.2 Glavni pregled
V mapi z imenom Glavni pregled so štiri nadzorne plošče, ki prikazujejo po-
datke za glavna merilna mesta posameznih lokacij. Na voljo so meritve za
najpomembneǰse veličine, ki se uporabljajo najpogosteje, in sicer napetost,
tok in moč (aktivna, reaktivna in navidezna).
Prva nadzorna plošča je namenjena le prikazu meritev za vsa glavna me-
rilna mesta vseh lokacij, vrstica iz te nadzorne plošče je prikazana na sliki
5.9. Ostale tri pa so narejene vsaka za eno izmed treh glavnih veličin. Za
vsako merilno mesto (vrstica) je prikazana najprej dejanska meritev za iz-
brano obdobje, naslednji graf v vrstici predstavlja tekoče povprečje za zadnje
leto, tretji graf predstavlja pogled s centili, zadnji pa primerjavo po polletjih.
Namen takega pregleda je, da lahko uporabnik na hiter in pregleden način
vidi najpomembneǰse podatke za glavna merilna mesta, saj so ti podatki naj-
pogosteje v uporabi.
5.4.3 Statistično obdelani podatki
Naslednja skupina nadzornih plošč, ki sem jo implementiral, so plošče, ki
prikazujejo statistično obdelane podatke. Vrstica iz te nadzorne plošče je
prikazana na sliki 5.10. Izgled posamezne plošče je podoben izgledu vizuali-
zacij iz skupine Glavni pregled z razliko, da si uporabnik lahko znotraj plošče
izbere lokacijo, ki ga zanima, kot rezultat pa dobi podatke za vsa merilna
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mesta znotraj izbrane lokacije. Za vsako veličino je sestavljena svoja nad-
zorna plošča, da se izognemo prevelikemu številu grafov na uporabnǐskem
vmesniku, kar bi utegnilo zmesti uporabnika.
5.4.4 Meritve
Nazadnje sem izdelal še skupino nadzornih plošč, ki je namenjena zgolj pre-
gledu nad meritvami. Namen teh plošč je, da še dodatno zmanǰsamo število
grafov na uporabnǐskem vmesniku ter prikažemo le meritve, saj dodatno
obdelani podatki ne zanimajo vsakega uporabnika ter mu le zmanǰsajo pre-
glednost nad podatki, ki ga zanimajo. Primer izgleda vrstice iz nadzorne














































































































































Izdelana vizualizacija podatkov izvedenih meritev elektroenergetskih omrežij
je namenjena tako zaposlenim v oddelkih energetske oskrbe in njihovim stran-
kam kot tudi zunanjim presojevalcem oziroma državnim agencijam, ki so za-
dolžene za pripravo letnih poročil elektroenergetskih omrežij znotraj Evrop-
ske Unije. Meritve se izvajajo na različnih elektroenergetskih omrežjih, kot so
na primer lokalna industrijsko-energetska okolja, distribucijska omrežja (angl.
distribution system operator, DSO) ali pa prenosna omrežja (angl. transmis-
sion system operator, TSO). Na podlagi izdelanih vizualizacij se izvaja reden
nadzor meritev in alarmov (na primer: prekomerna poraba energije, razne
anomalije v omrežju in podobno) ter tehnično-ekonomska analiza kazalcev
kvalitete in obremenjenosti omrežij z oceno potrebnih vlaganj (investicijsko
vzdrževanje). Sistem omogoča tudi analizo upadov in porastov napetosti na
merilnih točkah v omrežju ter izdelavo rednih letnih standardnih poročil kva-
litete električnih omrežij za Agencijo Republike Slovenije za energijo.
Taka vizualizacija je za naš problem dobra, saj si uporabnik lahko že takoj
izbere, kako podroben pogled nad podatki si želi ter meritve katere veličine
ga zanimajo. Da pride do vizualizacije, ne potrebuje vnašati nobenih para-
metrov, kar še dodatno pohitri proces.
V prihodnosti bi bilo mogoče dodati še pogled s krivuljama združenja
proizvajalcev računalnǐske poslovne opreme (angl. computer business equi-
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pment manufacturers association, CBMEA) in sveta industrije informacijske
tehnologije (angl. information technology industry council, ITIC) [22]. Obe
izmed njih sta uporabljene za vizualno prezentacijo napetostnih dogodkov.
Krivulja CBEMA opredeljuje različne regije glede na vhodne napetosti, kjer
se lahko računalnǐska oprema sreča z operativnimi težavami. Krivulja ITIC
pa je spremenjena različica krivulje CBEMA, ki prav tako definira regije
glede na vhodne napetosti ampak z diskretnimi koraki. Obe krivulji sta upo-
rabni za vizualni prikaz sprejemljivosti napetosti, tako da izrǐseta velikost in
trajanje napetostnih dogodkov.
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