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Abstrakt 
Cílem této práce je navrhnout a implementovat nástroj pro pasivní generování zdrojových kódů pro 
specifický framework informačního systému. Tímto frameworkem je ZeroFramework, který je určen 
k vývoji klient-server aplikací na platformě .NET. Pro generování je použita knihovna T4Scaffolding, 
která umožňuje rozdělit logiku generování kódu na separátní části (tzv. scaffoldery). Tato práce se 
zabývá převážně návrhem a implementací těchto scaffolderů a jejich provázání s knihovnou 
T4Scaffolding. Výsledkem této práce jsou šablony a logika pro vygenerování souborů a tříd, které 
implementují logiku potřebnou pro zobrazení, přidání, úpravu a smazání konkrétní databázové entity. 
Abstract 
Goal of this work is to design and implement too for passive code generation for specific information 
system framework. This framework is ZeroFramework that is targeted at client-server development of 
applications running on .NET platform. For code generation, T4 Scaffolding library is used, which 
allows to divide code generation logic into separate parts (scaffolders). This work is mainly 
concerned with design and implementation of those scaffolders and their linking with T4Scaffolding 
library. Results of this work are templates and logic for generation of files and classes, which 
implement logic needed for display, adding, modification and deletion of specific database entity. 
Klíčová slova 
Visual Studio 2010, .NET 4.0, C#, Scaffolding, PowerShell, T4, generování kódu 
 
 
 
Keywords 
Visual Studio 2010, .NET 4.0, C#, Scaffolding, PowerShell, T4, code generation 
 
 
 
 
Citace 
Radek Falhar: Nástroj pro generování informačního systému v češtině, bakalářská práce, Brno, FIT 
VUT v Brně, 2011 
 4 
Nástroj pro generování informančního systému 
 
 
Prohlášení 
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením inženýra Petera 
Jurnečka, VUT. 
Uvedl jsem všechny literární prameny a publikace, ze kterých jsem čerpal. 
 
 
…………………… 
Radek Falhar 
18.5.2011 
Poděkování 
Rád bych poděkovat inženýrovi Peteru Jurnečkovi za vedení práce a podporu při tvorbě tohoto 
dokumentu. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
© Radek Falhar, 2011 
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informačních 
technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění autorem je 
nezákonné, s výjimkou zákonem definovaných případů.. 
 1 
Obsah 
Obsah ...................................................................................................................................................... 1 
1 Úvod ............................................................................................................................................... 2 
2 Generování kódu v rámci tvorby IS ............................................................................................... 4 
2.1 Generování kódu v .NET frameworku ................................................................................... 4 
2.2 Scaffolding .............................................................................................................................. 6 
3 Použité technologie a nástroje ........................................................................................................ 8 
3.1 Základní nástroje .................................................................................................................... 8 
3.2 MVC a T4 Scaffolding ......................................................................................................... 10 
3.3 ZeroFramework .................................................................................................................... 11 
3.3.1 Části use-case ................................................................................................................ 12 
3.3.2 Rozdělení do projektů ................................................................................................... 13 
4 Návrh............................................................................................................................................ 15 
4.1 Scaffolder .............................................................................................................................. 15 
4.1.1 PowerShell logika ......................................................................................................... 15 
4.1.2 Generování do více projektů ......................................................................................... 17 
4.1.3 T4 Šablona .................................................................................................................... 17 
4.2 Získávání metadat ................................................................................................................. 18 
4.2.1 Reflexe .......................................................................................................................... 18 
4.2.2 EnvDTE ........................................................................................................................ 19 
5 Implementace ............................................................................................................................... 20 
5.1 Entita / Model ....................................................................................................................... 20 
5.2 Transport messages ............................................................................................................... 20 
5.3 Message handlers .................................................................................................................. 22 
5.4 List a Edit ViewModel .......................................................................................................... 23 
5.5 ListView ............................................................................................................................... 25 
5.6 EditView ............................................................................................................................... 25 
5.7 Use-case ................................................................................................................................ 26 
6 Závěr ............................................................................................................................................ 27 
7 Literatura, zdroje a reference ....................................................................................................... 28 
8 Seznam příloh .............................................................................................................................. 29 
 
 2 
1 Úvod 
Vývoj softwaru je komplexní činnost. Často se vyskytnou situace, kdy je nutno vytvořit kód, který je 
podobný již existujícímu kódu. Tuto práci může v normálních případech zastat programátor, ale s tím 
je spojeno několik problémů. Prvním je nezajímavost a monotónnost takovéto práce. Pokud se tedy 
často opakuje tvorba podobného kódu, tak by se většina zkušenějších programátorů této práci raději 
vyhnula. Druhým problém je syndrom Copy & Paste, kde se ve výsledném kódu mohou vyskytovat 
chyby spojené s tím, že kopie kódu nebyla provedena důsledně a spolehlivě. 
Tento problém nastává například tehdy, kdy používáme v rámci vytvářené aplikace návrhové 
vzory pro zajištění „separation of concerns“. V tomto případě vzniká za účelem řešení konkrétního 
problému více logicky oddělených částí kódu. Například v MVC je nutné pro jeden use-case vytvořit 
separátní třídy pro zobrazení (View), data (Model), logiky (Controller), vytvořit databázový skript a 
následně je vše správně nakonfigurovat. 
Jedním z frameworků, který se s tímto problémem potýkal, byl Ruby-on-Rails. Tam tento 
problém vyřešili nástrojem zvaným „scaffolding“. Tento nástroj dokáže formou pasivního generování 
kódu vytvořit základní strukturu celého use-case pouze z třídy definující entitu modelu. Toto ušetří 
čas jak při opakovaném vytváření jednoduchých use-case, tak při prototypování. Díky rostoucí 
popularitě této techniky se velice rychle rozšířila i do dalších MVC frameworků. A tak v současné 
době každý lepší MVC framework poskytuje formu generování kódu podobnou té, co se nachází 
v Ruby-on-Rails. 
Cílem této práce bylo vytvořit podobný systém generování kódu pro jeden specifický 
framework. Tímto frameworkem jsem vybral ZeroFramework. Vytvořil jsem ho sám, pro účely 
prezentování nápadů v rámci vývoje malých informačních systémů a možnost přidání scaffoldingu se 
zde přímo vybízí. Má totiž více vrstev než obyčejné MVC a díky tomu také vyžaduje větší množství 
kódu pro srovnatelnou funkčnost. 
Obsah kapitol 
Tato práce se skládá z celkem 4 kapitol. V kapitole Generování kódu v rámci tvorby IS je rozepsáno, 
proč je vůbec nutné používat nástroje pro generování zdrojového kódu. Také jsou zde vypsány 
příklady, kdy se v rámci standardního vývoje aplikací na platformě .NET můžeme setkat s nástroji 
pro generování zdrojových kódu. Bude zde také vysvětlen pojem scaffolding, který je základním 
pojmem této práce. V kapitole Použité technologie a nástroje boudou popsány nástroje a knihovny, 
které buď byly použity pro vývoj, nebo jsou nutné pro fungování vyvíjeného nástroje a je zde také 
popsán ZeroFramework, pro jehož funkcionalitu je zdrojový kód generován. 
 V kapitolách Návrh a Implementace je nejdříve popsána knihovna T4 Scaffolding, která byla 
použitá jako základ pro zjednodušení generování zdrojových kódu při práci s Visual Studio. Pak jsou 
rozepsány implementace jednotlivých scaffolderů, tedy částí pro generování kódu. Je zhruba popsána 
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funkčnost každého scaffolderu a jsou rozebrány problémy, které s implementací jednotlivých 
scaffolderů nastaly. 
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2 Generování kódu v rámci tvorby IS 
„Write code, that writes code.“ 
Toto je jeden z tipů z knihy The Pragmatic Programmer (1). Autor naráží na to, že v jistých situacích 
se vyplatí tvořit nástroje a aplikace, jejichž výstupem je zdrojový kód. Účelem takovýchto nástrojů je 
velice často převod specifické části programu v jiném formátu než je zdrojový kód do kompilovatelné 
podoby, podle předem daných pravidel. Například může být potřeba ze specifického XML souboru 
vygenerovat specifické třídy, které se pak mohou použít jinde v programu. 
Je samozřejmně možné, aby tvorbu takovéhoto kódu vykonával programátor, ale to přináší 
množství rizik. Hlavním je vysoká chybovost, kdy programátor může vnést do výsledného kódu 
chyby, které by ale, při použití generátoru nevznikly. Dalším problémem je rychlost. Programátorovi 
může nějaký čas tvrat, než se mu podaří vytvořit kód dostatečné kvality, porovnatelné s 
vygenerovaným. V případě automatického generování je to však otázka okamžiku i pro velmi velké 
množství zpracovávaných vstupních dat nebo generovaného kódu. Posledním je psychologické 
hledisko takovéto práce. Převod dat do zdrojového kódu může být monotóní a nezajímavý a 
programátorovi se takováto práce nemusí líbit a s tím může mít problémy s jejím vykonáváním. 
Aktivní a pasivní generování 
V této knize je taky provedeno rozdělení generátorů na pasivní a aktivní generátory. Hlavním 
rozdílem mezi oběma typy je přístup programátora k vygenerovanému kódu. Aktivní generátory 
předpokládají, že výsledný kód už nebude nijak měněn. Vygenerovaný kód je tedy vždy možné znova 
vygenerovat a nebude ztracena žádná informace, která by přibyla dodatečnou modifikací tohoto kódu. 
Pasivní generování je opakem. Předpokládá, že výsledný kód bude měněn a že je pouze 
logické, aby tento generátor byl spuštěn pouze jednou pro specifickou množinu dat. Poté je už 
vygenerovaný kód považován za editovatelný a případným znovuvygenerováním je možné ztratit 
kód, který byl k vygenerovanému kódu přidán programátorem. 
2.1 Generování kódu v .NET frameworku 
Existuje mnoho knihoven nebo frameworků, které umožňují nebo poskytují možnosti pro aktivní i 
pasivní generování kódu. A to jak ve formě obecných nástrojů, které zjednodušují tvorbu takovýchto 
generátorů. Například pomocí šablon. Nebo jako přímou součást vývojových nástrojů pro urychlejí a 
zjednodušení vývoje konkrétních částí aplikace používající tuto knihovnu nebo framework. 
.NET framework není vyjímkou a je možné jak v oficiálních, tak nástrojích třetích stran 
naleznou množství generátorů kódu. Mezi nejpoužívanější patří: 
Windows Forms Designer  
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Tento nástroj je přímou součástí Visual Studia a jeho účelem je generovat kód v C# nebo VB.NET 
z vizuálního návrhu formuláře a ovládacích prvků. Jedná se o formu aktivního generování kódu, kdy 
programátor by neměl měnit kód vygenerovaný tímto nástrojem, protože by mohl tyto změny ztratit 
nebo učinit designér nefunkčním. 
V dobách .NET 1.1 tento nástroj generoval kód do souboru, kde prováděl změny také 
programátor pro specifickou logiku aplikace. Generovaná část tak byla pouze vizuálně oddělena, aby 
programátor omylem nezměnil část, která by se později ztratila přegenerováním. 
Od .NET 2.0 je ale možné díky partial deklaraci, aby generátor a programátor měli každý 
vlastní separátní soubor pro jednu třídu určenou jako partial. 
Linq to SQL a Entity Framework 
ORM knihovny, které přibyly v .NETu 3.5. Jejich součástí jsou nástroje integrované do Visual 
Studia. Tyto nástroje se skládají z vizuálního designéru, který umožňnuje jednuduchoud editaci 
entity, které se budou mapovat na tabulky v databázi, jejich vlastností a vazeb. Vzniká z tohoto 
EDMX soubor, který je jen XML popis těchto entit. 
Z tohoto EDMX souboru se pak pomocí generátoru kódu, který je součástí těchto nástrojů 
generujou třídy reprezentující jednotlivé entity s danými propety. Jedná se tedy o aktivní generátor a 
je možné kdykoliv změnit nebo přidat entity v designéru a následně přegenerovat celý zdrojový kód. 
Každá třída entity je také definována jako partial, což umožňuje rozšiřovat jejich funkčnost bez 
nutnosti editovat vygenerovaný zdrojový kód. 
V obou případech je ale kód velice komplexní a rozsáhlý. Každá entita implementuje 
INotifyProperty changed, INotifyPropertyChanging a několik dalších. Při generování i několika 
desítek entit může vzniknout zdrojový kód o velikost několika tisíc řádků. 
Existuje také možnost využít vlastní T4 šablony pro generování tříd entit (popsáno níže). 
WCF 
WCF je technologie určená ke komunikaci pomocí služeb. Jedním z nástrojů pro urychlení a 
zjednodušení práce s touto technologií je i nástroj pro generování zdrojového kódu pro proxy klienta 
ze standardní definice metadat pro webové služby (2). Tento nástroj je schopen z definice webové 
služby vygenerovat C# nebo VB.NET kód, který reprezentuje datové objekty a proxy třídy pro volání 
metod na této servise. Toto v kombinaci s automatickým generováním metadat webové služby při 
zprovoznění služby samotné umožňuje rychle vytvořit službu a klienta k ní a ty tak rychle zprovoznit 
nebo otestovat. Výsledný kód je podobně komplexní jako v případě Entity Frameworku. 
Text Template Transformation Toolkit (T4) 
T4 je rozdílná ukázka generování kodu oproti předchozím, protože se nejedná o konkrétní generátor 
kódu, nýbrž o podporu vlastních šablon pro generování zdrojového kódu. Tento nástroj byl dostupný 
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jako přídavek do Visual Studio 2005 a je integrován ve Visual Studio od verze 2008. Princip 
generování kódu je velice podobný generování HTML pomocí ASP.NET. 
Šablona je uložena v textovém souboru s defaultní příponou .tt. Skládá se z dvou částí. První 
je obyčejný text , který se při generování do výsledného kódu jednoduše překopíruje. Druhou součástí 
je kód v některém z .NET jazyků, jako je například C#. Tento kód se při generování vykoná a tím 
umožňuje dynamičnost a modularitu generování zdrojových kódu. Výsledkem generování je tedy 
zdrojový kód vzniklý kombinací čistého textu a textu vytvořeného logikou zapsanou programovacím 
jazykem. 
T4 prakticky využívá .NET framework a tedy může využívat jakýchkoliv knihoven napsaných 
pro .NET, ať už se jedná o základní knihovny nebo knihovny třetích stran. V rámci T4 šablony je také 
možné vytvářet metody a funkce, které se pak dají volat z jiného místa šablony a tyto funkce pak 
generují kód v místě volání. V kombinaci s tímto lze využít také možnosti include direktivy, která do 
jedné šablony vloží funkci jiné šablony. Tímto jde skládat logiku jednodušších šablon do složitějších 
celků. 
Při normálním využití v rámci Visual Studia se jedná o aktivní generování kódu. Visual Studio 
slouží jako host pro framework, který provádí samotné geneorvání a 
tím vytváří nové soubory se zdrojovým kódem a přidává je jako 
dceřiné položky šablony, která kód generuje. 
Je také možné vytvořit vlastní hostovací kód, který umožní 
spouštět T4 šablony i mimo Visual Studio s generováním mimo 
normální projekty. Ve výsledku lze T4 využít i jako základ pro 
pasivní generování kódu. Podobný princip je využit v tomto 
projektu. 
2.2 Scaffolding 
Scaffolding je technika používaná při vývoji sofwaru, většinou v rámci agilních metodologií a 
frameworků. Tato metoda zahrnuje převážně pasivní generování základů zdrojových kódů nebo 
databázových skriptů z metadat datového modelu. Například z třídy definujicí entitu zákazníka se 
pomocí scaffoldingu může vygenerovat databázový skript, který přidá tabulku pro tuto entitu, vytvoří 
třídy pro controller a zobrazení seznamu, detailu, editace a smazání zákazníka. Tyto třídy se pak dále 
upravují podle konkrétních požadavků na daný use-case. 
Tato technika byla popularizována v Ruby-on-Rails, kde sloužila právě ke generování 
databázových skritpů a souborů se základní implementací oken pro use-case. Popularita této techniky 
a obecně MVC návrhu webových aplikací se rozrostla natolik, že každý schopnější MVC framework 
poskytuje alespoň základní nástroje pro scaffolding. Tímto se scaffolding stal takřka základní součástí 
tvorby aplikací založených na MVC. 
Obr. 2-1 T4 šablona ve Visual 
Studio. 
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Cílem scaffoldingu je tedy urychlit práci odbouráním nudné a repetivní činnosti spojené 
s tvorbrou stejných základních tříd, souborů a konfigurací. Výsledný kód je také mnohem kvalitnější, 
než kdyby jej programátor napsal ručně, nebo zkopíroval z existujího kódu. To v celkovém důsledku 
zvyšuje produktivitu práce programátorů a zvyšuje kvalitu celé aplikace.  
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3 Použité technologie a nástroje 
V rámci této kapitoly jsou popsány, jak použité technologie, tak knihovny pro které byl výsledný kód 
vytvářen a které nástroje jsou pro jeho použití potřeba. 
3.1 Základní nástroje 
Visual Studio 2010 / 2008 
Visual Studio je vývojový nástroj společnosti Microsoft. Je určen k vývoji na všechny platformy, 
které tato společnost podporuje. Jedná se převážně o platformy Windows, Xbox360 a Windows 
Phone. Umožňuje vývoj v nativním jazyce C++ a všech oficiálních jazycích pro platformu .NET (C#, 
VB.NET, F#, C++/CLI). V základní konfiguraci poskytuje pro všechny jazyky základní funkce, které 
lze od vývojářského IDE očekávat, jako je zvýrazňování syntaxe, možnosti rychlého formátování, 
ulehčení kompilace, podporu debug funkcionality a řadu dalších. Je ale také možné ho rozšířit pomocí 
množství placených, ale i volně dostupných rozšíření. 
V rámci této práce nesloužilo Visual Studio jako primární nástroj pro vývoj. Výsledkem této 
práce je vytvoření nástroje pro rozšíření tohoto vývojové prostředí o možnost generování zdrojového 
kódu při vývoji informačního systému. Oficiálně je podporována verze 2010, ale rozšíření by mělo 
fungovat i pro verzi 2008. 
Struktura kódu ve Visual Studio 
Při vývoji aplikací v tomto prostředí je nutné pochopit strukturu kódu a rozdělení do větších 
celků. Nejvýše umístěným celkem je Solution. Ta může obsahovat více Projektů. Každý projekt pak 
obsahuje samotný zdrojový kód a jiná data, která se zkompilují do Sestavení (Assembly). Tímto 
sestavením může být knihovna nebo spustitelný soubor. Mezi projekty lze také vytvářet závislosti 
(Reference), které umožní přístup k funkčnosti, třídám a metodám v referencovaném projektu. Každý 
projekt v rámci jedné solution může být různého typu. Je tedy možné mít jeden projekt jako C# Class 
Library, které bude generovat samostatnou knihovnu a druhý jako VB.NET Web Application, jehož 
výstupem bude webová aplikace a který bude první knihovnu využívat. 
PowerShell 
PowerShell je skriptovací jazyk a prostředí pro platformu Windows. Je to jazyk, který je založen na 
platformě .NET, ale na rozdíl od standardních .NET jazyků je možné s ním pracovat jako se 
skriptovacím jazykem. Hlavním účelem jazyka PowerShell je automatizace správy softwaru a 
operačních systémů, převážně serverové povahy. 
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I přesto, že je PowerShell standardní jazyk postavený na platformě .NET a tedy splňuje 
požadavky na jazyk pro tuto platformu, je tento jazyk poměrně odlišný od ostatních. Hlavní odlišností 
je dynamičnost tohoto jazyka při kompilaci. I přesto, že jsou všechny .NET jazyky kompilovány, je 
díky speciální formě okamžité kompilace PowerShell podobný spíše dynamickým programovacím 
jazykům.  
Dalším rozdílem je beztypovost. Všechny .NET jazyky musí být silně typové a i PowerShell 
není výjimkou. Toto je ale pouze vnitřní implementace a jazyk samotný využívá kombinaci 
implicitního dynamického typování za běhu skriptu a explicitní možnosti specifikovat typ u každé 
proměnné. 
Posledním rozdílem oproti ostatním skriptovacím jazykům je systém příkazů. V těchto jazycích 
jsou příkazy samotné aplikace a předávání informací mezi skriptem a aplikacemi probíhá pomocí 
textových vstupů a výstupů. V PowerShell je však každý příkaz speciální třída, která implementuje 
samotnou logiku a nachází se v oddělené knihovně. Tato třída může být v jakémkoliv jiném .NET 
jazyce, jako například C# nebo VB.NET. Toto umožňuje rozšiřitelnost skriptovacího prostředí 
formou externích knihoven. 
PowerShell je podporován na operačních systémech Windows od verze XP případně Server 
2003 a to formou dodatečné instalace. Systémy Windows 7 a Server 2008 toto prostředí už mají 
defaultně předinstalované. 
Pro vývoj v tomto jazyce je možné využít obyčejný textový editor a příkazovou řádku pro 
PowerShell, ale existuje několik IDE, které poskytují zvýrazňování kódu případně debuging. Pro 
tento projekt bylo využito možností oficiálního nástroje ISE (Integrated Scripting Enviorment), který 
je součástí standardní instalace prostředí pro běh PowerShell skriptů a konzole. 
NuGet 
NuGet je rozšíření pro Visual Studio ulehčující distribuci, update a správu knihoven používaných 
v projektech formou balíčků. Pomocí konzole nebo vizuální aplikace umožňuje instalovat open 
source nebo jiné free knihovny z různých lokálních i internetových repositářů. Automaticky řeší 
závislosti mezi knihovnami, aktualizaci knihoven a jejich mazání. Do oficiální NuGet Gallery je 
možné bezplatně přidávat vlastní balíčky. 
Balíček samotný se skládá z kompilované knihovny, metadat popisujících obsah balíčku, 
konfiguraci knihovny a případně jiné soubory a nástroje. Celý balíček je pak zabalen v zip souboru 
s příponou .nupkg. Při instalaci se knihovny přidají jako reference do projektu, konfigurace se přidá 
do app.config nebo web.config souboru a nástroje jsou nakopírovány do složky s projektem. NuGet si 
také u každého projektu nebo solution drží seznam nainstalovaných balíčků, což umožňuje pozdější 
update těchto balíčků, případně zamezuje opětovné instalaci, pokud je už nainstalovaný balíček jako 
závislost nového balíčku. 
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3.2 MVC a T4 Scaffolding 
MVC a T4 Scaffolding jsou knihovny a NuGet balíčky určené ke generování zdrojového kódu 
formou scaffoldingu v rámci ASP.NET MVC3 projektů (3). Tato knihovna se snaží navázat na 
neustále se rozšiřující možnost scaffoldingu a pasivního generování kódu při vývoji informačních 
systémů, převážně těch, které běží nad MVC. 
Pro správnou funkci je nutné, aby projekt, do kterého je tento balíček nainstalován byl MVC3 
projekt. MVC3 knihovna už není součástí tohoto balíčku, ale jedná se o separátní knihovnu přímo od 
Microsoftu, kterou je možné zdarma stáhnout a doinstalovat do Visual Studia. 
Přestože jsou MVCScaffolding a T4Scaffolding rozdílné balíčky, jsou vyvíjeny jako jeden 
projekt. T4Scaffolding poskytuje základní funkcionalitu pro scaffolding zdrojových kódů pomocí T4 
šablon a PowerShell skriptů. Také rozšiřuje možnosti konzole NuGetu o vlastní příkazy, převážně 
příkaz Invoke-Scaffolder (alias Scaffold), ale i mnoho jiných, které lze využít ve skriptech pro 
generování. MVC Scaffolding pak využívá této knihovny a přidává vlastní scaffoldery pro generování 
konkrétních tříd a zdrojového kódu pro MVC. V Rámci tohoto projektu je využito pouze balíčku a 
knihovny T4Scaffolding. 
Základní použití 
T4 Scaffolding přidává do NuGet  konzole zadávat příkazy pro generování zdrojového kódu do 
projektu pomocí scaffolderů. Zadáním příkazu Scaffold <jméno scaffolderu> <další parametry pro 
scaffolder> se vykoná specifická logika generování konkrétního scaffolderu podle zadaných 
parametrů. Přidáním nového scaffolderu tedy lze rozšířit možnosti generování zdrojového kódu. 
 
Obr. 3-1 Ukázka scaffoldingu. Červeně jsou označeny soubory, které byly vygenerovány. 
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3.3 ZeroFramework 
ZeroFramework (4) je framework pro malé a střední klient-server aplikace s podporou pro agilní 
metodiky vývoje nad platformou .NET. Sám využívá velké množství knihoven a frameworků. Jedná 
se hlavně o Caliburn.Micro, WPF, Entity Framework 4.1 Code First, WCF a MEF. 
Techniky a prvky, které se v tomto frameworku vyskytují: 
 Convention over Configuration – Jedním z problémů velkého množství aplikací je velké 
množství kódu, které je nutné napsat, aby vlastní kód, který reprezentuje logiku aplikace, 
vůbec fungoval. Toto je mnohem znatelnější u aplikací, které se snaží být dostatečně 
strukturované, protože je nutné určit, jak má celková struktura vypadat. CoC se snaží tomuto 
zamezit používáním konvencí. Framework se pak automaticky konfiguruje podle těchto 
konvencí. Ukázkou je například interface IRequest. Každá třída, která tento interface 
implementuje, bude automaticky určena jako transport třída a bude zaregistrována do WCF 
serializeru, protože ten musí dopředu znát, jaké třídy se budou posílat. 
 Tightly-bound frontend a backend – I přesto, že se pro komunikaci mezi klientem a 
serverem používá WCF, nejedná se o standardní webové služby. Framework předpokládá, že 
jak klient, tak server budou vyvíjeny ve stejný okamžik a že funkčnost jednoho bude závislá 
na funkčnosti druhého. U standardních webových služeb jsou tyto části logicky odděleny a 
někdy na nich pracují rozdílné týmy programátorů. 
 Message communication – Místo standardní komunikace přes metody webové služby je 
využito systému zpráv. Každá zpráva je reprezentována dvěma třídami: třídou požadavku a 
třídou odpovědi. 
 Multi-purpouse entities – Třídy entity jsou v tomto frameworku v rámci celé aplikace 
určeny k několika rozdílným účelům. 
o Databázové entity – Entity se využívají jako datová vrstva. Je z nich pomocí Code-
First vytvořena definice databáze a vazby ORM na ni. 
o Transportní entity – Stejný typ entity se používá pro přenos dat mezi klientem a 
serverem. 
o GUI entity – Díky tomu, že entity implementují INotifyPropertyChanged rozhraní je 
možné je využít pro WPF databinding v rámci MVVM. 
 Inversion Of Control / Component composition – Celý framework a aplikace na něm 
postavené by měly využívat možností knihovny MEF, která je součástí .NET4. Ten umožňuje 
základní formu kompozice závislostí jednotlivých komponent decentralizovaným způsobem. 
MVVM  - Model, View, ViewModel 
Caliburn.Micro se využívá návrh pro GUI pomocí MVVM. MVVM má podobný účel jako MVC 
nebo MVP, ze kterých vychází, ale definuje některé součásti návrhu jinak. MVVM vzniknul hlavně 
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jako součást knihoven WPF a Silverlight, které slouží pro tvorbu uživatelských rozhraní. MVVM  je 
tedy na tyto technologie přímo stavěné a naopak tyto technologie poskytují velké možnosti pro 
integraci MVVM. Je ale možné využití MVVM i v jiných knihovnách, není to ale tak prospěšné jako 
již zmiňované MVC nebo MVP. MVVM je určen pouze pro klientskou část celého framewroku a na 
serverovou část je použit jiný druh návrhu. K MVVM neexistuje přesná definice nebo návrh, je velice 
pružný a je možné ho přizpůsobit k různým potřebám. Tak to například dělá Caliburn.Micro, který 
umožňuje implementovat specifickou formu MVVM. Ta se skládá z: 
 Model – Reprezentuje přístup k datům na klientovi. Z jeho pohledu je tedy modelem systém 
zpráv, které se posílají na server a ze kterého získává potřebná data. Z pohledu celého 
frameworku jsou ale modelem vrstvy logiky serveru a datové vrstvy. 
 View – View obstarává zobrazení dat a interakci uživateli. Tyto data poskytuje ViewModel. 
Je implementován pomocí knihovny pro grafický návrh, může se tedy jednat o WPF nebo 
Silverlight. Skládá se ze standardních uživatelských ovládacích prvků, jako například tlačítka 
nebo textová pole, ale neobsahuje, nebo by neměl obsahovat logiku, která pracuje s daty, 
které se uživateli zobrazují, nebo je zadává. K tomu je určen právě ViewModel. Pro propojení 
ViewModelu a View je použit DataBinding, který je ve WPF nebo Silverlightu základem celé 
implementace uživatelského rozhraní a je přesně pro tyto potřeby optimalizován. 
 ViewModel – Ten implementuje logiku na klientovi. Data získává z modelu a poskytuje 
property, na které se může View pomocí DataBindingu napojit a příkazy (Comman Pattern), 
které může View vyvolávat. Nemá vizuální reprezentaci, to je účelem separátního View. 
Každé okno, nebo jeho část by mělo mít vlastní ViewModel, který zpracovává a uchovává 
informace právě z tohoto okna nebo jeho části.  
3.3.1 Části use-case 
Každý use-case se skládá z několika částí. Vzhledem k tomu, že je celý framework o mnoho složitější 
než MVC, hlavně díky přítomnosti více vrstev, je i počet částí z kterých se skládá vyšší. Use-case je 
v tomto případě myšlena funkcionalita, které umožňuje zobrazit seznam položek, jejich vytváření, 
editaci a mazání. 
Části tedy jsou: 
 Model / Entita- Hlavní součástí celého use-case je model. Ten je reprezentován konkrétní 
entitou a případně položkou v databázovém kontextu. Z této entity se pak, pomocí EF Code-
First generuje databáze, je použita pro přenos dat mezi klientem a serverem a používá se jako 
datový zdroj pro DataBinding na GUI. 
 Transport message / Přenosová zpráva – Kombinace tříd reprezentující požadavek a 
odpověď z klienta na server. Jedná se o obyčejné třídy, kdy třída požadavku implementuje 
interface IRequest. Tyto třídy fungují spíše jako datové než jako funkční celky. 
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 Message Handler – Metoda na serveru, která zpracovává zprávu. Jejím parametrem je třída 
požadavku a vrací třídu odpovědi. Tato metoda reprezentuje možnou logiku, která se 
vykonává na serveru. Tato metoda bude přistupovat do datové vrstvy. 
 List ViewModel – ViewModel reprezentující seznam položek. Poskytuje kolekci položek, na 
které se může View napojit a také metody pro otevření okna pro přidání, editaci a logiku pro 
smazání položky. 
 List View – View, které zobrazuje seznam položek v tabulce a má tlačítka pro přidání, editaci 
a smazání označené položky. 
 Edit ViewModel – ViewModel, který reprezentuje obrazovku při přidání nebo úpravu entity. 
Má vlastnosti reprezentující editovanou entitu, na kterou se View může navázat. Taky 
obstarává načítání upravované položky z modelu a ukládání nové nebo změněné položky do 
modelu. 
 Edit View – View zobrazující přidávanou nebo upravovanou položku. Zobrazuje také 
tlačítka pro potvrzení a zrušení. Pro každou vlastnost na entitě je zde editační ovládací prvek. 
Např. Pro textovou vlastnost je TextBox a pro vlastnost typu DateTime zde může být 
DatePicker. 
3.3.2 Rozdělení do projektů 
Jednou součástí návrhu ZeroFrameworku a celé aplikace na něm postavené je rozdělení na 
serverovou, klientskou a společnou část. Důvodem je zvýšení čistoty návrhu, kdy je zbytečné, aby 
kód na klientovi obsahoval kód serveru nebo naopak. To taky zaručuje, aby při vývoji programátora 
nemátl kód, který ve skutečnosti nemůže nijak využít, protože je určen pouze pro opačnou část 
aplikace. Základní rozdělení celé aplikace je tedy: 
Common 
Společná část serveru a klienta. V této knihovně jsou uloženy třídy entit, které se využívají, jak na 
serveru, tak na klientovi. Jsou zde uloženy transportní třídy, které se používají k přenosu požadavků 
z klienta na server a zpátky. Nakonec zde může být pomocná logika, která je využitelná jak na 
serveru, tak na klientovi. 
Backend 
Tato část je na straně serveru. Jedná se o WCF službu, ale jejíž logika je přímo zděděná z třídy ve 
frameworku. V definici této služby stačí přidat seznam knihoven, které se na serveru mají použít, aby 
správně fungovalo IoC přes MEF. V této části jsou hlavní části datový kontext pro Entity Framework 
4.1 Code-First, který vytváří databázi a umožňuje perzistenci entit. Druhou důležitou částí jsou třídy 
s metodami pro obsluhu zpráv. Volání těchto metod zajišťuje sám framework pomocí reflexe na 
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základě požadavků na tuto službu. Díky tomu, že se jedná o WCF a nikoliv o speciální způsob 
komunikace je možné tuto službu provozovat na IIS severu. 
Frontend 
Knihovna frontendu obsahuje klientskou část aplikace. Jedná se o Windows WPF aplikaci a 
výstupem je tedy spustitelný soubor klientské aplikace. 
V této části se využívá návrhu MVVM pro tvorbu uživatelského rozhraní pomocí WPF. 
K tomuto je využito knihovny Calibur.Micro pro strukturování uživatelského rozhraní do Obrazovek 
(Screen). Obrazovky jsou v rámci návrhu MVVM ViewModely a ke správné funkčnosti vyžadují 
korespondující View. View je UserControl skládající se z ovládacích prvků WPF. Každá obrazovka 
reprezentuje část uživatelského rozhraní, ale nemusí se jednat pouze o okno. Speciální typ obrazovky 
zvaný Conductor umožňuje kompozici více různých obrazovek do jedné a tedy i kompozici jejich 
View. 
Caliburn.Micro je zároveň primární místo, kde se ve velkém využívá Convention over 
Configuration při tvorbě uživatelského rozhraní. Základní konvencí je DataBinding. V normálním 
WPF je nutné ve View definovat DataBinding pro všechny ovládací prvky, které se pak navážou na 
vlastnosti na ViewModelu. Caliburn.Micro toto ulehčuje konvencí, která říká, že pokud se na View 
vyskytuje property se stejným názvem, jako property na ViewModel, tak se mezi těmito automaticky 
vytvoří DataBinding. Podobných defaultních konvencí je velké množství, ale cílem této práce není 
prezentace těchto možností. Bližší informace jsou na stránkach projektu Caliburn.Micro. 
WPF a XAML 
I přesto, že se pro zobrazení využívá Caliburn.Micro, tak pořád je nutné znát a využívat WPF a 
k tomu XAML. WPF je knihovna .NET frameworku, která je nástupcem WinForms pro tvorbu GUI. 
Hlavní vlastností, kterou WPF má je popis GUI pomocí jazyka XAML. XAML je rozšířený XML 
popis uživatelských ovládacích prvků, jejich umístění, rozložení, stylů a dalších částí GUI. Logika 
uživatelského rozhraní je pořád doménou ostatních .NET jazyků, jako je například C#. V rámci této 
práce se budou generovat také soubory s kódem tohoto jazyka. Pro generování samotné to není žádný 
rozdíl, ale výsledkem nebude C# kód, ale .xaml soubor pro popis GUI.  
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4 Návrh 
Hlavním úkolem návrhu v rámci tohoto projektu byla analýza, jak funguje knihovna T4 Scaffolding a 
jak lze s její pomocí vytvořit pasivní generátor kódu pro generování tříd a souborů. Tento generátor 
pak bude použit pro generování základního a funkčního use-case pro přehled, vkládání, úpravu a 
mazání položek s využitím Zero Frameworku. 
4.1 Scaffolder 
Hlavní částí celého generování jsou tzv. scaffoldery. Ty se skládají z logiky potřebné pro genrování a 
šablon pro samotné generování kódu. 
Základní logika scaffoldingu je obsažena v knihovně T4 Scaffolding. Ta umožňuje volat 
logiku scaffoldery z NuGet příkazové řádky včetně parametrů pro samotný scaffolder a pro knihovnu 
samotnou. Zajišťuje také hostování v rámci VisualStudia a přístup k EnvDTE metadatům. Každý 
scaffolder se skládá primárně z jednoho skriptu v PowerShellu a žádné nebo více T4 šablon pro 
generování kódu samotného. 
4.1.1 PowerShell logika 
Logika, která je zapsána v PowerShellu není přímo zodpovědná za generování kódu, ale celé 
generování řídí. Určuje, jaký kód se má vygenerovat a z jakých metadat. Tato metadata získává 
z EnvDTE navázaného na běžící instanci Visual Studia. Díky těmto skritpům může každý scaffolder 
generovat komplexní kód bez nutnosti pro každé generování vytvářet sloužitou logiku v šabloně, ve 
které by byl problém řídit generování mimo šablonu samotnou. Podporu pro tuto logiku poskytuje 
samotný T4 Scaffolding. Ten při volání scaffolderu tomuto skriptu předá základní informace, naváže 
ho na EnvDTE a poskytne základní funkce pro sběr a zpracování metadat. Logika těchto skriptů může 
být rozdílná. Může se jednat o jednoduchý skript, který pouze načte základní metadata a pak zavolá 
šablonu. Nebo se může jednat o komplexní skript, který pracuje s komplexními metadaty, spouští 
různé šablony nebo používá méně používané funkce knihovny T4 Scaffolding. 
Každý PowerShell skript scaffolderu tedy může obsahovat: 
Parametry  
Vstupní parametry každého scaffolderu. Každý scaffolder mustí obsahovat několik povinných 
parametrů, které vkládá samotný T4 Scaffolding a také může obsahovat libovolné množství 
parametrů, které jdou zadat dodatečně při volání scaffolderu. 
Mezi povinné parametry patří : 
 Project – Projekt v solution, na kterém byl scaffolder spuštěn. 
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 CodeLanguage –Jazyk, pro který se má kod generovat. Možnosti jsou CS pro C# a VB pro 
VB.NET 
 TemplateFolders – Seznam složek, ve kterých se budou hledat konkrétní šablony pro 
generování kódu. 
 Force – Říká, zda se mají přepsat soubory, pokud už existují. 
Získávání metadat z projektů 
Důležitým úkolem většiny skriptů je získávání metadat pro T4 šablony. Tyto data lze získat převážně 
přes metody, které poskytuje T4 Scaffolding knihovna. Mezi tyto metody patří: 
 Get-ProjectType – Tento příkaz vrátí metadata typu, reprezentovaného jménem, které se 
příkazu předá jako parametr. Tento typ se pak přímo předává do šablony, kde se s ním dále 
pracuje. Je také možné specifikovat, ze kterého projektu se mají matadata nahrávat. 
 Get-PrimaryKey – Podobá se předchozímu příkazu, ale vrací pouze jméno vlastnosti 
objektu, které je definováno jako primární klíč. 
 Get-Project – Vrací metadata konkrétního projektu. Tento se používá převážně pro zjištění 
defaultního namespace, aby se tento namespace v rámci šablony kódu správně zapsal. 
 Get-PluralizedWord – Vrací množné číslo slova předaného jako parametr. Funguje pouze 
pro anglická slova. Používá se často pro množné číslo názvu modelu. 
Přidání souboru s kódem vygenerovaným ze šablony 
Dalším důležitým úkolem skriptu je samotné vygenerování souboru s kódem a jeho přidání do 
projektu. To je zajištěno příkazem Add-ProjectItemViaTemplate. Vyžaduje velké množství 
parametrů pro samotné generování. Tyto parametry jsou: 
 OutputPath – Cesta a jméno souboru, kde se nový soubor vygeneruje. Toto je povinný 
parametr. 
 Template – Název šablony, ze které se bude generovat kód. 
 Model – Asociativní pole obsahující data, která se předají šabloně. K těmto datům pak lze 
přistupovat v rámci šablony. 
 SuccessMessage – Zpráva, která se vypíše, pokud se podaří úspěšně vygenerovat soubor. 
 TemplateFolders – Seznam složek, kde se nachází šablona. 
 Project – Projekt, do kterého se má zařadit nově vygenerovaný soubor. 
 CodeLanguage – Jazyk, ve kterém se má šablona generovat. 
 Force –Pokud už existuje generovaný soubor, tak se defautně generování přeskočí. Tento 
přepínač způsobí, že se soubor vygeneruje znova a stávající se přepíše. 
Samotná logika generování kódu vyžaduje několik kroků: 
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 Nalezení šablony – Pod jedním názvem šablony se může nacházet více konkrétních šablon. 
Může být více šablon pro různé jazyky nebo v různých umístěních. T4 také podporuje 
automatické „přetěžování“ šablon, kdy může v rámci souborů v projektu existovat šablona, 
která se využije místo defautlních. Prvním krokem je tedy nalezení souboru šablony, které 
odpovídá jménu, jazyku a nachází se ve správné složce. 
 Vygenerování kódu ze šablony – Pokud se podařilo naleznout odpovídající šablonu, tak 
v tomto kroku se spustí. Předají se jí potřená data a výstup se uloží do souboru určeného jako 
parametr. 
 Přidání souboru do projektu – Nakonec se musí vygenerovaný soubor přidat jako položka 
v projektu. 
Volání jiných scaffolderů 
Díky modulové povaze celého kódu je možné jednoduše volat jiné scaffoldery a tím vytvářet 
komplexní strom závislostí mezi vygenerovaným kódem. Konkrétní scaffolder si tedy může 
vygenerovat kód a soubory, které vyžaduje pro svoji korektní funkčnost. 
4.1.2 Generování do více projektů 
T4 Scaffolding je určen primárně ke generování soborů do jednoho projektu. Každý scaffolder tedy 
má jako jeden z povinných parametrů jméno projektu do kterého se má generovat. Každý příkaz 
v rámci této knihovny má také parametr pro jméno projektu. Například příkaz pro zjištění metadat 
třídy vyžaduje název projektu ve kterém se bude tato třída hledat. Jméno tohoto projektu je určeno 
v konzoli NuGetu, kde T4 Scaffolding knihovna přebírá parametr této konzole, který je určený pro 
informaci balíčkovacímu systému, která říká do kterého projektu se mají instalovat nové balíčky. 
Ale ZeroFramework pracuje s více projekty a tedy važaduje generování do více projektů. 
Prvním problémem je, jak předávat jména několika projektů, než jednoho. Nejjednodušší a 
nejefektivnější řešení je jednoduše přidat do PowerShell skriptu každého scaffolderu paramety pro 
jednotlivé projekty. Každý skript tedy musí obsahovat parametry CommonProject, BackendProject a 
FrontendProject. Každý scaffolder tedy může použít tyto parametry pro upřesnení jednotlivých 
příkazů. Například metadata se budou získávat z CommonProject a generování ViewModel tříd se 
bude do FrontendProject. 
4.1.3 T4 Šablona 
Další součástí generování zdrojových kódů pomocí T4 Scaffolding jsou T4 šablony. Jedná se o 
obyčené šablony využívající standardní T4 framework. Jsou ale specifické tím, že pro správnou 
funkci vyžadují spuštění v rámci T4 Scaffolding frameworku a každá šablona odpovídá specifickému 
scaffolderu a každý scaffolder může mít více šablon, většinou pro různé jazyky generovaného kódu. 
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Vstupními parametry každé šablony je asociativní pole, které do šablony předává skript, který 
šablonu spouští. Šablona má možnost získávat data i jinak, může to být ale velice obtížné a někdy i 
nekompatibilní s logikou scaffoldování. 
Jak už bylo řečeno, celá šablona se skládá z textu, který reprezentuje kód samotný, ale také se 
skládá z kódu, který může provádět komplexnější logiku generování kódu podle dat v modelu. 
Nejčastěji logika je vkládání jména entity, případně jejího množného čísla na specifická místa. Může 
se ale provádět složitější logika, o tom ale více v části o implementaci konkrétních scaffolderů. 
4.2 Získávání metadat 
Celá logika scaffoldingu je postavena na získávání správných metadat a jejich použití k vygenerování 
konkrétních zdrojových kódů. Musíme být tedy schopni získat informace o třídách a jejich 
vlastnostech a případně i jiných metadatech, jako jsou atributy tříd a vlastností. A to z projektu, který 
je zrovna otevřen ve Visual Studiu a do kterého budeme výsledný kód generovat. 
Pro toto lze využít buď .NET Reflexe nebo EnvDTE. T4 Scaffolding a scaffoldery na něm 
postavené využívají EnvDTE, protože Reflexe má několik problémů, které by znemožnily správnou 
funkčnost scaffolderů nebo samotného Visual Studia. 
4.2.1 Reflexe 
Reflexe je součást standardního .NETu už od jeho zrození. Jednoduše řečeno umožňuje načítat a 
procházet metadata kódu, který je napsán v .NETu. Vnitřně se nejedná o nic složitého, protože každá 
knihovna nebo spustitelný soubor v .NETu vždy obsahuje tyto metadata v čitelné podobě už od 
kompilace. V jakémkoliv programu v .NETu tedy není problém si načíst knihovnu, zjistit si její třídy, 
jaké tyto třídy mají vlastnosti a metody, jaké implementují interface a mnoho dalšího. 
Toto by se velice dobře hodilo pro případ, kdy nějaký kód, v našem případě PowerShell skript 
nebo šablona, vyžaduje zjištění property konkrétní třídy. 
Avšak v případě reflexe existuje jeden zásadní problém, který ho zásadně znevýhodňuje při 
použití v T4 šablonách nebo scaffoldingu. A tím je fakt, že pro správné přečtení metadat je nutné 
načíst konkrétní knihovnu do stejného paměťového prostoru, jako je vykonávaný kód. Načtením 
knihovny se ale knihovna, kvůli optimalizacím, zamkne a nelze ji po vykonání šablony a 
vygenerování kódu odstranit. Soubor takovéto knihovny pak nelze nijak měnit nebo mazat. A pokud 
toto provedete s knihovnou, kterou vytváříte v rámci projektu Visual Studia, tak Visual Studio nebude 
schopno přepsat při kompilaci soubor knihovny novým souborem. Toto lze vyřešit restartem Visual 
Studia, ale to není zrovna řešení problému. Alternativou k Reflexi je EnvDTE. 
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4.2.2 EnvDTE 
EnvDTE je COM knihovna pro ovládání a přístup k datům pro běžící instanci Visual Studia (5). 
Nejedná se tedy pouze o získávání metadat, ale také o možnost přímého ovládání Visual Studia. 
Pořád je ale hlavním cíle získávání metadat. Ta už se v tomto případě nezískávají z metadat 
zdrojového kódu knihovny, nýbrž jsou čteny přímo z Visual Studia. Problém, který nastává při 
použití reflexe se při použití této metody nevyskytuje. Tato technika má ale jiné, které ale 
neznemožňují její použití pro T4 a scaffolding. Ale mohou způsobit hlavně problémy samotnému 
programátorovi. 
Jedním je nedostupnost některých metadat. Není tedy možné pomocí EnvDTE korektně 
zjišťovat generika tříd nebo interface. To není v našem případě problém, protože generika 
nevyužíváme, ale některé podobné problémy tam přece jen jsou. 
Dalším problémem je špatná dokumentace a dokumentace kódu (InteliSense). Hlavně 
v porování s dokumentací reflexe je problém najít správnou metodu nebo vlastnost. To výrazňe 
zpomaluje vývoj a znesnadňuje pochopení kódu. Většinou je tedy nutné spoléhat na metodu 
pokus/omyl, nebo zjišťovat informace z již existujících zdrojových kódu nebo neoficiálních zdrojů 
informací. 
Podledním problematickým místem je spolupráce COM a PowerShellu. I přesto, že je 
PowerShell plnohodnotným .NET jazykem, tak nemá moc dobré možnosti práce s COM objekty. To 
tedy vyžaduje, aby práce s COM objekty byla převážně v jazyku, který zvládá plnohodnotný COM 
model, jako je například C# nebo VB.NET. Tento kód pak může být ve formě knihoven, které 
obsahují commandlety, které pak lze volat z PowerShellu. Všechny příkazy v knihovně T4 
Scaffolding jsou takto řešeny. Nebo lze tento kód vložit přímo do šablony samotné, čímž se ale 
znemožní znovuvyužití tohoto kódu.  
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5 Implementace 
V této kapitole bude popsána implementace jednotlivých scaffolderů a jejich součástí. Vzhledem 
k tomu, že některé scaffoldery volají jiné, vznikají mezi scaffoldery závislosti, které vyžadují 
implementovat některé scaffoldery, nebo jejich součásti dříve než jiné. Pořadí popisu je tedy vybráno 
s ohledem k tomuto faktu. 
5.1 Entita / Model 
Základem celé imlementace scaffoldingu je základní entita. Tuto entitu musí programátor sám 
vytvořit bez pomoci scaffoldingu. Podle této entity se pak bude řídit celý scaffolding, a výsledný kód 
bude určen k editaci položek v těchto entitách a jejich persistence v databázi. Jedná se o třídu, která 
reprezentuje položku v entitním modelu. Každá tato entita musí dědit z objektu EntityObject, může 
obsahovat různé vlastnosti, musí obsahovat vlastnost, která bude určena jako primární klíš pomocí 
atributu [Key]. Je také vhodné, aby každá změna vlastnosti volala metodu OnPropertyChanged 
(<jméno vlastnosti>), která je implementací rozhraní INotifyPropertyChanged. Poslední možností je 
využití DataAnotations pro automatickou validaci vlastností. 
5.2 Transport messages 
Transport messages (transportní zprávy) jsou třídy, které se používají při komunikaci mezi klientem a 
serverem. Každá se skládá ze dvou různých tříd. Request třída reprezentuje požadavek klienta na 
server. Response reprezentuje odpověď serveru klientovi. Tyto dvě třídy spolu tvoří jednu zprávu. 
Response musí implementovat rozhraní IRequest<TResponse>. Tato informace pak slouží 
Zero frameworku k tomu, aby věděl, které třídy má brát jako transportní a tedy k tomu přizpůsobit 
webovou službu. Obě tyto třídy jsou pouze datové kontejnery, neobsahují tedy žádnou logiku, ale 
pouze vlastnosti, do kterých se ukládají data potřebná pro přenos. 
Scaffolding 
I přes jednoduchou definici, je samotná implementace scaffoldingu transportních zpráv zásadně 
rozdílná a tedy složitější oproti standardnímu scaffoldingu. Důvodem je nutnost předávat do 
scaffolderu parametry pro jména a typy vlastností, které se mají do zdrojového kódu zapsat. Jednou 
možností, jak tohoto dosáhnout je předávat tuto informaci jako seznam jmen vlastností a jejich typů. 
V rámci tohoto řešení je také nutné určit, jakým způsobem se mají předávat typy. Jedno zřejmé řešení 
je použití typu Type, který v .NET reprezentuje definici typu. Toto je ale úzce spjato s reflexí a jak 
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bylo v kapitole Získávání metadat řečeno, může použití reflexe v rámci scaffoldingu přinášet 
problémy. 
Druhou možností je použití EnvDTE, které také má podobnou možnost předávat definici typu 
jako proměnné. První implementace tohoto scaffolderu využívala tedy tuto možnost, ale vyskytnul se 
problém, který zneužil použití i této možnosti. Tímto problémem je nemožnost T4 Scaffolding 
knihovny zjistit v PowerShell skriptu datový typ vlastnosti primárního klíče entity. Knihovna zvládá 
vrátit pouze jméno vlastnosti primárního klíče. Toto je ale nutná informace, protože jedna 
z vlastností, které se v transportních zprávách vyskytuje, je typ identifikátoru entity a tedy její 
primární klíč. Konečná implementace je tedy naprosto odlišná od standardního scaffoldingu. 
Zjištění typu primárního klíče 
Jednou z položek metadat, které je nutné v některých případech zjistit je definice typu vlastnosti, 
která je primárním klíčem entity. T4 Scaffolding má příkaz pro získání jména této vlastnosti, ale ne 
typu. Jedinou možností je získat všechny vlastnosti entity a podle jména vybrat tu, která je primárním 
klíčem. Získání všech vlastností a algoritmus samotný je jednoduchý a skládá se z obyčejné selekce. 
To ale není při použití PowerShell možné, protože ten je velice omezen při práci s EnvDTE omezen. 
Je tedy nutné toto provádět v šabloně použitím C#. Tento způsob získání definice typu primárního 
klíče entity je tedy použit v šablonách, které vyžadují znalost typu primárního klíče nebo 
identifikátoru entity. 
Základní šablona zprávy (BaseMessage template) 
Řešením je tedy převést celou logiku scaffoldingu zprávy z PowerShell skriptu do šablony a tuto 
šablonu použít jako základ pro šablony konkrétních zpráv. Konkrétní šablona zprávy se pak volá 
přímo v rámci skriptu scaffolderu, který generuje kód, který tuto zprávu využívá. Voláním základní 
šablony samotné se nic negeneruje a pro správné použití základní šablony je nutné vytvořit šablonu 
novou, která bude generovat kód konkrétní zprávy a použít include deklaraci pro připojení základní 
šablony zprávy a využití její logiky. Tento vztah si lze představit jako formu dědičnosti i přesto, že se 
o objektovou dědičnost nejedná. 
Základní šablona zprávy obsahuje celou logiku pro samotné generování kódu zprávy, ale 
vyžaduje od šablony konkrétní zprávy určení několika hodnot a vlastností:  
 RequestName – řetězec určující jméno třídy požadavku 
 ResponseName – řetězec určující jméno třídy odpovědi 
 RequestValues – Dictionary<string, string> určující jména dvojice typů a jmen vlastností, 
které se vygenerují v třídě pro požadavek. 
 ResponseValues – to samé jako RequestValues, ale pro třídu odpovědi. 
Posledním krokem je zavolání metody OutputMessage(), která z těchto informací vytvoří samotný 
zdrojový kód tříd. 
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5.3 Message handlers 
Úzce spojené s transportními zprávami je obsluha zpracování těchto zpráv. Zpracování je prováděno 
metodami, které jsou ve třídě, která dědí z rozhraní IRequestHandler. Toto je pouze poznávací 
rozhraní a nevyžaduje po třídě žádnou implementaci. Podle tohoto rozhraní framework pozná, které 
třídy obsahují metody, které provádějí samotné zpracování. Každá tato metoda pro zpracování musí 
přebírat jako parametr Request třídu a vracet korespondující Response třídu. 
Framework pak při požadavku o zpracování zprávy použije reflexi, aby zjistil, která metoda 
se má použít pro samotné zpracování. Uvnitř těchto metod může probíhat jakákoliv logika, která má 
být prováděna na straně serveru. Převážně tedy půjde o přístup k databázi přes Entity Framework. 
Scaffolder pro obslužné metody je, podobně jako scaffolder pro zprávy samotné, rozdílný 
oproti standardnímu způsobu použití scaffoldingu. Je rozdělen na dvě části. První je generování 
souboru a třídy a generování samotných obslužných metod. 
Generování souboru a třídy 
Šablona pro generování třídy je jednoduchá a obsahuje minimum logiky pro generování jména třídy a 
jména základních jmenných prostorů. Hlavní logika generování spočívá v PowerShell skriptu. Ten 
pro pozdější použití vyžaduje odkaz na soubor, kde se daná třída nachází, aby bylo možné přidat do 
tohoto souboru případné obslužné metody. Taky je nutné, když už soubor existuje, tento soubor 
nepřepisovat, ale vrátit stávající. 
Část pro generování třídy tedy využije možností T4 Scaffolding knihovny a zjistí, jestli soubor, 
který obsahuje vhodnou třídu, už neexistuje. Pokud ne, tak jej vygeneruje ze šablony a vrátí na něj 
odkaz k dalšímu zpracování. Pokud už soubor existuje, tak se žádný nový soubor nebo kód 
negeneruje a vrátí se odkaz přímo na tento soubor. 
Generování obslužné metody 
Při generování obslužné metody vznikají dva problémy. Prvním je, jak generovat kód do už 
existujícího souboru. Druhým je problém, jak předat zdrojový kód, který by se měl zapsat do těla této 
metody. 
První problém je jednoduše řešitelný pomocí T4 Scaffolding knihovny, která poskytuje logiku 
pro přesně tento typ operace pomocí příkazu Add-ClassMemberViaTemplate. Tento příkaz spustí 
šablonu, která se mu předá jako parametr a výstup této šablony se zapíše jako tělo nové metody do 
souboru, který je parametrem. Získání odkazu na tento soubor je popsáno v předchozím odstavci. 
Tento příkaz řeší i druhý problém a to jak získat tělo metody. Díky tomuto příkazu jednoduše 
stačí pro každou metodu vytvořit vlastní šablonu a tuto šablonu pak použít jako parametr scaffolderu. 
Zjištění metadat 
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V rámci tohoto scaffolderu také dochází ke zjišťování specifických metadat. Pro správné generování 
je nutné znát vazbu mezi třídami požadavku a odpovědi přes rozhraní IRequest. Tady vyvstává 
problém s nemožností práce s generickými typy přes EnvDTE. Je možné zjistit, jestli třída 
implementuje toto rozhraní, ale už není možné jednoduše zjistit, jakého generického typu je toto 
rozhraní. Což je ale nutná informace, protože tento typ je nutné znát jako třídu odpovědi. 
Nakonec je tento problém vyřešen manuálním parsováním jména tohoto rozhraní, ve kterém se 
tato informace nachází, ale pouze v textové podobě. Výsledkem je tedy textové jméno třídy odpovědi. 
Použití 
Použití tohoto scaffolderu vyžaduje vytvoření šablony, která bude generovat tělo metody. Pak stačí 
zavolat tento scaffolder s parametry: 
 MessageType – Jméno třídy reprezentující požadavek. 
 HandlerTemplate – Jméno šablony, která se použije pro generování těla metody. 
 HandlerModel – Hashmapa, která se použije jako datový model pro šablonu. 
 MethodName – Změní jméno generované metody, defaultně je jméno stejné, jako jméno 
zprávy. 
 HandlerName – Jméno souboru a třídy, do které se bude generovat. Defaultní jméno je 
Common. 
5.4 List a Edit ViewModel 
Jak je napsáno v kapitole zabývající se strukturou ZeroFrameworku, tak ViewModel je třída, mající 
na starost logiku uživatelského rozhraní. ListViewModel, je třída která obsahuje seznam zobrazených 
položek, vlastnost pro označenou položku a poskytuje metody pro otevření okna pro přidání, úpravu a 
logiku pro smazání položky. Také komunikuje se serverem při načítání položek a mazání položky. 
EditViewModel je třída, která reprezentuje logiku úpravy entity. Obsahuje zrovna upravovanou 
položku, akce pro uložení a zrušení úprav a logiku pro komunikaci se serverem pro získání 
upravované položky a uložení nové nebo upravované položky. 
Hlavním problémem při generování však není generování samotné třídy ViewModelu, ale 
generování kódu mimo tuto třídu. List ViewModel vyžaduje dvě transportní zprávy: Get[Entities], 
které vrátí seznam všech položek entity a Delete[Entity], které smaže entitu podle Id. EditViewModel 
také vyžaduje dvě zprávy Get[Entity], která vrátí ze serveru entitu podle Id a Save[Entity], která 
slouží pro uložení nové nebo upravované entity. Ke každé této zprávě je také nutné vygenerovat 
vhodnou metodu pro obsluhu. Oba scaffoldery tedy musí využít možností generování transportních 
zpráv a metod obsluhy, které byly prezentovány v předchozích kapitolách. 
Šablony 
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ListViewModel má celkově 5 šablon: 
 GetMessageTemplate – Tato šablona generuje třídy pro zprávu pro získání seznamu všech 
entit ze serveru.  
o Request – tato třída je prázdná. 
o Response – obsahuje pouze seznam entit. 
 GetHandlerTemplate – Šablona, která generuje metodu pro zpracování předchozí zprávy. 
V těle se pouze vytvoří databázový kontext a z vráceného seznamu entit se vytvoří Response 
třída. 
 DeleteMessageTemplate – Šablona generuje třídy zprávy pro smazání entity. 
o Request – obsahuje Id entity. 
o Response – třída je prázdná. 
 DeleteHandlerTemplate – Šablona, která generuje obsluhu Delete zprávy. V těle se vytvoří 
kontext, vyhledá se konkrétní entita podle Id, označí se jako smazaná a kontext se uloží. 
 ListViewModelTemplate – Šablona, která generuje samotný kód ViewModelu. Neobsahuje 
žádnou komplexní logiku. Ta se z větší části skládá z vkládání jména entity na správná místa 
ve zdrojovém kódu. 
EditViewModel má také 5 šablon: 
 GetMessageTemplate – Tato šablona generuje transportní zprávu pro získání entity podle 
identifikátoru. 
o Request – třída požadavku obsahuje Id entity. 
o Response – třída odpovědi obsahuje vrácenou entitu. 
 GetHandlerTemplate – Šablona pro metodu obsluhy. Z vytvořeného databázového kontextu 
si nechá vrátit podle Id správnou entitu a z té vytvoří odpověď. 
 SaveMessageTemplate – Šablona, která generuje transportní zprávu pro uložení entity. 
o Request – požadavek obsahuje entitu pro uložení. 
o Response – v odpovědi je identifikátor nově vytvořené entity. 
 SaveHandlerTemplate – Šablona obslužné metody. Metoda vytvoří kontext, vloží novou 
entitu, uloží kontext a z přiřazeného identifikátoru vytvoří odpověď. 
 EditViewModelTemplate – Šablona generující  
PowerShell skript 
Samotná logika scaffoldingu v obou případech je jednoduchá. Obsahuje základní generování kódu 
samotné třídy pro ViewModel. Také obsahuje volání pro generování zpráv a obsluhy tak, jak je to 
popsáno v předchozích kapitolách. 
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5.5 ListView 
View je část uživatelského rozhraní, které zobrazuje informace, které jsou uloženy ve ViewModel. 
ListView v tomto případě bude zobrazovat seznam všech položek v tabulce se sloupci. Musí taky 
poskytovat tlačítka pro přidání, úpravu a smazání. Generátor tedy musí vygenerovat XAML soubor, 
který bude popisovat UserControl s DataGrid controlem a vhodnými tlačítky. A to vše ve vhodném 
rozložení. PowerShell logika je v tomto případě velice jednoduchá. Pouze si zjistí základní metadata 
entity a s nimi spustí generování šablony. 
Sloupce tabulky 
Pro zobrazení tabulky se používá DataGrid prvek. Ten pro správné zobrazení vyžaduje definici 
sloupců. Každý sloupec reprezentuje jednu vlastnost entity, která je řádkem v této tabulce. Vlastnosti, 
jako primární nebo cizí klíče se nezobrazují. V šabloně se tedy zjistí, jaké má entita, pro které se List 
View generuje vlastnosti, vybere pouze ty, které se mají zobrazit. Pro každou tuto vlastnost se pak 
vygeneruje definice sloupce. 
 
Obr. 5-1 Obrazovka vygenerovaného okna seznamu položek. 
5.6 EditView 
EditView slouží k zobrazení při úpravě nebo přidávání nové položky. Hlavní částí zobrazení jsou 
ovládací prvky sloužící ke změně vlastností entity a dvě tlačítka, jedno po potvrzení a uložení změn a 
druhé pro zrušení. Ke každému ovládacímu prvku musí být popisek. 
 26 
Generování je tedy velice podobné jako je ListView, ale místo definice sloupců se musí 
generovat konkrétní ovládací prvky s jejich popisky. Hlavním rozdílem je, že typ generovaného 
ovládacího prvku je závislý na typu vlastnosti. Defaultně je použit TextBox, ale například pro 
vlastnost typu DateTime je použito ovládacího prvku DatePicker. Rozdíl v generování není, jen se 
použije jiné jméno ovládacího prvku. 
 
Obr. 5-2 Obrazovka vygenerovaného okna pro úpravu položkys. 
5.7 Use-case 
Use-case scaffolder zastřešuje scaffolding ostatních částí. Tento scaffolder negeneruje žádný zdrojový 
kód, ale jen volá ostatní scaffoldery s vhodnými parametry pro vygenerování celé logiky pro přehled 
a úpravu entit. 
Hlavní logikou tohoto scaffolderu je zjištění jmen projektů, jak bylo popsáno v kapitole 
Rozdělení do projektů. Ze jména vybraného projektu se přečte jméno modulu a výsledná jména 
projektů se vytvoří ze jména tohoto modulu. Jméno modulu a popis typu projektu jsou odděleny 
tečkou. Příklad: projekt se jmenuje Application.Backend. Jméno modulu je tedy Application. Z toho 
mi vzniknou jména projektů pro společnou část: Application.Common, backend: 
Application.Backend, a klientskou část: Application.Frontend. Jména těchto projektů se pak použijí 
jako parametry pro ostatní scaffoldery, které tyto jména využijí pro určení správných projektů pro 
zisk metadat a generování zdrojového kódu. 
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6 Závěr 
Při vývoji informačních systémů se často vyskytuje možnost opakovaně vytvářet zdrojový kód ve 
specifické formě a z předem definovaných metadat. Tvorba takovéhoto kódu programátorem může 
být chybová a zdrojově vyčerpávající. Obecným řešením tohoto problému je vytvořit nástroj, který 
tuto práci bude provádět místo programátora. Jedním z konkrétních řešení je tzv. scaffolding, tedy 
pasivní generování základních tříd a kódu pro specifické případy v rámci vývoje informačního 
systému. Knihovnou, která zjednodušuje implementaci takovéhoto pasivního generování je i 
T4Scaffolding knihovna pro Visual Studio. Pomocí této knihovny bylo v rámci této práce vytvořeno 
několik scaffolderů pro tvorbu zdrojového kódu pro ZeroFramework knihovnu. Tyto scaffodlery 
umožňují během několika minut práce programátora vygenerovat zdrojový kód potřebný pro 
zobrazení, vytváření, úpravu a mazání entit v databázi, včetně změn do této databáze. 
Tato práce ukazuje jednu z možností, jak implementovat pasivní generování kódu při vývoji 
aplikací v prostředí Visual Studia i mimo knihovnu ZeroFramework. Zároveň poskytuje popis 
struktury T4Scaffolding, možnosti jejího využití a popisuje některé problémy spjaté s tvorbou 
scaffolderů. 
V budoucnu bude také nutná údržba scaffolderů, které byly v této práci vytvořeny. Generovaný 
kód je vždy vázán na specifickou verzi frameworku. Při změně ve frameworku se také musí podle 
potřeb změnit tyto scaffoldery. Další možností pro rozšíření těchto scaffolderů je integrace vazebních 
entit tak, aby scaffoldery automaticky rozeznávaly vazby mezi entitami a podle toho generovaly kód 
pro vytváření vazeb mezi těmito entitami. 
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8 Seznam příloh 
Na přiloženém CD se nachází: 
1. ZeroFramework 
 Zdrojové kódy 
 NuGet balíčky 
2. Zdrojové kódy (PowerShell a T4 šablony) scaffolderů 
3. NuGet balíček scaffolderů 
4. Zdrojové kód ukázkové aplikace 
