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La tesi presenta un sistema per la simulazione e la visualizzazione di modelli
tridimensionali ottenuti per mezzo di lavorazioni utensili basate su tecniche
sottrattive.
Il sistema proposto si basa su una struttura per dati volumetrici chiama-
ta marching intersection che permette di mantenere in forma compatta una
rappresentazione spaziale del modello sotto lavorazione e di effettuare su di
esso, in modo efficiente, una sequenza di operazioni booleane. Tale strut-
tura dati viene estesa al fine di supportare la memorizzazione e l’accesso
efficiente all’intero processo sequenziale di lavorazione. In questo modo e`
possibile recuperare e visualizzare tutti gli stadi intermedi di lavorazione per
poter controllare e validare la correttezza dell’intero processo di lavorazione.
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Le macchine a controllo numerico sono componenti importanti di molti siste-
mi automatici di lavorazione delle industrie manifatturiere, particolarmente
per il settore meccanico. Esse sono apparati in rapida evoluzione tecnologica
rispetto a caratteristiche di: intelligenza a bordo, sistemi di controllo, di sen-
sorizzazione e di attuazione, possibilita` di integrazione, rispetto dei requisiti
di sicurezza.
Attraverso l’utilizzo di controllori dedicati o pc si riesce a controllare e mo-
nitorare i movimenti di una macchina utensile durante l’intero processo di
lavorazione. L’utensile della macchina viene pilotato da un programma se-
quenziale, in genere prodotto da un software speciale CAM. Spesso la pro-
cedura automatizzata di generazione del percorso utensile non e` esente da
errori; la presenza di errori nel percorso utensile puo` portare ad effettuare
una lavorazione errata e persino arrivare a danneggiare la macchina. Per
questo motivo e` essenziale avere a disposizione un tool che permetta di effet-
tuare una simulazione utensile prima di procedere con la lavorazione effettiva
sulla macchina cnc.
In ambito industriale la computer graphics ha riscontrato molto successo nella
realizzazione di applicazioni CAD/CAM e software di simulazione progettati
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per facilitare il controllo del processo di lavorazione attraverso la visualizza-
zione tridimensionale interattiva del processo di lavorazione. Esistono molti
software commerciali che si occupano di simulare in maniera precisa la la-
vorazione utensile, permettendo di accedere a funzionalita` avanzate come il
controllo della coerenza tra pezzo simulato e quello obiettivo, il controllo
collisioni con il corpo della macchina e misurazioni sul pezzo semilavorato.
Grazie a questi software e` stato possibile migliorare la produttivita` dell’in-
dustria, ridurre i tempi di lavorazione, ridurre lo spreco di materiali, ridurre
la manutenzione delle macchine.
1.1 Obiettivi
La tesi si colloca nell’ambito di software per la simulazione di percorsi utensi-
le. Gli obiettivi della tesi sono stati l’analisi e lo studio di un sistema capace
di effettuare una simulazione efficiente della lavorazione utensile. I requisiti
del sistema, delineati durante la fase iniziale della tesi, sono: la possibilita`
di accedere liberamente e in modo mirato a tutte le fasi della lavorazione
con il vantaggio di poter esaminare direttamente le fasi critiche del processo
senza attendere il completamento delle fasi precedenti; visualizzare su scher-
mo e salvare su disco una geometria triangolata corrispondente a uno stadio
intermedio di lavorazione che l’utente ha scelto di controllare; modificare il
processo di lavorazione cancellando o aggiungendo passi al percorso utensile
senza dover riavviare la simulazione. A tal fine e` stato necessario scegliere una
struttura dati capace di mantenere in maniera compatta l’intera lavorazione
utensile e rendere efficiente l’accesso alle sue fasi intermedie.
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1.2 Lavoro Svolto
La tesi presenta un sistema per la simulazione e la visualizzazione di modelli
tridimensionali ottenuti per mezzo di lavorazioni utensili basate su tecniche
sottrattive.
E` stato progettato e sviluppato un sistema capace di offrire delle funzionalita`
specifiche per effettuare simulazioni di percorsi utensili. E` possibile effettuare
la simulazione del percorso utensile a partire da: una geometria del blocco da
lavorare, una geometria dell’utensile, un generico percorso macchina espresso
secondo un formato da noi specificato.
Il sistema sviluppato si basa su una struttura per dati volumetrici chiamata
marching intersection che permette di mantenere in forma compatta una
rappresentazione spaziale del modello sotto lavorazione. La struttura base del
marching intersection e` stata estesa per effettuare contemporaneamente sul
modello sotto lavorazione una sequenza di operazioni booleane e per accedere
in maniera non sequenziale alle fasi intermedie di lavorazione.
Il sistema permette di visionare tutti i passi intermedi della lavorazione uten-
sile: si puo` direttamente visualizzare una qualsiasi fase di lavorazione senza
essere obbligati ad elaborare e visionare i passi intermedi precedenti. Questa
caratteristica permette di concentrare la ricerca di eventuali errori del per-
corso macchina, andando direttamente a effettuare controlli di coerenza su
fasi di lavorazioni considerate critiche che hanno una maggiore probabilita` di
introdurre errori nel risultato finale della lavorazione.
E` stata implementata una applicazione capace di testare le funzionalita` piu`
importati proposte dal sistema presentato e in seguito sono stati definiti tre
percorsi macchina attraverso funzioni procedurali per simulare la lavorazione
di tre oggetti. I risultati ottenuti si sono rivelati soddisfacenti dato che i
tempi e le performance del sistema per completare un’intera lavorazione sono
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paragonabili a quelli impiegati da software commerciali.
1.3 Organizzazione della tesi
Il capitolo 1 introduce le problematiche legate alla tecnologia cnc, i requisiti
del sistema presentato e il lavoro di progettazione e implementazione del
sistema proposto; infine viene data una valutazione sui risultati ottenuti.
Nel capitolo 2 viene presentata una breve introduzione sul mondo delle mac-
chine a controllo numerico e in seguito sono elencati i requisiti del nostro
sistema proposto.
Nel capitolo 3 sono presentate delle strutture dati utilizzate per la rappresen-
tazione volumetrica di oggetti. Successivamente sono discusse alcune delle
tecniche attualmente utilizzate nei simulatori recenti e l’algoritmo per la
ricostruzione di superfici marching cube.
Nel capitolo 4 vengono presi in esame due simulatori commerciali e discusse
le loro caratteristiche sulla base degli algoritmi presenti in letteratura.
Nel capitolo 5 viene presentato il sistema sviluppato: un’analisi iniziale
spiega le scelte fatte nella progettazione del sistema. Segue una spiegazio-
ne esauriente sulle tecniche e sugli algoritmi impiegati per implementare il
framework.
Nel capitolo 6 viene presentata la struttura dati del marching intersection e
vengono descritte le funzionalita` piu` importanti.
Nel capitolo 7 sono presentati tre test effettuati su percorsi macchina oppor-
tunamente generati. Sono discussi le prestazione del sistema sulla base dei
risultati ottenuti.
Nel capitolo 8 sono discusse le conclusioni della tesi sulla base del lavoro
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CNC (Computer Numeric Control) e` una tecnologia che utilizza un com-
puter per controllare e monitorare i movimenti di una macchina utensile.
Questa macchina puo` essere una fresa, un tornio, una macchina a lama al-
ternativa, una saldatrice, una mola, una macchina di taglio a Laser o ad
acqua, una macchina di stampaggio a freddo di lamiera, un robot. In gene-
rale una macchina dove sia necessario conoscere e controllare con precisione
la posizione di alcuni organi in movimento. Il computer e` generalmente un
controllo integrato a bordo e dedicato, specialmente su macchine industriali,
ma puo` anche essere un normale PC, per macchine amatoriali o nel caso di
ricondizionamento-revisione di macchine usate. Il controllo CNC aziona una
serie di motori e guide, per il movimento controllato e coordinato degli assi
della macchina, allo scopo di portare l’utensile o il pezzo nella posizione e
nel momento previsti.
L’obiettivo della lavorazione cnc e` la realizzazione di un oggetto di qualsiasi
6
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genere. Si possono realizzare pezzi meccanici, tagli di stoffe, sculture e molto
altro ancora. L’oggetto e` lavorato a partire da un blocco di materiale grezzo.
L’utensile della macchina segue un percorso definito da un programma di
lavorazione espresso come una sequenza di passi (istruzioni G-CODE). Ogni
istruzione G-CODE determina uno spostamento dell’utensile. Il movimento
dell’utensile, comporta la rimozione di materiale nel caso in cui l’utensile si
trovi a contatto con il pezzo sotto lavorazione.
In base alla tipologia dell’utensile scelto per la lavorazione, il pezzo iniziale
sara` passo per passo tagliato/sgrossato/molato fino a che il programma di
lavorazione della macchina non termina. Il risultato della lavorazione dovra`
essere quanto piu` possibile fedele al prototipo progettato.
Le macchine industriali sono in genere dotate anche di un sofisticato sistema
di retroazione, che controlla e corregge costantemente (decine/centinaia di
volte al secondo) che la posizione e la velocita` di spostamento dell’utensile
sia quella prevista, andando a leggere migliaia di passi avanti il programma
di lavorazione.
Esistono molte piccole macchine CNC, per uso hobbistico, in genere meno
rigide, precise e costose delle corrispondenti macchine industriali, ma in grado
di lavorare con successo materiali morbidi, come plastiche, schiume e cere.
Con CAM (Computer-Aided Manufacturing) s’intende l’utilizzo di software
per calcolare percorsi utensile per una macchina CNC, a partire da dati
CAD 2-3D. Quando i due software coesistono, li si indica come CAD/CAM.
Il CAM non aziona direttamente una specifica macchina CNC, ma crea un
codice generico da eseguire. Inoltre il CAM non e` una semplice operazione
automatica, che importa i dati CAD ed esporta il corrispondente G-CODE
senza un intervento umano. L’uso del CAM richiede conoscenza ed espe-
rienza su strategie di lavorazione per ottenere i migliori risultati, utensili,
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materiali, scelta della sequenza delle singole lavorazioni, ecc. Esistono CAM
di tutti i tipi, da quelli per principianti, che introducono l’utente alla lavora-
zione di oggetti semplici, fino a quelli piu` sofisticati, che sono molto complessi
e per i quali e` necessario prevedere un consistente investimento di tempo e
danaro, prima di diventare produttivi. Il G-CODE e` uno speciale e relativa-
mente semplice linguaggio macchina che il CNC e` in grado di comprendere
ed eseguire. Questo linguaggio in origine serviva a programmare le lavora-
zioni direttamente a bordo macchina, con una tastiera alfanumerica, senza
l’uso di software CAM. Si tratta di una sequenza di comandi semplici, che
la macchina esegue nell’ordine, e di alcune altre istruzioni ‘‘standard”, qua-
li il numero di giri (RPM) del mandrino e le velocita` di spostamento nelle
varie situazioni (lavoro, risalita, discesa, rapido, ecc.). Il linguaggio piu` co-
mune e` il G-CODE o Codice ISO, un semplice linguaggio sviluppato per le
prime macchine CNC negli anni settanta. Mentre il G-CODE e` di fatto un
linguaggio standard, i costruttori di macchine sono liberi di personalizzarlo,
per incorporarvi funzioni supplementari e specifiche di ogni macchina: per
questo motivo il G-CODE creato per una macchina puo` non essere adatto
ad un’altra. Di conseguenza, per tradurre i percorsi utensile calcolati dal
SW CAM in un linguaggio specifico per la singola macchina, e` necessario un
ulteriore SW ‘‘ponte”, chiamato Postprocessor, che, una volta correttamente
configurato, si incarica di tradurre il codice generico in un linguaggio spe-
cifico per la macchina per la quale e` stato compilato. Questo permette (in
teoria) a qualsiasi CAM di calcolare percorsi per qualsiasi macchina.
Le macchina CNC possono avere un numero qualsiasi di assi in movimento,
che possono essere lineari o rotatori. Molte macchine ne hanno di entrambi
i tipi. Le macchine di taglio Laser o ad acqua hanno in genere solo 2 assi
lineari, X e Y. Le frese hanno almeno 3 assi, X, Y e Z e possono avere assi
rotativi addizionali. Una macchina a 5 assi e` dotata di 3 assi lineari e 2 assi
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rotativi, per consentire all’utensile di lavorare su un emisfero di almeno 80
gradi. Esistono anche Laser a 5 assi, usati per taglio di finitura, scultura e
decorazione. Un braccio robotico puo` avere 5 o piu` assi.
2.1.2 Limitazioni delle macchina CNC
Le macchine cnc compiono dei movimenti seguendo un programma composto
da un sequenza di istruzioni. L’hardware della macchina e` la parte critica del
sistema e introduce delle limitazioni sui movimenti che l’utensile puo` compie-
re durante la lavorazione. Lo spostamento dell’utensile avviene grazie a degli
attuatori, che sono prevalentemente dei motori elettrici. Ogni attuatore e` in
grado di muovere l’utensile lungo una direzione principale. Ogni movimento
dell’utensile che non sia uno spostamento lungo un asse principale comporta
l’utilizzo di piu` attuatori che devono operare in maniera sincronizzata. Mo-
vimenti lineari saranno facilmente realizzabili muovendo uno o piu` attuatori
in maniera sincronizzata. Molto piu` problematico sara` per la macchina effet-
tuare dei movimenti curvilinei, data la complessita` con cui questa dovrebbe
muovere in modo sincronizzato gli attuatori.
Data l’impossibilita` di progettare delle macchine in grado di compiere dei
movimenti perfettamente curvilinei, il problema di muovere l’utensile lungo
dei percorsi non rettilinei viene affrontato dal lato del programma sequenziale
di lavoro. L’idea e` quella di utilizzare degli strumenti matematici che permet-
tano di descrivere delle curve approssimandole con degli elementi geometrici
piu` semplici come per esempio segmenti [9]. Esistono piu` rappresentazioni
matematiche in grado di approssimare bene le curve. Il campo di applicazio-
ne di questi strumenti va ben oltre la rappresentazione di percorsi utensile
curvilinei. Sono utilizzati per esempio anche in programmi di modellazione
3d per manipolare superfici e curve e anche in applicazioni CAD. Curve di
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Bezier, Spline e Nurbs sono le rappresentazioni attualmente piu` utilizzate
per approssimare curve e superfici. Queste rappresentazioni sono definite da
dei punti detti vertici di controllo che agiscono sulle proprieta` della curva.
Nelle curve di Bezier la modifica di un vertice di controllo agisce sullo stato
globale della curva, mentre nelle spline il vertice di controllo comporta la
modifica locale della curva. Le Nurbs invece sono usate per approssimare
superfici. Una curva NURBS produce una curva regolare a partire da dei
punti di controllo. La curva puo` essere modificata alterando i pesi dei punti
di controllo che regolano la curva.
In relazione alla loro eta` e grado di complessita` , le macchine CNC hanno dei
limiti a quanto il loro sistema di controllo dei movimenti e` in grado di fare.
La maggior parte dei controlli CNC e` in grado solo di interpretare movimenti
lineari diritti e segmenti di arco. In molte macchine, gli archi sono limitati ai
soli piani principali (X, Y, Z). Per ottenere un movimento lineare inclinato o
un movimento ad arco, e` necessario ‘‘interpolare” (muovere in modo coordi-
nato e sincronizzato) i movimenti di almeno 2 assi. Nel caso delle macchine
a 5 assi, tutti i movimenti sui 5 assi devono essere perfettamente coordinati
e sincronizzati, cosa non facile. La velocita` a cui il controllo puo` ricevere
e processare i dati in arrivo, trasmetterli al sottosistema di movimento e
controllarne la corretta esecuzione e` l’aspetto cruciale dell’intero processo.
Macchine datate saranno ovviamente meno performanti di macchine piu` re-
centi, come del resto avviene per i PC, nell’esecuzione di task sempre piu`
complessi.
Il primo problema importante e` quello di modificare i dati CAD in modo
che, dopo il passaggio di generazione CAM dei percorsi, il risultato sia una
sequenza di movimenti quanto piu` possibile morbida (senza brusche variazio-
ni) e fluida (senza intoppi). Dal momento che la maggior parte dei controlli
CNC sono in grado di interpretare solo linee ed archi, tutta la geometria di
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diversa natura deve essere approssimata a da entita` come spline e nurbs. Il
CAM e` l’ambiente dove si prendono decisioni come il livello di precisioni con
cui curve saranno approssimate. Le decisioni prese dal CAM sono dipenden-
ti in parte dal materiale, in parte dalla possibilita` della macchina e da altri
fattori dipendenti dal tipo di lavorazione. Aumentando il livello di precisione
aumentera` la complessita` del calcolo da parte del software CAM. Il risultato
della lavorazione sara` dipendente dalla precisione scelta dal software CAM.
Una bassa precisione dara` luogo a delle spezzate laddove il percorso utensile
sarebbe tenuto a seguire un percorso curvilineo, mentre un alto livello di pre-
cisione dara` luogo a piccoli segmenti in grado di approssimare bene la curva
e mettere sotto stress il sistema di controllo della macchina.
Alcuni CAM invece non sono in grado di leggere geometrie spline o alcuni
tipi di superfici, per cui e` necessario effettuare queste approssimazioni di-
rettamente nel CAD. Il passaggio dal CAD al CAM (attraverso un formato
neutro come STL, DXF, ecc.) puo` a volte provocare dei problemi, in relazione
alla qualita` di import/esport dei programmi usati.
2.1.3 Gradi di liberta`
Esistono diverse possibili configurazioni di lavoro per le macchine CNC:
- 2D, se tutta la lavorazione giace sullo stesso piano. In questo caso l’u-
tensile non ha alcuna possibilita` di movimento indicizzato (controllato)
lungo l’asse Z, ma al limite solo due possibili posizioni (su e giu`). Gli
assi X e Y possono interpolare (muoversi insieme in modo coordinato)
per tracciare linee inclinate o archi di cerchio.
- 2.5D, se tutta la lavorazione avviene su piani paralleli al piano princi-
pale, a livelli Z diversi. In questo caso l’asse Z puo` variare la sua quota,
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ma non interpolare i movimenti contemporaneamente con gli assi X e
Y. Un’eccezione e` costituita dalla lavorazione ad elica, dove X e Y in-
terpolano a formare un cerchio, mentre Z si muove a velocita` costante,
descrivendo quindi come risultato una spirale (ad esempio nel ricavo di
filetti). Una sottospecie della categoria precedente e` rappresentata da
controlli che possono interpolare su una coppia di assi alla volta, ma
non contemporaneamente su tutti e tre. Ovviamente in questo modo
di operare ci sono molti piu` limiti di quanti ne avremmo con una piena
interpolazione dei tre assi.
- 3 Assi, se la lavorazione richiede un movimento simultaneo e coor-
dinato degli assi X, Y e Z, come richiesto dalla lavorazione di molte
superfici free-form.
- 4 Assi, se la lavorazione include, oltre al movimento interpolato su 3
assi, un movimento di rotazione (sull’utensile o sul pezzo). Se il 4 asse
e` interpolato con gli altri tre, si parla di 4 assi vero, altrimenti, se il
quarto asse puo` solo ruotare mentre gli altri assi sono fermi, si parla di
4 assi indicizzato.
- 5 Assi, se la lavorazione avviene con il movimento dei tre assi principali
e con la rotazione sia della testa porta-utensile che del pezzo.
La figura 2.1 mostra una macchina a 5 assi.
2.1.4 Operazioni di Rimozione
Il simulatore cnc mantiene una rappresentazione interna sia dell’utensile che
il blocco da lavorare. La strategia di rappresentazione varia da un algoritmo
ad un altro. L’operazione fondamentale compiuta dall’utensile e` la rimozione
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Figura 2.1: Una macchina cnc a 5 assi.
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Figura 2.2: Sono elencate le fasi del processo di generazione del G-CODE .
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del materiale dal blocco. L’implementazione di tale operazione e` dipendente
dall’algoritmo utilizzato dal simulatore cnc [13, 14, 1]. In genere gli algoritmi
che utilizzano rappresentazioni volumetriche dell’utensile e del blocco espri-
mono la rimozione del materiale come differenza tra volumi. La differenza tra
volumi viene generalmente espressa come operazione booleana di differenza.
2.2 Path di lavorazione
2.2.1 Generazione dei path
Il processo di generazione del path e` uno degli aspetti cruciali dell’intero
sistema di lavorazione e determina il livello di precisione e l’accuratezza con
cui sara` effettuato il lavoro. Inizialmente l’oggetto da realizzare e` descritto
da una rappresentazione geometrica realizzata attraverso un software CAD.
La fase successiva come si puo` evincere dalla figura 2.2 e` la generazione del
percorso utensile. Questo processo comporta la trasformazione dei dati CAD
nel linguaggio G-CODE attraverso un software CAM.
Il linguaggio G-CODE nasce negli anni ’60 con l’obiettivo di divenire un
linguaggio standard per la programmazione di macchine cnc. A causa di una
mancata esigenza di interoperabilita`, questo standard non si diffonde molto
ed oggi la maggior parte dei produttori tendono ad aggiungere al linguaggio
delle estensioni mirate e specifiche per le loro macchine.
Al fine di rendere piu` chiaro il contesto diamo una breve panoramica sui
comandi G-CODE piu` comunemente utilizzati:
- G00 Avanzamento rapido con interpolazione lineare
- G01 Interpolazione lineare (avanzamento con moto di lavoro)
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- G02 Interpolazione circolare in senso orario
- G03 Interpolazione circolare in senso antiorario
- G04 Arresto temporizzato
- G17 Scelta del piano XY
- G18 Scelta del piano XZ
- G19 Scelta del piano YZ
- G70 Misure in pollici
- G71 Misure in mm
- G90 Coordinate assolute
- G91 Coordinate relative.
Il G-CODE e` un linguaggio a basso livello; inizialmente e` stato il primo stru-
mento per programmare le macchine a controllo numerico prima dell’avvento
dei software CAM-CAD. E` possibile paragonarlo all’assembler del processo-
re. Il G-CODE e` stato pensato per interagire direttamente con gli attuatori
della macchina. Ci sono istruzioni G-CODE che si occupano di specificare i
movimenti di interpolazione lineare o circolare secondo un sistema assoluto
o relativo; arrestare la macchina; cambiare il sistema di riferimento; scegliere
il piano di lavoro; cambiare l’unita` di misura. I comandi precedentemente
elencati sono incompleti: e` stato riportato solo il codice alfanumerico che
identifica l’istruzione macchina. Per esempio il codice G01 rappresenta un
comando G-CODE capace di muovere la macchina con interpolazione lineare
verso un punto definito dalle coordinate esplicitate (parametri del comando).
Per esempio, il seguente programma G-CODE composto da 5 istruzioni e`
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capace di compiere un’operazione di fresatura lungo un percorso triangolare.
I vertici del triangolo saranno in parte usati come parametri dei comandi
G-CODE.
G01 X 1.500 Y 1.278 F15
// Posiziona l’utensile nel punto (X,Y)=(1.5,1.278)
G01 Z -0.200 F5
// Abbassa la punta penetrando la superficie di 0.2
G01 X 1.693 Y 1.611 F15
// Muove l’utensile da (X,Y)=(1.5,1.278) a (X,Y)=(1.693,1.611)
G01 X 1.307 F15
// Muove l’utensile da (X,Y)=(1.693,1.611) a (X,Y)=(1.307,1.611)
G01 X 1.500 Y 1.278 F15
// Muove l’utensile da (X,Y)=(1.307,1.611) a (X,Y)=(1.500,1.278)
Il carattere F seguito da un numero intero appartenente all’intervallo (0-20)
rappresenta la velocita` con cui l’utensile si muove. In figura 2.3 e` raffigurato
il risultato del programma cnc.
Concluso il processo di generazione del path, espresso come sequenza di istru-
zioni G-CODE, puo` essere necessario compiere un ulteriore passo di postpro-
cessing per trasformare il linguaggio standard in uno specifico per la macchina
da utilizzare. La qualita` con cui e` generato il path, insieme alla precisione
della macchina si ripercuote in modo diretto sul risultato finale della lavo-
razione. Il software CAM deve essere in grado di generare un percorso non
solo geometricamente valido (che possa cioe` generare l’oggetto obiettivo in
modo corretto) ma deve anche tenere conto del materiale di lavoro, delle for-
ze in gioco, (torsioni, resistenza del materiale, surriscaldamento) evitando di
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Figura 2.3: Il risultato dell’esecuzione del programma cnc espresso dalle 5
istruzioni G-CODE.
portare l’utensile in situazioni critiche che potrebbero compromettere la sua
durata e la sua resistenza [12, 25]. L’utilizzo di tool di simulazione e verifica e`
necessario a garantire queste proprieta`. Nell’ultimo passo il linguaggio speci-
fico o G-CODE viene interpretato per poi successivamente essere trasformato
in istruzioni specifiche per il controller della macchina. Il controllore della
macchina cnc e` in grado di decodificare segnali elettrici ricevuti da una pc
o da un computer di bordo e di azionare i motori spostando l’utensile nella
configurazione desiderata.
2.2.2 Simulazione e validazione dei path
Uno dei grandi vantaggi e benefici che l’uso della computer graphics ha por-
tato nel campo dell’industria CAD/CAM e` senza dubbio l’introduzione di
tool visuali, impiegati per la simulazione e verifica dei percorsi macchina.
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L’introduzione di questi tool ha migliorato sensibilmente il sistema di la-
vorazione industriale. Oggi questi strumenti sono diventati essenziali poiche´
permettano all’utente di vedere la simulazione del percorso macchina in tempi
ragionevolmente brevi. Si puo` cos`ı individuare percorsi di lavorazione erra-
ti che oltre a sprecare tempo prezioso, potrebbero erroneamente rimuovere
parti di materiale costoso oppure danneggiare la macchina. Generalmente
questi tool vengono classificati come strumenti di simulazione e di verifica.
I tool che appartengono alla categoria di simulazione permettono all’uten-
te di vedere simulazioni anche real-time del percorso utensile. Alcune delle
caratteristiche interessanti che questi sistemi possono disporre sono:
- possibilita` di fermare e riprendere la simulazione in qualsiasi momento
- effettuare misure sul pezzo lavorato
- cambiare il punto di vista
- confrontare direttamente il pezzo lavorato con l’oggetto obiettivo
potendo cosi valutare le differenze
I tool di verifica sono invece impiegati per controllare la correttezza del per-
corso macchina. E` importante essere sicuri che l’utensile della macchina as-
suma delle posizioni corrette durante la lavorazione del pezzo. Devono essere
evitare tutte quelle configurazioni erronee che potrebbero compromettere il
funzionamento della macchina. Una caratteristica interessante che in genere
viene implementata dai tool di verifica e` il controllo delle collisioni del corpo
macchina con il pezzo. Tool professionali permettono di vedere in tempo
reale i punti del corpo macchina che sono entrati in collisione con l’utensile.
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2.3 Requirements
La tesi si colloca nell’ambito dei simulatori per macchine a controllo nume-
rico. Dopo un’analisi attenta ed accurata delle problematiche relative alla
simulazione dei percorsi macchina, abbiamo pensato di sviluppare un sistema
con i seguenti requisiti:
- Un algoritmo efficiente e scalabile, che sia in grado di tenere traccia di
tutte le fasi di lavorazioni con un basso costo computazionale.
Data la geometria del blocco da lavorare, la geometria dell’utensile e
un percorso macchina, il framework deve essere capace di simulare in
maniera efficiente, precisa e con tempi di risposta ragionevolmente bre-
vi, la lavorazione utensile. L’algoritmo deve essere in grado di gestire
in maniera efficiente la memoria necessaria a tenere lo stato della lavo-
razione nel tempo e deve essere scalabile rispetto alla sequenza di passi
che definiscono il percorso macchina.
- Possibilita` di vedere il percorso macchina in un determinato istante
temporale, andando avanti e indietro nel tempo.
Data una geometria di base sia dell’utensile che del blocco di lavoro,
serve un algoritmo capace di tenere traccia dello stato di ogni fase di
lavorazione. Questo significa che e` necessario un sistema di un fra-
mework capace di visualizzare tutti gli stadi intermedi di lavorazione.
Deve essere possibile passare da uno step temporale ad un altro senza
restrizioni di nessun tipo. L’algoritmo permettera` all’utente di poter
navigare liberamente avanti e indietro nella lavorazione. Una delle ca-
ratteristiche interessanti che l’algoritmo dovra` avere e` la possibilita` di
poter ispezionare la lavorazione in instanti temporali diversi e non cor-
relati. L’utente potra` interrogare ripetutamente il sistema chiedendo
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per esempio di poter vedere il risultato della fine della lavorazione, poi
a meta` della stessa.
Nella maggior parte dei simulatori analizzati, l’esecuzione di un passo
macchina comporta la modifica della rappresentazione interna della
lavorazione. Questi sistemi permettono di visualizzare la simulazione
in modo sequenziale: vengono mostrate passo per passo le modifiche
apportate al blocco sotto lavorazione. Si puo` quindi visualizzare la
simulazione in modo sequenziale secondo un ordinamento definito dalle
istruzioni che compongono il percorso macchina.
Il framework dovra` poter accedere a qualsiasi passo intermedio della
lavorazione. A differenza del sistema descritto precedentemente pos-
siamo saltare e visualizzare un generico passo intermedio senza aver
visualizzato i risultati precedenti ed andare avanti ed indietro nella
simulazione.
Per poter fare questo il sistema proposto dovra` quindi mantenere in-
teramente lo stato della lavorazione. Servira` un algoritmo in grado di
mantenere in maniera efficiente una grande quantita` di informazione
che dovra` poter essere accessibile all’utente in tempi ragionevolmente
brevi.
- Generazione di una mesh triangolata come risultato effettivo delle ope-
razioni macchina, e possibilita` di effettuare delle misurazioni precise
all’interno della stessa.
Il risultato della simulazione al passo n sara` una geometria tridimen-
sionale. L’utente dovra` avere la possibilita` di salvare su disco in un
formato standard 3D il risultato della simulazione e in un secondo mo-
mento sara` in grado di visualizzarlo con un generico software 3D. Il
vantaggio di avere salvato il risultato della simulazione non e` limitato
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solo alla visualizzazione 3D. Puo` essere molto utile avendo ricostruito
geometricamente l’oggetto fare opportune misurazioni all’interno del-
lo stesso. Un’altra possibilita` interessante e` la potenzialita` di poter
confrontare la geometria ottenuta dal simulatore con quella realizzata
dal disegnatore CAD. Questo permette all’utente di valutare eventuali
errori introdotti sul percorso macchina.
- Modificare il percorso utensile in maniera tale che si possa aggiun-
gere o cancellare delle fasi di lavorazione con un basso impatto sulle
prestazioni.
Durante la simulazione l’utente potrebbe accorgersi che il percorso mac-
china non e` corretto a causa di incoerenze riscontrate tra l’oggetto si-
mulato e quello obiettivo oppure perche´ si sono verificate delle collisioni
tra il corpo macchina e il pezzo lavorato. In questi casi l’utente deve
poter intervenire per apportare delle correzioni al percorso macchina in
modo efficiente.
Il framework dovra` mettere a disposizione delle funzionalita` per
l’aggiunta e rimozione di passi macchina.
L’aggiunta e la rimozione dei passi deve avvenire in maniera efficien-
te e soprattutto le modifiche devono essere subito visibili senza dover
riavviare una nuova simulazione.
Capitolo 3
Strutture dati per la
rappresentazione volumetrica
Nell’ambito della computer graphics, una delle rappresentazioni piu` utilizza-
te per gli oggetti e` quella poligonale. La superficie di un oggetto 3D viene
descritta da un insieme di triangoli adiacenti. La rappresentazione poligonale
e` molto comoda per essere utilizzata in programmi di modellazione CAD co-
me Autocad, Solid Edge, Catia. Questi programmi possono essere impiegati
nell’ambito della progettazione meccanica o architettonica e permettano di
disegnare geometricamente oggetti che possono essere esportati come modelli
poligonali.
Un altro tipo di rappresentazione interessante e` la quella volumetrica che si
mostra molto flessibile per essere impiegata nei calcoli tipici usati nei software
CAM. In questa rappresentazione [4] un solido e` decomposto in un insieme
di solidi non intersecanti. L’obiettivo di questa rappresentazione e` cercare
di approssimare al meglio il volume dell’oggetto. A seconda della strategia
di suddivisione del volume utilizzata possiamo distinguere due tipologie di
decomposizione del volume:
- Strutture a divisioni uniformi
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Figura 3.1: Rappresentazione di un toroide attraverso un partizionamento
uniforme del volume
- Strutture a divisioni non uniformi
3.1 Strutture a divisioni uniformi
3.1.1 Voxel grid
Un metodo semplice di partizionamento e` dato dalla decomposizione del vo-
lume iniziale in una serie di celle identiche disposte in una griglia regolare.
Questo tipo di partizionamento suddivide il volume in maniera uniforme.
Ogni cella del volume viene chiamata voxel in analogia con i pixel. La figura
3.1 mostra un toroide in rappresentazione volumetrica uniforme. L’oggetto
puo` essere facilmente rappresentato come un’unica e non ambigua lista di
celle occupate. Il partizionamento a divisione uniforme e` spesso utilizzato in
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applicazioni biomediche per rappresentare dataset volumetrici ottenuti per
esempio dalla tomografia [6]. Il voxel nella tomografia, oltre ad esprimere
il concetto di occupazione, ha una propria densita` dipendende dal tipo di
struttura analizzata.
- Non esiste un concetto di ‘‘occupazione parziale’’, cioe` ogni voxel puo`
essere marcato come ‘‘pieno’’ o ‘‘vuoto’’ ma non come ‘‘parzialmente
pieno’’.
- Cosi come si puo` aumentare la risoluzione di un immagine aumentando
il numero dei pixel che la compongono ottenendo migliore precisione,
allo stesso modo possiamo aumentare il numero dei voxel utilizzati per
approssimare un oggetto ottenendo una rappresentazione piu` fedele del
suo volume. Tuttavia, questo comporta problemi di occupazione di
memoria. Aumentando linearmente il numero n di suddivisioni su ogni
dimensione del cubo, il numero di celle totali cresce in maniera cubica,
sono infatti necessari n3 elementi.
In questo tipo di partizionamento il volume dell’utensile e del blocco possono
essere rappresentati da una griglia, dove ogni elemento e` un voxel che puo`
essere ‘‘pieno” o ‘‘vuoto” (figura 3.1). L’operazione booleana che rappresenta
la rimozione di volume dal blocco sotto lavorazione e` implementata cambian-
do lo stato da pieno a vuoto a tutti i voxel del blocco che intersecano quelli
dell’utensile. L’operazione di rimozione non e` efficiente poiche´ comporta la
visita di tutti i voxel del volume dell’utensile [4].
3.2 Strutture a divisioni non uniformi
Le strutture a divisioni uniformi garantiscono una precisione costante sul
volume dell’oggetto da approssimare. Nel caso di suddivisioni molto detta-
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gliate, questa rappresentazione comporta un grande spreco di memoria poiche´
si approssimano con precisione anche zone del volume che invece potrebbero
essere approssimate con basso dettaglio.
L’introduzione delle strutture a divisioni non uniformi serve a risolvere parte
dei problemi introdotti dal partizionamento costante. L’idea alla base delle
strutture a divisioni non uniformi e` partizionare con alto dettaglio le zone
che contengono il contorno dell’oggetto e con basso dettaglio le altre. Queste
metodologie di partizionamento inizialmente sono state utilizzate nel campo
della grafica 2D, per poi divenire tecniche molto utilizzate anche per la grafica
3D.
3.2.1 Quadtree
Il Quadtree [17] e` un algoritmo di suddivisione spaziale 2D e viene imple-
mentato dividendo il piano ogni volta in 4 quadranti della stessa dimensione.
Nel caso che l’algoritmo venga utilizzato per rappresentare un’area in uno
spazio bidimensionale, ogni quadrante puo` essere pieno, semipieno o vuoto.
Quando un quadrante e` semipieno viene ricorsivamente suddiviso in altri 4
sottoquadranti. Un quadtree e` comunemente rappresentato come albero qua-
ternario (figura 3.2). I nodi interni rappresentano dei quadranti semipieni e
le foglie quadranti pieni o vuoti. Ogni volta che un nodo interno (quadrante
semipieno) viene suddiviso, 4 nodi figli vengono aggiunti e successivamente
valutati.
Il processo di suddivisione delle celle semipiene puo` fermarsi al verificarsi di
una determinata condizione. Generalmente possibili criteri di terminazione
possono essere:
- Livello di precisione minore di un delta fissato.
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Figura 3.2: L’algoritmo di suddivisione spaziale quadtree e` impiegato per approssi-
mare un’area. L’albero quaternario e` la rappresentazione del quadtree
e ogni colore rappresenta un diverso livello di profondita`. Le celle
sono state classificate come piene, semipiene e vuote. Ogni passo la
suddivisione continua solo sulle celle semipiene. Si puo` notare come
al terzo livello l’area risulti gia` abbastanza approssimata dalle celle
semipiene.
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Figura 3.3: Differenza tra una partizionamento uniforme e uno non uniforme
realizzato attraverso quadtree
- Livello di profondita` dell’albero maggiore di un d fissato.
Questo comporta che piu` quadranti semipieni finisco per far parte delle foglie
dell’albero nel caso soddisfino il criterio di terminazione stabilito.
In figura 3.3 e` illustrata la differenza tra un partizionamento uniforme e uno
non uniforme realizzato attraverso quadtree.
3.2.2 Octree
In 3D ci sono delle strutture analoghe al quadtree che possono essere im-
piegate per l’approssimazione di volumi. Una di queste strutture e` l’octree
[2, 3]. A differenza del quadtree le suddivisioni questa volta vengono fatte
lungo le 3 dimensioni (X, Y, Z). Lo spazio viene ricorsivamente suddiviso in
otto sottocelle chiamate octants (figura 3.4) [28].
Le celle sono enumerate da zero a sette. Tra le strutture a divisioni non
uniformi, esiste una categoria di algoritmi che oltre a partizionare in modo
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Figura 3.4: Enumerazione delle celle di un octree. Le celle sono enumerate da
zero a sette. Le celle enumerate con zero non sono visibili.
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non costante il volume (se siamo in 3D) o l’area (2D) utilizzano delle divisioni
non regolari. Gli algoritmi precedentemente citati come l’octree e il Quadtree
partizionano lo spazio utilizzando delle divisioni regolari. Esiste tuttavia una
categoria di algoritmi che suddivide lo spazio in maniera non regolare. Uno
di questi algoritmi che ci limiteremo solo a citare e` il Kd-tree.
Uno degli approcci studiati in letteratura utilizza l’octree come struttura dati
adattiva [23]. Grazie a questo metodo e` possibile evitare di tenere in memoria
una quantita` di informazione effettivamente proporzionale alla complessita`
dell’oggetto rappresentato. Il metodo adattivo cerca di dare una rappresen-
tazione intelligente del volume. Come presentato nel paragrafo 3.2.2 l’octree
puo` essere impiegato per approssimare in modo preciso il volume di un og-
getto, utilizzando la strategia di suddividere ricorsivamente i voxel semipieni
che descrivono il contorno dell’oggetto.
Il metodo descritto in letteratura utilizza ancora un octree ma con una stra-
tegia di suddivisione diversa. Affinche´ l’operazione di rimozione del materiale
sia accurata e` necessario che parti del blocco che entrano in contatto con l’u-
tensile siano rappresentato in modo molto dettagliato. L’algoritmo adattivo
cambia la rappresentazione del volume del blocco, infittendo le zone del volu-
me che vengono a contatto con l’utensile, in modo da garantire una rimozione
accurata del materiale.
3.2.2.1 Rappresentazione di geometria di taglio con funzioni
implicite
Dopo aver rappresentato in maniera adattiva con un octree il volume di la-
voro, serve un sistema che permetta di capire velocemente quali sono i voxel
da rimuovere. Devono essere rimossi tutti i voxel che finiscono interamente
dentro il volume dell’utensile. Il problema e` in parte dipendente dal tipo
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Figura 3.5: Rappresentazione di una punta da taglio con base piatta, in un
ambiente di lavoro a 3 assi e il suo corrispondente sistema di
riferimento.
di rappresentazione usata per descrivere l’utensile. Un metodo alternativo
di rappresentazione dell’utensile utilizza funzioni implicite, anziche´ utilizza-
re una rappresentazione volumetrica memorizzando i voxel occupati come
discusso nel paragrafo 3.1.1. Grazie a questo metodo e` possibile rappresen-
tare gli utensili piu` comuni attraverso funzioni matematiche implicite, che
descrivono la geometria della testina in modo analitico. Le funzioni analiti-
che permettono di esprimere la geometria e orientazione dell’utensile in tutte
le configurazioni necessarie per sistemi a 3 e 5 assi. Ad esempio: punte a
base piatta possono essere rappresentate come cilindri, mentre punte a base
sferica come l’unione di un cilindro e una sfera.
La figura 3.5 mostra una punta da taglio con base piatta allineata con la
direzione di taglio. L’assunzione e` che l’utensile rimanga parallelo all’asse z.
Le coordinate del sistema sono traslate in modo tale che il punto centrale e`
posizionato all’origine.
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Figura 3.6: Funzione implicita usata per determinare se un punto finisce dentro
il volume dell’utensile.
Lo scopo della funziona implicita e` determinare in modo veloce e accurato se
un punto risulta dentro, fuori, o sulla superficie dell’utensile. Gli argomenti
della funzione implicita rappresentano le componenti spaziali della posizione
del punto. La funzione illustrata in figura 3.6 e` usata per classificare la
posizione un vertice.
Le funzione implicite definite per sistemi 2.5D, hanno bisogno di alcune mo-
difiche per poter essere usate in un sistema a 5 assi. In questo sistema, i
movimenti rototraslatori dell’utensile determinano la sua posizione e orien-
tazione nello spazio. L’utensile oltre a poter effettuare i movimenti traslatori
del sistema a 3 assi, puo` anche ruotare intorno a uno o piu` assi di rotazione.
Rispetto al sistema a 3 assi, l’utensile puo` essere orientato lungo un qualsiasi
asse arbitrario n. Rappresentare tutti i movimenti dell’utensile attraverso
funzione matematiche implicite e` sicuramente piu` semplice che ottenere gli
stessi risultati applicando operazioni di rototraslazione ai voxel del blocco.
La figura 3.7 mostra una punta da taglio a base piatta su un sistema a 5
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Figura 3.7: Punta da taglio con base piatta, in un ambiente di lavoro a 5 assi e il
suo corrispondente sistema di riferimento.
assi. La posizione e orientazione della punta sono descritte rispettivamente
dal punto {p} e dal vettore {n̂}.
Una volta espressa la geometria della testina attraverso funzioni implicite,
le operazioni booleane vengono effettuate determinando quali sono i voxel
del volume che hanno bisogno di essere suddivisi e quelli che invece devono
essere rimossi. Il processo si puo` brevemente descrivere come:
1. Si trovano i voxel del volume dell’oggetto sotto lavorazione che inter-
secano il bounding box della punta. Lo scopo e` scartare velocemente
i voxel che non entrano in contatto con la punta. Una volta determi-
nati quali voxel collidono con la punta, i loro vertici saranno analizzati
attraverso la funzione implicita. Un voxel puo` essere classificato come
dentro, fuori o parzialmente dentro il bounding box della punta.
2. Se tutti i vertici del voxel verificano la condizione F (X, Y, Z) < 0 si-
gnifica che il voxel si trova dentro il bounding box della punta e che
puo` essere rimosso dal volume dell’oggetto. Se il voxel e` parzialmente
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Figura 3.8: Una simulazione di un percorso utensile su un sistema a 3 assi. Come
si puo` notare, la caratteristica del partizionamento adattivo e` avere
suddivisioni fini in prossimita` del volume rimosso dall’utensile.
dentro la punta e` necessario suddividerlo e per ogni voxel suddiviso
viene ricorsivamente applicato il passo (1) e (2) fino al raggiungimento
di un livello di precisione fissato.
La figura 3.8 mostra la simulazione di un percorso utensile su un sistema
cnc a 3 assi. Dalla figura si puo` osservare come il partizionamento sia molto
dettagliato in prossimita` della parte di volume rimossa dall’utensile. Picco-
li voxel sono usati per approssimare il volume rimosso dall’utensile mentre
grandi voxel sono utilizzati per approssimare parti del volume che non sono
entrate in contatto con la punta da taglio.
3.2.3 LBR
In letteratura, esiste un particolare tipo di partizionamento usato nell’am-
bito dei simulatori cnc che utilizza un sistema di rappresentazione a slice
parallele sovrapposte chiamato LBR (Level Based Representation). Il siste-
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Figura 3.9: Rappresentazione LBR di una geometria 3D. Come si puo` notare la
geometria e` stata approssimata con una serie di superfici 2D chiamati
slice.
ma LBR permette di rappresentare una geometria 3D come un insieme di
slice paralleli. Ogni slice e` un insieme di poligoni coplanari non intersecanti
con almeno tre vertici. La precisioni utilizzata dal sistema LBR e` specificata
dal parametro δ che esprime la distanza tra due livelli e rappresenta il mas-
simo dettaglio che puo` essere percepito. In figura 3.9 e` possibile osservare un
oggetto 3D rappresentato attraverso il sistema LBR.
La figura 3.10, mostra un operazione booleana differenza tra un oggetto A
e un oggetto B espressi nella rappresentazione LBR. Si vede chiaramente
che l’operazione booleana differenza e` implementata sottraendo gli slice degli
oggetti A e B che si trovano allo stesso livello [11].
Possiamo utilizzare questa tecnica nell’ambito dei simulatori cnc, esprimendo
l’utensile e il blocco come rappresentazione lbr. Le operazioni di rimozione
di materiale saranno implementate come differenza tra gli slice dell’utensile
e del blocco.
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Figura 3.10: Un operazione di sottrazione booleana tra due oggetti A e B nel siste-
ma LBR. L’operazione e` implementata calcolando la differenza tra
gli slice degli oggetti A e B che si trovano allo stesso livello.
Ogni slice e` composta da due o piu` poligoni. La differenza tra due slice e`
implementata come operazione di clipping tra poligoni.
Mentre la rappresentazione lbr dell’utensile rimane invariata, quella del bloc-
co cambia man mano che la simulazione avanza. Durante la simulazione le
geometrie di alcuni slice diventano piu` complicate e sono necessari piu` trian-
goli per rappresentarle. L’aumento dei triangoli, che descrivono le geometrie
degli slice, puo` incidere sul tempo di calcolo dell’algoritmo di clipping impie-
gato per calcolare le operazioni booleane. Per ridurre il costo computazionale
dell’algoritmo di clipping si puo` partizionare gli slice del blocco e considerare
solo le partizioni che entrano in contatto con l’utensile.
Dopo che il sistema ha calcolato le operazioni booleane tra i livelli dell’uten-
sile e del blocco, per poter visualizzare l’oggetto simulato, occorre ricostruire
una sua rappresentazione geometrica. E` necessario passare dalla rappresen-
tazione a slice a una rappresentazione poligonale triangolata. Alcuni criteri
possono essere utilizzati per connettere slice sovrapposti successivi. In man-
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Figura 3.11: Ricostruzione della superficie connettendo contorni di livelli succes-
sivi. La figura di destra mostra la ricostruzione estrudendo ogni
livello verso il successivo; in questo caso si vede chiaramente il
peggioramento della qualita` di ricostruzione della geometria.
canza di criteri di connettivita`, il sistema e` in grado di ricostruire comunque
la geometria estrudendo uno slice verso il successivo (figura 3.11 a destra).
La figura 3.11 mostra come la qualita` di ricostruzione peggiori nel caso che
il metodo di ricostruzione in mancanza di criteri di connettivita` utilizzi il
metodo di estrusione.
3.3 Estrazione di superfici
3.3.1 Marching Cube
La rappresentazione volumetrica ha il vantaggio di esprimere le operazioni
booleane in modo semplice tra blocco e utensile. Per ottenere una rappre-
sentazione geometrica del risultato di una lavorazione utensile e` necessario
convertire la rappresentazione volumetrica in una poligonale. Ci sono vari
3.3 Estrazione di superfici 38
algoritmi in letteratura che permettono di ricostruire la geometria partendo
da una rappresentazione volumetrica. Un algoritmo che presenta delle ottime
caratteristiche e si adatta bene agli scopi della tesi e` il marching cube [10].
Il marching cube e` un algoritmo di rilevante importanza nel campo della
computer graphics e nel medical imaging [10]. Dagli anni 70’ nel campo
del medical imaging sono stati introdotti nuovi dispositivi per diagnosi che
producono dataset digitali. Vecchi dispositivi su pellicola come apparecchi
radiografici sono stati sostituiti da sistemi basati su computer che hanno
portato allo studio di algoritmi per la rappresentazione digitale dei dati. I
primi dispositivi medici ha fornire una rappresentazione digitale sono mac-
chine per tomografia assiale computerizzata [8, 21]. Un tomografo CT genera
come output una serie di matrici transassiali (slice) allineate perpendicolar-
mente all’asse definito dalla spina dorsale del paziente. Ogni slice rappresenta
una fetta del corpo del paziente di un determinato spessore (tipicamente 1-10
mm). Ciascuna slice e` una matrice che varia da 64x64 a 512x512 pixel. Ogni
pixel idealmente rappresenta le caratteristiche di assorbimento di un piccolo
volume del corpo umano individuato dai limiti fisici del pixel stesso. Nella
tomografia l’unita` di misura standard e` HU (nota come Hounsfield Unit o
HU) che ha come riferimento l’acqua (0 HU) e vale, ad esempio -1000 per
l’aria e 1000 HU per le ossa. Il numero delle slice varia della precisione scelta
e dalla dimensione dell’organo diagnosticato. L’insieme delle slice definisce
un campo scalare dentro a un volume.
Un campo scalare e` una funzione da Rn a R ed e` dunque una funzione in uno
spazio euclideo a n dimensioni con valori reali. Nel caso specifico il campo
scalare definito da slice va da R3 a R, quindi associa a un punto dello spazio
3D un valore scalare. Il marching cube ha acquisito una notevole importanza
nel medical imaging come algoritmo di ricostruzione di superfici. Grazie a
quest’algoritmo e` possibile ricostruire una isosuperficie all’interno del campo
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Figura 3.12: Tomografia eseguita su un cranio di un paziente. Si puo` osservare
come l’acquisizione digitale fatta dal dispositivo generi una serie di
slice che rappresentano sezioni del cranio del paziente.
scalare.
Una isosuperficie rappresenta un insieme di punti del campo scalare con
valore costante (pressione, temperatura, velocita`, densita`) all’interno di un
volume definito nello spazio 3D. Una isosuperficie in computer graphics e`
usata come metodo di visualizzazione e si applica non solo nel medical ima-
ging ma anche per rappresentare fluidi o gas. In ingegneria aerospaziale e`
usata per esempio per mostrare i valori di pressione intorno alle ali di un
aereo, mentre nel medical imaging e` usato per mostrare strutture interne del
corpo come ossa, muscoli, organi, che hanno densita` specifica diversa. Per
esempio ricostruendo la isosuperficie alla densita` 1000 HU vedremo solo ossa,
mentre a 20 HU vedremo solo i muscoli. Il marching cube permette di rico-
struire dato un campo scalare una isosuperficie. Il risultato dell’applicazione
dell’algoritmo e` una geometria triangolata [10].
Le slice mostrate in figura 3.12 sono state utilizzate dal marching cu-
be per ricostruire le ossa del cranio del paziente attraverso l’estrazione
dell’isosuperficie al valore 1000 HU (figura 3.13).
L’algoritmo marching cube deriva dal predecessoremarching square che opera
nello spazio bidimensionale. L’input del marching square e` un insieme di
valori scalari definiti nel piano. L’algoritmo associa ad ogni 4 punti del campo
scalare una cella quadrata, in modo da rappresentare l’intero campo scalare
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Figura 3.13: La ricostruzione tridimensionale della superficie del cranio di un
paziente utilizzando l’algoritmo marching cube sulle slice del cranio.
in un insieme di celle adiacenti. L’obiettivo del marching square e` tracciare
un isocontorno cercando di approssimare il valore scalare di riferimento. Un
isocontorno e` una funzione continua costante il cui dominio e` lo spazio 2D.
Indichiamo con valore di riferimento il valore scelto dall’utente per ricostruire
l’isocontorno.
L’algoritmo rappresenta il campo scalare come un insieme di celle quadrate
adiacenti (figura 3.14). Per tracciare un isocontorno e` necessario considerare
separatamente ogni cella quadrata. Esistono 16 diverse possibili combinazio-
ni per tracciare un contorno all’interno di una cella quadrata (figura 3.15).
L’algoritmo in base ai valori dei vertici della cella visitata sceglie quale confi-
gurazione utilizzare per tracciare il contorno. Le combinazioni cinque e dieci
generano dei casi ambigui; si puo` notare come all’interno della stessa cella
quadrata l’algoritmo potrebbe scegliere due modi alternativi per tracciare il
contorno. Chiaramente a seconda della scelta dell’algoritmo il risultato fi-
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Figura 3.14: Ricostruzione isocontorno con l’algoritmo del marching square.
L’algoritmo interpola al valore 5 (valore di riferimento).
nale ottenuto dara` un contorno diverso. In figura 3.14 si puo` notare come
l’isocontorno intersechi gli edge delle celle. I punti d’intersezione sono otte-
nuti interpolando il valore di riferimento tra le due estremita` dell’edge. Il
valore di riferimento utilizzato e` cinque. Ogni cella viene analizzata e ricon-
dotta a una delle sedici configurazioni precedentemente descritte. Sapendo
localmente come il contorno attraversa una cella e` possibili collegare tutte le
configurazioni delle celle adiacenti e tracciare un isocontorno.
Il marching cube e` una estensione del marching square. Le informazioni del
campo scalare anziche´ essere distribuite in un piano sono distribuite nello
spazio 3D. Possiamo pensare che l’intero campo scalare sia scomposto in
tante slice ovvero tante fette della stessa dimensione allineate lungo l’asse
verticale. Chiameremo ‘‘pixel’’ un generico punto della slice che rappresenta
un valore del campo scalare.
L’obiettivo dell’algoritmo e` ricostruire l’isosuperficie corrispondente al valore
scelto dall’utente (valore di riferimento).
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Figura 3.15: Le possibili configurazioni che possono verificarsi durante la
ricostruzione dell’isocontorno tramite l’algoritmo del marching
square.
L’intero campo scalare viene logicamente rappresentato da un insieme di cubi
adiacenti. Ogni vertice del cubo corrisponde a un pixel di una slice. Ogni
cubo e` logicamente pensato come 4 pixel dello slice k+1 (base superiore) e
altri 4 pixel dello slice k (base inferiore) (figura 3.16). Ogni coppia di slice
adiacenti viene scomposto in una serie di cubi adiacenti costruiti con i pixel
delle due slice.
Per capire come la superficie interseca gli edge dei cubi, l’algoritmo assegna
1 ai vertici del cubo i cui valori sono maggiori o uguali della soglia di rico-
struzione (valore scalare scelto dall’utente per ricostruire la isosuperficie) e
0 altrimenti. Indicheremo con soglia di ricostruzione il valore scalare della
isosuperficie da ricostruire scelto dall’utente. I vertici che sono stati marca-
ti con il valore 1 dall’algoritmo si trovano dentro o sulla superficie, mentre
quelli marcati con valore 0 sono fuori dalla superficie.
Una volta marcati i vertici di ogni cubo con i valori 0 o 1 siamo in grado di
determinare per quali edge passa la superficie da ricostruire. La superficie
interseca tutti gli edge del cubo le cui estremita` sono state marcate con valori
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Figura 3.16: I vertici della base inferiore del cubo sono i pixel dello slice k, mentre
i vertici della base superiore del cubo sono pixel dello slice k+1
diversi (0-1 o 1-0).
Dato che ogni cella e` costituita da otto vertici e che ognuno di loro puo` essere
marcato come dentro (1) o fuori (0) ci sono 28 modi in cui la superficie piu`
intersecare il cubo [24]. Triangolare 256 casi diversi e` possibile ma risulta te-
dioso. Sfruttando due proprieta` di simmetria e` possibile diminuire il numero
di configurazioni da 256 a 14.
La prima proprieta` afferma che complementando i valori del cubo otteniamo
la stessa configurazione. In figura 3.17 e` mostrato un esempio di simmetria
per valore. I vertici sono stati marcati con + e - invece che con 1 e 0. La
proprieta` permette di ridurre il numero dei casi da 256 a 128.
La seconda proprieta` sfrutta la simmetria per rotazione. Ci sono moltissimi
casi del marching cube che possono essere ricondotti tutti allo stesso ruotando
opportunamente il cubo. Le due configurazioni mostrate in figura 3.18 sono
perfettamente simmetriche in quanto basta applicare una rotazione di 90
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Figura 3.17: Le configurazioni simmetriche sono ottenute utilizzando simmetria
per valore.
Figura 3.18: Le configurazioni simmetriche sono ottenute utilizzando simmetria
per rotazione.
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gradi alla prima per ottenere la seconda. Riconoscendo tutti i casi simmetrici
per valore e per rotazione il numero dei casi interessanti gia` ridotti prima a
128, passa da 128 a 14. Permutando opportunamente i 14 casi e avvalendosi
delle simmetrie per valore e rotazione e` possibile rappresentare tutti i 256
casi del marching cube.
La figura 3.19 mostra la triangolazione delle 14 configurazioni. I vertici che
sono stati classificati come fuori dalla superficie sono stati rappresentati con
dei cerchietti neri. Si puo` notare come la complessita` della triangolazione
cambi molto da un caso all’altro: ci sono casi in cui viene generato un solo
triangolo e casi in cui sono stati generati triangoli multipli e persino non
adiacenti.
Serve un sistema per ricondurre ognuna delle 256 combinazioni del mar-
ching cube alle 14 minimali. Una tabella di 256 posizioni puo` essere usata
per generare due valori: il primo e` una delle 14 combinazioni alla quale la
configurazione analizzata appartiene e il secondo il sottocaso specifico.
Per codificare le 256 combinazioni generalmente si puo` utilizzare un vettore
di 8 bit dove ogni bit identifica lo stato di un vertice.
Per ognuna della 14 combinazioni puo` essere utilizzata una diversa tabella.
Ogni vertice puo` essere classificato come dentro o fuori la superficie quindi
e` codificato con 2 stati (0/1). A partire dai valori scalari presenti sui
vertici del cubo si ricava l’indice di accesso alla tabella del marching cube,
convertendo il vettore di 8 bit dato dai vertici (v7v6v5v4v3v2v1v0) con v7
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Figura 3.19: Triangolazione dei 14 casi del marching cube.
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si =
{
0 valore scalare maggiore della soglia di ricostruzione
1 valore scalare minore della soglia di ricostruzione
Dopo aver determinato l’indice che sara` un numero intero compreso tra 0 e
255, l’algoritmo accede a un record della tabella del marching cube. Il record
della tabella del marching cube fornisce una della 14 configurazioni (figura
3.19) e un identificatore che specifica il sottocaso da gestire. La figura 3.20
mostra tutti i casi che possono essere generati simmetricamente per valore e
per rotazione partendo dalla configurazione 8 della figura 3.19.
Determinata a quale delle 14 combinazioni appartiene la configurazione del
cubo, attraverso l’indice del sottocaso si accede alla sequenza degli edge che
specificano la triangolazione del cubo.
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Figura 3.20: Triangolazione di tutti i casi che possono essere ricondotti alla con-
figurazione 8. In rosso e` evidenziato l’indice di accesso alla tabella
del marching cube.
Capitolo 4
Analisi delle tecniche di simulatori
esistenti
Attualmente esistono svariati software di simulazione per macchine a con-
trollo numerico. Questa varieta` e` dovuta, oltre che alla esistenza di diver-
si produttori di software, alla molteplicita` di strutture dati e algoritmi di
calcolo che possono essere impiegati per risolvere questo problema e che si
adattano in maniera piu` o meno efficace ai diversi settori di utilizzo di questi
simulatori. Ci sono software semplici da usare che presentano caratteristiche
e funzionalita` limitate, spesso insufficienti, per essere veramente utili come
supporto alla lavorazione e software professionali, molto complicati e ricchi
di funzionalita` che dispongono di funzioni avanzate per le varie tipologie di
lavorazione, adatti ad utenti che hanno esperienza nel settore.
Prima di analizzare i requisiti che avrebbe dovuto implementare il nostro
framework, e` stato utile avere un’idea delle caratteristiche presentate dai
software attualmente in commercio. Una delle caratteristiche che accomu-
na tutti i software di simulazione esaminati e` la possibilita` di caricare un
percorso macchina espresso in un formato standard o specifico e vedere il
risultato della simulazione in modo sequenziale. I software esaminati davano
la possibilita` di vedere la simulazione seguendo l’avanzamento definito dalla
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sequenza dei passi specificati nel percorso macchina.
Saranno analizzati i due software di simulazione CncSimulator prodotto dal-
la Bulldog Digital Technologies e SolidCam prodotto dalla SolidCAM Ltd.,
dato che fra i molti software esaminati sono rappresentativi di due tecnolo-
gie diverse molto diffuse. CncSimulator e` un software semplice: permette di
caricare il percorso macchina; effettuare una simulazione e vedere in tempo
reale le operazione G-CODE eseguite. SolidCam invece ha le caratteristiche
di un software professionale: permette di modificare una vasta gamma di
parametri di lavorazione come la scelta delle tipologie di punte da utilizzare;
effettuare controlli per la verifica di collisioni tra il corpo macchina e il blocco
sotto lavorazione; effettuare controlli di coerenza; cambiare il punto di vista
durante la simulazione e effettuare misurazioni.
Gli aspetti interessanti da esaminare sono relativi alle strutture dati e alla
tecnologia adottata per effettuare la simulazione.
Sia CncSimulator che SolidCam mantengono durante la simulazione una rap-
presentazione intermedia adatta alla visualizzazione. CncSimulator si serve
di una approccio 2.5D per mostrare la simulazione, mentre SolidCam si serve
di un approccio volumetrico con octree adattivo.
4.1 Simulatori basati su campi di altezza
In un sistema 2.5D l’utensile puo` spostarsi nel piano oppure puo` cambiare la
sua altezza di lavoro. Il nome 2.5D deriva dai gradi di liberta` dell’utensile.
L’utensile ha piu` di due gradi di liberta` perche´ puo` muoversi secondo due
modalita`: interpolando i movimenti lungo il piano XY oppure muovendosi
solamente lungo l’asse Z. Inoltre l’utensile ha meno di tre gradi di liberta` poi-
che´ non puo` compiere movimenti sincronizzati lungo i 3 assi. CncSimulator
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Figura 4.1: La geometria e` rappresentata da un campo di altezze costanti. La
rimozione e` effettuata modificando tutte le altezze (cilindri verdi) che
intersecano il percorso dell’utensile. L’utensile e` stato rappresentato
con un cilindro di colore diverso.
e` un programma di simulazione per sistemi 2.5D.
Osservando il risultato della simulazione effettuata con il software CncSimu-
lator si vede chiaramente che la geometria generata non e` il risultato del
rendering di una geometria poligonale: non esistono ombreggiature e non
esiste la possibilita` di cambiare il punto di vista.
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Dall’analisi del risultato della simulazione pensiamo che la tecnologia con la
quale opera l’algoritmo del simulatore possa essere implementata rappresen-
tando il blocco sotto lavorazione con una campo di altezze e le operazioni
booleane tramite operazioni di update su campi di altezze [5].
Un modo di implementare questa tipologia di operazioni booleane e` modifi-
care tutti i punti del campo di altezza del blocco che entrano in contatto con
la base dell’utensile (figura 4.1). Si puo` notare come i cilindri (altezze) siano
stati modificati in corrispondenza del percorso utensile (figura 4.1).
4.2 Simulatori basati su strutture adattive
Per tecniche volumetriche intendiamo algoritmi capaci di codificare un og-
getto geometrico in una rappresentazione volumetrica. Il software SolidCam
utilizza un approccio volumetrico e a differenza del CncSimulator e` un pro-
gramma professionale capace di effettuare controlli di coerenza e verifica,
misurazioni, cambiare il punto di vista, esportare la geometria.
E` stato fatto reverse engineering sulla geometria esportata dal software Solid-
Cam in quanto le strutture dati interne del programma non era documentate
e da un analisi accurata e` stato possibile osservare che la rappresentazione
utilizzata per descrivere la lavorazione e` volumetrica e adattiva.
La geometria mostrata in figura 4.2 e` stata ottenuta esportando dal Solid-
Cam il risultato finale della simulazione in un formato 3d standard. Da un
analisi accurata della geometria si nota che e` stato utilizzato un algoritmo di
suddivisione spaziale adattivo poiche´ il pattern di suddivisione spaziale segue
il modello dell’octree e le suddivisioni sono infittite lungo i bordi creati dalle
operazioni di fresatura effettuate dall’utensile.
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Figura 4.2: Geometria della simulazione esportata dal software SolidCam. Co-
me si puo` notare dalla figura la geometria e` stata approssimata in
modo dettagliato lungo i contorni generati dalla rimozione di mate-
riale, seguendo un pattern di suddivisione spaziale caratteristico della
struttura a octree, discussa nel paragrafo 3.2.2.
Capitolo 5
Soluzione proposta
Nei capitoli precedenti sono state discussi alcuni algoritmi in letteratura che
affrontano il problema della simulazione di percorsi macchina. Nel paragrafo
3.2.2.1 si affronta il problema utilizzando un approccio volumetrico e rappre-
sentando le operazioni di rimozione come differenze tra volumi; nel paragrafo
3.2.3 e` discusso un approccio che utilizza la tecnica di campionare la geome-
tria del blocco e dell’utensile in una serie di livelli paralleli formati da poligoni
coplanari e implementano la rimozione come intersezioni tra livelli ed infine
nel paragrafo 4.1 viene presentata una tecnica che rappresenta il blocco di
lavoro come un campo di altezze e le operazioni booleane come update di
altezze in corrispondenza della base dell’utensile.
La soluzione proposta adottera` un approccio volumetrico. Nel sistema sara`
mantenuta una rappresentazione efficiente della geometria in un formato
riconducibile a quello volumetrico e l’operazione booleana di rimozione di
materiale dal blocco sara` implementata come sottrazione tra il volume del-
l’utensile e quello del blocco. La tecnica che utilizzeremo per codificare le
informazioni volumetriche sara` diversa dagli attuali metodi presenti in lette-
ratura. Il motivo di questa scelta nasce dalla necessita` di poter mantenere
interamente durante la lavorazione lo stato completo di tutta la sequenza di
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operazioni di rimozione effettuati dall’utensile.
A questo punto, e` essenziale sottolineare che gli algoritmi presentati in let-
teratura hanno in comune la caratteristica di effettuare una simulazione mo-
dificando lo stato della lavorazione ogni volta che viene eseguito un passo
di rimozione generando una sequenza di risultati esplorabile lungo una sola
direzione temporale.
Il sistema proposto e`, invece, capace di accedere in qualsiasi ordine a tutti
i passi del percorso macchina, superando la limitazione riscontrata in tutti
i simulatori presi in esame, cioe` di mantenere solo lo stato corrente della
lavorazione. Per questo motivo e` stato necessario scegliere opportunamente
un algoritmo capace di mantenere in maniera compatta le informazioni del-
l’intera lavorazione e capace di implementare le operazioni booleane tra il
blocco e l’utensile in maniera efficiente.
Il framework proposto si basa su una struttura per dati volumetrici chiama-
ta marching intersection che permette di mantenere in forma compatta una
rappresentazione spaziale del modello sotto lavorazione e di effettuare su di
esso in modo efficiente una sequenza di operazioni booleane. Questo algo-
ritmo, in genere usato come filtro di resampling o come decimatore e` stato
esteso con altre funzionalita` aggiuntive per poter memorizzare ed accedere
velocemente alla sequenza completa delle operazioni macchina.
5.1 Caratteristiche richieste
Il sistema realizzato doveva rispettare i requisiti prefissati durante l’analisi
del sistema gia` presentati nel paragrafo 2.3.
Data una geometria dell’utensile e del blocco da lavorare specificata dall’u-
tente e dato un percorso macchina, il sistema deve essere in grado di simulare
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la lavorazione dell’utensile permettendo di visionare uno dei possibili passi
intermedi della lavorazione a video.
Il tempo di risposta del sistema deve essere scalabile sul numero dei passi di
lavorazione.
Prima di iniziare la simulazione deve essere possibile specificare alcuni para-
metri operativi come: il livello di dettaglio, la geometria dell’utensile e quella
del blocco da lavorare.
Il sistema deve mantenere in modo compatto l’informazione necessaria a
tenere lo stato completo della lavorazione e garantire che le operazioni di
rimozione siano realizzare in maniera efficiente. La simulazione avra` successo
se il risultato finale sara` coerente all’oggetto obiettivo. Una caratteristica
fondamentale del sistema sara` la possibilita` di visualizzare ogni singolo passo
della lavorazione in maniera diretta e mirata: l’utente potra` richiedere di
visualizzare direttamente una fase critica della lavorazione per analizzarla
e verificarla senza aspettare il completamento delle fasi che la precedono.
Questo significa che a differenza dei simulatori presi in esame che mostrano
la simulazione seguendo l’ordine sequenziale del percorso macchina, si potra`
visualizzare una serie di fasi di lavorazione non correlate, un po’ come avviene
quando andiamo a ricercare con un player del pc solo alcune delle scene
importanti di un film che stiamo vedendo.
La rappresentazione finale non deve essere una rappresentazione intermedia
ma una geometria triangolata pronta ad essere salvata su disco in un formato
3d standard. Uno dei vantaggi derivanti dall’utilizzo di questo approccio e`
dato sicuramente dalla possibilita` di effettuare direttamente misure e test di
coerenza sui risultati della lavorazione.
Nei sistemi di simulazione spesso situazioni scorrette devono essere risolte e
necessitano un intervento umano. Path errati possono rimuovere parti della
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geometria che invece dovevano rimanere intatte oppure possono dar luogo a
collisioni tra la base dell’utensile e la superficie di lavoro causando dei danni
alla macchina. Per tali motivi e` necessario che la struttura dati metta a
disposizione delle funzionalita` specifiche che diano la possibilita` all’utente di
effettuare facilmente un intervento sul percorso macchina in modo da poter
correggere gli errori scoperti durante la simulazione. L’utente deve avere la
possibilita` di poter modificare la simulazione: deve essere possibile eliminare
i passi macchina erronei oppure aggiungere o correggere dei passi mancanti.
Tutto questo deve essere possibile senza richiedere il reset.
5.2 Marching Intersection
L’algoritmo scelto per rappresentare in maniera minimale ed efficiente la geo-
metria della lavorazione e` il marching intersection [22, 15]. La scelta e` stata
basata su delle buone caratteristiche che rendono questo algoritmo adatto ai
nostri scopi. Il campo di applicazioni del marching Intersection risulta vasto,
puo` essere usato come algoritmo di resampling per eliminare l’alta frequenza
e il rumore generato per esempio in modelli acquisiti attraverso scanner 3D,
oppure puo` essere utilizzato per la semplificazione di mesh con un alto nume-
ro di triangoli. Le principali caratteristiche interessanti dell’algoritmo sono
la semplicita` e la velocita` con cui la superficie viene campionata, la compat-
tezza con la quale riesce a tenere le informazioni in memoria e l’efficienza
con cui la superficie una volta che e` stata campionata puo` essere ricostruita
ottenendo una buona qualita` di ricostruzione. L’idea alla base dell’algoritmo
e` campionare in modo discreto la superficie geometrica dell’oggetto lungo
raggi paralleli ai tre assi principali.
Il termine campionamento spesso citato in teoria dei segnali si riferisce al
processo utilizzato per convertire un segnale continuo in uno discreto. Il
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Figura 5.1: Discretizzazione di un area tramite l’algoritmo del marching intersec-
tion. L’esempio e` mostrato in 2D per semplicita`. Una regione di
spazio viene processata dall’algoritmo e discretizzata in un insieme
di punti, prima attraverso linee orizzontali e poi attraverso linee ver-
ticali. I punti vengono classificati con un segno + e - per indicare
rispettivamente quando un raggio entra ed esce dall’area.
processo consiste nell’estrarre dal segnale continuo i valori che esso assume a
istanti temporali equamente spaziati, multipli di un intervallo T detto periodo
di campionamento, generando una sequenza di valori discreti che possono
essere utilizzati in un secondo momento per ricostruire il segnale originale in
modo approssimativo.
Anche il marching intersection opera un campionamento discreto, ma questa
volta i campioni sono presi nel dominio dello spazio. La precisione con cui
l’algoritmo campiona in modo discreto un oggetto varia a seconda del livello
di dettaglio scelto.
La figura 5.1 mostra il campionamento di una regione di spazio attraverso
l’algoritmo del marching intersection. Per semplicita` l’esempio e` stato rea-
lizzato in 2D. Dentro la griglia e` stata disegnata una regione di spazio che e`
l’oggetto che l’algoritmo dovra` discretizzare.
In 2D l’algoritmo e` si limita ad eseguire 2 passi.
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Figura 5.2: Rimozione dell’alta frequenza. L’immagine di sinistra mostra come
i dettagli ad alta frequenza con risoluzione maggiore della cella della
griglia non possono essere ricostruiti. Nell’immagine di destra, l’alta
frequenza e` stata campionata correttamente poiche´ e` stata utilizzata
una griglia con risoluzione maggiore. I segmenti in blu, rappresentano
la ricostruzione del dettaglio ad alta frequenza.
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- Calcolo delle intersezioni tra la regione e i raggi verticali
- Calcolo delle intersezioni tra la regione e i raggi orizzontali
I punti d’intersezione sono chiamati intercette. Ad ogni intercetta e` associa-
to un segno che puo` essere positivo o negativo se rispettivamente in corri-
spondenza del punto d’intersezione il raggio stava entrando o uscendo dalla
superficie.
Il marching intersection si presenta come un algoritmo in grado di descrivere
il volume di un oggetto in modo efficiente, esprimendolo come una serie di
intervalli lungo i raggi della griglia, piuttosto che rappresentarlo come un
insieme di voxel pieni/vuoti con i metodi presentati nel capitolo 3. L’intero
volume e` discretizzato in maniera adattiva poiche´ gli intervalli rappresentano
solo zone del volume dove e` presente la superficie. Ogni intervallo e` costituito
da un’intercetta entrante e da una uscente.
E` fondamentale per gli scopi della tesi ricondurci al 3D poiche´ le simulazio-
ni si effettuano su oggetti tridimensionali. Il marching intersection e` gene-
ralmente utilizzato per campionare superfici geometriche definite nello spa-
zio tridimensionale anche se e` possibile utilizzarlo per discretizzare superfici
piane.
Definito un volume a forma di box, in grado di contenere l’oggetto da
campionare, consideriamo solo 3 dei suoi piani (XZ, YZ, XY) (figura 5.3).
Ognuno dei tre piani e` suddiviso in una matrice di raggi ortogonali posizio-
nate a intervalli regolari. La figura 5.3 mostra la discretizzazione di una sfera
rispetto ai piani (XY, XZ, YZ). Sono stati rappresentati solo i raggi di ogni
piano che intersecano la superficie della sfera. In rosso sono evidenziate le in-
tercette classificate come entranti e in viola quelle uscenti. L’insieme dei raggi
dei tre piani realizza una griglia tridimensionale che puo` essere decomposta
in un insieme di celle cubiche (figura 5.3). L’insieme delle intercette discre-
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Figura 5.3: Il processo di campionamento di una sfera realizzato tramite l’algorit-
mo del marching intersection. Questa e` ottenuta trovando le intercette
sui tre piani (XZ, XY, YZ). I punti di intersezione rappresentano le
intercette. In rosso sono state disegnate le intercette entranti e in vio-
la quelle uscenti. Nelle prime tre immagini della figura sono mostrati
solo i raggi che intersecano la sfera. Nell’immagine in basso a destra
e` possibile notare come l’unione dei raggi dei tre piani realizzi una
griglia 3D dove ogni cella rappresenta un cubo.
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tizzate sui tre piani rappresentano la codifica completa della sfera tramite
marching intersection.
La dimensione di un cubo della griglia specifica il livello di dettaglio impie-
gato dall’algoritmo per campionare la superficie e rappresenta la grandezza
minima che puo` essere percepita e discretizzata dal marching intersection che
sara` discusso nel paragrafo 5.2.1. Il marching intersection opera anche come
filtro di resampling: i dettagli che hanno frequenza superiore alla risoluzione
della griglia vengono eliminati [22] (figura 5.2 a sinistra) a meno di aumentare
il livello di dettaglio della griglia (figura 5.2 a destra).
5.2.1 Livello di dettaglio e definizione dello spazio di
lavoro
Prima che il processo di discretizzazione abbia inizio e` fondamentale definire
il volume di contenimento e il livello di dettaglio. Il volume di contenimen-
to sara` una regione spaziale dentro alla quale posizioneremo gli oggetti da
campionare. Invece il livello di dettaglio rappresenta l’accuratezza con cui
sara` effettuato il processo di discretizzazione. La dimensione del voxel e il
numero di voxel lungo i tre assi X, Y, Z definiscono il livello di dettaglio con
cui l’algoritmo del marching intersection opera.
Il voxel rappresenta il livello di precisione che il sistema adottera`. La di-
mensione del voxel si esprime specificando le dimensioni (lunghezza, altezza
e profondita`) di una cella cubica della griglia 3D. Il numero di voxel rappre-
senta il numero di divisioni lungo i 3 assi X, Y, Z. La dimensione del volume
di contenimento sara` definita da tre valori (dimX, dimY, dimZ) indicanti la
dimensione del box di contenimento lungo gli assi X, Y, Z dove
dimX = dimensioneV oxelX ∗ numeroV oxelLungoX
dimY = dimensioneV oxelY ∗ numeroV oxelLungoY
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dimZ = dimensioneV oxelZ ∗ numeroV oxelLungoZ
5.2.2 Inserimento oggetti
La struttura dati utilizzata dal marching intersection e` fondamentalmente un
contenitore di intercette. Rappresentare un volume significa inserire le inter-
cette che corrispondono alla sua superficie nella struttura dati del marching
intersection. L’insieme di intercette che rappresentano il volume dell’ogget-
to sono un insieme di punti determinati come intersezione fra i raggi della
griglia e la superficie del volume.
Nel caso di superfici descritte secondo delle rappresentazioni implicite (os-
sia rappresentate da funzioni matematiche) le intercette sono calcolate co-
me intersezione analitica raggio-superficie. Per gli scopi della tesi saranno
utilizzate delle superfici triangolate.
Il processo di inserimento di nuovi oggetti si traduce nella discretizzazione
di tutti i triangoli che compongono le loro superfici: per ogni triangolo ci
limitiamo a considerare i raggi della griglia che appartengono al suo bounding
box e successivamente le sue intercette sono determinate come intersezione
tra i raggi considerati e la superficie del triangolo.
Il calcolo dell’intercette lungo i raggi della griglia e` una delle operazioni com-
putazionalmente piu` costose che gravera` sul framework del sistema proposto;
il suo tempo di calcolo dipende sia dal numero di raggi della griglia, sia dal
numero dei triangoli che compongono gli oggetti discretizzati. Per diminui-
re in maniera significativa il tempo di calcolo, e` stato necessario cercare un
algoritmo capace di effettuare il calcolo delle intercette in maniera efficien-
te. L’algoritmo scelto per calcolare le intercette riduce la complessita` delle
operazioni di calcolo operando nel piano anziche´ nello spazio migliorando
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drasticamente i tempi di risposta del sistema. Ogni raggio della griglia ha la
proprieta` di essere ortogonale a uno dei tre piani (XY, YZ, XZ); questo com-
porta che in caso di intersezione tra raggio e triangolo conosciamo gia` due
delle tre componenti spaziali del punto di intersezione e resta solamente da
determinare la terza. Grazie a questa osservazione, e` possibile anziche´ calco-
lare l’intersezione raggio-triangolo in 3D, eseguire il calcolo dell’intersezione
solamente considerando la proiezione del triangolo e del raggio nel piano 2D
(figura 5.4). In figura 5.4 sono determinate le coordinate baricentriche del
punto proiettato di coordinate (Px, Pz). Tali coordinate sono usate per ot-
tenere il punto Py mancante. La riduzione della complessita` di calcolo per la
determinazione delle intercette influisce in maniera drastica sulle performan-
ce, diminuendo notevolmente il tempo necessario a discretizzare la superficie
di un oggetto.
5.2.2.1 Calcolo intercette tramite coordinate baricentriche
Tutti i punti interni di un triangolo possono essere espressi come combinazio-
ne lineare dei suoi vertici: cioe` se p e` un punto appartenente ad un triangolo
di vertici v1, v2, v3 esiste e sono unici a1, a2, a3 scalari positivi tale che
p = a1v1 + a2v2 + a3v3 dove a1 + a2 + a3 = 1 (5.1)
a1, a2, a3 sono chiamate le coordinate baricentriche del punto p.
In figura 5.4 i valori A1, A2, A3, A rappresentano rispettivamente le tre aree
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interne e l’area totale del triangolo e sono calcolate con
A1 = (p− v0)× (v1 − v0) (5.2)
A2 = (p− v1)× (v2 − v1) (5.3)
A3 = (p− v2)× (v0 − v2) (5.4)
A = (v1 − v0)× (v2 − v0) (5.5)
(5.6)
dove v0 = (x1, z1) v1 = (x2, z2) v2 = (x3, z3).
In generale a seconda del segno delle aree A1, A2, A3 si possono verificare tre
casi:
1. I segni delle tre aree sono concordi e positivi, il punto p e` interno al
triangolo ed e` entrante
2. I segni delle tre aree sono concordi e negativi, il punto p e` interno al
triangolo ed e` uscente
3. I segni sono discordi e questo significa che il punto p non appartiene al
triangolo
Se siamo nel caso 1 o 2 come in figura 5.4 dopo aver determinato le aree pos-
siamo calcolare le coordinate baricentriche del punto attraverso la seguente
formula:
a1 = A1/A a2 = A2/A a3 = A3/A (5.7)
Una volta determinate le coordinate baricentriche del punto 2D (Px, Pz) pos-
siamo utilizzarle per calcolare la coordinata mancante che nel caso della figura
5.4 e` la componente Py calcolata come:
Py = y1a1 + y2a2 + y3a3 (5.8)
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Figura 5.4: Calcolo intercette tramite coordinate baricentriche. Il triangolo viene
proiettato sul piano 2D e tramite le coordinate baricentriche viene
calcolato il punto d’intersezione in 3D.
Ogni intercetta viene calcolata utilizzando le coordinate baricentriche .
L’intercetta ha due attributi fondamentali:
- la distanza del punto d’intersezione dal piano, lungo la direzione
definita dal raggio ortogonale considerato
- il segno che ha valore positivo se la normale del triangolo ha direzione
opposta alla direzione del raggio e negativo altrimenti.
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Figura 5.5: Codifica dell’intercetta nel piano utilizzando la quadrupla (i, j, k, s).
Gli indici i e j riferiscono il raggio al quale appartiene l’intercetta,
mentre k indica la distanza dal piano. Il segno dell’intercetta e` en-
trante poiche` il raggio interseca un triangolo con la normale rivolta
nel verso opposto alla sua direzione
Per ognuno dei tre piani ogni intercetta e` rappresentata da una quadrupla
(i, j, k, s). L’intercetta definita dalla quadrupla (i, j, k, s) appartiene al raggio
indicizzato con i valori (i, j), dista k dal piano e ha segno s entrante, poiche´
la normale del triangolo ha verso opposto rispetto alla direzione del raggio
(figura 5.5).
In figura 5.6 e` possibile osservare una geometria campionata con il mar-
ching intersection, l’insieme di punti rappresenta le intercette calcolate come
intersezione tra i raggi e i triangoli che compongono la geometria. Il campio-
namento mostrato e` stato effettuato sul piano XY. E` possibile osservare le
intercette entranti rappresentate in rosso e le intercette uscenti rappresentate
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Figura 5.6: L’immagine a sinistra mostra la geometria triangolata del bunny,
mentre l’immagine di destra mostra la geometria campionata attra-
verso l’algoritmo del marching intersection. I punti in rosso rappre-




Una delle caratteristiche che rende il marching intersection, un algoritmo
adatto agli scopi di questa tesi, e` la possibilita` con cui si possano facilmente
implementare le operazioni booleane. A differenza di altri algoritmi, il mar-
ching intersection riduce la complessita` delle operazioni booleane definite tra
oggetti geometrici a delle operazioni implementate su intervalli lineari.
Il marching intersection permette di creare un nuovo oggetto C combinando
due oggetti A e B discretizzati in due griglie distinte con un operazione
booleana (AND, OR, NOT....) .
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Siano ra e rb raggi appartenenti rispettivamente alle griglie di A e B e pa
e pb rispettivamente le loro posizioni espressi dalla tripla (plane, i, j) dove
plane indica uno dei piani (XZ, XY, YZ) e (i, j) e` l’indice di accesso al raggio.
L’oggetto C ottenuto come risultato dell’operazione booleana tra due oggetti
A e B e` descritto dall’insieme di raggi rc tali che rc = (ra Op rb) e (pc =
pa = pb); Op rappresenta l’operazione booleana calcolata tra le intercette
dei raggi ra e rb; (pa, pb, pc) sono rispettivamente le posizioni dei raggi
ra, rb, rc. E` possibile rappresentare ogni raggio della griglia come una lista di
intercette questo significa che le operazioni tra i raggi saranno implementate
come operazioni tra liste.
Il seguente pseudocodice e` utilizzato dal marching intersection per imple-
mentare un operazione booleana tra due liste list1 e list2 producendo una
lista list3 come risultato.
1 bool inside1 = inside2 = false;
2 bool last_op = OPRT(inside1 ,inside2 );
3 iterator i1 = list1.begin ();
4 iterator i2 = list2.begin ();
5 while(i1 != list1.end() || i2 != list2.end())
6 {
7 if(i2 == list2.end() || i1 ->ic < i2 ->ic)
8 {
9 last_ic = i1 ->ic;




14 last_ic = i2 ->ic;
15 inside2 = (i2 ->sg > 0); ++i2;
16 }
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17 op = OPRT(inside1 ,inside2 );
18 if(op != last_op)
19 {
20 list3.push( Insert(last_ic , op?1:-1) );
21 last_op = op;
22 }
23 }
- inside1 e inside2 sono due variabili booleane che valgono true o false se
rispettivamente i valori delle intercette sono positive o negative.
- OPRT rappresenta una delle operazioni possibili booleane (OR, NOT,
AND, XOR, ...).
- last op rappresenta il risultato dell’ultima operazione booleana valutata
su una coppia di intercette delle due liste.
- i1 e i2 rappresentano rispettivamente gli iteratori delle liste list1 e list2.
- last ic rappresenta la distanza correntemente valuta dell’intercetta dal
piano.
La figura 5.7 mostra il funzionamento dell’algoritmo utilizzato per calcolare
due operazioni booleane A
⋃
B e A/B. Per analogia inside1 e inside2 pos-
sono essere pensate come i valori booleani associati ai segni delle intercette
di list1 e list2. Ad ogni passo l’algoritmo assegna a last ic l’intercetta del-
le due liste che ha distanza minore. L’operazione booleana e` calcolata ogni
volta tra i valori booleani dell’intercetta corrente e di quella precedente; ogni
freccia indica gli operandi dell’operazione booleana e l’orientazione specifica
l’ordine di applicazione. Su ogni freccia e` riportato il risultato dell’operazione
booleana.
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Figura 5.7: Rappresentazione delle operazioni booleane nel marching intersection.
L’esempio mostra due operazioni booleane eseguite su due cerchi lungo
uno dei raggi intersecanti. A e B indicano i due cerchi. Le operazioni
booleane sono A U B, A/B. Le frecce indicano le operazioni che ogni
volta vengono calcolate le coppie di intercette. L’orientazione delle
frecce specifica l’ordine di applicazione dell’operazione. Il numero sotto
ogni intercetta indica l’ordine con cui l’algoritmo visita le intercette e
calcola con la precedente l’operazione booleana. Sopra ogni freccia e`
indicato il risultato dell’operazione booleana. .
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Ogni volta che abbiamo una transizione tra due operazioni booleane conse-
cutive si inserisce l’ultima intercetta visitata con segno positivo se il risultato
dell’operazione booleana e` true altrimenti con segno negativo. La fase di
inizializzazione e` rappresentata inserendo all’inizio delle due liste list1 e list2
due intercette negative e valutando l’operazione booleana tra di loro.
5.2.4 Estrazione di superfici
Le informazioni mantenute nella struttura dati del marching intersection in
seguito al campionamento di un oggetto o dopo la sua creazione tramite
un’operazione booleana sono informazioni discrete. E` stato necessario trovare
un algoritmo capace di ricostruire la geometria triangolata della superficie
dell’oggetto a partire dalla sua rappresentazione discreta.
La scelta di un buon algoritmo di ricostruzione tra quelli presenti in letteratu-
ra e` stata fatta secondo dei criteri ben precisi come: qualita` di ricostruzione
della superficie, efficienza, facilita` di interazione con la struttura dati del
marching intersection. Un algoritmo con tali caratteristiche e` il marching
cube.
Il marching cube e` un algoritmo capace di ricostruire una geometria trian-
golata a partire da un campo scalare definito in un volume. La qualita` con
cui sara` effettuata la ricostruzione, permettera` di avere una ottima trian-
golazione della superficie. Affinche´ il sistema possa utilizzare l’algoritmo del
marching cube per ricostruire la superficie, sara` necessario manipolare oppor-
tunamente le informazioni discrete presenti nella struttura dati del marching
intersection dato che queste non rappresentano un campo scalare.
Il marching intersection e` considerato l’algoritmo duale del marching cube.
La modalita` con cui il marching intersection mantiene in memoria le infor-
mazioni ci permette facilmente di riadattare e organizzare i dati per usarli
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Figura 5.8: Estrazione della superficie dopo l’applicazione del campionamento ese-
guito tramite l’algoritmo del marching intersection. In rosso sono
rappresentate le intercette.
con il marching cube. L’insieme di raggi paralleli ai tre assi nel marching
intersection e` riconducibile a una griglia composta da un insieme di celle.
L’algoritmo del marching cube discusso nel paragrafo 3.3 lavora su un campo
scalare definito da una griglia composta da celle cubiche che hanno associati
ai loro vertici dei valori scalari. Grazie a un’operazione di interpolazione
l’algoritmo determina i punti sugli edge delle celle attraverso i quali passa
l’isosuperficie.
Nella struttura dati del marching intersection non viene mantenuto un campo
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scalare ma un insieme di intercette che rappresentano i punti sugli edge
delle celle della griglia per i quali passi la superficie. Affinche´ il marching
cube possa determinare la configurazione di ogni cella esaminando i valori
scalari dei vertici e` necessario costruire un campo scalare. Il campo scalare
e` costruito assegnando ad ogni vertice della cella un valore binario (0/1),
poiche´ avendo gia` i punti di intersezione sugli edge (intercette) al marching
cube serve solamente determinare la configurazione delle celle per triangolare
la superficie. Tutti gli edge per i quali passa la superficie saranno marcati
con valori discordi alle loro estremita`. La mappatura della griglia viene fatta
seguendo le seguenti regole:
Esaminando tutti i punti della griglia lungo i raggi, possono verificarsi tre
casi:
- Il punto della griglia precede l’intercetta positiva, in questo caso sara`
marcato con 0 (-).
- Il punto della griglia segue l’intercetta negativa, in questo caso sara`
marcato con 0 (-).
- Il punto della griglia si trova tra un’intercetta positiva e una negativa,
in questo caso sara` marcato con 1 (+).
L’algoritmo dopo aver mappato l’intera griglia e` in grado di determinare la
configurazione di ogni cella esaminando i valori dei suoi vertici. Per ogni cella
viene determinata la configurazione di edge per i quali passa la superficie e per
ogni edge si cerca nella struttura dati del marching intersection l’intercetta
corrispondente. La triangolazione della cella avviene utilizzando le intercette
come vertici.
La figura 5.8 mostra una regione di spazio discretizzata dal marching inter-
section. L’immagine a destra mostra il calcolo del campo scalare (calcolo dei
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segni della griglia) e la ricostruzione della superficie attraverso l’algoritmo
del marching cube.
5.3 Utilizzo di MI per simulazione percorsi
macchina
Gli algoritmi presentati nelle sezioni precedenti diventeranno degli strumenti
essenziali per la realizzazione del framework.
Il problema principale da affrontare e` stato trovare una rappresentazione ef-
ficiente della geometria dell’utensile e del blocco da lavorare. Per i gli scopi
della tesi, dato che le simulazioni comprendono un numero molto elevato di
passi macchina, e` stato di vitale importanza scegliere un algoritmo capace
di tenere una rappresentazione compatta ed efficiente della geometria del-
l’utensile e del blocco. Questo perche´ e` necessario campionare la geometria
dell’utensile ogni volta che un nuovo passo macchina e` calcolato all’interno
del sistema.
Il marching intersection garantisce una rappresentazione efficiente e compat-
ta della geometria. E` importante notare come l’algoritmo tenga solamente
le informazioni essenziali per la discretizzazione della superficie. Le parti del
volume di contenimento non contenenti geometria non vengono considerate.
Questo comporta una gestione ottimale dello spazio necessario a tenere la rap-
presentazione discreta della geometria. L’algoritmo del marching intersection
non e` sufficiente a rappresentare i passi macchina.
E` necessario modificare la struttura dati del marching intersection in modo
che sia possibile aggiungere tutti i passi macchina all’interno della griglia
che contiene il blocco da lavorare. Inoltre e` necessario che ogni nuovo pas-
so macchina sia inserito all’interno della griglia come elemento a se stante:
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l’insieme di intercette che lo rappresentano devono essere inserite all’interno
della struttura dati in modo che sia possibile riconoscerle e manipolarle in un
secondo momento. Questo e` necessario per evitare che le intercette di ogni
passo macchina si mischino con quelle gia` presenti nella struttura e diventi
impossibile recuperarle.
5.3.1 Geometria di base e testina
Nel sistema di simulazione sviluppato, ci interessa mostrare all’utente ogni
interazione tra la testina dell’utensile e la geometria di base.
I due oggetti geometrici, sono descritti tramite una rappresentazione poli-
gonale in un formato standard 3D. Data la difficolta` di interpretare tutte
le possibili istruzioni G-CODE e il fatto che questo era fuori dagli obiettivi
della tesi, l’intera lavorazione e` stata rappresentata con un nostro formato
proprietario, molto schematico che pero` e` in grado di rappresentare bene le
operazioni essenziali. La scrittura di un formato proprietario, ha facilitato
l’interazione tra le istruzioni del programma e la struttura dati del framework,
ma ha reso difficile esprimere dei programmi di lavorazione, senza avere a di-
sposizione dei tool specifici. Per questo motivo sono state implementate delle
funzioni per facilitare la scrittura di percorsi macchina.
L’obiettivo della tesi non era creare un simulatore completo ma realizzare un
framework efficiente capace di gestire la lavorazione utensile che avesse delle
funzionalita` specifiche per visualizzare direttamente fasi di lavorazioni criti-
che e che permettesse di intervenire in modo efficiente sul percorso macchina
per correggere eventuali errori riscontrati durante il processo di simulazione.
In seguito, riportiamo la descrizione del nostro formato proprietario. E` sta-
to scelto di memorizzare l’intero percorso utensile e i parametri legati alla
lavorazione, in un file con formato testuale, per la semplicita` con cui questo
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poteva essere letto e modificato. Il file e` organizzato in varie sezioni. In ogni
sezione sono definiti dei parametri specifici. Riportiamo in seguito un breve
esempio:
volume
120 100 120 // dimensione del volume
0.5 0.5 0.5 // dimensione del voxel
base
base.ply
// nome del file del blocco
cursor
testina5.ply
// nome del file dell’utensile
path








L’esempio mostra la descrizione interna del file. Il file suddiviso in quattro
sezioni che sono: volume, base, cursor, path che rappresentano rispettivamen-
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te, la definizione del livello di dettaglio, il nome del file della geometria del
blocco da lavorare, il nome del file della geometria dell’utensile e la descrizio-
ne del percorso utensile. Nell’esempio il livello di dettaglio e` specificato dalle
dimensioni del voxel 0.5 mm e dal blocco di dimensioni 120mm X 100mm X
120 mm. Le suddivisioni della griglia sono calcolate dividendo la dimensione
del blocco per quella del voxel sfruttando le definizione data nel paragrafo
5.2.1 del livello di dettaglio. Le due geometrie del blocco dell’utensile sono
state rappresentate nel formato ply.
Il path e` descritto da una sequenza di triple che rappresentano posizioni
3D dell’utensile. Nell’esempio mostrato solamente una parte del percorso
macchina di una lavorazione. Il vantaggio di aver rappresentato la descrizione
dei parametri di simulazione all’interno di un file testuale, e` sicuramente la
semplicita` con cui possono essere effettuate delle modifiche. L’utilizzo di
questo semplice formato testuale ha reso estremamente semplice cambiare il
livello di dettaglio, l’utensile di taglio, il blocco da lavorare, ed il percorso
macchina per effettuare i test, pur mantenendo una struttura molto vicina
al linguaggio di specifica reale.
Il programma di simulazione e` strutturato in varie fasi:
- Acquisizione dei dati. In questa fase un supporto specifico permettere
di leggere i dati di input del sistema che rappresentano la descrizione
dei movimenti dell’utensile delle geometrie del blocco e testina e di
memorizzarli in maniera conveniente ai nostri scopi.
- Inserimento dati. Il processo di inserimento dati e` una delle fasi com-
putazionalmente piu` costose del framework ed e` una vera e propria fase
di preprocessing. Le informazioni relative al blocco da lavorare e del
percorso utensile vengono convertite in un formato speciale che rendera`
possibile effettuare delle operazioni di rimozione in maniera efficiente.
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- Risoluzione. La fase di risoluzione e` una tra le funzionalita` piu` impor-
tanti introdotti nel framework. Principalmente si occupa di recuperare
la rappresentazione interna dello stato necessaria a mostrare il passo
macchina che l’utente ha deciso di visualizzare.
- Ricostruzione. Recuperata la rappresentazione intermedia, il fra-
mework genera come ultimo passo una geometria triangolata che viene
mostrata a video e puo` essere utilizzata per effettuare misure e controlli
di coerenza.
La prima fase attuata nel sistema e` l’ acquisizione dati. Si tratta di utilizzare
un particolare supporto per leggere i dati cioe` l’insieme dei parametri neces-
sari alla configurazione del processo di simulazione. Il file precedentemente
descritto viene interpretato sezione per sezione, e il framework puo` iniziare
la fase di inizializzazione, manipolando opportunamente le strutture dati del
marching intersection.
La figura 5.9 mostra il sistema di riferimento dell’utensile e del blocco da lavo-
rare. Le posizioni assunte dall’utensile sono relative al sistema di riferimento
del blocco.
5.3.2 Catene di operazioni sottrattive
Uno dei requisiti del sistema e` poter visualizzare direttamente il risultato
della simulazione dopo l’esecuzione di n passi macchina. Affinche´ tale requi-
sito sia rispettato e` necessario che il sistema fornisca la funzionalita` di poter
eseguire in un solo passo una molteplicita` di operazioni sottrattive poiche´
il marching intersection permette di definire solo operazioni booleane bina-
rie. Il risultato della sequenza di operazione sottrattive e` rappresentato da
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Figura 5.9: Il sistema di riferimento dell’utensile. Le coordinate dell’utensile
sono relative al sistema di riferimento del blocco.
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Figura 5.10: Una serie di quattro operazioni sottrattive eseguite sull’oggetto A.
Nell’immagine in basso e` mostrato il risultato della catena di ope-
razioni sottrattive lungo un raggio della griglia. I valori delle tran-
sizioni sottolineati sono quelli scelti dall’algoritmo per rappresentare
lo stato finale delle quattro operazioni .
un sottoinsieme di intercette tra quelle presenti nella struttura del marching
intersection.
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Sono state definite due nuove tipologie di oggetti: oggetti positivi e oggetti
negativi. Le due tipologie di oggetti definiscono la modalita` con cui le nuove
intercette inserite si combinano con quelle gia` presenti nella struttura dati
del marching intersection. Inserire un oggetto positivo o negativo significa
rispettivamente unire o sottrarre il suo volume a quello degli oggetti gia`
presenti nella struttura dati.
La figura 5.10 mostra una sequenza di quattro operazioni sottrattive calco-
late in un solo passo. L’oggetto A e` inserito all’interno della struttura del
marching intersection come oggetto positivo mentre i quattro oggetti B, C, D,
E sono inseriti come quattro oggetti negativi. Lungo un raggio della griglia
sono mostrate i segni e le posizioni delle intercette degli oggetti.
L’immagine in basso della figura 5.10 mostra il risultato della sequenza di
operazioni di rimozione: le intercette descrivono la geometria dell’oggetto A
lungo un raggio della griglia dopo l’applicazione delle quattro operazioni di
rimozione.
Per ottenere la rappresentazione finale di una sequenza di operazioni
sottrattive e` necessario attenersi al seguente algoritmo:
Sia s una variabile intera inizializzata a 0 che viene modificata visitando la
lista di intercette di un raggio della griglia.
L’algoritmo assegna uno stato di transizione a tutte le intercette della lista
applicando le seguenti regole:
- l’intercetta viene marcata con la transizione s/s+1 se ha segno positivo
e appartiene a un oggetto positivo e s viene aggiornata al valore s+ 1.
- l’intercetta viene marcata con la transizione s/s−1 se ha segno negativo
e appartiene a un oggetto positivo e s viene aggiornata al valore s− 1.
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- l’intercetta viene marcata con la transizione s/s+1 se ha segno negativo
e appartiene a un oggetto negativo e s viene aggiornata al valore s+1.
- l’intercetta viene marcata con la transizione s/s−1 se ha segno positivo
e appartiene a un oggetto negativo e s viene aggiornata al valore s− 1.
Dopo che l’algoritmo ha assegnato una transizione a tutte le intercette della
lista e` necessario determinare quali di queste rappresentano lo stato finale
delle quattro operazioni di rimozione. Si scelgono le intercette della lista
che hanno transizioni 0/1 o 1/0 e si complementano i segni di quelle che
appartengono a oggetti negativi.
La figura 5.11 mostra il risultato di una serie di operazioni sottrattive tra la
geometria di un coniglio (oggetto positivo) e quella dei box (oggetti negativi)
e la ricostruzione tramite l’algoritmo del marching cube.
5.3.3 Inserimento percorso
Dopo che il processo di acquisizioni dati e` terminato, si passa alla fase di
inserimento dati all’interno della struttura del marching intersection. La
fase di inserimento dati e` una vera e propria operazione di preprocessing.
I dati relativi alla geometria dell’utensile e del percorso macchina, sono uti-
lizzati dal sistema per calcolare le intercette relative ad ogni passo macchina
definito nel path. Il percorso utensile definito nella sezione path del file che
descrive il processo di lavorazione del blocco, viene sequenzialmente inter-
pretato. Ogni tripla di coordinate letta (sezione path del file) si traduce
nello spostamento dell’utensile in una nuova posizione e nella rimozione di
materiale dal blocco. Affinche´ sia possibile accedere a un qualsiasi stadio
di lavorazione, il sistema deve tenere la rappresentazione discreta di ogni
spostamento dell’utensile. Per ogni passo macchina, l’utensile e` spostato in
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Figura 5.11: Una serie di operazioni booleane eseguite tra la geometria di un
coniglio e quella di una serie di box.
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una nuova posizione, e successivamente campionato e le sue intercette sono
inserite all’interno della struttura del marching intersection.
Per evitare che le intercette di un nuovo passo macchina si vadano a mischiare
con quelle gia` presenti all’interno della struttura del marching intersection e
diventi quindi impossibile recuperarle e` necessario modificare la struttura dati
dell’intercetta arricchendola con informazioni aggiuntive. E` stato necessario
tenere traccia della sequenza di operazioni effettuate dall’utensile, tenendo
conto di un nuovo parametro: il tempo. Il tempo necessario per effettuare
l’intera lavorazione e` stato modellato come un insieme di istanti discreti e
non c’e` nessuna analogia con il tempo reale di lavorazione impiegato della
macchina cnc. Ad ogni istante discreto, l’utensile viene spostato in una nuova
posizione e conseguentemente nuovo materiale viene rimosso dal blocco.
Per riuscire a distinguere le intercette di ogni passo macchina e` necessario
aggiungere un nuovo attributo alla struttura dati dell’intercetta indicante l’i-
stante di inserimento. Per ogni passo macchina, l’utensile viene spostato in
una nuova posizione definita da una tripla di coordinate, successivamente le
sue intercette sono discretizzate con l’algoritmo del marching intersection e
sono marcate con un istante temporale discreto indicante l’istante sequenzia-
le di esecuzione del passo. Piu` formalmente, si definisce l’intera lavorazione
come una sequenza di passi p1, ...., pn dove per ogni passo pi, la geometria
dell’utensile viene posizionata all’interno del volume di contenimento, cam-
pionata e tutte le intercette sono marcate con un valore intero i indicante
l’istante temporale di inserimento del passo macchina.
Il processo appena descritto e` mostrato molto piu` chiaramente nella figura
5.12. L’esempio, mostra in 2d la geometria del blocco e dell’utensile. L’in-
serimento dei cinque passi macchina e` effettuato spostando e campionando
l’utensile nelle cinque posizioni e inserendo ogni volta le nuove intercette cal-
colate lungo il raggio considerato. E` possibile notare come ogni passo sia
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stato rappresentato con un identificatore negativo sequenziale, questo perche`
l’utensile viene inserito e campionato ogni volta come oggetto negativo poiche´
indica un operazione sottrattiva. La figura mostra per ogni passo macchina
l’insieme di intercette presenti nel raggio. Ogni passo macchina comporta
l’aggiunta di due nuove intercette al raggio.
5.3.3.1 Sweep
In una macchina a controllo numerico l’utensile si sposta con continuita` ef-
fettuando dei movimenti traslatori e rotatori. E` chiaramente impossibile in
un simulatore, spostare la geometria dell’utensile in modo continuo. Come
gia` descritto nel paragrafo 5.3.3 dove si discute del processo di inserimento
dati nella struttura del marching intersection il percorso macchina e` definito
da un insieme di posizioni discrete. Piu` piccolo sara` lo spostamento del-
l’utensile tra due posizioni discrete consecutive e quanto piu` preciso sara` il
risultato della lavorazione. Tuttavia, aumentando il numero di passi mac-
china aumenta il tempo di discretizzazione e lo spazio necessario a tenere
la rappresentazione discreta della lavorazione. Per evitare di sovraccaricare
la struttura dati di informazioni spesso ridondanti, occorre ricorrere a una
soluzione in grado di compattare l’insieme di passi. Un algoritmo di sweep
e` stato utilizzato sia per migliorare il risultato visivo della lavorazione, sia
per ridurre lo spazio necessario a memorizzare l’intera rappresentazione del
percorso macchina. In letteratura esistono molti algoritmi che permetto-
no di calcolare lo sweep di una geometria lungo percorsi lineari e curvilinei
[19, 27, 16]. Fondamentalmente si tratta di estrudere una geometria lungo
un percorso.
Il criterio che abbiamo utilizzato, per compattare i passi del percorso macchi-
na, tiene conto dei tratti rettilinei dove l’utensile si muove secondo la stessa
direzione. Si tratta di sostituire un insieme di passi discreti del percorso mac-
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Figura 5.12: Campionamento di una sequenza di passi macchina. L’esempio 2D
mostra, l’esecuzione di una serie di passi del percorso macchina. Co-
me si puo` notare l’utensile e` stato spostato in cinque posizioni diver-
se. In basso sono riportate le codifiche dei cinque passi macchina
lungo lo stesso raggio usato nella fase di campionamento. I passi
macchina, sono stati marcati sequenzialmente con un identificato-
re intero negativo (indicanti degli oggetti negativi). Per ogni passo
macchina, due intercette relative alla nuova posizione dell’utensile
vengono aggiunte al raggio.
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Figura 5.13: Compattazione dei passi macchina attraverso delle operazioni di
sweep. I cerchi rappresentano l’utensile. Nell’immagine di destra,
e` mostrato il compattamento dei passi tramite sweep.
china con un unico passo di sweep. Il processo di compattazione passi lungo
la stessa direzione, ha lo stesso comportamento di un operazione G-CODE di
tipo interpolazione lineare, gia` discussa nel paragrafo 2.2.1. In figura 5.13 e`
evidenziato come e` possibile compattare una sequenza di passi discreti lungo
la stessa direzione con un semplice passo di sweep.
5.3.4 Estrazione di superfici al tempo t
Riepilogando, la fase di acquisizione dati permette di acquisire dal file di con-
figurazione i parametri relativi alla simulazione come: il livello di dettaglio,
la dimensione del volume di contenimento e la sequenza di passi del percorso
macchina. Questi dati servono al processo di inserimento dati discusso nel
paragrafo 5.3.3 a discretizzare l’insieme dei passi macchina, in una serie di
informazioni discrete (intercette). Le intercette di ogni passo sono marcate
con un identificatore temporale che rappresenta univocamente uno dei passi
macchina dell’intera lavorazione. E` bene sottolineare come le precedenti fasi
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citate rientrino in un processo che potremmo definire di inizializzazione del
sistema. Questa fasi rappresentano un vero e proprio processo di elaborazione
dati a partire dalla lettura del file di configurazione. Il controllo passa all’u-
tente solamente quando tutte le due fasi sono terminate. Solamente quando
queste fasi sono completate, la struttura dati del framework, e` pronta per
essere utilizzata dall’utente per visionare i passi della simulazione.
La struttura dati contiene tutte le informazioni relative al campionamento
discreto di tutti gli spostamenti dell’utensile. La richiesta da parte dell’u-
tente di visionare un passo intermedio di lavorazione, comporta l’utilizzo di
alcune di queste informazioni discrete mantenute all’interno della struttura
dati del sistema. La fase di resolve comporta il recupero e la manipolazione
dei dati discreti (intercette) memorizzati all’interno del sistema. Un par-
ticolare algoritmo di complessita` lineare, viene utilizzato per manipolare i
dati del sistema e per recuperare lo stato della lavorazione del blocco ad un
determinato istante.
La figura 5.14 mostra l’applicazione dell’algoritmo di resolve ad un percorso
macchina composto da 4 passi di sweep. La discretizzazione dei quattro
passi di sweep e` mostrata lungo un raggio della griglia. L’algoritmo marca
le intercette dei quattro passi utensile con i valori negativi (-1, -2, -3, -4):
il numero rappresenta l’istante temporale di inserimento del passo, mentre
il segno indica che si tratta di oggetti negativi. La resolve determina le
intercette necessarie a rappresentare la lavorazione al passo 2 utilizzando il
metodo descritto nel paragrafo 5.3.2 con la differenza che viene applicato
solo alle intercette che sono state marcate con un istante temporale minore
o uguale a quello del passo di lavorazione da visualizzare.
Dopo che la fase di Resolve si e` concluda e sono state determinate le in-
tercette necessarie a ricostruire la fase di simulazione intermedia richiesta,
attraverso il processo di estrazione della superficie descritto nel paragrafo
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Figura 5.14: L’algoritmo di risoluzione, impiegato per recuperare lo stato della la-
vorazione a un determinato istante. Sono mostrati quattro passi di
sweep, indicati rispettivamente con i valori interi -1, -2 ,-3 ,-4 che
rappresentano gli istanti temporali. Con il valore zero indichiamo l’i-
stante iniziale dove ancora nessuna operazione di rimozione e` stata
effettuata sul blocco. Sono mostrate tre fasi: la prima rappresen-
ta l’inserimento delle intercette relative ai quattro passi; la seconda
l’algoritmo di risoluzione e la terza il risultato della simulazione al
passo 2. Le crocette in rosso rappresentano le intercette entranti e
le verdi quelle uscenti. Nella fase di risoluzione, ad ogni intercetta
e` stata associata la relativa transizione. Nella terza fase e` possibile
vedere il risultato della simulazione al passo 2. La parte tratteggiata
indica il tratto di materiale rimosso dal blocco.
5.3 Utilizzo di MI per simulazione percorsi macchina 91
Figura 5.15: Tre diversi risultati della simulazione corrispondenti al 10, 65 e 100
percento del percorso macchina.
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5.2.4 la geometria viene ricostruita ed e` possibile visualizzarla su schermo.
La figura 5.15 mostra tre risultati corrispondenti a tre differenti richieste
effettuate dell’utente per visualizzare la simulazione della lavorazione di un
oggetto al 10, 65 e 100 percento. L’utente interagisce col sistema attraverso
un interfaccia grafica: uno slider viene usato per visualizzare il risultato del
passo n-esimo della simulazione.
5.3.5 Modifica percorso
L’utente, attraverso un controllo di coerenza effettuato tra la geometria pro-
dotta dalla simulazione e quella disegnata dal disegnatore CAD, puo` accor-
gersi della presenza di errori ed individuare i passi errati della lavorazione.
Il framework mette a disposizioni della funzionalita` per correggere gli errori
individuati durante il processo di simulazione come la cancellazione di passi
macchina erronei o l’aggiunta di passi mancanti. Il processo di rimozione
viene implementato eliminando le intercette dei passi ritenuti erronei. Per
implementare l’aggiunta di nuovi passi macchina un metodo e` marcare due
passi successivi con due identificatori temporali non sequenziali. Per esem-
pio, se decidiamo di poter aggiungere dieci nuovi passi macchina tra due
passi successivi, marcheremo con −k il passo n-esimo e con −k − 10 il pas-
so n+1-esimo. La figura 5.16 mostra il processo di rimozione di un passo
macchina.
5.4 Implementazione
Il framework del sistema e` stato realizzato interamente in C++ [20], utiliz-
zando la libreria VCG per le operazioni ad alto livello come manipolazione
di oggetti e trasformazioni. Le funzionalita` fornite del framework come il
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caricamento del percorso macchina e la visualizzazione della simulazione so-
no state testate attraverso lo sviluppo di un piccolo software scritto in C++
che utilizza la libreria Opengl [26, 18] per il rendering e la libreria QT per
l’interfaccia grafica. L’interfaccia e` di tipo single document interface questo
perche´ non avevamo bisogno di caricare piu` oggetti in diverse finestre.
La libreria VCG e` stata invece utilizzata per il caricamento, la modifica e
la scrittura di oggetti tridimensionali. Ci sono diversi formati supportati
dalla libreria come PLY, 3DS ,OBJ. Abbiamo scelto di utilizzare il formato
PLY formulato dalla Standard University poiche´ questo formato consente
una memorizzazione degli oggetti abbastanza flessibile e si possono salvare
informazioni aggiuntive associate alle singole facce oppure ai vertici. Per gli
scopi della tesi sono servite informazioni aggiuntive sui colori dei vertici per
la fase di testing del campionamento della superficie della geometria.
La libreria VCG e` strutturata tutta utilizzando template C++. Gli algoritmi
implementati in libreria sono realizzati come template per classi generiche di
mesh poligonali. Questa scelta permette di semplificare la scrittura degli
algoritmi e inoltre permette un piu` facile riuso del codice.
La parte di visualizzazione e` stata scritta appoggiandosi alla libreria standard
3D Opengl. La libreria ha permesso di effettuare il rendering della geometria
e mostrare quindi il risultato della simulazione a video. Attraverso l’uso di un
componente trackball implementato nella libreria VCG, l’utente e` in grado
di visualizzare con accurato dettaglio la geometria ottenuta dalla simulazione
potendo osservare con precisione i dettagli della lavorazione.
Il software di testing ha un funzionamento lineare e permette di effettuare
tre operazioni:
- Apertura di un file descritto secondo il nostro formato.
- Richiesta di vedere un passo della simulazione. Attraverso lo slider
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Figura 5.16: Il processo di rimozione dei passi macchina. Il secondo passo di
sweep viene cancellato eliminando le intercette marcate -2. A destra
della figura e` mostrato l’oggetto obiettivo. La parte tratteggiata e` il
materiale rimosso. Si puo` notare come il passo due venga considerato
erroneo in quanto generebbe un oggetto diverso da quello obiettivo.
5.4 Implementazione 95
si puo` visualizzare una fase di lavorazione intermedia. Per esem-
pio osservando il risultato della lavorazione prima la 50 percento poi
successivamente al 90 e per finire al 10 percento.
- Esplorazione dei risultati della simulazione.
Le funzionalita` di aggiunta e rimozione passi sono state implementate nel
framework ma non sono state realizzate nel software di testing.
5.4.1 Problemi di precisione
Errori di precisione numerica [7] durante il calcolo delle intercette e inter-
sezioni con punti specifici della topologia della geometria, possono causare
problemi nella fase di ricostruzione 5.2.4.
5.4.1.1 Configurazioni errate
Il processo iniziale di interizzazione che consiste nel codificare tutti i punti
della griglia con degli indici interi, oltre ad avere il beneficio di rendere piu`
semplice l’accesso alla griglia del marching intersection, permette di ridurre
gli errori di precisione poiche´ i numeri interi che hanno precisione maggiore
rispetto a numeri in virgola mobile.
Errori di precisione numerica durante il calcolo delle intercette in presenza di
intersezioni tra la geometria e i vertici della griglia possono causare problemi
durante il processo di ricostruzione. Nel caso in cui un vertice della griglia
interseca la geometria, significa che tre intercette devono essere inserite nei
tre raggi relativi ai piani (XY, XZ, YZ) che individuano il vertice. A causa
di errori di precisione puo` accadere che le tre intercette non siano coincidenti
ma che presentino tutte posizioni diverse da quella del vertice della griglia.
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Questo puo` causare dei problemi nella fase di ricostruzione, poiche` i segni
calcolati sui cubi della griglia possono non essere corretti e portare alla ricerca
di intercette all’interno di un edge che risultano essere mancanti. Durante
la ricostruzione di una cella con configurazione errata, puo` accadere che la
ricerca di un’intercetta lungo un suo edge fallisca: in questo caso l’euristica
che abbiamo adottato per ricostruire la cella e` utilizzare la posizione di un’
estremita` dell’edge al posto dell’intercetta mancante.
Le intercette rappresentate in figura 5.17, a causa di errori di precisione
numerica, si discostano leggermente dal vertice della griglia dove e` avvenuta
l’intersezione.
L’algoritmo di ricostruzione determina i segni della griglia prima lungo i
raggi orizzontali e successivamente rispetto a quelli verticali. Come possiamo
notare esiste un’inconsistenza tra i segni della immagine in alto a sinistra e
quelli della immagine in alto a destra. Questo comporta una configurazione
errata di una cella della griglia.
In figura 5.17, le celle marcate in rosso, presentano una configurazione errata:
i segni alle estremita` di un edge sono discordi anziche´ concordi. Nella fase di
ricostruzione la ricerca di un’intercetta lungo tale edge fallisce e l’algoritmo
utilizza la posizione dell’estremita` destra dell’edge per ricostruire una delle
celle. Si puo` notare come le configurazioni errate delle celle generino un
errore di ricostruzione che al massimo puo` essere di meta` cella.
5.4.1.2 Intercette coincidenti
Un’altra tipologia di problemi possono verificarsi in presenza di intersezioni
tra raggi della griglia e vertici o spigoli della geometria.
Nel caso in cui un raggio della griglia intersechi uno spigolo o un vertice della
geometria vengono generate piu` intercette coincidenti poiche´ spigoli e vertici
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Figura 5.17: Discretizzazione di una curva attraverso l’algoritmo del marching in-
tersection in 2D e i relativi problemi di precisione. Le due crocet-
te indicano le intercette calcolate in corrispondenza del vertice della
griglia che interseca la geometria. I segni della griglia sono sta-
ti calcolati prima lungo il raggi orizzontali e successivamente lungo
quelli verticali. Si puo` notare come il calcolo dei segni lungo i raggi
verticali cambi un segno che e` stato evidenziato con il colore rosso.
Il cerchietto indica l’estremita` dell’edge che e` stata scelta al posto
dell’intercetta mancante. L’immagine in basso a sinistra mostra la
ricostruzione delle celle con configurazioni errate dei segni mentre
l’immagine in basso a destra mostra la ricostruzione corretta della
celle.
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sono condivisi da piu` triangoli e le intercette sono generate esaminando un
triangolo alla volta. La presenza di intercette coincidenti lungo lo stesso
raggio da luogo a problemi di consistenza. Nel marching intersection ogni
raggio che interseca la superficie della geometria deve essere composto da
una successione di intercette dove:
- Ogni intercetta positiva e` sempre seguita da una negativa.
- Ogni intercetta negativa puo` essere seguita solo da una positiva o puo`
essere l’ultima intercetta incontrata.
- In ogni raggio l’entrata e la rispettiva uscita da una superficie devono
essere codificate da due intercette distinte. Questo significa che non
possono esistere intercette coincidenti, proprio perche´ darebbero luogo
a multiple entrate e multiple uscite coincidenti.
La figura 5.18 mostra i problemi che si possono verificare nel caso di intercette
coincidenti generate dall’intersezione di un raggio della griglia con spigoli e
vertici della geometria. Per ogni caso e` mostrata la sequenza delle intercette
calcolate lungo il raggio e la correzione necessaria a rendere il campionamento
consistente.
Preso un raggio diciamo che due intercette risultano coincidenti se la
differenza tra le loro distanze e` minore di un  piccolo stabilito.
Finita la fase di inserimento intercette, all’interno della struttura del mar-
ching intersection e` necessario effettuare un controllo della consistenza. Que-
sto processo si traduce nell’analisi di tutte le intercette di tutti i raggi della
griglia con lo scopo di ricercare quelle coincidenti.
Una volta determinate le sequenze di intercette coincidenti all’interno di un
raggio le correzioni sono apportate secondo i seguenti criteri:
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- In presenza di intercette entranti coincidenti, si cancellano tutte tranne
quella che ha minore distanza.
- In presenza di intercette uscenti coincidenti, si cancellano tutte tranne
quella piu` distante
- Se invece siamo in presenza di intercette coincidenti di segno alterno
allora tutte queste intercette vengono cancellate in quanto il raggio
entra ed esce dalla superficie nello stesso punto.
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Figura 5.18: Sei casi che rappresentano le tipiche situazioni che possono verifi-
carsi in presenza di intersezioni di raggi della griglia con gli spigoli
o con i vertici della geometria. Le tre configurazioni in alto mostra-
no intersezioni di raggi con spigoli, e le tre in basso intersezioni con
vertici. Sotto ogni configurazione e` riportata la sequenza di intercette
intersecate lungo il raggio. Le crocette in rosso indicano le intercette
che devono essere cancellate per rendere il sistema consistente.
Capitolo 6
Strutture Dati
In questo capitolo e` descritta la struttura dati del marching intersection
poiche´ e` la struttura piu` importante del sistema di simulazione proposto. Le
operazioni piu` importanti elencate sono la definizione del volume di lavoro,
la definizione del livello di dettaglio, l’ordinamento delle intercette lungo i
raggi della griglia, l’aggiunta delle intercette e l’accesso ai raggi della griglia.





• typedef InterceptType I Type
Definizione Intercetta di tipo InterceptType.
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• typedef InterceptSet< I Type > ISetType






• MIVolume (const Box3f &bbox, const Point3i &division, const
Point3f &offset)
Costruttore1: “bbox” bbox del volume e “division” numero divisioni.
• MIVolume (const Point3f &voxSize, const Point3i &division)
• void setVolumeDimension (const Point3i &division)
Dimensionamento e riallocazione della struttura (voxel cubico).
• void setVolumeDimension (const Point3f &voxSize, const Point3i
&division)
Dimensionamento e riallocazione della struttura (voxel puo’ essere non
cubico).
• int XY (const int x, const int y) const
Indirizzamento raggio della griglia del piano XY e indici (x,y).
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• int XZ (const int x, const int z) const
Indirizzamento raggio della griglia del piano XZ e indici (x,z).
• int YZ (const int y, const int z) const
Indirizzamento raggio della griglia del piano YZ e indici (y,z).
• void interize (Point3f &vert)
Trasforma ”vert” nelle coordinate della griglia.
• void deinterize (Point3f &vert)
Trasforma ”vert” nelle coordinate del mondo.
• InterceptSet< InterceptType > ∗ AddXYInt (const int xind, const
int yind, const InterceptType &I)
Aggiunta Intercette piano XY. ”xind” e ”yind” sono indici di accesso a
xygrid e ”I” intercetta da inserire.
• InterceptSet< InterceptType > ∗ AddXZInt (const int xind, const
int zind, const InterceptType &I)
Aggiunta Intercette piano XZ. ”xind” e ”zind” sono indici di accesso a
xzgrid e ”I” intercetta da inserire.
• InterceptSet< InterceptType > ∗ AddYZInt (const int yind, const
int zind, const InterceptType &I)
Aggiunta Intercette piano YZ. ”yind” e ”zind” sono indici di accesso a
yzgrid e ”I” intercetta da inserire.
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• void sort ()
Ordinamento delle intercette per posizione.
• void sortId ()
Ordinamento delle intercette per id.
• void set bbox (const Box3f & bbox)
Calcola il bbox in base al numero delle divisioni e la dimensione del voxel.
Public Attributes
• InterceptSet< InterceptType > ∗ xygrid
Matrici delle intercette per l’asse xy.
• InterceptSet< InterceptType > ∗ xzgrid
Matrici delle intercette per l’asse xz.
• InterceptSet< InterceptType > ∗ yzgrid
Matrici delle intercette per l’asse yz.
• Point3i cellNum
Dimensione del grigliato (celle).
• Point3f cellSize
Dimensione della singola cella.
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• Box3f bbox
Dimensione bbox del volume.
• Point3i nIntercept
Numero totali intercette su xy,xz,yz.
• Point3f offSet
Offset posizione volume nello spazio.
Capitolo 7
Risultati
Il sistema proposto garantisce la correttezza geometrica delle operazioni di
inserimento e booleane in quanto e` stato scelto come algoritmo di campiona-
mento il marching intersection che e` capace di preservare le caratteristiche
topologiche e geometriche degli oggetti campionati. Il marching intersection
garantisce che una geometria campionata preservi la topologia e le caratte-
ristiche metriche a meno degli artefatti di resampling. Quindi, ad eccezione
di casi in cui il livello di dettaglio scelto non sia sufficiente a discretizza-
re la superficie di un oggetto, la geometria verra` rappresentata in maniera
accurata. Inoltre dato che le operazioni di rimozione avvengono tra ogget-
ti chiusi il sistema garantisce che le operazioni booleane implementate dal
marching intersection come operazioni tra intervalli sono corrette poiche´, per
loro definizione, il risultato e` ancora un intervallo.
Avendo assodato la validita` geometrica del nostro approccio, quello che ci
interessera` valutare, saranno le prestazioni in termini di tempi e memoria
occupata. In questa sezione, saranno analizzati i modelli ottenuti dalla simu-
lazione di tre differenti percorsi macchina generati attraverso funzioni proce-
durali. Per ogni simulazione sara` riportata la geometria finale ottenuta e una
tabella nella quale e indicheremo i risultati delle fasi principali. In particolare
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andremo a misurare il valore di ciascuno dei seguenti parametri:
- Voxel : Indica il numero dei voxel che compongono la griglia. Questa
grandezza e` molto importante perche´ permette di valutare il livello di
dettaglio presentato in 5.2.1 utilizzato per effettuare la simulazione. I
test sono stati effettuati variando il livello di dettaglio del sistema in
modo da esaminare il comportamento delle grandezze in funzione della
precisione utilizzata dal sistema.
- Numero passi : Indica i passi di rimozione effettuati dall’utensile espres-
si come numero di sweep. La simulazione stata valutata a 1/8, 1/4,
1/2 e al numero totale dei passi del percorso macchina. E` scelto di va-
lutare la simulazione a passi intermedi diversi e` per esaminare il com-
portamento dei parametri del sistema sulla base del numero di passi
di lavorazione utensile eseguiti. Inoltre e` interessante valutare questa
grandezza poiche´ il numero dei passi macchina incidono notevolmente
sulla complessita` della lavorazione. Nei risultati, con la grandezza pas-
si macchina si indica il numero di passi di sweep. Come gia` discusso
nel paragrafo 5.3.3.1 con un’operazione di sweep s’intende una serie di
operazioni di rimozione che l’utensile effettua lungo la stessa direzione
di lavoro.
- Inserimento: indica il tempo necessario al sistema a calcolare le in-
tercette, analizzarle, renderle coerenti e memorizzarle all’interno della
struttura del marching intersection. La grandezza esprime in modo
concreto il tempo impiegato dalla struttura del marching intersection
a discretizzare l’insieme dei passi macchina che rappresentano l’intera
lavorazione. Durante tale fase viene effettuato un attivita` intensiva di
calcolo per determinare le intercette dell’intera lavorazione. Questa e`
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una fase di preprocessing dei dati, che avviene cioe` una volta sola nel
corso della simulazione.
- Resolve: indica il tempo necessario al sistema ad analizzare tutte le
intercette e recuperare solo quelle necessarie per rappresentare lo stato
della lavorazione al passo richiesto. Il tempo riportato e` quello ne-
cessario a recuperare le intercette che permettono di visualizzare la
simulazione dopo il numero di passi indicati.
- Ricostruzione: indica il tempo necessario al sistema a ricostruire il
modello geometrico triangolato. Si tratta di misurare principalmente
il tempo impiegato dall’algoritmo del marching cube per ricostruire la
geometria triangolata.
- Memoria: indica lo spazio occupato dal simulatore in memoria prin-
cipale. Con questa grandezza valuteremo le quantita` di informa-
zione necessaria all’algoritmo per discretizzare l’intero processo di
lavorazione.
- Numero intercette: indica il numero di intercette inserite all’interno
della struttura del marching intersection. Questa grandezza e` stret-
tamente legata al parametro precedente in quanto la discretizzazio-
ne dell’intera lavorazione e` essenzialmente il parametro che piu` incide
sull’occupazione di memoria del sistema.
- Numero triangoli : indica il numero di triangoli generati dall’algoritmo
del marching cube per ricostruire la superficie del risultato della simu-
lazione. Questa grandezza permette di valutare la complessita` della
geometria ricostruita dall’algoritmo del marching cube. E` possibile va-
lutare la geometria generata in funzione del livello di dettaglio e quindi
dell’accuratezza del sistema.
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Tutti i seguenti test sono stati effettuati su un PC, con processore Intel
Pentium IV 3 Ghz dotato di 2GB di RAM e con sistema operativo Microsoft
Windows XP.
I percorsi macchina dei modelli sono stati creati attraverso delle funzioni
procedurali con lo scopo di testare e valutare le prestazioni del simulatore. Il
primo modello e` stato realizzato con delle operazioni di fresatura: il materiale
e` rimosso in maniera concentrica e l’oggetto finale risulta simmetrico rispetto
ai piani XY e YZ (figura 7.1). Visivamente sembra la lavorazione di un
pezzo meccanico. Il secondo modello ha una forma simile a quella di una
torre; rispetto al precedente modello presenta delle forme piu` morbide e un
maggior senso di continuita` dato dalla presenza di smussi ad ogni cambio di
sezione (figura 7.3). Il modello e` simmetrico rispetto ai due piani XY e YZ.
Il terzo modello rappresenta una scala dritta; e` stato pensato per mettere
alla prova maggiormente il simulatore poiche´ e` stato generato attraverso la
simulazione di un percorso macchina di circa 8000 passi e fra i tre modelli
analizzati e` quello che presenta una maggiore rimozione di materiale (figura
7.5).
Dall’analisi delle tabelle si puo` dedurre il comportamento delle grandezze in
gioco. I tempi impiegati dalla resolve e per l’inserimento dei passi macchina
(calcolo intercette) aumentano linearmente con il numero dei passi.
Il tempo della resolve e` costante rispetto al passo da visualizzare, questo per-
che´ per come e` stata implementata, l’operazione effettua sempre una ricerca
all’interno della struttura del marching intersection per determinare le inter-
cette che rappresentano una determinata fase di lavorazione scelta. Tra le
grandezze misurate i tempi di resolve sono quelli che hanno minore impatto
sulle performance del simulatore e questo rispecchia le scelte fatte nell’analisi
del sistema discusse nel paragrafo 2.3 di poter accedere in maniera efficiente
a qualsiasi stadio intermedio di lavorazione. Questo perche´ la resolve vie-
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ne eseguita ogni volta che l’utente vuole visualizzare una fase intermedia di
lavorazione.
I tempi di inserimento si sono dimostrati ragionevoli considerando che so-
no stati impiegati dei percorsi macchina con un elevato numero di passi e
che l’algoritmo marching intersection deve processare un dataset notevole
rappresentato dall’insieme delle intercette che descrivono l’intera lavorazione.
Il tempo di ricostruzione aumenta in maniera sublineare rispetto al livello
di dettaglio utilizzato nel sistema ed e` costante rispetto al numero di passi
macchina poiche´ il tempo impiegato dall’algoritmo di ricostruzione (marching
cube) dipende principalmente dal numero di voxel da ricostruire.
La memoria ha andamento sublineare rispetto al numero di passi a parita` di
risoluzione. Tutti i valori aumentano in maniera abbastanza lineare rispetto
al numero dei passi e rispetto alla risoluzione delle griglia; non ci sono gran-
dezze che hanno comportamenti critici. I tempi di accesso alla lavorazione
crescono in maniera lineare rispetto all’aumento della precisione del sistema
e questo e` una ottima caratteristica.
Il sistema ha soddisfatto le nostre aspettative poiche´ permette di accedere con
un tempo costante a qualsiasi fase intermedia di lavorazione, caratteristica
che, contraddistingue questo sistema dagli attuali, dove il tempo di accesso
alla lavorazione e` proporzionale al numero dei passi macchina effettuati. La
memoria cresce in maniera lineare e quindi questo permette al sistema di
effettuare delle lavorazioni molto complesse composte da un numero elevato
di passi utensile. Il sistema e` stato messo alla prova soprattutto nell’ultimo
test dove l’alto numero di passi macchina (sweep) ha comportato la rimozione
di un grande quantita` di materiale e anche in questo caso i risultati sono stati
soffisfacenti.
111
Figura 7.1: Modello triangolato alla fine della prima simulazione. Il percorso
macchina e` composto da 5300 passi.
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Risultati della simulazione
Voxel Numero Passi Inserimento (ms) Resolve (ms) Ricostruzione (ms) Memoria Numero Intercette Numero Triangoli
903 662 938 15 245 46 487356 80304
903 1325 1875 31 275 55 1033990 84256
903 2650 3515 47 297 76 1967488 89592
903 5300 6109 63 312 106 3318458 104920
1803 662 3391 31 2438 108 1938164 319692
1803 1325 6672 63 2500 150 4125744 332052
1803 2650 12282 125 2578 230 7865308 349532
1803 5300 20719 203 2766 350 13278748 404304
2703 662 7703 179 11719 225 5365128 906080
2703 1325 15469 256 11750 330 11415408 910312
2703 2650 28047 365 12159 500 21743750 984326
2703 5300 47125 553 12562 730 36667810 1104382
3333 662 13781 125 14172 425 6158568 1048544
3333 1325 21250 265 14620 613 13127778 1089952
3333 2650 39047 468 14843 850 24953796 1108260
3333 5300 65937 800 15938 1200 42178844 1270058
Figura 7.2: Risultati della prima simulazione.
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Figura 7.3: Modello triangolato alla fine della seconda simulazione. Il percorso
macchina e` composto da 6136 passi.
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Risultati simulazione
Voxel Numero Passi Inserimento (ms) Resolve (ms) Ricostruzione (ms) Memoria Numero Intercette Numero Triangoli
1123 767 1593 16 547 58 879164 130812
1123 1534 3063 31 546 77 1677250 134720
1123 3068 5875 62 547 112 3378868 124608
1123 6136 11875 110 547 180 6712064 111732
1703 767 3469 31 2156 106 2002302 312780
1703 1534 6656 63 2063 150 3877836 323906
1703 3068 13110 125 2046 230 7800328 278888
1703 6136 26719 250 2000 400 15432240 246829
2543 767 7640 78 6938 220 4567024 690508
2543 1534 14969 156 6922 320 8851336 702680
2543 3068 29407 281 6875 500 17695458 641276
2543 6136 58688 593 6796 870 34834838 568428
3203 767 12578 125 13844 330 7068154 1071000
3203 1534 23594 234 13950 488 13686746 1076000
3203 3068 47656 453 12968 715 27551060 986176
3203 6136 91609 844 13800 1300 54494960 885220
Figura 7.4: Risultati della seconda simulazione.
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Figura 7.5: Modello triangolato alla fine della terza simulazione. Il percorso




Voxel Numero Passi Inserimento (ms) Resolve (ms) Ricostruzione (ms) Memoria Numero Intercette Numero Triangoli
863 1027 2078 16 188 54 930330 62362
863 2054 4000 31 234 76 1893466 55854
863 4108 6485 62 188 110 3299320 53852
863 8216 9500 94 265 137 4299100 52754
1293 1027 5172 47 953 116 2378168 160172
1293 2054 9485 94 953 165 4978186 160268
1293 4108 16000 140 907 260 8767142 148654
1293 8216 22906 172 927 338 11436720 154626
2133 1027 12922 110 3328 260 5553518 390332
2133 2054 21234 188 3360 368 11457664 373214
2133 4108 35875 313 3094 550 20084720 338134
2133 8216 50953 406 3312 720 26231373 321088
2783 1027 21000 156 8000 361 9727422 632006
2783 2054 38500 328 9031 631 20189604 615278
2783 4108 62750 546 7500 949 35454418 598222
2783 8216 87609 704 8906 1200 46316827 565100
Figura 7.6: Risultati della terza simulazione.
Capitolo 8
Conclusioni
Scopo di questa tesi e` stato la realizzazione di un framework in grado di for-
nire le funzionalita` base per effettuare la simulazione di lavorazioni utensili.
Seguendo gli obiettivi stabiliti all’inizio del lavoro, il sistema doveva essere in
grado di simulare una lavorazione utensile dati come input la geometria del-
l’utensile, la geometria del blocco da lavorare e il percorso macchina espresso
in un formato testuale.
Per lo sviluppo del sistema si e` resa necessaria un’analisi comparativa
dei vari metodi esistenti finalizzata all’individuazione dei migliori approcci
attualmente utilizzati nei simulatori recenti.
Il sistema proposto presenta un approccio alternativo alla simulazione di
percorsi utensile. I simulatori commerciali permettono di visionare la lavora-
zione utensile passo per passo ed e` necessario attendere tutta la simulazione
del percorso macchina per visualizzare il risultato finale del processo di la-
vorazione. Il sistema proposto, invece, grazie alla flessibilita` della struttura
dati impiegata permette di visionare direttamente una qualsiasi fase interme-
dia del processo di lavorazione senza necessita` di attendere il completamento
delle fasi precedenti.
Il vantaggio di questo approccio e` senza dubbio quello di poter validare e
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controllare direttamente le fasi critiche della lavorazione che hanno maggio-
re probabilita` di introdurre degli errori sull’oggetto sotto lavorazione senza
dover visualizzare la simulazione dell’intero percorso utensile.
Affinche´ tale sistema potesse essere implementato in modo efficiente e` stato
necessario scegliere un algoritmo di rappresentazione volumetrica capace di
soddisfare i requisiti delineati durante la fase di analisi discussa nel paragrafo
2.3. Il marching intersection si e` rivelato un algoritmo di rappresentazione
volumetrica adatto ai nostri scopi poiche´ rappresenta le informazioni volume-
triche in modo compatto ed efficiente riducendo l’occupazione di memoria.
L’algoritmo e` adattivo poiche´ campiona solo le zone del volume che pre-
sentano informazioni significative. Inoltre, il marching intersection risulta
estremamente efficiente nell’implementare le operazioni booleane, che sono
la base della simulazione di una lavorazione. Il marching intersection cam-
piona l’intera lavorazione e mantiene una sua rappresentazione discreta. Per
ottenere la rappresentazione discreta di una specifica fase di lavorazione ri-
chiesta dall’utente, e` stata implementata un operazione di resolve discussa
nel paragrafo 5.3.4. Questa operazione permette di determinare in maniera
efficiente le informazioni necessarie a ricostruire il risultato della fase di lavo-
razione scelta ed ha un costo computazionale trascurabile rispetto alle altre
operazioni del sistema.
Per visualizzare il risultato di una fase di lavorazione o per salvare la sua
geometria e` necessario passare dalla rappresentazione discreta mantenuta dal
marching intersection a una poligonale triangolata. A questo scopo e` stato
utilizzato uno tra i migliori algoritmi presenti in letteratura: il marching cube
presentato nel paragrafo 3.3. Il marching cube e` algoritmo di estrazione
superfici; consente di estrarre una superficie triangolata in modo efficiente
e con una buona qualita` di ricostruzione partendo da un dataset discreto
(campo scalare) e di interagire facilmente con la struttura dati del marching
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La scelta di un formato testuale per esprimere il percorso macchina e` det-
tata dalla semplicita` con cui e` possibile editare il file, modificarlo, cambiare
i parametri di simulazione; il formato specifica in maniera semplice le istru-
zioni macchina e allo stesso tempo e` capace di rappresentare le informazioni
essenziali che ci servono per effettuare la simulazione.
Il maggior ostacolo incontrato durante la fase di implementazione e` stato
la rimozione di casi particolari che rendevano le rappresentazioni discrete
dei percorsi macchina inconsistenti come discusso nel paragrafo 5.4.1. E`
stato necessario implementare delle opportune funzioni in grado di analizzare
lo stato della lavorazione e renderlo consistente e per garantire inoltre un
corretto funzionamento dell’algoritmo di estrazione marching cube.
Dopo l’implementazione del sistema e` stata realizzata un’applicazione per
testare le funzionalita` importanti proposte. I risultati ottenuti dai test pre-
sentati nel capitolo 7 effettuati su tre lavorazioni utensili sono soddisfacenti
considerando che i tempi necessari a effettuare un’intera simulazione sono
paragonabili a quelli impiegati dagli attuali software commerciali. Un analisi
dei risultati permette di osservare che tutte le grandezze variano in modo li-
neare, nessuna ha un andamento esponenziale. Come gia` discusso nel capitolo
7 i tempi di inserimento, di resolve e di ricostruzione aumentano linearmente
con l’aumentare del dettaglio di ricostruzione. Il tempo di ricostruzione e` co-
stante rispetto al numero dei passi macchina. Ricostruire la geometria a meta`
della lavorazione per il sistema comporta lo stesso tempo che ricostruirla alla
fine della simulazione.
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