GPSS (General Purpose Simulation System) is overviewed briefly. The approach taken in GPSS to model a one-line, one-server system is explained, implementation details arc: provided, and results are discussed. References and sugg&ions for further study are given. (This paper is an updated version of an identically named paper appearing in the
GPSSINBRIEF
GPSS (General Purpose Simulation System) is a simulation modeling language used to build computer models for discrete-event simulations. (A discrete-event simulation is one in which the state of the system being simulatedl changes at only a discrete set of time points.) GPSS lends itself especially well to modeling systems in which discrete units of traffic compete with each other for the use of scarce resources, and is useful in determining how well such systems will respond to the demands placed 011 them. GPSS has been applied, for example, to the modeling of manufacturing systems, communication systems, computing systems, transportation systems, inventory systems and health-care systems, among others.
GPSS SEMANTICS AND SYNTAX
GPSS offers rich semantics with sparse syntax. For example, only seven statements (plus several run-control statements) are required to model a one-line, one-server queuing system in GPSS. These statements take such simple forms as "GENERATE 18,6" and "QUEUE LINE". No read, write, format, or test statements appear in the model. And yet, when a simulation is performed with the model, fixed-form, fixed-content output is produced, providing statistics for the server (e.g., number of times captured; average holding time per capture; fraction of time in use) and the waiting line (e.g., average contents; maximum contents; average time in line), etc. This limited example is roughly suggestive of the character of GPSS. A GPSS model for a one-line, oneserver system is given here in Appendix A.
The sparse syntax of GPSS, coupled with its block-diagram orientation, makes it possible for the beginner to learn a usable subset of the language quickly. Because GPSS is rich and versatile, however, serious study is required to master the language.
VARIOUS GPSS IMPLEMENTATIONS
GPSS is a multi-vendor language. Brief comments are provided here on several alternative sources and versions of GPSS.
MINUTEMAN Software (P.O. Box 171, Stow MA 0 1775-017 1; fax: 508-897-7562; voice: 800-223-1430; email: minutemn@minutesoft.com) vends GPSS World, an OS/2 implementation of GPSS that provides 20 graphics and text windows for interacting with and viewing a simulation. GPSS World is optimized for Pentium, is multithreaded and uses OS/2's ability to multitask, so that multiple simulations can be run on one machine. Up to 512 megabytes of virtual memory can be accessed for simulations. The software also has built in distributions and its own internal programming language. A companion product, Simulation Server, provides networking options. MINUTEMAN also vends (for DOS) GPSSPC (Cox 1988 , Cummings 1988 ).
GPSSPC provides a high level of interactivity, 5 graphcs windows, an animation capability, and interfaces with FORTRAN subroutines. There is an EMS version of GPSSRC that can use random access memory exceeding 640K. Three textbooks with Student GPSSPC included are Chisman (1992) , Karian and Dudewicz (1991) , and Thesen and Travis (1991) . Contact the vendor for details about course offerings.
Wolverine Software Corporation (7617 Little River Tumpike, Suite 900, Annandale VA 22003-2603; Schriber fax: 703-642-9634; voice: 800-456-5671 or 703-750-3 9 10 ; email: w olvso ft@um.cc.umic h. edu) vends GPSS/H, which runs on a wide range of hardware platforms from DOS machines through engineering workstations to mainframes (Henriksen and Crain 1989) . GPSS/H is available in three forms: Personal GPSS/H; GPSS/H Professional; and Student GPSS/H. Two GPSS/H books (Banks, Carson and Sy 1989, and Schriber 1991) (Stahl 1993) , by a textbook (Stahl 1990) , and providing animation through Wolverine Software's Proof Animation (Stahl 1992) , Micro-GPSS has been used effectively in a range of teaching contexts. It is available for PCs, VAXs and the Macintosh.
THE GPSS TUTORIAL
In the GPSS tutorial at the Winter Simulation Conference, the fundamentals of queuing system logic and the elements offered by GPSS to implement this logic will be dscussed. A GPSS model for a one-line, one-server queuing system is given below in Appendix A for interested persons unable to attend the tutorial.
APPENDMA: A GPSS MODEL FOR A ONE-LINE, ONE-SERVER SYSTEM
This appendix presents a GPSS model for a one-line, one-server queuing system. Although the model is largely generic to GPSS, its implementation is shown in GPSS/H. Animation of the model is not discussed but could be accomplished in MINUTEMAN Software's GPSS/PC or by using Wolverine Software's animation product, Proof Ammation. The appendix consists of these sections:
A.l Statement of the Problem
In a manufacturing system, castings are sent to a drill, where each casting is to have a hole drilled in it. The interarrival time of castings at the drill is uniformly distributed over the interval 15.0 L 4.5 minutes. The time required to drill a hole in a casting is 13.5 L 3.0 minutes, uniformly distributed. Castings are processed in first-come, first-served order. Model this system in GPSS, making provision to collect queuing statistics for castings waiting their turn to be dnlled. Perform a single simulation with the model, simulating until holes have been drilled in 100 castings. Briefly discuss the output produced at the end of the simulation.
A.2 Approach Taken in Building the Model
Consider the series of events experienced by a casting as it moves through the one-line, one-server system: 1. The casting anives at the system. 2. The casting requests the drill. 3. The casting waits, if necessary, to capture the drill. 4. The casting captures the drill. 5. The casting holds the drill in a state of capture while a hole is dnlled in the casting. 6. The casting gives up control of the drill. 7. The casting leaves the system.
Castings can be thought of as units of traffic (objects) that move through the castings-and-dnll system. These units of traffic are conveniently simulated in GPSS by language elements known as "transactions."
Transactions are units of traffic that are created and introduced into a model from time to time, move along a path in the model as the simulation proceeds, and then are destroyed (leave the model). The experiences of transactions as they go through their life cycle in the castings-and-drill modeZ are analogous to the experiences of castings as they go through the castings-and-drill system. Positioned on the path along which transactions move are blocks. Movement of a transaction into a block causes the block to be executed. By choosing appropriate types of blocks, the GPSS modeler can easily build an appropriate path (sequence of blocks) for casting-transactions to move along to mimic the sequence of events outlined above.
The sequence of blocks begins with the type of block used to create transactions from time to time during a simulation and introduce them into a model, the GENERATE block. The time that elapses between introduction of consecutive transactions into a model by a GENERATE block is "interanival time." In this model, the interarrival time is uniformly distributed over the in- This is done by using built-in or user-defined functions that describe the distribution, specifying these functions as GENERATE-block operands. See Schriber (1991), chapter 13, for particulars.)
The sequence of blocks ends with a TERMINATE block. When a transaction executes a TERMINATE block, the block destroys the transaction. A counter can be used with TERMINATE blocks so that, after a specified destroy count has been reached (a count of 100 in this problem), a simulation will stop. (More generally, arbitmdy complicated stopping conditions can be specified in GPSS models.)
A SEIZE block is included in the sequence. A transaction requests control of a single server by trying to execute a SEIZE block. A SEIZE block operand is used to ildentify the single server. If the server is idle when a bransaction requests it, the requesting transaction executes the SEIZE without delay and takes control of the server. But if the server is currently under the control of one transaction when another requests it, the requesting transaction cannot execute the SEIZE block. Instead, it remains in its current block and waits its turn to captun: the server. In the simplest case, turns come in the order of firstcome, first-served. (In general, arbitrarily complicated service orders can be specified in GPSS.)
A REL,EASE block is also included in the sequence. A transaction that is in control of a single server gives up control by executing a RELEASE block. A RELEASIE block operand is used to identdj the server being released. GPSS automatically collects (and then, when a simulation stops, prints out) statistical information about single servers modeled with use of SEIZE and RELEASE blocks. (See section A.5.)
An ADVANCE block is used to delay movement of a transaction along its path for a specified simulated time. In this model, an ADVANCE block can be used to simulate the time required for the machine to drill a hole in a casting ("service time"). The service time in this model is uniformly distributed over the open interval 13.5 L 3.0 simulated minutes. The values 13.5 and 3.0 are provided in the model as ADVANCE operands. (Arbitrarily complicated service time distributions can be modeled at ADVANCE blocks. This is done by using built-in or user-defined functions for the applicable distribution.) By placing an ADVANCE on the path between SEIZE and RELEASE, simulated time delays between sewer capture and release can be modeled.
By executing a QUEUE block, a transaction initiates membership for itself in a queue, or waiting line. This membership continues until the transaction brings its queue membership to an end by executing a DEPART block. An operand is used at the QUEUE and DEPART blocks to indicate the particular queue involved. By placing a SEIZE between QUEUE and DEPART blocks, transactions will be members of a queue while waiting their turn to capture a server. GPSS automatically collects and then prints out statistical information about such queues. (See section A.5.)
Seven block types have been commented on in this section (GENERATE; TERMINATE; SEIZE; RELEASE; ADVANCE; QUEUE; DEPART). In total, there are more a$fi types of blocks in GPSS. By appropriate use of these block types, models of very complex systems can be built with considerable ease. The text appearing next to the blocks in Figure A-1 (e.g., "castings arrive"; "check into the drill queue") is not part of the model, but is simply commentary that has been (optionally) provided in the spirit of documenting the block diagram. Figure A -2 model file has been supplemented for hscussion purposes here at the top with a row of column labels ("STMT #," "Label," "Operation," "Operands," and "Comments") and at the left with a column of statement numbers (1, 2, 3 , ..., 2 2 ) .
A.3 The GPSS Block Diagram for the Model

A.4 The GPSS Model File
Statements 8 through 14 correspond to the Blocks in Figure A-1 . Each of these block statements consists potentially of a "Label" (no Labels are used in Figure A-2) , an "Operation," and zero or more and can (optionally) include appended documentation text ("Comments"). For example, STMT #8 corresponds to the Figure A-1 "GENERATE 15 .0,4.5" block (where the "Operation" is GENEMTFi and the "Operands" are 15.0 and 4.5) and carries the optional appended comment "castings arrive."
Statements 2,20 and 22 in Figure A-2 are examples of statements used to control the compilation and execution of GPSS models. They have been specified in Figure  A -2 in such a way that when the model file is executed, only one simulation will take place. The simulation will stop when the 100th casting has been drilled.
Each model-file statement beginning with an asterisk (*) is a comments statement. In Figure A-2 , STMT #Is 1, 3 through 7, 15 through 19, and 21 are examples of such statements.
A.5 Selected Simulation Output
Selected output automatically produced at the end of the simulation when the Figure A-2 model file was submitted for execution is displayed in Figure A-3 . The output in Figure A- shows server (drill) statistics accumulated during the simulation. Several columns in the figure have been numbered here to make it easy to refer to the information they contain. The meaning of the information in the several numbered columns will now be indicated by column number.
(1) The E'ACILITY column lists the identifier used in the model for the single server (the DRILL, in this case) for which statistics are being reported.
(In GPSS, the facility entity is used to model single: servers.) (2) The --AVG-UTIL-DURING-TOTAL TIME column shows thej?action of total simulated time that the server was captured. In this case, the DRILL was in use 91.7% of the time.
(3) The ENTRIES column indicates the number of times the server was put into a state of capture during the simulation. This statistic is a capture couni. In Figure A -3(c), the capture count is 100. (4) The ,4VERAGE TIMEKACT column shows the average holding time per capture of the server. Figure A -3(c) shows queue (waiting-line) statistics accumulated during the simulation. Several columns in the figure. have been numbered here to make it easy to refer to the information they contain. The meaning of the infomation in the several numbered columns will now be indicated by column number.
(c) Queue Statistics
(1) The QUEUE column lists the identifier used in the model for the queue (the DRILLQUE, in this case) for which statistics are being reported. 
A 6 Suggestions for Further Study
The preceding material provides a glimpse at the particulars of discrete-evcnt simulation using GPSS. Those interested in further exploration can do the following: 1. Contact the vendors and obtain specfic information about the various implementations.
When attending a conference (such as the Winter
Simulation Conference) at which simulation vendors have booths in an exhibition area, talk with the vendors and look at vendor demonstrations. 3. Obtain and read a textbook for the implementation(s) of interest and, if the textbook(s) come with student software and sample models on an included disk, experiment directly with the software.
4. Read GPSS application papers in areas of interest. 5. Take an intensive GPSS short course.
