















A Robust and Efficient Rendering Method 





































Recent advances in computer graphics make it possible to render photorealistic images 
much more efficiently than ever before. However, since the computational cost of 
photorealistic rendering is still high, efficient rendering methods are widely studied. 
Most global illumination algorithms require a lot of parameters, which significantly 
affect the rendering efficiency and the image quality. Due to the trade-off relation 
between the rendering efficiency and the image quality, it is difficult to set parameters 
that satisfy both efficient renderings and desired image qualities. Previous rendering 
methods, however, mainly focus on the rendering efficiency under the condition that the 
optimal parameters have been already obtained, and an effort to find the optimal 
parameters are usually ignored. Therefore, in practical use of the previous rendering 
methods, users need to repeat parameter adjustments and rendering until desired 
images are rendered. To solve this problem, we propose three efficient and robust 
rendering methods that can reduce the trial and error processes of setting appropriate 
parameters by formulating the relation between the computational efficiency and the 
image quality. Our first method accelerates a ray tracing algorithm that is the basis of 
most global illumination algorithms. Our second method accelerates many-light 
rendering, which is one of the most efficient global illumination algorithms, by reducing 
the number of visibility evaluations which is a bottleneck of many-light rendering. 
Finally, our third method accelerates the many-light rendering by stochastic control of 
errors due to radiance estimation. Since our proposed three methods have fewer 
parameters to tweak than previous methods, users can create photorealistic images with 
little effort of parameter adjustment. Our research brings a significant improvement in 
work efficiency to many applications of realistic image synthesis. 
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間を要する．CG による写実的な画像生成に関する基本理論[26]が完成した 1980 年代から





点やシーンとの交点のことを仮想的な点光源（Virtual Point Light，VPL）と呼ぶ．VPL の
生成後は，各ピクセルでピクセルに対応するシーン上の点（以降シェーディング点と呼ぶ）
を生成し，VPL からの直接光を計算することで，視点方向に出射する輝度を近似的に計算











成することができる（図 1.2 参照）．このような特徴から，プレビュー用として少ない VPL
で高速に画像生成を行いシーンを調整してから，大量の VPL で写実的な画像を生成すると 
 
(a) VPL 数:100 
 
(b) VPL 数:100 万 
 
(c) 参照画像[26] 
図 1.2 VPL 数と近似精度の関係．多光源レンダリング法では VPL 数を増やすほど光輸
送問題の正確な近似となる．ただし，すべての VPL を使用して輝度計算を行う場合，計
算時間は VPL 数に比例して増加し，(a)は計算時間 4.3 秒，(b)は計算時間 33,184 秒（約
9 時間）である．なお，画像解像度は1,0242であり，Intel Core i7-6950X CPU を搭載し
た PC での計測時間である．(b)の画像生成時の詳細な計算時間の内訳は図 1.3 に示す通
りである． 
 











得ることができる．しかしながら，計算時間は VPL 数に比例して増加するため，大量の VPL
を用いると画像生成に膨大な計算時間を要するという問題がある．そのため，この問題を解
決するための方法が多く提案されている[17, 58, 61]．これらの方法では，大量の VPL を生
成しつつ，その中から少量の VPL をサンプリングし，大量の VPL すべてを用いた場合の
輝度を推定する（図 1.4 参照）．推定結果には誤差が含まれるが，サンプル数を増やすこと
で誤差を低減できる．また，生成される VPL のほとんどは結果に与える影響が小さいため，
結果に与える影響が大きい重要な VPL を重点的にサンプリングできれば，少量の VPL で
も高精度に輝度の推定が可能である．図 1.3 に示すように，多光源レンダリング法では VPL
の生成自体は計算コストが低く，輝度計算が画像生成の計算時間の大部分を占めるため，こ
の方法により大量の VPL を生成しても高速に画像を生成できる． 
 結果例 
















与の小さい VPL に対して，可視判定自体を省略する方法[51]などがある． 






























多光源レンダリング法の基本的な処理の流れは図 1.5 に示す通りである．1 つ目のアプロー
チでは，VPL・シェーディング点の生成と VPL の寄与計算における VPL・シェーディング
































造のための追加のメモリが不要な DACRT（Divide-And-Conquer Ray Tracing）が提案さ
  
(a) レイトレーシング (b) 高速化データ構造の例 








































































 本論文の構成は以下の通りである．第 2 章では，提案法に関連するレンダリングの基礎





























数𝑝に従い独立に生成した𝑁個のサンプル𝑋1, … , 𝑋𝑁を用いて，以下の式で積分値を推定する． 
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𝑋1, … , 𝑋𝑁は確率変数であることから，それらを用いた推定値𝐹𝑁もまた確率変数であり，推定
値𝐹𝑁の期待値𝐸[𝐹𝑁]は以下の式で表される． 













































































] = 𝐸 [
𝑓(𝑋)2
𝑝(𝑋)2





















∫ 𝑓(𝑥)𝑑𝑥𝐷 のとき分散は 0 となることが分かる．ただし，分散が 0 となる理想的な確率密度
関数には，推定対象であり未知の値である∫ 𝑓(𝑥)𝑑𝑥𝐷 が必要であるため使用することはでき
ない．実際の応用では，積分計算が可能な関数𝑔(𝑥) ≈ 𝑓(𝑥)を用意し，𝑝(𝑥) = 𝑔(𝑥)/∫ 𝑔(𝑥)𝑑𝑥𝐷
としてサンプリングを行う．または，被積分関数𝑓が 2 つの関数𝑓1と𝑓2の積𝑓1𝑓2で表され，𝑓1



































𝑞(𝑥) + 0(1 − 𝑞(𝑥)) 


































点𝑥から方向𝜔𝑜に出射する輝度𝐿(𝑥,𝜔𝑜)は以下の式で計算される（図 2.1 参照）[26]． 
𝐿(𝑥, 𝜔𝑜) = 𝐿𝑒(𝑥, 𝜔𝑜) + 𝐿𝑟(𝑥, 𝜔𝑜) (2.9) 
ここで，𝐿𝑒(𝑥, 𝜔𝑜)は点𝑥が光源上である場合の発光により方向𝜔𝑜に出射する輝度であり，
𝐿𝑟(𝑥,𝜔𝑜)は点𝑥に入射した光が方向𝜔𝑜に反射する輝度である．𝐿𝑟は以下の式で計算される． 
𝐿𝑟(𝑥,𝜔𝑜) = ∫𝐿(𝑥, 𝜔𝑖)𝑓(𝑥,𝜔𝑖 , 𝜔𝑜)|cos𝜃|𝑑𝜔𝑖
Ω
 (2.10) 




BRDF 𝑓(𝑥,𝜔𝑖 , 𝜔𝑜)は，点𝑥に方向𝜔𝑖から入射した光が方向𝜔𝑜に反射する割合を表す関数で









𝑉(𝑥, 𝑥′)𝑑𝐴(𝑥′) (2.11) 
ここで，𝜃′は点𝑥′から点𝑥の方向と点𝑥′における法線のなす角，𝑉は可視関数，𝑑𝐴は微小面積
である．可視関数𝑉は，2 点間の可視性を表す関数であり以下の式で計算される． 

























𝐿(𝑥, 𝑥′′) = 𝐿𝑒(𝑥, 𝑥






𝐿(𝑥, 𝑥′′) = 𝐿𝑒(𝑥, 𝑥

























𝐿(𝑥, 𝑥𝑣) = 𝐿𝑒(𝑥, 𝑥𝑣) +∫ 𝐿(𝑥












𝑥1, … , 𝑥𝑛が 1 サンプルに相当し，多光源レンダリング法では光源側の点𝑥1から順にサンプリ
ングしていくことで生成する．𝑥1は光源上の物体表面をサンプリングすることで生成でき，
𝑥2以降は光の放射，反射方向をサンプリングし，シーンとの交点を計算することで生成でき
る．生成された点𝑥1, … , 𝑥𝑛は，他の積分値の推定に再利用が可能で，𝑥1, … , 𝑥𝑚を𝑚(< 𝑛)回反
射して視点に到達する輝度の推定のためのサンプルとして使用できる．そのため，最大反射
𝐿(𝑥, 𝑥𝑣) 
= 𝐿𝑒(𝑥, 𝑥𝑣) 
+∫ 𝐿𝑒(𝑥1, 𝑥)𝑓(𝑥)𝐺(𝑥1, 𝑥)𝑉(𝑥1, 𝑥)𝑑𝐴(𝑥1)
ℳ
 
+∫ ∫ 𝐿𝑒(𝑥1, 𝑥2)𝑓(𝑥2)𝐺(𝑥1, 𝑥2)𝑉(𝑥1, 𝑥2)𝑓(𝑥)𝐺(𝑥2, 𝑥)𝑉(𝑥2, 𝑥)𝑑𝐴(𝑥1)𝑑𝐴(𝑥2)
ℳℳ
 












回数を𝑛𝑚𝑎𝑥とすると，𝑥1, … , 𝑥𝑛𝑚𝑎𝑥を𝑁回サンプリングするだけで，反射回数が𝑛𝑚𝑎𝑥以下で視
点に到達する輝度の推定が可能である．また，これらのサンプルは，シェーディング点に依
存しないため，シェーディング点毎に生成する必要はなく，一度だけ生成するだけでよい． 
多光源レンダリング法では，生成したシーン中の点を VPL（Virtual Point Light）と呼
び，式(2.14)は VPL 𝑦を用いて以下の式で推定される（図 2.3 参照）． 






















































𝐿𝑒(𝑥1, 𝑥2)𝑇(𝑥1, … , 𝑥𝑛)




がら，𝐿𝑒(𝑥1, 𝑥)または𝑓𝑟(𝑥𝑛−1, 𝑥𝑛, 𝑥)の指向性が強いとき，VPL が照らす領域は非常に狭まり，
結果画像にアーティファクトが発生する場合がある．そのため，多光源レンダリング法の研






など，単純に VPL 数を増やすだけでは，十分な近似精度を得るのに莫大な VPL が必要に
なる場合がある．そのため，少ない VPL でも十分な近似精度を得るための研究が多く行わ
れている[22, 35, 45, 48]．これらの手法では，点光源ではなく面積や長さを持った仮想的な
光源を生成することで問題を解決している．また，シェーディング点を可視点以外にも生成




















ウンディングボリューム階層（BVH, Bounding Volume Hierarchy）[44]などの種類がある．
ここでは，本研究に関係がある BVH について説明する（図 2.4 参照）．バウンディングボ
リュームは，複数の三角形を包含する立体で，立体の形状には 3 次元座標系の各軸に平行
























図 2.4 BVH を用いたレイトレーシング．バウンディングボリュームとレイが交差しな
い場合，バウンディングボリュームが包含する三角形とレイも交差しないため，三角形と
レイの交差判定を省略できる．BVH はバウンディングボリュームを木構造により階層化
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造のための追加のメモリが不要な DACRT（Divide-And-Conquer Ray Tracing）が提案さ



































速化データ構造の構築方法の研究が多く行われている[16, 28, 37, 53, 62]． 
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(a) 格子 (b) kd 木 (c) BVH 
図 3.1 様々な高速化データ構造の例．(a) 格子は各座標軸に垂直な平面を等間隔に配置
し空間を分割．(b) kd 木は座標軸の一つに垂直な平面を適応的に配置し空間を分割．(c) 
BVH は三角形を包含する境界立体をさらに包含する境界立体を考え階層化． 
 
 近年，分割統治法を用いたレイトレーシング（Divide-And-Conquer Ray Tracing, DACRT）






レイ，ランダムレイなどでは適用が困難である．Afra[1]は CPU の SIMD 拡張命令セット
の SSE（Streaming SIMD Extensions），AVX（Advanced Vector Extensions）を使用し，
コヒーレンスの低いレイに対して最適化したDACRT を提案した．Ravichandranら[41]は，































の流れを図 3.2 に示す． 
三角形集合の分割は，レイ集合の分割の効率に大きく影響する．分割された三角形集合を
包含する BV が大きいままでは，ほとんどのレイが BV と交差し，レイの数を大きく削減で
きないためである．三角形集合のよい分割を行うには，以下のコスト関数𝐶に従い分割すれ
ばよい（図 3.3 参照）． 
𝐶(𝑉 → 𝑉𝐿 , 𝑉𝑅) = 𝐶𝑇 + 𝐶𝐼(𝑝𝐿𝑁𝐿 + 𝑝𝑅𝑁𝑅) (3.1) 
ここで，𝑉𝐿，𝑉𝑅は BV である𝑉の子ノードの BV，𝐶𝑇はレイと BV の交差判定コスト，𝐶𝐼は
レイと三角形の交差判定コスト，𝑝𝐿，𝑝𝑅は𝑉と交差しているレイが𝑉𝐿，𝑉𝑅と交差する確率，











した SAH（Surface Area Heuristic）コスト関数が一般的に使用されている[54]．表面積で
はなく体積の割合で交差確率を近似する方法も考えられるが，体積を用いた場合，厚さが 0








観点から，BV として軸平行境界ボックス（Axis Aligned Bounding Box, AABB）を用いる
が，その他の形状の BV でも提案法を適用できる．提案法では最初に，問題サイズが十分に
   
図 3.3 三角形集合の分割におけるコスト関数の説明図．(a) BV 𝑉と交差するレイは𝑉を













とを指す．この手法では，三角形集合の分割は bin 間の境界で行われる．𝐾個の bin を用い
る場合，𝐾 − 1個の分割候補の三角形集合𝑇𝐿,𝑗，𝑇𝑅,𝑗と，𝑇𝐿,𝑗，𝑇𝑅,𝑗を包含する BV である𝑉𝐿,𝑗，
𝑉𝑅,𝑗，重心を包含する BV である𝑐𝑏𝐿,𝑗，𝑐𝑏𝑅,𝑗が得られる（図 3.4 参照）．ここで，𝑗は分割候
補のインデックスを表し1 ≤ 𝑗 ≤ 𝐾 − 1である． 
アルゴリズム 3.1 において，7 行目以降が提案法の処理である．提案法では，最初にレイ
サンプリングを行い，レイの分布を計算する．つまり，これまでの処理で計算した𝐾 − 1個
の分割候補の BV の組𝑉𝐿,𝑗，𝑉𝑅,𝑗に対して，レイ集合から取り出した少量のレイで交差判定を 
 
図 3.4 binning による三角形集合の分割候補の生成．三角形は AABB の重心が含まれ







角形の AABB の重心を包含する BV である．𝛿𝑅と𝛿𝑇は再帰停止条件の閾値，𝑉は BV，𝑁𝑠
はサンプルレイの数である．関数 NaiveRT は与えられたレイ集合と三角形集合のすべて
の組み合わせについて交差判定を行う関数である． 
1:  procedure DACRT(𝑅, 𝑇, 𝑐𝑏) 
2:   if |𝑅| < 𝛿𝑅 or |𝑇| < 𝛿𝑇 then 
3:    return NaiveRT(𝑅, 𝑇) 
4:   end if 
5:   𝐾 − 1個の分割候補の計算 𝑇𝐿,𝑗 , 𝑇𝑅,𝑗 , 𝑉𝐿,𝑗 , 𝑉𝑅,𝑗 , 𝑐𝑏𝐿,𝑗 , 𝑐𝑏𝑅,𝑗 
6:   カウンタを初期化 𝑐𝐿, 𝑐𝑅, 𝑛𝐿, 𝑛𝑅 ← 0 
7:   for each サンプルレイ 𝑟 do          ▽レイサンプリング 
8:    Intersect(𝑟, 𝑉𝐿, 𝑉𝑅, 𝑐𝐿, 𝑐𝑅, 𝑛𝐿, 𝑛𝑅) 
9:   end for 
10:   𝐶𝑚𝑖𝑛 ← ∞, 𝑗𝑚𝑖𝑛 ← 1 
11:  for 𝑗 = 1 to 𝐾 − 1 do               ▽分割位置の計算 
12:    𝛼𝐿,𝑗 ← 𝑐𝐿,𝑗/𝑁𝑠, 𝛼𝑅,𝑗 ← 𝑐𝑅,𝑗/𝑁𝑠 
13:    式(3.2)を使いコスト𝐶を計算 
14:    if 𝐶 ≤ 𝐶𝑚𝑖𝑛 then 
15:     𝑗𝑚𝑖𝑛 ← 𝑗, 𝐶𝑚𝑖𝑛 ← 𝐶 
16:    end if 
17:   end for 
18:   if 𝑛𝐿,𝑗𝑚𝑖𝑛 ≥ 𝑛𝑅,𝑗𝑚𝑖𝑛 then              ▽探索順序の決定 
19:    (𝛼0, 𝑇0, 𝑉0, 𝑐𝑏0) ← (𝛼𝐿,𝑗𝑚𝑖𝑛 , 𝑇𝐿,𝑗𝑚𝑖𝑛 , 𝑉𝐿,𝑗𝑚𝑖𝑛 , 𝑐𝑏𝐿,𝑗𝑚𝑛) 
20:    (𝛼1, 𝑇1, 𝑉1, 𝑐𝑏1) ← (𝛼𝑅,𝑗𝑚𝑖𝑛 , 𝑇𝑅,𝑗𝑚𝑖𝑛 , 𝑉𝑅,𝑗𝑚𝑖𝑛 , 𝑐𝑏𝑅,𝑗𝑚𝑛) 
21:   else 
22:    (𝛼0, 𝑇0, 𝑉0, 𝑐𝑏0) ← (𝛼𝑅,𝑗𝑚𝑖𝑛 , 𝑇𝑅,𝑗𝑚𝑖𝑛 , 𝑉𝑅,𝑗𝑚𝑖𝑛 , 𝑐𝑏𝑅,𝑗𝑚𝑛) 
23:    (𝛼1, 𝑇1, 𝑉1, 𝑐𝑏1) ← (𝛼𝐿,𝑗𝑚𝑖𝑛 , 𝑇𝐿,𝑗𝑚𝑖𝑛 , 𝑉𝐿,𝑗𝑚𝑖𝑛 , 𝑐𝑏𝐿,𝑗𝑚𝑛) 
24:   end if 
25:   for 𝑖 = 0 to 1 do 




27:     DACRT(𝑅, 𝑇𝑖 , 𝑐𝑏𝑖)                ▽レイ集合分割を省略 
28:   else 
29:    DACRT(𝑅 ∩ 𝑉𝑖 , 𝑇𝑖 , 𝑐𝑏𝑖) 
30:    end if 
31:  end for 











レイで，各分割候補の BV の組に対して交差判定を行うことで，レイと BV 間の情報を計算
する．サンプリングされたレイ（以降，サンプルレイと呼ぶ）に対する処理の疑似コードは














 Afra の手法[1]では，コスト関数として SAH コスト関数を使用し三角形集合を分割して
いる．SAH コスト関数は，BV とレイの交差確率を，そのノードの BV の表面積と，親ノー
ドの BV の表面積の割合で近似している．レイがシーンにわたって一様に分布している場




グで BV と交差するサンプルレイの数𝑐𝐿,𝑗，𝑐𝑅,𝑗を計算しており，この値から BV との交差確
率𝛼𝐿,𝑗，𝛼𝑅,𝑗を計算できる．交差確率𝛼𝐿,𝑗，𝛼𝑅,𝑗を使用したコスト関数は以下の式となる． 
𝐶(𝑉 → {𝑉𝐿 , 𝑉𝑅}) = 𝐶𝑇 + 𝐶𝐼(𝛼𝐿,𝑗𝑁𝐿,𝑗 + 𝛼𝑅,𝑗𝑁𝑅,𝑗) (3.2) 
アルゴリズム 3.2 サンプルレイ𝑟と BV である𝑉𝐿,𝑗，𝑉𝑅,𝑗の交差判定アルゴリズム．
IntersectP(𝑉,𝑟,𝑡𝑛,𝑡𝑓)は一般的なレイと BV の交差判定を行う関数であり[60]，𝑟と𝑉が交
差するならば[𝑡𝑛, 𝑡𝑓]に交差している間の区間を代入して真を返す． 
1:  procedure Intersect(𝑟, 𝑉𝐿, 𝑉𝑅, 𝑐𝐿, 𝑐𝑅, 𝑛𝐿, 𝑛𝑅) 
2:   for j = 1 to 𝐾 − 1 do 
3:    𝑑𝐿,𝑗 , 𝑑𝑅,𝑗 ← ∞ 
4:    if IntersectP(𝑉𝐿,𝑗 , 𝑟, 𝑡𝑛, 𝑡𝑓) then 
5:     𝑐𝐿,𝑗 ← 𝑐𝐿,𝑗 + 1, 𝑑𝐿,𝑗 ← 𝑡𝑛 
6:    end if 
7:    if IntersectP(𝑉𝑅,𝑗 , 𝑟, 𝑡𝑛, 𝑡𝑓) then 
8:     𝑐𝑅,𝑗 ← 𝑐𝑅,𝑗 + 1, 𝑑𝑅,𝑗 ← 𝑡𝑛 
9:    end if 
10:    if 𝑑𝐿,𝑗 < 𝑑𝑅,𝑗 then 
11:    𝑛𝐿,𝑗 ← 𝑛𝑙,𝑗 + 1 
12:    else 
13:     𝑛𝑅,𝑗 ← 𝑛𝑅,𝑗 + 1 
14:    end if 
15:   end for 





















 レイ集合を分割するには BV との交差判定を行い，BV と交差するレイを計算する必要が










 レイと BV の交差判定を行う場合のコストについて説明する．BV と交差判定を行うレイ























𝐶𝑠𝑘𝑖𝑝 = 𝑛𝑟𝑎𝑦𝐶𝑐ℎ𝑖𝑙𝑑𝑛𝑐ℎ𝑖𝑙𝑑 (3.4) 
 式(3.3)，式(3.4)より，レイと BV の交差判定を行う場合のコスト𝐶𝑖𝑛𝑡が，レイと BV の交
差判定を行わない場合のコスト𝐶𝑠𝑘𝑖𝑝より大きくなる交差割合𝛼は以下の条件式で表わされ
る． 














は𝐶𝑏𝑣となり，2 分木の BVH の場合𝑛𝑐ℎ𝑖𝑙𝑑は 2 となるので，式(3.5)は以下の式に簡略化され
る． 
𝛼 > 0.5. (3.6) 
 
3.5 実験結果 
提案法の実験結果を図 3.7から図 3.10に示す．実行環境は，CPUが Intel Core i7 2.67GHz，
メモリ 6.0GB RAM の PC で，1 スレッドのみで実行している．計測時間はすべてのレイが
最近傍の三角形を計算するまでの時間で，レイの生成，シェーディングの時間は含めていな
い．なお，本実験の対象シーンでは，全体の計算時間の内，すべてのレイが最近傍の三角形
を計算するまでの時間はおおよそ 8 割を占めている．比較対象は Afra の手法[1]であり，こ
の手法と同様，三角形集合，レイ集合が十分小さいと見なす閾値である𝛿𝑇，𝛿𝑅はそれぞれ 8







実装では 1.5）を超える場合は，レイサンプリングによる BV の分割を行い（レイの数が





り，レイ，三角形のデータ構造は Afra の手法と同じ SIMD 命令に最適化されたものであ
る．また，レイと三角形の交差判定アルゴリズムは一般的に用いられている方法[32]を
SIMD 化したものを用いている． 
図 3.7 は Sibenik シーンにおける解像度別の速度比較の結果である．このシーンでは，モ
デルの床に鏡面反射材質を設定しており，図 3.7(a)(b)は点光源，図 3.7(c)は面光源を設置し
ている．図 3.7 より提案法は，解像度が大きいほど Afra の手法に対する高速化率が大きく

























 図 3.12 に解像度4,0962の画像生成時の，レイのサンプリング方法別の高速化率を示す．
レイ集合を格納している配列を一定間隔で 1%サンプリング，ランダムに 1%サンプリング，
一定間隔で 0.1%サンプリング，ランダムに 0.1%サンプリング，レイの数によらず一定間隔










































   





























図 3.7 Sibenik シーン（三角形数 75K）での解像度別の Afra の手法と提案法の計算時
間の比較．括弧内の数字は提案法による高速化率を表す． 
 
   


































   





























図 3.9 Conference シーン（三角形数 331K）での解像度別の Afra の手法と提案法の計
算時間の比較．括弧内の数字は提案法による高速化率を表す． 
 
   


































図 3.11 (a) 解像度別の高速化率．(b) 反射回数別の高速化率． 
 
 















（Virtual Point Light, VPL）を設置しておき，出射輝度の計算点であるシェーディング点
では，あらゆる方向から入射する光を VPL からの光で近似する．このとき，設置する VPL
の数が多いほど近似精度が向上するが，計算時間は VPL 数に比例して増加する．そのため，
少量の VPL をサンプリングし，すべての VPL を使用したときの出射輝度を推定する手法
が一般的である[17, 58, 61]．推定結果には誤差が含まれるが，寄与の大きい VPL を重点的
にサンプリングするか，サンプル数を増やすことにより誤差を低減することができる． 





































































ここで，𝑁𝑣𝑝𝑙は VPL の数，𝑦𝑖は𝑖番目の VPL，𝐼は放射強度，𝑓𝑟は BRDF，𝐺は幾何項，𝑉は
可視関数である．十分な近似精度を得るには，大量の VPL が必要であるが，計算時間は VPL
の数に比例して増加する．そこで，少量の VPL をサンプリングし，式(4.1)の値を推定する． 











































 本研究では，𝐼(𝑦𝑖)𝑓𝑟(𝑦𝑖 , 𝑥, 𝑥𝑣)𝐺(𝑦𝑖 , 𝑥)を VPL 𝑦𝑖の暫定的な寄与𝑡𝑖と定義する．また，表記
簡略化のため𝑉(𝑦𝑖 , 𝑥)，𝑝(𝑦𝑖|𝑥)を，それぞれ𝑣𝑖，𝑝𝑖と表記する． 
 
4.4 提案法 





数の平均値を用いて VPL クラスタに対する確率分布を構築する（図 4.1(c)）．VPL のサン
プリングは，VPL クラスタをサンプリングし，そのクラスタから VPL を一様にサンプリン








可視関数は 2 点間の可視性を表す関数で，シェーディング点𝑥と VPL 𝑦𝑖間の可視関数𝑣𝑖
は，𝑥と𝑦𝑖が互いに可視の場合 1 を返し，それ以外は 0 を返す．可視関数の評価は計算コス
トが高く，VPL の寄与計算において可視関数評価の計算時間が支配的である．そこで提案
法では，以下の式を用いて可視関数の値を推定する． 















𝔼[?̃?(𝑦𝑖 , 𝑥)]は真値𝑣𝑖と一致する． 






(1 − 𝑞𝑖) = 𝑣𝑖 (4.5) 
提案法の可視関数の推定式では，省略確率𝑞𝑖で可視関数の評価を省略し，𝛼𝑖/𝑞𝑖を推定値とす
 
図 4.1 提案法の処理の流れ．(a) VPL とシェーディング点の生成しクラスタリング．(b) 各
シェーディング点クラスタと各 VPL クラスタで要素を数個サンプリングしクラスタ間の可

















る．そして，確率(1 − 𝑞𝑖)で実際に可視関数を評価し，𝑣𝑖に 0 か 1 の結果を代入した値を推
定値とする．そのため，省略確率𝑞𝑖を大きくするほど，計算コストが高い可視関数の評価を
省略でき，同時間においてより多くのサンプルを計算することができる． 

















𝑣𝑎𝑟[?̃?(𝑦𝑖 , 𝑥)] = 𝔼[?̃?(𝑦𝑖 , 𝑥)
2] − 𝔼[?̃?(𝑦𝑖 , 𝑥)]
2 
















上式より，𝛼𝑖 = 𝑣𝑖𝑞𝑖のとき，確率的評価による分散は 0 となる．しかしながら，可視関数の
値𝑣𝑖は未知であるため可視関数の近似値が必要となる．提案法では，シェーディング点𝑥が
所属するシェーディング点クラスタと，VPL 𝑦𝑖が所属する VPL クラスタ間の可視関数の






















の分散は以下の式で計算される（導出の詳細は付録 A を参照）． 
𝑣𝑎𝑟[?̃?(1)(𝑥, 𝑥𝑣)] = 𝑣𝑎𝑟[?̂?
















ィング点の生成にかかる時間を𝑡𝑥とすると，VPL サンプリングに割ける時間は𝑇 − 𝑡𝑥とな
る．そして，VPL 𝑦𝑗の寄与計算にかかる時間は，可視関数を評価した場合と省略した場合
の VPL の寄与計算時間をそれぞれ𝑡𝑠𝑘𝑖𝑝と𝑡𝑒𝑣𝑎𝑙とすると，平均で𝑡𝑠𝑘𝑖𝑝𝑞𝑗 + 𝑡𝑒𝑣𝑎𝑙(1 − 𝑞𝑗)とな



































































































スタ間の可視関数の分散であり，𝑟𝑖(1 − 𝑟𝑖)で計算される．この近似では，𝑟𝑖が 1 か 0 に近い
とき，𝑟𝑖(1 − 𝑟𝑖)が小さくなるため省略確率が大きくなり，𝑟𝑖が 0.5 に近いとき，𝑟𝑖(1 − 𝑟𝑖)が
大きくなるため省略確率が小さくなる．つまりこの近似方法では，可視か不可視である確率




があるが，その場合は𝑞𝑖 = 0とすればよい． 
 
図 4.2 (𝑣𝑖 − 𝑟𝑖)
2と𝑟𝑖(1 − 𝑟𝑖)のグラフ．緑線は𝑣𝑖 = 1，赤線は𝑣𝑖 = 0の場合の(𝑣𝑖 − 𝑟𝑖)
2のグ
























































 提案法では，可視関数評価の省略確率の計算式（式(4.15)）中の(𝑣𝑖 − 𝑟𝑖)
2の項を平均値
𝑟𝑖(1 − 𝑟𝑖)で近似する．そのため，𝑟𝑖が 0 か 1 のとき，可視関数評価の省略確率は 1 となり，
実際の可視関数の値𝑣𝑖と近似値𝑟𝑖が異なる場合，推定値は真値に収束しない．そのため提案
法では，(𝑣𝑖 − 𝑟𝑖)
2をmax(𝜖, 𝑟𝑖(1 − 𝑟𝑖))で置き換える．これにより，バイアスを回避できるだ
けでなく，高確率で可視，不可視の VPL でも，寄与が非常に大きい場合は可視関数評価を
省略する確率が小さくなりロバスト性を向上させることができる．様々な値で実験した結
果，下限値ϵは 0.1 程度に設定すれば良好な結果が得られた． 
 
4.4.4 負の可視関数推定値 
 通常の可視関数の取りうる値は 0 か 1 だけであるため，輝度の推定値は必ず 0 以上とな








 本節では，可視関数の確率的評価の有無による比較，先行研究である Veach の手法[51]と






価の省略確率を 0 とした場合，1 とした場合で低解像度の画像を生成し，その計算時間から
設定した．また，他手法との比較の際に用いる誤差の指標には RMSE (Root Mean Square 
Error)を使用する．提案法と Veach の手法の主な違いは，Veach の手法では常に可視関数
の近似値𝑟𝑖を 0 とし，式(4.15)における(𝑣𝑖 − 𝑟𝑖)
2を最大値の 1 で近似している点である．本
実験におけるレンダリング画像の解像度は1,280 × 720である． 
 同時間レンダリングでの誤差の比較結果を図 4.3 から図 4.5 に示す．各シーンの情報は表
4.1 に示すとおりである．なお，表 4.1 の Visibility Cluster の欄は，各手法で共通の処理で
ある VPL・シェーディング点の生成とクラスタリング，確率分布の構築にかかった時間で
あり，サンプル数に依存しない計算時間である．実験結果より，提案法が最も誤差を低減で
きていることが分かる．特に，図 4.4 は光沢材質を含むシーン，図 4.5 はジオメトリが複雑
であり可視関数の相関が小さいシーンであるが，このようなシーンでも提案法が最も誤差
を低減できている． 
 次に図 4.3 から図 4.5 の各シーンにおいて，提案法と Veach の手法で可視関数の確率的
評価を行わない場合と同じ誤差の画像を生成するのに必要な時間を計測した結果を表 4.2
に示す．なお各行の上段と下段は，それぞれ Visibility Cluster の時間を含めた場合と含め
ない場合である．ノイズを視認できないほど小さくするには，より計算時間が必要となるが，
Visibility Cluster の時間は表 4.1 に示す時間で固定であり，無視できるほど小さい割合と
なるため，下段に示す高速化率（確率的評価なしの計算時間/各手法の計算時間）が実質の
ものである．結果より，Veach の手法では最大でも 1.26 倍の高速化率であるのに対して，















は 0 か 1 であることから，(𝑣𝑖 − 𝑟𝑖)
2の最大値はmax((1 − 𝑟𝑖)
2, (0 − 𝑟𝑖)
2)となる．図 4.3 から
図 4.5 の各シーンで 60 秒かけてレンダリングしたときの RMSE と可視関数の平均省略確
率を表 4.3 に示す．結果より，保守的な近似より提案法の近似の方が，より多くの可視判定
を省略しており，RMSE を低減できている．図 4.3 から図 4.6 の Veach の手法の結果と保
守的な近似の結果を比較した場合，両者は同程度の RMSE，平均省略確率となった．これ
は保守的な近似では，本来可視判定を省略するべきである可視関数の予測値𝑟𝑖が 0 か 1 に近










った時間を計測すると，提案法は 40.7 秒であり，高速化率は 1.4 倍から 1.47 倍に向上し，


















提案法のレンダリング結果 確率的評価なし（RMSE = 0.0166）  
   
Veach の手法（RMSE = 0.0147） 提案法（RMSE = 0.0130）  





提案法のレンダリング結果 確率的評価なし（RMSE = 0.0321）  
   
Veach の手法（RMSE = 0.0275） 提案法（RMSE = 0.0239）  













提案法のレンダリング結果 確率的評価なし（RMSE = 0.0879）  
   
Veach の手法（RMSE = 0.0787） 提案法（RMSE = 0.0718）  











Veach の手法 提案法  
   
平均省略確率 = 39.2% 平均省略確率 = 60.7%  
  
 
平均省略確率 = 43.2% 平均省略確率 = 61.6%  
  
 
平均省略確率 = 38.1% 平均省略確率 = 55.3%  







段はそれぞれ Visibility Cluster の計算時間を含めた場合と除外した場合である． 
 確率的評価なし Veach の手法 提案法 
図 4.3 
60秒 53 秒（× 1.13） 43 秒（× 1.40） 
50 秒 43 秒（× 1.16） 33 秒（× 1.52） 
図 4.4 
60秒 50 秒（× 1.20） 43 秒（× 1.40） 
48 秒 38 秒（× 1.26） 31 秒（× 1.55） 
図 4.5 
60秒 53 秒（× 1.13） 49 秒（× 1.22） 
38 秒 31 秒（× 1.23） 27 秒（× 1.41） 
 
表 4.3 近似方法による RMSE と可視関数評価の平均省略確率の比較． 
 
保守的な近似 提案法の近似 
RMSE 平均省略確率 RMSE 平均省略確率 
図 4.3 0.0145 39.6% 0.0130 60.7% 
図 4.4 0.0263 45.6% 0.0239 61.6% 






の欄は，提案法と Veach の手法で共通の処理に対する計算時間である． 




図 4.3 100K 262K 10 秒 0.15 
図 4.4 200K 143K 12 秒 0.32 

























れている．多光源レンダリング法では，あらかじめ仮想的な点光源（Virtual Point Light, 
VPL）をシーン中に生成しておき，輝度を計算するシェーディング点では，あらゆる方向か
ら入射する光を VPL からの光で近似して，視点方向に出射する輝度を計算する．十分な近
似精度を得るには大量の VPL が必要となるが，輝度計算のコストは VPL 数に比例して増
加するため，すべての VPL の寄与を計算するのはコストが高いという問題がある．この問
題を解決するため，これまで様々な手法が提案されてきた[23, 24, 36]．これらの手法では，












































 提案法は，Walter らの提案した Lightcuts に基づくため，Lightcuts における輝度計算方
法について簡単に説明する．多光源レンダリング法では，シェーディング点𝑥から視点𝑥𝑣に
出射する輝度𝐿(𝑥, 𝑥𝑣)は以下の式で計算される． 




ここで，𝑁𝑣𝑝𝑙は VPL 数，𝑦𝑖は𝑖番目の VPL，𝐼は放射強度，𝑓は BRDF，𝐺は幾何項，𝑉は可
視関数である．上式を用いて，写実的な画像を生成するには，大量の VPL が必要となり，
すべての VPL の寄与𝐼 ⋅ 𝑓 ⋅ 𝐺 ⋅ 𝑉を計算するのはコストが高い．そこで Lightcuts では，ま
ず，VPL を𝑁個のクラスタに分類し，出射輝度の計算式を以下のように変形する． 








ここで，すべての VPL を含む集合を𝕊とすると，クラスタℂ𝑖は𝕊の部分集合であり，⋃ ℂ𝑖
𝑁
𝑖=1 =
𝕊と，𝑖 ≠ 𝑗のときℂ𝑖 ∩ ℂ𝑗 = ∅を満たす．上式において，クラスタ内の VPL の寄与の総和であ



















に従う．クラスタ寄与を高精度に推定するためには，VPL の寄与𝐼 ∙ 𝑓 ∙ 𝐺 ∙ 𝑉に比例した確率
質量関数を使用するべきであるが，放射強度𝐼以外はシェーディング点に依存するため，シ
ェーディング点毎に確率分布を構築する必要があり計算コストが高い．そこで Lightcuts で
は，シェーディング点に依存しない放射強度 𝐼に比例した確率質量関数𝑝(𝑦) = 𝐼(𝑦)/



















ここで，𝐼𝑖はクラスタ内の VPL の放射強度の総和（∑ 𝐼(𝑦)𝑦∈ℂ𝑖 ）である． 
 Lightcuts では，各シェーディング点で VPL のクラスタリングを行う．そのため，効率
的にレンダリングを行うためには，高速な VPL のクラスタリング方法が必要である．
Lightcuts では，VPL の効率的なクラスタリングのために，Light Tree と呼ばれる VPL の
2 分木構造を用いる．Light Tree の葉ノードは個々の VPL に対応し，内部ノードは子孫ノ
ードの VPL を包含するクラスタに対応する．Light Tree の構築は，VPL の生成後に一度だ
け行われる．Light Tree を用いた VPL のクラスタリング方法は次の通りである．まず，ク










𝐸ℂ𝑖 = 𝐼𝑖𝑓𝑢𝑏(ℂ𝑖 , 𝑥, 𝑥𝑣)𝐺𝑢𝑏(ℂ𝑖 , 𝑥)𝑉𝑢𝑏(ℂ𝑖𝑥) (5.5) 
ここで，𝑓𝑢𝑏，𝐺𝑢𝑏，𝑉𝑢𝑏はそれぞれクラスタ内の VPL に対する BRDF，幾何項，可視関数の
上限値である．可視関数の取りうる値は 0 か 1 であるため，Lightcuts では𝑉𝑢𝑏 = 1と設定
している． 
 Lightcuts により効率的に写実的な画像を生成することができるが，いくつかの問題があ












いて，クラスタ内の VPL に対する BRDF の上限値の計算が必要となるためであり，定義式






 図 5.1 に提案法の処理の流れ，アルゴリズム 5.1 に提案法の疑似コードを示す．提案法の
処理の流れは基本的に Lightcuts と同様であり，まず VPL を生成したのち，Light Tree を






|?̂?(𝑥, 𝑥𝑣) − 𝐿(𝑥, 𝑥𝑣)| < 𝜀?̂?(𝑥, 𝑥𝑣) (5.6) 
ここで，𝐿はすべての VPL を使用したときの出射輝度であり，?̂?はその推定値である．しか
しながら上式を用いるには，推定対象である未知の値𝐿(𝑥, 𝑥𝑣)が必要となる．そこで提案法
では，確率𝛼で真値𝐿(𝑥, 𝑥𝑣)が存在する区間[?̂? − Δ𝐿, ?̂? + Δ𝐿]，すなわち，以下の式を満たすΔ𝐿
を計算する． 










1:  クラスタ集合ℂを{ℂ1}で初期化 
2:  ?̂?，Δ𝐿，𝜎1を推定 
3:  while Δ𝐿 > 𝜀?̂?  ∨  √2𝜎𝑖 > 𝜀?̂? (∀ℂ𝑖 ∈ ℂ) do 
4:   クラスタ集合ℂから標準偏差が最大のクラスタℂ𝑘を取り出し 
5:   クラスタℂ𝑘を分割しクラスタℂ𝐿，ℂ𝑅を生成 
6:   クラスタℂ𝐿，ℂ𝑅をℂに追加 
7:   ?̂?ℂ𝐿，?̂?ℂ𝑅，𝜎𝐿，𝜎𝑅を推定 
8:   ?̂?，Δ𝐿を更新 
9:  end while 
 
 
図 5.1 提案法の概要．提案法では，すべての VPL を包含するクラスタ（図(a)）から始
めて，条件Δ𝐿 < 𝜀?̂?を満たすまでクラスタの分割を繰り返す．クラスタの分割は Light 
Tree（図(b)）を用いて行われる．Light Tree は葉ノードが個々の VPL，内部ノードが
子孫ノードの VPL を包含するクラスタである．そのため，すべての VPL を包含するク









5.4.2 VPL のクラスタリング 
 提案法では Lightcuts と同様，大量の VPL を効率的に扱うため，VPL をクラスタリング

















𝑛は合計サンプル数（𝑛 = ∑ 𝑛𝑖
𝑁
𝑖=1 ）である．統計量𝑇が𝑡分布に従うことから，以下のように
式変形を行うことで𝑃𝑟(|?̂? − 𝐿| ≤ 𝛥𝐿) = 𝛼を満たすΔ𝐿を求めることができる． 
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𝜎𝑖 = √𝑣𝑎𝑟[𝐼 ∙ 𝑓 ∙ 𝐺/𝑝] 
𝜎𝑖 = 𝐼𝑖√𝑣𝑎𝑟[𝑓 ∙ 𝐺 ∙ 𝑉] 
𝜎𝑖 ≈ 𝐼𝑖𝑓𝑢𝑏(ℂ𝑖 , 𝑥, 𝑥𝑣)𝐺𝑢𝑏(ℂ𝑖, 𝑥)√𝑣𝑎𝑟[𝑉] 
(5.12) 
なお，表記簡略化のため一部関数の引数を省略した．ここで，𝑓𝑢𝑏と𝐺𝑢𝑏はクラスタ内の VPL
に対する BRDF の上限値の推定値と幾何項の上限値であり，クラスタℂ𝑖内の VPL に対する
BRDF と幾何項の値は上限値で一定であると近似した．Lightcuts と異なり提案法では，任
意の材質モデルを扱うため BRDF の上限値には推定値を用いる．BRDF の上限値の推定方
法は後述する．可視関数の分散𝑣𝑎𝑟[𝑉]は，可視関数の期待値?̅?𝑖を用いて以下の式で計算され
る． 
?̅?𝑖 = ∑ 𝑉(𝑦, 𝑥)𝑝(𝑦)
𝑦∈ℂ𝑖
 
𝑣𝑎𝑟[𝑉] = 𝔼[𝑉2] − 𝔼[𝑉]2 
𝑣𝑎𝑟[𝑉] = 𝔼[𝑉] − 𝔼[𝑉]2 
𝑣𝑎𝑟[𝑉] = ?̅?𝑖 − ?̅?𝑖
2 
𝑣𝑎𝑟[𝑉] = −(?̅?𝑖 − 0.5)





は 0 か 1 であるため，𝑉2 = 𝑉であることを利用した．提案法では可視関数の分散𝑣𝑎𝑟[𝑉]を
上限値である 0.25 で近似して標準偏差を計算する．また 5.4 節では，可視関数の値をキャ
ッシングすることで分散𝑣𝑎𝑟[𝑉]を正確に近似する方法について説明する． 
BRDF 上限値の推定 
標準偏差𝜎𝑖の近似値を計算するため，クラスタℂ𝑖内の VPL に対する BRDF の上限値が必
要である．Lambertian, Blinn-Phong, Ward BRDF のような単純なモデルの場合は上限値
を解析的に計算できるが[56]，複雑なモデルでは解析的に計算することができない．そこで
提案法では，図 5.2 に示すように，3 つの方法を組み合わせて BRDF の上限値を推定する．
1 つ目は輝度推定における情報を利用する方法で，クラスタの寄与を推定する際に用いる 2
サンプル𝑦1，𝑦2に対する BRDF の値𝑓1，𝑓2を使用する．2 つ目は BRDF の重点的サンプリ
ングを利用した方法で，まず各シェーディング点で BRDF の重点的サンプリングにより𝑁𝑓
本のレイを生成する．そして，生成したレイとクラスタのバウンディングボックスで交差判















√2𝜎𝑖 < 𝜀?̂? (∀ℂ𝑖 ∈ ℂ) (5.14) 
上式は，Lightcuts の分割停止条件𝐸ℂ𝑖 < 𝜀?̂?を基にしたもので，√2はサンプル数𝑛𝑖の違いや，
𝜎𝑖における√𝑣𝑎𝑟[𝑉]と𝐸ℂ𝑖における𝑉𝑢𝑏の違いを考慮したスケーリング係数である．図 5.3 に
 
図 5.2 BRDF 上限値の推定．提案法では BRDF 上限値を 4 つの BRDF の値𝑓1，𝑓2，
𝑓𝑚𝑎𝑥，𝑓𝜔ℂ𝑖の最大値で近似する．𝑓1と𝑓2はクラスタ寄与の推定値?̂?ℂ𝑖の推定に用いる 2 つの
VPL 𝑦1と𝑦2に対する BRDF の値である（図(a)）．𝑓𝑚𝑎𝑥は BRDF の重点的サンプリングに
より生成したレイで，クラスタℂ𝑖のバウンディングボリュームに交差したレイの方向に対
する BRDF の最大値である（図(b)）．𝑓𝜔ℂ𝑖はシェーディング点の法線とクラスタ方向のな


































図 5.4 Visibility Caching の概要．シェーディング点クラスタからランダムに選んだ点



















平均可視関数値?̂?𝑖を{𝑉(𝑦𝑖,1, 𝑐𝑗) + 𝑉(𝑦𝑖,2, 𝑐𝑗)}/2で推定する．ここで，𝑦𝑖,1と𝑦𝑖,2はクラスタℂ𝑖の
寄与推定に用いた VPL サンプルである．先祖ノードの VPL クラスタℂ𝑎に対する平均可視
関数値は以下の式で推定する． 
?̂?𝑎 = (∑ 𝑝(𝑦)
𝑦∈ℂ𝐿



























 各シェーディング点では VPL のクラスタリングを行う際は，式(5.12)で計算される標準
偏差が最大のクラスタを選択し分割する．このとき，?̅?𝑖を?̅?に記録されている値?̃?𝑖で近似し
て𝑣𝑎𝑟[𝑉]を計算する．ただし，?̃?𝑖 = 0または?̃?𝑖 = 1のとき，𝑣𝑎𝑟[𝑉] = 0より𝜎𝑖 = 0となり，実
際は分散が大きいクラスタでも，クラスタが分割されなくなってしまう．そのため提案法で
は，?̃?𝑖を0.01と0.9の間にクランプした値で𝑣𝑎𝑟[𝑉]を用い𝜎𝑖 = 0となるのを防いだ． 
 
5.6 実験結果 
 本節では，提案法の実験結果と先行研究である Lightcuts との比較を行う．実験は Intel 









に相対誤差を制御できていることを表す．VPL クラスタから確率質量関数𝑝に従い VPL を
サンプリングする際は，Lightcuts[55]と同様，サンプリングのコストを抑えるために，事前
に𝑝に従いサンプリングしたものを Light Tree のノードに記録しておき，一様サンプリン
グで選びなおす方法を用いる． 
図 5.5 に，Sponza シーンにおいて提案法のレンダリング結果と，提案法と Lightcuts で
の相対誤差を可視化した画像を示す．なお，Lightcuts の許容相対誤差𝜀も2%に設定してお




図 5.6 は，図 5.5 において提案法と Lightcuts の結果の拡大画像である．Lightcuts では，
相対誤差の制御ができていないため，結果画像にノイズが含まれているのが分かるが，提案





𝑖=1 < 𝜀?̂?で VPL のクラスタリングを行うこともできる．この条
件の下，𝜀 = 2%で実験したところ，計算時間は 16 時間（58,078 秒）であり，平均相対誤差




 画像生成の効率の比較のため，図 5.5 のシーンにおいて，Lightcuts の相対誤差が2%以下
のピクセルの割合が提案法と同程度なるパラメータ𝜀で計算時間の比較を行う．なお，
Lightcuts では相対誤差を制御できないため，パラメータは試行錯誤で発見し，𝜀 = 0.3%の
とき，提案法と同程度の割合となり，このときの Lightcuts の計算時間は 206 秒となった． 





209 秒となり，提案法と Lightcuts の計算時間はほぼ同じとなった．つまり提案法は，相対
誤差を制御可能でありながら，Lightcuts と同程度の効率で画像生成を行うことが可能であ
る． 
図 5.7 と図 5.8 に，Kitchen シーンと San Miguel シーンにおいて，許容相対誤差𝜀を変え
たときの実験結果を示す．これらのシーンでは，複雑な BRDF である Cook-Torrance BRDF
と Ashkhmin-Shrely BRDF を用いており，解析的に BRDF の上限値を計算できない．結
果から分かるように，提案法では，許容相対誤差𝜀を変えても，指定通り相対誤差が𝜀以下の
ピクセルの割合を 95%近くに制御できている． 
 BRDF 上限値推定のための BRDF 重点的サンプリングのサンプル数𝑁𝑓と誤差制御の精度
𝑅𝜀と計算時間𝑇𝑢の関係を調べるため，図 5.9 に，複雑な BRDF モデルである Cook-Torrance 
BRDF を適用した Buddha シーンでのレンダリング結果と相対誤差を可視化した画像，𝑁𝑓






 図 5.10 に，Blinn-Phong BRDF を適用した Buddha シーンでの，相対誤差の分布をヒス
トグラムで可視化した結果を示す．提案法は統計的に誤差を制御するため，相対誤差が大き















    
 提案法（𝑅𝜀 = 92.96%） Lightcuts（𝑅𝜀 = 43.67%）  




   
提案法 Lightcuts 参照画像 







   
 ε = 2%，𝑅𝜀 = 91.86%，𝑇𝑐 = 70秒  
  
 
ε = 5%，𝑅𝜀 = 93.65%，𝑇𝑐 = 40秒 ε = 10%，𝑅𝜀 = 95.30%，𝑇𝑐 = 31秒  
図 5.7 Kitchen シーンにおける許容相対誤差𝜀ごとの誤差制御精度𝑅𝜀と計算時間𝑇𝑐の比
較．誤差制御の信頼度パラメータ𝛼は 95%に設定している． 
   
 ε = 2%，𝑅𝜀 = 92.66%，𝑇𝑐 = 2,230秒  
  
 
ε = 5%，𝑅𝜀 = 92.79%，𝑇𝑐 = 757秒 ε = 10%，𝑅𝜀 = 92.07%，𝑇𝑐 = 327秒  






図 5.9 Buddha シーンにおける提案法のレンダリング結果（図(a)）と相対誤差の可視化





図 5.10 Buddha シーンにおける相対誤差分布のヒストグラムによる可視化．横軸は相
対誤差，縦軸は確率を表す．許容相対誤差εは 2%，信頼度𝛼は 95%を設定し，𝑅𝜀は 93.13%






表 5.1 シーン情報と計測データのまとめ．計測データは許容相対誤差𝜀に 2%，信頼度𝛼
に 95%を指定時のものである．𝑁𝑣𝑝𝑙は VPL 数，𝑁𝑡𝑟𝑖は三角形数であり，𝑇𝑐と𝑇𝑢はそれぞ
れ Visibility Caching ありとなしの場合の計算時間，𝑅𝜀は相対誤差が許容相対誤差𝜀以下











𝑁𝑣𝑝𝑙 2,061k 2,082k 1,936k 2,075k 
𝑁𝑡𝑟𝑖 262k 528k 10,464k 1,086k 
𝑇𝑐 282 70 2,230 80 
𝑅𝜖 92.86% 91.86% 92.66% 91.15% 
MRE 0.0088 0.0091 0.0089 0.0094 
𝑇𝑢 401 86 2,860 94 
𝑅𝜖 92.90% 92.50% 92.84% 91.19% 
MRE 0.0088 0.0089 0.0088 0.0094 
𝑇𝑢/𝑇𝑐 1.42 1.23 1.29 1.18 
 
 










𝑇𝑐 388 89 3,151 103 
𝑅𝜖 97.67% 96.67% 97.94% 95.93% 
MRE 0.0068 0.0072 0.0068 0.0075 
𝑇𝑢 549 114 3,872 126 
𝑅𝜖 97.68% 96.69% 98.06% 95.92% 
MRE 0.0068 0.0072 0.0068 0.0075 














 提案法は Lightcuts に基づく手法であるため，Lightcuts の拡張手法[7, 55, 57]にも提案
法の誤差推定フレームワークを適用できる．そのため，今後の課題としては，Lightcuts と
同様の拡張により，提案法のさらなる効率化や，被写界深度など様々な光学現象を扱えるよ




































(1) レイトレーシングの高速化（第 3 章）: 本手法では高速化データ構造の構築とレイトレ
ーシングを同時に行う DACRT の効率化を行った．しかしながら，DACRT では単純なマル
チスレッドによる並列化は効率的ではなく，近年のCPUのメニーコア化の流れを考えると，
DACRT の実用化において，効率的な並列化方法の考案が必要である． 
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で計算される．提案法の場合，𝑋は𝑡𝑠/𝑝𝑠に相当し，𝑌は?̃?に相当する．このとき𝔼[𝑌|𝑋] = 𝑣𝑠
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性より，以下の式で定義される確率変数𝑍は自由度∑ (𝑛𝑖 − 1)
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2の関係を用いた．最後に，合計
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