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Delo opisuje nadgradnjo obstoječega dogodkovno gnanega časovnega sistema. 
Nadgradnja vključuje možnost dvosmernega prenosa uporabniških podatkov po 
omrežju z nizkimi zakasnitvami. Celotna komunikacija lahko poteka izključno na 
programirljivi strojni opremi – FPGA-jih. Ciljna uporaba je hitra ponastavitev naprav 
na novo delovno točko v realnem času v velikih distribuiranih sistemih. Predvsem je 
mišljena hitra ponastavitev linearnih pospeševalnikov delcev na drugačno energijo, 
kar bi omogočilo adaptivno skeniranje pri protonski terapiji.  
 




This thesis describes the upgrade of the pre-existing event driven timing system. 
The upgrade includes the possibility of the bidirectional transfer of user data over a 
low latency network. All of the communication can take place exclusively in 
programmable hardware – FPGAs. The intended usage is a fast reconfiguration of 
devices to the new operating point in real time in a big distributed system. The main 
target is a fast reconfiguration of the energy of linear particle accelerators, which 
would enable adaptive scanning for proton therapy.  
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1  Uvod 
1.1  Protonska terapija 
Okvirno obstajajo trije pristopi k zdravljenju raka. To je kirurgija, kemoterapija in 
radioterapija. Cilj vseh metod je, da se uniči rakavo tkivo s čim manjšimi 
poškodbami zdravega tkiva. Radioterapija ima lokalen učinek, saj je omejena na 
območje, kjer se absorbira ionizirajoči žarek. Večinoma se za zdravljenje uporabljajo 
rentgenski žarki (visoko energijski fotoni). Ena izmed večjih slabosti teh žarkov je 
relativno široko območje absorpcije, kar pomeni, da se poleg ciljnega poškoduje 
tudi veliko okoliškega zdravega tkiva.  
Natančnost lahko izboljšamo, če namesto rentgenskih žarkov uporabljamo visoko 
energijske ione. Ioni imajo manjše sipanje, kar pomeni, da bolje ohranjajo smer 
potovanja. Poleg tega absorpcijo ionov v tkivu opisuje tako imenovana braggova 
krivulja. Slika 1.1 prikazuje absorbirano dozo v razmerju z globino tkiva za 
rentgenske žarke (zelena), protone - vodikove ione (rdeča) in ogljikove ione 
(modra). Vidi se, da se pri ionih večina doze absorbira v ozkem področju v globini 
tkiva, medtem ko se pri fotonih (rentgenskih žarkih) večina doze absorbira blizu 
površine.  
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Slika 1.1:  Braggova krivulja [1] 
Globino, pri kateri se pojavi braggov vrh, to je področje, kjer je absorpcija najvišja, 
se da regulirati z energijo ionov. Ker je območje braggovega vrha precej ozko, 
želeno območje obsevanja pa je lahko širše, lahko obsevanje ponovimo pri različnih 
energijah, dokler ne pokrijemo celotnega področja. Skupno akumulirano dozo 
prikazuje modra krivulja na sliki 1.2. Z rdečo je označena absorbirana doza pri samo 
eni energiji, z roza pa karakteristika fotonov.  
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Slika 1.2:  Modificiran braggov vrh [2] 
Vidimo, da je absorbirana doza v območju zdravega tkiva večja kot pri žarku s samo 
eno energijo, še vedno pa je izkoristek precej boljši kot pri fotonih. Še pomembnejša 
značilnost pa je, da absorpcije za braggovim vrhom skoraj ni.  
Predvsem zaradi lažje proizvodnje ionov se v trenutno obstoječih komercialno 
dostopnih napravah uporabljajo protoni (vodikovi ioni), vršijo pa se tudi raziskave z 
večjimi ioni, predvsem ogljikovimi, ki imajo teoretično še boljše lastnosti kot protoni 
(glej sliko 1.1).  
1.2  Izvori protonov 
Za izvore visokoenergijskih protonov se uporablja pospeševalnike delcev. Obstaja 
več tipov pospeševalnikov.  
1.2.1  Ciklotron 
Najbolj preprost pospeševalnik je ciklotron, ki je na majhnem področju sposoben 
ustvariti žarek s fiksno energijo. V primerjavi z drugimi je najcenejši, najmanjši in 
najmanj tehnološko zahteven.  
Energijo žarka lahko naknadno znižamo. En način je, da v pot žarka potisnemo snov 
v kateri delci zgubijo del energije. Več kot je te snovi, bolj se energija zniža. Seveda 
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je za spremembo energije potrebno precej časa saj je sistem mehaničen. Poleg tega 
se ovira greje in je tudi po ustavitvi še nekaj časa radioaktivna. Pri prehodu skozi 
snov se pokvari tudi oblika žarka protonov.  
Ciklotron kot izvor protonov je trenutno najbolj popularna rešitev na trgu protonske 
terapije. Primer ciklotrona prikazuje slika 1.3, način za zniževanje energije z 
mehansko oviro pa slika 1.4.  
 
Slika 1.3:  Ciklotron [3] 
 
Slika 1.4:  Zniževanje energije  [4] 
1.2.2  Sinhrotron 
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Drugi tip pospeševalnika delcev je sinhrotron. V primerjavi s ciklotronom je dražji, 
zasede več prostora in je tehnološko bolj zahteven, saj je potrebna natančna 
časovna sinhronizacija med posameznimi komponentami. Njegova dodatna 
vrednost pa je, da omogoča elektronsko spreminjanje energije med posameznimi 
cikli. Energija se dviguje postopoma z mnogimi obhodi skozi pospeševalnik, kar na 
koncu privede do časovne periode proizvodnje žarka v velikostnem razredu nekaj 
sekund [5]. Slika 1.5 prikazuje primer sinhrotrona, uporabljenega za raziskave v 
protonski terapiji (sistem teoretično podpira tudi ogljikove ione, zato je tako velik).  
 
Slika 1.5:  Sinhrotron [6] 
1.2.3  Linearni pospeševalnik 
Tretja možnost je linearni pospeševalnik delcev (linak). Ker mora paket delcev 
doseči končno energijo v enem preletu, so ti tipi pospeševalnikov veliki in zato 
neprimerni za komercialno uporabo v protonski terapiji. Postajajo pa s pojavom 
novih pospeševalniških tehnologij vedno manjši in s tem vedno bolj atraktivni. 
Trenutno se načrtujejo pospeševalniki dolžine velikostnega razreda nekaj 10 m [7], 
kar je že primerljivo s sinhrotroni in ciklotroni. Imajo pa linearni pospeševalniki še 
eno pomembno prednost, in sicer hiter čas za proizvodnjo žarka. Za vsak paket 
posebej se lahko spreminja energijo, torej lahko na vsakih nekaj milisekund dobimo 
nov paket delcev s poljubno energijo. Slika 1.6 prikazuje shemo načrtovanega 
linearnega pospeševalnika za protonsko terapijo.  
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Slika 1.6:  Linearni pospeševalnik [8] 
1.3  Adaptivno skeniranje 
Zaradi dihanja in drugih življenjsko pomembnih funkcij se človeško telo in z njim tudi 
ciljno tkivo premika, kar zmanjšuje natančnost terapije. Natančnost se da izboljšati z 
opazovanjem pozicije ciljnega tkiva in manipulacijo žarka v realnem času. Trenutno 
to poteka tako, da se žarek prekine, če je pozicija ciljnega tkiva izven idealne točke. 
Posledično se čas za uspešno izvedbo terapije močno podaljša, kar zmanjšuje 
konkurenčnost protonske terapije.  
Linearni pospeševalniki pa zaradi svoje hitrosti ponujajo možnost sledenja tarči z 
manipulacijo energije žarka v realnem času. Kot je bilo namreč že omenjeno, z 
energijo žarka določamo globino, na kateri bo absorbirana večina doze. Na ta način 
lahko recimo sledimo premikanju pljuč med dihanjem. Ciklotroni in sinhrotroni so 
načeloma prepočasni, da bi lahko sledili temu gibanju, z linearnimi pa bi bilo to 
teoretično mogoče.  
Osnovni pogoj za ta mehanizem je hiter komunikacijski sistem, saj je treba v nekaj 
milisekundah podatke iz senzorjev pozicije spraviti na centralno lokacijo, jih obdelati 
in do pospeševalniških sistemov poslati nove vrednosti nastavitev. Nato je treba še 
ponastaviti končne naprave v nove delovne točke, kar traja najdlje časa, da se 
naslednjo skupino delcev spravi na novo energijo.  
Sistem, predstavljen v tej magistrski nalogi, bi lahko deloval kot glavni del te 
komunikacijske verige. Prednost predstavljene rešitve je med drugim tudi to, da gre 
za nadgradnjo obstoječega sistema in ni potrebe po izgradnji namenskega omrežja.   
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2  Obstoječi časovni kontrolni sistem 
Časovni kontrolni sistem (ang. timing system, v nadaljevanju časovni sistem) je eden 
izmed ključnih podsistemov, potrebnih za delovanje sinhrotrona ali linearnega 
pospeševalnika. Skrbi za časovno sinhronizacijo vseh časovno preciznih komponent 
v pospeševalniku, kot so na primer resonančne komore, izvor ionov in diagnostične 
naprave. Zmožnosti in lastnosti časovnega sistema določajo in omejujejo tudi 
zmožnosti, ki jih ima pospeševalnik. Zato se pogosto raje vzame predimenzioniran 
časovni sistem, saj so naknadne izboljšave težavne.  
Med najmočnejšimi časovnimi kontrolnimi sistemi je sistem podjetja Micro-
Research Finland Oy (MRF) [9], ki spada v skupino dogodkovno gnanih časovnih 
sistemov. Slovensko podjetje Cosylab [10] ima že bogate izkušnje s prilagajanjem 
tega sistema za specifične potrebe različnih strank, trenutno pa poteka nadgradnja 
in modifikacija produkta za potrebe protonske terapije. Produkt trenutno uporablja 
samo strojno opremo (tiskana vezja) podjetja MRF, celotna programska oprema pa 
je razvita v Cosylabu. Produkt Cosylaba je načeloma združljiv z osnovnim produktom 
podjetja MRF, saj poleg dodatnih funkcionalnosti podpira večino osnovnih funkcij 
baznega MRF-sistema.  
2.1  Osnovna arhitektura sistema 
Osnovni MRF-sistem je sestavljen iz treh osnovnih tipov komponent, kot prikazuje 
slika 2.1. Časovni generator (TG) deluje kot izvor »broadcast« komunikacije 
(oddajanje informacij iz enega oddajnika več sprejemnikom, kjer ni pomembno, kdo 
posluša). Ta se preko razdelilnih vozlišč (ang. fanout) deterministično razširi do 
časovnih sprejemnikov (TR). Za povezavo se uporabljajo optični kabli, ker 
omogočajo veliko pasovno širino in so praktično neobčutljivi na elektromagnetno 
sevanje. So pa občutljivi na ionizirajoče sevanje, zato je treba biti previden pri 
načrtovanju njihove lokacije [11].  
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Dodaten kos opreme, ki ga ponuja MRF, je koncentrator (ang. concentrator). Ta 
poleg fanout funkcije ponuja tudi možnost prenosa navzgor, torej od sprejemnikov 
proti generatorju.  
 
Slika 2.1:  Shema MRF-sistema [12] 
2.2  Osnovne funkcionalnosti sistema 
V tem poglavju je opisanih nekaj funkcionalnosti, ki so bile razvite kot del produkta v 
Cosylabu in so pomembne za razumevanje končnega sistema, niso pa neposredno 
del tega zaključnega dela (glej tudi sliko 2.2). 
2.2.1  Distribucija ure 
Distribucija ure poljubne frekvence (znotraj določenih mej) od generatorja do 
sprejemnikov. To nam omogoča sinhrono delovanje celotnega sistema in zagotavlja 
visoko natančnost. Uro lahko generiramo znotraj časovnega generatorja s tako 
imenovanim »fractional synthesizerjem« [13]. Ta ima visok jitter (neželene 
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spremembe faze periodičnega signala) in je zato primeren le za testno 
laboratorijsko uporabo. Uro lahko pripeljemo tudi iz namenske zunanje 
komponente – glavni oscilator (ang. master oscillator). V nadaljevanju je ta ura 
imenovana dogodkovna ura. V času pisanja naloge je frekvenca še fiksirana na 100 
MHz, saj je za podporo spreminjanja frekvence potrebnega še veliko dela.  
2.2.2  Distribucija časa 
Generator in sprejemniki imajo lahko vsi enak trenutni čas, kar zagotavlja pravilno 
beleženje dogodkov s časovnimi žigi (ang. time stamps). Čas se lahko na generator 
naloži iz kontrolnega sistema ali pa iz povezanega GPS-sprejemnika in se nato 
distribuira do vseh sprejemnikov.   
2.2.3  Distribucija sekvenc dogodkov 
V tem sistemu je dogodek 8-bitna številka. Sestavimo lahko sekvenco dogodkov, ki 
so med seboj razmaknjeni za poljuben celoštevilski mnogokratnik urinih ciklov. 
Sekvenco tako sestavljajo pari dogodek in relativna zakasnitev dogodka glede na 
začetek sekvence. Sekvenca se lahko sproži (začne), ko jo omogočimo iz kontrolnega 
sistema ali pa ko pride zunanji prožilni signal (recimo prečkanje ničle 50 Hz 
napajalnega signala). Vsako periodo dogodkovne ure lahko pošljemo en dogodek.  
2.2.4  Odziv na dogodke 
Časovni sprejemniki lahko po prejemu dogodka le-tega preprosto zavržejo, lahko pa 
proizvedejo neko akcijo na izhodih. To je po navadi generacija prožilnih pulzov, 
namenjenih končnim napravam. Natančnost celotnega časovnega sistema je seveda 
odvisna od natančnosti celotne verige pošiljanja dogodkov, zato je komunikacija 
deterministična.   
2.2.5  Distribucija asinhronih dogodkov 
To so dogodki, ki niso del sekvence in se po navadi zgodijo nepričakovano. To je 
lahko na primer dogodek, ko želimo vklopiti sistem za zaščito opreme (ang. machine 
protection system - MPS).  
2.2.6  Povezava do kontrolnega računalnika  
Uporablja se za namene konfiguracije, monitoriranja in logiranja. 
2.2.7  Prenos podatkov 
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Med kontrolnim računalnikom generatorja in kontrolnim računalnikom sprejemnika 
lahko preko časovnega omrežja pošiljamo tudi uporabniške podatke. Z njimi lahko 
na primer kontrolnemu računalniku sporočimo nove nastavitve za naprave, ki jih 
upravlja. Ker pa je v to vpleten procesor, ki ni determinističen, moramo zagotoviti, 
da se bodo sekvence pošiljale dovolj na redko, da bo imel sistem čas za ponastavitev 
naprav. Podatki se pošiljajo vzporedno z dogodki, vsako periodo dogodkovne ure 
lahko pošljemo en bajt podatkov poleg osmih bitov, ki opisujejo dogodek.  
2.2.8  Ročna kompenzacija zakasnitev 
Do različnih sprejemnikov so lahko speljani različno dolgi optični kabli ali pa so 
zaradi različnih karakteristik vodnikov zakasnitve različno dolge. To lahko popravimo 
tako, da na »bližnjih« sprejemnikih informacije, sprejete iz časovnega omrežja, 
zakasnimo, tako da izgleda, kot da so bili povsod sprejeti ob istem času.  
  
 
2.3  Kontrolni sistem 27 
 
Slika 2.2:  Osnovne funkcionalnosti časovnega sistema [14, 15] 
Slika 2.2 prikazuje en primer uporabe časovnega sistema. Komponente, označene z 
oranžno, so MRF-strojna oprema, sive so od drugih ponudnikov. GPS-sprejemnik, 
glavni oscilator (MO) in prožilnik pošiljajo svoje signale do časovnega generatorja 
(TG). Ta generira sekvenco dogodkov, ki se preko fanout modula razpošlje do 
sprejemnikov (TR). Sprejemnik nato sproži končne naprave, kot je na primer vklop 
napajalnika ali začetek meritev na kartici za zajem podatkov (DAQ). Vse kartice v 
šasiji so preko šasije povezane s kontrolnim računalnikom (PC). To omogoča 
pravilno delovanje pospeševalnika, kar privede do dostave doze do ciljnega tkiva. Če 
pozicija le-tega ni točna, se bo doza absorbirala na napačno mesto.  
2.3  Kontrolni sistem 
Za učinkovito upravljanje tako kompleksnega sistema, kot je pospeševalnik delcev, 
je zelo pomembno, da so vse naprave vključene v nek kontrolni sistem, ki omogoča 
nastavitev parametrov vseh naprav iz centralne lokacije. Brez kontrolnega sistema 
bi bilo treba pred začetkom delovanja dostopati do vsake naprave posebej, za kar bi 
potrebovali veliko časa.  
Kontrolna programska oprema za časovni sistem je bila razvita v okviru programske 
platforme za razvoj kontrolnih sistemov, imenovane MADIE, ki je razvita v 
programskem jeziku LabVIEW [16]. Tudi MADIE je produkt podjetja Cosylab. Glavni 
mehanizem za komunikacijo je protokol OPC UA (Open Platform Communications 
Unified Architecture) [17]. 
Več o integraciji časovnega sistema v kontrolni sistem je opisano v magistrski nalogi 
Jerneja Podlipnika [12]. Sicer je tam opisana starejša različica, ampak večina 
principov je še vedno veljavnih.   
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3  Osnovni principi nadgrajenega časovnega sistema 
Slika 3.1 prikazuje predlog uporabe nadgrajenega časovnega sistema, ki omogoča 
adaptivno skeniranje, omenjeno v poglavju 1.3  Adaptivno skeniranje. Komponente, 
označene z modro, so na novo dodane ali zamenjane v sistem in se navezujejo na 
temo tega zaključnega dela. 
 
Slika 3.1:  Nadgrajen časovni sistem [14, 15] 
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Za sistem z adaptivnim skeniranjem potrebujemo sistem za zaznavanje pozicije 
pacienta. Ta mora rezultate poslati do kontrolnega FPGA-ja (MC kot »master 
controller« na sliki). Naloga te kartice je med drugim zbiranje podatkov o poziciji 
pacienta, njihova obdelava in ponastavitev časovnega generatorja. Povezava je 
lahko namenska, lahko pa uporabimo tudi možnost prenosa navzgor preko 
nadgrajenega časovnega sistema.  
Kontrolni FPGA se na podlagi teh meritev odloči za novo točko delovanja 
pospeševalnika. Novi podatki se preko časovnega sistema prenesejo navzdol do 
čelnih kontrolnih naprav (ang. front end device - FED). Te naprave nato nastavijo 
končne naprave v novo delovno točko. Na koncu se potrditve novih nastavitev 
prenesejo nazaj navzgor do kontrolnega FPGA-ja. Ta nato naloži in omogoči 
naslednjo sekvenco dogodkov. V praksi se verjetno ne bo prenašalo celotnih novih 
nastavitev za vse naprave, ampak bo neka zbirka vnaprej pripravljenih nastavitev že 
pripravljena na čelnih napravah in poslal se bo le indeks želenih nastavitev. To 
močno zmanjša potrebno število podatkov in s tem zakasnitev.  
Za prenos podatkov navzgor moramo fanout nadomestiti s koncentratorjem. 
Potrebujemo tudi čelne naprave, katerih naloga je upravljanje s končnimi 
napravami, ki presega le preprosto proženje. Ker se mora vse to dogajati v realnem 
času s strogimi časovnimi omejitvami, vse naprave temeljijo na FPGA-jih. Potrebna 
je tudi namenska povezava med karticami z nizkimi zakasnitvami in možnostjo 
determinizma.   
3.1  Zahteve 
Da bo slika jasnejša, naštejmo nekatere zahteve za nove funkcionalnosti, ki so bile 
razvite za ta produkt: 
a. komunikacija med kontrolnim FPGA-jem in časovnim generatorjem. Mora 
omogočati dostop do vseh registrov v FPGA-ju (in s tem do vseh 
funkcionalnosti), ter možnost avtomatskega posredovanja podatkov iz 
časovnega sistema v smeri navzgor v kontrolni FPGA. Zakasnitve morajo 
biti nizke in hitrost visoka;   
b. vse komponente morajo imeti možnost biti sinhrone, potrebna je torej 
distribucija dogodkovne ure med časovnim sistemom in čelnimi napravami 
ter kontrolnim FPGA-jem;  
c. determinističen prenos dogodkov med časovnimi sprejemniki in čelnimi 
napravami; 
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d. distribucija podatkov z nizko zakasnitvijo med časovnimi sprejemniki in 
čelnimi napravami; 
e. pošiljanje podatkov med čelnimi napravami in časovnimi sprejemniki z 
nizko zakasnitvijo in brez izgub; 
f. pošiljanje podatkov po časovnem sistemu navzgor z nizko zakasnitvijo in 
brez izgub.  
3.2  Uporabljene tehnologije 
Platforma za strojno opremo, izbrana za ta projekt, je PXIe [18]. Razlogi za to izbiro 
in podroben opis so v naslednjem poglavju.  
Strojna oprema podjetja MRF temelji na FPGA-jih iz družine Virtex 5 proizvajalca 
Xilinx [19]. Programski jezik, uporabljen v originalnem produktu in tudi v 
nadgrajenem, je VHDL [20]. Podjetje National Instruments ima sicer tudi svojo 
rešitev za kontrolo časa, ki uporablja standard PTP (Precision Time Protocol) [21], 
ampak ne ponuja tako dobre natančnosti in ni tako primerna za velike distribuirane 
sisteme, kot je pospeševalnik delcev. Slika 3.2 prikazuje MRF časovni generator 
(PXIe-EVG-300) in koncentrator (cPCI-FCT-8). 
 
Slika 3.2: Časovni generator (levo) in koncentrator (desno) [9] 
Čelne naprave in kontrolni FPGA so kartice iz družine FlexRIO [22] proizvajalca 
National Instruments in se programirajo v grafičnem programskem jeziku LabVIEW 
FPGA [23]. Zanje so se pripravile knjižnice, ki omogočajo komunikacijo s časovnim 
sistemom, ter primeri programov. Sama aplikacija na teh napravah je odvisna od 
končnih naprav in njena implementacija je naloga končnih uporabnikov. LabVIEW 
FPGA-jezik se precej razlikuje od programiranja FPGA-jev v VHDL-jeziku, saj gre za 
visokonivojski jezik, ki med drugim omogoča tudi objektno programiranje. Slika 3.3 
prikazuje PXIe-šasijo s FlexRIO-sistemom. 
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Slika 3.3: PXIe-šasija in FlexRIO-sistem [24] 
Operacijski sistem je Windows. Gonilniki za MRF-kartice so generirani z orodjem NI-
VISA Driver Wizard [25] iz pripravljene datoteke parametrov. Z migracijo na 
Windows 10 je bilo treba gonilnike digitalno podpisati. Za obdobje razvoja je bil 
certifikat pripravljen ročno in mora biti ročno nameščen na ciljnem računalniku. Za 
končni produkt bo treba gonilnike poslati v podpis proizvajalcu operacijskega 
sistema - Microsoftu. Za kartice podjetja National Instruments so podpisani gonilniki 
priloženi LabVIEW-distribuciji.  
Celotna programska oprema je sprogramirana v programskem jeziku LabVIEW in 
vključena v kontrolni sistem s pomočjo MADIE-okolja.  
Pri projektu sem uporabljal vse te tehnologije.  
3.3  Električna povezava med karticami (PXIe) 
3.3.1  Izbira platforme 
Izbira platforme za strojno opremo (ang. form factor) je pomembna odločitev, ki 
nosi dolgotrajne posledice. Z izbiro platforme se posredno izbere tudi ponudnike 
strojne opreme, saj je celoten sistem vezan na eno platformo. Nekaj razlogov, zakaj 
smo se za naš produkt odločili za PXIe-platformo, je naštetih spodaj:  
a. želeli smo uporabljati že obstoječo strojno opremo podjetja MRF, s katero 
imamo že veliko izkušenj. Ker je originalen sistem že precej star, uporablja 
tehnologijo, ki je bila takrat na voljo, to so predvsem Xilinx Virtex II Pro 
FPGA-ji, ki so za naše potrebe sicer verjetno dovolj zmogljivi, so pa 
premajhni, da bi lahko vpeljevali veliko novih funkcionalnosti. Izjema so 
kartice za PXIe, ki so bile razvite kasneje in uporabljajo FPGA-je iz družine 
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Virtex 5, ki ustrezajo našim potrebam. Možnost bi bila tudi nova generacija 
kartic za VMEbus-platformo (Versa Module Europa bus), ki pa še ni do 
konca razvita in testirana. Želimo si sicer tudi novo generacijo MRF-kartic 
za PXIe-platformo, ki bi omogočale nekaj novih funkcionalnosti, ki jih 
trenutna generacija ne podpira, predvsem samodejno kompenzacijo 
zakasnitev; 
b. v sektorju pospeševalnikov delcev je zelo popularna strojna oprema 
proizvajalca National Instruments, saj imajo široko paleto različnih kartic in 
odlično kvaliteto produktov. Podpora za Linux je nekoliko slabša, se pa 
industrija, kamor spada tudi trg protonske terapije, za katerega je naš 
produkt primarno namenjen, vedno bolj nagiba k operacijskemu sistemu 
Windows. Za Windows je vsa National Instruments oprema že podprta v 
njihovem programskem okolju LabVIEW. Večina njihovih kartic uporablja 
PXIe-platformo;  
c. PXIe-platforma je namenjena precizni in hitri diagnostiki in kontroli, kar je 
točno ciljna uporaba pri pospeševalnikih delcev. Platforma ponuja veliko 
signalom namenjenih distribuciji ure, prožilnih signalov in izmenjave 
podatkov med karticami.  
Zato smo se tudi mi odločili za PXIe-platformo ter za integracijo sistema v Windows 
ter LabVIEW. 
3.3.2  Prenos podatkov med karticami 
Osnovna zahteva za prenos podatkov preko časovnega omrežja v realnem času je 
možnost prenosa podatkov v realnem času med časovno kartico in neko drugo 
kartico v isti šasiji, ki omogoča delovanje v realnem času (FPGA).  
Za prenos podatkov med časovno kartico in drugimi karticami smo se odločili, da 
uporabimo signale, ki nam jih ponuja platforma PXIe, imenovane diferencialna 
zvezda (DSTAR). Lahko bi uporabili tudi PCIe-vodilo, ki v platformi PXIe omogoča 
tudi direkten prenos med karticami (brez vpletanja kontrolnega računalnika), 
vendar ima ta način relativno visoko zakasnitev in ne ponuja determinističnosti.  
Pri DSTAR gre za tri pare diferencialnih linij, ki imajo naslednje osnovne 
karakteristike in namembnost:  
- DSTAR-A: distribucija ure iz časovne kartice do ostalih. Uporablja LVPECL 
električni standard. Za ta standard so na tiskanem vezju potrebni dodatni 
izenačevalniki, saj FPGA-ji ne morejo doseči dovolj velikega 
diferencialnega razpona napetosti;  
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- DSTAR-B: prenos prožilnih signalov iz časovne kartice do ostalih. Uporablja 
LVDS električni standard;  
- DSTAR-C: prenos prožilnih signalov iz ostalih kartic do časovne kartice. 
Uporablja LVDS električni standard.  
Slika 3.4 prikazuje nekaj najbolj priljubljenih električnih diferencialnih standardov, 
med njimi tudi LVPECL in LVDS, ki se uporabljata pri tem projektu.  
 
Slika 3.4:  Nekaj najpogostejših diferencialnih električnih standardov [26] 
Za B in C linije smo si zamislili, da namesto prožilnih signalov serijsko pošiljamo 
podatke. Ker so vse linije električno enako dolge ter se preko DSTAR-A-linij pošilja 
ura, smo se odločili za sinhron prenos podatkov brez preverjanja paritete.  
Vse linije so deklarirane za delovanje pod 100MHz, kar lahko v prihodnosti povzroča 
težave, saj predvidevamo delovanje tudi pri višjih frekvencah. Prvi testi pa 
nakazujejo, da je delovanje vseeno mogoče. Tu naj še omenim, da prenos preko 
časovnega sistema poteka pri veliko višjih frekvencah, bitna hitrost je 16-krat višja, 
simbolna pa 20-krat višja. Posledice tega so opisane v poglavju 3.5  Povezava 
navzdol med časovnim sprejemnikom in čelnimi napravami.  
3.4  Povezava med kontrolnim FPGA-jem in časovnim generatorjem 
Ta del komunikacijske verige sem pomagal načrtovati ter nekaj malega sodeloval 
tudi pri implementaciji ter testiranju, večino modulov pa je sprogramiral sodelavec.  
Komunikacijski protokol, uporabljen za v obe smeri, je sinhron 8N1, saj imamo 
povsod enako uro, ki je distribuirana po šasiji preko DSTAR-A-linij. Glej sliko 3.5. 
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Podatki so organizirani v obliki »little endian«, kar pomeni, da se najprej pošlje 
najmanj pomemben bit ter pri večjih podatkih najprej najmanj pomemben bajt.  
 
Slika 3.5:  8N1 [27] 
Komunikacija lahko poteka na dva načina. V enem načinu deluje kontrolni FPGA kot 
»master«, časovni generator pa kot »slave«. Ta način se uporablja za dostop do 
registrov časovnega generatorja. V drugem, »avtomatskem« načinu delovanja, je 
»master« časovni generator, kontrolni FPGA pa deluje v načinu poslušanja. V tem 
načinu generator avtomatsko prepošilja podatke iz časovnega omrežja v smeri 
navzgor preko DSTAR-linije na kontrolni FPGA.  
3.4.1  Ureditev podatkovnih paketov za dostop do registrov 
Za dostop do registrov smo si zamislili protokol, ki se zgleduje po AXI (Advanced 
Extensible Interface) [28] protokolu in vsebuje naslednje informacije: 
- smer prenosa (branje ali pisanje)  
- fiksen naslov ali avtomatsko povečevanje naslova 
- število podatkov za prenos 
- velikost podatka (1 bajt, 2 bajta, 4 bajte…) 
- naslov 
- podatki   
 
Razlog za rahlo kompleksen protokol je predvsem želja po zmanjševanju časa za 
prenos večjih blokov podatkov. Naslov, na katerega pišemo večje število podatkov, 
je lahko fiksen, kar pride v poštev pri pisanju v FIFO, lahko pa se povečuje, kar pride 
prav pri pisanju v RAM. Enako velja pri branju podatkov. Prebrani podatki se po 
določeni zakasnitvi pošljejo nazaj na kontrolni FPGA.  
3.4.2  Sodostop do registrov 
Do registrov na časovnem generatorju bi radi »hkrati« dostopali iz PCIe-krmilnika 
ter preko DSTAR-linij iz kontrolnega FPGA-ja. Morebitne »trke« zahtevkov (hkratne 
dostope) je potrebno ustrezno obdelati, kar pomeni, da je treba zakasniti en 
zahtevek. Ker noben od vmesnikov ni sposoben vsak cikel generirati novih 
zahtevkov, lahko za sodostop uporabimo kar časovno multipleksiranje. Slika 3.6 
prikazuje primer, ko pride do trka zahtevkov, in primer, ko do trka ne pride.  
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Slika 3.6:  Časovno multipleksiranje dostopa do registrov [27] 
Podatke iz bralno destruktivnih virov (FIFOti) je seveda mogoče prebrati le iz enega 
vmesnika.  
Dodaten problem nastopi zaradi različnih urinih področji. PCIe-komunikacija poteka 
na lastni uri, DSTAR pa na dogodkovni uri. Ker uri nista fazno ujeti, je potrebna 
sinhronizacija med področji. Dodaten zaplet je v tem, da se nekateri registri 
nahajajo na PCIe-področju, drugi pa na dogodkovnem področju. Tako potrebujemo 
nekakšno »vsi na vse« prevezavo z vsemi sinhronizacijami. Sama metoda 
sinhronizacije je preprosta, saj se podatki ne spreminjajo nekaj urinih ciklov in ni 
potrebe po uporabi sinhronizacijskih FIFO-tov. Arhitektura je prikazana na sliki 3.7.  
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Slika 3.7:  Arhitektura sodostopa do registrov [27] 
Z dostopom do vseh registrov smo dali kontrolnemu FPGA-ju moč, da popolnoma 
upravlja s časovnim generatorjem in to v realnem času. To pride prav predvsem za 
nalaganje novih sekvenc dogodkov in podatkov za nastavljanje nove delovne točke 
med pulzi pospeševalnika.   
3.4.3  Samostojen način delovanja 
Časovni generator lahko postavimo v samostojen način delovanja z vpisom v 
ustrezen register. S tem omogočimo generatorju, da avtomatsko pošilja prejete in 
dekapsulirane podatke iz optike na DSTAR-linijo do kontrolnega FPGA-ja. Kontrolni 
FPGA lahko prekine ta način z vpisom v ustrezni register. Dostop do ostalih registrov 
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v samostojnem načinu delovanja ni dovoljen. Tudi ko je poslan zahtevek za izstop iz 
samostojnega načina delovanja, se mora morebitni trenutni paket prenesti do 
konca. Izstop iz tega načina je označen z neaktivno linijo za določen čas.  
3.4.4  LabVIEW FPGA-podpora 
LabVIEW FPGA-knjižnica je razdeljena na dva nivoja (pripravljena sta bila dva 
razreda). Nižji nivo skrbi prem za oblikovanje in pošiljanje UART-paketov, zgornji 
nivo pa oblikuje višje nivojske pakete za dostop do registrov, sprejema in obdeluje 
odgovore, skrbi za vstop in izstop iz samostojnega načina delovanja ter v tem načinu 
sprejema in preverja prejete podatke.  
Javne metode (uporabniški vmesnik za uporabnika) omogočajo naslednje: 
- preverjanje, če je sistem v samostojnem načinu delovanja; 
- preverjanje, če je sistem v »master/slave« načinu delovanja; 
- vstop v samostojen način delovanja; 
- izstop iz samostojnega načina delovanja; 
- prejmi in preveri podatke, prejete v samostojnem načinu delovanja;  
- vpis v register časovnega generatorja;  
- pošlji ukaz za branje iz registra časovnega generatorja;  
- počakaj in vrni prebrane podatke iz registra časovnega generatorja.  
 
Za prenos podatkov navzdol mora uporabnik z uporabo zgoraj naštetih javnih 
metod naložiti podatke v RAM znotraj časovnega generatorja ter začeti prenos z 
ustreznim vpisom v register. Podobno deluje prenos sekvenc dogodkov.  
Za prenos podatkov navzgor mora uporabnik postaviti sistem v način poslušanja. 
Podatki se avtomatsko prenesejo in preverijo ter čakajo na branje v FIFO- 
medpomnilniku.  
3.5  Povezava navzdol med časovnim sprejemnikom in čelnimi 
napravami 
Časovni sprejemniki omogočajo predvsem generacijo prožilnih signalov za končne 
naprave, ne pa tudi kaj bolj kompleksnega. Zato potrebujemo čelne naprave, ki nam 
omogočajo podroben nadzor nad končnimi napravami. Med časovnim sistemom in 
čelnimi napravami zato potrebujemo možnost dvosmerne komunikacije, ki presega 
le preprosto proženje. V tem poglavju je predstavljen sistem za prenos navzdol, v 
naslednjem pa sistem za prenos navzgor.   
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3.5.1  Zahteve 
Nekatere zahteve za povezavo navzdol med časovnim sprejemnikom in čelnimi 
napravami so naslednje: 
- prenašati želimo dogodkovno uro, dogodke in podatke; 
- dogodki se morajo prenašati z deterministično zakasnitvijo; 
- prenos podatkov mora potekati brez izgub; 
- podpora za asinhrone dogodke (dogodki ki niso del sekvence); 
- deterministično želimo prenašati informacijo o času (ang. real time clock – 
RTC). 
3.5.2  Protokol za prenos podatkov 
Dogodkovno uro pošiljamo preko DSTAR-A-linij. Kot je bilo že omenjeno, lahko zato 
implementiramo sinhron protokol na DSTAR-B- in C-linijah. Razlikovanje med 
dogodki in podatki sem podprl tako, da sem v protokol dodal dodaten bit. Pasivno je 
linija visoko, torej na logični enki. Rezultirajoči protokol je tako sinhroni 9N1, »little 
endian«, kar pomeni, da se najprej pošlje podatkovni bit 0. Celoten čas za prenos 
enega paketa tako traja 11 urinih ciklov.  
3.5.3  Pasovne širine 
Simbolna frekvenca DSTAR-linij je enaka dogodkovni uri, medtem ko je simbolna 
frekvenca na optičnem nivoju v časovnem sistemu 20-krat višja. Zaradi 8B10B- 
kodiranja [29] je bitna hitrost na optiki 16-krat višja kot je dogodkovna ura. Znotraj 
ene periode dogodkovne ure se po optiki tako pošlje en bajt podatkov in en 8-bitni 
dogodek. Razlika v pasovni širini povzroča kar nekaj nevšečnosti in je posledično 
odgovorna za kar nekaj omejitev in implementacijskih detajlov, nekateri so opisani v 
poglavju 4.4  Ohranjanje determinizma dogodkov pri prenosu navzdol. 
3.5.4  Asinhroni dogodki 
Časovni sistem omogoča tudi prenos asinhronih dogodkov, to so dogodki, ki niso del 
sekvence, temveč so na generatorju proženi posebej, recimo iz vhodnih priključkov 
ali iz kontrolnega sistema. V obstoječem sistemu lahko ti dogodki prihajajo ob 
katerem koli času, tako da ne moremo zagotoviti 11 ciklov dolgega razmika med 
dogodki.  
Na generatorju se že sedaj asinhroni dogodki vrivajo, tako da imajo dogodki iz 
sekvence prioriteto. Če pride asinhron dogodek ob času, na katerem je že dogodek 
iz sekvence, asinhron dogodek počaka na prvo prosto mesto in se pošlje. To 
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»prepovedano območje« sem le razširil na 11 ciklov okrog vseh dogodkov. Asinhroni 
dogodki niso imeli nikoli popolnoma determinističnega značaja, sedaj se le njihova 
zakasnitev in nenatančnost nekoliko povečata.  
3.5.5  Prenos časa 
Informacijo o času lahko prenašamo na dva načina. En način je s posebej označenim 
podatkovnim paketom. Ker pa ta način ni determinističen, bi s tem izgubili 
natančnost in se ga zato izogibamo.  
Druga možnost je prenos s posebnimi dogodki. Za prenos določimo tri dogodke, ki 
imajo posebno vlogo. Z dvema prenesemo informacijo o času, s tretjim pa ta čas 
potrdimo. Bite o času pomikamo iz registra in če je bit logična nič, pošljemo en 
dogodek, če je bit logična ena, pa drugega. Na drugem koncu na enak način bite 
pomikamo v register. Ko pride potrdilni dogodek, čas premaknemo iz začasnega 
registra v prosto tekoči števec, kjer se nahaja trenutni čas.  
Vsi trije dogodki so obravnavani kot navadni asinhroni dogodki, kar nam, kot je bilo 
prej omenjeno, ne zagotavlja determinizma. Za sam prenos časa to niti ni 
pomembno, za prenos potrditve pa je determinizem nujen. Zato sem dodal za 
asinhrone dogodke še možnost, da se pošljejo le, če bi bili poslani deterministično, 
drugače so ignorirani. Da se tudi nastaviti za katere dogodke to možnost želimo. 
Tako se informacija o času potrdi le, ko je bila potrditev poslana deterministično, 
drugače se ohrani pretekli čas.  
3.5.6  LabVIEW FPGA-knjižnica 
Na strani LabVIEW FPGA sem pripravil knjižnico z metodami za dostop do prejetih 
dogodkov, podatkov in trenutnega časa. Knjižnica je razdeljena na dva dela: na 
privatne metode, ki skrbijo za prejemanje informacij in njihovo validacijo, in na 
javne metode, ki ponujajo dostop do preverjenih informacij.  
Na najnižjem nivoju je UART, ki sprejema podatke. Nato se ti razdelijo na 
dogodkovni in na podatkovni tok, glede na dodaten bit v UART-paketu. Za dogodke 
ni veliko dela, saj se samo zapišejo v FIFO-register. Javna metoda iz FIFO-ta bere. Če 
FIFO na obeh straneh deluje na isti urini domeni, se determinizem ohranja.  
Informacija o času deluje enako kot na časovnem sprejemniku. Iz dogodkovnega 
toka se izločajo dogodki, namenjeni prenosu časa, pomikajo se v register in ob 
prejemu potrditve se zapišejo v prosto tekoči števec, ki nosi informacijo o 
trenutnem času in je dosegljiv iz javne metode.  
Pri prenosu podatkov so stvari bolj zapletene, saj gre za končnemu uporabniku 
namenjeno knjižnico in mora biti podatkovni paket preverjen. Treba je preveriti 
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pravilen format paketa, dolžino in CRC. Več o tem v poglavju 4.3  Preverjanje 
pravilnosti podatkovnega paketa v LVFPGA. Javna metoda iz FIFO-ta bere 
preverjene podatke. Če je prišlo do napake, mora že vpisane podatke vseeno 
prebrati, ve pa, da so napačni, ker je napaka označena s posebnim bitnim signalom.  
Na ta način smo zelo hitro in realno časno časovno omrežje razširili do čelnih 
naprav, ki lahko glede na sprejete informacije učinkovito upravljajo s končnimi 
napravami. Za večjo uporabnost pa potrebujemo še prenos nazaj.  
3.6  Povezava navzgor 
Po časovnem omrežju navzgor (torej od sprejemnikov proti generatorju) moramo 
pošiljati podatke, ki so večinoma potrditve o doseženi novi delovni točki končnih 
naprav. Predvideno teh podatkov ni veliko, problem pa je, da je število naprav lahko 
veliko. Pri prenosu navzdol število sprejemnikov ni pomembno, saj gre za 
»broadcast« tip komunikacije. Navzgor pa moramo podatke iz vseh virov združevati, 
preprečevati trke in ohranjati podatkovne pakete homogene. Omrežje se lahko 
uporabi tudi za pošiljanje drugih tipov podatkov (recimo meritve iz zaznavanja 
pozicije pacienta), ne sme biti pa teh podatkov veliko, saj lahko zasičimo omrežje in 
s tem povečamo zakasnitve. Format potrditvenega paketa je prepuščen uporabniku, 
smiselno pa je, da vsebuje neko identifikacijsko številko in informacijo o tem, kaj se 
je zgodilo z zahtevkom (sprejet, zavrnjen, napaka, pripravljen…).   
Pri tem delu komunikacijske verige sem sodeloval na vseh področjih, nisem pa vsega 
naredil sam.  
3.6.1  LabVIEW FPGA-knjižnica za prenos med čelnimi napravami in časovnim 
sprejemnikom 
Prvi del komunikacijske verige je povezava med čelnimi napravami in časovnim 
sprejemnikom. En časovni sprejemnik je lahko preko DSTAR-linij povezan z mnogo 
čelnimi napravami (odvisno od šasije), ki upravljajo s končnimi napravami. Vsaka 
čelna naprava vsebuje programsko kodo, ki je prilagojena za upravljanje s to 
napravo. Ko je naprava postavljena v novo delovno točko, je treba navzgor poslati 
potrditev. Potrditev je uporabniško določen podatkovni paket, ki mora imeti 
standardno obliko okvira: 
1 bajt začetni bajt – 0x»7F« 
1 bajt dolžina paketa N 
N – 2 bajtov podatki 
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2 bajta CRC 
Tabela 3.1:  Podatkovni paket za prenos navzgor 
Pravilno oblikovanje podatkovnega okvira zagotavlja moj razred iz LabVIEW FPGA-
knjižnice. Deluje zelo podobno kot preverjanje podatkov pri prenosu podatkov 
navzdol, opisano v poglavju 3.5.6  LabVIEW FPGA-knjižnica in v poglavju 
4.3  Preverjanje pravilnosti podatkovnega paketa v LVFPGA. Seveda deluje zrcalno, 
saj paketa ne preverjamo, ampak ga sestavljamo. Z uporabniškega vidika sta na 
voljo dve javni metodi; z eno se v FIFO piše uporabniške podatke, z drugo pa 
privatnim metodam sporočimo, koliko podatkov smo zapisali v FIFO in so na voljo za 
pošiljanje (so del paketa). Mehanizem v ozadju sestavi, serializira in pošlje paket na 
DSTAR-linijo. Protokol je trenutno preprost 8N1, saj trenutno navzgor pošiljamo le 
podatke, ne pa tudi dogodkov.      
3.6.2  Prenos navzgor na časovnih sprejemnikih in koncentratorjih 
Podatki se na časovnih sprejemnikih sprejmejo, deserializirajo in zapišejo v FIFO. Da 
zagotavljamo homogenost paketov, moramo preverjati, kdaj je v FIFO-tu zapisan 
celoten paket in je pripravljen za nadaljnji prenos navzgor. Ker je linij več, mora 
imeti vsaka linija svojo instanco te kode.  
Komponenta, imenovana arbiter, nato izbira med FIFO-ti različnih linij ter prebere in 
pošlje paket navzgor, ko je pripravljen. Izbiranje je narejeno po krožnem principu 
(ang. round robin), ki zagotavlja enakopravnost linij in najmanjšo povprečno 
zakasnitev ene linije.  
V nadaljevanju moramo paket še prilagoditi za pošiljanje po časovnem omrežju in ga 
poslati.  
Strojna komponenta na časovnem omrežju, ki nam omogoča pošiljanje navzgor, je 
koncentrator, ki nadomešča fanout. Tudi tu gre za FPGA s prilagojeno programsko 
kodo. Mehanizem delovanja je praktično enak kot pri sprejemnikih. Razlika je le v 
tem, da imamo tu višjo pasovno širino, kar pomaga pri tem, da ne pride do 
nasičenja omrežja pri veliki količini komponent v omrežju. Koncentratorje lahko 
razporedimo v drevesno strukturo, vsak nivo pa doda nekaj zakasnitve zaradi 
kodiranja in medpomnjenja. 
3.6.3  Prenos do kontrolnega FPGA-ja 
Kot je bilo opisano že v poglavju 3.4.3  Samostojen način delovanja, podatke na 
koncu zbira kontrolni FPGA. Podatki se v časovnem generatorju zapisujejo v FIFO- 
medpomnilnik. Na generatorju se preverja kontrolni okvir za prenos po optiki in 
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dolžina paketov, ne pa tudi CRC. Za prenos do kontrolnega FPGA-ja je preko dostopa 
do registrov treba generator spraviti v samostojen način delovanja. Takrat se 
podatki preberejo iz FIFO-ta in preko UART-a pošljejo preko DSTAR-linije do 
kontrolnega FPGA-ja. Tam se podatki sprejmejo in preverijo (tudi CRC). Kaj se bo z 
njimi zgodilo potem, je stvar uporabniške aplikacije.   
S tem je krog komunikacije sklenjen in v realnem času smo sposobni prenašati 
informacije od kontrolnega FPGA-ja do čelnih naprav in nazaj.   
3.6.4  Možnost prenosa dogodkov navzgor in nadgradnja v odpovedni sistem 
Trenutno lahko navzgor pošiljamo le podatke, ne pa tudi dogodkov. V večini 
primerov nam to niti ne bi koristilo. Lahko bi pa časovni sistem brez dodatne strojne 
opreme uporabili kot hiter odpovedni sistem (ang. interlock system), kot je opisano 
v [30]. 
Odpovedni sistem poskrbi, da se pospeševalnik pravilno zaustavi, ko gre kaj narobe. 
Poskrbi, da vsi deli kontrolnega sistema dobijo informacijo o napaki in pravilno 
zaustavijo celoten sistem glede na napako. Sistem poskrbi za varno obratovanje 
pospeševalnika. To je posebej pomembno predvsem pri medicinskih aplikacijah, saj 
so lahko ogrožena človeška življenja [12]. 
Če pride do napake na eni napravi, bi lahko pripadajoča čelna naprava preko DSTAR-
linij časovnemu sprejemniku poslala deklariran dogodek, ki bi bil preko 
koncentratorjev propagiran do generatorja. Odpovedni dogodek bi lahko generiral 
tudi poseben vhod na časovnem sprejemniku. Generator mora biti nastavljen tako, 
da ob zaznavi odpovednega dogodka, le-tega pošlje nazaj navzdol, da ga dobijo vse 
naprave. Zažene pa lahko tudi posebno sekvenco dogodkov ali pa razpošlje posebne 
podatke. Časovni sprejemnik ali čelna naprava se mora v taki situaciji ustrezno 
odzvati in spraviti sistem v varno stanje.  
Taka nadgradnja bi po mojem mnenju prinesla veliko dodano vrednost z relativno 
malo vloženega dela. Seveda pa s tem dobi sistem še večjo odgovornost in posledice 
ob morebitni odpovedi sistema so še večje.     
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4  Izvedba nadgrajenega sistema  
Podroben opis implementacije celotnega sistema presega okvire tega zaključnega 
dela, zato bodo v nadaljevanju predstavljeni le nekateri zanimivejši izseki. 
4.1  Nastavitev vmesnika PXIe-signalov v VHDL 
Spodaj opisani primer prikazuje nastavitev DSTAR-vhodno-izhodnih diferencialnih 
izravnalnikov in nizkonivojske okoliške logike v programskem jeziku VHDL. Poudarek 
je na reševanju problemov zaradi nekaterih napačno polariziranih linij na tiskanem 
vezju.  
4.1.1  Nastavitev izravnalnikov 
Najprej je treba določiti, kateri notranji signali so povezani na katere priključke. 
Izsek iz UCF-datoteke (»user constraint file«), kjer nastavimo te povezave in 
izberemo LVDS-standard: 
NET "PXIE_DSTARC_N_i<10>" LOC = "M32" | IOSTANDARD = LVDS_25; 
NET "PXIE_DSTARC_P_i<10>" LOC = "L33" | IOSTANDARD = LVDS_25; 
Izsek iz VHDL-kode, kjer so inicializirani vhodni diferencialni izravnalniki (IBUFDS): 
gen_dstarc_ibufds: for I in 0 to 16 generate 
    comp_DSTARC_IBUFDS : IBUFDS 
    generic map ( 
        DIFF_TERM   => TRUE,  
        IOSTANDARD  => "DEFAULT") 
    port map ( 
        O   => s_PXIE_DSTARC(I),   
        I   => PXIE_DSTARC_P_i(I), 
        IB  => PXIE_DSTARC_N_i(I)   
    ); 
end generate gen_dstarc_ibufds; 
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Teh izravnalnikov je 17, za vsak DSTAR-C diferencialni par eden. Izbrana je vhodna 
terminacija, ki pomeni, da se med paricama postavi integrirani 100-ohmski upor. 
Standard je postavljen na privzeto vrednost, ki se prebere iz UCF-datoteke, torej 
LVDS. Na podoben način so nastavljeni tudi izhodni izravnalniki za DSTAR-B in A-
linije.  
4.1.2  Vhodno-izhodni registri 
Takoj za izravnalniki se nahaja prvi vzorčevalni register, ki je fizično lociran blizu 
izravnalnikov, znotraj vhodno-izhodnih blokov (IOB). Ta nam zagotavlja enake 
zakasnitve na vseh vhodno-izhodnih priključkih.  
4.1.3  Invertirane linije 
Nekatere linije imajo na tiskanem vezju obrnjeno polariteto. Predvidevam, da 
je razlog za to lažja fizična postavitev linij na vezju. Izsek iz shematike, ki prikazuje ta 
problem, je prikazan na sliki 4.1.  
 
Slika 4.1:  Izsek iz shematike z napačno in s pravilno povezanimi linijami 
Posledica tega je, da je polariteta prejetih podatkov obrnjena. To sem rešil z logično 
negacijo signalov v FPGA-logiki: 
s_PXIE_DSTARC_usr(2)    <= not s_PXIE_DSTARC(2); 
s_PXIE_DSTARC_usr(10)   <= s_PXIE_DSTARC(10); 
Podobno tudi za DSTAR-B-izhodne signale.  
Pri DSTAR-A je situacija rahlo drugačna, saj tu pošiljamo uro, ki je ne smemo 
obračati v logiki, saj bi se lahko pojavile nezaželene in nepredvidene zakasnitve. 
Priporočen način za pošiljanje ure na izhodne priključke je uporaba ODDR- 
osnovnega gradnika. Gre  za register, ki omogoča dvojno hitrost vzorčenja, torej 
vzorčenje na obe fronti ure (DDR – ang. double data rate). Tudi ta se nahaja v 
vhodno-izhodnem bloku in pomaga pri izenačevanju zakasnitev med priključki. Kot 
prikazuje izsek iz kode, postavimo izhod ob eni fronti ure na logično enko, na drugi 
pa na nulo ter tako na izhodnem priključku reproduciramo uro: 
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    --! used to invert clock for some DSTARA lines, due to wrongly routed wires. 
    s_PXIE_DSTARA_P       <= not c_PXIE_DSTARA_pol; 
    s_PXIE_DSTARA_N       <=     c_PXIE_DSTARA_pol; 
 
--! Added FF at the output to equalise timing 
    gen_dstara_oddr: for I in 0 to 16 generate       
       comp_DSTARA_ODDR : ODDR 
       generic map( 
          DDR_CLK_EDGE => "SAME_EDGE",  -- "OPPOSITE_EDGE" or "SAME_EDGE"  
          INIT => '0',                  -- Initial value for Q port ('1' or '0') 
          SRTYPE => "SYNC")             -- Reset Type ("ASYNC" or "SYNC") 
       port map ( 
          Q  => s_PXIE_DSTARA(I),   -- 1-bit DDR output 
          C  => s_tg_clk,           -- 1-bit clock input 
          CE => '1',                -- 1-bit clock enable input 
          D1 => s_PXIE_DSTARA_P(I), -- 1-bit data input (positive edge) 
          D2 => s_PXIE_DSTARA_N(I), -- 1-bit data input (negative edge) 
          R  => s_tg_rst,           -- 1-bit reset input 
          S  => '0'                 -- 1-bit set input 
       ); 
    end generate gen_dstara_oddr; 
»c_PXIE_DSTARA_pol« je konstanta, definirana v drugi datoteki in opisuje, katere 
linije so invertirane in katere niso. 
4.1.4  Upori za nastavitev privzetega stanja 
Če DSTAR-C-vhodne linije niso povezane, to je, ko v pripadajoči reži ni kartice, bi 
signal lahko šel na naključno vrednost, ali v najslabšem primeru nekontrolirano 
»plesal«. Zato so potrebni upori, ki nedefinirano napetost potegnejo na privzeto 
vrednost. Želimo si visoko privzeto vrednost, to je logično enico, saj je takrat serijski 
protokol v pripravljenosti. Da to dosežemo, mora biti na P-linijo vezan upor proti 
napajanju (»pull-up«), na N-linijo pa upor proti masi (»pull-down«). Za invertirane 
linije velja ravno obratno. Po navadi se to naredi v UCF-datoteki, vendar zaradi 
hrošča v orodju Xilinx ISE za diferencialne linije to ne deluje in osnovni gradniki so 
inicializirani ročno v kodi:  
comp_DSTARC2_PULLUP   : PULLDOWN port map (s_PXIE_DSTARC_P(2));        
comp_DSTARC2_PULDOWN  : PULLUP   port map (s_PXIE_DSTARC_N(2));   
comp_DSTARC10_PULLUP  : PULLUP   port map (s_PXIE_DSTARC_P(10));        
comp_DSTARC10_PULDOWN : PULLDOWN port map (s_PXIE_DSTARC_N(10));   
Žal so testiranja pokazala, da signal ne zleze na želeno vrednost, dobra stvar pa je, 
da vsaj ne pleše. Ravno tako ne pleše, če uporov ni, kar pomeni, da je v ozadju nek 
mehanizem, ki ga ne razumemo popolnoma.  
Nepopolna rešitev je, da programsko omogočimo le linije, za katere vemo, da jih 
uporabljamo, torej le tam, kjer je na drugem koncu priključena kartica.  
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4.2  Stil programiranja v LVFPGA 
Za gradnjo večjega projekta se moramo pri programiranju držati predhodno 
določenih smernic in navodil. Želeli smo, da nam stil omogoča ločitev kode na del, ki 
je pomemben za uporabnika, in na »skriti« del, ki samostojno opravlja svojo 
funkcijo. Poleg tega smo želeli hierarhično delitev kode in s tem gnezdenje. Želimo 
tudi delitev kode na del, odvisen od strojne opreme, in na neodvisen del.  
Rešitev nam ponuja predvsem možnost objektnega programiranja v LabVIEW FPGA-
programskem jeziku. Vertikalno lahko projekt razdelimo na različne razrede, 
horizontalno pa na privatne in javne metode. Komponente, odvisne od strojne 
opreme, lahko določimo na enem mestu in v sami funkcionalni kodi operiramo le z 
referencami do teh osnovnih gradnikov.  
 
Slika 4.2:  Primer stila programiranja 
Osnovni primer uporabe tega stila programiranja je prikazan na sliki 4.2. Na levi 
definiramo vhodno-izhodne priključke, ki jih pripeljemo v modul, imenovan 
konstruktor. V njem definiramo še ostale fiksne osnovne gradnike, kot so registri in 
FIFO-ti. Reference do vseh vključimo v rdečo žico »razreda«. Nato pokličemo glavni 
modul, v katerem samostojno poteka »skriti« del funkcionalnosti v svoji lastni zanki. 
Do njega dostopamo preko registrov in FIFO-tov, uporabljenih v javnih metodah. Te 
metode lahko uporabimo v prednji zanki, kjer se nahajajo tudi kontrole, indikatorji 
in DMA FIFO-ti, ki so povezani v kontrolni računalnik.  
Ta način omogoča tudi gnezdenje, saj lahko konstruktor in glavni modul vključimo v 
konstruktor in glavni modul nadrejenega razreda.  
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4.3  Preverjanje pravilnosti podatkovnega paketa v LVFPGA  
V LabVIEW FPGAju nimamo problemov z DSTAR-linijami, saj je za to poskrbel že 
National Instruments. Tudi s preslikavami med linijami in režami v šasiji se nam ni 
treba ukvarjati, saj ima več linij le časovna kartica. Spodaj je zato raje predstavljen 
primer preverjanja pravilnosti podatkovnega paketa.   
Podatkovni paket, ki se prenaša po omrežju navzdol, ima naslednjo obliko:  
1 bajt začetni bajt – 0x»7F« 
1 bajt dolžina paketa N 
N - 2 bajtov podatki 
2 bajta CRC 
256 – 4 – N bajtov bajt 0  
Tabela 4.1:  Oblika podatkovnega paketa pri prenosu navzdol 
Ničle na koncu prenosa so ostanek iz preteklosti in so tam zaradi lažje 
implementacije in manjše porabe virov, ki so bili v originalnem dizajnu zelo omejeni 
(Virtex 2 Pro FPGA). Na optiki je paketni okvir omejen še s posebnimi simboli, ki so 
značilnost 8B10B-kodiranja in omogočajo lažjo poravnavo na začetek paketa. Tega 
seveda pri serijskem UART-protokolu nimamo.  
Za preverjanje pravilnosti prejetih podatkov je v LVFPGA-ju implementiran kontrolni 
avtomat stanj, ki ima stanja, pripadajoča posameznim delom paketa. Najprej čaka 
na začetni bajt, nato prebere dolžino paketa in v FIFO pretoči za N – 2 bajtov 
podatkov, ki prihajajo. Ves čas se računa pretočni CRC in na koncu se pogleda 
ostanek, ki mora biti 0. Takrat se v drug FIFO vpiše dolžina zapisanih podatkov in 
status napake. Takoj se lahko začne obdelovati naslednji paket.  
Javna metoda pa mora čakati na FIFO, v katerem je informacija o dolžini zapisanih 
podatkov in toliko podatkov iz podatkovnega FIFO-ta tudi prebrati in dati na 
razpolago uporabniku.  
Izsek iz kode je prikazan na sliki 4.3 s samo enim prikazanim stanjem, saj v LabVIEW-
ju ne moremo prikazati celotnega avtomata hkrati.  
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Slika 4.3:  Preverjanje pravilnosti podatkovnega paketa 
4.4  Ohranjanje determinizma dogodkov pri prenosu navzdol 
Kot je bilo omenjeno že predhodno, je pasovna širina po optiki precej večja kot po 
DSTAR-linijah. Kljub temu si želimo med časovnim sprejemnikom in čelnimi 
napravami prenesti vse informacije. Poleg tega morajo biti dogodki preneseni 
deterministično.  
Za dosego tega morajo imeti dogodki prioriteto pred podatki. Tako se mora 
dogodek vriniti med podatke, tudi če podatkovni paket še ni bil v celoti prenesen. 
Seveda pa ne smemo prekiniti prenosa UART-besede, ki traja 11 ciklov.  
Vse to zagotovimo na način, da vse dogodke zakasnimo za 11 ciklov. Še ne do konca 
preneseno podatkovno besedo prenesemo do konca, naslednje prenose pa 
prepovemo. Po 11 ciklih prenesemo dogodek, nato pa linijo spet sprostimo za 
podatke. Na ta način so dogodki vedno preneseni z deterministično zakasnitvijo.  
Ker se informacije pošiljajo mnogo počasneje kot preko optike in ker zaradi vrivanja 
dogodkov izgubimo determinizem pri prenosu podatkov, je za preprečevanje izgub 
potrebno uporabljati primerno velik medpomnilnik.  
Ker poteka prenos dogodkov 11 urinih ciklov, se sama po sebi pojavi omejitev za 
najmanjšo periodo dogodkov v sekvenci. Še vedno omogočamo ločljivost enega 
cikla dogodkovne ure, le dogodki morajo biti vsaj 11 ciklov narazen.  
Okvirna arhitektura sistema za prenos informacij navzdol med časovnim 
sprejemnikom in ostalimi karticami v šasiji je prikazana na sliki 4.4.  
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Slika 4.4:  Arhitektura prenosa podatkov navzdol [27] 
Podatki in dogodki pridejo iz GTX-serijskega sprejemnika. Podatkom se odstrani 
simbole, ki označujejo začetek in konec podatkovnega okvira, ter se jih zapiše v 
FIFO. Dogodki so zakasnjeni za konstanten čas. Nato se izbere naslednjo UART-
besedo ter se ji doda dodaten identifikacijski bit ter se jo pošlje v UART-modul. 
Podatkovni tok iz UART-a se replicira in pošlje na vse DSTAR-B-linije. Dodatna 
možnost je tudi onemogočanje določenih linij, kar se določi z bitno masko v 
kontrolnem registru.   
4.5  Preslikava med DSTAR-linijami in režami šasije 
Slika 4.5 prikazuje shemo NI 1082-šasije z vrisanimi DSTAR-linijami in STL-linijami 
(ang. Star Trigger Line). Slednje so TTL-linije, ki potekajo od časovne reže do vseh 
ostalih rež in so namenjene prožilnim signalom. Uporabljamo jih na časovnemu 
sprejemniku za proženje ostalih kartic v šasiji. Seveda hoče uporabnik natančno 
določiti, katero kartico želi prožiti in ob katerem času. Uporabnik ve, v kateri reži 
ima katero kartico, ne ve pa, kateremu STL-indeksu ta reža pripada, sploh ker je 
povezava med režami in indeksi odvisna od modela šasije. Na časovnemu 
generatorju pa je treba nastaviti, v kateri reži se nahaja kontrolni FPGA, torej kateri 
DSTAR-set linij se uporablja za komunikacijo.  
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Slika 4.5:  Shema šasije z DSTAR in STL-linijami [31] 
Da uporabniku ne bi bilo treba vsakič posebej odpirati podatkovnega lista in ročno 
opravljati pretvorbe, smo avtomatsko pretvorbo podprli v LabVIEW- integraciji 
sistema v kontrolni sistem.  
Najprej je treba zaznati model šasije. LabVIEW to možnost ima, čeravno ne najbolj 
elegantno zastavljeno. Na krmilniku šasije morajo biti nameščeni gonilniki za šasijo. 
Pripravili smo tudi tekstovno datoteko v formatu JSON, v kateri so za dve največkrat 
uporabljeni šasiji napisane preslikave med režami in DSTAR-linijami ter preslikave 
med režami in STL-linijami. Na koncu smo sicer ugotovili, da je podobna datoteka že 
na voljo na vsaki šasiji po namestitvi gonilnikov, vendar smo takrat že imeli vse 
implementirano in zdelo se nam je tudi rahlo komplicirano uporabljati priloženo 
datoteko, saj sta njeno ime in njena lokacija lahko različna za različne šasije. Izsek iz 
JSON-datoteke:  
[ 
  { 
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   "Chassis name":"NI PXIe-1082",    
   "Slot to TL Array":[ 
    { 
     "Response interface":"FP1", 
     "TL set":"FP", 
     "TL num":0 
    }, 
    { 
     "Response interface":"FP2", 
     "TL set":"FP", 
     "TL num":1 
    }, 
    { 
     "Response interface":"FP3", 
     "TL set":"FP", 
     "TL num":2 
    }, 
    { 
     "Response interface":"Slot1", 
     "TL set":"BP", 
     "TL num":2 
    }, 
    . . .                                                
    { 
     "Response interface":"Slot8", 
     "TL set":"BP", 
     "TL num":6 
    }        
   ], 
   "DSTAR Map Array":{ 
    "DSTAR Map Array":[ 
     { 
      "Slot":"Slot2", 
      "Index":2 
     }, 
     { 
      "Slot":"Slot3", 
      "Index":1 
     }, 
     . . . 
     { 
      "Slot":"Slot8", 
      "Index":11 
     } 
    ] 
   } 
  }, 
  { 
   "Chassis name":"NI PXIe-1085",    
   "Slot to TL Array":[ 
    { 
     "Response interface":"FP1", 
     "TL set":"FP", 
     "TL num":0 
    }, 
    . . . 
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    { 
     "Response interface":"Slot18", 
     "TL set":"BP", 
     "TL num":16 
    } 
   ], 
   "DSTAR Map Array":{ 
    "DSTAR Map Array":[ 
     { 
      "Slot":"Slot2", 
      "Index":6 
     }, 
     . . . 
     { 
      "Slot":"Slot18", 
      "Index":15 
     } 
    ] 
   } 
  } 
]   
Prednost JSON-formata je, da ga LabVIEW zelo dobro podpira, saj lahko to datoteko 
brez problema pretvorimo v osnovne podatkovne tipe, kot so cela števila (ang. 
integers) in znakovni nizi (ang. strings), oklepaji se pretvorijo v zbirke (ang. arrays) 
ali skupke (ang. clusters)... Pripravil sem tudi dve funkciji, od katerih ena naredi 
pretvorbo iz številke reže (ang. slot) v indeks STL-linij, druga pa pretvorbo v drugo 
smer. Uporablja se ju za nastavitev prožilnih signalov ter za beleženje odzivov le-teh. 
Podobno je sodelavec naredil tudi za DSTAR-linije.  
FPGA pa po drugi strani ne ve ničesar o režah, ampak deluje le na nivoju indeksov 
DSTAR- in STL-linij.  
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5.1  Testiranje DSTAR-linij 
PXIe-produkti proizvajalca MRF so sicer proizvedeni v skladu z PXIe-standardi, kar 
pomeni, da podpirajo DSTAR-linije, vendar originalen produkt teh linij ne uporablja. 
To pomeni, da je bilo pred samim razvojem treba testirati, če strojna oprema deluje 
pravilno.  
Testni sistem je v šasiji vseboval PXIe MRF-kartico in NI FlexRIO-kartico. V prvem 
testu sem MRF-kartico sprogramiral tako, da je iz DSTAR-C na DSTAR-B potekala le 
asinhrona povratna vezava, vmesen signal pa je bil speljan tudi na prednji priključek 
in od tam na osciloskop. FlexRIO-kartico se programira v LabVIEW FPGA-
programskem jeziku, katerega je prevzel sodelavec, saj takrat tega še nisem znal 
programirati. Pripravil je več preprostih testnih programov, vsi pa so na eno linijo 
pošiljali podatke in gledali, če se na drugi kaj spremeni. 
V prvih poskusih so bili rezultati porazni, saj se nikjer ni opazilo nobene aktivnosti. S 
premikanjem po drugih režah v šasiji sva ugotovila, da so rezultati zelo naključni. Za 
razjasnitev sva na kartico priklopila nekaj žic in jih peljala na osciloskop. Glavni 
problem pri opazovanju teh signalov je, da so linije diferencialne. Ugotovila sva 
predvsem, da je viden presluh med linijami in da so rezultati še vedno zelo naključni 
s tendenco k nedelovanju.  
Po tednu testiranj sva obupala in pisala proizvajalcu, saj sva sumila, da imava 
verjetno napačno shematiko ali UCF-datoteko (datoteka z opisom preslikav med 
priključki in notranjimi signali FPGA-ja). Izkazalo se je, da imamo res zastarelo 
shematiko ter da je tudi UCF napačen (tudi ta, ki sva ga dobila od proizvajalca). 
Pojavilo se je več nepričakovanih in zanimivih problemov, katerih reševanje je 
zahtevalo kar veliko časa in iznajdljivosti. Podrobnosti in izseki iz kode so 
predstavljeni v poglavju 4.1  Nastavitev vmesnika PXIe-signalov v VHDL.  
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Izkazalo se je tudi, da povezava med indeksom DSTAR-linije in označbo reže v šasiji 
ni enolična, oziroma da je odvisna od modela šasije. Rešitev tega problema je 
podrobno opisana v poglavju 4.5  Preslikava med DSTAR-linijami in režami šasije. 
5.2  Aplikacija za testiranje celotnega sistema 
Za potrebe meritev in testiranja celotnega sistema je bilo treba razviti LVFPGA-
aplikacijo za kontrolni FPGA in za čelne naprave, ki bo nadgrajen časovni sistem 
uporabljala na podoben način, kot je predvidena končna uporaba na samem 
pospeševalniku. Za začetek ponovno poglejmo shemo primera uporabe 
nadgrajenega sistema na sliki 5.1.  
 
Slika 5.1:  Primer uporabe nadgrajenega sistema [14, 15] 
Razvita testna aplikacija omogoča avtomatski prenos podatkov navzdol in zbiranje 
odgovorov z več čelnih naprav. Frekvenca prenosa podatkov je nastavljiva. 
Avtomatsko se izvaja tudi meritev časa, potrebnega za celoten krog. Na čelnih 
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napravah poteka le preverjanje pravilnosti podatkov in avtomatsko generiranje 
odgovorov.  
GPS-sprejemnik emuliramo v časovnem generatorju, začetni čas naložimo iz 
programske opreme. Namesto glavnega oscilatorja uporabljamo lokalno referenco 
na časovnem generatorju. Prenos podatkov na generatorju prožimo ročno z vpisom 
v ustrezen register preko DSTAR-vmesnika. Periodično proženje emuliramo v 
kontrolnem FPGA-ju, frekvenca je nastavljiva.  
Aplikacija na kontrolnem FPGA-ju vključuje nadzorni avtomat stanj s sledečimi 
stanji:  
- Idle: privzeto stanje, čakanje na prožilni impulz;  
- Goto Master: pojdi v master/slave način delovanja; 
- Is Master: preveri, če je vmesnik v master/slave načinu; 
- Load PTD: v RAM časovnega generatorja naloži podatke za prenos; 
- Send PTD: sprožimo pošiljanje podatkov; 
- Goto Listen: pojdi v samostojen način delovanja; 
- Is Listen: preveri, če je vmesnik v samostojnem načinu delovanja; 
- Receive PTD: prejmi odgovore s čelnih naprav. Preveri, če so prejeti 
odgovori pravilni in če so bili prejeti vsi predvideni odgovori;  
- Error: v primeru napake pojdi v to stanje in v njem ostani.  
 
Oblika uporabniškega paketa za prenos navzdol je sledeča: 
- fiksna identifikacijska številka, 
- ukazna beseda (fiksno nastavljena na 1), 
- zaporedna številka, ki se pri vsakem prenosu poveča za 1. 
 
Čelna naprava sprejme in preveri prejete podatke. Nato generira odgovor v obliki: 
- identifikacijska številka čelne naprave (unikatna, nastavljena iz kontrolne 
programske opreme), 
- status (fiksno nastavljen na 2), 
- zaporedna številka, prejeta iz smeri navzdol. 
 
Pri prenosu navzdol je bilo treba razviti modul za generacijo celotnega 
podatkovnega paketa. Tu je potrebno predvsem računanje CRC-ja, saj knjižnica tega 
ne ponuja. Pri prenosu navzgor je bil glavni problem zbiranje in preverjanje 
pravilnosti vseh odgovorov. V primeru, da imamo v isti šasiji dve čelni napravi, 
moramo iz kontrolnega računalnika pognati dve instanci iste kode z različnima 
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ciljnima napravama in z določeno različno identifikacijsko številko. Pripravili smo 
zaganjalno aplikacijo, ki s pomočjo asinhronih klicev vse to zmore.  
5.3  Zmogljivost in zanesljivost pošiljanja podatkov 
Vrednotenje zmogljivosti nadgrajenega sistema je težavno, saj je odvisno od veliko 
dejavnikov, povezanih z načinom uporabe sistema. Meritev je bila izvedena z 
aplikacijo, opisano v prejšnjem poglavju in z naslednjo konfiguracijo sistema:  
- trije bajti uporabniških podatkov pri prenosu navzdol in navzgor,  
- meritev z enim koncentratorjem in brez njega,  
- meritev z 2 m dolgimi kabli; če je uporabljen koncentrator, sta uporabljena 
dva krajša kabla, skupna dolžina ostaja ista,   
- en časovni sprejemnik, ki ima v svoji šasiji dve čelni napravi. 
 
Srednja zakasnitev za celoten krog prenosa, kot je opisano v prejšnjem poglavju, 
znaša 781 urinih ciklov, kar pri 100 MHz-uri znaša 7810 ns. Zaradi arbitracije 
zakasnitev ni fiksna, razlika med največjo in najmanjšo vrednostjo je 23 ciklov.  
Če koncentrator umaknemo, je zakasnitev 753 ciklov, kar nam pove, da vsak 
koncentrator vnese 28 ciklov zakasnitev. Razlika med največjo in najmanjšo 
vrednostjo je tokrat 16, kar nam pove, da vsaka koncentratorska stopnja vnese 7 
urinih ciklov negotovosti. Za meritev je bil uporabljen vzorec velikosti 10006.  
Zakasnitev se povečuje z večanjem nivojev omrežja (dodajanjem koncentratorjev), 
daljšimi kabli, daljšimi podatkovnimi paketi, povečanjem števila čelnih naprav ter 
seveda s časom, ki ga porabi uporabniška aplikacija na strani kontrolnega FPGA-ja in 
čelnih naprav. Ne smemo namreč pozabiti, da je namen čelnih naprav ponastavitev 
fizičnih naprav, ki lahko traja precej časa. Zato mora biti čas, porabljen za 
procesiranje in prenos preko omrežja, relativno majhen.  
Sistem je lahko opravil nekaj milijard ciklov brez napak, preden smo ročno ustavili 
test. Trenutno sicer še ni bil preizkušen v različnih možnih konfiguracijah sistema. Za 
testiranje arbitracije na koncentratorju smo testirali tudi konfiguracijo z dvema 
šasijama.   
Menim, da bo naš sistem glede na te meritve sposoben doseči zastavljeni cilj, ki 




6  Trenutno stanje in predvidene prihodnje dejavnosti 
 
Produkt je v času pisanja tega dela v zaključnih korakih trenutne faze razvoja. Sledi 
dokončanje dokumentacije, priprava programov za avtomatsko testiranje sistema in 
izvedba podrobnih in dolgotrajnih testov ter seveda odpravljanje morebitnih 
hroščev, ki jih pokaže testiranje.   
V prihodnosti sledi faza razvoja, ko se v sistem vgradi funkcionalnosti, specifične za 
potrebe stranke. Z prvo stranko imamo že podpisano pogodbo. V tej ali v vmesni 
fazi bo verjetno treba implementirati še določene pomembne osnovne 
funkcionalnosti, kot je na primer podpora za različne frekvence dogodkovne ure.  
Pokazalo se je tudi, da bi sistem lahko uporabili izven namena adaptivnega 
skeniranja in tudi izven trga protonske terapije. Ker je sistem delno kompatibilen z 
standardnim MRF-sistemom, lahko v že obstoječ časovni sistem vključimo le naše 
časovne sprejemnike in s tem pridobimo dodatne funkcionalnosti, kot je recimo 
sinhrono vzorčenje signalov in njihovo opremljanje s časovnimi žigi na platformi 
FlexRIO.  
Na tem mestu bi še omenil, da se naprava za protonsko terapijo uporablja v 
medicini za zdravljenje pacientov in se mora kot taka pokoravati striktnim 
medicinskim standardom, kot je na primer ISO 13485 [32] standard za razvoj 
medicinskih naprav in IEC 62304 [33] standard za razvoj medicinske programske 
opreme. Zaradi lažje implementacije in nižjih stroškov pa je lahko razdeljena na 
medicinski in na nemedicinski del. Časovni sistem, predstavljen v tem delu, je del 
kontrolnega sistema pospeševalnika delcev, ki lahko spada v nemedicinski del, zato 
ni potrebe po sledenju medicinskim standardom. Oba dela ločuje več varnostnih 
komponent, ena izmed njih se imenuje sistem za dostavo doze (ang. dose delivery 
system). Njena naloga je meritev radiacijske doze, dostavljene pacientu, in v 
primeru prekoračitve ali napake preprečevanje nadaljnjega doziranja.  
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7  Zaključek 
V tem zaključnem delu je opisan dogodkovno gnani časovni sistem, osnovan na 
strojni opremi podjetja MRF in razvit v podjetju Cosylab d.d. Opisane so osnovne 
funkcionalnosti sistema in arhitektura omrežja. Podrobno so opisani osnovni 
principi prenosa podatkov in predstavljenih je nekaj izvedbenih detajlov. Kot ciljni 
primer uporabe je mišljeno adaptivno skeniranje pri protonski terapiji za zdravljenje 
raka, kjer je kot izvor protonov uporabljen linearni pospeševalnik delcev. Takega 
delujočega sistema na trgu še ni, ima pa velik potencial za povečanje 
konkurenčnosti tega tipa zdravljenja. Produkt, predstavljen v tem delu, bi bil lahko 
ključni gradnik takih sistemov in njegova uporaba bi močno zmanjšala stroške in čas 
razvoja. Produkt je v zaključnih fazah razvoja, prikazano je bilo stabilno delovanje in 
izvedene so bile meritve, ki kažejo vrednosti znotraj želenih mej. Predvideva se 
prodaja in uporaba produkta na trgu, pred tem pa je potrebnih še nekaj korakov.  
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