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Resumen
A dı´a de hoy, la gran mayorı´a de productos que podemos encontrar en el mercado esta´n
basados en dispositivos que tienen la capacidad de ser reprogramados segu´n las necesi-
dades, siendo el firmware un factor a tener en cuenta en el disen˜o de un sistema. Es por
ello, que no solo el firmware podra´ ser programado en produccio´n por el fabricante sino
que el usuario debera´ de ser capaz de actualizar el software de dicho dispositivo ya sea
para resolver posibles problemas o bien para an˜adir o mejorar prestaciones. Para ello,
se necesitara´ de un programa residente en la memoria del dispositivo, conocido como
Bootloader, el cual se ejecuta cuando sea necesario actualizar el firmware. Este progra-
ma recibe a trave´s de un cierto protocolo de comunicaciones los datos sobre el nuevo
firmware y lo debera´ de interpretar y grabar en la memoria de programa del dispositivo.
En este proyecto, se estudiara´ el uso del Bootloader que incorpora ya de fa´brica el micro-
controlador MSP430FR6989 para poder realizar las actualizaciones a trave´s de conexio´n
USB o Bluetooth. Para ello, se ha disen˜ado el hardware necesario escogiendo los dispo-
sitivos ma´s convenientes que permitan establecer conexio´n entre el microcontrolador y un
ordenador personal, y gracias a LabVIEW se ha creado una aplicacio´n que sirve como
interfaz de usuario y de control del Bootloader.
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Overview
Nowadays, most of the products that we can find in the market are based on devices that
can be reprogrammed, being firmware a major factor to consider when designing a sys-
tem. It means that the firmware will not be only programmed by the manufacturer during
production as the user will also be able to update it in order to solve possible issues or
improve the device’s performance. To do this, a program resident in the device’s memory,
known as Bootloader, will be executed, allowing the firmware getting updated. This pro-
gram receives the firmware data through an specific communications protocol and must
interpret and write the data in the program memory of the device.
In this final degree project, is going to be explained how the Bootloader works and how it is
going to be used in the MSP430FR6989 in order to be able to update the firmware via USB
or Bluetooth.For this, the hardware has been designed by choosing the most convenient
devices that allow establishing communication between the microcontroller and a personal




CAPI´TULO 1. Introduccio´n . . . . . . . . . . . . . . . . . . . . . . . . . . 1
CAPI´TULO 2.Estado del arte . . . . . . . . . . . . . . . . . . . . . . . . . 3
2.1. Me´todos para la actualizacio´n del firmware en microcontroladores . . . . 3
2.2. Arquitectura del Bootloader del MSP430FR6989 . . . . . . . . . . . . . . . 4
2.2.1. Invocacio´n del Bootloader . . . . . . . . . . . . . . . . . . . . . . . 5
2.2.2. Protocolos de comunicacio´n . . . . . . . . . . . . . . . . . . . . . . 5
2.2.3. Comandos de control . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.2.4. Secuencia de actualizacio´n del firmware . . . . . . . . . . . . . . . 12
CAPI´TULO 3.Seleccio´n y disen˜o del hardware . . . . . . . . . . . . . 15
3.1. Arquitectura . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.2. Kit de desarrollo MSP-EXP430FR6989 . . . . . . . . . . . . . . . . . . . . 16
3.3. Pasarela de comunicaciones serie/USB FT232R . . . . . . . . . . . . . . . 18
3.3.1. Caracterı´sticas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.3.2. Configuracio´n a trave´s de FT PROG . . . . . . . . . . . . . . . . . 19
3.3.3. Montaje del FT232R con el kit MSP-EXP430FR6989 . . . . . . . . . 20
3.4. Mo´dulo Bluetooth RN41-I/RM . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.4.1. Caracterı´sticas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.4.2. Configuracio´n del mo´dulo RN41-I/RM a trave´s del modo comandos . 23
3.4.3. Montaje del mo´dulo RN41-I/RM con el kit MSP-EXP430FR6989 . . . 27
CAPI´TULO 4.Bootloader Scripter . . . . . . . . . . . . . . . . . . . . . . 29
4.1. Introduccio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.2. Librerı´as para el control del Bootloader . . . . . . . . . . . . . . . . . . . 30
4.3. Aplicacio´n principal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
4.3.1. Cargar imagen a trave´s de archivo de texto . . . . . . . . . . . . . . 37
4.3.2. Comandos especiales del Bootloader . . . . . . . . . . . . . . . . . 40
4.4. Futuras aplicaciones . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
Conclusiones . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
Bibliografı´a . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
I´NDICE DE FIGURAS
2.1 Secuencia RESET esta´ndard . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 Secuencia de acceso al Bootloader . . . . . . . . . . . . . . . . . . . . . . . 5
2.3 Estructura de un paquete de datos . . . . . . . . . . . . . . . . . . . . . . . . 6
2.4 Co´digo de la UART en el paquete de datos enviados . . . . . . . . . . . . . . 7
2.5 Co´digo de la UART en el paquete de datos recibidos . . . . . . . . . . . . . . 8
2.6 Estructura de Core Response . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.7 Ejemplo de comando RX Data Block enviado . . . . . . . . . . . . . . . . . . 9
2.8 Ejemplo de comando RX Data Block recibido . . . . . . . . . . . . . . . . . . 9
2.9 Ejemplo de comando RX Password enviado . . . . . . . . . . . . . . . . . . . 9
2.10Ejemplo de comando RX Password recibido . . . . . . . . . . . . . . . . . . . 9
2.11Ejemplo de comando Mass Erase enviado . . . . . . . . . . . . . . . . . . . . 10
2.12Ejemplo de comando RX Password recibido . . . . . . . . . . . . . . . . . . . 10
2.13Ejemplo de comando CRC Check enviado . . . . . . . . . . . . . . . . . . . . 10
2.14Ejemplo de comando CRC Check recibido . . . . . . . . . . . . . . . . . . . . 10
2.15Ejemplo de comando Load PC enviado . . . . . . . . . . . . . . . . . . . . . 11
2.16Ejemplo de comando TX Data Block enviado . . . . . . . . . . . . . . . . . . 11
2.17Ejemplo de comando TX Data Block recibido . . . . . . . . . . . . . . . . . . 11
2.18Ejemplo de versio´n de Bootloader . . . . . . . . . . . . . . . . . . . . . . . . 11
2.19Ejemplo de comando TX BSL Version enviado . . . . . . . . . . . . . . . . . . 11
2.20Ejemplo de comando TX BSL Version recibido . . . . . . . . . . . . . . . . . . 12
2.21Ejemplo de comando RX Data Block Fast enviado . . . . . . . . . . . . . . . 12
2.22Ejemplo de comando Change Baud Rate enviado . . . . . . . . . . . . . . . . 12
3.1 Diagrama de bloques para el sistema de conexio´n serie . . . . . . . . . . . . . 15
3.2 Diagrama de bloques para el sistema de conexio´n Bluetooth . . . . . . . . . . 16
3.3 Kit de desarrollo MSP-EXP430FR6989 . . . . . . . . . . . . . . . . . . . . . 16
3.4 Arquitectura de la placa MSP-EXP430FR6989 . . . . . . . . . . . . . . . . . . 17
3.5 Arquitectura de la placa MSP-EXP430FR6989 . . . . . . . . . . . . . . . . . . 18
3.6 Mo´dulo serie FT232R . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.7 Menu´ principal FT PROG . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.8 Conexio´n entre FT232R y placa MSP-430 . . . . . . . . . . . . . . . . . . . . 21
3.9 Puerto COM en Administrador de Dispositivos . . . . . . . . . . . . . . . . . . 21
3.10Mo´dulo Bluetooth RN41XVC-I/RM . . . . . . . . . . . . . . . . . . . . . . . . 22
3.11Placa Arduino Uno adaptada al mo´dulo RN41XVC-I/RM . . . . . . . . . . . . 23
3.12Ejemplo comandos TeraTerm . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.13Conexio´n entre RN41-I/RM y placa MSP-430 . . . . . . . . . . . . . . . . . . 28
4.1 Menu´ principal del Bootloader Scripter . . . . . . . . . . . . . . . . . . . . . . 29
4.2 Abrir conexio´n para comunicacio´n serie . . . . . . . . . . . . . . . . . . . . . 30
4.3 Abrir conexio´n para comunicacio´n Bluetooth . . . . . . . . . . . . . . . . . . . 31
4.4 Cerrar conexio´n para comunicacio´n serie . . . . . . . . . . . . . . . . . . . . 31
4.5 Cerrar conexio´n para comunicacio´n Bluetooth (1) . . . . . . . . . . . . . . . . 32
4.6 Cerrar conexio´n para comunicacio´n Bluetooth (2) . . . . . . . . . . . . . . . . 32
4.7 Invocacio´n del Bootloader para comunicacio´n serie . . . . . . . . . . . . . . . 32
4.8 Invocacio´n del Bootloader para comunicacio´n Bluetooth (1) . . . . . . . . . . . 33
4.9 Invocacio´n del Bootloader para comunicacio´n Bluetooth (2) . . . . . . . . . . . 33
4.10Invocacio´n del Bootloader para comunicacio´n Bluetooth (3) . . . . . . . . . . . 33
4.11VI de comandos para comunicacio´n serie (1) . . . . . . . . . . . . . . . . . . 34
4.12VI de comandos para comunicacio´n serie (2) . . . . . . . . . . . . . . . . . . 35
4.13VI de comandos para comunicacio´n serie (3) . . . . . . . . . . . . . . . . . . 35
4.14Estructura de la VI de gestio´n de bytes (1) . . . . . . . . . . . . . . . . . . . . 36
4.15Estructura de la VI de gestio´n de bytes (2) . . . . . . . . . . . . . . . . . . . . 36
4.16VI de comandos para comunicacio´n Bluetooth (1) . . . . . . . . . . . . . . . . 37
4.17VI de comandos para comunicacio´n Bluetooth (2) . . . . . . . . . . . . . . . . 37
4.18Archivo de texto TI-TXT . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
4.19Estructura de la VI TXT (1) . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.20Estructura de la VI TXT (2) . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.21Estructura de la funcio´n de lectura de texto . . . . . . . . . . . . . . . . . . . 40
4.22Estructura de la funcio´n de escoger orden para conexio´n serie . . . . . . . . . 41
I´NDICE DE CUADROS
2.1 Tabla comparativa de sistemas para la actualizacio´n del firmware . . . . . . . . 4
2.2 Tabla de comandos del Bootloader . . . . . . . . . . . . . . . . . . . . . . . . 7
2.3 Bytes de mensaje y su significado . . . . . . . . . . . . . . . . . . . . . . . . 8
2.4 Bytes de configuracio´n de la velocidad de transmisio´n . . . . . . . . . . . . . . 12
3.1 Conexiones entre FT232R y la placa MSP-EXP430FR6989. . . . . . . . . . . 20
3.2 Conexiones entre RN41-I/RM y la placa MSP-EXP430FR6989. . . . . . . . . . 27

CAPI´TULO 1. INTRODUCCIO´N
A dı´a de hoy, el firmware ha tomado pra´cticamente la misma importancia que el hardwa-
re a la hora de desarrollar un sistema. Es por ello, que la gran mayorı´a de dispositivos
que encontramos en el mercado tienen la capacidad de ser reprogramados, es decir,
que no solamente podra´ ser programado durante la fase de fabricacio´n sino que el usua-
rio tambie´n tendra´ dicha posibilidad, pudiendo actualizar el firmware del dispositivo para
ası´ an˜adir nuevas prestaciones o corregir errores existentes. Esto sera´ posible gracias
al Bootloader, un programa ubicado en la memoria del microcontrolador del dispositivo
que es capaz de recibir a trave´s del protocolo UART los datos relacionados con el nuevo
firmware, para interpretarlos y grabarlos en la memoria del dispositivo. Cada vez que el
usuario quiera realizar una actualizacio´n, es importante que se le garantice la integridad
y proteccio´n de los datos escritos. Para ello, se debe de informar al usuario sobre si se ha
realizado correctamente la actualizacio´n, adema´s de garantizar que los datos transmitidos
han sido protegidos ante posibles plagios o amenazas.
A dı´a de hoy, ya existen aplicaciones como BSL Scripter de Texas Instruments que per-
miten actualizar el firmware de un microcontrolador. Esta aplicacio´n funciona gracias a un
dispositivo que actu´a como intermediario entre el ordenador personal y el microcontrola-
dor, que se encarga de acceder al Bootloader y de transmitir los datos del nuevo firmware,
convirtie´ndolos previamente en el formato adecuado para su interpretacio´n. Desafortuna-
damente, esta aplicacio´n esta´ pensada para funcionar solo con algunos de estos disposi-
tivos puente que casualmente pertenecen a la misma compan˜ı´a. Estos dispositivos son el
MSP-FET y el BSL-Rocket, que presentan un principal inconveniente, su elevado precio
en comparacio´n a otros dispositivos. Tener un precio alto puede resultar un problema para
el usuario que desee actualizar su dispositivo. Sin embargo, haciendo uso de mo´dulos
de conexio´n serie como el FT232R o de conexio´n Bluetooth como el mo´dulo RN41, el
impacto econo´mico ya serı´a mucho menor. Principalmente por esta razo´n hemos encon-
trado necesaria la creacio´n de una nueva aplicacio´n que permita usar estos dispositivos
de comunicacio´n ma´s baratos o similares, sin por ello tener que perder las principales
funcionalidades que la aplicacio´n BSL Scripter ofrece al usuario.
El objetivo principal de este proyecto de final de carrera es el de crear una aplicacio´n ca-
paz de acceder al Bootloader de un microcontrolador, en concreto el MSP430FR6989, a
trave´s de dispositivos de comunicacio´n, los cuales ofrecera´n conexio´n serie o Bluetooth.
La aplicacio´n permitira´ la comunicacio´n entre un ordenador y el microcontrolador para ası´
poder realizar actualizaciones de firmware, para configurar parametros internos relacio-
nados con la comunicacio´n o para ejecutar ciertas o´rdenes que incorpora el Bootloader.
Dicha interfaz debe de ser fa´cil e intuitiva, permitiendo un uso sencillo y eficaz de cara al
usuario.
Crear una interfaz propia nos permitira´ configurar y disen˜ar infinidad de funcionalidades.
Por ejemplo, podremos acceder al Bootloader de la placa a trave´s de los componentes
que creamos ma´s adecuados, crear una aplicacio´n que actualice el firmware a trave´s de
la interpretacio´n de un texto, limpiar la memoria del microcontrolador y mucho ma´s.
Para ello haremos uso de LabVIEW, una aplicacio´n que hace uso de un lenguaje de pro-
gramacio´n gra´fico orientado al control de sistemas y que permite realizar pruebas a tiempo
real o bien simulaciones. Con este programa se creara´ la aplicacio´n a la que hemos llama-
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do Bootloader Scripter que permitira´ acceder al Bootloader y realizar las comunicaciones
entre el usuario y el microcontrolador. Para desarrollar dicho programa, se ha hecho uso
de una gran variedad de documentacio´n y se han realizado las investigaciones necesarias
a trave´s de Internet.
Sin tener en cuenta esta introduccio´n, la memoria se encuentra dividida en tres capı´tu-
los. En el primero de ellos se introducira´n los diferentes me´todos usados a dı´a de hoy
para actualizar el firmware de un dispositivo y se detallara´n los motivos por los que se
ha escogido el Bootloader como me´todo principal. Despue´s, se procedera´ a explicar la
arquitectura que tiene el Bootloader que incluye el MSP430FR6989 junto a sus principa-
les caracterı´sticas. En el segundo, se seleccionara´ el hardware adecuado y se disen˜ara´
el sistema que permita realizar las comunicaciones con el microcontrolador. Finalmente,
en el u´ltimo capı´tulo se observara´ como ha sido creado el programa de LabVIEW y se
explicara´n las principales funcionalidades que implementa y como estas han sido crea-
das. A parte de estos capı´tulos, se incluira´ un apartado de conclusiones donde se podra´n
detallar las observaciones que se han realizado tras finalizar el proyecto.
CAPI´TULO 2. ESTADO DEL ARTE
2.1. Me´todos para la actualizacio´n del firmware en micro-
controladores
A dı´a de hoy, la mayorı´a de fabricantes ofrecen al usuario dos soluciones para la inter-
accio´n con el microcontrolador: Hacer uso de un dispositivo depurador y programador en
circuito y el Bootloader.
El dispositivo depurador y programador en circuito es un sistema externo al microcontro-
lador que permite al usuario la depuracio´n del disen˜o del software en el propio circuito.
Gracias a esto, se puede programar y grabar firmware en el microcontrolador creando pa-
radas que permitan monitorizar el rendimiento de dicho firmware con el resto del sistema,
pudiendo tambie´n monitorizar el consumo en tiempo real. Dichos dispositivos pueden ser
ma´s o menos complejos en funcio´n de las prestaciones de las que disponen. Existen so-
luciones complejas como el MSP-FET de la casa Texas Instrument, el cual proporciona
mayor capacidad de puntos parada y una frecuencia de muestreo alta a la hora de moni-
torizar el rendimiento. Tambie´n se disponen de soluciones ma´s sencillas y baratas, como
el eZ-FET que incorpora tambie´n T.I. en sus placas de desarrollo, que permiten realizar lo
mismo que el MSP-ET tan solo que en menor medida.
En cambio, el Bootloader o gestor de arranque es un pequen˜o programa que suele es-
tar incluido en la memoria ROM del microprocesador. Este programa permite modificar o
grabar datos en memoria haciendo uso de comandos a trave´s de un puerto de comunica-
ciones. Para acceder a e´l sera´ necesario ejecutar una cierta secuencia de invocacio´n en
unos puertos ubicados en el microcontrolador cada vez que este sea iniciado. El Bootloa-
der esta´ u´nicamente orientado a la actualizacio´n del firmware de dispositivos por parte del
usuario con el mı´nimo coste, al no disponer de las prestaciones necesarias para monito-
rizar. El fragmento de co´digo que forma el Bootloader puede encontrarse ya programado
en la memoria ROM del microcontrolador o bien puede ser precargado en una parte de la
memoria de programa por el disen˜ador del sistema. A pesar de que dicho programa pue-
de ser complejo, llegando a incluir algoritmos de encriptacio´n y autentificacio´n de datos,
el hardware externo necesario para su invocacio´n es de lo ma´s sencillo ya que tan solo
debe generar la secuencia de invocacio´n y asegurar la comunicacio´n serie, lo que hace
que implementar un sistema que haga uso del Bootloader no an˜ada un coste significativo
al producto final.
A continuacio´n, se podra´ ver una tabla (2.1) donde se podra´n comparar algunos de estos
sistemas que ofrecen los principales fabricantes.
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Dispositivo Fabricante Tipo Caracterı´sticas Precio
eZ-FET Texas In-Circuit Incluido en placas min. 9,25e
Instruments Debugger de desarrollo. Programar, (segu´n la
depurar y monitorizar placa)




MSP-FET Texas In-Circuit Programar, depurar 120e aprox.
Instruments Debugger / y monitorizar con
Bootloader gran rendimiento
FT232R FTDI Bootloader Programar. 5e aprox.
Conexio´n USB.
Configurable
PICkit3 Microchip In-Circuit Programar, depurar 45e aprox.
Technology Debugger y monitorizar con
mayor rendimiento.
Bajo precio para In-Circuit
Debugger
ATMEL-ICE Atmel In-Circuit Programar, depurar 125e aprox.
Technology Debugger y monitorizar con
gran rendimiento
RN41XVC-I/RM Roving Bootloader Programar. 25e aprox.
Networks Conexio´n Bluetooth.
Configurable
Cuadro 2.1: Tabla comparativa de sistemas para la actualizacio´n del firmware
Teniendo en cuenta el precio de ellos y que la principal razo´n para hacer uso de ellos es
para la actualizacio´n del firmware, el uso de un dispositivo que emplee el Bootloader para
programar en vez de un dispositivo depurador saldra´ mucho mas a cuenta.
2.2. Arquitectura del Bootloader del MSP430FR6989
En los dispositivos MSP430, el Bootloader permite al usuario comunicarse e intercambiar
informacio´n con el microcontrolador durante las fases de prototipo, de produccio´n y de ser-
vicio, permitiendo modificar la memoria programable (FRAM) y la memoria de datos (RAM)
segu´n se requiera. Para poder acceder al Bootloader, sera´ necesaria una secuencia de
entrada en unos determinados pines del microcontrolador. Una vez dentro del Bootloader,
ya se podra´ proceder a intercambiar datos a trave´s de diferentes comandos incluidos en el
co´digo del Bootloader, que permiten ejecutar diferentes funciones segu´n las necesidades
del usuario, como por ejemplo, sobreescribir en la memoria o bien limpiarla.
A continuacio´n, se detallara´ la estructura y los para´metros ma´s importantes que definen
al Bootloader del MSP430FR6989. Para ma´s informacio´n acerca de la arquitectura del
Bootloader en dicho microcontrolador, ver el documento [1].
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2.2.1. Invocacio´n del Bootloader
Nada ma´s iniciar el microcontrolador, el Bootloader sera´ iniciado cuando se detecte que
se ha ejecutado una cierta secuencia en los puertos TEST y RESET del microcontrolador.
Este me´todo de acceso al Bootloader es conocido como invocacio´n por hardware. Segu´n
si ha sido realizada o no la secuencia, se procedera´ a ejecutar el programa ya guardado
en memoria o bien se accedera´ al modo Bootloader. Tambie´n es posible acceder por
software al Bootloader desde una aplicacio´n que sea capaz de saltar a la direccio´n de
inicio del Bootloader. Por u´litmo, existe la posibilidad de acceder en ciertos dispositivos a
trave´s de un vector de reseteo, segu´n si este se encuentra vacı´o o no.
En este proyecto se accedera´ a trave´s de invocacio´n por hardware. En las figuras 2.1 y 2.2
se podra´n observar las posibles secuencias que se ejecutan normalmente en los puertos
TEST y RESET:
Figura 2.1: Secuencia RESET esta´ndard
Figura 2.2: Secuencia de acceso al Bootloader
La primera secuencia es la secuencia de por defecto, que fuerza al microcontrolador a eje-
cutar el programa que tenga descargado en memoria. Mientras que la segunda secuencia
es la que fuerza al microcontrolador a iniciar en modo Bootloader, variando las sen˜ales de
ambos puertos siguiendo un patro´n.
Una vez dentro del Bootloader, ya se podra´ proceder a enviar los comandos necesa-
rios para que se cumpla la funcio´n deseada (Programar el dispositivo, desbloquearlo o
configurar la velocidad de transmisio´n de datos, por ejemplo). Finalmente, para salir del
Bootloader basta con indicar la direccio´n de arranque donde queremos que inicie o bien
reiniciar el dispositivo.
2.2.2. Protocolos de comunicacio´n
En primer lugar, el Bootloader ofrece dos protocolos de comunicacio´n que son la UART
y la I2C. Para este proyecto, se hara´ uso de comunicacio´n UART, ya que es el protocolo
implementado tanto en la placa como en los componentes usados y adema´s es el proto-
colo que resulta ma´s sencillo de usar. Dicho protocolo permite la comunicacio´n tanto serie
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como inala´mbrica a trave´s de los puertos RX y TX (Ubicados en cada dispositivo) y carece
de la necesidad de una sen˜al de reloj, ya que la sincronizacio´n se efectu´a mediante un bit
de arranque el cual precede a cada byte.
Para poder comunicar dispositivos a trave´s del protocolo UART, la configuracio´n de es-
tos debe de ser ide´ntica. Esta configuracio´n incluye los siguientes para´metros: velocidad
de transmisio´n (Baud rate), nu´mero de bits de datos (Data bits), paridad (par, impar o
ninguna), nu´mero de bits de parada (Stop bits) y control de flujo (Flow control). Estos
para´metros y algunos otros suelen estar configurados en el microcontrolador de inicio de
la siguiente manera: Baud rate de 9600 bps, trabaja en modo semidu´plex (envı´o de infor-
macio´n bidireccional pero no simulta´nea), el establecimiento de comunicacio´n (Handsha-
ke) entre emisor y receptor viene definido por un cara´cter de reconocimiento y se debe
de cumplir un tiempo mı´nimo de retraso de 1.2 ms antes de realizar un nuevo envı´o de
bits despue´s haber sido recibidos. Adema´s, los paquetes recibidos o enviados esta´n com-
puestos por 1 bit de arranque, 8 bits de datos, 1 bit de paridad par y 1 bit de parada.
A la hora de enviar los datos, es necesario cumplir con un formato y un orden determina-
do, formando ası´ paquetes que el Bootloader sea capaz de procesar e interpretar. Cada
paquete de datos transmitido estara´ formado por el co´digo PI (Peripheral Interface), que
dependera´ del protocolo UART y que permite la correcta transmisio´n de los datos entre
dispositivos. Tambie´n esta´ formado por el comando central, si el paquete es de transmi-
sio´n, o bien por la respuesta central si es de recepcio´n. El comando o respuesta central es
el fragmento del paquete que contiene toda la informacio´n que debera´ de ser procesada
por el Bootloader para ejecutar un comando o que contendra´ la respuesta del micropro-
cesador.
Figura 2.3: Estructura de un paquete de datos
2.2.2.1. Paquete enviado al Bootloader
El paquete enviado al Bootloader contiene los datos necesarios para mandar los bytes al
microcontrolador y ejecutar una cierta orden o comando. Como bien ya se ha comenta-
do, estara´ formado por el co´digo PI y el comando central. El co´digo PI del UART estara´
formado por los siguientes datos: un byte con la informacio´n relevante sobre la cabecera
(Header), que es la que contiene la informacio´n necesaria para que un paquete pueda ir
del emisor al receptor, tambie´n los bytes de la longitud del paquete (NL y NL) y finalmente
los bytes de la suma de verificacio´n o Checksum (CKL y CKH), que sirven para comprobar
que los datos transmitidos y los grabados en la memoria sean los mismos. Esto se realiza
a trave´s de una funcio´n hash, la cual se usa para representar cadenas de datos de manera
compacta. Por lo tanto, el emisor envı´a los datos junto al valor hash calculado al receptor.
Una vez recibidos por el receptor, este puede volver a calcular el valor hash por su cuenta
con los datos recibidos y compararlo con el hash procedente del emisor, verificando de
esta forma que los datos coincidan (Esto no significa que el comando se haya ejecutado
correctamente). En caso de discrepancia, los datos son rechazados o bien retransmitidos.
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Figura 2.4: Co´digo de la UART en el paquete de datos enviados
A parte del co´digo de la UART, este paquete de envı´o esta´ formado tambie´n por el Core
Command (comando central), que contiene todos los bytes relacionados con el coman-
do que se quiere ejecutar. Dicho comando puede contener o´rdenes para enviar un nuevo
firmware al microcontrolador, como podrı´a ser una nueva actualizacio´n de firmware, o bien
o´rdenes para ejecutar un comando en concreto como podrı´a ser el de limpiar la memoria.
A continuacio´n, se adjuntara´ una tabla (2.2) que contiene los diferentes comandos dispo-
nibles, el byte de comando perteneciente a cada uno (CMD), si es necesario o no escribir
direccio´n de memoria la cual esta dividida en 3 bytes: Byte de direccio´n de memoria alto
(AH), byte de medio (AM) y byte bajo (AL), los datos que debe de contener y si recibira´ o
no respuesta.
Comando Protegido CMD AL AM AH Data Resp.
RX Data Block Sı´ 0x10 (AL) (AM) (AH) D1...Dn Sı´
RX Password No 0x11 - - - D1...D32 Sı´
Mass Erase No 0x15 - - - - No
CRC Check Sı´ 0x16 (AL) (AM) (AH) Longitud (byte Sı´
bajo y alto)
Load PC Sı´ 0x17 (AL) (AM) (AH) - No
TX Data Block Sı´ 0x18 (AL) (AM) (AH) Longitud (byte Sı´
bajo y alto)
TX BSL Version Sı´ 0x19 - - - - Sı´
RX Data Block Fast Sı´ 0x1B (AL) (AM) (AH) D1...Dn No
Change Baud Rate No 0x52 - - - - No
Cuadro 2.2: Tabla de comandos del Bootloader
Como se puede observar, hay ciertos comandos que esta´n protegidos por contrasen˜a, es
decir, que sin haber introducido previamente la contrasen˜a correcta a trave´s del comando
RX Password estos comandos no podra´n ser ejecutados. En caso de que la contrasen˜a
no coincida, el Bootloader ejecutara´ la orden Mass Erase, eliminando ası´ todos los datos
de la memoria FRAM del microcontrolador. Adema´s de lo mencionado, cada comando
tiene asociado su propio byte de comando, para ası´ distinguirse del resto y pueden tener
o no respuesta por parte del microcontrolador.
2.2.2.2. Paquete de respuesta del Bootloader
El paquete de respuesta es transmitido por el microcontrolador en respuesta al comando
ejecutado. Contiene exactamente lo mismo que el paquete de envı´o, excepto por el bit de
reconocimiento (Acknowledgment o ACK) y el Core Response (Respuesta del Bootloa-
der). El bit de Acknowledgment informa de si el paquete ha sido recibido correctamente o
no, y en caso de error nos da la razo´n de este. Mientras que el Core Response, en caso
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de haber sido recibido correctamente, nos indica si el paquete se ha interpretado debida-
mente y puede incluir bytes relacionados con la respuesta al comando. El Core Response
esta dividido en dos partes: El CMD byte y el byte de mensaje. Si el microcontrolador nos
da una respuesta correcta, el byte del CMD sera´ siempre 3B, mientras que el byte o los
bytes de mensaje variara´n en funcio´n de co´mo el Bootloader ha interpretado los datos
y tambie´n del comando ejecutado. A pesar de lo anteriormente comentado, hay ciertos
comandos que no dara´n respuesta al usuario. Justo debajo hay adjuntada una tabla 2.3
con las posibles respuestas por parte del Bootloader, en caso de contener un solo byte de
mensaje como respuesta.
Figura 2.5: Co´digo de la UART en el paquete de datos recibidos
Figura 2.6: Estructura de Core Response
Mensaje Significado
0x00 Operacio´n realizada con e´xito.
0x01 Fallo durante la escritura, tras realizar comprobacio´n del CRC.
0x04 Bootloader bloqueado. Falta la contrasen˜a.
0x05 Contrasen˜a erro´nea
0x07 Comando no identificado
Cuadro 2.3: Bytes de mensaje y su significado
2.2.3. Comandos de control
En este apartado, se mostrara´n con ma´s detalle los comandos que pueden ser ejecutados
a trave´s del Bootloader, explicando co´mo funcionan, su estructura y cua´l es la respuesta
esperada por parte del Bootloader. En el apartado 4.1.5 BSL Core Commands del docu-
mento [1], se puede encontrar una explicacio´n ma´s detallada para cada uno de ellos.
RX Data Block (CMD 10):
Este comando se ejecuta para escribir un ma´ximo de 256 bytes en una direccio´n espe-
cificada de la memoria del microcontrolador. Una vez ejecutado el comando, el usuario
recibe respuesta por parte del Bootloader sobre el estado de la operacio´n. Para ejecutar-
lo, se requerira´ escribir la contrasen˜a previamente. A continuacio´n se podra´ observar un
ejemplo con el paquete de envio y otro con el recibido.
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Figura 2.7: Ejemplo de comando RX Data Block enviado
Figura 2.8: Ejemplo de comando RX Data Block recibido
RX Password (CMD 11):
Con este comando se podra´ enviar al Bootloader la contrasen˜a para ası´ poder acceder
al resto de comandos o bien ejecutar una limpieza masiva. Esta limpieza se producira´
en caso de que la contrasen˜a no sea correcta y eliminara´ todo el co´digo ubicado en la
FRAM del microcontrolador. La contrasen˜a originalmente estara´ formada por un vector
de 32 bytes, todos ellos con valor FF (Hexadecimal), siempre y todo que la memoria se
encuentre vacı´a.
Figura 2.9: Ejemplo de comando RX Password enviado
Figura 2.10: Ejemplo de comando RX Password recibido
Mass Erase (CMD 15):
Al ejecutar este comando se podra´ realizar una limpieza masiva en la memoria FRAM
del dispositivo, sin afectar a la memoria de informacio´n ni a la RAM. Este no dependera´
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de la contrasen˜a para ejecutarse. En funcio´n de la familia a la que pertenezca nuestro
microcontrolador, se recibira´ respuesta o no. En nuestro caso, como pertenece a la fa-
milia FR6XXX no nos devuelve respuesta, por lo que no se contara´ con un paquete de
recepcio´n sino tan solo con uno de transmisio´n.
Figura 2.11: Ejemplo de comando Mass Erase enviado
Figura 2.12: Ejemplo de comando RX Password recibido
CRC Check (CMD 16):
A trave´s de e´ste comando se podra´ ejecutar una suma de verificacio´n para una cierta di-
reccio´n de la memoria y para una longitud de bytes especificados. Para ello, sera´ necesa-
ria previamente la contrasen˜a. Una vez ejecutada la comprobacio´n, se recibira´ respuesta
del Bootloader que contendra´ la suma de verificacio´n.
Figura 2.13: Ejemplo de comando CRC Check enviado
Figura 2.14: Ejemplo de comando CRC Check recibido
Load PC (CMD 17):
E´ste comando permite escoger en que´ direccio´n de la memoria queremos que inicie el
microcontrolador. Para ejecutar el comando se requerira´ de contrasen˜a previa. Hay que
tener cuidado con este comando ya que al no ejecutar un reset, toda la configuracio´n
empleada para iniciar el Bootloader se mantiene, pudiendo provocar errores inespera-
dos, como por ejemplo en el uso de los relojes. Este comando no recibira´ un paquete de
respuesta por parte del microcontrolador.
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Figura 2.15: Ejemplo de comando Load PC enviado
TX Data Block (CMD 18):
Ejecutando este comando el usuario podra´ solicitar que el Bootloader le transmite ciertos
bytes de la memoria que desee, tras indicarle la direccio´n en la que se encuentra el primer
byte y la longitud de la trama. Para ello, sera´ necesaria la contrasen˜a. Como la cantidad
de datos a recibir dependera´ de la longitud especificada por el usuario y del buffer del
dispositivo puente, es posible que se reciba ma´s de un paquete de respuesta si el nu´mero
de bytes solicitados supera la capacidad del buffer.
Figura 2.16: Ejemplo de comando TX Data Block enviado
Figura 2.17: Ejemplo de comando TX Data Block recibido
TX BSL Version (CMD 19):
Con este comando se puede comprobar la versio´n del Bootloader del dispositivo. Al eje-
cutarlo, se recibira´ respuesta del Bootloader con la informacio´n del vendedor, la versio´n
del interpretador de comandos, la versio´n de la API (seccio´n de co´digo encargada de leer
y escribir en la memoria) y la versio´n de la interfaz perife´rica (seccio´n de co´digo que se
encarga de la comunicacio´n). Este comando requerira´ de contrasen˜a.
Figura 2.18: Ejemplo de versio´n de Bootloader
Figura 2.19: Ejemplo de comando TX BSL Version enviado
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Figura 2.20: Ejemplo de comando TX BSL Version recibido
RX Data Block Fast (CMD 1B):
Este comando es pra´cticamente ide´ntico al RX Data Block, sin embargo no se recibira´
respuesta por parte del microcontrolador, lo cual permitira´ aumentar la velocidad de trans-
misio´n. Sera´ necesaria la contrasen˜a previamente y el paquete de envı´o sera´ ide´ntico al
del RX Data block, exceptuando el byte de CMD.
Figura 2.21: Ejemplo de comando RX Data Block Fast enviado
Change Baud Rate (CMD 52):
Finalmente, con e´ste u´ltimo comando se podra´ cambiar la velocidad de transmisio´n para el
envı´o de paquetes reduciendo los tiempos de carga. Para cambiarlo, se debera´ especificar
la velocidad que queremos a trave´s de un byte en concreto. Un u´nico byte se recibira´ como
respuesta, el de ACK, para indicar si se ha cambiado correctamente. A continuacio´n, se
adjuntara´ una tabla (2.4) con los bytes especı´ficos para cada velocidad y un ejemplo de







Cuadro 2.4: Bytes de configuracio´n de la velocidad de transmisio´n
Figura 2.22: Ejemplo de comando Change Baud Rate enviado
2.2.4. Secuencia de actualizacio´n del firmware
El Bootloader, a pesar de tener ma´s posibles usos, se emplea principalmente para grabar
firmware a un dispositivo. A continuacio´n, se detallara´ paso a paso como esto se suele
realizar y garantizar ası´ un correcto uso.
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Lo primero que se debera´ hacer es establecer conexio´n con el Bootloader. Para ello, se
debera´ de acceder al Bootloader a trave´s de la secuencia generada por los pines RST y
TEST.
Una vez hayamos accedido al Bootloader, se debera´ de borrar la imagen previa que con-
tenı´a el dispositivo. Esto se puede realizar o bien a trave´s del comando Mass Erase o
enviando una contrasen˜a incorrecta. Se recomienda borrar la memoria a trave´s de la con-
trasen˜a al ser de utilidad en caso de que el dispositivo ya este´ vacı´o, ya que accederı´a
directamente al resto de comandos protegidos al tratarse de la clave correcta. En caso
de contener ya una imagen guardada en memoria, se debera´ de ejecutar el comando de
contrasen˜a dos veces, una para limpiar el dispositivo y otra para acceder a los comandos
protegidos.
Cuando el dispositivo ya se encuentre vacı´o y se haya introducido la contrasen˜a correcta,
se procedera´ a escribir la nueva imagen en el microcontrolador. Para ello se hara´ uso del
comando RX Data Block o bien RX Data Block Fast. Dicha imagen puede ser enviada de
distintas formas, pero en nuestro caso descargaremos la imagen a trave´s de un archivo
de texto en formato TI-TXT, el cual sera´ interpretado por un pequen˜o programa que se en-
cargara´ de interpretarlo y almacenarlo adecuadamente. Este formato puede ser extraı´do
directamente del programa con el que hayamos programado la imagen, como puede ser
Code Composer o bien IAR.
Teniendo ya la imagen descargada en el dispositivo, se debera´ de comprobar que el co´di-
go enviado ha sido almacenado e interpretado correctamente por el microcontrolador.
Para ello, se puede ejecutar un CRC Check o bien usar el comando TX Data Block para
que devuelva el co´digo completo y ası´ comprobarlo manualmente. Es ma´s conveniente
hacer uso del CRC Check, ya que resulta ma´s co´modo al no tener que comparar byte a
byte el co´digo enviado con el recibido. El anterior comando RX Data Block Fast ya eje-
cutara´ la funcio´n CRC Check una vez grabe los datos y nos mostrara´ el resultado en el
paquete de respuesta.
Finalmente, una vez verificada la imagen se debera´ de cerrar el modo Bootloader para
ası´ poder ejecutarla. Esto se puede hacer de dos formas: Usando el comando Load PC
para ası´ escoger la direccio´n donde empezar a ejecutar o reseteando el dispositivo a
trave´s del puerto RST. Es recomendable usar el segundo me´todo, ya que ası´ se pueden
evitar errores debido a la configuracio´n establecida durante el modo Bootloader, pudiendo
afectar al rendimiento.

CAPI´TULO 3. SELECCIO´N Y DISEN˜O DEL
HARDWARE
3.1. Arquitectura
En funcio´n de como el usuario quiera comunicarse con el microcontrolador, si a trave´s de
USB o bien por Bluetooth, se tendra´ que realizar una variacio´n en el disen˜o del sistema
en cuanto a hardware se refiere. Es por ello, que para obtener a´mbas conexiones ha sido
necesario disen˜ar dos sistemas individuales que permitan establecer el tipo de conexio´n
deseada entre un ordenador y el microcontrolador.
El primer sistema que se describira´ es el formado por la placa y el dispositivo puente USB,
que permitira´ intercambiar datos haciendo uso del protocolo UART a trave´s de conexio´n
serie con el ordenador. El dispositivo puente escogido ha sido el mo´dulo FT232R, un chip
que permitira´ trasmitir los datos entre el ordenador y el microcontrolador, habiendo rea-
lizado la conversio´n de los datos para que estos puedan ser interpretados debidamente.
A trave´s de dicho dispositivo tambie´n se podra´ alimentar al microcontrolador y se podra´n
gestionar los diferentes pines digitales de los que dispone el mo´dulo y ası´ realizar la se-
cuencia de acceso al Bootloader.
Figura 3.1: Diagrama de bloques para el sistema de conexio´n serie
El otro sistema a disen˜ar es el formado por la placa y el dispositivo o mo´dulo Bluetooth
RN41-I/RM. Este sistema garantiza al usuario y al microcontrolador el intercambio de
informacio´n de forma inala´mbrica al disponer de una antena Bluetooth de clase 1. Para
que esto sea posible, sera´ necesario emparejar previamente el ordenador con el mo´dulo
Bluetooth. Se trata de un dispositivo configurable que permite modificar sus prestaciones
y su rendimiento segu´n lo requiera el usuario. Igual que ocurre con el FT232R, dispone
de pines digitales para realizar la secuencia de invocacio´n.
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Figura 3.2: Diagrama de bloques para el sistema de conexio´n Bluetooth
En los siguientes apartados, se procedera´ a explicar en detalle las caracterı´sticas princi-
pales de los dispositivos que forman los anteriores bloques (figuras 3.1 y 3.2).
3.2. Kit de desarrollo MSP-EXP430FR6989
El kit de desarrollo MSP-EXP430FR6989 [2] es un mo´dulo fabricado por la casa Texas Ins-
trument que contiene el chip MSP430FR6989 junto a multiples mo´dulos. Dichos mo´dulos
complementan y amplı´an las posibilidades a la hora de trabajar con el microcontrolador,
como son una pantalla LCD, un conjunto de botones, LEDs, etc.
Figura 3.3: Kit de desarrollo MSP-EXP430FR6989
El chip MSP430FR6989 es el nu´cleo del mo´dulo, donde se interpretan y almacenan todos
los datos. Es un microcontrolador de u´ltima tecnologı´a que se caracteriza por su bajo con-
sumo, por mostrar un alto rendimiento y por disponer de una memoria RAM ferroele´ctrica
(FRAM) de 128 Kb. Incluye adema´s un total de 40 pines, que pueden ser programados
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para tener multitud de funcionalidades, como la posibilidad de an˜adir mo´dulos externos ya
sea para realizar conexiones inala´mbricas o por cable, recoger medidas, etc. Otras de las
caracterı´sticas de este microcontrolador son las siguientes: opera con un voltaje que os-
cila entre los 1.8 V y 3.6 V, dispone de una arquitectura de 16 bits con un reloj del sistema
a 16 MHz y otro de acceso a la FRAM de 8 MHz, FRAM de 128 Kb de almacenamiento,
posibilidad de encriptado, un comparador, cinco contadores, y muchas ma´s prestaciones.
Adema´s, dispone de 83 puertos que pueden ser modificados en funcio´n de las necesida-
des de nuestra aplicacio´n. Se recomienda consultar la Datasheet del chip [3] para conocer
mejor sus especificaciones.
A continuacio´n, se adjuntara´ una figura (3.4) donde se podra´ observar la distribucio´n de
los diferentes componentes de la placa, adema´s de una figura (3.5) donde se mostrara´
las dos zonas en las que esta se divide.
Figura 3.4: Arquitectura de la placa MSP-EXP430FR6989
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Figura 3.5: Arquitectura de la placa MSP-EXP430FR6989
Tal y como se puede observar en las anteriores figuras (3.5 y 3.4), se dispone de unos
jumpers que se encargan de conectar las dos partes que forman la placa. La primera zona
o seccio´n es la formada por el mo´dulo eZ-FET (zona roja de la figura 3.5). Se trata de un
hardware tipo JTAG de bajo rendimiento que permite actualizar el firmware del dispositivo
y depurar el programa durante la fase de desarrollo, a la vez que tambie´n alimenta a la
placa. Por u´ltimo, se encuentra la zona que esta´ formada por el MSP430FR6989 junto
a los distintos mo´dulos que lo complementan (zona verde de la figura 3.5), como una
pantalla LCD, conexiones de acceso a los puertos, dos LEDs, etc.
En caso de que se desconecten los jumpers, se puede aislar el microcontrolador del eZ-
FET. Esto permite actualizar el firmware o configurar el chip a trave´s del Bootloader que
lleva incorporado y haciendo uso de los dispositivos puente. En dicho caso se hace uso
de los puertos RX y TX ubicados en la placa que permiten transmitir y recibir datos y los
puertos TEST y RST negada para realizar la secuencia de invocacio´n.
3.3. Pasarela de comunicaciones serie/USB FT232R
3.3.1. Caracterı´sticas
El FT232R [4] es un chip desarrollado por Future Technology Devices International Ltd
(FTDI) que permite crear una conexio´n UART USB a serie para el intercambio de datos
entre dispositivos. Este dispositivo se emplea debido a la falta de un puerto serial en el
PC. Se trata de un mo´dulo que simplifica el disen˜o de un dispositivo USB a serie al reducir
la cantidad de componentes externos necesarios, ya que incorpora de serie una memoria
no vola´til EEPROM (Electrically Erasable Programmable Read-Only Memory) de 1024
bits que permite ser reprogramada ele´ctricamente, resistencias de terminacio´n USB y un
circuito con reloj integrado que no requiere de cristal externo. Adema´s ha sido disen˜ado
para poder rendir eficientemente sin ocupar todo el ancho de banda USB disponible.
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Figura 3.6: Mo´dulo serie FT232R
El chip cuenta con un ratio de transferencia de datos que oscila entre los 300 baudios y los
3 Megabaudios y con un buffer capaz de almacenar 128 bytes de recepcio´n y 256 bytes de
transmisio´n. Tambie´n dispone de pines digitales configurables, LEDs para indicar el estado
de transmisio´n y recepcio´n de datos, modo UART con transmisio´n de 7 u 8 bits, 1 o 2 bits
de parada y bit de paridad en caso de ser necesario, entre muchas otras caracterı´sticas.
Finalmente, an˜adir que el FT232R incorpora la tecnologia FTDI-Chip-ID que permite au-
mentar la seguridad del dispositivo. Cada uno de los dispositivos fabricados cuenta con
un nu´mero de identidad u´nico y no programable, que evita que cualquier aplicacio´n de un
usuario pueda ser corrompida o copiada por un agente externo.
3.3.2. Configuracio´n a trave´s de FT PROG
El FT232R puede ser configurado a trave´s de una aplicacio´n de la propia compan˜ı´a lla-
mada FT PROG. Esta aplicacio´n permite programar o borrar la memoria EEPROM de
diversos dispositivos FTDI o bien programar el firmware ubicado en la memoria flash. A
trave´s de esta aplicacio´n se puede configurar una gran variedad de para´metros: Alimentar
al chip a trave´s de USB o mediante una fuente externa, seleccionar la ma´xima corriente
que circulara´ a trave´s del USB (500 mA de corriente como ma´ximo), cambiar el nombre
del fabricante o la descripcio´n del producto, regular la intensidad que puede circular por
los pines de salida digital (de 4mA a 12mA), permitir el uso de un oscilador externo, invertir
sen˜ales en ciertos pines o bien darle una funcio´n a cada uno de estos. Adema´s, mediante
esta aplicacio´n podremos guardar diferentes configuraciones que ma´s tarde podra´n ser
cargadas en el chip cuando sea necesario.
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Figura 3.7: Menu´ principal FT PROG
A la hora de configurar este dispositivo, tan solo se ha tenido en cuenta que la sen˜al RTS
estuviese invertida para ası´ poder acceder correctamente al Bootloader.
3.3.3. Montaje del FT232R con el kit MSP-EXP430FR6989
Una vez este´ el dispositivo FT232R configurado y listo para su uso, se conectara´ al kit
de desarrollo MSP-430 para ası´ hacer de puente entre el PC y el microcontrolador. Para
ello, se debera´n de conectar un conjunto de pines del FT232R a otros situados en el MSP-
EXP430FR6989, siendo tambie´n necesario desconectar los Jumpers que conectaban con
el eZ-FET y el kit de desarrollo. A continuacio´n, se mostrara´ una tabla (3.1) que contendra´
las conexiones necesarias entre dispositivos y una imagen (3.8) mostrando el resultado
final.
FT232R MSP-EXP430FR6989 Color Cable
GND GND Rojo
3.3V 3V3 Negro
RTS SBWTCK (TEST) Verde
DTR RST negada Lila
DOUT P2.0 (BSLTX) Azul
DIN P2.1 (BSLRX) Amarillo
Cuadro 3.1: Conexiones entre FT232R y la placa MSP-EXP430FR6989.
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Figura 3.8: Conexio´n entre FT232R y placa MSP-430
Con el sistema ya montado, se puede proceder a conectarlo con el PC. Una vez conec-
tado, lo primero que se debera´ de comprobar es que se haya creado un puerto COM en
la aplicacio´n de administrador de dispositivos del ordenador. Se puede comprobar que la
COM pertenece a este dispositivo si se accede sus propiedades al hacer clic derecho en
esta. En caso de no aparecer ningu´n puerto para este dispositivo, es muy posible que se
tengan que descargar e instalar los drivers desde la pa´gina oficial del fabricante.
Figura 3.9: Puerto COM en Administrador de Dispositivos
A continuacio´n, se debera´ de acceder a los ajustes en el puerto COM y comprobar que
la velocidad de transmisio´n del FT232R concuerde con la del microcontrolador, que en
un principio esta´n ambas ya configuradas a 9600 bits por segundo. Adema´s, en el mismo
apartado donde podemos cambiar la velocidad tambie´n se pueden cambiar para´metros
como el nu´mero de bits por paquete, la paridad y el bit de parada.
Por u´ltimo, para hacer uso de las principales funcionalidades que ofrece el FT232 en nues-
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tro programa de LabVIEW, se ha descargado una librerı´a de proyectos VI (Aplicacio´n de
LabVIEW ) desde la pa´gina del fabricante, donde cada proyecto o VI ejecutara´ funciones
concretas que nos servira´n para construir la aplicacio´n principal. Ejemplos de funciones
que ofrecen estas VI son: una aplicacio´n para limpiar el buffer del FT232R, otra para va-
riar las sen˜ales de los pines digitales, una para leer o enviar datos, para abrir o cerrar
conexio´n, etc. Adema´s, todas ellas incluyen estados para informar al usuario de que se
las aplicaciones se han ejecutado correctamente.
3.4. Mo´dulo Bluetooth RN41-I/RM
3.4.1. Caracterı´sticas
El mo´dulo Bluetooth RN41-I/RM [5] es un dispositivo fabricado por Roving Networks que
permite establecer conexio´n Bluetooth entre dispositivos de forma eficiente gracias a su
bajo consumo. Es un dispositivo Bluetooth de clase 1, capaz de alcanzar un rango de co-
nectividad de 100 metros y velocidades de transmisio´n de 3 Mbps. Resulta una solucio´n
ideal para aquellos usuarios que deseen an˜adir prestaciones inala´mbricas a sus dispositi-
vos sin realizar una gran inversio´n econo´mica, ya que adema´s soporta una gran variedad
de protocolos de comunicacio´n. Tambie´n destaca por su fa´cil uso e implementacio´n y sus
certificaciones que lo catalogan como una solucio´n segura. Este dispositivo viene mon-
tado encima de una placa que contiene los pines necesarios para conectarse con un
dispositivo externo o para alimentarse. El conjunto formado por el mo´dulo y la placa se
denomina RN41XVC-I/RM y ayudara´ a conectar el mo´dulo con el MSP-EXP430FR6989.
Figura 3.10: Mo´dulo Bluetooth RN41XVC-I/RM
El dispositivo es controlado a trave´s de comandos ASCII (American Standard Code for
Information Interchange) transmitidos vı´a UART o bien a trave´s de sen˜ales digitales pro-
venientes de sus pines. El mo´dulo incluye dos modos de trabajo distintos: el modo de da-
tos y el modo comandos. El modo datos es la opcio´n que inicia por defecto el dispositivo
y que hace trabajar al dispositivo como puente entre el ordenador y el microcontrolador,
gestionando y convirtiendo los datos transmitidos sin que estos datos afecten a la pro-
pia configuracio´n del mo´dulo. Mientras que en el modo comandos, se pueden configurar
para´metros internos del propio RN-41, tales como la velocidad de transmisio´n, configurar
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pines digitales, escoger entre los diferentes modos de trabajo de los que dispone, confi-
gurar las conexiones disponibles, etc.
3.4.2. Configuracio´n del mo´dulo RN41-I/RM a trave´s del modo co-
mandos
La configuracio´n inicial con la que viene de por defecto es la siguiente:
• Modo Bluetooth Slave activado.
• Co´digo PIN Bluetooth 1234.
• Conexio´n serie a 115,200 Kbps, 8 bits, sin paridad y 1 bit de parada.
• Control de flujo de puerto serie deshabilitado.
• Modo de baja potencia desactivado.
De inicio, alguno de los para´metros anteriores debera´n de ser cambiados para poder ser
compatibles con el MSP-430, como por ejemplo cambiar la velocidad de transmisio´n a
9600 baudios. Para configurarlo, se debera´ de acceder al modo comandos del mo´dulo
a trave´s de conexio´n serial o Bluetooth. Modificar este mo´dulo permitira´ configurar los
pines del dispositivo Bluetooth para ası´ generar la secuencia de invocacio´n y acceder al
Bootloader del microcontrolador.
Hay distintas formas de enviar los comandos al mo´dulo, pero para modificar la configura-
cio´n inicial es recomendable usar aplicaciones como TeraTerm, donde se establece cone-
xio´n serie UART con el mo´dulo y permite configurar sus propiedades. Para este proyecto,
el RN41 ha sido configurado gracias a una placa Arduino Uno que cuenta con un hard-
ware que se adapta a los pines del dispositivo Bluetooth, permitiendo conectarlo al PC y
modificarlo a trave´s de TeraTerm.
Figura 3.11: Placa Arduino Uno adaptada al mo´dulo RN41XVC-I/RM
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El emparejamiento entre dispositivos Bluetooth se realizara´ como se suele efectuar en la
mayorı´a de dispositivos, esperando en primer lugar a que los dispositivos se encuentren,
despue´s empareja´ndolos con la clave PIN y finalmente estableciendo conexio´n.
Cada vez que se realice una conexio´n, se podra´ acceder al modo comandos siempre y
todo que no haya pasado el tiempo de expiracio´n de 60 segundos. Este tiempo puede ser
cambiado a trave´s de comandos, pero esto ya se comentara´ ma´s adelante.
Para acceder al modo comandos se debera´ de escribir “$$$” en la terminal del emulador.
Se puede distinguir el modo en el que se encuentra trabajando ya sea porque nos devuel-
ve el mensaje CMD en pantalla o bien por la velocidad de parpadeo del LED verde. En
caso de haber accedido al modo comandos, la frecuencia con la que parpadeara´ el LED
sera´ de 10 Hz, mientras que en modo datos el LED se quedara´ fijo. Adema´s, si el mo´dulo
se queda esperando sen˜al o buscando dispositivos, la frecuencia con la que el LED par-
padeara´ sera´ de 1 Hz. Tambie´n puede ser u´til escribir el comando “x” en la terminal para
comprobar si estamos dentro o no, ya que en caso de sı´ haber accedido se nos devolvera´
un resumen de la configuracio´n actual.
Una vez dentro del modo comandos, cada vez que se escriba y ejecute un comando
que sea va´lido el mo´dulo devolvera´ el mensaje “AOK”. Si el comando no ha sido bien
interpretado la respuesta sera´ “?” y si es incorrecta “ERR”.
Si se desea salir del modo comandos bastara´ con escribir “- - -” (sin dejar espacios) o bien
resetear el mo´dulo y volver a conectarlo con el dispositivo.
A continuacio´n, se mostrara´ una imagen (3.12) con un ejemplo realizado en TeraTerm,
donde primero se abrira´ el modo comandos, a continuacio´n se le solicitara´ que nos mues-
tre la configuracio´n actual con el comando “x” y finalmente se cerrara´.
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Figura 3.12: Ejemplo comandos TeraTerm
En caso de querer enviar uno de estos comandos, se deben de tener en cuenta los si-
guientes aspectos: Todo comando esta´ formado por uno o dos caracteres que pueden
ser mayu´sculas o minu´sculas, deben de estar delimitados por una coma, por lo general
tienen entrada decimal y pra´cticamente todo comando es efectivo despue´s de reiniciar el
dispositivo.
En total, los comandos se clasifican en 5 categorı´as distintas: Set commands, Get com-
mands, Change commands, Action commands y GPIO commands. A continuacio´n, se
explicara´ cada una de estas categorı´as y se mostrara´n algunos de los comandos ma´s
u´tiles. Para ver el resto de comandos, consultar el capı´tulo 2. Command Reference del
documento [6].
3.4.2.1. Set commands
Esta categorı´a esta´ formada por aquellos comandos que son u´tiles a la hora de guar-
dar informacio´n en la memoria flash. Todo cambio realizado sera´ efectivo despue´s de un
reinicio.
Algunos de los comandos ma´s destacados son:
S7,flag: A trave´s de este comando, se puede configurar el dispositivo para que trabaje
con paquetes de de datos 7 u 8 bits. El valor flag sera´ 0 para desactivarlo o 1 para
activarlo.
SF,1 Este comando permitira´ restablecer el dispositivo a sus valores de fa´brica.
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SL,char Gracias a este comando se podra´ cambiar la paridad UART. El valor char
vendra´ determinado por un cara´cter el cual cambiara´ dicha propiedad. Si escribimos
el valor E la paridad sera´ par, con el valor O impar y con el valor N no tendra´ paridad.
ST,value Con este comando se podra´ cambiar el tiempo de configuracio´n escribiendo
en value uno de los siguientes nu´meros decimales: Si escribimos el valor 0 no se
podra´ configurar remotamente ni de manera local. En caso de escribir un valor entre
el 1 y el 252, este valor sera´ el tiempo en segundos que habra´ para configurar cada
vez que se inicie el dispositivo. Si escribimos 253, se podra´ configurar en modo
local durante el tiempo que queramos. Si se quiere realizar lo anterior pero tan solo
en modo remoto, se debera´ de escribir 254. Finalmente, escribiendo 255 se podra´
configurar en modo local o remoto durante el tiempo que queramos.
S˜,value Este comando permite cambiar entre los diferentes perfiles de trabajo de los
que dispone el mo´dulo. De por defecto, el mo´dulo esta´ configurado con el perfil SPP,
que no dispone de control de mo´dem. Esto significa que no se podra´n modificar las
sen˜ales de los puertos digitales GPIO. Esto no interesa ya que sino no se pueden
configurar los pines para realizar la secuencia de invocacio´n. Para ello, se debera´
de cambiar este perfil a MDM SPP, ya que este perfil permitie tener el control de
dichas sen˜ales. Los diferentes perfiles que encontramos son: Valor 0 para perfil
SPP, 1 para DUN-DCE (Slave o Gateaway), 2 para DUN-DTE (Mater o cliente), 3
para MDM SPP, 4 para SPP y DUN-DCE, 5 para APL (Perfil para dispositivos Apple)
y 6 para el perfil HID.
3.4.2.2. Get commands
En esta segunda categorı´a se encuentran aquellos comandos que se encargan de coger
informacio´n almacenada y mostra´rsela al usuario. Algunos de los comandos ma´s desta-
cados son los siguientes:
D Permite ver el estado de la configuracio´n principal del dispositivo como son la direccio´n,
el nombre, la configuracio´n del UART, etc.
E Muestra la configuracio´n del dispositivo de forma ma´s extendida que el anterior coman-
do.
3.4.2.3. Change & action commands
Gracias a los Change comands se puede cambiar el valor temporal de diferentes para´me-
tros, como pueden ser la paridad, la velocidad de transmisio´n, etc. Mientras que los Action
comands ejecutan acciones como la de establecer conexio´n, entrar o salir del modo co-
mandos, por ejemplo.
$$$ Este comando permite acceder al modo comandos del mo´dulo Bluetooth.
- - - Con este comando se puede salir del modo comandos. Los tres guiones se escriben
seguidos, no separados.
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C,address Causa que el mo´dulo Bluetooth se conecte a un dispositivo a trave´s de su
direccio´n. Adema´s, la direccio´n es almacenada en la memoria.
R,1 Se ejecuta un reinicio total del dispositivo.
U,value1,value2 Gracias a este comando se podra´ cambiar temporalmente la ve-
locidad de transmisio´n value1 y la paridad value2, ya que el dispositivo cambia los
valores pero no los almacena en memoria.
3.4.2.4. GPIO commands
Por u´ltimo, en esta categorı´a encontramos comandos con los que poder configurar y ma-
nipular las sen˜ales de los puertos digitales GPIO. Cada comando estara´ formado por 2
bytes de 16 bits cada uno, donde el primer byte especifica el nu´mero del puerto GPIO y el
segundo byte recoge el valor de datos que tendra´ el comando.
A trave´s de la configuracio´n y control de estos puertos, se podra´ acceder al modo Bootloa-
der mediante la secuencia de invocacio´n.
Los principales comandos son los siguientes:
S@,hex value Con este comando se puede configurar la direccio´n hacia donde apun-
tara´ un cierto puerto GPIO, en caso de si se quiere que sea de entrada o de salida.
S&,hex value) A trave´s de este comando se podra´ variar el valor de salida de los pines
GPIO.
S%,hex value Gracias a este se asignara´ el valor que queramos que tenga un puerto
GPIO cada vez que arranque el dispositivo.
S*,hex value Este comando permite dar valor a los pines GPIO8, GPIO9, GPIO10 y
GPIO11. Estos pines se controlan desde un comando distinto, debido a que hay
algunos mo´dulos que no disponen de ellos.
3.4.3. Montaje del mo´dulo RN41-I/RM con el kit MSP-EXP430FR6989
Para poder conectar el mo´dulo Bluetooth al MSP-430, se debera´n de realizar las conexio-
nes tal y como se muestran en la siguiente tabla (3.2) e imagen (3.13):
RN41-I/RM MSP-EXP430FR6989 Color Cable
GND GND Rojo
VDD 3V3 3V3 Negro
GPIO10 (RTS) SBWTCK (TEST) Verde
GPIO11 (DTR) RST negada Lila
RX P2.0 (BSLTX) Azul
TX P2.1 (BSLRX) Amarillo
Cuadro 3.2: Conexiones entre RN41-I/RM y la placa MSP-EXP430FR6989.
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Figura 3.13: Conexio´n entre RN41-I/RM y placa MSP-430
Con el montaje ya listo, tan solo se debe de comprobar de que el PC y el mo´dulo RN41 se
hayan emparejado mediante Bluetooth para poder empezar a mandar comandos a trave´s
del Bootloader Scripter.
CAPI´TULO 4. BOOTLOADER SCRIPTER
4.1. Introduccio´n
Bootloader Scripter es la aplicacio´n que se ha desarrollado para acceder al Bootloader
del MSP430FR6989 a trave´s de conexio´n serie (FT232R) o Bluetooth (Mo´dulo Bluetooth
RN41-I/RM). Gracias a esta aplicacio´n se pueden modificar prestaciones del microcontro-
lador, ejecutar ordenes especı´ficas o bien actualizar el firmware. El documento SLAU655F.
Bootloader (BSL) Scripter [7] servira´ como guı´a a la hora de disen˜ar la aplicacio´n.
Figura 4.1: Menu´ principal del Bootloader Scripter
Esta aplicacio´n se encarga de actualizar el firmware del microprocesador a trave´s de la
interpretacio´n de un fichero de texto o bien a trave´s de la introduccio´n de estos bytes
de forma manual. Tambie´n dara´ la opcio´n al usuario de ejecutar ciertos comandos inclui-
dos en el Bootloader. Todos los comandos sera´n transmitidos a trave´s de los dispositivos
puente (FT232R o RN41) para despue´s ser grabados en la memoria del chip. Adema´s,
esta interfaz tambie´n se encarga de recibir respuesta por parte del microcontrolador en
caso de que la haya y mostra´rsela al usuario.
La aplicacio´n ha sido creada a trave´s de la plataforma LabVIEW, un entorno desarrollado
para disen˜ar sistemas a trave´s de un lenguaje de programacio´n visual. Gracias a esta se
podra´ disen˜ar la aplicacio´n principal que estara´ formada por un conjunto de programas
o aplicaciones llamadas VIs o Instrumentos Visuales, que cumplira´n con una funcio´n es-
pecı´fica dentro del programa principal, como por ejemplo, iniciar conexio´n entre PC y el
disipositivo puente o bien cerrarla, entre otros.
Para dicho programa, se ha realizado una programacio´n jera´rquica a trave´s de los dife-
rentes bloques que proporciona el fabricante para controlar el FT232R y a trave´s de la
librerı´a de LabVIEW para controlar el mo´dulo Bluetooth. Haciendo uso de dichos bloques
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se creara´ una librerı´a para la conexio´n USB y otra para la Bluetooth, que contendra´n las
funcionalidades ba´sicas con las que poder controlar estos dispositivos y que sera´n imple-
mentadas en el programa principal. Conceptualmente ambas librerı´as son muy parecidas,
ya que disponen de las mismas funcionalidades. Tan solo se diferenciara´n por algunos
bloques que sera´n distintos en funcio´n del dispositivo que vaya a ser usado.
La interfaz de usuario implementada permite escoger entre dos modos de trabajo segu´n
el tipo de conexio´n. El primer modo de trabajo se trata del modo lectura de fichero. Si
ejecutamos esta opcio´n, tan solo hara´ falta cargar la imagen en formato TI-TXT. Una vez
cargada la imagen en la aplicacio´n, el programa se encargara´ de ejecutar las ordenes y
comandos necesarios para grabar los bytes del fichero en la memoria del MSP-430. El
segundo modo permitira´ seleccionar tres comandos a ejecutar de manera libre: mostrar la
versio´n del Bootloader, realizar una limpieza masiva o enviar bytes a una cierta direccio´n
de la memoria.
En el siguiente apartado se describira´n las funcionalidades de ambas librerı´as y se reali-
zara´ una breve explicacio´n de la estructura de cada una de ellas y de como funcionan.
4.2. Librerı´as para el control del Bootloader
En este apartado se comentara´n las principales VI que han sido disen˜adas para las li-
brerı´as de conexio´n serie y Bluetooth. A pesar de ser librerı´as con una estructura muy
parecida, la principal diferencia se encuentra en las funciones que se usan dentro de las
VI para ejecutar las ordenes. Debido a esta similitud, en los siguientes subapartados se
explicara´ de manera conjunta cada una de las VI que las forman.
4.2.0.1. Abrir conexio´n
Esta VI permite al usuario abrir una conexio´n entre el ordenador y el dispositivo puente, ya
sea el FT232R o bien el RN41. La figura (4.2) muestra concretamente la implementacio´n
para el FT232R.
Figura 4.2: Abrir conexio´n para comunicacio´n serie
En primer lugar la aplicacio´n inicia conexio´n con el FT232R identificando a este con un
nombre previamente asignado desde la aplicacio´n FT PROG. Una vez iniciada la cone-
xio´n, se obtiene un Handle que sera´ utilizado posteriormente por diferentes funciones de
control del dispositivo y despue´s se reseteara´. A continuacio´n, se configurara´ la velocidad
de transmisio´n del FT232R a 9600 baudios y tambie´n el formato de los paquetes, que
estara´n formados por 8 bits, 1 bit de parada y 1 bit de paridad par. Este paso es necesario
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para garantizar la compatibilidad de los paquetes entre dispositivos. Tambie´n se conside-
rara´ que no habra´ control de flujo. Por u´ltimo, tras realizar la configuracio´n de los paquetes
se limpiara´ tanto el buffer de salida como el de llegada, para que no haya posibilidad de
transmitir o recibir datos de forma incorrecta.
La VI equivalente para conexio´n Bluetooth, la cual se muestra en la figura 4.3, utiliza la
funcio´n Open Bluetooth Conection de la librerı´a de LabVIEW. Para establecer conexio´n,
se identifica al dispositivo a trave´s de la direccio´n MAC (Media Access Control) del mo´dulo
Bluetooth y se establece un tiempo ma´ximo de espera de 5000ms. Antes de proceder a
configurar el dispositivo, se realiza una pausa de 1100ms ya que es el tiempo mı´nimo
que se requiere para acceder al modo comandos despue´s de iniciar conexio´n. Por u´ltimo,
se revisara´ el estado de la aplicacio´n y si el estado es correcto, significara´ que se ha
ejecutado correctamente la secuencia de acceso al Bootloader. En caso de que el estado
sea erro´neo, se cerrara´ la conexio´n y se volvera´ al inicio para abrir esta de nuevo y realizar
otra vez la secuencia. Este bucle puede ser ejecutado como ma´ximo 5 veces. Si da error
para todos los intentos, se cerrara´ el bucle y con e´l finalizara´ la aplicacio´n sin haber podido
iniciar conexio´n.
Figura 4.3: Abrir conexio´n para comunicacio´n Bluetooth
4.2.0.2. Cerrar conexio´n
Esta VI se encarga de cerrar la conexio´n tanto para conexio´n serie como para Bluetooth.
Es importante cerrar una conexio´n que no vaya a ser usada para ası´ evitar posibles pro-
blemas en caso de volver a querer establecerla. A continuacio´n, se adjuntara´ una figura
(4.4) donde se mostrara´ la implementacio´n de esta funcio´n para el FT232R.
Figura 4.4: Cerrar conexio´n para comunicacio´n serie
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En primer lugar, antes de cerrar la conexio´n se debe de salir del modo Bootloader. Para
ello antes se debera´ de reiniciar el dispositivo MSP-430. Como el puerto RST de la placa
esta´ controlado a trave´s del puerto DTR del FT232R, modificaremos la sen˜al del DTR
para ası´ a reiniciar el dispositivo. Para finalizar, se puede procede a cerrar la conexio´n con
el dispositivo puente.
En cuanto a la VI creada para la comunicacio´n Bluetooth (figuras 4.5 y 4.6), primero se
iniciara´ el modo comandos para ası´ reiniciar el microcontrolador a trave´s del puerto digital
GPIO11 (DTR), despue´s se cerrara´ el modo comandos y por u´ltimo se cerrara´ la conexio´n
con la funcio´n Bluetooth Close Connection.
Figura 4.5: Cerrar conexio´n para comunicacio´n Bluetooth (1)
Figura 4.6: Cerrar conexio´n para comunicacio´n Bluetooth (2)
4.2.0.3. Invocacio´n del Bootloader
Esta VI se encargara´ de realizar la secuencia de invocacio´n del Bootloader. A continua-
cio´n, se mostrara´ la estructura de la aplicacio´n para la conexio´n serie en la figura 4.7.
Figura 4.7: Invocacio´n del Bootloader para comunicacio´n serie
Primero se modifican las sen˜ales del DTR y RTS, dejando ambas sen˜ales bajas y listas
para iniciar la secuencia. Despue´s, se iniciara´ la secuencia modificando ambas sen˜ales y
siguiendo el orden establecido en la figura 2.2, respetando un tiempo mı´nimo para cada
cambio de sen˜al.
CAPI´TULO 4. BOOTLOADER SCRIPTER 33
En la VI para conexio´n Bluetooth (figuras 4.8, 4.9 y 4.10), el dispositivo accedera´ al modo
comandos para ası´ poder controlar los puertos digitales. Todo esto se hara´ a trave´s de la
funcio´n Bluetooth Write, donde se escribira´ como entrada la orden en formato script. Un
tiempo de espera de 1.1 segundos ha sido tambie´n an˜adido al acceder al modo coman-
dos para garantizar que el dispositivo tenga suficiente tiempo para cambiar de modo de
funcionamiento. En cuanto haya pasado ese tiempo de espera, se comenzara´n a modifi-
car los puertos a trave´s de la funcio´n de “Write”, siguiendo la secuencia y respetando los
tiempos para cada cambio de sen˜al. Cuando ya se haya enviado la secuencia se saldra´
del modo comandos y se leera´ la respuesta del microcontrolador. Finalmente, se verifica
que no haya habido errores durante la ejecucio´n. En caso de error, la secuencia puede
repetirse hasta 5 veces para ası´ conseguir mayor fiabilidad de funcionamiento.
Figura 4.8: Invocacio´n del Bootloader para comunicacio´n Bluetooth (1)
Figura 4.9: Invocacio´n del Bootloader para comunicacio´n Bluetooth (2)
Figura 4.10: Invocacio´n del Bootloader para comunicacio´n Bluetooth (3)
34 Actualizacio´n del firmware del MSP430 mediante el Bootloader
4.2.0.4. Comandos
En esta VI se le ordenara´ al microcontrolador que ejecute los distintos comandos de los
que dispone el Bootloader. Esta aplicacio´n se encargara´ de realizar todo lo relacionado
con la ejecucio´n de comandos, desde enviar el paquete en su debido formato a recibir la
respuesta por parte del microcontrolador.
Figura 4.11: VI de comandos para comunicacio´n serie (1)
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Figura 4.12: VI de comandos para comunicacio´n serie (2)
Figura 4.13: VI de comandos para comunicacio´n serie (3)
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Para la conexio´n serie (figuras 4.11, 4.12 y 4.13), nada ma´s iniciar la VI se limpiara´ el buf-
fer de entrada y de salida de datos y a continuacio´n se procedera´ a dar forma al paquete
que sera´ transmitido al microcontrolador. Dicho paquete contendra´ el nu´mero hexadecimal
que representa al comando y los datos relacionados con este en caso de ser necesario.
En el paquete tambie´n se incluira´ la cabecera, la longitud del vector formado por el byte
de comando ma´s el para´metro de datos y los bytes de la suma de verificacio´n o Check-
sum. Acto seguido se procedera´ a enviar el paquete al microcontrolador a trave´s de una
pequen˜a VI (FTDI BFR) creada para gestionar la cantidad de bytes enviados al microcon-
trolador para ası´ evitar que se colapse el buffer. Esta aplicacio´n divide el total de datos a
transmitir en paquetes de 200 bytes, transmitiendo uno a uno en caso de ser necesario.
Debajo se adjuntara´n dos figuras (4.14 y 4.15) donde se podra´ observar esta VI.
Figura 4.14: Estructura de la VI de gestio´n de bytes (1)
Figura 4.15: Estructura de la VI de gestio´n de bytes (2)
Como se puede apreciar en las figuras 4.14 y 4.15, esta aplicacio´n recibira´ a trave´s del
vector “Buffer” un conjunto de bytes para ser grabados en la memoria del microcontrolador.
La funcio´n Size mide la longitud del vector para saber ası´ la cantidad de bytes que se
tienen que transmitir. Si la cantidad excede los 200 bytes, se almacenara´n los primeros
200 en un vector de datos para despue´s ser transmitidos. Si una vez transmitidos, la
cantidad de bytes restantes sigue siendo mayor a 200, se repetira´ el mismo procedimiento
y ası´ tantas veces como sea necesario. En caso de que la cantidad de bytes sea inferior
a 200, estos sera´n transmitidos y finalmente se cerrara´ la aplicacio´n, indicando el estado
final de esta.
Una vez se ha enviado, interpretado y escrito el paquete en la memoria del microcontro-
lador, la aplicacio´n dispone de un proceso de verificacio´n de la respuesta del microcon-
trolador. En este proceso se verifican para´metros como la longitud y el CRC del mensaje
recibido, la recepcio´n de un ACK y de que no haya habido error durante toda la secuencia.
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En el caso de la aplicacio´n para la conexio´n Bluetooth, esta tendra´ el siguiente aspecto:
Figura 4.16: VI de comandos para comunicacio´n Bluetooth (1)
Figura 4.17: VI de comandos para comunicacio´n Bluetooth (2)
Como se puede observar, la aplicacio´n iniciara´ formando el paquete de la misma manera
que en la VI para conexio´n serie, la u´nica diferencia sera´ que no se limpiara´ el buffer. Acto
seguido, se realizara´ una conversio´n del formato del paquete de entero a script para que
pueda ser interpretado por el mo´dulo. Despue´s, a trave´s de la funcio´n Bluetooth Write
enviaremos esta trama al microcontrolador para que sea grabada en la memoria. Si el
comando transmitido dispone de respuesta, esta se obtendra´ mediante la funcio´n Read
Bluetooth. Por u´ltimo, se comprueba que el estado final de la aplicacio´n sea correcto.
4.3. Aplicacio´n principal
A continuacio´n, se explicara´n las funcionalidades que ofrece el programa principal creado
a partir de las funciones VI de la librerı´a anteriormente descritas.
4.3.1. Cargar imagen a trave´s de archivo de texto
Esta aplicacio´n ha sido creada con el fin de transmitir al Bootloader los datos correspon-
dientes al firmware de una aplicacio´n a trave´s de un fichero de texto. Este fichero de texto
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ha sido creado a partir de los compiladores CodeComposer y IAR [7].
La figura 4.18 muestra el formato de este archivo de texto, distinguiendo dos tipos de
datos los cuales estan separados por espacios. Los datos precedidos por el sı´mbolo “@”
indican la direccio´n de memoria en hexadecimal correspondiente a la primera direccio´n
del siguiente dato. Esta direccio´n incrementara´ progresivamente con cada nuevo dato. El
resto de datos corresponden a datos en hexadecimal de ocho bits de cada direccio´n de
memoria. Por u´ltimo, para indicar el fin de texto se hace uso de la letra “q”.
Figura 4.18: Archivo de texto TI-TXT
Para interpretar el archivo de texto, se ha creado una VI llamada VI TXT. Esta VI tiene
una versio´n para la conexio´n serie y otra para la Bluetooth cuya u´nica diferencia sera´ la
VI Comandos que se usara´. Debajo se podra´n observar dos figuras (4.19 y 4.20) que
mostrara´n la estructura de esta aplicacio´n.
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Figura 4.19: Estructura de la VI TXT (1)
Figura 4.20: Estructura de la VI TXT (2)
Lo primero que realizara´ la aplicacio´n sera´ convertir el fichero de texto en una tabla de
datos gracias a la funcio´n Read text From Spreadsheet File, introduciendo un dato del
fichero de texto por celda. Despue´s, medira´ la cantidad de columnas y filas que tendra´
que interpretar, para ası´ poder recorrer todas las celdas de la tabla.
Una vez hecho esto, se dedicara´ a interpretar el contenido de cada una de las celdas.
Para ello, se hara´ uso de una VI (IDEN) que identificara´ si el dato leı´do de la celda es un
byte de direccio´n, de datos, un espacio o bien la letra q. En funcio´n de lo que identifique,
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se procedera´ a ejecutar unas ciertas ordenes u otras. Todo byte de direccio´n o de datos
leı´do sera´ almacenado en dos vectores, uno para la direccio´n y otro para los datos. Estos
dos vectores sera´n unidos ma´s tarde para ser enviados como trama al microcontrolador.
Este programa se dedica a leer toda una fila entera, celda por celda, antes de saltar a la
siguiente fila. Si la celda contiene un byte de direccio´n, esta se almacenara´ en el vector
de direccio´n. Esta direccio´n corresponde a la direccio´n del primer byte de datos que le
prosigue. Acto seguido, se debera´n de leer el conjunto de bytes de datos que continu´an
la trama y se almacenara´n en el vector de datos. En caso de llegar a una nueva direccio´n,
tanto la direccio´n anterior como su vector de datos se enviara´n al microcontrolador a trave´s
del comando RX Data Block. Despue´s, se limpiara´n ambos vectores (datos y direccio´n) a
trave´s de la VI EMPT para ası´ poder almacenarlos con los datos que quedan por identificar
y se recibira´ la respuesta al comando por parte del Bootloader. Tambie´n es importante
mencionar que se enviara´ una trama al microcontrolador en caso de que el vector de
datos contenga ma´s de 100 bytes almacenados. Por u´ltimo, en caso de que se lea una
q, se enviara´ el vector de direccio´n y datos al microcontrolador, se recibira´ respuesta del
Bootloader y se finalizara´ la aplicacio´n, habiendo ası´ leı´do el archivo entero.
Una vez ya disen˜ada la VI TXT, ya se puede proceder a conectarla con el resto de VI
necesarios en la aplicacio´n principal. La estructura tendra´ el siguiente aspecto:
Figura 4.21: Estructura de la funcio´n de lectura de texto
La primera VI que se ejecutara´ sera´ la de abrir conexio´n para ası´ poder comunicarse con
el dispositivo puente. A continuacio´n, se realizara´ la secuencia de inicio del Bootloader
para seguidamente poder enviar el comando de contrasen˜a con la VI de comandos. La
contrasen˜a sera´ enviada dos veces, la primera para limpiar la memoria y la siguiente para
acceder al resto de comandos. Acto seguido se ejecutara´ la VI TXT, donde se interpretara´
el archivo de texto y se enviara´ al microcontrolador. Por u´ltimo, a trave´s de la aplicacio´n
de cerrar conexio´n se reseteara´ el microcontrolador y se cerrara´ la comunicacio´n.
4.3.2. Comandos especiales del Bootloader
Esta otra funcionalidad nos permite escoger entre tres comandos a ejecutar tanto para
la conexio´n serie y Bluetooth. Estos comandos son los siguientes: el comando RX Data
Block con el que enviar bytes de forma manual, el comando BSL Version que permitira´
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consultar la versio´n del Bootloader del microprocesador y el comando Mass Erase, que
nos permitira´ limpiar la memoria.
El aspecto de esta funcionalidad es el siguiente:
Figura 4.22: Estructura de la funcio´n de escoger orden para conexio´n serie
Como se ve en la anterior figura 4.22, primero se establecera´ conexio´n con el dispositivo
puente y despue´s se accedera´ al Bootloader a trave´s de la secuencia de invocacio´n. A
continuacio´n, se ejecutara´ el comando que haya sido seleccionado por el usuario:
RX Data Block : Este comando nos sera´ u´til en caso de que se quiera escribir un pe-
quen˜o fragmento de co´digo manualmente. Esta´ formado por un comando de con-
trasen˜a (11), seguido del comando RX Data Block (10).
BSL Version: Esta opcio´n la escogeremos en caso de querer consultar la versio´n de
Bootloader del microcontrolador. Esta´ formada por un comando para enviar la con-
trasen˜a (11) y otro para consultar la versio´n (19). Una vez ejecutados nos devolvera´
la versio´n en forma de respuesta.
Mass Erase: Por u´ltimo, se nos dara´ opcio´n de ejecutar una limpieza de memoria. Esto
se realizara´ con el comando de contrasen˜a (11), ya que al estar la memoria escrita,
actuara´ como si fuese el comando Mass Erase.
Por u´ltimo, se reseteara´ el microcontrolador y se procedera´ a cerrar la conexio´n.
4.4. Futuras aplicaciones
A pesar de haber desarrollado una aplicacio´n que cumple ya con nuestras necesidades,
son muchas ma´s las funcionalidades que pueden ser implementadas. El ejemplo ma´s
claro es el de encriptar el fichero de texto con la informacio´n del firmware a actualizar,
para ası´ aumentar la seguridad y confidencialidad de los datos. De esta forma, podemos
disminuir la posibilidad de que un agente externo pueda acceder a nuestro dispositivo
y que plagie el co´digo almacenado en la memoria o bien corromperlo. Para an˜adir esta
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funcionalidad, sera´ necesario descargar en la memoria FRAM un nuevo Bootloader que
disponga de las funciones criptogra´ficas, ya que el Bootloader original no dispone de ellas.
En este proyecto ya se trato´ de an˜adir esta funcionalidad, pero debido a las limitaciones
de tiempo en la realizacio´n de este proyecto esta no pudo ser implementada. Es de vital
importancia an˜adir una funcio´n como esta para asegurar la proteccio´n de los datos. Por
ello, esta funcionalidad queda pendiente para futuros proyectos.
Por u´ltimo, otra opcio´n que podrı´a ser implementada es la de aumentar el cata´logo de
dispositivos compatibles con la aplicacio´n, an˜adiendo tambie´n algu´n otro dispositivo que
haga uso de una conexio´n diferente y ma´s efectiva, como puede ser la conexio´n WiFi.
CONCLUSIONES
Gracias a la investigacio´n a trave´s de diferentes documentos y tras todo el trabajo reali-
zado, se ha podido crear una aplicacio´n que cumple con el objetivo principal del proyecto.
A pesar de ello, se ha desarrollado una aplicacio´n que muestra ciertas carencias como
por ejemplo en cuanto a la proteccio´n de datos se refiere. Estas carencias pueden ser
de gran importancia y deben de ser solucionadas en posteriores trabajos. A continua-
cio´n, se mostrara´n las diferentes conclusiones que han podido ser obtenidas a lo largo del
proyecto:
1. Texas Instrument ya ofrece una aplicacio´n que sirve como interfaz de usuario para
controlar el Bootloader. Desafortunadamente, esta aplicacio´n ha sido desarrollada
tan solo para ciertos dispositivos puentes que pertenecen a la misma compan˜ı´a,
que son el BSL Rocket y el MSP-FET. Estos dispositivos tienen un precio bastante
elevado en comparacio´n a muchos otros que podemos encontrar en el mercado, pu-
diendo ser un impedimento para el usuario cuando necesite actualizar el firmware.
Es por ello que la solucio´n final formada por la aplicacio´n de LabVIEW, los mo´du-
los de comunicaciones y el kit MSP-EXP430FR6989 resulta ideal para controlar el
Bootloader, permitiendo tanto la carga inicial de un primer firmware por el fabricante
como su actualizacio´n por parte del usuario. En el primer caso evita que el fabrican-
te acuda como suele ser de costumbre a un conector JTAG para cargar el firmware.
A pesar de ello, en el segundo caso este sistema no ofrece al fabricante proteccio´n
de los datos grabados en memoria ante posibles copias o ataques de algu´n agente
externo, cosa que suele ser necesaria para los fabricantes. No obstante, esta so-
lucio´n sera´ el primer paso para poder programar un nuevo Bootloader que ofrezca
la solucio´n a este problema, como por ejemplo la posibilidad de interpretar datos
encriptados.
2. La interfaz de usuario creada a trave´s de LabVIEW ha demostrado ser capaz de gestio-
nar adecuadamente las sen˜ales de invocacio´n y las comunicaciones con el Bootloa-
der, cumpliendo las limitaciones en tiempo y los niveles de tensio´n indicados por
Texas Instruments.
3. Para acceder al Bootloader, es necesario realizar una secuencia en los terminales RST
y TEST del microcontrolador a trave´s de los terminales de handshake RTS y DTR
ubicados en el dispositivo puente que vaya a ser usado. Es necesario respetar el
orden y los tiempos que se marcan para poder acceder al Bootloader.
4. Las comunicaciones entre el Bootloader y el usuario siguen un modelo conocido co-
mo maestro esclavo, donde el Bootloader permanece a la espera de recibir datos
del usuario para poder actuar a trave´s de comandos. Los comandos a los que res-
ponde el Bootloader son los de grabar bytes, borrar la memoria, transmitir bytes de
la memoria, etc. Adema´s, el Bootloader hace uso de la UART interna del micro-
controlador para comunicarse via serie mediante los terminales TX y RX con los
dispositivos puente.
5. Las tramas que forman el comando, tanto las de transmisio´n como las de respuesta
por parte del Bootloader, a parte de incluir el co´digo de comando y los para´me-
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tros ba´sicos para su ejecucio´n, tambie´n incluyen un co´digo para la verificacio´n de
errores por redundancia cı´clica (CRC) que se encarga de verificar que los datos
transmitidos y que los datos que han sido grabados en la memoria concuerden. En
caso de que sean iguales el Bootloader respondera´ con una trama de confirmacio´n
(ACK).
6. Debido a la limitacio´n de tiempo y a la poca documentacio´n encontrada sobre como
trabajar con datos encriptados, no ha sido posible an˜adir dicha funcionalidad en
la aplicacio´n. Para que nuestro dispositivo sea capaz de interpretar datos encrip-
tados, primero es necesario actualizar el Bootloader del microcontrolador a una
nueva versio´n que incorpore estas prestaciones. Consecuentemente, se ha dejado
su desarrollo pendiente para posteriores trabajos.
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