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Sammanfattning 
 
Syna är ett av Sveriges äldsta kreditupplysningsföretag, de har tillgång till 
stora mängder aktuell data från bland annat bolagsverket, skatteverket, 
kronofogdemyndigheten och domstolar. Med hjälp av dessa data har Syna en 
möjlighet att på ett grafiskt sätt kunna representera statistik.  
Uppgiften blev att skapa ett webbgränssnitt som representerar utvald data i 
form av statistiska diagram. Stor vikt i examensarbetet låg på att analysera 
olika sätt att representera dessa data på. Även hur dynamiskt skapade MySQL 
tabeller optimerar sökhastigheten och prestandan i webbapplikationen. 
Visualiseringsverktygen har till uppgift att visa den statistik som hämtas från 
de databaserna Syna äger.  
Hämtningen från databaser sker med verktyget Softbool’s Boolware, som 
Syna för närvarande använder i sina egna produkter. Den färdiga 
applikationen kan på ett effektivt sätt spara undan det resultat som är hämtat 
och statistiskt uträknat från Boolware databasen i en MySQL databas. Detta 
sker endast en gång vid en unik sökning, nästa gång samma sökning sker 
hämtas resultatet från MySQL databasen. Detta har medfört att tiden 
applikationen laddar minskat med 100 gånger, från ca åtta minuter till ett fåtal 
sekunder. Statistiken representeras med hjälp av en graf som gör det lätt för 
användaren att förstå vad som visas utan att tappa korrekthet och värde.   
Syftet med webbgränssnittet är att det ska agera som ett verktyg för bl.a. 
tidningar, universitet, företag för att se samband och fakta om information som 
berör deras verksamhet.  
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Abstract 
 
Syna is one of the oldest credit bureau and they got access to large actual data 
from different authorities like Skatteverket, Kronofogden etc. With help from 
this actual data, Syna have a possibility to represent this data in a graphical 
way.  
The task for this thesis was to implement a web interface that represents the 
chosen data in a graphical diagram. A big part of this thesis was to analyze 
different ways to represent this data. Also how to dynamically store the result 
in a MySQL databases to optimize the performance of the web application. 
The thesis had some requests from Syna. These requests affected performance, 
usability and implementation and were the main concern of this thesis.  
The web interface main task is to represent the data that came from the 
different databases that Syna beholds. The retrieval of the data came from the 
program Softbool’s Boolware and this program is used regularly in Syna’s 
network. The result from these searches where then dynamically stored in a 
MySQL databases. 
The purpose of this web interface is that it should act like a tool for newsletter 
companies, universities, and companies etc., to see the relations of the 
information that affects their operations.    
This rapport includes the process of the thesis, methods, methodologies and 
models used under the thesis progress.  
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Förord 
 
Examensarbetet utfördes under våren 2013 i samarbete med Syna i Malmö. Vi 
tillbringade mestadels tiden i Malmö för att få direkt support och tillgång till 
resurser och vi fick även en egen arbetsplats i företaget.   
Vi vill tacka Synas personal för ett mycket gott samarbete och trevligt 
bemötande. Ett speciellt tack riktas till Jens Bjarme som var vår handledare på 
Syna, han stöttade oss genom hela processen genom att bidra med sin 
erfarenhet inom projekt och utveckling. Jens har även gett oss en mer verklig 
syn på hur arbeten bedrivs i den riktiga världen. Det var även han som från 
början gjorde det möjligt för oss att bedriva examensarbetet på Syna. Christer 
Heningsson IT-ansvarig på Syna har ställt upp och har haft tålamod att svara 
på våra eviga frågor. Vi vill även rikta ett stort tack till Christin Lindholm, 
examinator, som drivit på oss i rapportskrivandet. 
Utvecklingen av produkten har varit en spännande resa där vi lärt oss en 
mängd nya spännande saker och hur det riktiga arbetslivet ser ut.  
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1 Inledning 
Under detta kapitel beskrivs företaget där examensarbetet har ägt rum. 
Problemet, syftet och avgränsningarna som styrt projektet lyfts fram och 
presenteras. 
1.1 Bakgrund 
 
Syna, beläget i Malmö, är ett av Sveriges äldsta kreditupplysningsföretag, de 
har tillgång till stora mängder aktuell data från bland annat bolagsverket, 
skatteverket, kronofogdemyndigheten och domstolar. Syna grundades 1947 
och har i dagsläget över 10 000 abonnenter. De tillhandahåller företag med 
tjänster så som kreditupplysningar, bevakningar, utredningstjänster och 
marknadsinformation. Genom deras söktjänst kan man hitta eller identifiera 
företag och personer för att få önskad information. De hjälper även företag att 
leta efter potentiella kunder samt kontrollera nya kunder. 
De har tillgång till en stor mängd databaser och vill gärna utöka sitt 
användningsområde av deras samlade data.  
En idé som Syna hade var att använda dessa data till att visualisera statistik i 
form av grafer. Det var denna idé som låg till grund för examensarbetet och 
kring detta skapades ett gränssnitt och en analyserande rapport för att lösa 
problemet. 
 
1.2 Syfte och målsättning 
 
Syftet med detta examensarbete var att utveckla ett webbgränssnitt som visar 
statistik i ett grafiskt diagram. Genom att analysera på vilket sätt datan skulle 
representeras på grafen för att ge ett korrekt och lättförståeligt resultat skulle 
det fastställas vilken data som var väsentlig. För att göra sökningar och 
uträkningar bland de stora datamängderna krävs dels mycket processorkraft 
men det är även en mycket tidskrävande process. För att användarvänligheten 
på webbapplikationen skulle öka samtidigt som tiden det tar att ladda ett sökt 
resultat skulle minska skapades en MySQL databas. I denna skulle alla resultat 
för aktuell sökning på ett dynamiskt vis sparas undan.  
För att söka efter data i den ursprungliga databasen används 
indexeringsverktyget Softbool’s Boolware, ett mycket kraftfullt verktyg för 
sökning i stora datamängder. För att koppla webbgränssnittet till Boolware 
samt den MySQL databas som används för att spara resultat av sökningar, 
används JSP samt JavaScript. Vidare kopplas detta via HTML till ett grafiskt 
gränssnitt där användaren kan se datan i form av en graf. I rapporten 
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avhandlas och analyseras hur dessa kopplingar är gjorda och fungerar. Vid 
arbetets avslut överlämnas samtlig kod till en fungerande webbapplikation till 
Syna.  
Genom denna analys samt det grafiska användargränssnittet kan Syna 
utvärdera möjligheterna med webbgränssnittet. 
Det ursprungliga målet med examensarbetet var att genom analys av två olika 
webbaserade grafer, Googles Gapminder samt en av oss skapad graf, 
utvärderas vilken som är mest effektiv i avseenden som prestanda, 
användarvänlighet samt implementation. Att göra denna jämförelse 
uppdagades snart inte ge något värde för projektet. Anledningen var att 
sökningarna och de statistiska uträkningarna Boolware utförde tog i 
genomsnitt 8 minuter att utföra. Detta medför att användare snabbt tappar 
intresset vilket innebär att applikationen inte var användarvänlig. För att 
applikationen skulle anses användarvänlig i avseende av tidsåtgång per 
laddning av resultat önskades en tid på under 30 sekunder. 
1.3 Problemformulering 
Examensarbetet består av två delar. I den ena delen finns en analys om på 
vilket sätt det knyter samman de tre delarna: sökmotor, visualiseringsverktyg 
samt egenskapad kod åt webbapplikation. Visualiseringsverktygen har till 
uppgift att visa den data som hämtas från databaser i form av statistik. Denna 
del av examensarbetet analyseras utifrån punkterna: 
 Webbgränssnittets användarvänlighet 
o Lätt att lära sig 
o Grafiskt tilltalande 
o Enkelt att använda 
 Implementation av de olika komponenterna 
o Svårigheter med att koppla ihop data till visualiseringsverktyg 
 
Användarvänligheten kontrolleras genom användartest. Testerna kommer att 
ske med hjälp av oberoende personer och kommer även att testas av Synas 
medarbetare. 
Den andra delen av uppgiften bestod ursprungligen av att utföra en jämförelse 
av visualiseringsverktyg och utvärdera vilket som var mest lämplig. 
Bedömningen skulle baseras på följande kriterier: 
 Användarvänlighet 
o Lätt att lära sig 
o Grafiskt tilltalande 
o Enkelt att använda 
 Prestanda  
o Processoranvändning 
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o Tidsåtgång vid laddning av data 
o Minnesanvändning 
 Implementation 
o Svårigheter med att koppla ihop data till visualiseringsverktyg 
 
Hämtningen från den ursprungliga databasen sker med verktyget Softbool’s 
Boolware, som Syna för närvarande använder i sina egna produkter. Men då 
tidsåtgången för hämtning av data var ett betydligt större problem än vad som 
kunde förutspås, reviderades andra delen av examensarbetet. Det 
nyformulerade problemet blev att optimera tidsåtgången genom att dynamiskt 
skapa och spara resultat från sökningar i Boolware databasen. Resultatet 
sparades i en MySQL databas varje gång en fråga inte blivit ställd tidigare. Då 
en fråga ställs för andra gången hämtas resultatet direkt från MySQL 
databasen. Detta kommer att leda till att mängden data som skall hämtas 
minskar drastiskt samt att inga statistiska uträkningar behövs. En analys över 
detta problem kommer att baseras på följande kriterier: 
 Prestanda  
o Processoranvändning 
o Tidsåtgång vid hämtning av data 
o Minnesanvändning 
 Implementation 
o Utformning på tabeller i en MySQL databas 
o Utformning på sparat resultat 
 
Sammanfattningsvis kan sägas att följande frågor skall besvaras: 
 Kan en webbapplikation innehållande en graf med statistik hämtad 
från en Boolware indexerad databas skapas? 
 Uppfyller applikationen den önskvärda användarvänligheten? 
 Kan resultat från sökningar gjorda i Boolware dynamiskt sparas i en 
MySQL databas? 
 På vilket sätt bör datan sparas? 
 Uppfyller denna optimering de önskvärda målen i fråga om tid? 
 Kan data på ett korrekt och lättförståeligt sätt presenteras i en graf 
oberoende av vilken databas datan är hämtad från? 
1.4 Avgränsningar 
För att examensarbetet skulle täcka kriterierna för just ett examensarbete samt 
att omfånget på arbetet inte skulle bli för stort utformades avgränsningar. 
Dessa avgränsningar diskuterades mellan studenterna, examinatorn och 
handledaren. De slutgiltiga begränsningarna var enligt den ursprungliga 
problemformuleringen: 
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 Sökningar i databaser sker genom programmet Softbool’s Boolware så 
att studenterna inte behöver skapa ett gränssnitt mellan databasen och 
sökmotorn.  
 Den färdiga produkten/prototypen kommer ej av studenterna, 
implementeras på extern server för publik användning.  
 Produkten kommer initialt begränsas till att endast vissa delar av 
databaserna används. Dessa delar kommer att innehålla information om 
privatpersoner i Sverige. 
 Studenterna kommer att jämföra två olika visualiseringsverktyg, en 
färdiga och en som studenterna själva skapar, utifrån tre krav, prestanda, 
användarvänlighet samt implementation. 
 Examensarbetet begränsas av de 22.5 högskolepoäng studenterna har 
till sitt förfogande. 
 
Dessa begränsningar behövde i likhet med det ursprungliga problemet 
revideras. De nya avgränsningarna blev enligt följande: 
 
 Sökningar i den ursprungliga databasen sker genom programmet 
Softbool’s Boolware. 
 Den färdiga produkten/prototypen kommer ej av studenterna, 
implementeras på extern server för publik användning.  
 Produkten kommer initialt begränsas till att endast vissa delar av 
databaserna används. Dessa delar kommer att innehålla information om 
privatpersoner i Sverige. 
 Studenterna kommer att använda sig av visualiseringsverktyget 
Gapminder för presentation av statistik. 
 Examensarbetet begränsas av de 22.5 högskolepoäng studenterna har 
till sitt förfogande. 
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2 Webbgränssnitt 
Webbapplikationen innehåller många olika delar som skulle bindas ihop för 
att kunna nå målet i detta examensarbete. Det finns många olika språk som 
kommunicerar med varandra i applikationen och detta sker över många 
dimensioner samt på olika servrar.  
Detta kapitel analyserar och motiverar vilka metoder, språk och resurser som 
använts. 
2.1 MVC 
MVC står för model view controller och är en design som förklarar en 
systemskiss och beskriver hur de olika komponenter hänger ihop och hur 
förbindelserna mellan de olika lagren hänger ihop. Detta har till syfte att ge en 
enklare överblick av systemet.  
 
Bild 1: MVC 
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2.2 Databaser 
 
Det första steget i arbetet var utformningen av databasen i Boolware som var 
grundstenen i hela projektet.  
Sökmotorn är som sagt Softbool’s Boolware och denna sökmotor är kopplad 
till databaserna som Syna tillhandahåller. Av säkerhetsskäl skapades en ny 
databas för att inte modifiera eller skada de databaser Syna använder i sin 
dagliga verksamhet.  
 
2.2.1 Koppling till virtuella servern 
 
För att komma åt de befintliga databaserna, samt skapa en ny databas krävs en 
koppling till Synas virtuella server. Denna koppling kan endast skapas inom 
det lokala nätverket och sker genom programmet Remote Desktop. Men på 
grund av problem med licenser och operativsystem kunde detta program inte 
användas under detta projekt. Efter en del efterforskning beslutades det att 
kopplingen kunde ske med programmet Real VNC. Detta program uppfyllde 
alla krav som fanns. Det är plattformsoberoende, kan ansluta till Windows 
Server och en gratis utvärderings installation fanns tillgänglig. Genom att, 
efter installation, ange IP-numret till den virtuella servern var kopplingen 
gjord. Det fanns efter detta steg möjlighet att, genom Boolware viewer, göra 
sökningar i databaserna på servern vilket ledde till att nästa steg blev att skapa 
den databas som skulle användas under projektets gång. 
 
2.2.2 Skapande av databas 
 
Enligt instruktioner skulle kopplingen mellan en semikolonseparerad textfil, 
innehållande all data som kom att avhandlas under arbetet, och Boolware 
göras i tre steg. Första steget var att indexera om alla variabler till en viss 
variabeltyp med en fast längd inne i ODBC inställningarna enligt bild 2.  
 
Efter detta skapades en databas med en tabell innehållande samma variabeltyp 
och längd som angivits i ODBC mappningen. Således fanns det vid det här 
laget en inställning som berättade vad textfilen innehöll för variabeltyper och 
dess längd, samt en databas innehållande en tabell. Det slutliga steget var att 
koppla ihop dessa genom att låta Boolware indexera den semikolonseparerade 
textfilen och överföra dess data till tabellen. 
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Bild 2: ODBC administrationsverktyg 
 
2.2.3 Problem och lösningar vid skapande av databas 
 
Alla inställningar var nu gjorda enligt instruktionerna som tillhandahölls. Men 
första försöket att koppla samman textfilen och Boolware misslyckades. Detta 
fel uppkom på grund av konflikter mellan variabeltyperna deklarerade i 
ODBC inställningarna och databastabellen. Detta löstes genom att deklarera 
om samtliga variabler för att säkerställa att det var enhetligt. Denna gång 
lyckades Boolware överföra data från textfilen till databasen. Då indexeringen 
var färdig gjordes en sökning i databasen och nästa problem uppdagades. 
Denna gång var problemet att data saknades i ett flertal kolumner, endast de 
fem första visades korrekt. Detta problem uppstod då endast de parametrar 
som var intressanta för projektet hade deklarerats, för att på detta vis begränsa 
datan i databasen. Genom att deklarera samtliga 54 parametrar både i ODBC 
inställningarna samt kolumner löstes även detta problem. Detta var ett 
framsteg men det var fortfarande inte felfritt. Även efter denna om indexering 
var det endast de första fem parametrarna som visades felfritt i databasens 
tabell. Resterande data saknades helt eller delvis. Detta nya problem uppstod 
då inga parametrar som innehöll mellanslag visades. Detta var en svårare nöt 
att knäcka eftersom ingen tydlig dokumentation över denna typ av avvikelser 
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fanns tillgänglig. Efter kontakt med företaget Softbool, skaparna av Boolware, 
löstes till slut även detta problem. Genom att helt enkelt hoppa över ODBC 
inställningarna och istället direkt från inställningarna i Boolware ange 
sökvägen till textfilen så gjordes automatiskt en koppling. Efter att ha kört 
indexeringen fungerade samtliga sökningar i den nyskapade databasen.  
 
Hur tabellen såg, efter en lyckad koppling till textfilen, ut visas i bild 3: 
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Bild 3: Databas tabellen inne i Boolware 
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2.2.4 MySQL 
 
Utöver den Boolware indexerade databasen användes en MySQL databas. Likt 
Boolware databasen var även denna databas placerad på Synas 
utvecklingsserver då samtliga användare skulle ha tillgång till den lagrade 
datan. Databasen består av en tabell innehållande två kolumner, name och 
result. Name innehåller en sträng bestående av de parametrar användaren 
angett i gränssnittet, som denne vill visa statistik om. Kolumnen result i sin tur 
innehåller det statistiska resultat som en tidigare sökning mot Boolware 
databasen returnerat. 
2.3 Språk och utveckling 
 
Webbapplikationen använder sig som sagt av ett flertal programmeringsspråk. 
De språk som krävdes var: 
 Sökspråk för databassökningar 
 Skriptspråk för serversidan 
 Skriptspråk för klientsidan 
 Språk för grafisk layout 
 
2.3.1 Softbool’s Boolware 
 
Första delen var just databasen. Eftersom Syna redan använder Softbool 
Boolware så bestämdes att detta indexeringsverktyg även skulle användas för 
utvecklingen av webbapplikationen. Boolware har fördelen att det kan 
behandla stor mängder data och prestandan är obeskrivlig, så sökmotorn var 
redan då förbestämd.  
Softbool Boolware har stöd för olika programmeringsspråk som t.ex. Java, 
PHP, COM Object, XML, C, C++ och ASP. NET. För alla dessa språk har 
Boolware färdiga bibliotek innehållande funktioner eller metoder för sökning i 
indexerade databaser, uträkning av statistiska funktioner, matematiska 
uträkningar, viktade resultat och mycket annat. Stödet för de olika språken 
medförde att valfriheten för utvecklingsspråk var stor. 
 
2.3.1.1 Implementation 
 
För att kunna kommunicera med databasen som var placerad på 
utvecklingsservern, installerades en instans av Boolware lokalt på datorerna 
där utvecklingen skedde. Genom att i programmets inställningar ange rätt 
portar och IP-nummer upprättades en förbindelse så att det lokalt från 
datorerna gick att söka i databasen. Steget efter detta var att skapa en ”klient”, 
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vilket är en instans av klassen Boolware.Client(). Detta gjordes i serverskriptet 
då det är detta script som kan göra kopplingar till externa datakällor. Instansen 
av Client() är den som kan göra anrop till Boolwares funktioner efter att en 
koppling till databasen är gjord. Skapandet av klienten, hädanefter kallad 
client, samt kopplingen till databasen, kallad UNI, kan man se på bild 4.  
 
 
Bild 4 Skapande av client samt koppling till databas 
 
När en koppling till databasen var etablerad kunde information från databasen 
hämtas. Hämtningen gjordes genom att först ställa en fråga till databasen 
genom funktionen execute() där fastställdes vilka parametrar som skulle 
hämtas och från vilken tabell. Resultatet från frågan kan sedan manipuleras 
genom att ta fram statistiska medelvärden, mest förekommande värde, största 
och minsta värde samt en rad andra uträkningar. På bild 5 visas hur man väljer 
ut den högsta inkomsten bland män i åldern 30-50 år som bor i kommunkod 
01 (Ockelbo). 
 
 
Bild 5 Funktionerna execute och statistics 
 
2.3.2 JDBC 
 
För att kunna hantera MySQL databasen via Java användes JDBC, Java 
Database Connectivity, vilket är industristandard för kopplingar mellan Java 
och ett stort antal olika databaser.  
 
2.3.3 Serverspråk 
 
I början av examensarbetet togs beslutet att PHP skulle användas. Det är ett 
globalt känt, lätthanterligt och tillförlitligt, plattformsoberoende serverspråk. 
PHP skulle dessutom, enligt Boolware dokumentationen, fungera med valda 
indexeringsverktyg.  
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2.3.3.1 Problem och lösningar vid implementation 
 
Den inledande implementationen av funktionerna för webbgränssnittet gjordes 
i PHP men då kopplingen till Boolware skulle ske genom skapandet av client 
uppstod det problem. För att kunna använda Boolwares funktioner i PHP 
behövs en DLL fil (Dynamic Link Library). Denna typ av fil skall initieras i 
php.ini filen vilket är en typ av konfigurationsfil för Apache servern där PHP 
filerna kompileras. Där pekades sökvägen för DLL filerna som skulle 
användas ut och alla inställningar som kunde göras var nu gjorda. Problemet 
som uppstod var att den nuvarande PHP versionen var nyare än 5.3 medans 
Boolwares DLL biblioteket endast stöder PHP versioner upp till 5.2. 
Bild 6 visar felmeddelandet då client skulle skapas inne i PHP:  
 
 
Bild 6: Felmeddelandet av PHP vid implementering av Boolware biblioteket 
 
Detta problem var olösligt då även servern där applikationen publicerades på 
använder sig av en PHP version nyare än 5.3. Efter samtal med Softbool stod 
även klart att dessa inte hade några DLL filer som stödjer nyare versioner. 
Detta förde många diskussioner och efter ett brainstorm möte med Syna 
beslöts att PHP skulle ersättas med JSP. JSP eller Java Server Page kör likt 
PHP på serversidan, men en mycket stor skillnad finns mellan de olika 
språken då JSP bygger på Java. Anledningen till att serverspråket blev just JSP 
var att detta serverspråk hade bra stöd för HTML som webbgränssnittet skulle 
utvecklas i. Samt att det med enkla XML frågor går att kommunicera mellan 
klientsidans script och serversidans script. 
 
2.3.4 Klientsidans script 
 
Det var ganska självklart att valet av klientskript blev JavaScript. Det är ett 
lättanvänt, välkänt och plattformsoberoende språk. Det går med hjälp av 
JavaScript att använda sig av DOM objektet. DOM står för Document Object 
Model och används för åtkomst och uppdatering av innehållet i ett dokument 
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(W3C, 20/5 2013)[1]. Detta användes då drop-down listor skulle skapas, 
värden avläsas då ändringar skett på sidan samt utritande av grafer. JavaScript 
användes även vid skapandet av XML frågor som skickades till servern och 
hantering av svaren på frågorna.  
 
2.3.5 Grafisk layout 
 
För att skapa en grafisk layout inleddes arbetet genom att i Photoshop skapa 
olika skisser på hur utseendet skulle kunna tänkas se ut. I skisserna togs även 
hänsyn till användarvänlighet i avseende av positionering av menyer, listor 
med filter och grafens position. Utefter dessa skisser användes sedan HTML5 
för att bygga upp sidans struktur, detta med hjälp av diverse olika element så 
som header, body, div och så vidare. För att få till utseendet på sidan så 
användes CSS3, här deklareras de olika elementens storlek, position och 
övriga utseende.   
 
3 Verktyg 
 
Under projektets gång användes flera olika programmeringsmiljöer och olika 
verktyg för att uppfylla projektets problembeskrivning. Detta kapitel 
innehåller teoretiska förklaringar angående utvecklingsmiljöerna.  
 
3.1 Gapminder 
 
Gapminder Foundation grundades av Hans, Ola och Anna Rosling år 2005 och 
deras ursprungliga mål var att omvandla tråkiga siffror till njutbara, animerade 
interaktiva grafer.  
 
(Gapminder.org, 20/5 2013) [2] 
 
Gapminder skapar grafer som kan hantera fem parametrar:  
 X-axel (ska innehålla siffror)  
 Y-axel (ska innehålla siffror)  
 Tidsaxel (medför att bollarna(datan) rör sig beroende på tiden)  
 Storlek på bollarna (kan representera antal, storlek etc. ) 
 Färgen på bollarna (kan representera ord, geografiska områden etc.) 
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Att på detta sätt kunna visa statistik över privatpersoner i Sverige medför att 
den representerade datan blir intresseväckande och genom användarens 
interaktion kan datan visas på olika sätt.  
Ett exempel hur Gapminder gränssnittet kan se ut då data från Synas databaser 
representeras finns på bild7. 
 
Bild 7: Gapminder graf 
 
Gapminder ägs nu av Google och är ett open source verktyg som används i 
bl.a. Google Analytics. 
 
 
3.2 VNC (Virtual Network Computing) 
 
Som tidigare nämnt krävdes en anslutning till Synas virtuella server för att få 
tillgång till databasen, mappar, filer. Detta krävdes även för att kunna 
implementera aktuell webbapplikation via Synas apache server. Valet blev att 
använda sig av verktyget VNC, dels för att det var open source under en viss 
period och att den uppfyller kravet på att vara plattformsoberoende. 
VNC verktyget bestod av två delar, server delen samt klient delen. Vad man 
var tvungen att göra var att installera server verktyget på datorerna som skulle 
fjärrstyras. Sedan räckte detta med att installera klienter på datorerna för att få 
möjlighet att fjärrstyra dessa datorer som man har installerat server verktyget 
på, det ville säga, datorn som innehåller alla resurser.  
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Användaren hade full kontroll över VNC verktyget där man bl.a. fick full 
frihet att välja portar samt ip-adress, lösenordskydda servern, koppla sig till 
olika servrar med klient verktyget och sist men inte minst att kopplingen 
mellan server och klient var krypterad för att motverka obehöriga personer att 
modifiera data. (RealVNC, 25/4 2013)[3] 
 
3.3 Programmeringsmiljöer 
 
Detta kapitel avhandlar de olika utvecklingsmiljöer som använts under 
examensarbetet. 
 
3.3.1 Notepad++ 
 
Man började utveckla webbapplikationen i serverspråket PHP och av tidigare 
erfarenhet användes Notepad++. Notepad++ kunde hantera massa olika språk 
som t.ex. PHP, JSP, HTML och JavaScript.  
Notepad++ är ett open source verktyg och är skriven i språken C++. 
Notepad++ är med hjälp av kraftfulla komponenter och noggrann optimering 
av rutiner ett grönt verktyg. Med detta menas att verktyget ska utnyttja 
processorkraften så effektivt som möjligt vilket leder till att 
strömförbrukningen minskar och genom detta så bildas mindre 
koldioxidutsläpp i världen. Notepad++ är kompatibel med Windows 
operativsystemet och eftersom arbetet bedrevs i olika operativsystem, 
Windows samt OSX, använde endast en dator detta verktyg för att 
programmera kod för webbapplikationen.  
Verktyget förenklade kodningen för projektet genom att verktyget föreslår 
bl.a. variabelnamn samt funktioner vilket underlättar utvecklingen. 
Programmeraren sparar även tid då verktyget lämnar felmeddelande om det 
t.ex. finns okända variabler. Sist men inte minst, så används färger smidigt för 
att kunna se kodens struktur tydligt. Verktyget användes mestadels för att 
bygga HTML koden.  
(Notepad++, 2/5 2013)[4] 
 
3.3.2 Eclipse 
 
Eclipse var det mest använda verktyget under examensarbetet. Verktyget är 
open source och har stöd för en mängd olika programmeringsspråk som Java, 
C, C++, PHP, JSP etc. För att Eclipse ska ha möjlighet att kompilera vissa 
typer av kod, krävs att ett eller flera plugin installeras. Detta krävdes under 
detta projekt då Eclipse inte i sitt grundutförande stöder JSP. För att JSP skall 
kunna kompileras så krävs utöver ett JSP plugin även ett Tomcat 
Server plugin. JSP koden utvecklades med hjälp av Eclipse. 
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3.3.3 Coda 
 
Coda2 är en programmeringsmiljö med liknande stöd som programmet 
Notepad++. Coda2 är framför allt avsett för webbutveckling och har stöd för 
bl.a. CSS, HTML, HTML5 och PHP. Programmet kan användas för båda 
utveckling samt förhandsgranskning. Programmet är väldigt lätthanterlig, 
flexibel och smidig. Programmet har även en inbyggd felhanterare för att få 
bort onödiga fel från koderna samt ger förslag till variabler och funktioner för 
att underlätta utvecklingen. Strukturen i programmet är lättöverskådligt och 
det är enkelt att hänga med i koden tack vare bra struktur samt bra användning 
av färger i koden.  
Coda2 innehåller också ett terminalfönster för enklare inloggning till 
databaserna. 
 
3.3.4 Tomcat 
 
För att kunna kompilera JSP kod som inte utvecklades med hjälp av Eclipse 
behövdes en Tomcat server. Tomcat är open source och servern används för 
att kunna kompilera och visa skriven JSP kod via en browser. Anledningen till 
att inte all kod utvecklades, testades och kördes via Eclipse och dess server var 
att utvecklingsservern, där testbara utgåvor implementerades, använde sig av 
en fristående Tomcatserver. För att säkerställa att all kod kunde kompileras 
via denna server användes även lokalt, under utvecklingen, en fristående 
Tomcatserver.   
4 Arbetsmetod 
Detta kapitel avhandlar projektmodellen som arbetet har bedrivits efter. Även 
andra metoder som påverkat arbetets gång lyfts fram. 
 
4.1 Projektmodell 
 
Examensarbetet har bedrivits enligt den agila projektmodellen Scrum. Scrum 
bygger på transparens, granskning och anpassning. Transparensen består av att 
alla delar av projektet är tydliga och synliga för alla deltagare. Granskningen 
används för att säkerställa att arbetet går mot sitt mål och för att undvika 
eventuella problem. Anpassningen sker då man under granskning upptäckt en 
avvikelse och denna måste korrigeras. Anpassning och granskning sker vid 
sprintplanering, dagligt scrummöte, sprintgranskning och sprintåterblick  
(Scrum.org, 20/4 2013)[5] 
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4.1.1 Arbetet 
 
Även Syna arbetar enligt Scrum modellen, således hade de ett webbaserat 
verktyg kallat ScrumWorks. I verktyget har alla involverade i företaget en 
specifik inloggning och varje individ är kopplad till tillhörande projekt. Detta 
verktyg är till för att hantera projektens sprintar där varje sprint innehåller ett 
antal backlog items som i sin tur är uppdelade i tasks. En task är en bestämd 
uppgift som skall utföras på en viss tid där man själv har tidsestimerat tasken. 
Ett projekt för detta arbete skapades i ScrumWorks där man kunde 
implementerade alla backlog items som skulle avhandlas för att till slut få en 
färdig produkt som kan levereras till Syna, samt en färdig rapport för 
granskning. Verktyget hjälpte till genom hela projektet på så vis att det gav en 
klar och tydlig bild över hur projektets olika delar fortlöpte. Dessutom hjälpte 
det till att strukturera arbetet på ett effektivt sätt. För att kontrollera att sprintar 
är korrekt planerade använder man sig i Scrum av grafer som visar aktuell 
arbetsprocess gentemot tiden. Är kurvan för brant eller för horisontell så har 
man antigen lagt in för få eller för många tasks men det kan även vara att man 
har tidsestimerat fel gränser på tasken. Fick man en jämt lutning på kurvan 
från början till slut så har man tidsestimerat loggarna rätt. Genom att göra 
återblickar och kontrollera dessa grafer kan planering inför framtida sprintar 
justeras. 
Det gick med hjälp av ScrumWorks att skapa bestämda sprintar samt lägga in 
uppgifter som tillhör respektive backlog items samt lägga beskrivningar till 
varje ny uppgift.  
 
Varje sprint varade i två veckor och inleddes med ett sprintplaneringsmöte där 
sprintbacklogen fylldes med backlog items. Under sprinten betades dessa 
items av en efter en såvida inget oförutsett inträffade. Sprintarna avslutades 
med en demo av de nyutvecklade funktionerna för berörd personal på Syna. 
Under dessa demos insamlades viktig feedback och åsikter på och om 
produkten och dess funktioner. 
Bild 8 visar ett exempel på en sprint och tillhörande backlogs samt task som 
skapades i projektet med hjälp av verktyget ScrumWorks: 
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Bild 8 ScrumWorks 
 
 
4.1.2 Problem och lösningar vid implementation 
 
I början av examensarbetet fanns ingen bra överblick på hur utformningen på 
projektet skulle se ut eftersom arbetet kunde bedrivas med ett valfritt 
utvecklingsspråk. Även visualiseringsverktyget var i uppstarten av projektet 
inte förutbestämt. Dessa val avgjorde vilka funktioner som skulle 
implementeras och hur uppbyggnaden kom att se ut. Det visade sig även under 
projektets gång att flera bitar av det arbete som skulle utföras inte fanns med 
som backlog items. Detta problem kunde inte på förhand förhindras då 
projektet var i konstant förändring i den inledande fasen. Genom att avsätta tid 
för analys över vad applikationen skulle åstadkomma kunde en del av de 
funktioner som kom att skapas formuleras som backlog items, som i sin tur 
utformades till tasks. På detta sätt kunde en grundstruktur byggas upp i 
ScrumWorks. Genom att kontinuerligt följa upp och uppdatera ScrumWorks i 
takt med att arbetet fortskred och nya funktioner tillkom, blev konsekvensen 
av avsaknaden av backlog items hanterbar.  
Vidare så uppdagades det under sprintplaneringsmöten att de tasks som 
utformats inte hade några tydliga mål, vilket medförde att det var svårt att 
avgöra när en uppgift faktiskt var avklarad. Det fanns även brister i 
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tidsestimeringen vilket gjorde att det antingen fanns för många eller för få 
items i varje sprint. Tack vare handledarens instruktioner förbättrades 
definitionerna av samtliga items och tydligare mål sattes upp. Alla items 
delades dessutom upp i fler och mindre tasks för att på så vis lättare kunna 
uppskatta tidsåtgången. 
 
Att tidsestimeringen av items i början av examensarbetet inte stämde överens 
med verklig nedlagd tid syns tydligt på bild 9. Det i grafen snabbt sjunkande 
värdet på y-axeln representerar att ett stort backlog items snabbt blivit klart 
och sprinten fylldes således på med nya items. 
 
Bild 9: En ScrumWorks kurva tillhörande examensarbetet 
 
4.1.3 Analys 
 
Valet av projektmodell baserades på att Syna redan arbetade enligt Scrum 
samt att agila modeller passar denna typ av utvecklingsprojekt, som är i 
ständig förändring, väl. 
Scrum modellen har underlättat arbetet i projektet då det agerade som en mall 
som enkelt kunde följas. Det fanns en överblick över hela projektet och desto 
bättre definierade backlog items som fanns ju bättre gick planeringen och 
resultatet blev som det var tänkt. Överblicken av projektet hade dock varit 
tydligare om slutproduktens funktionalitet redan initialt hade varit bestämd.  
Trots kontinuerligt ändrade önskemål från Syna, då det inte fanns en tydlig 
målbild av slutprodukten, så hanterades detta genom den lättrörliga 
projektmodellen Scrum. Ständiga förändringar i projektet medförde å andra 
sidan en svårare långsiktig planering. Allteftersom projektet fortskred blev 
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tidsestimeringen mer korrekt vilket har medfört bättre resultat och en högre 
arbetsmoral.  
Att efter var sprint få in åsikter och kommentarer om produkten ledde till nya 
idéer och nya funktioner, vilka ökade det slutliga resultatets kvalité. Samtidigt 
medförde de nya åsikterna mer arbete vilket ledde till ytterligare revideringar i 
projektplaneringen.  
Att arbeta i enlighet med Scrum har inneburit att alla moment genom projektet 
blivit grundligt genomtänka och formulerade på ett konkret vis med tydligt 
uppsatta mål. 
4.2 Användartest 
För att verifiera att önskade målen med användarvänligheten verkligen 
stämmer så gjordes ett användartest på personer inom Syna. Dessa personer 
skulle inte ha någon direkt koppling till projektet för att testen skulle ge önskat 
resultat. De utvalda personerna fick tillgång till en beskrivning på vad dessa 
skulle göra med webbgränssnittet. Då denna beskrivning följs kommer 
samtliga delar av applikationen att testas. Resultatet av testet kommer ge en 
överblick över om gränssnittet är lätt att lära sig, det är tydligt för användaren 
vilka parametrar som skall användas, användaren förstår vad alla filter och 
övriga val innebär. Testets upplägg visas på bild 10. 
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Bild 10: Användartest formuläret 
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4.2.1 Användartestets utförande 
 
Användartestet utfördes på totalt fem personer, samtliga anställda av Syna. 
Anledningen till att användartestet utfördes lokalt på Syna var att 
webbgränssnittet endast fungerade lokalt, då åtkomsten till databaser endast 
kan ske på det lokala nätverket. Dessa personer valdes ut baserat på hur 
datatekniska de var. Mindre datorvana medför ett mer korrekt resultat i 
utvärderingen av användarvänligheten. De mindre datatekniska personerna 
valdes och dessa personer utförde testet i en lugn miljö för att eliminera 
faktorer som kunde påverka deras koncentration. Dessa personer fick endast 
formuläret och ingen hjälp av utomstående personer. Deras handlingar 
iakttogs och störst fokus låg på knapptryckningarna samt tiden det tog för dem 
att genomföra en viss uppgift. 
 
4.2.2 Resultatet från användartestet 
 
Resultatet skilde beroende på personerna men resultaten överlag blev bättre än 
förväntad.  
5 av 5 personer klarade av första testet ifrån formuläret.  
5 av 5 personer klarade av andra testet ifrån formuläret. 
3 av 5 personer klarade av tredje testet ifrån formuläret.  
 
Dessa resultat visar att 13 av 15 tester genomfördes framgångsrikt och detta är 
enligt Syna lyckat i avseende användarvänlighet av webbgränssnittet.  
Det som var misslyckat var att personerna behövde leta efter uppdatera 
knappen för att visa grafen samt att nollställa z-axelns parameter inför det 
tredje testet.  
 
4.2.3 Analys över användartestet 
 
Dessa personer som valdes inför användartestet täcker inte in majoriteten av 
användare. Eftersom webbgränssnittet är ämnat till skolor, tidningar, 
verksamhet etc. så var målgruppen någorlunda teknisk. Att utföra 
användartestet på dessa personer gav en inblick i hur en vanlig person som 
ligger utanför målgrupper agerar. Det bör dock inte uteslutas att de problem 
som uppdagades i detta test även hade hittats i ett test utfört av den tilltänkta 
målgruppen. Eftersom man inte kunde sträcka ut testet till en större majoritet 
då datan endast fanns tillgänglig lokalt så var man tvungen att utföra testet på 
Syna.  
 
Första uppgiften som fanns med i formuläret får anses relativt enkel då det inte 
krävs mer än två aktiva val och en knapptryckning av användaren. Det som 
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visade sig ta längst tid för personerna var att hitta rätt parametrar i dropdown 
listorna där värdena för axlarna anges. Detta ansågs dock inte vara något 
problem som bör utredas vidare då det inte påverkade den genomgående 
upplevelsen av applikationen. Om man dock hade minskat längden på listorna 
hade detta medfört att användbarheten hade minskat då antalet möjliga 
statistiska resultat hade minskat. Något som ingen önskade. 
 
I utförandet av andra uppgiften var testpersonen tvungen att använda sig av 
regionfiltret. Samtliga av dessa personer hittade filtret utan större ansträngning 
eller letande. Detta visar på god användarvänlighet i avseende att 
applikationen är lättnavigerad och tydligt strukturerad. 
 
Den tredje uppgiften däremot kan anses vara något mer avancerad då 
frågeställningen är kan vara svårare att tyda. Men även för att de som utför 
testet måste använda sig av fler filter, ta bort värdet från z-axeln och även 
påverka grafens utseende då resultatet av sökningen visas. Den något svårare 
formuleringen av uppgiften är avsiktlig för att säkerställa att användaren har 
förståelse för vad alla parametrar och filter har för betydelse för resultatet av 
sökningen. Användartestets resultat från denna uppgift var som förväntat att 
denna typ av uppgift kräver lite mer tid än vanligt då det fanns flera krav 
angående filterparametrarna. Det krävdes även lite mer tankeverksamhet av 
testpersonerna för att förstå innebörden av dess val. Två av dessa fem personer 
glömde även ta bort parametern i z-axeln så därför klarade dessa 2 inte testet 
fullständigt. För övrigt var resterande parametrar korrekt satta och den graf 
som hämtats var den eftersökta. Det sista steget i uppgiften var att påverka 
grafens utseende och detta klarade samtliga efter endast en kort betänketid. 
 
Synas önskemål på användarvänlighet kunde efter detta test verifieras. 
 
4.2.4 Slutsats 
 
Efter att resultatet av testpersonernas beteende samt tiden det tog för dessa 
personer att utföra de uppgifter som beskrevs i formuläret placerades 
uppdateringsknappen på ett mer synligt ställe. Dessutom ordnades det så att 
den föregående valda filterparametermenyn stängdes ner om en annan 
filterparametermeny blev vald. Förövrigt gjordes inga, av användartestet 
grundade, förändringar på applikationens utseende. 
 
4.3 Källkritik 
De källor använda under detta examensarbete är i huvudsak företags egna 
beskrivningar över deras produkter. Dessa beskrivningar är ofta skrivna i ett 
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säljande syfte, vilket kan medföra att vissa överdrifter kan förekomma. Trots 
detta får det anses att dessa källor är pålitliga och korrekta.  
 
Den information examensarbetet har avhandlat i fråga om personuppgifter av 
Sveriges befolkning kommer ursprungligen från statliga svenska myndigheter. 
Det är därför mycket troligt att den tillhandahållna informationen är korrekt. 
Det är denna information som sedan behandlas för att få ut statistisk 
information, och den färdiga applikationen delar in befolkningen i grupper. 
Detta medför ingen modifiering av den ursprungliga datan utan endast 
beräkningar, så som medelvärde och mest förekommande värde i en skapad 
grupp. Den utgående datan, som visas i grafen, bör således också räknas som 
tillförlitlig. 
5 Implementering 
Under projektets gång har det implementerats ett flertal filer som innehåller 
funktioner för att kunna lösa problembeskrivningen. I detta kapitel beskrivs de 
filer som skapats samt dess innehåll. 
 
5.1 Index.jsp 
Första steget var att designa layouten på webbgränssnittet för att ha något att 
arbeta efter. Index sidan är den visuella sidan där samtliga resultat visades 
samt där användaren anger de parametrar sökningen ska innefatta. Denna fil är 
uppbyggd av HTML element, där element har till uppgift att semantiskt 
strukturera sidan samt skapa de för användaren synliga komponenterna.   
För att kunna få en så användarvänlig sida som möjlig var enkelhet viktigt. 
Sidan ska således inte innehålla mer än nödvändigt i avseende på 
valmöjligheter, knappar och texter.  
Index sidan består av fyra viktiga sektioner: 
 Sökparametrar 
 Filter 
 Beskrivning 
 Graf 
 
Sektionen för sökparametrar är uppdelad i tre delar, dessa delar innehåller en 
rullista med möjliga parametrar att ha på y-axeln, x-axeln och den så kallade 
z-axeln. Den sistnämnda axeln kan visas antigen som färg eller som bollens 
storlek i grafen Gapminder.  
 
Sektionen för filter ger användaren möjlighet att begränsa sin sökning med 
avseende på region, kön, betalningsanmärkningar, näringsidkare, skuldsaldo 
och om den sökta gruppen ska äga någon form av bostad.  
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Regionfiltret gör det möjligt för användaren att kunna välja region samt 
tillhörande kommun. Se bild 11 för att se hur filtret för region ser ut.  
 
Bild 11 Regionfilter 
 
Könsfiltret gör det möjligt för användaren att antigen visa både män och 
kvinnor, bara män eller bara kvinnor i sin sökning. Se bild 12 för att se hur 
filtret för kön ser ut. 
 
Bild 12: Könsfilter 
 
Betalningsanmärkningsfiltret gör det möjligt för användaren att antigen söka 
på alla personer oavsett om de har eller inte har betalningsanmärkningar. Eller 
att söka bara med eller bara utan betalningsanmärkningar i sin sökning. Se bild 
13 för att se hur filtret för betalningsanmärkningar ser ut. 
 
Bild 13: Betalningsanmärkningsfilter 
 
Näringsidkarfiltret gör det möjligt för användaren att kunna söka efter antigen 
alla, endast de som är näringsidkare eller endast de som inte är näringsidkare. 
Se bild 14 för att se hur filtret för näringsidkare ser ut.  
 
Bild 14: Näringsidkarfilter 
 
Skuldsaldofiltret medförde att man kunde antigen visa alla, bara med eller 
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bara utan skuldsaldo i sin sökning. Se bild 15 för att se hur filtret för 
skuldsaldo ser ut. 
 
Bild 15: Skuldsaldofilter 
 
Sektionen för beskrivning ger användaren en lättöverskådlig beskrivning av 
vad denne valt att visa på grafen. Detta implementerades för att öka 
användarvänligheten då grafens axlar inte har någon beteckning över vad som 
visas. 
 
Den sista men kanske viktigaste sektionen är den som tillhandahåller 
användaren ett resultat av dennes sökning i form av en graf.  
 
5.2 CSS 
För varje implementation på index sidan, kan vara en bild, div, tabell, lista, 
används CSS (Cascading Style Sheet) för att bestämma bl.a. höjd, längd, 
bredd, bakgrund, färg, linjer, förflyttningar samt positioner på de olika 
elementen. Detta är nödvändigt för att de implementerade elementen på index 
sidan utan detta CSS dokument kunde hamna lite överallt och inte hade de 
önskvärda storlekarna. Bild 16 visar hur den för grafen avsedda platsen blir 
tilldelad en bakgrundsbild, en specifik höjd samt övriga attribut som gör att 
designen blir enhetlig med resten av gränssnittet. 
 
 
 
Bild 16: CSS exempel 
5.3 GraphFunctions.js 
Denna fil innehåller tre funktionen för implementationen av Gapminder 
grafen. De två första funktionerna displayGraph som tar emot tre respektive 
fyra parametrar används för att skapa, fylla och rita ut grafen. Den sista 
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funktionen används för att skapa beskrivande texter som berättar vad var boll i 
grafen representerar. 
 
function displayGraph($inData, $x, $y) 
function displayGraph($inData, $x, $y, $z) 
function getDescriptionText($x, $y, $z, $split, i) 
 
inData innehåller all data från databassökningen medan x, y och z innehåller 
värden ifrån de tre olika axlarna.   
 
För att kunna använda sig av Googles graf måste grafen först hämtas med 
hjälp av deras API enligt bild 17: 
 
 
Bild 17 Användande av Google API 
 
Därefter skapas, enligt bild 18, en instans av Googles dataTable här kallad 
”data”: 
 
 
Bild 18 skapandet av Google dataTable 
 
Efter detta skapas först alla de kolumner som behövs för att rita ut grafen. 
Första kolumnen måste alltid vara av datatypen string då det är en beskrivning 
på vad grafen innehåller för typ av data. Andra kolumnen måste innehålla ett 
datum som gör det möjligt att använda tidsaxeln i grafen. Resterande 
kolumner deklareras beroende på vad som är valt i de tre olika axlarna på 
index sidan. Bild 19 visar ett exempel på hur skapandet av kolumner ser ut. 
 
 
Bild 19: Skapandet av kolumner i Gapminder 
 
Sedan fylls datatabellen på med rader innehållande statistik hämtad från 
databasen i enlighet med bild 20. 
 
 
Bild 20 Datatabellen fylls 
 
Slutligen då datatabellen är fylld med all hämtad statistik skapas en graf där 
datatabellen samt önskvärda inställningar matas in. Genom att vissa funktioner 
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till grafen stängts av för att göra det enklare för användaren att förstå grafen 
ökas användarvänlighet Bl.a. funktionen som visar axlarna logaritmiskt, 
listorna över vad man kan välja i x-axeln samt y-axeln etc.  
 
Koden för inställningar till grafen och grafens placering på indexsidan visas på 
bild 21. 
 
 
Bild 21 Grafens inställningar 
 
5.4 Functions.js 
Denna fil behandlar tre stora områden.  
 Första området är att hämta hem det data som skall visas upp för 
användaren då sidan laddas om eller visas för första gången.  
 Andra området är att hantera det som skall ske då användaren gör ett 
val, trycker på en knapp eller ändrar något i användargränssnittet.  
 Tredje området består i att sköta kommunikationen mellan klientsidan 
och serversidan. Detta i form av att utföra och hantera svar från 
XMLHttpRequests, hädanefter kallat XML-frågor.  
 
Det sistnämnda området används av de två första på grund av att mycket av de 
data som används finns på serversidan, det får dock ändå räknas som ett eget 
område då det är en mycket viktig del i applikationen. 
Då gränssnittet laddas måste listorna för x-, y-, och z-axlarna fyllas. Detta görs 
genom att anropa filen getColumnNames.jsp med en XML-fråga. Svaret som 
returneras från denna fil är en kommaseparerad textsträng innehållande de 
parametrar som skall finnas i listorna. Genom att skapa en array av varje 
enskilt värde i strängen kan listorna fyllas på. Varje rad i listan får ett namn 
som användaren kan se men tilldelas även ett värde som används då 
användaren gör ett val i en av listorna. Värdet på objektet i listan är detsamma 
som det namn användaren kan se i listan. Är således det synliga namnet 
”Slutlig skatt” är även värdet ”Slutlig skatt”. Detta är viktigt eftersom det är 
just detta värde som skickas vidare till filen getResult.jsp där sökningar i 
Boolware databasen görs baserat på vilka värden som skickats.  
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Hur skapandet av dessa listor fungerar visas på bild 22.
 
Bild 22: Dropdown listorna inne i x, y och z sektionerna 
 
Andra området i denna fil innehåller två viktiga funktioner. Den första sköter 
uppdateringen av sektionen som innehåller en förklarande text av de val 
användaren har gjort. Den fungerar på så sätt att var gång en lista ändras 
kontrolleras dess värde, en förklarande text skapas baserat på detta värde och 
texten placeras på lämpligt ställe i sektionen. Den förklarande texten 
innehåller förutom värdet från listan även en beskrivning av vilken typ av 
statistisk uträkning som utförts av Boolware databasen. Bild 23 visar kod som 
används vid uppdatering av den beskrivande texten tillhörande y-axeln. Först 
raderas allt innehåll i beskrivningsfältet gällande y-axeln och sedan hämtas 
listans aktuella värde för att beskriva den matematiska metoden som används i 
grafen.  
 
Bild 23: Y-axelns beskrivning som visas i beskrivningsfältet 
 
Den andra funktionen berör regionfiltret. Så fort användaren har valt ett län i 
region filtret dyker det upp ytterligare en lista som visar kommunerna som 
tillhör det valda länet. Funktionen skickar en XML-fråga till 
municipalDropDown.jsp och tar emot en kolonseparerad sträng som sedan 
delas upp i en array. Värdena i denna array placeras i listan som innehåller det 
valda länets kommuner. I likhet med listorna för de olika axlarna läggs även 
här till ett värde innehållande namnet på kommunen samtidigt som det skrivs 
ut för användaren. När listan är fylld visas den i gränssnittet så att användaren 
kan göra ytterligare val. 
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På bild 24 visas hur funktionen för listan med kommuner skapas och ritas ut. 
 
 
Bild 24: Skapandet av listan för kommunerna efter valt län 
 
Kommunikationen mellan de olika filerna, område tre, sker via xml-frågor. 
Dessa fungerar som så att en ny XMLHttpRequest skapas och en anslutning 
till önskad fil upprättas. Därefter skickas önskade parametrar över till denna 
fil, där behandlas de och ett värde returneras.  
 
5.5 MunicipalDropDown.jsp 
Denna sida anropas från functions.js för att i en textfil leta upp och returnera 
alla kommuner som tillhör ett visst län. Detta sker genom att de, via en XML-
fråga, medföljande parametrarna hämtas. I detta fall rör det sig om en 
textsträng innehållande ett nummer som representerar en länskod. Numren 
sträcker sig mellan 01 och 25 med undantag för 02, 11, 15 och 16, då det inte 
finns län med dessa nummer. Sedan läses en textfil kallad Allaorter in. Detta 
textdokument innehåller Sveriges alla kommuner sorterade på länskod, filen är 
uppbyggd på det viset att det inleds med en länskod och därefter följer 
samtliga tillhörande kommuner. Alla länskoder kommer i stigande ordning i 
textfilen, genom detta kan man avgöra när skriptet skall sluta läsa i textfilen. 
Det vill säga om man ökar den medföljande länskoden med ett, kontrollerar att 
den finns annars tilldelar man det ett korrekt värde, läser i textdokumentet från 
den sökta länskoden ända tills länskoden plus ett hittas. De värden som hittas 
däremellan är kommunerna som hör till det eftersökta länet.   
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På bild 25 visas hur nästa region fastställs. Bild 26 representerar inläsning av 
textfilen samt hur kommunerna sparas i en kommaseparerad textsträng som 
slutligen returneras via JSP kommandot out.print(). 
 
 
Bild 25: Kontrollering av länskod genom if -satser. 
 
Viktigt vid inläsningen av filen var att säkerställa att de svenska tecknen å, ä 
och ö kunde läsas. Detta uppnåddes genom att deklarera att filen var kodad i 
utf-8. 
 
Bild 26: Sparandet av kommunerna i en kommaseparerad sträng 
 
5.6 ColumnNames.jsp 
Denna sida blir anropad via en XML-fråga från functions.js och bestämmer 
vilka parametrar som ska visas i drop-down listorna som tillhör x, y samt z-
axlarna. Parametrarna hämtas från Boolware databasens kolumnnamn. Men 
eftersom alla kolumner i databasen inte är tillämpade i detta projekt behövs en 
extra kontroll av vilka parametrar som ska få komma in i drop-down listorna. 
Denna sida kopplar sig först till tillhörande databas och läser in 
kolumnnamnen från databasen. Sedan kontrolleras namnen med hjälp av 
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datatypen på kolumnen och längden av datan för att bestämma om den skall 
sparas för att sedan visas i listorna som tillhör x, y samt z-axlarna.  
 
På bild 19 visas hela koden på hur detta går till. Det första som sker är att en 
client skapas för att kunna nå önskad databas. Sedan behövs det en ip-adress 
till servern där databasen befinner sig och ett namn för den aktuella sessionen 
deklareras. När en förbindelse med Boolware databasen är etablerad, 
kontrolleras hur många kolumner som databasen innehåller. Detta för att sedan 
gå igenom dem en efter en och kontrollera namnen med hjälp av en if-sats. På 
bild 27 kontrolleras om datatypens storlek består av 5 till 65 bytes men är skilt 
från 2, 27 och 35. Är datatypens storlek 2 bytes så betyder det att det är 
lägenhetsnummer, ålder, länskod, kommunkod eller församlingskod och dessa 
parametrar är inte intressanta att visa i grafen förutom ålder. Eftersom ålder 
består av storleken två bytes och den skall inkluderas som parameter läggs den 
manuellt till i strängen som skall returneras. Är storleken däremot 27 eller 35 
betyder det att detta är en sträng och strängar skall inte representeras i grafen, 
endast siffror är intressanta i detta fall. De kolumner som kommer igenom 
denna kontroll sparas undan i en textsträng som sedan returneras till 
functions.js. 
 
 
Bild 27: Koden där man bestämmer vilka parametrar som skall visas i dropdown listorna i x, y samt z-
axeln 
 
5.7 Allaorter.txt 
Detta är textdokumentet som innehåller alla Sveriges län samt kommuner.  
Ordningen i detta textdokument börjar med en länskod där kommunerna 
tillhörande detta län visas efter länskoden tills nästa länskod dyker upp. 
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5.8 GetResult.jsp 
Denna sida innehåller koden på allt som har med databaserna att göra. Genom 
en XML-fråga från functions.js fås en textsträng innehållande alla parametrar 
en användare har valt. Baserat på detta kontrolleras om frågan är ställd tidigare 
genom att kontrollera om MySQL databasen innehåller textsträngen. Tabellen 
i MySQL databasen innehåller två kolumner varav den första innehåller just 
den textsträng som mottas på denna sida. Om en post finns is databasen 
hämtas denna och returneras tillbaka till functions.js. I annat fall bestäms hur 
frågan till Boolware databasen ska ställas, frågan utförs och resultatet sparas 
undan i MySQL databasens tabell samt returneras. 
 
Då en sökning görs för första gången deklareras först alla variabler beroende 
på vad som är valt på x, y och z-axlarna, filtren som berör region, kön, 
betalningsanmärkningar, näringsidkare, skulsaldo samt de olika 
fastighetsalternativen. Samtliga av dessa variabler skickas från functions.js 
med hjälp av en XML-fråga. På bild 28 visas hur alla nödvändiga variabler 
hämtas från frågan och deklareras. Då variablerna location och region som 
representerar värdet på länskoden samt kommunen deklareras får de, om 
använder inte valt något, värdet ”*” vilket betyder att alla inkluderas när man 
ställer en fråga till Boolware databasen. 
MySQLBetAnm, MySQLNaring och MySQLSaldo tillhör filtren 
betalningsanmärkningar, näringsidkare samt skuldsaldo som inte får ett värde 
om dessa inte är satta senare i koden.  
choiceBetAnm, choiceNaring och choiceSaldo är, beroende på valda värden i 
filtren betalningsanmärkningar, näringsidkare och skuldsaldo, tillsatta som 
värdet ”AND” som inkluderas i frågan till databasen senare i koden. 
Resterande deklarationer kon, naring, betanm och saldo läser in värdet från 
filtren kön, betalningsanmärkningar, näringsidkare och skuldsaldo.  
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Bild 28: Deklarationer tillhörande GetResult.jsp 
 
Efter deklarationerna är färdiga ska man bestämma hur frågan till databasen 
ska ställas. Detta berörs av vilka parametrar man har valt. Filtren 
betalningsanmärkningar, skuldsaldo och näringsidkare ställer till det när man 
väljer värdet ”utan”. Då måste värdet ”AND” som skall ställas mot databasen 
ändras till ”NOT”, då måste man kontrollera på vad som har valts inne i 
filtren.  
 
På bild 29 visas hur man har löst problemet efter man valt värdet ”utan” i 
filtren betalningsanmärkningar som ser likadan ut för resterande filtret med 
möjlighet till valet ”utan”. Första if-satsen kontrollerar man om värdet som 
bestämmer om det är ”NOT” är valt. Är den det så tilldelas variabeln 
choiceBetAnm till ” NOT ” och variabeln betanm till som sedan utvecklar 
variabeln MySQLBetAnm som kommer inkluderas i frågan mot databasen 
senare i koden.   
 
 
Bild 29: MySQL tillägg beroende på vad man har valt för värde i filtret betalningsanmärkningar 
 
 Steget efter är att kontrollera om det finns valda län och tillhörande kommun, 
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finns det så kommer värdet till variabeln location samt region att ändras till det 
valda värdet.  
 
Innan man ställer frågan till databasen ska man även deklarera intervallen man 
skall ha till grafen. Beroende på vad man har valt för parametrar i x, y samt z-
axeln så ser intervall räkningen annorlunda ut.  
 
På bild 30 visas koden som bestämmer intervallen i grafen. 
Först kontrolleras det vad som är valt i x-axelns dropdown lista. Har man inte 
valt parametern ”Alder” så tar den x-axelns parameter för att bestämma 
intervallet. Man skall bestämma tre variabler för att sätta en intervall, dessa är 
lineEnd, lineBegin samt lineJump där lineBegin och lineEnd bestämmer vart 
den ska börja och var den ska sluta. LineJump bestämmer hur stora hopp den 
skall ta från lineBegin tills den når lineEnd.  
LineEnd i fallet då x-axelns parameter inte är ”Alder” tar man x-axelns 
parameters median inne från databasen, avrundar den uppåt till närmsta 
100 000 tal och sedan gånga upp värdet med fyra. LineBegin sätts till x-axelns 
parameter minsta värde. LineJump tar lineEnds värde genom 50 så i detta fall 
blir det 50 hopp i intervallet.  
Är x-axelns parameter däremot ”Alder” tar det minsta värdet för ”Alder” i 
databasen och tilldelar variabeln lineBegin, största värdet för tilldelning av 
värdet lineEnd och lineJump får värdet ett.  
När alla värden är tilldelade kan man nu sätta dessa inne i for-satsen som 
kommer hämta hem datan som behövs för att rita upp grafen gentemot 
parametrarna en användare har valt.  
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Bild 30: Tilldelning av intervallet för grafen Gapminder 
 
Efter dessa steg har man alla byggstenar man behöver för att ställa en fråga till 
databasen för att hämta hem data som man kan visa i grafen relaterande till de 
valda parametrarna.  
 
Eftersom grafen visar upp fler än två parametrar skall man inkludera två 
computeStatistics metoder som är kopplade till y samt z-axeln. Beroende på 
de valda parametrarna i respektive axlar bestäms det om metoden mode(mest 
tillkommande värdet) eller avg(medelvärdet) skall användas.  
För att ställa frågan måste man exekvera en fråga till databasen med hjälp av 
funktionen ”execute” som finns deklarerad i Boolware biblioteket där man 
sparar all inkommande data i en kolonseparerad sträng som sedan skickas 
vidare till där anropen till databasen anges.  
 
På bild 31 visas ett exempel på hur man ställer en fråga till databasen och 
sparar undan datan till en kolonseparerad sträng. Inne i for-satsen sätts 
intervall parametrarna in. Execute metoden innehåller all valda parametrar 
man har valt genom webbgränssnittet. Två stycken statistics variabler 
tillhörande y och z axlarnas valda parameter där det sedan sparas i strängen 
”returnString” där den samtidigt kolonsepareras.  
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Bild 31: Tillfrågan till databasen genom funktionen execute 
 
 
6 Resultat 
I detta kapitel beskrivs projektets resultat samt analys angående de stora 
byggstenarna i projektet. De stora byggstenarna i projektet är Gapminder 
grafen, optimeringarna för att verifiera prestanda kravet samt 
representationen av datan.  
 
6.1 Representation av datan 
En stor del av projektet var hur datan i form av statistik skulle representeras 
på grafen. Under detta kapitel beskrivs arbetssättet och vägen fram till 
beslutet om hur datan representeras.  
 
6.1.1 Problem och lösningar för representationen av datan 
 
Efter att kopplingarna till Boolware var fastställda och statistik kunde hämtas 
till Gapminder skriptet, så skulle det bestämmas hur datan skulle visas. 
Boolware databasen innehåll enorma mängder data, alla människor i Sverige 
mellan 16 till 99 år, där varje individ hade 54 kolumner med data relaterad till 
dem. Många av dessa kolumner var data från föregående år och andra var 
ointressanta för det statistiska webbgränssnittet, så som lägenhetsnummer. 
Parametrarna som var intressanta för projektet var ett bestämt antal på 15 
parametrar. I början av projektet, när implementationen drog igång, bestämdes 
att fokus skulle ligga på två parametrar dessa var ålder samt inkomst av tjänst 
1. Gapminder kan visa fem parametrar på en och samma graf samtidigt men 
att direkt implementera fem parametrar i grafen hade försvårat arbetet. Därför 
valdes endast dessa två parametrar från början, där ålder skiljer sig mot andra 
kolumner då det inte är en ekonomisk parameter.  
 
För att göra grafen användbar gick det inte visa hela Sveriges befolkning som 
individuella bollar i en och samma graf. Detta hade även medfört att 
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önskemålet som Syna ställde om användarvänligheten inte hade kunnat 
infrias, då det får anses obegripligt vad som representeras om miljontals bollar 
visas i Gapminder grafen samtidigt. Så första steget var att minska antalet 
uppvisade bollar i grafen rejält så att användare skulle kunna förstå datan och 
grafen. Att minska antalet träffar hade kunnat uppnås genom att tvinga 
användaren till att begränsa sin sökning till enskilda kommuner. Men eftersom 
det är intressant att se resultat relaterad till alla individer i hela Sverige och 
inte bara till en viss kommun beslutades istället att dela upp datan i grupper. 
Efter empiriska studier fastslogs att var det passande med ett fast antal, 
maximalt 100, bollar i Gapminder grafen. Detta medförde att man kunde 
förstå grafen mycket tydligare och att man verkligen kan se bollarna i grafen 
utan att ha en massa andra som överlappar varandra och täcker massa yta. 
Efter beslutet på maximalt 100 bollar så var tyngdpunkten nu på hur 
grupperingarna skulle ske.  
Åldern ställde till det för grupperingarna för att den inte är en ekonomisk 
parameter. Som sagt låg fokus på att visa två parametrar samtidigt vilket 
resulterade i en enklare överblick på hur datan skulle representeras. Att dela 
upp alla miljontals individer i databasen beroende på ålder och inkomst av 
tjänst 1 på ett användarvänligt sätt bestämdes det att beroende på vad som 
väljs i x-axeln skulle denna parameter sätta upp gränserna på vad Gapminder 
grafen skall visa. Valdes parametern ålder så delades ålder upp från det minsta 
värdet till det högsta värdet, i detta fall 16 till 99 år, där varje ålder 
representerar en boll i grafen och bollen skall även representera inkomst av 
tjänst 1. Ett intressant sätt att representera inkomst av tjänst 1 där varje ålder 
representerade en boll var just att ta medelvärdet av alla i just den åldern för 
att sedan räkna ut medelinkomsten och representera det i grafen. Normalt sätt 
om man byter på axlarna i en graf visas samma data fast i en omvänd ordning 
men i detta fall vill man representera datan på ett så bra sätt som möjligt. Detta 
ledde till om man väljer inkomst av tjänst 1 i x-axeln så kommer den räkna ut 
en relativ gräns till inkomsterna av tjänst 1 med hjälp funktioner som får in 
datan ifrån databasen för att sedan dela upp 100 bollar där varje boll 
representerar ett intervall av en inkomst av tjänst 1. När bollarna nu var 
uppdelade så skulle åldern representeras i de bollarna där det märktes att om 
man tar medelåldern av alla dem som ligger i intervallet för varje boll blev 
ganska enformigt och gav inte ut mycket statistik, då användes det funktionen 
mode där den till skillnaden ifrån medelvärdet visar den mest förekommande 
ålder i just det intervallet för inkomst av tjänst 1.   
 
Beroende på vad man väljer i x-axeln kommer den utforma gränserna baserad 
på parametern och den kommer inte visa samma kurva fast omvänt om 
parametrarna byter axel. Efter fokuseringen av de två parametrarna kunde man 
nu utöka resten av parametrarna och eftersom alla dessa var ekonomiska 
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parametrar var det inte mycket som skildes åt förutom att funktionen för att 
bestämma gränserna utformades annorlunda.  
 
Efter att grafen nu hade stöd för två parametrar och grupperingarna av dessa 
parametrar valdes så skulle en tredje parameter adderas. Parametern som 
valdes från z-axeln skulle kopplas till grafen och efter man hade jobbat med 
funktionerna mode samt medelvärde så användes dessa metoder igen för att få 
in en tredje visuell parameter i grafen. Tredje parametern kunde styras till 
antigen färg eller storlek på bollarna i grafen. Principerna för den tredje 
parametern stämde överens med beskrivningarna till när grafen bara hade stöd 
för två stycken, beroende på parametern skulle antigen mode eller medelvärde 
användas. Har ålder blivit vald i x-axeln så skulle man dela in ålder intervallet 
i bollar där varje ålder representera en boll. Beroende på vald parameter i y-
axeln skulle medelvärdet av denna parameter visas och nu när den tredje 
adderades skulle den även visa, genom storlek eller färg, medelvärdet eller 
mode av den tredje parametern. Mode blev använt när man har valt 
parametern ålder i någon av axlarna och för de resterande parametrarna så 
användes metoden medelvärde för att representera datan. En fjärde parameter 
adderades i efterhand och denna kunde inte bli tillvald, denna parameter 
representera antalet individer som varje boll innehöll och den visas i antigen 
färg eller storleken på bollen.  
 
6.1.2 Analys över representationen av datan 
 
Hur datan skulle representeras var svårare än vad det låter. Det krävdes många 
diskussioner och testningar av olika funktioner samt metoder för att känna 
efter vad som var passande till grafen med önskemålen som Syna hade 
angående användarvänlighet och prestandan. Första diskussionen handlade 
just om vilka parameter som skulle användas. Efter många diskussioner och 
argumenteringar bestämdes att 15 av dessa 54 parametrarna skall användas 
och detta var enligt önskemål från Syna.  
 
Dessa 15 parametrarna var mest intresseväckande hos individerna som 
fastställde önskemålet hos Syna. Vissa parametrar av dessa 15 kunde inte 
visas i grafen i form av data och användes istället som filter parametrar som 
begränsade frågan som ställdes mot databasen för att få hem datan.  
 
Parametrarna, Äger bostadsrätt, Äger småhus, Äger lantbruk, Äger fritidshus, 
Betalningsanmärkningar, Näringsidkare, Skuldsaldo, Län, Kommuner samt 
Kön, visades inte i grafen utan var begränsningar för frågan man ställer till 
databasen och dessa hittades under filter delen i webbgrässnittet. Dessa hade 
varit möjliga att visa i grafen men eftersom grupperingarna samlar flera 
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individer i varje boll kunde dessa inte representeras i grafen utan fick bli 
begränsningar till sökningarna.  
 
Resterande parametrar kunde visas i grafen i form av data. En av parametrarna 
som skulle visas i grafen var ålder vilket skilde sig jämfört med dessa andra 
resterande parametrar. Nu kunde man pröva att få fram datan till 
webbgrässnittet. 
 
När datan kunde ramla in i grafen och det kunde visas i webbgrässnittet trodde 
man att det svåra var över efter mycket strul med kopplingarna mellan 
Boolware samt all kod som webbgränssnittet innehöll. Ännu en gång en 
felbedömning gjordes och representationen av datan var inte lika enkel som 
man hade planerat. Databasen innehöll flera miljoner individer och tankesättet 
från början var att varje boll i grafen skulle representera en individ.  
Detta fungera inte dock inte. Så fort grafen fick in all data och dessa miljoner 
av bollar dök upp, förutom att det tog sin tid att rita upp alla bollar, så täcktes 
hela grafens yta med bollar och grafen såg ut som ett bollhav och grafen 
kunde inte tolkas.   
 
Att få fram rätt sätt att representera datan på blev lite klurigt. Första sättet som 
beprövades var att använda så många parametrar som t.ex. 
betalningsanmärkningar, skuldsaldo, parametrar som beskrev boendeform för 
att begränsa antalet bollar på grafen. En annan tanke var att begränsa det till 
kommunvis.  
Dessa sätt valdes bort för att representationen av alla individer samtidigt även 
var intressant. 
 
Steget efter dessa sätt så prövade man att endast arbeta två parametrar för att 
inte försvåra arbetet med implementationen och inte helt oväntad valdes ålder 
för att få fram kopplingen mellan ålder och resterande parametrar och även en 
ekonomisk parameter som leder till att resterande parametrar kunde adderas in 
på ett enklare sätt.  
 
Efter mycket brainstorming samt diskussioner bestämdes det även att datan 
skulle grupperas med hjälp av ett bestämt antal bollar på grafen. Efter testning 
såg man ganska snabbt att 100 var precis under gränsen för att tydligheten av 
grafen fortfarande fanns kvar. Det stämde även bra överens med parametern 
ålder som skilde sig jämfört med resterande parametrar som var ekonomiska.  
Databasen innehöll bara individer från 16 till 99 åringar och detta var ju endast 
84 punkter d.v.s. under den godkända gränsen för antalet bollar.  
 
Nu var uppgiften att gruppera datan på bästa möjliga samt intresseväckande 
sätt. Färdigt från Boolware fanns matematiska funktioner som hittar max, min, 
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medelvärde, mest förekommande värdet etc. och med hjälp av dessa 
funktioner kunna bygga upp en formel på hur grupperingarna skall gå till.  
Eftersom det skulle bli maximalt 100 grupper som representerades av bollar så 
kunde man inte representera alla intervaller på de ekonomiska parametrarna.  
Gränsen gick från 0 kr fram till massa miljoner. Hur skall man representera 
denna gräns, blev frågan. Det mesta av datan fanns runt medelvärdet och för 
maximal representation bestämdes det att visa intervallen från 0 fram till 
medelvärdet gånger fyra. Detta medförde att en försumbar del av befolkningen 
uteslöts ur sökningen. Detta är analysen bakom intervallen som grafen 
Gapminder använder sig av. 
 
Nu när intervallen av grupperingarna var satta så användes det medelvärde för 
varje intervall för att visa datan. Detta gick bättre än väntad men parametrarna 
som blev valda ifrån axlarna innehöll inte bara ekonomiska parametrar utan 
även ålder. Det märktes ganska snabbt när man använder medelåldern för att 
en specifik värde från ekonomisk intervall så blev detta för det mesta alltid 
runt åldern 30-60. När det handla om ekonomiska parametrar var denna ålders 
intervall ganska dominerade i all data och man fick inte precis veta hela 
sanningen bakom grupperingen. Så nu behövdes det ett annat sätt att räkna 
fram statistiken på beroende på parametern ålder. Efter mycket testande kom 
man fram till att funktionen mode löste detta problem. Mode räknar och sparar 
värdet på det mest förekommande värdet inom det intervallen som hade 
angetts och nu kunde mer intresseväckande data visas. Resultaten av 
grupperingen och användningen av de matematiska funktionerna berodde på 
vilka parametrar man hade valt i axlarna x, y och z. Var åldern en av dessa så 
användes det mode för att visa det mest förekommande ålder och inte 
medelvärdet som i resterande parametrarna. 
 
En fjärde parameter inkluderades och denna kunde till skillnad till de tre andra 
parametrarna inte väljas frivilligt. Den fjärde parametern var alltid storleken 
på gruppen som innehåller individerna. Varje boll representerar en grupp, utan 
att veta storleken på gruppen så säger inte bollen så mycket. Just därför 
bestämdes det att storleken var relativ för att visa statistik och detta gjorde att 
man kunde förstå grafen tydligare även om detta inkludera en extra parameter.  
 
Gapminder kan ju visa 5 parametrar samtidigt. Just nu användes det fyra 
parametrar och en femte kunde användas, genom tidsaxeln. Efter testning och 
diskussioner testades det implementeringar av en femte parameter och denna 
skulle nu visas genom tidsaxeln (att bollarna rör sig beroende på datan i den 
femte axeln) kom man fram till att dessa parametrar bara försvårar förståelsen 
av grafen. En femte parameter med önskemålet på användarvänlighet gick inte 
hand i hand, utom det blev uteslutet. Den femte parametern bara krånglade till 
dig så fyra parametrar fick bli den slutgiltiga siffran på parametrar. 
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På bild visas det hur den beskrivande texten i Gapminder ser ut i 
webbgränssnittet.  
 
 
Bild 22: Beskrivande text i Gapminder grafen 
 
6.2 Optimeringsmetoderna 
Detta kapitel handlar om metoderna och anledningarna varför optimeringen 
behövdes samt analysering angående resultatet och prestandan.  
 
6.2.1 Problem och lösningar med optimeringsmetoderna 
 
Efter att datan började ramla in till graf skriptet och datan kunde visas i 
Gapminder och i webbgränssnittet kunde man nu se den representerade datan 
på ett intresseväckande sätt. I början av implementeringen av datan in till 
grafen användes först endast två parametrar. Boolware prestandan var helt 
godkänd i början av implementeringen eftersom datan släpptes igenom in till 
grafen utan att grupperas eller varken sorteras.  
 
Ett intresseväckande webbgränssnitt skall inte ta lång tid för grafen att ladda 
för att tar det för lång tid skulle många användare inte använda 
webbgränssnittet för en andra gång och det vill inte Syna. Så prestanda 
önskemålet som Syna hade där väntetiden inte skall skrämma iväg användare 
skulle följas och i början var det inga större väntetider för grafen att ladda upp 
eftersom datan inte grupperades.  
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Efter användning av funktionerna mode samt medelvärde tog sökmotor nu 
betydligt mer tid för att det nu skulle ta hela databasen registret och utföra 
dessa matematiska uträkningar för varje grupp för att sedan returnera datan. 
Detta medförde en lite lång väntetid men fortfarande på gränsen under 
acceptabel gränsen som Syna hade satt. När de resterande parametrarna dök 
upp och när den tredje och fjärde parametern hoppade in i koden så var 
väntetiden långt över den acceptabla gränsen.  
 
För att följa önskemålet som Syna hade angående prestanda valdes det ut ett 
sätt att minska denna väntetid som databasen behöver för att räkna ut datan för 
alla dessa grupper i Gapminder grafen, just här fick projektet en helt ny väg 
som var helt oväntad. Sättet att göra detta var att efter uträknad data, spara 
dessa till en ny databas för att nästa gång en användare vill se samma graf är 
datan redan tillgänglig utan uträkning och helt plötsligt fanns det ingen 
väntetid förutom tiden skriptet behöver för att rita upp grafen i 
webbgränssnittet.  
 
Detta gick betydligt mycket snabbare men det fanns fortfarande ett problem, 
att man ska behöva söka på resultaten två gånger för att få snabbare graf att 
ritas på webbgränssnittet. Detta skulle fortfarande skrämma iväg många 
användare som har lite mindre tålamod än andra och detta var enligt 
önskemålet från Syna inte acceptabelt.   
Andra lösningen till prestanda problemet var att göra ett skript som dynamiskt 
skulle gå igenom alla olika kombinationer av parametrarna, både i axlarna och 
i filtren, för att få den första sökningen sökt och att väntetiden skall inte 
påverka användare. Ett skript gjordes och eftersom datan inte förnyades 
kontinuerligt kunde detta skript som krävde dagar för att gå igenom alla 
kombinationer för att få datan sparade från Boolware databasen till den lokala 
MySQL databasen Syna även ägde. Nu minskades väntetiden rejält och 
önskemålet från Syna angående prestanda var verifierad.  
 
6.2.2 Analys över optimeringsmetoderna 
 
Detta projekt hade olika målgrupper som bl.a. tidningar, universitet, forskare 
etc. för att kunna se statistik i graf form. Önskemålet från Syna angående 
prestandan var till för att inte förlora användare till webbgränssnittet med 
anledningen till att det tog för lång tid att visa datan i grafen. Långa väntetider 
skrämmer iväg användare enligt Syna och detta vill dem inte ha. I början av 
projektet när endast två parametrar användes med funktionerna mode och 
medelvärde var väntetiden minimal och acceptabel. När grafen blev 
färdigställd och när den ny hade fyra parametrar så var väntetiden helt 
oacceptabel.  
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Funktionen medelvärde tog mer prestanda kraft än funktionen mode eftersom 
medelvärdet summerar alla värdet när den samtidigt ska hålla koll på hur 
många värden som stämmer överens med databasfrågan som blev ställt och 
mode skall bara hålla koll och spara alla värden för att sedan returnera den 
mest förekommande värdet.  
 
Valde man parametern ålder i x-axeln medförde detta att resterande 
parametrar man valde i z- och y-axlarna använde sig av funktionen 
medelvärdet tog nu grafen på sig upp till 20 min att ladda in en graf beroende 
på filter parametrarna och vad för ekonomiska parametrar som blev valda i y- 
och z-axeln. Eftersom detta var helt oacceptabelt och om Synas önskemål på 
prestanda skall följas skulle man uppfinna nya sätt att minska väntetiden för få 
upp en graf efter valda parametrar.   
 
Efter en brainstorming möte med Syna dök det upp flera idéer som motverka 
dessa väntetider, en av dem var just en form av cache lagring. Med detta 
menas det att efter ett sökt graf med vissa parametrar blir sökt igen så skulle 
den första sökningens på resultaten sparas i en ny databas som gör att datan 
inte behöver räknas ut igen för framtida visningar. För att denna lagring skall 
fungera behöver man nu tilldela varje sökt graf ett specifikt namn som gör att 
den sparas efter första visning och även en sökfunktion som går igenom alla 
sökta grafer där dessa som inte blivit sökta ska bilda en ny tabell i den nya 
databasen. Enklast och smidigast var att använda en MySQL databas eftersom 
MySQL är mer kompatibel med webbgrässnitt samt att denna typ av 
databashanterare har enklare hantering av exportering samt importering vilket 
kan komma för användning till Syna i framtiden.  
 
Varje sökt fråga får ett unikt tabellnamn som beskriver dem valda 
parametrarna som tillhör den sökta frågan och när denna fråga blir tillfrågad, 
kollar den först om den finns i MySQL databasen. Finns den inte med i 
MySQL databasen kommer frågan ställas mot Boolware där den måste 
uträkna datan och samtidigt spara den relaterande datan till MySQL. Finns den 
med kommer den ta datan från MySQL och behöver inte vara inblandat i 
Boolware längre.  
 
Denna metod av ”cache lagring” minskade väntetiderna rejält för 
kontinuerliga användare fast för nya användare hjälpte inte denna metod.  
Enligt Synas önskemål ville man inte skrämma iväg nya användare så ett 
önskemål till tillkom, att även minska väntetiden för nya användare.  
Eftersom lagringar sker efter att man har sökt frågan en gång tidigare så 
bestämdes det och göra en skript som går igenom alla möjliga kombinationer 
till samtliga frågor. Eftersom webbgränssnittet totalt har 15 parametrar och 
visa parametrar hade flertals val (som t.ex. kommuner, finns hundratals 
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kommuner i Sverige) kommer detta ta lång tid att gå igenom alla möjliga 
kombinationer som ställs som frågor. Detta medförde inte stora problem enligt 
Syna för att databaserna uppdaterades så ofta, endast ett fåtal gånger under ett 
år.  
 
Med hjälp av for-satser skapades det ett skript som automatiskt ställer alla 
möjliga frågor för att få den minskade väntetiden. Detta skript var inte inbakad 
i webbgränssnittet utan kunde köras utanför när man väl ville uppdatera 
databaserna. Nu när väntetiden som behövdes av Boolware för att räkna ut 
datan har försvunnit, behövde webbgränssnittet endast tiden det tar för att 
hämta hem informationen som finns tillagda i MySQL databasen och tiden 
grafen behöver för att rita upp bollarna vilket nu endast tog ett fåtal sekunden 
jämfört med tider upp till 10 min när Boolware databasen användes.  
 
6.3 Grafens utformning 
 
Detta kapitel beskriver varför grafen såg ut som den gjorde samt problem och 
analysering angående detta. Även vilka inställningar som behövdes och vilka 
som kunde väljas bort.  
6.3.1 Problem och lösningar med grafens utformning 
 
Innan redigeringar gjordes för grafen och innan grupperingarna gjordes var det 
svårt att begripa grafen enligt Syna. För mindre datatekniska användare var 
denna graf mindre begripligt. Att välja axlar fanns båda i webbgränssnittet och 
i grafens resultatruta, d.v.s. byten av axlar kunde ske på två olika sätt. Datan i 
grafen kunde även väljas logaritmisk samt naturligt logaritmisk, datan kunde 
visas både i stapeldiagram och genom bollar, beskrivningar kunde knytas till 
bollarna samt färg och storlek kunde representera de valda parametrarna och 
tidsaxeln som genom rörelse representera en femte parameter.  
Enligt Syna var detta svår begripligt för användare och deras önskemål var att 
webbgränssnittet skulle vara så användarvänlig som möjligt.  
Med hjälp av grafens olika inställningar stängdes vissa funktioner av.  
Följande funktioner som stängdes av var: 
Möjligheten att välja logaritmiska datan genom axlarna.  
Möjligheten att byta parametrar genom grafens axlar.  
Tidsaxeln som möjliggör att en femte parameter kan visas genom rörelse på 
bollarna i grafen.   
 
Efter att dessa var bort bortplockade var det efter verifikation av Syna ett 
mycket mer begripligt graf fast nu återstod det endast en förvirring, man 
kunde med hjälp av endast bollarna inte förstå hur datan representerades. Då 
skulle en beskrivande text komma in i grafen som var binden till varje boll och 
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som dök upp efter man klickat på bollen. Beskrivande texten som dök upp 
efter man klickat på en boll beskrev vad bollen representera.    
 
6.3.2 Analys över grafens utformning 
 
Enligt Synas önskemål på användarvänligt webbgränssnitt så ska grafen vara 
så tydlig som möjlig. Men detta påverkade grafens funktionalitet. Efter ett 
möte med Syna gjordes det en analys på vilka funktioner som ska bort och 
vilja funktioner som webbgränssnittet ska behålla. Efter en funktionalitet och 
användarvänlighet analys värderades de olika inställningarna med en siffra 
som representerar värdet på funktionalitet samt en siffra som representerade 
värdet på användarvänlighet som i detta fall beskrev obegripligheten för en 
användare. Efter denna analys valdes dessa funktioner bort från grafen:  
 
Möjligheten att välja logaritmiska datan genom axlarna.  
Möjligheten att byta parametrar genom grafens axlar.  
Tidsaxeln som möjliggör att en femte parameter kan visas genom rörelse på 
bollarna i grafen.   
 
Detta steg medförde enligt Syna ett mycket mer begriplig graf och med hjälp 
av den beskrivande texten höger om resultat rutan som beskriver parametrarna 
och metoderna som användas för att få fram datan till grafen, kompletterade 
beskrivningarna till grafen någorlunda bra.  
 
Efter Sprint demon märktes även att en beskrivning som kunde göras efter 
man klickat på en boll i grafen skulle beskriva grafen ännu bättre och verifiera 
Synas önskemål på användarvänlighet ett steg längre. Beroende på vad man 
har valt för parametrar kommer nu en lite mer detaljerad beskrivning jämfört 
med det man har i den beskrivande texten höger om resultatrutan som 
innehåller grafen. Beskrivningstexten som dyker upp när man har klickat på 
en specifik boll beskriver just metoden som användes för att få fram värdet 
beroende på parametern som valdes i y-axeln. Vilket intervall den ligger inne i 
beroende på vald parameter samt om z-axeln är vald så kommer det även 
inkludera text som beskriver hur datan är beräknad och vad den visar.  
 
7 Slutsats 
En webbapplikation färdig för utvärdering har överlämnats till Syna. Detta 
kunde ske tack vare att samtliga problem examensarbetet ställts inför har lösts. 
En applikation som binder samman resultat hämtade från en databas indexerad 
med hjälp av Boolware, med en graf hämtad och skapad med hjälp av 
Google’s API:er, kunde implementeras. Denna sammanbindning skedde 
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genom filer skrivna i JavaScript som kommunicerade med JSP filer 
kompilerade på en Tomcatserver som i sin tur hade kontakt med Boolware 
databasen. Resultatet från de sökningar som utfördes i denna databas hämtades 
och ritades upp i en graf som sedan visas upp för användaren i ett HTML5 
baserat gränssnitt.  
Det problem som uppstod vid hämtningar av statistik från Boolware databasen 
i fråga om tid har minimerats. Detta på det viset att varje resultat från en unik 
sökning endast kommer att kalkyleras en gång. Resultatet kommer att sparas 
undan i en tabell i en MySQL databas. Tabellerna består av två kolumner, 
varav den ena är alla de parametrar användaren valt att söka på separerade 
med kommatecken. Detta förenklade implementationen avsevärt då det är just 
denna textsträng som skickas via en XMLHttpRequest till funktionen som 
utför sökningar i de olika databaserna. Den andra kolumnen i tabellen 
innehåller resultatet av frågan i den första kolumnen. Att ha resultat sparade på 
det här viset medför att nästa gång en användare ställer en fråga som redan 
blivit ställd hämtas resultatet direkt, utan statistiska uträkningar, från MySQL 
databasen. På så sätt minskar väntetiden med upp till 100 gånger och ju 
flitigare applikationen används desto fler färdiga resultat kommer att finnas 
dynamiskt sparat för snabbare åtkomst. 
Att en användare skall vänta uppemot åtta minuter på att få ett resultat anses 
inte användarvänligt. Så genom de dynamiskt sparade resultaten var problemet 
med att skapa en användarvänlig applikation ett steg närmare att lösas då 
väntetiden på ett resultat nu istället rör sig om ett fåtal sekunder. Men för att 
uppnå ett bra resultat i denna fråga var gränssnittet en viktig del. Genom 
användartest kunde det fastställas att applikationen, i dess nuvarande 
förfarande, är lättnavigerad, tydlig och lätt att lära sig. De personer som 
testade applikationen kunde utan tidigare erfarenhet använda den inom loppet 
av ett par minuter.   
Men en fråga som diskuterats mycket under examensarbetet är den om hur 
data bör representeras för att den skall ge ett värde för användaren. Efter de 
analyser och tester som utförts kan nu datan representeras på ett sätt som gör 
det lätt för användaren att förstå vad som visas. Det finns här fyra viktiga delar 
som spelat in för att få grafen lättförståelig utan att för den delens skull minska 
användbarheten eller korrektheten på den visade statistiken. Den första var att 
använda rätt statistiska uträkningar på resultatet. Den andra att ge användaren 
förklarande texter som beskriver vad grafen representerar. Tredje punkten var 
att begränsa användarens möjligheter att påverka grafens utseende, detta då 
vissa inställningar kan få datan att vara missvisande. Den slutliga punkten var 
att begränsa antalet uppvisade punkter på grafen till 100 stycken, då fler gör 
grafen oöverskådlig medan färre minskar användbarheten av statistiken. 
Således är en användarvänlig statistikapplikation skapad och de ursprungliga 
problemen lösta, analyserade och avhandlade. 
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Projektmodellen har under examensarbetet använts som ett verktyg för att på 
ett effektivt sätt leda arbetet i rätt riktning. Det har använts med gott resultat 
med undantag från den sista perioden då mycket arbete skedde på annan plats 
än hos Syna.  
 
Utvecklingsverktygen använda under examensarbetet har varit många, något 
som lett till ett stort antal filer på flera olika platser. Hade endast ett verktyg 
använts hade vissa problem med versionshantering kunnat undvikas. Dock 
lämpar sig de olika verktygen olika bra för olika typer av utveckling, något 
man missat om endast ett av dessa verktyg hade använts.  
 
8 Framtida visioner 
Efter projektets slut fanns nu ett full fungerande webbgränssnitt som kunde 
hantera alla 15 parametrarna som valdes från början av projektet, samtidigt. 
Målgruppen för denna typ av webbgrässnitt var menad för tidningar, 
universitet, företag, forskning och genom att detta projekt var klar kunde Syna 
nu var ett steg närmare en lansering av liknande webbgränssnitt på deras 
hemsida. Nu finns metoderna samt funktionerna klara för framtida 
applikationer samt att möjligheten att representera datan på ett statistiskt sätt 
nu fanns bevisad. Detta var förut oklart av Syna men nu finns det stora 
framtidsvisioner av detta tack vare webbgränssnittet. För att vidareutveckla 
applikationen bör Syna optimera sökningarna i Boolware då detta påverkar 
prestandan negativt i nuvarande version.  
 
9 Terminologi 
Detta kapitel förklarar mer detaljerat över ord samt begrepp som är mindre 
vanliga i det vardagliga livet.  
 
Webbgränssnitt Ett gränssnitt som man kommer åt via en webbläsare 
Projekt/Projektet Synonymt med examensarbete 
Sökmotor Ett verktyg som hanterar databaser 
Webbapplikation/ 
applikation 
Applikationen som utvecklades under detta 
examensarbete 
Backlog En plats i Scrum där man samlar alla task som är 
relaterande till varandra.  
Sprint En plats i Scrum där man samlar in backlogs för att 
täcka tiden man har tillgängligt. Längden på Sprinten i 
examensarbetet bestämdes till två veckor 
Task En uppgift/önskemål som inkluderas i en backlog.  
Användarvänlighet I detta fall ett önskemål av Syna så att webbapplikationen 
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som utvecklas i examensarbetet inte ska vara svår att 
använda. Svår i detta fall är att en oteknisk person utan 
tidigare erfarenhet av liknande applikationer ska klara 
av att använda webbapplikationen.  Samt att tiden det tar 
att hämta statistik inte bör överstiga 30 sekunder. 
Virtuell server En utomstående dator som man kan komma åt genom 
fjärrstyrning som är oberoende på den fysiska datorn 
Indexering I detta fall redigering av en variabeltyp så att den ska 
passa annorlunda variabeltyper.   
Skriptspråk Ett språk anpassad för utveckling av applikationer för 
webben. 
Utveckling servern Den virtuella servern som Syna hade. 
Brainstorm Ett möte med flera inblandade målgrupper där man 
tänker högt för att komma fram till beslut eller önskemål 
åt projektet 
OSX Apple’s operativsystem 
Datatekniska 
personer 
Personer med erfarenheter med datorer d.v.s. personer 
som i sitt dagliga arbete använder datorer och har god 
förståelse för dess användningsområden. 
Filter Innehåller parametrar som begränsar sökningarna ifrån 
databasen. 
Kommunkod Två siffror som representerar en kommun 
Länskod Två siffror som representerar ett län 
Parametrar Representerar datan och är kallade efter tabellnamnen i 
databasen 
Boll Representerar datan i grafen Gapminder 
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