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As crescentes exigeˆncias em relac¸a˜o a` melhoria de qualidade e a reduc¸a˜o de custos e prazos
teˆm tornado comum a` busca por soluc¸o˜es mais eficientes para desenvolvimento e testes de
sistemas. Com relac¸a˜o aos testes, uma recomendac¸a˜o e´ a de comec¸a´-los mais cedo, e, de
prefereˆncia, automatizar o que for poss´ıvel para evitar enganos cometidos pelos testadores.
Assim, uma a´rea de pesquisa que esta´ em evideˆncia atualmente e´ a de testes baseados
em modelos (MBT), onde muitos estudos teˆm sido realizados visando o desenvolvimento
de soluc¸o˜es para automac¸a˜o de testes a partir de modelos criados durante o ciclo de
desenvolvimento. Nesta dissertac¸a˜o e´ proposto um me´todo para gerac¸a˜o automa´tica de
cena´rios de teste a partir de modelos da especificac¸a˜o de sistemas, baseando-se em um
trabalho pre´vio para gerac¸a˜o de testes de componentes de software. Os modelos utilizados
para gerac¸a˜o dos testes sa˜o os Diagramas de Atividades UML, criados a partir da descric¸a˜o
dos casos de uso, para Testes de Sistemas. A partir deles sa˜o gerados cena´rios de teste que
descrevem as interac¸o˜es do sistema, tais como, as ac¸o˜es dos atores e as situac¸o˜es esperadas,
incluindo tambe´m os cena´rios de excec¸a˜o. A aplicac¸a˜o deste me´todo na pra´tica foi feita
com eˆxito por uma equipe de testadores em sistemas reais. De forma geral, os modelos
especificados para derivac¸a˜o dos testes teˆm facilitado o entendimento do sistema pelos




The increasing requirements for quality improvement, reduction of costs and deadlines
have promoted the search for more efficient solutions for systems development and testing.
In the case of the tests, the recommendation is to start them earlier and, preferably,
automatize what is possible to prevent the testers mistakes. Thus, a research area that is
in evidence currently is the Model-Based Testing (MBT), in which many studies have been
carried out with the aim of development solutions for test automation from the models
created during the software development cycle. In this dissertation is proposed a method
for automatic generation of test scenarios from the models of systems specification, it is
based on a previous work for tests generation of software components. The models used
for tests generation are the UML Activities Diagrams, generated from the description of
the use cases for System Testing. From them, test scenarios are generated that describe
the interactions of the system, such as, the actors actions and the expected situations,
including also the exception scenarios. The application of this method in practice was
successfully made by a team of testers in real systems. In general, the models specified for
tests derivation have facilitated the agreement of the system by the involved testers and,
the generated test scenarios contain information that have supported the test execution.
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Cap´ıtulo 1
Introduc¸a˜o
As crescentes exigeˆncias em relac¸a˜o a` melhoria de qualidade e a reduc¸a˜o de custos e pra-
zos teˆm tornado comum a busca por soluc¸o˜es que propiciem a reutilizac¸a˜o e a automac¸a˜o
durante o ciclo de desenvolvimento de software. Neste sentido, tanto as universidades
quando a indu´stria de desenvolvimento de software teˆm apostado cada vez mais em abor-
dagens de desenvolvimento dirigido a modelos (em ingleˆs, Model-Driven Development –
MDD) [MCF03, Sel03, KR03]. Um fator importante que motivou a aceitac¸a˜o de MDD foi
o surgimento de padronizac¸o˜es para criac¸a˜o de modelos providas pela UML (em ingleˆs,
Unified Modeling Language) [Gro03b, Gro04].
Em MDD os modelos sa˜o a principal fonte de informac¸a˜o sobre o sistema e, durante as
fases de desenvolvimento, eles podem ser refinados ou sofrer transformac¸o˜es dando origem
a novos modelos [MCF03]. Ale´m disso, os modelos podem ser utilizados para gerac¸a˜o
automa´tica de co´digo ou outros artefatos nas diversas fases do ciclo de desenvolvimento
[AD97, MCF03]. Uma das fases na qual os modelos podem ser utilizados e´ a fase de
testes de software, que consiste no processo de executar um sistema com o objetivo de
encontrar defeitos (em ingleˆs, failures) [Mye79, Pre97]. Durante os testes, os modelos
sa˜o a principal forma de se obter informac¸o˜es sobre a especificac¸a˜o do sistema que esta´
sendo desenvolvido, pois eles mante´m somente os aspectos necessa´rios em cada fase de
desenvolvimento [AD97].
Neste cena´rio, uma a´rea de concentrac¸a˜o que esta´ em evideˆncia atualmente e´ a de testes
baseados em modelos (em ingleˆs, Model-Based Testing – MBT), onde muitos estudos
teˆm sido realizados visando o desenvolvimento de soluc¸o˜es de automac¸a˜o de testes. A
automac¸a˜o proporciona a reduc¸a˜o do esforc¸o empregado para realizac¸a˜o dos testes e, ale´m
disso, proporciona a reduc¸a˜o do nu´mero de enganos (erros) que podem ser cometidos pelos
testadores durante a realizac¸a˜o dessas atividades.
Em MBT, va´rias abordagens teˆm sido propostas para automac¸a˜o de testes [PAK+07,
VLH+06, CCD03, BBM02, BL02, OA99] e, geralmente, o principal objetivo das aborda-
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gens MBT e´ automatizar atividades de gerac¸a˜o e execuc¸a˜o de testes. Neste aspecto, os
modelos podem ser utilizados em diversas fases de teste, durante os testes de unidade,
componente, integrac¸a˜o e sistemas. O foco desta dissertac¸a˜o e´ na fase de testes de sistema,
onde o sistema deve ser testado para validar se sua implementac¸a˜o esta´ de acordo com o
que foi especificado ou requerido pelo cliente. Desta forma, devem ser avaliadas as funci-
onalidades do Sistema em Testes (em ingleˆs, Software Under Test – SUT), o desempenho
dele utilizando uma massa de dados e os demais requisitos de qualidade especificados
[Pre01].
1.1 Contexto e Motivac¸a˜o
Um dos desafios em testes de software e´ como automatizar a gerac¸a˜o e execuc¸a˜o de
testes. A gerac¸a˜o de dados de teste em grande escala e´ uma atividade muito custosa
e a especificac¸a˜o e execuc¸a˜o de testes manualmente e´ propensa a erros ou enganos que
podem ser cometidos pelos testadores. Ale´m disso, tornar os testes independentes da
implementac¸a˜o do sistema e antecipar as atividades de teste, principalmente os testes de
sistema, que sa˜o baseados na especificac¸a˜o de requisitos do SUT tambe´m sa˜o desafios.
Os requisitos do SUT geralmente sa˜o especificados (na fase de Requisitos) atrave´s de
diagramas de caso de uso [Rum94, Gro03b, CL01, Coc01b]. Entretanto, os casos de uso
geralmente sa˜o descritos de forma textual e podem conter ambigu¨idades [Gel04], o que
pode dificultar a gerac¸a˜o de testes. Ale´m disso, os testes a partir de requisitos de sistema
devem representar cena´rios de uso do sistema e na˜o somente as interac¸o˜es de cada caso
de uso isoladamente.
Uma alternativa a` descric¸a˜o textual dos casos de uso e´ a utilizac¸a˜o de outros modelos
para especificac¸a˜o e gerac¸a˜o de testes. Entretanto, como criar modelos que possibilitem a
realizac¸a˜o de testes de forma eficiente no SUT? E´ importante ressaltar que existem va´rios
aspectos que podem ser tratados e observados na criac¸a˜o dos modelos para o projeto e
selec¸a˜o de testes, tais como a representac¸a˜o do fluxo de controle do sistema, fluxo de
dados, os cena´rios de excec¸a˜o e cena´rios concorrentes. Ale´m disso, quais destes aspectos
e como eles devem ser apresentados nos modelos para possibilitar a selec¸a˜o (ou gerac¸a˜o)
automa´tica de testes a partir de modelos? A resposta para estas questo˜es sa˜o to´picos de
pesquisa e desafios em testes de software [Ber07].
Para gerac¸a˜o de testes de sistemas, algumas abordagens utilizam modelos que manteˆm
somente informac¸o˜es da especificac¸a˜o, ou seja, independentes da plataforma de desen-
volvimento (conhecidos em MDD como, Platform Independent Model – PIM). Assim, o
conjunto de testes gerado a partir dos modelos tambe´m e´ independente da implementac¸a˜o
do SUT. Uma vantagem nessas abordagens e´ que os testes gerados a partir dos modelos
PIM podem ser utilizados para qualquer implementac¸a˜o do SUT e so´ e´ necessa´ria a ma-
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nutenc¸a˜o do conjunto de testes quando houver alterac¸o˜es na especificac¸a˜o do SUT. Por
outro lado, devido a falta de informac¸o˜es sobre a plataforma de desenvolvimento nessas
abordagens, nem sempre e´ poss´ıvel automatizar a gerac¸a˜o de dados de testes e a execuc¸a˜o
dos testes a partir destes modelos.
Em abordagens que utilizam modelos com informac¸o˜es da implementac¸a˜o do SUT
para gerac¸a˜o de testes, ou seja, modelos espec´ıficos da plataforma (em ingleˆs, Platform
Specific Model – PSM), a automac¸a˜o da execuc¸a˜o dos teste e´ mais comumente empregada.
Entretanto, na˜o so´ alterac¸o˜es na especificac¸a˜o, mas tambe´m alterac¸o˜es na implementac¸a˜o
do SUT, podem implicar na necessidade de manutenc¸a˜o do conjunto de testes gerado.
Isso pode tornar a manutenc¸a˜o dos modelos e do conjunto de testes gerado muito custosa.
Uma vantagem dos PIM com relac¸a˜o aos PSM e´ que as atividades de planejamento e
projeto de testes podem ser realizadas de forma independente da implementac¸a˜o do SUT.
Desta forma, uma questa˜o importante e´ como gerar testes a partir de PIMs ou de PSM
para realizac¸a˜o de testes de sistema.
1.2 Objetivo
Na busca por respostas para as questo˜es de pesquisa levantadas na Sec¸a˜o 1.1, esta dis-
sertac¸a˜o apresenta um me´todo para gerac¸a˜o automa´tica de testes de sistemas a partir da
especificac¸a˜o do sistema. No me´todo que sera´ proposto aqui os testes sa˜o criados a partir
de modelos que representam os casos de uso do SUT.
O me´todo gera os casos de teste baseando-se nas informac¸o˜es obtidas nos cena´rios
internos dos casos de uso e no fluxo de execuc¸a˜o entre os casos de uso. O fluxo de controle
entre os casos de uso e´ obtido a partir do processo de nego´cio do sistema. Os cena´rios
internos sa˜o utilizando um padra˜o para descric¸a˜o dos casos de uso, que visa reduzir as
ambigu¨idades da especificac¸a˜o do sistema e dos testes gerados.
1.3 Soluc¸a˜o Proposta
Os diagramas de casos de uso sa˜o utilizados para o detalhamento de requisitos do sistema,
durante fase de Ana´lise de Requisitos. O padra˜o para descric¸a˜o dos casos de uso baseia-se
no padra˜o proposto por Gelperin [Gel04] e os cena´rios de excec¸a˜o dos casos de uso sa˜o
classificados de acordo com a representac¸a˜o de cena´rios de excec¸a˜o proposta por Ferreira
[dMF01]. Assim, o me´todo de teste pode ser iniciado apo´s a fase de Ana´lise de Requisitos
do sistema.
Na primeira etapa do me´todo de teste devem ser criados modelos para representac¸a˜o
dos cena´rios internos dos CDUs e das dependeˆncias ou ordem de execuc¸a˜o entre os CDUs.
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Nos cena´rios internos sa˜o representados o fluxo de controle do CDU e os cena´rios de
excec¸a˜o especificados. A representac¸a˜o da ordem de execuc¸a˜o entre os CDUs possibilita a
obtenc¸a˜o dos cena´rios de uso do SUT. Os modelos adotados para representar os cena´rios
internos e a ordem de execuc¸a˜o dos CDUs foram os Diagramas de Atividades (DAs).
Os Diagrama de Atividadess sa˜o usados para representar sequ¨eˆncias poss´ıveis de
execuc¸a˜o entre atividades (ac¸o˜es) e permitem ate´ mesmo a representac¸a˜o de ac¸o˜es con-
correntes. Eles sa˜o u´teis, por exemplo, para modelar fluxo de processo de nego´cios e
workflows [Bin99, Cap´ıtulo 8]. Os DAs foram utilizados aqui pois, e´ poss´ıvel relaciona´-los
de forma hiera´rquica, permitindo assim a representac¸a˜o direta de incluso˜es e extenso˜es
de CDUs. Ale´m disso, e´ poss´ıvel representar a especificac¸a˜o excepcional dos casos de
uso de forma diferenciada, que e´ um fator importante devido aos cena´rios de excec¸a˜o
representarem situac¸o˜es cr´ıticas a serem testadas no SUT. A utilizac¸a˜o dos DAs nesta
dissertac¸a˜o baseia-se em um trabalho anterior em que estes modelos foram utilizados para
representac¸a˜o de cena´rios de teste para componentes de software [Roc05].
Na segunda etapa do me´todo de teste proposto, e´ criado um Grafo de Fluxo de Controle
(em ingleˆs, Control Flow Graph – CFG) que interliga todos os DAs. Essa abordagem
possibilita a gerac¸a˜o de testes que representam os cena´rios de uso do SUT, que sejam
completos e na˜o somente os cena´rios internos dos casos de uso isoladamente. Isto e´ poss´ıvel
pois o CFG interligado mante´m os relacionamentos e a precedeˆncia de execuc¸a˜o entre os
DAs, que representam a descric¸a˜o dos CDUs. Este CFG e´ criado de forma automa´tica pelo
me´todo de teste proposto e foi baseado na proposta de Harrold et al [HRS98]. Harrold
utiliza o CFG para ana´lise de dependeˆncia entre instruc¸o˜es de programas, com o CFG
interligando todos os CFGs que representam os procedimentos do programa.
Para gerac¸a˜o automa´tica de cena´rios de teste foram empregadas as te´cnicas de teste
estrutural, que sa˜o utilizadas para gerac¸a˜o de testes em CFGs [Bei90, Pre97]. Foram
selecionados caminhos de teste no CFG para representar os cena´rios de uso completo do
sistema. A partir dos cena´rios de uso foram obtidos os dados de teste para criac¸a˜o de um
ou mais casos de teste para executar os cena´rios. A criac¸a˜o dos casos de teste e dos dados
de teste foi feita manualmente durante a avaliac¸a˜o do me´todo para gerac¸a˜o dos cena´rios
de teste, pois essas etapas fazem parte do escopo deste mestrado. Para especificar os
modelos, preparar e realizar os testes foi necessa´rio adotar um processo de teste, que
se baseia no processo de testes especificado por Filho [dPPF01], mas as atividades do
processo de teste sa˜o detalhadas para apoiar o me´todo de gerac¸a˜o automa´tica de testes
proposto nesta dissertac¸a˜o.
Va´rias abordagens de teste teˆm sido propostas com intuito de gerar cena´rios de teste
para sistemas utilizando os DAs, entretanto algumas consideram somente a gerac¸a˜o de
cena´rios de cada caso de uso isoladamente [LJX+04, HVFR04, CLL05]. Outras aborda-
gens propo˜em a gerac¸a˜o de cena´rios completos, mas na˜o automatizam todas as etapas
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de gerac¸a˜o, sendo necessa´rio o pre´-processamento manual dos DAs para obter modelos
intermedia´rios ou a descric¸a˜o mais detalhada dos modelos para que seja poss´ıvel gerar os
cena´rios de teste [BL02, BLL04a, VLH+06].
E´ importante ressaltar que a gerac¸a˜o de testes e´ realizada utilizando modelos da espe-
cificac¸a˜o do SUT e os testes gerados representam cena´rios de uso do SUT que possuem o
mesmo n´ıvel de abstrac¸a˜o dos modelos especificados. Cada cena´rio de uso criado detalha
as ac¸o˜es que devem ser realizadas e observadas por um ator como, por exemplo, um usua´rio
ou sistema externo que interage com SUT atrave´s de suas funcionalidades. Para verificar
a viabilidade da aplicac¸a˜o do me´todo de teste proposto em sistemas reais foi necessa´rio o
desenvolvimento de um proto´tipo para gerac¸a˜o de cena´rios de teste como prova de con-
ceito da viabilidade do me´todo proposto nesta dissertac¸a˜o. Esse proto´tipo foi utilizado
para gerac¸a˜o de testes no aˆmbito do projeto Harpia, que e´ uma parceria realizada entre
a Receita Federal do Brasil, Universidade Estadual de Campinas – Unicamp e Instituto
Tecnolo´gico da Aerona´utica – ITA. A realizac¸a˜o dos testes utilizando os cena´rios gerados
foi feita pela equipe de testes do projeto Harpia. Ale´m disso, os testadores envolvidos
foram submetidos a um questiona´rio para avaliac¸a˜o do me´todo proposto.
Como resultado da aplicac¸a˜o deste me´todo de teste, foi poss´ıvel observar melhorias
nas atividades de teste de sistemas. Entre as melhorias proporcionadas, a manutenc¸a˜o dos
casos de teste foi facilitada, ja´ que alterac¸o˜es na especificac¸a˜o na˜o implicaram alterac¸o˜es
em cada cena´rio de teste. Outra melhoria foi a criac¸a˜o de testes para cobrir toda a
especificac¸a˜o do SUT, pois quando os testes sa˜o criados de forma manual, e´ dif´ıcil garantir
a cobertura de toda a especificac¸a˜o, ja´ que o trabalho manual e´ propenso a erros. O me´todo
proposto tambe´m foi utilizado para realizac¸a˜o de teste em um projeto de conclusa˜o de
curso de G. O. Patuci [Pat07]. Ale´m disso, segundo os testadores que participaram da
criac¸a˜o dos modelos e da execuc¸a˜o dos testes, foi fa´cil utilizar os cena´rios de teste gerados
pelo me´todo proposto.
1.4 Organizac¸a˜o do Texto
Esta dissertac¸a˜o foi dividida em oito cap´ıtulos, que sa˜o organizados da seguinte forma: o
Cap´ıtulo 2 apresenta os fundamentos teo´ricos de testes de software, Grafos de Fluxo de
Controle, que sa˜o necessa´rios para o entendimento do texto. Ale´m disso, o Cap´ıtulo 2
tambe´m apresenta o processo de teste adotado para apoiar o me´todo de gerac¸a˜o de testes
proposto. O Cap´ıtulo 3 apresenta os modelos utilizados para gerac¸a˜o dos testes e como
esses modelos devem ser especificados. O me´todo para gerac¸a˜o de testes e´ apresentado no
Cap´ıtulo 4. O Cap´ıtulo 5 apresenta os resultados da aplicac¸a˜o do me´todo de teste em um
estudo de caso, e a avaliac¸a˜o do me´todo durante o estudo de caso que foi realizado pelos
testadores envolvidos. Cap´ıtulo 6 apresenta os trabalhos relacionados, com maior atenc¸a˜o
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aos trabalhos que propo˜em a gerac¸a˜o automa´tica de testes utilizando DAs. Finalmente,
o Cap´ıtulo 7 apresenta as concluso˜es, contribuic¸o˜es e trabalhos futuros.
Ale´m dos cap´ıtulos mencionados acima, esta dissertac¸a˜o possui dois apeˆndices que sa˜o
organizados da seguinte maneira: o Apeˆndice A apresenta o questiona´rio utilizado para
avaliac¸a˜o do me´todo de teste pelos testadores envolvidos no estudo de caso; e o Apeˆndice B
apresenta as respostas obtidas na aplicac¸a˜o do questiona´rio.
Cap´ıtulo 2
Conceitos de Testes de Software e
Grafos de Fluxo de Controle
Este cap´ıtulo apresenta as terminologias e conceitos usados no decorrer deste trabalho.
Primeiramente, na Sec¸a˜o 2.1 sa˜o apresentados os conceitos de Validac¸a˜o e Verificac¸a˜o.
Em seguida, sa˜o apresentados os conceitos de Testes de Software, na Sec¸a˜o 2.2, onde sa˜o
mostrados os principais tipos, te´cnicas e crite´rios para realizac¸a˜o de testes; Depois sa˜o
introduzidos os conceitos de teste funcional, que se encontram na Sec¸a˜o 2.3; na Sec¸a˜o 2.4
sa˜o apresentados os conceitos de teste estrutural, bem como os conceitos de Grafos de
Fluxo de Controle (CFG). Na Sec¸a˜o 2.5 sa˜o apresentados alguns crite´rios e te´cnicas de
teste orientado a caminhos, que sa˜o utilizadas geralmente na realizac¸a˜o de testes estrutu-
rais. Por u´ltimo, a Sec¸a˜o 2.6.1 detalha o processo de teste adotado para apoiar o me´todo
de gerac¸a˜o de testes.
2.1 Verificac¸a˜o e Validac¸a˜o
Quando se busca a melhoria da qualidade do software, as atividades de Verificac¸a˜o e
Validac¸a˜o (V&V) [Mye79] devem ser realizadas durante todo o ciclo de desenvolvimento.
Essa pra´tica e´ ainda mais essencial no desenvolvimento de sistemas complexos e cr´ıticos.
As atividades de V&V teˆm como principal objetivo verificar se o sistema desenvolvido
esta´ em conformidade com sua especificac¸a˜o e validar se o sistema atende a`s necessidades
de seus usua´rios.
As te´cnicas para realizac¸a˜o de V&V podem ser divididas em dois principais grupos:
esta´ticas e dinaˆmicas. As te´cnicas esta´ticas de V&V visam identificar defeitos sem propri-
amente executar o sistema que esta´ sendo proposto (ou desenvolvido). Algumas te´cnicas
esta´ticas mais usadas em V&V sa˜o: te´cnicas de inspec¸a˜o [Lai07] tais como, revisa˜o e
inspec¸a˜o de co´digo; verificac¸a˜o de modelos [VHB+03] e execuc¸a˜o simbo´lica [Kin76]. As
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te´cnicas dinaˆmicas de V&V propostas tambe´m teˆm por objetivo revelar defeitos no sis-
tema em desenvolvimento. Entretanto, sua realizac¸a˜o e´ atrave´s da execuc¸a˜o do sistema,
controlando quais sa˜o os dados de entrada e observando o comportamento do sistema para
verificar se foram ou na˜o observados defeitos. Neste aˆmbito, as principais te´cnicas de V&V
dinaˆmicas sa˜o as de Testes de Software, que teˆm como objetivo executar o sistema para
revelar defeitos.
Os termos fault, error e failure, foram adotados de acordo com a terminologia em
portugueˆs definida por Leite e Loques [LL87], sendo, respectivamente, falha, erro e defeito.
O padra˜o IEEE (IEEE STD. Glossary of Software Engineering Terminology, padra˜o
610.12/1990) [IEE90] define que os problemas introduzidos no software pelo desenvolvedor
sa˜o chamados de falhas (fault). Enganos podem ser cometidos tanto na especificac¸a˜o
quanto no co´digo do sistema. Quando uma falha e´ ativada durante a execuc¸a˜o do software,
um erro e´ gerado (error). Caso o problema se manifeste nas fronteiras do sistema, ocorre
um defeito (failure), que pode ser percebido pelo usua´rio. Pode ser considerado como
defeito qualquer resultado obtido, durante a execuc¸a˜o do software, que seja diferente do
especificado (ou esperado).
2.2 Conceitos Ba´sicos de Testes de Software
Esta sec¸a˜o apresenta as definic¸o˜es e conceitos de Testes de Software utilizadas nesta dis-
sertac¸a˜o. Teste de Software e´ o processo de executar um sistema com o objetivo de
encontrar defeitos [Mye79]. A ocorreˆncia de defeito indica a presenc¸a de falhas no soft-
ware. Um caso de teste bem sucedido e´ aquele que revela uma falha no sistema, que ainda
na˜o tinha sido descoberta. Os testes na˜o sa˜o capazes de provar a auseˆncia de falhas em
um sistema. Caso nenhum defeito ocorra durante os testes, na˜o se pode concluir que o
sistema na˜o tenha falhas.
Uma limitac¸a˜o dos testes e´ o fato de na˜o ser poss´ıvel identificar, a priori, onde esta˜o
as falhas. Tambe´m na˜o e´ poss´ıvel realizar testes exaustivos, isto e´, aplicar ao sistema
todas as combinac¸o˜es de entradas poss´ıveis ou exercitar todos os caminhos de execuc¸a˜o
poss´ıveis. Isso e´ impratica´vel, pois mesmo em sistemas triviais, o nu´mero de casos de
teste seria grande e, em alguns casos, ate´ infinito, o que inviabilizaria sua execuc¸a˜o.
Assim, e´ importante adotar crite´rios para selecionar os testes com alta probabilidade de
ativar defeitos, revelando assim a presenc¸a de falhas. Para a criac¸a˜o dos casos de teste,
e´ recomendada a adoc¸a˜o de uma estrate´gia que possibilite sua criac¸a˜o em paralelo com o
desenvolvimento, tornando assim poss´ıvel, o agrupamento das atividades para realizac¸a˜o
dos testes em fases bem definidas.
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2.2.1 Fases de Teste
O desenvolvimento de sistemas pode ser estruturado em fases [Pre01, Som95]. Assim,
acompanhando as fases de desenvolvimento pode ser definido um conjunto de fases para
preparac¸a˜o dos testes e, apo´s a implementac¸a˜o do sistema (ou parte dele), executar os
testes. Os testes devem ser previamente planejados e projetados (durante fases de pre-
parac¸a˜o), para serem executados de forma controlada. Na Figura 2.1 e´ apresentado como
as fases para preparac¸a˜o dos teses podem ser estruturadas e executadas paralelamente a`s
fases de desenvolvimento. Este modelo para estruturar as fases de teste e´ conhecido como
modelo V [dPPF01]. Durante a realizac¸a˜o de cada fase de desenvolvimento sa˜o fornecidas
informac¸o˜es para preparac¸a˜o dos diversos tipos de testes.
Figura 2.1: Modelo de Processo V, as atividades de preparac¸a˜o de testes sa˜o realizadas
paralelamente a`s atividades de desenvolvimento [dPPF01].
As fases de testes envolvem tanto testes de baixo n´ıvel, que verificam se uma pequena
parte do co´digo fonte foi corretamente implementada (Testes de Unidade), quanto testes
de alto n´ıvel, que validam func¸o˜es do sistema relativas aos requisitos do cliente (Testes
de Sistemas), conforme mostra a Figura 2.1. Esta divisa˜o, em quatro fases principais, foi
proposta por Beizer [Bei90] e cada uma das fases e´ melhor detalhada a seguir:
1. Teste de Unidade: Uma unidade e´ a menor porc¸a˜o de um software que pode ser
executada. O teste de unidade verifica se uma porc¸a˜o do co´digo executa adequada-
mente a sua funcionalidade, isoladamente do resto do sistema. Por isso, geralmente
o caso de teste faz uso de drivers e stubs. Um driver e´ um elemento (classe, pro-
grama principal ou software externo) que aplica os casos de teste a` unidade sob teste
[Bin99]. O driver e´ responsa´vel por fornecer os dados de entrada, coletar os dados
de sa´ıda e apresenta´-los ao usua´rio. Um stub substitui mo´dulos necessa´rios para a
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execuc¸a˜o da unidade, simulando seu comportamento [Mes04, Bin99]. A utilizac¸a˜o
de drivers e stubs possibilita que a unidade seja testada isoladamente.
2. Teste de Componente: Um componente e´ a integrac¸a˜o de diversas unidades, com
interfaces bem definidas [Szy98]. Nesta fase, o componente e´ testado de acordo
com a especificac¸a˜o das funcionalidades e de sua estrutura. Tambe´m podem ser ne-
cessa´rios drivers e stubs. O desenvolvimento de software baseado em componentes
e´ cada vez mais utilizado atualmente. Um de seus principais atrativos e´ a possibi-
lidade de reduc¸a˜o do tempo e custo de desenvolvimento, atrave´s da reutilizac¸a˜o de
co´digo. Apesar disso, o reuso de co´digo na˜o garante a qualidade do sistema, sendo
necessa´ria a realizac¸a˜o de testes, a cada reutilizac¸a˜o, quando estes componentes sa˜o
integrados ou utilizados em um novo contexto [Wey98]. Va´rios trabalhos propondo
me´todos e processos de teste para desenvolvimento baseado em componentes teˆm
sido realizados [Roc05, GGGS02, Fre91].
3. Teste de Integrac¸a˜o: Nesta fase, os componentes sa˜o integrados, e os casos de teste
sa˜o direcionados a` descoberta de erros arquiteturais, relacionados a`s interfaces dos
componentes. A integrac¸a˜o pode se dar com o uso de uma abordagem big-bang
[Pre97], na qual todos os componentes sa˜o integrados de uma so´ vez, dispensando
o uso de drivers e stubs mas, nesse caso, a localizac¸a˜o de falhas e´ dificultada. O
mais recomendado e´, portanto, o uso de uma abordagem incremental, na qual os
componentes sa˜o integrados pouco a pouco. O uso de drivers e stubs pode ser
necessa´rio neste caso. Testes de integrac¸a˜o reutilizam casos de testes gerados durante
as fases de teste anteriores para verificar se o novo componente integrado na˜o afeta
as demais partes do sistema.
4. Teste de Sistema: Nesta fase, todo o sistema e´ integrado, incluindo outros sistemas,
hardware, etc. Sa˜o testadas todas as funcionalidades propostas na especificac¸a˜o
do sistema, ou requisitos funcionais do sistema. Para isso o sistema deve ser exe-
cutado em condic¸o˜es similares ao seu ambiente real de uso. Ale´m disso, a partir
dos requisitos na˜o funcionais do sistema podem ser avaliados desempenho, segu-
ranc¸a e confiabilidade [Pre97, Som95] e, tambe´m, os demais atributos de qualidade
especificados (requeridos).
Ale´m das quatro fases acima, existem ainda os Testes de Regressa˜o, que devem ser
aplicados quando houver modificac¸o˜es no SUT, que podem ocorrer durante o desenvolvi-
mento incremental, testes de integrac¸a˜o e na realizac¸a˜o de manutenc¸a˜o. Toda modificac¸a˜o
durante atividades de manutenc¸a˜o podem causar efeitos colaterais em partes do software
que funcionavam corretamente antes daquela modificac¸a˜o e que na˜o deveriam ter sido
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afetadas pela mesma, nessa situac¸a˜o diz-se que houve uma regressa˜o [Bin94], ou seja,
surgiram novos defeitos em partes do sistema ja´ testadas em etapas anteriores.
Os Testes de regressa˜o sa˜o obtidos a partir do conjunto de testes do sistema e, nesta
fase, um conjunto de casos de teste e´ novamente executado com o objetivo de atestar
que partes do SUT na˜o foram afetadas pelas mudanc¸as realizadas. Existem basicamente
duas estrate´gias de execuc¸a˜o de Testes de Regressa˜o: retestar-tudo e seletiva [RH94].
A estrate´gia retestar-tudo consiste simplesmente em reaplicar todo o conjunto de testes
original a` nova versa˜o do SUT. A estrate´gia seletiva consiste em reaplicar apenas um
subconjunto dos casos de testes originais. A estrate´gia retestar-tudo e´ desaconselha´vel
pois, apesar de segura, requer um grande esforc¸o e custo na existeˆncia de um grande
volume de casos de testes.
A divisa˜o dos testes em fases estrutura as atividades de teste e facilita a ordenac¸a˜o das
atividades a serem realizadas. Apesar disso, a estruturac¸a˜o em fases ainda na˜o garante que
os testes a serem realizados teˆm potencial para revelar novas falhas de forma controlada
e em um tempo via´vel. Para garantir a realizac¸a˜o das atividades de teste em um tempo
via´vel, pode-se utilizar ou definir alguns crite´rios para selec¸a˜o, criac¸a˜o e (ou) realizac¸a˜o
de testes.
2.2.2 Crite´rios de Teste
A divisa˜o dos testes em fases organiza as atividades necessa´rias a cada etapa de desen-
volvimento do sistema. Por outro lado, a definic¸a˜o e uso de crite´rios de teste (indepen-
dentemente da fase de teste) e´ importante devido a` inviabilidade de realizac¸a˜o de todos
os testes poss´ıveis em um SUT. Este fato ocorre pois grande parte das vezes o conjunto
de poss´ıveis entradas ou caminhos de execuc¸a˜o em um sistema e´ muito grande, tendendo
ao infinito. Para resolver este problema, a cada fase de testes, e´ necessa´ria a selec¸a˜o de
testes usando crite´rios bem definidos.
Um crite´rio de testes e´ uma condic¸a˜o (ou um conjunto de condic¸o˜es) que define qua˜o
bem um sistema foi testado baseando-se em sua especificac¸a˜o [Zhu95]. Os crite´rios devem
ser adotados de forma a estabelecer condic¸o˜es a serem satisfeitas durante os testes. Dentre
va´rios crite´rios de testes, os treˆs principais crite´rios sa˜o: o crite´rio funcional, o estrutural
e o baseado em falhas. Ale´m desses crite´rios, sera´ detalhado tambe´m os crite´rios de Teste
Orientado a Caminhos, que podem ser adotados tanto com crite´rios de teste estrutural
[Zhu95] quanto funcional [Edw00, PBC93].
O crite´rio baseado em falhas busca testar o comportamento do sistema na presenc¸a
de falha. Falhas podem acontecer tanto no SUT, quanto nos sistemas com os quais ele
interage. As principais te´cnicas sa˜o mutac¸a˜o e injec¸a˜o de falhas. Em uma abordagem
de testes que utiliza mutac¸a˜o, as falhas devem ser introduzidas diretamente no co´digo
14 Cap´ıtulo 2. Conceitos de Testes de Software e Grafos de Fluxo de Controle
do SUT para avaliar se os casos de teste executados identificam a presenc¸a dessas falhas
introduzidas [DLS78]. Desta forma, se este tipo de falha existir em outros locais do co´digo
fonte, este caso de teste estara´ apto a revela´-la. A te´cnica de injec¸a˜o de falhas consiste
em modificar o co´digo objeto ou o estado do SUT durante sua execuc¸a˜o. Seu objetivo e´
verificar o comportamento do sistema durante a execuc¸a˜o em presenc¸a de falhas ou erros
[HTI97], bem como a verificac¸a˜o do impacto da propagac¸a˜o das falhas injetadas. Neste
aspecto, pode-se usar injec¸a˜o de falhas na realizac¸a˜o de testes de robustez [KSD+03].
Os crite´rios funcional, estrutural e orientados a caminhos sera˜o detalhados nas Sec¸o˜es
2.3, 2.4 e 2.5, respectivamente. Este destaque deve-se ao relacionamento que apresentam
com este mestrado, que propo˜e uma abordagem para testes funcionais aplicando te´cnicas
e crite´rios de testes estruturais.
2.3 Crite´rio de Testes Funcional
No crite´rio funcional de testes, tambe´m conhecido como “caixa preta”, os detalhes inter-
nos do sistema na˜o sa˜o considerados na elaborac¸a˜o e execuc¸a˜o dos casos de teste [Bei90]
apenas suas funcionalidades, conforme descrito na especificac¸a˜o do sistema. Sa˜o forne-
cidas entradas ao sistema e suas sa´ıdas sa˜o verificadas de acordo com o comportamento
especificado.
As fontes utilizadas pelos testes funcionais sa˜o as especificac¸o˜es de requisitos e os ar-
tefatos produzidos durante as atividades de projeto. A principal dificuldade na realizac¸a˜o
de testes funcionais e´ a obtenc¸a˜o do menor conjunto de testes que consegue revelar o
maior nu´mero de defeitos, a chamada efica´cia dos testes [Fre91]. Algumas abordagens
para os testes funcionais sa˜o [Pre01]:
1. Partic¸a˜o de Equivaleˆncia: essa te´cnica e´ utilizada para a escolha de dados de
entrada para os testes. O domı´nio de entrada e´ dividido em classes de equivaleˆncia,
que representam um conjunto de valores va´lidos e inva´lidos para as condic¸o˜es de
entrada. Por exemplo, caso os dados va´lidos sejam representados por uma faixa de
valores, treˆs classes de equivaleˆncia sa˜o derivadas: os nu´meros menores que a faixa,
os dentro da faixa, e os maiores que a faixa. Os valores de entrada dos testes sa˜o
escolhidos dentro de cada classe de equivaleˆncia.
2. Ana´lise de Valores Limite: essa te´cnica tambe´m pode ser utilizada para a escolha
de dados de entrada, combinada a` partic¸a˜o de equivaleˆncia. Como um grande
nu´mero de erros tende a ocorrer nos limites dos valores de entrada, a te´cnica de
ana´lise de valores limite determina que os dados de entrada escolhidos sejam valores
limite de cada uma das classes de equivaleˆncia.
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3. Baseado em Modelos: o comportamento do sistema e´ descrito em forma de mode-
los e diagramas como, por exemplo, os propostos pela UML [Gro03b]. Normalmente
testes baseados em modelo (MBT) utilizam diagramas para representar o compor-
tamento do SUT. Assim, a cobertura dos modelos e´ uma forma de exercitar os
comportamentos e estados mostrados em um modelo como, por exemplo, percorrer
todos os estados em um Diagrama de Estados, ou ainda, executar todas as poss´ıveis
atividades em Diagrama de Atividades [Gro04]. A cobertura dos modelos deve ser
realizada visando encontrar defeitos na implementac¸a˜o.
Os crite´rios funcionais sa˜o bastante usados durante a fase de Teste de Sistema [Pre01],
principalmente devido a criac¸a˜o dos testes se basear na especificac¸a˜o do sistema. Ale´m
disso, podem ser usados juntamente aos crite´rios de teste estrutural, para realizac¸a˜o de
cobertura de modelos, como proposto por Beizer [Bei95].
2.4 Crite´rio de Teste Estrutural
No crite´rio estrutural, tambe´m conhecido como “caixa-branca” ou caixa de vidro, considera-
se a estrutura interna do sistema e sua implementac¸a˜o. Os casos de teste sa˜o derivados do
co´digo fonte do sistema e exploram a cobertura do co´digo para que os poss´ıveis defeitos
sejam detectados. Neste crite´rio de teste, uma abordagem bastante usada e´ a criac¸a˜o de
um modelo, o Grafo de Fluxo de Controle (CFG), para visualizac¸a˜o e selec¸a˜o de caminhos
de testes.
Os CFGs sa˜o vastamente utilizados para realizac¸a˜o de testes estruturais [Bei90]. Um
CFG e´ a representac¸a˜o gra´fica da estrutura de controle de um programa [Bei90, Pre97]
que e´ representado por um grafo direcionado [CLRS01]. Um grafo direcionado e´ uma
ferramenta matema´tica usada para representar um conjunto de pontos, definidos como
ve´rtices, e um conjunto de associac¸o˜es orientadas entre os ve´rtices, que sa˜o definidas como
arestas [CLRS01]. E´ um modelo u´til para a visualizac¸a˜o das informac¸o˜es do fluxo interno
de um programa e e´ bastante usado em Testes Estruturais.
Para representar o CFG, Beizer divide os elementos obtidos a partir do co´digo fonte
em treˆs grupos: blocos de co´digo, deciso˜es e junc¸o˜es [Bei90]. Um bloco de co´digo e´
uma sequ¨eˆncia de sentenc¸as no programa sem interrupc¸o˜es por deciso˜es ou junc¸o˜es. Uma
decisa˜o e´ um ponto do programa no qual o fluxo de controle pode divergir, como uma
sentenc¸a if ( ) then { } else{ }, while, for e demais similares. Uma junc¸a˜o e´ um ponto
no programa no qual o fluxo converge, como o fim de uma sentenc¸a if, while e demais
sentenc¸as de decisa˜o correspondentes.
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2.4.1 Grafo de Fluxo de Controle
Um CFG e´ geralmente usado na representac¸a˜o do fluxo de controle de um programa.
Uma definic¸a˜o mais formal e´ a seguinte: CFG e´ um grafo direcionado definido como uma
tupla (V,A, e, s), onde V e´ um conjunto de no´s ou ve´rtices. A e´ uma relac¸a˜o em V , que
associa quaisquer dois ve´rtices de V , representando as arestas direcionadas do CFG. Dois
ve´rtices e, s de G, tal que, e, s ∈ V , representam respectivamente os ve´rtices de entrada e
sa´ıda no CFG, ou seja, todos os caminhos do CFG iniciam em e e terminam em s. Assim
o conjunto de ve´rtices V \ e, s (todos os ve´rtices de V exceto e e s) e´ denominado como
o conjunto de ve´rtices internos do CFG. Um par (vn, vm) e´ uma aresta direcionada, que
pertence ao conjunto de arestas de sa´ıda do ve´rtice vn e de entrada em vm.
Um exemplo de CFG e´ mostrado na Figura 2.2 juntamente com o co´digo fonte do
procedimento que ele representa. Este procedimento calcula o ma´ximo entre dois nu´meros
e e´ chamado de max. O procedimento max recebe como entrada dois nu´mero inteiros
positivos, retornando o maior entre os dois nu´meros quando eles sa˜o diferentes e zero
quando sa˜o iguais. No CFG mostrado na Figura 2.2 os ve´rtices (no´s) tem como ro´tulo o
nu´mero da(s) linha(s) de co´digo correspondentes no procedimento. E´ importante observar
que no exemplo de CFG mostrado, os ve´rtices de junc¸a˜o na˜o sa˜o diferenciados visualmente
dos blocos de co´digo, sendo diferenciados somente por possuir mais de uma aresta de
entrada como nos ve´rtices que representam as linhas 13 a 15.
Figura 2.2: Co´digo Fonte e CFG correspondente.
Um ve´rtice representa sequ¨eˆncia ininterrupta de uma ou mais instruc¸o˜es, ou seja,
um ve´rtice v e´ executado se, e somente se, todas as instruc¸o˜es que ele representa forem
executadas na ordem descrita por seu programa fonte. Com isso, o bloco de instruc¸o˜es
considerado na˜o possui desvios para nenhuma instruc¸a˜o externa ou interna no mesmo
2.4. Crite´rio de Teste Estrutural 17
bloco. A execuc¸a˜o do bloco comec¸a sempre na primeira instruc¸a˜o e termina na u´ltima
instruc¸a˜o do bloco representado pelo ve´rtice [Bei90, Rob99].
Em um CFG, uma sequ¨eˆncia de ve´rtices (v0, v1, ..., vk), onde k ≥ 0 e os ve´rtices
pertencentes ao CFG, define um caminho de tamanho k se, e somente se, existir arestas
partindo de vi−1 e chegando em vi para todo i, tal que 1 ≤ i ≤ k. O caminho parte do
ve´rtice v0 e chega ao ve´rtice vk.
Um ciclo (loop) e´ um caminho (v0, v1, ..., vk) onde v0 = vk. Um CFG e´ conectado se
para cada par de ve´rtices vm, vn ∈ G, existe pelo menos um caminho ligando vm e vn.
Um caminho e´ dito completo se ele inicia no ve´rtice inicial do CFG, ou seja, o ve´rtice e,
e termina no ve´rtice final do CFG, o ve´rtice s.
Um CFG G e´ um Grafo bem formado se, e somente se, para cada ve´rtice interno
vi ∈ G existe um caminho direcionado entre e e vi e tambe´m um caminho entre vi e s.
E´ importante ressaltar que os CFGs, atrave´s de seus caminhos, representam as de-
pendeˆncias internas entre as instruc¸o˜es de determinado me´todo ou procedimento, definida
tambe´m como a ordem de execuc¸a˜o das instruc¸o˜es de um software. Para realizac¸a˜o da
ana´lise de fluxo de controle de maneira judiciosa e´ necessa´rio considerar tambe´m as de-
pendeˆncias externas, ou dependeˆncias com instruc¸o˜es entre me´todos ou procedimentos
relacionados ao CFG em questa˜o, o que pode ser feito atrave´s da ligac¸a˜o entre dois ou
mais CFGs.
2.4.2 Grafo de Fluxo de Controle Interprocedural
Alguns trabalhos propo˜em interligar os CFGs nos pontos onde existem chamadas a outros
me´todos ou procedimentos, sendo considerada assim as dependeˆncias entre instruc¸o˜es
em todo o contexto de chamada e retorno, e na˜o so´ CFG de um mo´dulo isolado. A
utilizac¸a˜o dos CFGs interligados foi proposta por Landi e Ryder [LR92] para computar
as dependeˆncias de controle entre as instruc¸o˜es em CFGs interligados. Alguns trabalhos
de M. J. Harrold, G. Rothermel e S. Sinha sa˜o bastante completos e detalhados [HRS98,
SHR01].
As informac¸o˜es de dependeˆncias entre procedimentos sa˜o importantes para realizac¸a˜o
de testes estruturais e para ana´lise de regressa˜o de testes durante a manutenc¸a˜o de sis-
temas. As informac¸o˜es de dependeˆncias sa˜o obtidas atrave´s da ana´lise de interac¸a˜o entre
os procedimentos, ou chamadas entre procedimentos. A Figura 2.3 mostra um programa
e seu CFG. O programa tem como entrada dois nu´meros inteiros e enquanto a entrada
for de inteiros positivos distintos e´ exibido o maior entre dois nu´meros de entrada. O
algoritmo termina quando o usua´rio entra com dois inteiros iguais.
O procedimento main do programa chama, na linha 22, o procedimento max apre-
sentado na Figura 2.2. Ainda na Figura 2.3, na linha 29, ha´ outra chamada para o
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procedimento max, que pode ser executado zero ou mais vezes dependendo do resultado
da chamada da linha 22 e, posteriormente, na pro´pria linha 29.
Figura 2.3: Co´digo fonte e CFG de programa que compara dois nu´meros usando o proce-
dimento max.
Para realizar ana´lise de dependeˆncias, Harrold et al [HRS98] apresentam duas abor-
dagens para criac¸a˜o de CFG interligados , nas duas abordagens sa˜o usados os conceitos
de CFG ja´ apresentados.
Na primeira abordagem e´ criado um CFG aninhado (em ingleˆs, Interprocedural Inlined
Flow Graph – IIFG) em que a cada nova chamada de um procedimento e´ inclu´ıda uma
co´pia do CFG chamado. Desta forma, se o procedimento for chamado mais de uma vez,
sa˜o feitas va´rias co´pias para cada CFG correspondente a um procedimento. Um programa
P mante´m um conjunto de procedimentos ρ e, cada procedimento pi ∈ ρ e´ representado
por um CFG gk. O IIFG correspondente a P mante´m um conjunto de CFGs G, onde para
cada procedimento pi ∈ P existe uma co´pia g
′
k de gk, g
′
k ∈ G, onde gk e´ correspondente a
pi [SHR01].
Uma definic¸a˜o formal para o Grafo de Fluxo de Controle Aninhado e´ a seguinte: o
IIFG e´ definido pela tupla (η, ε, es, ss), em que η e´ um conjunto que conte´m a unia˜o de
todos os conjuntos de ve´rtices (Vi) de cada CFG do programa. Ale´m disso, η conte´m os
Ve´rtices de Chamada (VCs) de cada CFG que realizam chamadas a outros procedimentos
(correspondentes a um CFG) e para cada VC sa˜o criados Ve´rtices de Retorno (VR), que
tambe´m pertencente a η. O ε e´ a unia˜o de todos os conjuntos Ai de cada co´pia de CFG
correspondente a um procedimento do programa. Ale´m disso, ε mante´m as Arestas de
Chamada (AC) que sa˜o criadas para cada chamada a um procedimento, ligando VC ao
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ve´rtice e do CFG chamado e as Arestas de Retorno (AR) que ligam o CFG chamado ao
VR correspondente. Os ve´rtices es e ss sa˜o respectivamente os ve´rtices de entrada e sa´ıda
global do IIFG.
A Figura 2.4 mostra o exemplo de representac¸a˜o do IIFG para o programa da Fi-
gura 2.3 que usa o procedimento mostrado na Figura 2.2. Pode-se observar, na Figura 2.4,
que foram criados duas co´pias do procedimento max, uma para cada chamada (nas linhas
22 e 29 do programa). Ale´m disso, os ve´rtices que representavam o procedimento max nas
linhas 22 e 29 do programa, foram substitu´ıdos por dois ve´rtices no CFG Aninhado, o pri-
meiro que representa o VC para o procedimento max e o segundo seu VR correspondente.
Ainda na mesma Figura, as AC e AR foram representadas de forma pontilhada.
Figura 2.4: IIFG do programa que compra dois nu´meros utilizando o procedimento max.
Uma limitac¸a˜o desta abordagem e´ observada quando existem chamadas recursivas.
Neste caso, o IIFG seria infinito. Desta forma, para contornar o problema e´ necessa´rio
limitar a quantidade de n´ıveis de recursividade, mas mesmo em situac¸o˜es sem chamadas
recursivas essa abordagem tende a criar muitas re´plicas dos CFGs, mantendo muitas
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informac¸o˜es redundantes.
A segunda abordagem apresentada por Harrold et al [HRS98] propo˜e a criac¸a˜o de um
CFG Inter-procedimental (em ingleˆs, Interprocedural Control Flow Graph – ICFG) que
conte´m uma u´nica co´pia de cada procedimento presente no programa. O ICFG pode ser
definido da seguinte forma: Dado um programa P que conte´m uma colec¸a˜o de CFGs G
onde gi ∈ G, i > 0, sendo que cada gi representa uma u´nica co´pia de CFG de procedimento
pi, i > 0 correspondente no programa. Cada CFG e´ composto por um conjunto V de
ve´rtices e A de arestas. Assim, o Grafo de Fluxo de Controle Inter-procedural e´ definido
pela tupla ICFG = (η, ε, es, ss)
′, em que os elementos compondo esta tupla sa˜o os mesmos
elementos do IIFG ja´ definidos previamente.
Figura 2.5: ICFG do programa que compra dois nu´emros utilizando o procedimento max.
A Figura 2.5 mostra um ICFG usando o mesmo exemplo apresentado para o IIFG da
Figura 2.4. Este exemplo usa o programa da Figura 2.3 que faz chamada ao CFG (max)
da Figura 2.2. Pode-se observar ainda na Figura 2.5, que existe uma u´nica co´pia do
CFG max com suas Arestas de Chamada e Retorno para os dois pontos de chamada no
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programa (linhas 22 e 29). Assim, as arestas inter-procedimentais ligam os CFGs ao
ve´rtice de entrada da u´nica co´pia do CFG do procedimento max.
Na proposta para gerac¸a˜o de casos de teste apresentado no Cap´ıtulo 4 utilizou-se uma
variac¸a˜o de ICFG, como passo intermedia´rio a` criac¸a˜o automa´tica de casos de teste criados
a partir de modelos da especificac¸a˜o.
2.5 Testes Orientados a Caminhos
Testes de Caminho (em ingleˆs, Path Testing) e´ o nome dado a uma famı´lia de crite´rios
de testes baseada na selec¸a˜o de um conjunto de caminhos executa´veis de teste em um
programa [Bei90]. Um caminho e´ dito “executa´vel” quando existem dados que possibili-
tem a sua execuc¸a˜o, caso contra´rio o caminho e´ chamado de caminho “na˜o executa´vel”.
Segundo Beizer [Bei90], entre as te´cnicas de teste estrutural, Testes de Caminho e´ uma
das mais antigas e ainda assim bastante empregadas atualmente. Como sa˜o selecionados
um conjunto de caminhos deve-se, de alguma forma, mensurar a completude dos testes
realizados atrave´s desses caminhos [Whi00]. Com este intuito existem va´rios trabalhos
que apresentam conceitos, padro˜es e crite´rios de testes orientados a` Caminho em CFGs
[Pai78], [Zhu95], [Bei95] e [Bei90].
Para realizac¸a˜o de testes orientados a caminhos, va´rios crite´rios de teste foram propos-
tos. Os crite´rios de teste teˆm como objetivo determinar (mensurar) se uma determinada
parte do software foi testada de forma adequada. Para isso, deve ser delimitado o con-
junto de casos de teste que atenda ao crite´rio de teste determinado e, preferencialmente,
o menor conjunto de casos de teste poss´ıvel.
Segundo Hong Zhu [Zhu95] os crite´rios de teste podem ser divididos em quatro prin-
cipais grupos: crite´rio de teste baseado em fluxo de controle, crite´rio de teste baseado
em fluxo de dados, crite´rio de teste baseado em falhas e crite´rio de testes baseado em
erros. Neste mestrado foi aplicado o crite´rio baseado em fluxo de controle. Para esse
crite´rio, Hong Zhu propoˆs um conjunto de axiomas que define o que um crite´rio de teste
deve conter, possibilitando assim, a verificac¸a˜o de quais crite´rios satisfazem os axiomas.
O trabalho de Hong Zhu foi baseado nos propostos por Weyuker [Wey86] e Baker et al
[BHB86].
O crite´rio de teste baseado em fluxo de controle, por sua vez, foi sub-dividido em
outros quatro principais grupos:
1. Crite´rio de Testes de Instruc¸o˜es e Deciso˜es: Esses crite´rios sa˜o os mais co-
nhecidos em testes de caminhos e visam, respectivamente, atender a cobertura de
todas as instruc¸o˜es e deciso˜es de um programa. O crite´rio de cobertura de instruc¸o˜es
e´ satisfeito quando existe um conjunto finito de caminhos completos que exercita
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todas as instruc¸o˜es presentes no CFG. Mais formalmente: Para um dado CFG G
(conforme definido na Sec¸a˜o 2.4.1), um conjunto finito de caminhos completos C
atende ao crite´rio de cobertura de instruc¸o˜es se, e somente se, para todo ve´rtice
alcanc¸a´vel va ∈ V, ∃ci ∈ C\va ⊆ ci. O crite´rio de cobertura de deciso˜es e´ similar ao
de cobertura de instruc¸o˜es. Pore´m, para garantir a cobertura de todas as deciso˜es
e´ necessa´rio encontrar um conjunto finito de caminhos de teste que cobre todas as
arestas do CFG, que representa o programa.
2. Crite´rio de Teste de Caminhos: Visa exercitar todos os caminhos de teste em
um programa. O crite´rio de teste de caminhos, em grande parte das situac¸o˜es,
e´ considerado um crite´rio de teste na˜o aplica´vel devido a` existeˆncia de infinitos
caminhos nos programas. Para tornar esta abordagem de testes via´vel, podem-
se realizar algumas restric¸o˜es para considerar um nu´mero finito de caminhos. Uma
primeira restric¸a˜o e´ considerar somente os caminhos simples e caminhos elementares
no CFG. Um caminho e´ considerado simples se na˜o existe repetic¸a˜o de arestas no
caminho e e´ dito elementar se na˜o houver repetic¸a˜o de ve´rtices. Desta forma, o
crite´rio de caminhos simples do CFG e´ finito. Outra abordagem que pode ser
aplicada a testes de caminhos e´ a de delimitar o tamanho ma´ximo dos caminhos
de teste. Neste crite´rio sa˜o considerados somente caminhos com tamanho ate´ n. O
principal problema na cobertura de caminhos simples e de caminhos de tamanho n e´
que as duas abordagens na˜o garantem a cobertura de todos os ve´rtices e arestas do
CFG. Para cobrir as arestas e ve´rtices na˜o cobertos o crite´rio de cobertura de n´ıvel
i, proposto por Paige [Pai78], parte dos caminhos criados pelo crite´rio de caminhos
simples e sa˜o inseridos n´ıveis em que, a cada novo n´ıvel, sa˜o inseridos ve´rtices ou
arestas ainda na˜o cobertas no n´ıvel anterior ate´ realizar a cobertura de todos os
ve´rtices e arestas do CFG.
3. Crite´rio de Teste de Loops: Os ciclos, mais conhecidos como loops, em um CFG
foram definidos na Sec¸a˜o 2.4.1 e representam um ponto particular para realizac¸a˜o
testes orientados a caminhos. Algumas te´cnicas de testes geralmente consideram
que os loops devem ser executados pelo menos uma vez durante os testes. Assim
como em testes de caminhos, existem os crite´rios para cobertura de ciclos que visam
realizar testes de ciclos elementares. Um ciclo e´ elementar se na˜o houver repetic¸a˜o de
ve´rtices no ciclo, exceto pelo ve´rtice de entrada ve e sa´ıda vs do ciclo que sa˜o iguais
ve = vs. Partindo de ciclos elementares outros crite´rios definidos sa˜o de cobertura de
ciclos elementares k vezes, sendo que k e´ o nu´mero de interac¸o˜es do loop no caminho
(grau), onde k ≥ 1. O crite´rio e´ atendido se para todo ciclo com grau menor ou
igual a k existe pelo menos um caminho que conte´m o loop como sub-caminho.
4. Crite´rio de Testes de Caminhos Ba´sicos: Este crite´rio foi proposto por Mc-
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Cabe [McC76] e e´ baseado na selec¸a˜o de caminhos completos de teste no CFG para
obtenc¸a˜o de um conjunto de caminhos ba´sicos. Um conjunto de caminhos e´ consi-
derado conjunto de caminhos ba´sicos se todos os outros caminhos no CFG podem
ser representados atrave´s de combinac¸o˜es lineares entre caminhos do conjunto.
E´ importante ressaltar que a realizac¸a˜o de testes de todos os caminhos e´ impratica´vel
devido ao nu´mero de combinac¸o˜es geradas e, ale´m disso, a cobertura de instruc¸o˜es e
deciso˜es sa˜o requisitos mı´nimos para realizac¸a˜o de testes de unidade. Apo´s a realizac¸a˜o
dos testes estruturais, assim como na realizac¸a˜o das demais te´cnicas de teste de forma
isolada, na˜o se pode garantir que a unidade testada esta´ livre de defeitos. Ale´m disso,
mesmo quando a unidade em teste esteja livre de defeitos, na˜o e´ poss´ıvel garantir a
auseˆncia de defeitos durante a realizac¸a˜o da integrac¸a˜o das unidades. Desta forma, as
te´cnicas de teste devem ser utilizadas de forma complementar. Este mestrado propo˜e a
aplicac¸a˜o de testes orientados a caminhos, para selecionar cena´rios de testes funcionais
baseados na especificac¸a˜o do SUT, conforme sera´ mostrado no Cap´ıtulo 4. A seguir sera´
apresentado o processo de testes adotado para realizac¸a˜o dos testes funcionais.
2.6 O Processo para Teste Funcional Adotado
Os testes funcionais em sistemas sa˜o realizados para verificar se as funcionalidades im-
plementadas durante o desenvolvimento atendem aos requisitos especificados pelo cliente.
Nesta fase, os testes devem ser derivados da especificac¸a˜o do SUT, que e´ criada na fase de
ana´lise de requisitos no processo de desenvolvimento [Som95] e geralmente e´ documentada
com Diagramas de Casos de Uso UML [Gro04, Coc01b]. A especificac¸a˜o e detalhamento
dos casos de uso, em muitos sistemas, e´ feita textualmente sem seguir padro˜es na sua
descric¸a˜o e de forma pouco estruturada [Gel04, Coc01b].
Esta sec¸a˜o descreve um processo para apoiar os testes funcionais em sistemas, usando
a especificac¸a˜o dos casos de uso como entrada para o projeto e execuc¸a˜o dos testes.
No processo proposto, os testes sa˜o criados a partir de modelos comportamentais do
SUT, que sa˜o derivados dos casos de uso durante o planejamento e especificac¸a˜o dos
testes. O processo adotado, bem como sua estrutura e atividades propostas para sua
realizac¸a˜o baseiam-se nos trabalhos apresentadas por Filho [dPPF01] e Pressman [Pre01],
que definem modelos de processo para realizac¸a˜o de testes.
A definic¸a˜o de um processo e´ importante pois possibilita que as atividades sejam re-
produzidas de forma estruturada e padronizada para realizac¸a˜o de testes em um ou mais
produtos de software. Ale´m disso, quanto mais bem definidas as atividades e responsa-
bilidades dentro do processo, menor sera´ a dependeˆncia das pessoas da equipe de teste.
Por exemplo, quando houver rotatividade na equipe, o conhecimento sobre as tarefas de-
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sempenhadas por essas pessoas na˜o sera´ perdido, pois essas atividades sa˜o definidas no
processo. A Figura 2.6 mostra o diagrama de blocos que representa o processo de testes
funcionais adotado nesta dissertac¸a˜o.
Figura 2.6: Estrutura do Processo de Testes
2.6.1 Visa˜o Geral do Processo
Um processo pode ser definido como um conjunto de atividades ordenadas que devem ser
realizadas para cumprir um objetivo [Pre01]. No caso deste trabalho, o objetivo e´ executar
as funcionalidades do SUT para revelar a presenc¸a de falhas. As atividades do processo de
testes funcionais proposto foram organizadas em duas principais fases seguindo [dPPF01]:
preparac¸a˜o e realizac¸a˜o de testes, que ocorrem em colaborac¸a˜o com outras atividades do
ciclo de desenvolvimento do SUT.
A preparac¸a˜o dos testes pode ocorrer paralelamente com o processo de desenvolvi-
mento, pois na˜o requer que o sistema esteja implementado. Durante a preparac¸a˜o dos
testes, os requisitos do sistema sa˜o os principais artefatos de entrada para realizac¸a˜o.
Uma vantagem em antecipar a fase de preparac¸a˜o dos testes e´ a reduc¸a˜o de riscos de
desenvolvimento [Pre01, Bei90] como, por exemplo, na˜o testar de forma adequada (mi-
nimamente) o sistema e na˜o cumprir os prazos estabelecidos para entrega. A fase de
realizac¸a˜o e´ iniciada apo´s a implementac¸a˜o do sistema ou implementac¸a˜o de parte dele,
quando o desenvolvimento do sistema e´ incremental.
Cada fase principal do processo e´ subdividida em outras duas fases. A fase de pre-
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parac¸a˜o em (i) fase de planejamento e (ii) fase de especificac¸a˜o e projeto de testes e a
fase de realizac¸a˜o em (iii) fase de execuc¸a˜o e (iv) fase de ana´lise de resultados, conforme
e´ mostrado na Figura 2.6. Ale´m disso, a Figura 2.6 apresenta os principais artefatos de
entrada e sa´ıda em cada fase do processo.
Ainda na Figura 2.6, a fase (ii), Especificac¸a˜o e Projeto dos Testes, esta´ representada
em destaque, pois nesta fase devem ser especificados modelos comportamentais do sis-
tema que sera˜o usados posteriormente para selec¸a˜o de testes atrave´s do me´todo de teste
proposto nesta dissertac¸a˜o, que e´ apresentado no Cap´ıtulo 4.
O processo detalha “quais” atividades devem ser executadas durante os testes funcio-
nais do sistema e na˜o “como” essas atividades devem ser realizadas. Esse processo pode
ser utilizado e integrado a outros processos de testes existentes, podendo ser aplicado
em diversas fases de teste como, por exemplo, na selec¸a˜o de cena´rios de teste durante a
fase de Teste de Componente, como apresentado por Perez et al [PMV07]. Ale´m disso, e´
importante ressaltar que este processo na˜o detalha as atividades para realizac¸a˜o de outros
tipos de testes de sistema como, por exemplo, desempenho e robustez.
Nas sec¸o˜es seguintes, cada fase do processo de teste adotado nesta dissertac¸a˜o sera´
apresentada em maiores detalhes.
2.6.2 Planejamento dos Testes
A fase de preparac¸a˜o dos testes, conforme apresentado acima, e´ dividida em duas fases
principais: Planejamento dos Testes e Especificac¸a˜o e Projeto dos Testes. Na primeira
parte, sa˜o definidos quais itens e aspectos sera˜o testados, as abordagens de testes adotadas,
os crite´rios de cobertura, os recursos necessa´rios e cronogramas para a realizac¸a˜o dos
testes. Essas informac¸o˜es compo˜em o documento de “Plano de testes”.
As atividades de planejamento sa˜o realizadas por arquitetos e projetistas de testes.
Foram definidas duas atividades principais para o planejamento dos testes: Definir os
Objetivos e Crite´rios de Teste e Obter Artefatos para Preparac¸a˜o dos Testes.
E´ importante ressaltar que essas atividades na˜o necessariamente devem ser realizadas
sequ¨encialmente. Por exemplo, a segunda atividade pode ser realizada de forma cont´ınua
em toda a fase de preparac¸a˜o dos testes.
Definir os Objetivos e Crite´rios de Teste
Nesta atividade sa˜o definidos os objetivos, os crite´rios para realizac¸a˜o dos testes e requi-
sitos de qualidade do SUT. O tipo de teste proposto neste processo e´ o Teste Funcional,
que e´ realizado a partir da especificac¸a˜o e tem como objetivo executar o SUT para ve-
rificar se o comportamento obtido corresponde ao esperado, ou seja, o resultado obtido
esta´ em conformidade com a especificac¸a˜o do SUT. Desta forma, deve-se definir o crite´rio
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de cobertura de testes para cobertura dos modelos da especificac¸a˜o do SUT. Os modelos
sera˜o criados durante na fase de Projeto e Especificac¸a˜o dos Testes.
Os crite´rios de teste “caixa-branca” [Zhu95] geralmente sa˜o aplica´veis em modelos,
podendo ser utilizados para cobertura de transic¸o˜es no modelo, estados em Diagramas de
Estado e ainda cobertura de atividades em Diagramas de Atividades.
Os crite´rios sa˜o usados para selec¸a˜o dos caminhos (ou cena´rios de teste) e ale´m deles,
devem ser definidos tambe´m os crite´rios para obtenc¸a˜o dos dados de teste como, por
exemplo, partic¸a˜o de equivaleˆncia e ana´lise de valores limite [Pre01]. Ale´m da cobertura
da especificac¸a˜o, pode-se definir tambe´m o crite´rio de cobertura de co´digo fonte do SUT.
Para isso, deve-se utilizar uma ferramenta para a ana´lise de cobertura de co´digo como,
por exemplo, a Clover [Sys07].
Obter Artefatos para Preparac¸a˜o dos Testes
Os artefatos produzidos durante as fases de ana´lise de requisitos e projeto no ciclo de
desenvolvimento do SUT sa˜o importantes durante a fase de planejamento dos testes.
Os principais artefatos utilizados no planejamento e projeto dos testes funcionais sa˜o:
Diagrama de Casos de Uso e Mapa de Navegabilidade, sendo que eles sa˜o essenciais para
definic¸a˜o dos aspectos a serem testados, a definic¸a˜o do esforc¸o necessa´rio para realizac¸a˜o
dos testes e a definic¸a˜o de um cronograma de teste.
O Mapa de Navegabilidade facilita o entendimento do sistema pela equipe de teste e e´
necessa´rio, principalmente, em se tratando de sistemas interativos (com interface gra´fica).
No Mapa de Navegabilidade geralmente sa˜o representados os links entre as telas do SUT,
ou seja, o fluxo de execuc¸a˜o entre as telas e os campos representados nessas telas. O Mapa
de Navegabilidade pode ser representado atrave´s de um proto´tipo interativo do sistema,
o que geralmente ocorre em me´todos a´geis de desenvolvimento [Coc01a], ou mesmo por
um modelo que representa os links entre as telas do sistema e as estruturas dessas telas
[Con99, CMPV05].
Os Casos de Uso devem possuir a descric¸a˜o de seus cena´rios internos, que pode ser feita
textualmente ou atrave´s de Diagramas de Atividades, Estados, Sequ¨eˆncia ou Colaborac¸a˜o
da UML [Gro04] ou ainda atrave´s da combinac¸a˜o de duas ou mais formas propostas
pela UML. Apesar das va´rias possibilidades para a modelagem proposta pela UML, a
abordagem para descric¸a˜o de casos de uso mais usada e´ a descric¸a˜o textual [Coc01b] que
geralmente e´ amb´ıgua [Gel04]. Neste trabalho, na tentativa de reduzir as ambigu¨idades
desses modelos, os casos de uso devem ser descritos atrave´s de modelos, conforme sera´
apresentada na Sec¸a˜o 2.6.3.
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2.6.3 Especificac¸a˜o e Projeto dos Testes
Nesta fase de testes e´ feito um refinamento do plano de testes, detalhando as funcionali-
dades e caracter´ısticas do SUT que sera˜o testadas. A partir desse refinamento e´ iniciada
a fase de especificac¸a˜o e projeto dos testes, que foi definida atrave´s de quatro atividades:
(1) Criar Modelos para Testes, (2) Criar Cena´rios de Teste, (3) Preparar Ambiente de
Testes e (4) Especificar os Casos de Teste, que sera˜o detalhadas logo abaixo.
Criar Modelos para Testes
Nesta atividade sa˜o criados os modelos necessa´rios para apoiar o projeto dos testes fun-
cionais, caso eles na˜o fac¸am parte da especificac¸a˜o do SUT. Os modelos sa˜o uma forma
econoˆmica de se capturar conhecimento sobre o sistema e possibilitar o reuso deste co-
nhecimento por todos participantes diretos e indiretos no processo de testes. Ale´m disso,
as informac¸o˜es descritas no modelo na˜o sa˜o perdidas quando houver mudanc¸as na equipe
de testes como, por exemplo, a troca de projetistas e arquitetos de teste [AD97].
Os modelos descrevem o comportamento do SUT e devem ser criados pelos projetistas
de testes. Estes modelos fazem parte da especificac¸a˜o dos testes funcionais e a partir
deles sera˜o selecionados os cena´rios de teste. Basicamente, dois tipos de modelos devem
ser criados e, para isso, foi adotada a notac¸a˜o dos Diagramas de Atividades da UML 2.0
[Gro04].
Os caso de uso do SUT descrevem seus cena´rios de uso (ou cena´rios internos), que sa˜o os
cena´rios normais, alternativos e de excec¸a˜o dos casos de uso e, geralmente, sa˜o descritos de
forma textual. Ale´m disso, existem as dependeˆncias de execuc¸a˜o entre os casos de uso, ou
seja, fluxo de execuc¸a˜o entre eles. Por exemplo, em um sistema de cadastro, para realizar
remoc¸a˜o de um item (executar caso de uso remover item) e´ necessa´ria, primeiramente, a
execuc¸a˜o do caso de uso inserir item. Desta forma o caso de uso remover item so´ pode ser
executado apo´s o item ter sido inserido, caracterizando assim uma dependeˆncia. Assim,
devem ser criados dois n´ıveis de modelos que representam esses aspectos, sendo que, no
primeiro n´ıvel devem ser representadas as dependeˆncias entre os casos de uso e no segundo
n´ıvel os cena´rios dos casos de uso.
A abordagem para representac¸a˜o do primeiro n´ıvel e´ baseada nas propostas por Edwards
[Edw00], que cria um grafo com essas dependeˆncias para componentes de software, e Bri-
and e Labiche [BL02], que criam diagramas de atividades para representar dependeˆncias
entre as funcionalidades do sistema. O Cap´ıtulo 3 detalhara´ como os modelos sa˜o espe-
cificados e criados a partir dos casos de uso do SUT para apoiar as atividades de testes
funcionais. No segundo n´ıvel, a abordagem para criac¸a˜o dos modelos baseia-se na abor-
dagem de Hartmann et al [HVFR04], que propo˜e a representac¸a˜o desses cena´rios internos
atrave´s de modelos (Diagramas de Atividades) representando o fluxo de execuc¸a˜o.
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E´ importante destacar que como os modelos nesta atividade do processo sa˜o criados
a partir de casos de uso, enta˜o estes modelos sa˜o independentes da plataforma de de-
senvolvimento do SUT (PIM), ou seja, os modelos na˜o possuem aspectos relacionados a
plataforma em que o SUT deve ser implementado. A separac¸a˜o de modelos independentes
de plataforma e modelos espec´ıficos para uma determinada plataforma (PSM) tem sido
bastante utilizada em abordagens de desenvolvimento com arquitetura dirigida a modelos
(em ingleˆs, Model-Driven Architecture –MDA) [Gro03a].
Criar Cena´rios de Teste
A partir dos modelos criados durante o projeto dos testes sera´ realizada a selec¸a˜o dos
cena´rios de teste do sistema, que descrevem o fluxo de controle de execuc¸a˜o do sistema.
O uso de cena´rios, para toda equipe de testes, facilita o aprendizado de como o SUT deve
funcionar [Kan03]. Ale´m disso, os cena´rios sa˜o relacionados diretamente aos requisitos
do SUT, o que facilita a rastreabilidade de cena´rios de teste por requisitos e, consequ¨en-
temente, as falhas reveladas na execuc¸a˜o de cada cena´rio podem ser associadas a esses
requisitos.
Nessa etapa sa˜o selecionados os Cena´rios de Uso (ou Cena´rio de Teste) do sistema
a partir dos modelos comportamentais do sistema. Um Cena´rio de Teste descreve uma
sequ¨eˆncia de passos de execuc¸a˜o do sistema, ou seja, uma sequ¨eˆncia de interac¸o˜es entre o
sistema e seus atores. Os cena´rios de teste sa˜o criados a partir dos modelos para testes
(Sec¸a˜o “Criar Modelos para Testes”) e combinam cena´rios de execuc¸a˜o de um ou mais
casos de uso. Os cena´rios de teste devem ser selecionados de forma a atender aos crite´rios
de cobertura dos modelos, que foram estabelecidos nas fases de planejamento de testes.
O nu´mero de cena´rios de teste selecionados pode variar de acordo com o crite´rio adotado.
Os cena´rios na˜o conteˆm as entradas de teste para a realizac¸a˜o efetiva desses passos,
mas servem como guia para cria´-los, pois o objetivo nesta abordagem e´ selecionar dados
que possibilitem cobrir cada cena´rio de teste. Entre os passos devem estar descritos
tambe´m os resultados esperados, que sa˜o obtidos a partir da descric¸a˜o dos casos de uso.
Ale´m disso, o n´ıvel de abstrac¸a˜o usado para especificar estes cena´rios depende do n´ıvel
de abstrac¸a˜o especificado nos modelos de teste. Como os modelos sa˜o derivados dos casos
de uso enta˜o os cena´rios gerados possuem um alto n´ıvel de abstrac¸a˜o. Desta forma, eles
sa˜o descritos de forma textual e isso facilita o seu entendimento pela equipe de teste.
Como os modelos utilizados para criac¸a˜o dos cena´rios de teste sa˜o modelos PIM (cri-
ados na atividade de teste anterior), enta˜o os cena´rios obtidos a partir deles tambe´m
sa˜o independentes da plataforma do SUT. O Cap´ıtulo 4 mostra como os modelos sa˜o
transformados em um Grafo de Fluxo de Controle (de forma automa´tica) e, a partir desse
CFG, um algoritmo e´ proposto para automatizar a selec¸a˜o de cena´rios de teste.
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Preparar Ambiente de Testes
Nesta atividade devem ser definidos a arquitetura e o ambiente para realizac¸a˜o dos testes.
Para isso sa˜o definidas quais tecnologias, frameworks linguagens de programac¸a˜o (ou
script) usadas para implementac¸a˜o dos CTs e demais ferramentas e me´todos, que sera˜o
necessa´rios para apoiar a realizac¸a˜o dos testes. E´ importante ressaltar que sa˜o definidos
“quais” tecnologias devem ser utilizadas no projeto e realizac¸a˜o de testes e na˜o “como”
elas sera˜o usadas durante os testes.
Durante a preparac¸a˜o do ambiente de testes devem ser definidos tambe´m os compo-
nentes de apoio aos testes como, por exemplo, os drivers, os stubs e os ora´culos de testes
[Bin99]. Um driver e´ uma classe principal ou um programa externo que aplica os casos
de testes no SUT. Um stub e´ uma implementac¸a˜o falsa, ou implementac¸a˜o parcial de
um componente (ou outro sistema) que mante´m alguma interac¸a˜o com o SUT, recebendo
requisic¸o˜es ou provendo servic¸os.
Para verificac¸a˜o do resultado esperado da execuc¸a˜o dos testes e´ necessa´rio especificar
os ora´culos e (ou) que sera˜o utilizados durante os testes. Os ora´culos de teste especificam
qual o comportamento esperado como resposta da aplicac¸a˜o a um conjunto de entradas
de testes. Por exemplo, os ora´culos podem ser consultas a` base de dados, avaliac¸a˜o de
relato´rios, avaliac¸a˜o de resultado apresentado na interface do sistema ou qualquer outra
forma de avaliac¸a˜o que possibilite visualizar se o conjunto de entradas aplicadas por um
CT gerou o comportamento esperado no sistema [Bin99, Cap´ıtulo 18]. Um cena´rio de
teste pode possuir um ou mais ora´culos, eles sa˜o especificados para um passo ou para um
conjunto de passos dos cena´rios de teste, dependendo da quantidade de ac¸o˜es necessa´rias
no SUT que ira˜o gerar um resultado esperado.
Especificar os Casos de Teste
O CT e´ uma instaˆncia de um cena´rio de teste (Sec¸a˜o “Criar Cena´rios de Teste”) com
dados de entrada e sa´ıdas esperadas para sua execuc¸a˜o. A execuc¸a˜o dos CTs teˆm como
objetivo avaliar o comportamento do sistema usando a sequ¨eˆncia de passos descritas em
cada cena´rio de teste. Para isso devem ser especificados os dados de entrada e respectivos
ora´culos para execuc¸a˜o de cada cena´rio de teste. Deve-se aqui combinar o crite´rio de
cobertura escolhido e o crite´rio de escolha de dados, tais como, partic¸a˜o de equivaleˆncia
ou ana´lise de valores limites [Pre01].
Nesta atividade, os testes podem ser descritos de maneira mais formal, ja´ conside-
rando informac¸o˜es do ambiente de execuc¸a˜o e arquitetura do sistema implementado. A
especificac¸a˜o do caso de teste e´ uma notac¸a˜o intermedia´ria entre um cena´rio de teste e o
caso de teste implementado, que pode ser aplicado (executado) de forma automa´tica.
Conforme ja´ mencionado anteriormente, os cena´rios de teste sa˜o independentes da
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implementac¸a˜o do sistema. Ja´ os casos de teste esta˜o prontos para serem executados, seja
de forma automa´tica ou manual. O que torna a especificac¸a˜o de cena´rios de teste e casos
de teste similar ao padra˜o proposto por Rayner [Ray87], onde existem os casos de teste
gene´ricos, que sa˜o independentes da implementac¸a˜o do sistema e o seu refinamento em
casos de teste abstratos antes de sua implementac¸a˜o. Ale´m disso, como os casos de teste
possuem informac¸o˜es sobre o ambiente de execuc¸a˜o e a arquitetura do sistema enta˜o eles
podem ser considerados dependentes da plataforma de execuc¸a˜o.
Para definic¸a˜o mais precisa dos artefatos de teste, a UML 2.0 define um Perfil UML de
Testes (em ingleˆs, UML 2.0 Testing Profile – U2TP) [Gro05]. A U2TP e´ uma linguagem
para apoiar as atividades de documentac¸a˜o, projeto, visualizac¸a˜o e construc¸a˜o de artefatos
de teste [Gro05]. Desta maneira, durante a fase de especificac¸a˜o dos casos de teste,
os artefatos produzidos podem ser especificados ou persistidos usando uma notac¸a˜o em
conformidade com os padro˜es da U2TP.
Quando necessa´rio, o Caso de Teste pode ser implementado em uma linguagem de
programac¸a˜o (ou de script), essa abordagem nem sempre e´ realizada pois a implementac¸a˜o
e manutenc¸a˜o dos testes de forma automa´tica e´ uma atividade custosa em situac¸o˜es onde
o SUT sofre constantes alterac¸o˜es em sua interface.
2.6.4 Execuc¸a˜o dos Testes
Nesta fase os casos de teste sa˜o executados e para cada caso de teste executado e´ dado
um veredicto de sua execuc¸a˜o: passou, na˜o passou ou foi na˜o conclusivo, este u´ltimo caso
ocorre quando na˜o e´ poss´ıvel coletar informac¸a˜o para avaliac¸a˜o da execuc¸a˜o. Havendo
algum defeito no SUT no caso de teste, devido a falhas ou enganos cometidos na espe-
cificac¸a˜o ou implementac¸a˜o do caso de teste, e na˜o no sistema, e´ necessa´ria a revisa˜o do
caso de teste. Se houver defeitos no sistema, os defeitos percebidos devem ser reportados
a`s equipes de ana´lise e desenvolvimento responsa´veis para correc¸a˜o da falha que ativou o
defeito, seja esta falha de implementac¸a˜o ou de especificac¸a˜o (documentac¸a˜o do sistema).
Para apoiar a execuc¸a˜o dos Casos de Teste (CT) nesta fase, foram identificadas quatro
principais atividades de execuc¸a˜o: Preparar o CT, executar os passos do CT, avaliar
os ora´culos de teste e reportar resultados. A segunda e terceira atividades podem ser
realizadas de forma intercalada, para adequac¸a˜o da avaliac¸a˜o dos ora´culos conforme as
necessidades de cada caso de teste. A seguir essas atividades sa˜o detalhadas.
Preparar o CT
Para executar os CTs e´ necessa´rio que o ambiente de execuc¸a˜o dos testes seja controlado.
Antes da execuc¸a˜o de cada CT deve-se garantir que o sistema esta´ em um estado inicial
consistente, sendo necessa´rio tomar alguns cuidados, como garantir que o ambiente de
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testes esta´ e´ um ambiente isolado e na˜o existem execuc¸o˜es os testes sa˜o aplicados se-
quencialmente em casos em que a execuc¸a˜o simultaˆnea de CTs pode causar impacto no
resultado dos testes. Este tipo de situac¸a˜o pode ser observada em sistemas que na˜o per-
mitem o acesso a determinados recursos ou funcionalidades de forma simultaˆnea assim,
caso dois CTs sejam executados de forma concorrente, o resultado da execuc¸a˜o de um dos
CTs pode ser afetado devido aos poss´ıveis bloqueios de recursos ou funcionalidades. Nesta
situac¸a˜o e´ importante garantir que o Assim, e´ importante verificar todas as pre´-condic¸o˜es
e invariantes para realizac¸a˜o dos testes, para garantir que o CT possa ser aplicado sem
interfereˆncia de fatores externos.
Executar o CT
O CT deve ser executado conforme a descric¸a˜o apresentada em seus passos. A automac¸a˜o
da execuc¸a˜o, bem como a automac¸a˜o da avaliac¸a˜o dos resultados, e´ poss´ıvel mas nem
sempre via´vel, principalmente na avaliac¸a˜o dos resultados durante a execuc¸a˜o dos cena´rios
de teste [Whi00], pois os resultados esperados sa˜o obtidos atrave´s da especificac¸a˜o em
alto n´ıvel, que muitas vezes, pode ser uma simples informac¸a˜o foi ou na˜o exibida em
uma tela do SUT. Ale´m disso, a criac¸a˜o de scripts para executar os testes nem sempre
e´ via´vel, pois em sistemas onde ocorrem constantes alterac¸o˜es de interface, as alterac¸o˜es
acabam provocando grandes mudanc¸as no CT automatizado e, consequ¨entemente, torna-
se necessa´ria a realizac¸a˜o de manutenc¸a˜o cont´ınua desses CTs.
Neste cena´rio, uma abordagem interessante para automatizar os testes funcionais e´
a de gravac¸a˜o e reproduc¸a˜o dos testes atrave´s de ferramentas para capture-playback de
testes. Na primeira vez em que o CT e´ executado manualmente, essas ferramentas podem
ser utilizadas para gravar a execuc¸a˜o dos testes. Desta forma, nas pro´ximas vezes que o CT
gravado precisar ser re-executado, a ferramenta de capture-playback pode ser usada para
reproduzir de forma automa´tica o CT gravado. Para automatizar a execuc¸a˜o dos testes
atrave´s de capture-playback, neste trabalho foi utilizada ferramenta Selenium [Ope06], que
grava e re-executa as interac¸o˜es de usua´rios em navegadores de Internet.
Avaliar a Execuc¸a˜o do Teste
Durante a execuc¸a˜o do CT e´ necessa´rio avaliar o comportamento do sistema. Esta ava-
liac¸a˜o e´ feita atrave´s da comparac¸a˜o das respostas do sistema com seus resultados espe-
rados (ora´culos de teste). Esta avaliac¸a˜o pode ser feita de forma fracionada, conforme
forem executados os passos do CT. O n´ıvel de detalhamento para realizar essa avaliac¸a˜o
deve estar de acordo com os objetivos dos testes [AD97]; esse n´ıvel de detalhamento foi
definido na Sec¸a˜o 2.6.3.
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Reportar Resultados Obtidos
Apo´s a execuc¸a˜o dos testes os resultados obtidos devem ser reportados, independente-
mente de que veredicto de execuc¸a˜o, seja passou ou seja na˜o passou. Esta atividade deve
ser feita imediatamente apo´s a conclusa˜o da execuc¸a˜o do caso de teste para possibilitar
o acompanhamento parcial do “Relato´rio de Resumo de Teste”, que conte´m ainda a des-
cric¸a˜o resumida das atividades de teste e tempo total para a realizac¸a˜o destas atividades
[dPPF01, Cap´ıtulo 13]. Desta forma, pode-se obter informac¸o˜es do total de casos de
teste executados, total de defeitos encontrados e tambe´m avaliar o cronograma e detectar
poss´ıveis atrasos nas atividades de teste. Para realizar essa etapa podem ser usadas ferra-
mentas para rastrear defeitos, conhecidas tambe´m como defect tracking. Duas ferramentas
bastante conhecidas e usadas para isso sa˜o o Bugzilla [Org07] e o ClearQuest [Cor07].
Outra atividade realizada durante a execuc¸a˜o dos testes e´ a de revisa˜o do plano e
cronograma de testes. Ale´m disso, quando necessa´rio, devem ser obtidos novos artefatos de
desenvolvimento atualizados e, se necessa´rio, a atualizac¸a˜o dos modelos de testes criados
nas fases de preparac¸a˜o dos testes.
2.6.5 Ana´lise de Resultados
Para o acompanhamento parcial da execuc¸a˜o dos testes, a ana´lise de resultados deve ser
realizada durante a atividade de execuc¸a˜o dos testes. Entretanto, somente apo´s a execuc¸a˜o
dos testes e´ poss´ıvel consolidar os resultados dos testes aplicados em uma bateria de testes.
Os resultados dos testes aplicados ao SUT podem ser resumidos na forma de um sim-
ples demonstrativo para consultas ra´pidas por responsa´veis do projeto. Este resumo deve
conter, pelo menos, o nu´mero de defeitos encontrados, total de CTs que passaram e na˜o
passaram durante a execuc¸a˜o, total de defeitos encontrados classificados por severidade
(por exemplo, cr´ıtico, alto, me´dio ou baixo). Uma forma mais detalhada de classificar os
defeitos e analisar os resultados dos testes foi proposta pelo grupo de pesquisas da IBM,
e foi chamada de Orthogonal Defect Classification (ODC) [CP02].
A ODC propo˜e uma forma classificac¸a˜o de defeitos que pode ser realizada apo´s a
correc¸a˜o das falhas que originaram os defeitos encontrados. Na ODC os defeitos sa˜o
classificados de acordo com a descric¸a˜o detalhada de sua causa. Por exemplo, se for
uma falha de co´digo que causou o defeito, sua classificac¸a˜o deve ser feita relacionada
exatamente a` falha que causou este defeito como, por exemplo, o atributo na˜o iniciado
corretamente, falha nas condic¸o˜es (if, while e etc), auseˆncia de condic¸o˜es, entre outras
poss´ıveis causas.
Com os resultados resumidos dos testes e´ poss´ıvel avaliar se o sistema esta´ de acordo
com os requisitos de qualidade definidos durante o planejamento dos testes, essas in-
formac¸o˜es podem ser apresentadas no “Relato´rio de Resumo dos Testes”, que foi apre-
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sentado na Sec¸a˜o 2.6.4. Ale´m disso, os casos de teste devem ser revisados e os u´ltimos
artefatos de testes devem ser produzidos e conclu´ıdos. Alguns destes artefatos sa˜o: o
“Relato´rio de Incidentes de Testes” e o “Dia´rio de Teste”. O Relato´rio de incidentes de
teste tem como objetivo documentar qualquer evento considerado importante, ocorrido
durante a execuc¸a˜o dos testes, enquanto o Dia´rio de testes tem por objetivo registrar
todas as atividades de teste realizadas pelos membros da equipe de testes.
Apo´s a avaliac¸a˜o dos defeitos pelos analistas, caso o SUT na˜o atenda aos requisi-
tos de qualidade desejados, devem ser realizadas as correc¸o˜es das falhas pela equipe de
desenvolvimento. Em seguida e´ gerada uma nova versa˜o do SUT com as correc¸o˜es dos
defeitos realizadas por parte das equipes responsa´veis e, desta forma, os testes devem ser
re-executados para uma nova avaliac¸a˜o. O processo de re-execuc¸a˜o pode ser feito atrave´s
duas abordagens para selec¸a˜o dos testes: retestar tudo, ou usando a abordagem seletiva,
sendo essa utiliza para selec¸a˜o de testes de regressa˜o (Sec¸a˜o 2.2.1).
O sistema pode passar para outras etapas de teste caso seja considerado como atingido
os seus requisitos de qualidade do sistema ou o sistema na˜o apresente mais defeitos.
As pro´ximas etapas de teste podem ser ainda de testes de sistema [Pre01], tais como,
desempenho, robustez, disponibilidade e ate´ mesmo os testes de aceitac¸a˜o para que o
sistema possa ser entregue ao cliente.
2.7 Resumo
Neste cap´ıtulo foram apresentados os fundamentos teo´ricos de testes de software, Grafos
de Fluxo de Controle e o processo adotado para realizac¸a˜o dos testes. E´ importante
ressaltar que o processo de testes detalhado apresenta de forma estruturada as atividades
necessa´rias para realizac¸a˜o de testes funcionais e ele foi adotado, pois da´ apoio ao me´todo
para selec¸a˜o automa´tica de cena´rios de testes, que sera´ apresentado no Cap´ıtulo 4. A
aplicac¸a˜o do processo foi feita utilizando estudo de caso apresentado no Cap´ıtulo 5. Ale´m
disso, este processo pode ser integrado a qualquer processo de desenvolvimento em que
a especificac¸a˜o do sistema contenha casos de uso ou o qualquer tipo de especificac¸a˜o que
possibilite a criac¸a˜o dos modelos comportamentais propostos nesta dissertac¸a˜o, que sera˜o
detalhados no Cap´ıtulo 3.
Cap´ıtulo 3
Modelos Utilizados para Especificar
Testes Funcionais
Este cap´ıtulo apresenta uma abordagem que utiliza modelos nas atividades de projeto e
criac¸a˜o de casos de teste funcionais, especificamente o Diagrama de Atividades (DA) da
UML. Os modelos sa˜o criados a partir da especificac¸a˜o de casos de uso do SUT, modelos
muito utilizados para o detalhamento dos requisitos de sistemas [Rum94, Gro03b, CL01,
Coc01b]. A modelagem proposta nesta dissertac¸a˜o e´ feita em dois n´ıveis. No primeiro
n´ıvel devem ser representadas as dependeˆncias entre os casos de uso e, no segundo n´ıvel,
os fluxos internos de cada caso de uso (CDU).
O restante deste cap´ıtulo e´ organizado da seguinte forma: a Sec¸a˜o 3.1 apresenta uma
breve descric¸a˜o da especificac¸a˜o de um SUT que foi utilizado para ilustrar a criac¸a˜o dos
modelos. Ale´m disso, ela tambe´m apresenta o modelo de descric¸a˜o dos casos de uso
que foi adotado pela equipe de desenvolvimento envolvida neste trabalho. A Sec¸a˜o 3.2
descreve os DAs que foram utilizados durante o projeto dos testes funcionais e detalha os
aspectos que motivaram a sua escolha. Finalmente, a Sec¸a˜o 3.3 detalha como deve ser feita
a especificac¸a˜o comportamental do SUT em dois n´ıveis, representando as dependeˆncias
entre os CDUs e os fluxos internos.
3.1 Descric¸a˜o do Sistema e Especificac¸a˜o de Casos de
Uso
O exemplo utilizado no restante deste cap´ıtulo e´ um sistema real desenvolvido por alunos
do Centro Superior de Educac¸a˜o Tecnolo´gica da UNICAMP (CESET) em Limeira – SP
no ano de 2007 [ACM07]. Devido a` grande quantidade de casos de uso do sistema, na˜o
foi poss´ıvel apresentar toda a especificac¸a˜o criada pelos desenvolvedores. Desta forma,
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esta sec¸a˜o apresenta uma breve descric¸a˜o do sistema utilizado como exemplo para criac¸a˜o
dos modelos de teste, ale´m dos padro˜es adotados para especificac¸a˜o dos casos de uso do
sistema.
3.1.1 Descric¸a˜o do Sistema
O sistema tem por objetivo prover uma soluc¸a˜o para cadastro de curr´ıculos para porta-
dores de necessidades especiais (deficientes), promovendo a inclusa˜o dos portadores de
necessidades especiais no mercado de trabalho. O sistema deve ser acess´ıvel aos deficien-
tes, entidades na˜o governamentais (ONGs) e empresas.
Os deficientes e as entidades podera˜o se cadastrar e, ale´m do cadastro, deve ser poss´ıvel
disponibilizar o curr´ıculo dos deficientes. Ja´ as empresas podera˜o oferecer vagas de em-
prego e buscar curr´ıculos cadastrados no sistema pelos portadores de necessidades espe-
ciais que melhor se encaixem no perfil da vaga oferecida.
Abaixo e´ apresentada uma breve descric¸a˜o das principais informac¸o˜es manipuladas no
sistema:
• Deficiente. Deve ser poss´ıvel incluir deficientes no sistema. Ale´m disso, cada de-
ficiente pode ainda atualizar ou excluir seu cadastro. Essas atividades podem ser
realizadas pelos pro´prios deficientes e tambe´m pelas entidades.
• Entidade. Deve ser poss´ıvel realizar atividades de manutenc¸a˜o (inclusa˜o, atualizac¸a˜o
e exclusa˜o) das entidades no sistema. Ale´m disso, estas entidades podera˜o consultar
deficientes que estejam relacionados com a entidade, ou na˜o.
• Empresa. As empresas podem incluir seu cadastro no sistema e, assim como as enti-
dades, podem tambe´m atualizar e remover seu cadastro. Outra operac¸a˜o permitida
e´ a de consulta de curr´ıculos de deficientes.
• Vaga. As funcionalidades relacionadas a`s vagas sa˜o incluir e desativar vagas, que
podem ser realizadas pelas empresas provedoras das vagas. Ale´m disso, as entidades
e os deficientes podem realizar consultas com o objetivo de visualizar as vagas ativas
no sistema e tambe´m se candidatar a` uma ou mais vagas de emprego.
• Curr´ıculo. Os deficientes cadastrados ou entidades cadastradas que os represen-
tam podera˜o incluir curr´ıculos dos deficientes no sistema. Juntamente a isso, um
curr´ıculo pode estar: (i) ativo, ou seja, publicado para que empresas, entidades e
outros deficientes o visualizem atrave´s de consultas; ou (ii) inativo, situac¸a˜o em que
somente o pro´prio deficiente pode visualizar seu curr´ıculo. O deficiente tambe´m
pode verificar o status de seu curr´ıculo (ativo ou inativo).
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As funcionalidades do sistema foram detalhadas e especificadas pelos analistas atrave´s
de CDU [Gro04]. Foram identificados vinte e oito (28) casos de uso que especificam as
funcionalidades, bem como cinco perfis de atores no sistema: Administrador, Deficiente,
Empresa, Entidade e Visitante. Os atores sa˜o agentes que interagem direta ou indireta-
mente com o sistema.
3.1.2 Detalhamento dos Casos de Uso
Os casos de uso sa˜o descritos durante a fase de Ana´lise de Requisitos do sistema e, em
muitas vezes, essa descric¸a˜o e´ feita de forma textual [Rum94, Gel04]. Para minimizar
tanto o nu´mero de problemas em projetos de sistemas, quanto as ambigu¨idades em sua
especificac¸a˜o, va´rias abordagens propo˜em o uso de padro˜es de estruturac¸a˜o para a des-
cric¸a˜o textual dos casos de uso [Gel04, CL01, Rum94]. Ale´m de utilizar padro˜es para
detalhamento dos casos de uso e´ necessa´rio delimitar quais informac¸o˜es na descric¸a˜o do
caso de uso sa˜o relevantes para o projeto e a criac¸a˜o de testes [Gel04].
A notac¸a˜o adotada neste trabalho e´ baseada nos padro˜es de notac¸a˜o propostos por
Gelperin [Gel04] e Ferreira [dMF01]. O formato da descric¸a˜o de CDUs proposto por Gel-
perin possibilita a reduc¸a˜o das ambigu¨idades, tornando poss´ıvel realizar a automac¸a˜o do
projeto de casos de teste. Por outro lado, Ferreira propoˆs uma classificac¸a˜o dos cena´rios
internos de excec¸a˜o em dois tipos: cena´rios recupera´veis e cena´rios de falha. Nesta dis-
sertac¸a˜o, a especificac¸a˜o dos cena´rios de excec¸a˜o e´ representada de forma diferenciada nos
modelos, conforme sera´ mostrado na Sec¸a˜o 3.3.2.
A descric¸a˜o dos casos de uso do sistema de cadastro de deficientes [ACM07] foi reali-
zada utilizando as seguintes informac¸o˜es:
• Nome ou Identificador. Um caso de uso deve conter um nome ou identificador, sendo
que este deve ser u´nico para na˜o haver ambigu¨idade.
• Descric¸a˜o. Breve descric¸a˜o do comportamento do caso de uso em seu cena´rio de
uso principal.
• Atores. Quais atores podem interagir de forma direta ou indireta, com o sistema ou
componente a ser desenvolvido.
• Pre´-condic¸o˜es. Condic¸o˜es que devem ser verdadeiras antes da execuc¸a˜o do caso de
uso, ou seja, para que seja poss´ıvel instanciar um caso de uso.
• Invariantes. Condic¸o˜es que devem ser sempre verdadeiras durante toda a execuc¸a˜o
do caso de uso.
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• Cena´rio Principal. Exibe o cena´rio principal de execuc¸a˜o de um caso de uso. Ele
e´ descrito atrave´s de um conjunto de passos que devem ser seguidos para que este
cena´rio principal possa ser executado. Um passo no caso de uso consiste em uma
ac¸a˜o a ser executada por um ator ou pelo sistema, ou ainda um conjunto de poss´ıveis
escolhas que podem ser feitas por um deles. Toda vez que o caso de uso e´ chamado
ou instanciado por um ator, sua execuc¸a˜o deve iniciar sempre no primeiro passo de
seu cena´rio principal. Sendo assim, este cena´rio deve ser obrigatoriamente descrito
em todos os casos de usos.
• Cena´rios Alternativos. Um caso de uso pode conter zero ou mais cena´rios alter-
nativos. Eles sa˜o usados para representar passos adicionais e tratamentos de casos
especiais no decorrer do cena´rio principal. Este tipo de fluxo e´ opcional na descric¸a˜o
do caso de uso, podendo ser suprimido em casos onde ele na˜o se aplica.
• Cena´rios de Excec¸a˜o. Ale´m dos cena´rios alternativos, ha´ tambe´m os cena´rios de
excec¸a˜o, cujo o objetivo e´ descrever o comportamento esperado do sistema em si-
tuac¸o˜es em que podem ocorrer problemas ou situac¸o˜es cr´ıticas durante a execuc¸a˜o
do cena´rio principal ou alternativo. Os cena´rios recupera´veis devem ser detalha-
dos com um prefixo ER e os cena´rios de falha com o prefixo EF. Estes cena´rios
sa˜o importantes, uma vez que eles descrevem como o sistema deve se comportar
quando ocorre um problema, o que muitas vezes indica o que o sistema na˜o deve
fazer quando ocorrem problemas. Este tipo de cena´rio tambe´m e´ opcional.
• Po´s-condic¸o˜es. Condic¸o˜es que devem ser verdadeiras apo´s a execuc¸a˜o do caso de uso
em seu cena´rio principal. Caso exista algum cena´rio alternativo onde a execuc¸a˜o do
CDU termina, a sua po´s-condic¸a˜o tambe´m deve estar representada no cena´rio.
A Tabela 3.1 apresenta um exemplo de CDU descrito textualmente. O exemplo apre-
sentado e´ o CDU Consultar Deficiente do sistema. Todos os casos de uso desse sistema
foram descritos seguindo esta padronizac¸a˜o, apresentando estrutura similar a` exibida na
tabela.
A descric¸a˜o dos CDUs foi realizada pela equipe de desenvolvimento e, a partir dessa
descric¸a˜o, foram criados modelos comportamentais do sistema para auxiliar as atividades
de projeto de teste, apresentadas no processo do Cap´ıtulo 2. Dois tipos de modelos
comportamentais foram adotados. O primeiro descreve os cena´rios dos casos de uso e o
segundo a ordem de execuc¸a˜o dos casos de uso. E´ importante ressaltar que a criac¸a˜o dos
modelos comportamentais na˜o depende necessariamente que os casos de uso tenham sido
escritos de forma textual, dado que estes modelos podem ser detalhados diretamente a
partir dos requisitos do sistema.
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Tabela 3.1: Descric¸a˜o do Caso de Uso Consultar Deficiente do SUT.
Caso de Uso Consultar Deficiente
Descric¸a˜o Consultar dados dos deficientes cadastrados
Atores Deficiente, Entidade
Pre´-condic¸o˜es Usua´rio deve estar logado.
Invariantes O ator deve permanecer autenticado.
Cena´rio Principal P1. Selecionar Consultar Deficiente
O usua´rio seleciona a opc¸a˜o consultar dados do deficiente
P2. Verificar Permisso˜es
E´ inclu´ıdo o caso de uso “Verificar Permisso˜es”, passando como
paraˆmetro o identificador do usua´rio logado.
P3. Confirmar identificador do deficiente
Caso seja verificado que um deficiente foi passado como paraˆmetro para
realizac¸a˜o da consulta, enta˜o o sistema continua a execuc¸a˜o normal-
mente; caso contra´rio, segue para o cena´rio alternativo A3
Caso seja solicitado pelo usua´rio a opc¸a˜o Cancelar, segue para o cena´rio
alternativo A1.
P4. Exibir dados do Deficiente
O sistema deve disponibilizar os dados do deficiente consultado. Vai
para cena´rio Alternativo A2, caso for selecionada a opc¸a˜o Atualizar
dados.
P5. O caso de uso e´ encerrado
Cena´rios Alternativos A1. Cancelamento da consulta
a. Apo´s passo 3 do Cena´rio Principal o usua´rio solicita o cancelamento
da operac¸a˜o.
b. O caso de uso e´ encerrado.
A2. Alterac¸a˜o de dados
a. Apo´s passo 3 do Cena´rio Principal usua´rio solicita a opc¸a˜o Alterar
dados.
b. E´ inclu´ıdo o caso de uso “Atualizar Deficiente”.
c. O caso de uso e´ encerrado.
A3. Paraˆmetro identificador do deficiente nulo
a. Apo´s passo 2 do Cena´rio Principal o sistema verifica que o paraˆmetro
identificador esta´ nulo.
b. O sistema exibe os filtros para a entidade realizar a consulta.
c. A entidade preenche os filtros desejados.
d. A entidade confirma a pesquisa.
e. O sistema retorna o resultado da consulta.
f. Ver detalhes do cadastro
O usua´rio seleciona ver detalhes. Caso desejar ver os detalhes de algum
deficiente retornado pela consulta, vai para o passo P4.
g. O caso de uso e´ encerrado.
Cena´rios de Excec¸a˜o ER.1 Erro de Acesso ao banco de dados
a. No passo 4 do Cena´rio Principal o sistema na˜o consegue acessar o
banco de dados.
b. O sistema exibe mensagem: “Erro ao consultar o banco de dados.
Tente mais tarde”.
c. O caso de uso e´ encerrado sem realizar a consulta.
Po´s-condic¸o˜es Os dados do deficiente devem ser exibidos.
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3.2 Modelos no Projeto de Teste
Dentre as inu´meras opc¸o˜es de modelos para derivar cena´rios de teste [Bin99, Edw00,
Pet01, BBM02, CCD03, HN04], este trabalho optou pelo DA, tal como outros autores
o fizeram [MXX06, CLL05, BLL04a, LJX+04, HVFR04, BL02]. Os DAs sa˜o utilizados
aqui para apoiar as atividades de projeto de teste funcionais que e´ realizada a partir
do detalhamento dos casos de uso do sistema. Os modelos propostos representam o
comportamento do sistema atrave´s dos cena´rios de uso (internamente) de cada caso de
uso do SUT. Ale´m disso, representam tambe´m a ordem de execuc¸a˜o dos casos de uso, ou
seja, o cena´rio de execuc¸a˜o entre casos de uso (externamente).
Alguns aspectos que favoreceram a escolha do Diagrama de Atividades durante o
projeto dos testes foram:
• Possui representac¸a˜o gra´fica de fa´cil entendimento;
• Permite representar o fluxo de controle entre ac¸o˜es de forma ana´loga a` representac¸a˜o
do CFG, modelos utilizados em teste “caixa branca”;
• Possibilita a representac¸a˜o dos modelos de forma hiera´rquica;
• Possibilita a representac¸a˜o de fluxos de excec¸o˜es de forma diferenciada dos demais
fluxos;
• Possibilita a representac¸a˜o de ac¸o˜es concorrentes;
Em relac¸a˜o aos outros diagramas como, por exemplo, os diagramas de colaborac¸a˜o e
sequ¨eˆncia, a representac¸a˜o dos DAs facilita o entendimento da especificac¸a˜o pelas pessoas
envolvidas. Utilizando os DAs e´ poss´ıvel adotar crite´rios de teste comuns e muito utili-
zados para realizac¸a˜o de testes, tais como, os crite´rios de teste “caixa branca”. A seguir
sera˜o detalhados os treˆs u´ltimos aspectos mencionados acima.
A Figura 3.1 detalha os principais elementos do diagrama de atividades, que sera˜o
utilizados no decorrer do texto. Nesta dissertac¸a˜o na˜o sera˜o detalhados os elementos do
Diagrama de Atividades da UML 2.0, devido a grande nu´mero de elementos presentes
na especificac¸a˜o do Diagrama de Atividades. Assim, para obtenc¸a˜o de maiores detalhes
dos elementos que podem ser representados com o Diagrama de Atividade da UML 2.0,
pode-se consultar o manual de especificac¸a˜o te´cnica da UML [Gro04, Cap´ıtulo 12].
Decomposic¸a˜o hiera´rquica
O DA possui uma caracter´ıstica de representac¸a˜o que possibilita a descric¸a˜o do compor-
tamento de uma ou mais ac¸o˜es suas em outro modelo, que na˜o precisa necessariamente
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Figura 3.1: Exemplo de Diagrama de Atividades e Descric¸a˜o dos principais elementos de
sua representac¸a˜o.
ser um DA [Gro04]. Ou seja, um DA pode conter ac¸o˜es que, posteriormente, podem ser
detalhadas em outros Diagramas UML atrave´s de ac¸o˜es com chamada de comportamento,
chamado na UML 2.0 de CallBehaviorAction [Gro04].
A decomposic¸a˜o hiera´rquica das atividades e´ exemplificada na Figura 3.2, onde a ac¸a˜o
Cadastro tem seu comportamento especificado em outro DA, mostrado na Figura 3.3,
que possui as ac¸o˜es Preencher Formula´rio, Enviar Formula´rio e Salvar Formula´rio. Este
conceito e´ bastante eficiente para representac¸a˜o de casos de uso, pelo fato de possibilitar
as relac¸o˜es de inclusa˜o (em ingleˆs, include) e extensa˜o (em ingleˆs, extend) na modelagem
utilizando os DAs [Gro04, Coc01b]. O s´ımbolo ⋔ no canto direito na atividade Cadastro
da Figura 3.2 e´ a representac¸a˜o visual de que essa atividade e´ detalhada em outro modelo
atrave´s de uma chamada de comportamento.
Representac¸a˜o de Fluxos de Excec¸o˜es
Os DAs possuem uma notac¸a˜o espec´ıfica para representar tratadores de excec¸a˜o. Esta re-
presentac¸a˜o e´ muito interessante, pois ela possibilita a representac¸a˜o dos fluxos de excec¸a˜o
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Figura 3.2: Atividade Cadastro.
de forma diferenciada aos demais fluxos dos casos de uso (apresentados na Sec¸a˜o 3.1.2).
A Figura 3.3 apresenta um exemplo de fluxo de excec¸a˜o representado no DA. A
ac¸a˜o Salvar Formula´rio pode encerrar sua execuc¸a˜o normalmente ou pode lanc¸ar uma
excec¸a˜o para o tratador Problema no Acesso ao Banco de Dados. Uma transic¸a˜o no DA
que representa o lanc¸amento da excec¸a˜o e´ representada pelo s´ımbolo “Z” e deve conter
obrigatoriamente um pino de entrada para o tratador da excec¸a˜o. Este pino de entrada
identifica o tipo da excec¸a˜o que e´ transmitida ao tratador de excec¸a˜o. A representac¸a˜o
gra´fica da excec¸a˜o na Figura 3.3 na˜o esta´ em conformidade com proposta na UML 2.0,
devido as restric¸o˜es de modelagem da ferramenta utilizada.
Representac¸a˜o de Ac¸o˜es Concorrentes
Outra caracter´ıstica importante do DA e´ a representac¸a˜o de ac¸o˜es concorrentes, oferecendo
suporte a` execuc¸a˜o de atividades paralelamente. O fluxo de execuc¸a˜o das ac¸o˜es quando
encontra um ve´rtice de controle chamado de fork pode ser dividido em mais de um fluxo,
que sa˜o executados assincronamente ate´ que sejam sincronizados novamente quando todos
os fluxos atingirem um ve´rtice de controle chamado join, que possui representac¸a˜o gra´fica
similar a` do fork. Assim, todos os fluxos de execuc¸a˜o existentes entre o fork e o join
ocorrem concorrentemente. Vale lembrar que a modelagem dos DAs utilizando atividades
concorrentes na˜o faz parte do escopo deste trabalho de mestrado, pois a especificac¸a˜o
ass´ıncrona agrega uma complexidade muito alta para a derivac¸a˜o dos testes. Para os
sistemas ass´ıncronos, que necessitam da representac¸a˜o de ac¸o˜es concorrentes, o testador
precisa definir explicitamente uma ou mais ordens poss´ıveis para execuc¸a˜o das ac¸o˜es no
DA sem a utilizac¸a˜o dos forks e joins.
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Figura 3.3: Sub-atividades para realizac¸a˜o da atividade Cadastro.
3.3 Especificac¸a˜o Comportamental do Sistema
Neste trabalho, a especificac¸a˜o comportamental do sistema e´ realizada atrave´s de DAs e e´
baseada na abordagem proposta por Rocha [Roc05]. Rocha utilizou DAs para identificar
poss´ıveis sequ¨eˆncias de execuc¸a˜o para os me´todos das interfaces de componentes. Sua
abordagem foi dividida em dois n´ıveis de representac¸a˜o:
• o primeiro n´ıvel, chamado de n´ıvel principal, ilustra o fluxo lo´gico de execuc¸a˜o entre
as operac¸o˜es (me´todos) providas pelo componente em testes.
• o segundo n´ıvel ilustra o fluxo de execuc¸a˜o ocasionado pela invocac¸a˜o de um me´todo
representado no primeiro n´ıvel. Neste n´ıvel e´ representado a invocac¸a˜o dos me´todos
das interfaces requeridas (dependeˆncias) e os poss´ıveis fluxos de excec¸a˜o durante a
interac¸a˜o com as interfaces requeridas.
E´ importante comentar que a abordagem proposta por Rocha e´ “caixa-preta”, pois
em ambos os n´ıveis de representac¸a˜o sa˜o detalhadas baseando-se somente a especificac¸a˜o
contratual do componente.
Neste trabalho, a abordagem proposta por Rocha e´ estendida para a representac¸a˜o
comportamental de sistemas ao inve´s de componentes, mas utilizando tambe´m dois n´ıveis
de representac¸a˜o dos DAs. No primeiro n´ıvel os DAs sa˜o utilizados na representac¸a˜o
das dependeˆncias externas de execuc¸a˜o entre os CDUs, ou seja, o fluxo de controle de
execuc¸a˜o entre os casos de uso. Esse modelo e´ similar ao primeiro n´ıvel proposto por
Rocha [Roc05], que foi baseado na proposta de Briand e Labiche [BL02].
No segundo n´ıvel sa˜o criados os diagramas que especificam os fluxos internos dos casos
de uso, baseando-se na abordagem proposta por Hartmann el al [HVFR04]. Neste n´ıvel,
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diferentemente da proposta de Rocha, os modelos sa˜o criados a partir da descric¸a˜o dos
passos dos fluxos (principal, alternativos e de excec¸a˜o) dos casos de uso. Ale´m disso, como
os casos de uso podem realizar a inclusa˜o de outros casos de uso, enta˜o um diagrama neste
n´ıvel (segundo n´ıvel) pode ser relacionado diretamente a outro(s) diagrama(s) no mesmo
n´ıvel, representando assim incluso˜es e extenso˜es nos casos de uso.
Os dois n´ıveis da modelagem comportamental sa˜o detalhados a seguir.
3.3.1 Fluxo de Controle de Execuc¸a˜o entre Casos de Uso
Os casos de uso presentes na especificac¸a˜o de sistemas possuem uma relac¸a˜o de precedeˆncia
de execuc¸a˜o. Esta relac¸a˜o e´ geralmente especificada na forma de pre´-condic¸o˜es nos casos de
uso, requerendo que outro CDU ou que condic¸o˜es iniciais sejam satisfeitas para execuc¸a˜o
deste CDU. Por exemplo, suponha que existem os CDUs Ativar Curr´ıculo e Cadastrar
Curr´ıculo no sistema de cadastro de deficientes. Um curr´ıculo de deficiente so´ pode ser
ativado se este estiver cadastrado, o que caracteriza uma ordem de precedeˆncia para
a execuc¸a˜o entre esses casos de uso. Assim, os testes funcionais devem ser preparados e
realizados de forma a atender a essa precedeˆncia de execuc¸a˜o, satisfazendo as pre´-condic¸o˜es
conforme sa˜o executados os casos de uso.
O diagrama que representa o fluxo de controle entre casos de uso e´ necessa´rio para a
criac¸a˜o de casos de teste incorporando va´rios casos de uso na ordem de execuc¸a˜o correta.
Cada cena´rio de teste, obtido atrave´s desses modelos, cobrira´ um ou mais casos de uso
conforme forem as dependeˆncias entre eles. Os cena´rios de teste funcionais ou procedi-
mentos de teste do sistema, como definido por Filho [dPPF01], descrevem a sequ¨eˆncia de
passos necessa´ria para executar um cena´rio de teste. Um cena´rio de teste para executar
as ac¸o˜es do CDU Ativar Curr´ıculo deve realizar primeiramente os passos do CDU Cadas-
trar Curr´ıculo, tornando esse cena´rio independente dos demais cena´rios, o que na˜o corre
quando a selec¸a˜o dos testes e´ realizada para cada CDU isoladamente.
Para apoiar o projeto dos cena´rios de teste, este trabalho propo˜e a criac¸a˜o de um
modelo para representar a ordem de precedeˆncia entre os casos de uso. Este modelo e´
criado utilizando o DA e e´ chamado de Diagrama de Fluxo de Controle entre Casos de Uso
(DAFC). O uso deste tipo de modelo representando os cena´rios de execuc¸a˜o entre casos
de uso, que apo´ia o projeto de cena´rios de teste funcional foi proposto inicialmente por
Briand e Labiche [BL02]. Entretanto, nesta dissertac¸a˜o este modelo sera´ integrado aos
modelos que representam os cena´rios de casos de uso atrave´s da decomposic¸a˜o hiera´rquica
dos DAs, ao inve´s de diagramas de sequ¨eˆncia representados por expresso˜es regulares para
derivac¸a˜o dos testes, conforme foi proposto por Briand e Labiche.
Cada ac¸a˜o no DA representa uma chamada a um caso de uso do SUT, e uma transic¸a˜o
entre dois casos de uso somente e´ inserida caso exista precedeˆncia na execuc¸a˜o desses casos
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de uso. A precedeˆncia entre os casos de uso no DAFC e´ definida atrave´s da avaliac¸a˜o das
pre´-condic¸o˜es e po´s-condic¸o˜es de cada caso de uso.
Uma transic¸a˜o no DAFC so´ existe se a po´s-condic¸a˜o de um CDU na˜o violar a pre´-
condic¸a˜o do CDU posterior, ou se a pre´-condic¸a˜o de um exija que outro CDU seja execu-
tado anterior. A verificac¸a˜o de pre´-condic¸o˜es e po´s-condic¸o˜es dos casos de uso para criac¸a˜o
desses modelos e´ baseada na abordagem proposta por Edwards [Edw00]. Edwards cria um
modelo para representar a ordem de execuc¸a˜o das operac¸o˜es providas por um componente
de software. Em seu modelo sa˜o inseridas transic¸o˜es entre as operac¸o˜es do componente
para a execuc¸a˜o de cena´rios de teste para este componente, mas na˜o sa˜o inseridas todas
as poss´ıveis transic¸o˜es no modelo para que na˜o sejam gerados um nu´mero exponencial de
poss´ıveis cena´rios de teste. No DAFC proposto nesta dissertac¸a˜o a inserc¸a˜o das transic¸o˜es
e´ realizada de forma manual.
Figura 3.4: Parte do DAFC para o SUT.
A Figura 3.4 apresenta um exemplo do DAFC para uma parte do SUT. Neste diagrama
as ac¸o˜es que correspondem aos CDUs (realizados pelos atores) possuem o estereo´tipo
<<caso de uso>>. Ainda na mesma figura, as ac¸o˜es do diagrama que possuem o s´ımbolo
⋔ indicam que esta ac¸a˜o possui uma chamada de comportamento. Ale´m disso, o fluxo dos
casos de uso deve ser detalhado para cada chamada de comportamento (segundo n´ıvel da
modelagem).
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3.3.2 Descric¸a˜o dos Cena´rios dos Casos de Uso usando DAs
Figura 3.5: DACI do CDU Consultar Deficiente.
No segundo n´ıvel de representac¸a˜o da modelagem proposta, os fluxos internos de
cada CDU da especificac¸a˜o do SUT devem ser representados atrave´s de um DA. Esta
representac¸a˜o e´ feita por um modelo chamado de Diagrama de Atividades com Cena´rios
Internos do Caso de Uso (DACI). O DACI representa os fluxos de controle entre os passos
para a realizac¸a˜o de cada CDU. Nele sa˜o representados explicitamente os desvios, deciso˜es
e ciclos, geralmente impl´ıcitos no caso de uso.
Os DACIs apo´iam a especificac¸a˜o e a selec¸a˜o de testes funcionais do SUT. O uso
deles foi baseado na abordagem proposta por Hartmann et al [HVFR04], que utiliza os
DAs para representar as interac¸o˜es dos atores do CDU no SUT. Ale´m das interac¸o˜es dos
atores no SUT, o DACI proposto nesta dissertac¸a˜o descreve tambe´m as ac¸o˜es esperadas
do SUT, chamadas aqui de ac¸o˜es do sistema, e descreve mais precisamente os fluxos de
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excec¸a˜o dos casos de uso.
Um exemplo de DACI, mostrado na Figura 3.5, representa o CDU Consultar Deficiente
(descrito na Tabela 3.1). As ac¸o˜es (ou atividades) presentes na figura correspondem aos
passos do CDU como, por exemplo, a ac¸a˜o Solicitar a opc¸a˜o consultar deficiente, que cor-
responde ao passo P1 do CDU. Ale´m disso, as ac¸o˜es possuem estereo´tipos que definem a
responsabilidade pela execuc¸a˜o da ac¸a˜o. Os estereo´tipos definidos foram: <<usua´rio>>,
<<sistema>>, <<excec¸a˜o>> e <<caso de uso>>, baseados na proposta de Ko¨sters et
al [KSW01].
Desta forma, as ac¸o˜es com estereo´tipo usua´rio devem ser realizadas pelos usua´rios
(ator ou atores) envolvidos; o estereo´tipo sistema indica uma ac¸a˜o do sistema; as ac¸o˜es
com estereo´tipo excec¸a˜o representam os fluxos de excec¸a˜o do CDU; e o estereo´tipo caso
de uso representa os pontos de inclusa˜o e extensa˜o dos CDUs, neste caso, uma chamada
para outro CDU.
Representac¸a˜o das Incluso˜es
A representac¸a˜o de um ponto inclusa˜o no DACI deve conter uma chamada de comporta-
mento para o DACI inclu´ıdo. Essa representac¸a˜o e´ similar a` representac¸a˜o realizada no
DAFC, apresentada na Sec¸a˜o 3.3.1. A Figura 3.5 mostra um exemplo de inclusa˜o onde o
CDU Verificar Permisso˜es deve ser inclu´ıdo pelo caso de uso Consultar Deficiente ( passo
P2 da Tabela 3.1). O DACI do CDU Verificar Permisso˜es e´ detalhado na Figura 3.6.
Figura 3.6: DACI do CDU Verificar Permisso˜es.
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Representac¸a˜o dos Fluxos de Excec¸a˜o
A representac¸a˜o dos fluxos de excec¸a˜o de um CDU e´ feita em conformidade com a clas-
sificac¸a˜o proposta por Ferreira [dMF01], diferenciando a representac¸a˜o dos cena´rios re-
cupera´veis e dos cena´rios de falha. Na modelagem proposta, os cena´rios recupera´veis
representam as situac¸o˜es em que a excec¸a˜o e´ lanc¸ada e tratada no pro´prio caso de uso.
Nesta situac¸a˜o, o passo do CDU que lanc¸a a excec¸a˜o deve conter uma aresta de excec¸a˜o
para o tratador da excec¸a˜o no mesmo CDU, conforme mostra a Figura 3.6. Nessa fi-
gura, os treˆs passos do CDU lanc¸am excec¸o˜es capturadas pelos respectivos tratadores
representados na mesma figura.
O cena´rio de falha ocorre quando uma excec¸a˜o e´ lanc¸ada pelo CDU mas este CDU na˜o
possui um tratador espec´ıfico para esta excec¸a˜o. Neste caso, a excec¸a˜o deve ser lanc¸ada
e a execuc¸a˜o deste CDU abordata. A excec¸a˜o lanc¸ada pode ser tratada pelos CDUs que
fazem a inclusa˜o ou extensa˜o do CDU que lanc¸ou a excec¸a˜o. Caso a excec¸a˜o na˜o for
tratada por nenhum CDU, ou o CDU que lanc¸a excec¸a˜o na˜o for inclu´ıdo por nenhum
outro CDU, enta˜o a execuc¸a˜o o SUT deve ser abortada [dMF01]. A representac¸a˜o dessa
situac¸a˜o e´ realizada no DACI atrave´s dos ve´rtices de paraˆmetros de sa´ıda. Neste caso,
o passo do CDU que lanc¸a a excec¸a˜o na˜o tratada (cena´rio de falha) deve conter uma
transic¸a˜o para um ve´rtice do tipo paraˆmetro de sa´ıda que representa a excec¸a˜o, como
mostra a Figura 3.7.
Nesta figura o CDU Verificar Permisso˜es e´ representado com uma modificac¸a˜o: o
passo “Verificar se o usua´rio na˜o tem restric¸o˜es no cadastro” possui uma aresta para o
paraˆmetro de sa´ıda que lanc¸a a excec¸a˜o para o CDU que faz a chamada, ao inve´s de ser
conectado a um tratador no mesmo CDU. Assim, para que esta excec¸a˜o seja tratada
no CDU que fez a inclusa˜o do CDU Verificar Permisso˜es (neste caso, o CDU Consultar
Deficiente), deve-se especificar um tratador de excec¸a˜o no CDU que fez a chamada. Esse
tratador e´ representado da mesma forma que no cena´rio recupera´vel, mas neste caso o
pino de entrada do tratador deve ter o mesmo nome do paraˆmetro de sa´ıda que lanc¸a a
excec¸a˜o.
A Figura 3.8 apresenta parte do CDU onde e´ representado o cena´rio recupera´vel “O
usua´rio possui restric¸o˜es em seu cadastro” da excec¸a˜o lanc¸ada pelo CDU Verificar Per-
misso˜es representado na Figura 3.7.
E´ importante ressaltar que a representac¸a˜o dos fluxos de excec¸a˜o com estereo´tipos
<<excec¸a˜o>> nos tratadores e com arestas de excec¸a˜o, que chegam nos tratadores de
excec¸a˜o, e´ utilizada para diferenciar os fluxos de excec¸a˜o dos demais cena´rios de teste na
gerac¸a˜o dos testes, que sera´ apresentada no Cap´ıtulo 4.
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Figura 3.7: DACI do CDU Verificar Permisso˜es com cena´rio de falha.
Caminhos no DACI
Um caminho no DACI representa um cena´rio interno que pode ser executado no CDU.
O caminho e´ definido por uma sequ¨eˆncia de ac¸o˜es ligadas atrave´s de transic¸o˜es no DACI.
Ele inicia-se em um ve´rtice inicial do DACI e termina em um ve´rtice final (do mesmo
DACI), o que e´ equivalente a sequ¨eˆncia de passos do CDU. Esta sequ¨eˆncia de passos e´
chamada de caminho de execuc¸a˜o no CDU. Ale´m do ve´rtice final, tambe´m foi utilizado na
modelagem do DACI o ve´rtice de fim de fluxo da UML 2.0 [Gro04]. Esse ve´rtice representa
o fim de um fluxo de execuc¸a˜o do CDU e, neste caso, caso o DACI seja inclu´ıdo por outro
DA (DACI ou DAFC) o fluxo de execuc¸a˜o no DA que faz a inclusa˜o na˜o deve continuar
apo´s o ve´rtice de fim de fluxo. Ou seja, apo´s a execuc¸a˜o do CDU, que termina atrave´s
de um ve´rtice de fim de fluxo, o fluxo de execuc¸a˜o nos DAs nos n´ıveis superiores tambe´m
termina.
Para exemplificar, suponha que, no DAFC da Figura 3.4 deseja-se testar o CDU
Consultar Vaga seguido pelo CDU Candidatar a Vaga. O CDU Candidatar a Vaga so´
pode ser executado apo´s o usua´rio realizar uma consulta a vaga (CDU Consultar Vaga).
Entretanto, a consulta pode na˜o ser efetuada se alguma situac¸a˜o inesperada acontecer
durante a execuc¸a˜o do CDU Consultar Vaga. Um exemplo na Figua 3.5 do CDU Consultar
Deficiente e´ o fluxo de excec¸a˜o “Erro ao consultar o banco de dados”. Apo´s a execuc¸a˜o
deste fluxo de excec¸a˜o o CDU termina sem realizar a consulta, sendo necessa´rio um ve´rtice
de fim de fluxo, na˜o possibilitando a execuc¸a˜o do CDU Candidatar a Vaga apo´s este fluxo
de excec¸a˜o.
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Figura 3.8: Cena´rio recupera´vel para o cena´rio de falha inserido no DACI Verificar Per-
misso˜es.
Para validar a proposta apresentada neste cap´ıtulo, Patuci [Pat07] criou tanto os
DACIs quanto o DAFC para o sistema de cadastro de deficientes em seu trabalho de con-
clusa˜o de curso. Para cada CDU especificado foi criado um DACI, utilizando a ferramenta
Poseidon for UML [AG06] para modelagem UML. A escolha da ferramenta se justifica
pelo fato dela manter os modelos UML em conformidade com os padro˜es de representac¸a˜o
e persisteˆncia de modelos proposto pela Object Management Group (OMG), atrave´s do
XML Metadata Interchange (XMI) [Gro03c].
O formato XMI foi proposto pela OMG e facilita a troca de informac¸o˜es entre ferra-
mentas de modelagem UML (a partir de 1.x ate´ 2.0) [Gro03b, Gro04]. O uso do formato
XMI (formato aberto) possibilitou a automac¸a˜o de algumas fases de especificac¸a˜o e projeto
de teste, mais precisamente, a gerac¸a˜o automa´tica dos cena´rios de teste do SUT utilizando
o me´todo para gerac¸a˜o automa´tica de cena´rios, que sera´ apresentado no Cap´ıtulo 4.
3.4 Resumo
Neste cap´ıtulo foi apresentado o modelo de especificac¸a˜o de casos de uso adotado no decor-
rer deste trabalho e foi detalhado um sistema utilizado como exemplo para especificac¸a˜o e
modelagem dos testes. Ale´m disso, neste cap´ıtulo foi apresentado tambe´m como os casos
de uso podem ser detalhados de forma mais precisa utilizando o Diagrama de Atividades
da UML [Gro04]. A representac¸a˜o de casos de uso utilizando DAs ja´ vem sendo utilizada
por outros autores [HVFR04, BLL04a, VLH+06], entretanto este trabalho agregou alguns
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aspectos importantes na representac¸a˜o dos DAs, sendo a principal contribuic¸a˜o referente
a modelagem utilizando DAs apresentadas neste trabalho foi a representac¸a˜o de fluxos de
excec¸a˜o, diferenciando os fluxos de falha e fluxos recupera´veis.
Cap´ıtulo 4
Um Me´todo para Gerac¸a˜o
Automa´tica de Cena´rios de Teste
Este cap´ıtulo apresenta um me´todo para a gerac¸a˜o automa´tica de cena´rios de teste funci-
onais para o SUT a partir da selec¸a˜o de caminhos nos modelos apresentados no cap´ıtulo
anterior. Um cena´rio de teste descreve a sequ¨eˆncia de passos necessa´ria para executar
um caso de teste funcional, sendo que geralmente sa˜o baseados na sequ¨eˆncia de passos do
caso de uso e tambe´m sa˜o conhecidos como procedimentos de teste [dPPF01].
O me´todo para a gerac¸a˜o de cena´rios de teste e´ dividido em cinco etapas principais:
(i) criac¸a˜o dos modelos de teste, (ii) criac¸a˜o do grafo de fluxo de controle, (iii) selec¸a˜o dos
caminhos de teste, (iv) criac¸a˜o dos cena´rios de teste, e (v) criac¸a˜o dos casos de teste.
A Figura 4.1 apresenta o diagrama de blocos do me´todo de testes. As etapas (i) e
(v) sa˜o realizadas manualmente. A etapa (i) foi apresentada no Cap´ıtulo 3. As etapas
(ii), (iii) e (iv) sa˜o representadas por blocos cinza na Figura 4.1 e sa˜o realizadas de forma
automa´tica, utilizando as definic¸o˜es e algoritmos que sera˜o apresentados neste cap´ıtulo.
A etapa (v) na˜o faz parte do escopo deste trabalho e e´ apresentada brevemente neste
cap´ıtulo.
As sec¸o˜es descritas neste cap´ıtulo detalham as etapas (ii), (iii) e (iv) do me´todo para
a gerac¸a˜o dos cena´rios de teste. A Sec¸a˜o 4.1 descreve o CFG que interliga os modelos da
especificac¸a˜o (os DACIs e o DAFC). Esse CFG foi baseado no CFG (interligado) proposto
por Harrold et al [HRS98], que foi apresentado no Cap´ıtulo 2. A Sec¸a˜o 4.2 apresenta a
etapa (iii) do me´todo proposto, onde sa˜o selecionados caminhos da especificac¸a˜o. Esta
etapa pode ser realizada ta˜o logo os modelos tenham sido criados, antecipando atividades
de preparac¸a˜o de testes funcionais. A Sec¸a˜o 4.3 apresenta os cena´rios de teste gerados a
partir dos caminhos selecionados na etapa anterior. Por u´ltimo, a Sec¸a˜o 4.4 apresenta um
estudo comparativo entre a estrate´gia proposta neste cap´ıtulo e outras estrate´gias para
selec¸a˜o de cena´rios de teste.
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Figura 4.1: Representac¸a˜o do me´todo de testes proposto.
4.1 Grafos de Fluxo de Controle Interligados
Os CFGs possibilitam a aplicac¸a˜o de te´cnicas de testes estruturais na realizac¸a˜o dos testes
funcionais, tais como as te´cnicas apresentadas no Cap´ıtulo 2. Ale´m disso, eles possibilitam
que a cobertura da especificac¸a˜o seja realizada atrave´s da selec¸a˜o de caminhos de teste.
Neste trabalho, os CFGs sa˜o criados a partir dos DACIs e DAFC, que sa˜o modelos
criados durante a especificac¸a˜o dos testes. Para cada DA da especificac¸a˜o (DACIs e
DAFC) e´ criado um CFG. Posteriormente os va´rios CFGs sa˜o interligados criando um
u´nico CFG, que sera´ chamado aqui de Grafo de Fluxo de Controle Inter-Atividade (em
ingleˆs, Inter-activity Control Flow Graph – IACFG). A criac¸a˜o deste grafo de fluxo de
controle baseia-se na abordagem proposta por Harrold et al [HRS98].
Harrold et al criaram um CFG que mante´m todos os procedimentos do programa,
chamado de grafo de fluxo de controle interprocedural (ICFG). Cada CFG representa
um procedimentos do programa e o ICFG interliga todos os CFGs atrave´s das chamadas
entre os procedimentos. Harrold utilizou esses modelos na ana´lise de dependeˆncia entre
instruc¸o˜es do programa. O ICFG foi apresentado de forma mais detalhada no Cap´ıtulo 2.
De acordo com a semaˆntica para representac¸a˜o de CallBehaviorAction da UML 2.0
[Gro04], a representac¸a˜o mais indicada para transformac¸a˜o do Diagrama de Atividades
em CFG seria a representac¸a˜o do Grafo de Fluxo de Controle Aninhado (IIFG), apresen-
tado no Cap´ıtulo 2. Entretanto, o ICFG foi adotado neste trabalho devido a restric¸o˜es
relacionadas ao tamanho do Grafo de Fluxo de Controle gerado, conforme foi apresentado
no Cap´ıtulo 2.
O CFG Comportamental e´ semelhante ao CFG estrutural definido no Cap´ıtulo 2, com
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uma caracter´ıstica adicional que e´ um ve´rtice de sa´ıda que representa o ve´rtice de fim de
fluxo do DA. Desta forma, o CFG e´ representado pela tupla (V,A, e, sn, sh) onde V , A e
e sa˜o definidos como o conjunto de ve´rtices, o conjunto de arestas e o ve´rtice de entrada
do CFG, semelhantemente a definic¸a˜o apresentada no Cap´ıtulo 2. Os ve´rtices sn e sh
representam o ve´rtice de sa´ıda normal e ve´rtice de sa´ıda de fim de fluxo, respectivamente.
A Tabela 4.1 apresenta um resumo de como e´ feito o mapeamento entre os elementos
dos DAs e os elementos do CFG. As ac¸o˜es (atividades) e ve´rtices de controle sa˜o mapeados
diretamente para ve´rtices (V ) do CFG e as transic¸o˜es representam arestas (A) do CFG.
Ale´m disso, o CFG tambe´m armazena os atributos relevantes de cada elemento. Nos
ve´rtices do CFG sa˜o mantidos o estereo´tipo e, caso o ve´rtice representar uma ac¸a˜o de
chamada de comportamento, o identificador do CFG chamado. Ja´ as arestas do CFG
possuem um atributo indicando se ela e´ ou na˜o uma aresta de excec¸a˜o e os pinos de
entrada e sa´ıda, quando eles existirem. Ale´m disso, foi necessa´ria a utilizac¸a˜o de um
ve´rtice interno de excec¸a˜o para a representac¸a˜o dos paraˆmetros de sa´ıda dos cena´rios de
falha.
Tabela 4.1: Correspondeˆncia de representac¸a˜o entre os elementos do DA no CFG.
Tipo Diagrama de Atividades CFG
Ve´rtice Inicial Ve´rtice de Entrada
Ve´rtice Final Ve´rtice de Sa´ıda Normal
Ve´rtice Ve´rtice de Fluxo Final Ve´rtice de Sa´ıda de Fim de Fluxo
Ve´rtice de Ac¸a˜o Ve´rtice Interno
Decisa˜o / Junc¸a˜o Ve´rtice Interno
Paraˆmetro de Sa´ıda Ve´rtice Interno (de excec¸a˜o)
Aresta Transic¸a˜o de controle Aresta direcionada
Transic¸a˜o de excec¸a˜o Aresta direcionada (de excec¸a˜o)
A Figura 4.2 apresenta quatro CFGs criados a partir dos modelos (DACIs e o DAFC)
do SUT. Estes CFGs sera˜o utilizados no decorrer desta sec¸a˜o para exemplificar a criac¸a˜o
do IACFG. Na figura, os ve´rtices que possuem ac¸a˜o de chamada de comportamento para
outros CFGs foram destacados com a cor cinza e as arestas de excec¸a˜o foram representadas
com um s´ımbolo semelhante a um raio, seguindo a notac¸a˜o da UML 2.0 [Gro04]. Para
simplificar, na˜o sera˜o apresentados os demais CFGs da especificac¸a˜o do SUT.
A criac¸a˜o do IACFG e´ realizada a partir dos CFGs Comportamentais em dois passos:
(i) criac¸a˜o dos ve´rtices de chamada e de retorno e (ii) criac¸a˜o das arestas para interligar
os CFGs. Abaixo, essas atividades sa˜o descritas em maiores detalhes.
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Figura 4.2: CFGs que representam o DAFC (a) e treˆs DACIs do SUT (b), (c) e (d).
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4.1.1 Criac¸a˜o dos Ve´rtices de Chamada e de Retorno
Para a criac¸a˜o do IACFG, a primeira transformac¸a˜o a ser realizada nos CFGs mostrados
na Figura 4.2 e´ a criac¸a˜o dos ve´rtices de chamada e dos ve´rtices de retorno. Os ve´rtices
de chamada foram criados de forma semelhante a` apresentada por Harrold et al [HRS98].
Ale´m disso, na definic¸a˜o do IACFG foram identificados treˆs tipos de ve´rtice de retorno:
Retorno Normal, Retorno Fim de Fluxo e Retorno de Falha. Os ve´rtices de Retorno
Normal e Fim de Fluxo sa˜o equivalentes aos ve´rtices de retorno apresentados por Harrold
et al. Ja´ o ve´rtice de Retorno de Falha e´ uma representac¸a˜o adicional incorporada nessa
dissertac¸a˜o, com o objetivo de representar os cena´rios de falha.
Chamada e Retorno Normal
Os ve´rtices de chamada sa˜o criados a partir das atividades dos DAs com ac¸a˜o de chamada
de comportamento. Estas, ale´m de serem representadas pelo s´ımbolo ⋔, possuem tambe´m
o estereo´tipo<<caso de uso>>. Desta forma, os ve´rtices que representam essas atividades
devem ser substitu´ıdos pelos ve´rtices de chamada e retorno no IACFG. O ve´rtice de
chamada e´ utilizado para ligar o CFG que representa o DACI (ou DAFC) ao CFG que
e´ chamado. Assim, para cada ve´rtice de chamada no CFG deve ser criado tambe´m um
ve´rtice de Retorno Normal, que representa a situac¸a˜o em que o DACI chamado retorna
atrave´s de um ve´rtice final (ve´rtice de sa´ıda normal do CFG).
Para a criac¸a˜o dos ve´rtices de chamada e de retorno normal a partir de um ve´rtice v do
CFG, que possui um conjunto de arestas de entrada ei e de sa´ıda eo, o ve´rtice v deve ser
substitu´ıdo por dois outros: o Ve´rtice de Chamada (vc) e um Ve´rtice de Retorno Normal
(vrn). O ve´rtice vc mante´m o conjunto de arestas ei do ve´rtice v original e o ve´rtice vrn
mante´m o conjunto de arestas eo de v.
A Figura 4.3 apresenta um exemplo com dois CFGs, Consultar Deficiente e Verificar
Permisso˜es, os ve´rtices de chamada e ve´rtices de retorno esta˜o representados com a cor
cinza e foram criados para ligar o CFG Consultar Deficiente ao CFG Verificar Permisso˜es.
Na Figura 4.2 o ve´rtice Verificar Permisso˜es do CFG Consultar Deficiente possui
somente a aresta EI em seu conjunto de arestas de entrada e EO em seu conjunto de
arestas de sa´ıda, que foram mantidas respectivamente nos ve´rtices de chamada e retorno,
conforme mostra a Figura 4.3.
Retorno Fim de Fluxo
O Retorno Fim de Fluxo e´ utilizado no CFG quando o DACI chamado termina a execuc¸a˜o
atrave´s de um ve´rtice de fluxo final (ve´rtice de sa´ıda fim de fluxo do CFG). Para isso,
deve ser criado um ve´rtice de retorno de fim de fluxo no CFG que representa o DAFC
para cada ve´rtice de fim de fluxo dos CFGs. Por exemplo, a Figura 4.4 mostra um ve´rtice
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Figura 4.3: CFG Consultar Deficiente interligado com o CFG Verificar Permisso˜es.
de fim de fluxo criado para os CFGs (a) e (c) da Figura 4.2. Neste caso, o CFG (c) possui
o ve´rtice de sa´ıda fim de fluxo SH que e´ ligado ao ve´rtice “Ret. fim de fluxo Consultar
Deficiente” do CFG (a).
Retorno de Falha
O Retorno de Falha e´ utilizado na situac¸a˜o em que um DACI conte´m cena´rios de falha, o
que implica em abortar a execuc¸a˜o do CDU. Assim, uma excec¸a˜o deve ser lanc¸ada atrave´s
de um paraˆmetro de sa´ıda, que e´ representado no IACFG pelo ve´rtice de excec¸a˜o. Nessa
situac¸a˜o, o ve´rtice de excec¸a˜o deve ser ligado ao ve´rtice de retorno de falha correspondente
no CFG que faz a chamada. Para isso, deve existir no DACI que realiza a chamada um
cena´rio (de excec¸a˜o) recupera´vel para tratar a excec¸a˜o do cena´rio de falha do DACI que
foi chamado.
Um exemplo de ve´rtice de retorno de falha no IACFG e´ apresentado na Figura 4.5.
Nesta figura sa˜o representados os CFGs (c) e (d) da Figura 4.2, mas com duas modi-
ficac¸o˜es. A primeira modificac¸a˜o pode ser visualizada no CFG (d), onde o ve´rtice interno
“Verificar restric¸o˜es no cadastro do usua´rio” possui uma aresta para o paraˆmetro de sa´ıda
“ExcepRestricaoCadastro” (em destaque). A segunda modificac¸a˜o na Figura 4.5 foi rea-
lizada no cena´rio recupera´vel “Erro: O usua´rio possui restric¸o˜es em seu cadastro”, este
cena´rio era representado no CFG (d) da Figura 4.2 e agora esta´ no CFG (c). O cena´rio
recupera´vel do CFG (c) foi criado para tratar a excec¸a˜o do cena´rio de falha do CFG (d).
4.1. Grafos de Fluxo de Controle Interligados 59
Pode-se observar na Figura 4.5 que no CFG (c) foi criado o ve´rtice “Retorno de falha
Verificar Permisso˜es” para tratar a excec¸a˜o “ExcepRestricaoCadastro” do CFG (d).
Na situac¸a˜o em que a excec¸a˜o do cena´rio de falha na˜o e´ tratada em nenhum dos CFGs,
deve ser criado um ve´rtice de retorno de falha no CFG correspondente ao DAFC que e´
ligado diretamente ao ve´rtice final do IACFG, tal como foi representado para o retorno
de fim de fluxo.
4.1.2 Criac¸a˜o das Arestas para Interligar os CFGs
A pro´xima etapa na criac¸a˜o do IACFG e´ a criac¸a˜o das arestas inter-atividades para
interligar os CFGs. As arestas inter-atividades sa˜o arestas direcionadas criadas para
ligar cada ve´rtice de chamada ao ve´rtice de entrada do CFG que corresponde ao seu
comportamento chamado (arestas de chamada), e tambe´m para conectar o ve´rtice de
sa´ıda do CFG chamado aos ve´rtices de retorno correspondentes (arestas de retorno).
As Figuras 4.3, 4.4, 4.5 apresentam as arestas inter-atividades de forma tracejada.
Por exemplo, a Figura 4.3 apresenta o ve´rtice Chamada Verificar Permisso˜es do CFG (c),
ligado atrave´s de uma aresta inter-atividade ao ve´rtice inicial do CFG Verificar Permisso˜es
(d). O mesmo ocorre com o ve´rtice final do CFG (d), que e´ ligado atrave´s de uma aresta
inter-atividade ao ve´rtice Retorno Normal Verificar Permisso˜es do CFG (c). Desta forma,
os CFGs sa˜o interligados de maneira similar a` proposta por Harrold et al [HRS98].
A Figura 4.6 apresenta uma parte do IACFG criado para o SUT. Neste exemplo
sa˜o representados somente os CFGs da Figura 4.2 para facilitar o entendimento e na˜o
comprometer a legibilidade da figura. No IACFG, os ve´rtices de chamada e retorno
(normal e de fim de fluxo) sa˜o representados em cinza, enquanto que as arestas inter-
atividades sa˜o representadas de forma tracejada.
4.1.3 Definic¸a˜o do IACFG
O Grafo de Fluxo de Controle Inter-Atividades criado pode ser definido de maneira mais
formal atrave´s da tupla IACFG = (G, I, C,R, eg, sg) onde G e´ o conjunto de CFGs que
representam cada DA pertencente a` especificac¸a˜o, e C e R representam os conjuntos
de ve´rtices de chamada e ve´rtices de retorno pertencentes ao IACFG, respectivamente.
Estes ve´rtices substituem as ac¸o˜es de chamada de comportamento do DA (como visto na
Figura 4.6). Cada ve´rtice de retorno e´ associado a um u´nico ve´rtice de chamada, logo
cada ve´rtice de chamada forma um par com seu respectivo ve´rtice de retorno normal, de
fim de fluxo e de falha.
Os ve´rtices eg e sg sa˜o, respectivamente, os ve´rtices de entrada e sa´ıda (globais) do
IACFG, sendo que o ve´rtice de entrada global possui uma aresta que o liga ao ve´rtice
de entrada do DAFC e o ve´rtice de sa´ıda (sn) do DAFC possui uma aresta que o liga
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Figura 4.4: CFG do DAFC com Ve´rtice de Retorno de Fim de Fluxo.
Figura 4.5: CFG Consultar Deficiente com retorno de falha do CFG Verificar Permisso˜es.
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ao ve´rtice sg do IACFG. I representa o conjunto de arestas inter-atividades do IACFG,
que sa˜o arestas direcionadas criadas para ligar cada ve´rtice de chamada de C ao ve´rtice
de entrada (e) do CFG correspondente a` chamada de comportamento. As arestas de I
tambe´m ligam os ve´rtices de sa´ıda (sn, sh) e os ve´rtices de excec¸a˜o do CFG, correspondente
a` chamada de comportamento, aos ve´rtices de retorno de R. A Figura 4.6 mostrou um
exemplo de IACFG, entretanto para na˜o comprometer a legibilidade, os ve´rtices eg e sg
na˜o foram representados.
E´ importante ressaltar que o IACFG mante´m apenas uma co´pia do CFG para cada
DA da especificac¸a˜o. Desta forma, o tamanho do IACFG e´ igual ao tamanho da unia˜o de
todos os DAs da especificac¸a˜o, exceto pelos ve´rtices de chamada, os ve´rtices de retorno e
as arestas inter-atividades criados no IACFG.
Nessa dissertac¸a˜o na˜o foi utilizada a abordagem que propo˜e a criac¸a˜o de uma re´plica
para cada ponto onde o CFG e´ chamado. Por exemplo, na Figura 4.6 para criar o IACFG
seriam necessa´rias duas re´plicas do CFG (d), uma delas para representar a chamada de
(d) realizada pelo CFG (b) e a outra para representar a chamada realizada pelo CFG
(c). Entretanto, para evitar as limitac¸o˜es apresentadas no Cap´ıtulo 2, esta abordagem
na˜o foi adotada. Por exemplo, uma limitac¸a˜o seria em situac¸o˜es que ocorrem chamadas
recursivas de um ou mais DAs. Neste caso, a representac¸a˜o usando re´plicas tornaria o
IACFG infinito e, que mesmo se fosse limitada o nu´mero de representac¸o˜es recursivas,
essa abordagem tende a manter muitas informac¸o˜es redundantes.
4.2 Selec¸a˜o de Caminhos de Teste no IACFG
A selec¸a˜o de caminhos de testes e´ a terceira etapa no me´todo testes proposto. Cada
caminho selecionado nesta etapa representa um cena´rio de teste funcional do SUT. Um
caminho de teste completo no IACFG e´ definido como qualquer caminho que liga o ve´rtice
de entrada global eg ao ve´rtice de sa´ıda global sg do IACFG. Para selecionar caminhos
de teste completos, devem ser definidos os crite´rios de teste para a cobertura dos modelos
e as estrate´gias de selec¸a˜o de caminhos de teste a serem utilizados.
A partir do IACFG deseja-se selecionar o conjunto de caminhos que cobrem a especi-
ficac¸a˜o. O IACFG sera´ utilizado como especificac¸a˜o para obtenc¸a˜o dos testes pois possui
uma estrutura similar a` do CFG apresentado no Cap´ıtulo 2, pore´m ele e´ criado a partir
de modelos da especificac¸a˜o do SUT ao inve´s de seu co´digo fonte.
Para que o crite´rio de testes seja via´vel, deve-se selecionar o menor conjunto de ca-
minhos que atende ao crite´rio, pois quanto maior o conjunto mais tempo sera´ necessa´rio
para preparar e executar os testes. Desta forma, e´ necessa´rio adotar uma estrate´gia para
selec¸a˜o de caminhos de teste, que execute em tempo computacional finito e que minimize
a selec¸a˜o de caminhos na˜o executa´veis.
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Figura 4.6: Exemplo de IACFG criado para o SUT.
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Esta sec¸a˜o apresenta algumas estrate´gias para a selec¸a˜o de caminhos de teste e, entre
elas, a estrate´gia adotada para me´todo proposto. Ale´m disso, e´ apresentado o crite´rio de
teste que foi utilizado no decorrer deste trabalho.
4.2.1 Crite´rio de Teste Adotado
Para selecionar os caminhos de teste foi adotada uma abordagem de testes orientados a
caminhos [Bei90]. O crite´rio adotado baseia-se nos crite´rios de cobertura de arestas do
CFG. Assim, seu objetivo e´ realizar a selec¸a˜o de um conjunto de caminhos de teste que
realize a cobertura de todas as arestas do IACFG.
Existem outros crite´rios de cobertura em CFGs que podem ser utilizados, tais como
cobertura de ciclos e caminhos ba´sicos [Zhu95] (Cap´ıtulo 2), mas que na˜o foram adotados
neste trabalho devido a restric¸o˜es no tempo para realizac¸a˜o deste trabalho. Ale´m disso,
existem tambe´m os crite´rios de cobertura de fluxo de dados no CFG como, por exemplo,
cobertura de definic¸o˜es e usos [Pre01]. Esses crite´rios sa˜o considerados mais fortes ou mais
completos [Zhu96], mas eles na˜o foram aplicados nesta dissertac¸a˜o, pois a modelagem
definida para a criac¸a˜o do IACFG na˜o apresenta informac¸o˜es suficientes sobre fluxos de
dados nos modelos da especificac¸a˜o do SUT.
Cobertura das Arestas
Os crite´rios de cobertura de todos os ve´rtices e de todas as arestas sa˜o crite´rios tipicamente
utilizados para cobrir o fluxo de controle em CFGs [Zhu95]. A Figura 4.7 apresenta um
algoritmo para cobertura de arestas no IACFG. O algoritmo seleciona um conjunto de
caminhos (C) em um IACFG (G), definido na Sec¸a˜o 4.1, que cobre um conjunto de arestas
na˜o cobertas (ANaoCobertas) de G, tal que an(vo, vd) ∈ ANaoCobertas, onde vo, vd ∈ V sa˜o
os ve´rtice de origem e destino da aresta, respectivamente. Desta forma, inicialmente
nenhuma aresta do CFG e´ coberta e, enquanto na˜o forem cobertas todas as arestas, o
algoritmo seleciona um caminho c1, que parte de eg e chega ao ve´rtice de entrada vo de
uma aresta na˜o coberta an(vo, vd), conforme apresentado no Passo 3.
O passo seguinte seleciona um caminho c2 entre o ve´rtice vd de an e o ve´rtice sg de
G. Em seguida, e´ feita a unia˜o dos caminhos e a aresta na˜o coberta ( c1 ∪ an ∪ c2) que
ira˜o compor um caminho de testes completo cc (Passo 6). No Passo 7, este caminho
completo e´ adicionado ao conjunto de caminhos C e, em seguida, sa˜o removidas da lista
de arestas na˜o cobertas (ANaoCobertas) todas as arestas cobertas pelo caminho cc (Passo
8). O algoritmo para selecionar caminhos entre dois ve´rtices utilizados nos passos 4 e 5 e´
detalhado na Sec¸a˜o 4.2.2.
Inicialmente este algoritmo foi utilizado na cobertura de todas as arestas do modelo,
conforme foi apresentado por Perez et al [PM07]. Posteriormente, o crite´rio de cobertura















































Figura 4.7: Algoritmo de selec¸a˜o de caminhos para cobertura das arestas no IACFG.
das arestas foi dividido em duas etapas: na primeira sa˜o selecionados caminhos para a
cobertura de todas as arestas de excec¸a˜o e na segunda etapa para cobertura de todas as
arestas normais. A selec¸a˜o de caminhos realizando a cobertura das arestas de excec¸a˜o
separadamente e´ detalhada a seguir.
Arestas Normais e Arestas de Excec¸a˜o
A separac¸a˜o da cobertura de arestas de excec¸a˜o e arestas normais foi necessa´ria, uma vez
que os caminhos com excec¸a˜o teˆm como objetivo verificar o comportamento do sistema
nos cena´rios de excec¸a˜o que, neste mestrado, foram considerados cena´rios cr´ıticos. Ale´m
disso, a cobertura das arestas normais pode ser comprometida quando uma aresta normal
e´ coberta em caminhos que possuem arestas de excec¸a˜o, mas nunca e´ coberta por um
caminho livre de excec¸o˜es. Desta forma, a separac¸a˜o em duas etapas garantiu que todas
as arestas normais do IACFG foram cobertas pelo menos uma vez por um caminho sem
arestas de excec¸a˜o.
Na cobertura das arestas de excec¸a˜o, os caminhos com excec¸a˜o sa˜o selecionados uti-
lizando o algoritmo apresentado na Figura 4.7. Para isso, o conjunto ANaoCobertas de
entrada do algoritmo e´ composto pelas arestas de excec¸a˜o do IACFG (G) e pelas arestas
de entrada dos ve´rtices de excec¸a˜o (ve´rtices que representam os paraˆmetros de sa´ıda).
O algoritmo seleciona a primeira parte do caminho c1 (Passo 4), que e´ um sub-caminho
ate´ a excec¸a˜o e, em seguida o Passo 5 seleciona c2, que e´ um sub-caminho partindo do
tratador de excec¸o˜es ate´ o ve´rtice sg do IACFG.
As excec¸o˜es presentes no IACFG representam os cena´rios de excec¸a˜o dos casos de uso
do SUT, conforme foi apresentado no Cap´ıtulo 3. Desta forma, e´ importante ressaltar que
os cena´rios de excec¸a˜o na˜o representam necessariamente a implementac¸a˜o de tratadores
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de excec¸a˜o (tais como sentenc¸as, try catch ), mas representam os cena´rios recupera´veis e
os cena´rios de falha especificados nos CDUs.
Na segunda etapa, e´ feita a selec¸a˜o dos caminhos para a cobertura de arestas nor-
mais utilizando o algoritmo da Figura 4.7, mas considerando como arestas na˜o cobertas
(ANaoCobertos) somente as arestas normais de G. Ale´m disso, para garantir que nenhuma
aresta de excec¸a˜o seja selecionada, as arestas de excec¸a˜o do IACFG G sa˜o removidas antes
da execuc¸a˜o desta etapa.
O resultado das duas etapas e´ um conjunto de caminhos que realizam a cobertura
de 100% das arestas normais do IACFG e, tambe´m, sa˜o selecionados, um conjunto de
caminhos que cobrem todos cena´rios de excec¸a˜o especificados.
4.2.2 Algoritmos para Selecionar Caminhos
Os IACFGs sa˜o grafos direcionados com chamadas e retornos que ligam va´rios CFGs.
Para obter os caminhos de teste nos IACFGs que atendam a um crite´rio de cobertura,
deve-se adotar uma estrate´gia de selec¸a˜o de caminhos em grafos. Desta forma, os princi-
pais requisitos para a escolha da estrate´gia sa˜o: viabilidade computacional (tempo para
execuc¸a˜o), potencial para selecionar caminhos executa´veis e potencial em selecionar um
conjunto reduzido de caminhos.
A viabilidade computacional esta´ diretamente relacionada a` complexidade do algo-
ritmo, pois um algoritmo com complexidade menor possibilita a sua utilizac¸a˜o em IACFGs
maiores, aumentando a escalabilidade da abordagem. A selec¸a˜o de caminhos executa´veis
e´ outro fator decisivo, pois a existeˆncia de um nu´mero muito grande de caminhos na˜o exe-
cuta´veis compromete a cobertura da especificac¸a˜o. Ale´m disso, a quantidade de caminhos
deve ter uma tendeˆncia de crescimento proporcional ao tamanho do IACFG. Um nu´mero
muito grande de caminhos pode tornar invia´vel a preparac¸a˜o e execuc¸a˜o de testes para
cobrir os caminhos selecionados.
Dados estes aspectos, va´rios algoritmos para realizar percursos em grafos podem ser
adotadas para a selec¸a˜o de caminhos no IACFG. Cormen et al [CLRS01] apresenta de
forma detalhada grande parte dessas estrate´gias para realizar percursos em grafos, sendo
que algumas delas sa˜o apresentadas logo abaixo:
• Todas as Combinac¸o˜es de Caminhos. Uma abordagem para selecionar ca-
minhos e´ a de selec¸a˜o de todas as combinac¸o˜es de caminhos entre dois ve´rtices.
Entretanto, apesar dessa estrate´gia ser de fa´cil implementac¸a˜o, ela pode gerar um
nu´mero exponencial de caminhos ou ate´ nunca terminar a execuc¸a˜o devido a` pre-
senc¸a de ciclos no IACFG, o que pode levar a` existeˆncia de infinitos caminhos. Isso
torna invia´vel a utilizac¸a˜o desse algoritmo para selecionar caminhos em IACFGs
complexos.
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• Caminho Hamiltoniano. O caminho hamiltoniano e´ um caminho que percorre
todos os ve´rtices do grafo sem repetir arestas. Entretanto, nem sempre e´ poss´ıvel
selecionar caminhos hamiltonianos em grafos, para isso o grafo deve ser hamiltoni-
ano. A verificac¸a˜o dessa restric¸a˜o e´ um problema de decisa˜o de dif´ıcil soluc¸a˜o, por
se tratar de um problema NP-Completo [CLRS01]. Ale´m disso, um caminho que
percorre todos os ve´rtices do IACFG tem grandes chances de ser um caminho na˜o
executa´vel.
• Caminho Euleriano. Um caminho euleriano e´ um caminho entre dois ve´rtices vo
e vd que percorre todas as arestas do grafo, passando uma u´nica vez em cada aresta.
Para que seja poss´ıvel realizar este percurso, todos os ve´rtices do grafo devem conter
um nu´mero par de arestas. Se o grafo for direcionado, o grau de entrada e grau de
sa´ıda de cada ve´rtice devem ser iguais, exceto pelo grau de inicial (vo) e final (vd)
do caminho. O grau e´ equivalente a` quantidade de arestas de entrada e de sa´ıda.
Esta estrate´gia tambe´m foi descartada, pois, ale´m de selecionar um caminho muito
longo, na˜o e´ poss´ıvel garantir a restric¸a˜o no grau de entrada e sa´ıda dos ve´rtices no
IACFG.
• Busca em Profundidade. O algoritmo de busca em profundidade (em ingleˆs,
Depth First Search - DFS) e´ muito conhecido para realizar percursos em grafos. Ele
explora o grafo a partir de um ve´rtice raiz (vr) com objetivo de visitar os ve´rtices do
grafo ate´ encontrar o ve´rtice buscado. Quando na˜o e´ mais poss´ıvel avanc¸ar a busca, o
algoritmo retrocede para continuar a busca nos n´ıveis anteriores (tambe´m conhecido
como a operac¸a˜o de backtracking). Assim, o mesmo algoritmo e´ aplicado para os
ve´rtices ainda na˜o visitados nos n´ıveis anteriores. O algoritmo DFS e´ executado
enquanto existirem ve´rtices alcanc¸a´veis e na˜o cobertos, e ele possui complexidade
linear em relac¸a˜o ao tamanho do grafo de entrada.
• Busca em Largura. O algoritmo de busca em largura (em ingleˆs, Breadth First
Search – BFS) funciona de forma semelhante a` busca em profundidade, mas visando
cobrir primeiramente os ve´rtices mais pro´ximos ao inve´s de atingir a maior distaˆncia
poss´ıvel (tal como no algoritmo DFS) . Esse algoritmo tambe´m possui complexidade
linear em relac¸a˜o tamanho do grafo de entrada.
• Caminhos Mı´nimos. A selec¸a˜o de caminhos mı´nimos pode ser realizada utili-
zando o algoritmo BFS quando o grafo utilizado na˜o possui pesos atribu´ıdos a`s suas
arestas (ou todos os pesos sa˜o ideˆnticos). Para selecionar os caminhos mı´nimos nos
casos em que sa˜o atribu´ıdos pesos a`s arestas, pode-se utilizar o algoritmo de Dijks-
tra [CLRS01], um algoritmo muito difundido e utilizado para selecionar o menor
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caminho entre dois ve´rtices. A selec¸a˜o de caminhos mı´nimos pode ser executada em
tempo linear em relac¸a˜o ao tamanho do grafo (grafo simples) de entrada.
As abordagens apresentadas acima foram experimentadas e testadas para a selec¸a˜o
de caminhos, exceto pelas estrate´gias de selec¸a˜o de caminhos hamiltonianos e caminhos
eulerianos. A u´nica estrate´gia testada que mostrou-se invia´vel foi a de selec¸a˜o de todos
os caminhos. Ale´m disso, na˜o e´ poss´ıvel garantir que essas estrate´gias testadas possuem
potencial em selecionar somente caminhos executa´veis.
4.2.3 Caminhos Na˜o-Executa´veis
Yeates e Malevris [YM89] observaram que a existeˆncia de predicados conflitantes no ca-
minho e´ uma das principais causas que tornam o caminho na˜o executa´vel. Um caminho
na˜o executa´vel e´ um caminho em que na˜o e´ poss´ıvel encontrar valores para as varia´veis
de entrada que possibilitem a sua execuc¸a˜o [HH85]. Desta forma, quanto maior o nu´mero
de predicados em um caminho, maiores sa˜o as chances de existirem predicados conflitan-
tes e, consequ¨entemente, maiores sa˜o as chances de um caminho ser na˜o executa´vel. Os
predicados considerados por Yeates e Malevris equivalem aos ve´rtices de decisa˜o do CFG.
Entretanto, na selec¸a˜o de caminhos do IACFG e´ necessa´rio garantir tambe´m as res-
tric¸o˜es de contexto das ac¸o˜es de chamada de comportamento do DA original quando uma
aresta inter-atividade e´ selecionada, ou seja, se um caminho percorre uma aresta de cha-
mada para um DA, enta˜o deve-se selecionar uma aresta de retorno correspondente a`
mesma chamada de comportamento. A Figura 4.8 apresenta um exemplo de caminho no
IACFG que na˜o mante´m essa restric¸a˜o de entrada e sa´ıda. A aresta AC da figura e´ a
aresta que foi selecionada para ser coberta na interac¸a˜o do algoritmo. Neste caminho, foi
selecionada a aresta AIR 2 que seria correspondente a` chamada representada pela aresta
AIE 2, entre os CFGs (c) e (d). Para que o contexto fosse mantido, a aresta de retorno
selecionada deveria ser AIR 1, pois esta corresponde a` aresta de entrada utilizada (AIE
1). Desta forma, esse caminho e´ um caminho “na˜o executa´vel”, pois ele na˜o mante´m as
restric¸o˜es de contexto no IACFG.
Uma abordagem para evitar situac¸o˜es onde ha´ violac¸a˜o de contexto seria a replicac¸a˜o
do CFG para cada chamada realizada. Desta forma, na Figura 4.8 o CFG (d) seria repre-
sentado uma vez para cada ve´rtice de chamada realizada. O IACFG seria representado de
forma similar ao IIFG apresentado no Cap´ıtulo 2, mas com uma limitac¸a˜o em relac¸a˜o ao
tamanho do IACFG gerado, pois essa abordagem proporcionaria um aumento na quan-
tidade de caminhos para realizac¸a˜o da sua cobertura, como foi observado por Sinha e
Harrold [SHR01].
O algoritmo utilizado para selecionar o caminho apresentado em destaque na Figura 4.8
foi o de selec¸a˜o de caminhos mı´nimos. Esse caminho foi obtido na selec¸a˜o de caminhos
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Figura 4.8: Caminho mı´nimo selecionado na˜o executa´vel.
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normais do IACFG utilizando o crite´rio de cobertura apresentado na Sec¸a˜o 4.2.1. Como
foi mencionado acima, o caminho selecionado e´ na˜o executa´vel, pois ele na˜o mante´m as
restric¸o˜es de contexto de chamada no IACFG.
4.2.4 Algoritmo para Selecionar Caminhos com Contexto
Para solucionar o problema apresentado na Sec¸a˜o 4.2.3, este trabalho propo˜e um algoritmo
para selec¸a˜o de caminhos que mante´m o contexto de chamada no IACFG, ou seja, cada
aresta de chamada presente no caminho possui uma aresta de retorno associada para o
mesmo contexto que fez a chamada.
O algoritmo para selec¸a˜o de caminhos com contexto e´ uma variac¸a˜o do algoritmo DFS,
apresentado detalhes por Cormen et al [CLRS01, Cap´ıtulo 22]. Para que o algoritmo DFS
realize uma busca com contexto, deve-se selecionar a aresta de inter-atividade correta
sempre que for encontrado um ve´rtice de sa´ıda no CFG pecorrido. Como exemplo, na
parte (d) da Figura 4.8, ao encontrar o ve´rtice VF utilizando o DFS, a aresta AIR 1
deve ser selecionada, dado que esta retorna para o contexto do CFG (b) que e´ o contexto
de retorno correto.
A Figura 4.9 apresenta o algoritmo DFS modificado (DFS-CONTEXTO) para que seja
realizada a selec¸a˜o de caminhos com contexto. Para facilitar a compreensa˜o, as varia´veis
globais e locais esta˜o representadas em ita´lico, as palavras reservadas em negrito, as cons-
tantes em letras MAIU´SCULAS, e os procedimentos chamados possuem a primeira letra
em Maiu´sculo. Ale´m disso, o nu´mero das linhas adicionadas ao DFS esta˜o representados
em negrito e sublinhado.
As estruturas de dados utilizadas pelo algoritmo DFS-CONTEXTO sa˜o:
• vetor de cores (cor[]), utilizado para marcar quais ve´rtices ja´ foram percorridos
durante a busca em profundidade.
• pilha de busca ( pilha DFS), que mante´m o caminho que e´ percorrido durante a
recursa˜o.
• pilha de contexto ( pilha contexto), inserida como estrutura de dados auxiliar para
manter o contexto de chamada enquanto o caminho e´ percorrido pela busca em
profundidade.
• lista ( lista arestas), que mante´m o conjunto de arestas de sa´ıda do ve´rtice da busca
(u).
O vetor de cores e as duas pilhas sa˜o globais, ou seja, manteˆm seu estado durante toda
a execuc¸a˜o do algoritmo.
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No algoritmo DFS-CONTEXTO, as linhas 5 a 13 foram inseridas para fazer o tra-
tamento de treˆs casos de busca com contexto. Os dois primeiros casos sa˜o restric¸o˜es
adicionais para o tratamento de contexto de chamada, e o terceiro caso e´ a realizac¸a˜o da
busca em profundidade normalmente. Ale´m disso, para garantir que a pilha de contexto
se mantenha consistente no “retorno” da recursa˜o, foi necessa´ria a inserc¸a˜o do co´digo
auxiliar das linhas 21 a 23.
A primeira restric¸a˜o ocorre quando o ve´rtice corrente da busca (u) for um ve´rtice de
chamada para outro contexto como, por exemplo, os ve´rtices de chamada representados em
cinza da Figura 4.6. Neste caso, a execuc¸a˜o da busca em profundidade deve ser realizada
de forma normal, mas o ve´rtice de chamada deve ser inserido na pilha de contexto, como
mostra as linhas 6 e 7 do algoritmo da Figura 4.9.
A segunda restric¸a˜o do algoritmo e´ o tratamento de sa´ıda de um contexto, que ocorre
quando o ve´rtice corrente no caminho (u) e´ um ve´rtice final de um CFG. Neste caso, os
ve´rtices de chamada que foram inseridos na pilha de contexto devem ser desempilhados
(linha 9) para garantir continuidade do caminho mantendo o contexto. Em seguida, na
linha 10 sa˜o selecionadas as arestas de retorno para o contexto correto do ve´rtice de
chamada. O algoritmo para selecionar as arestas para o contexto correto e´ executado
pelo procedimento GetArestasParaContexto, que obte´m dentre todas as arestas de sa´ıda
do ve´rtice final a aresta para o contexto anterior. Este algoritmo e´ linear em relac¸a˜o a`
quantidade de arestas inter-atividades do ve´rtice final (u) e retorna somente as arestas
de sa´ıda de u que sa˜o relacionadas ao ve´rtice de chamada desempilhado (c). No caminho
na˜o executa´vel apresentado na Figura 4.8, quando o ve´rtice final VC e´ encontrado no
caminho exemplificado, a u´nica aresta de retorno selecionada para continuar a recursa˜o
do algoritmo seria a AIR 1.
O terceiro e u´ltimo caso de busca, mostrado na linha 12 do algoritmo, equivale ao caso
normal de busca em profundidade, que deve ser executado para todos os demais ve´rtices
do IACFG.
Os treˆs casos de busca sa˜o realizados na descida da busca em profundidade. Ale´m deles,
e´ importante ressaltar que quando o algoritmo esta´ na volta, ou seja, na˜o e´ poss´ıvel mais
avanc¸ar na busca, enta˜o a busca deve retroceder (backtracking). Durante o retrocesso deve-
se garantir tambe´m a consisteˆncia na pilha auxiliar de contexto. Para isso, e´ necessa´ria
a realizac¸a˜o de ajustes na pilha quando o ve´rtice u for um ve´rtice de chamada, ou final,
do CFG chamado, como mostra as linhas 21 a 23 do algoritmo. Assim como na descida
do algoritmo, o ajuste deve ser realizado quando o ve´rtice u e´ um ve´rtice de chamada ou
um ve´rtice final, tais como os dois casos especiais tratados nas linhas 5 a 10. Este ajuste
e´ linear em relac¸a˜o ao tamanho da pilha de busca em profundidade, pois deve-se varrer
esta pilha para mante-la consistente em relac¸a˜o ao caminho percorrido.
Ale´m dos ve´rtices de chamada, a pilha auxiliar de contexto mante´m tambe´m uma
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Figura 4.9: Busca em profundidade para selecionar caminhos com contexto.
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co´pia da lista de cores como mostrado na Figura 4.9. A lista de cores deve ser “limpa”
a cada novo contexto, ou seja, todos os ve´rtices do novo contexto devem estar marcados
com a cor BRANCO. Este tratamento e´ necessa´rio para as situac¸o˜es em que um CFG
precisa ser percorrido mais de uma vez durante o mesmo caminho.
Um exemplo de caminho com a situac¸a˜o descrita acima e´ apresentado na Figura 4.10.
Neste caminho deseja-se cobrir a aresta AC. Neste caso, a parte (d) sera´ percorrida duas
vezes atrave´s dos ve´rtices de chamada Chamada Verificar Permisso˜es presentes na parte
(b) e (c), respectivamente. Nesta situac¸a˜o, caso na˜o sejam mantidas na pilha (“limpas”)
as cores de (d), o algoritmo de busca na˜o percorreria o CFG (d) na segunda vez em que e´
realizada uma chamada para ele. Isso ocorreria porque as arestas do CFG (d) ja´ estariam
marcadas com a cor CINZA e consequ¨entemente, na˜o seria poss´ıvel realizar a cobertura
das arestas de (d) atrave´s da chamada realizada na parte (c) do IACFG.
Cobertura de Ciclos
Em um CFG, uma sequ¨eˆncia de ve´rtices (v0, v1, ..., vk), onde k ≥ 0 e os ve´rtices perten-
centes ao CFG, define um caminho de tamanho k se, e somente se, existir arestas partindo
de vi−1 e chegando em vi para todo i, tal que 1 ≤ i ≤ k. O caminho parte do ve´rtice v0 e
chega ao ve´rtice vk. Um ciclo (em ingleˆs, loop) e´ um caminho em que v0 = vk. Os ciclos
podem aparecer na especificac¸a˜o em va´rias situac¸o˜es, mas durante a selec¸a˜o de caminhos,
o algoritmo de busca em profundidade na˜o permite que sejam selecionadas arestas iguais
para garantir que a busca em profundidade termine.
Entretanto, o algoritmo de busca com contexto e´ executado em duas etapas pelo
crite´rio de cobertura e, quando a aresta a ser coberta pelo crite´rio e´ uma aresta de retorno
do ciclo, o algoritmo possibilita a cobertura de uma interac¸a˜o no ciclo. Na primeira etapa,
a busca em profundidade seleciona um caminho com uma interac¸a˜o no ciclo ate´ encontrar
a aresta de retorno e na segunda, e´ coberta a aresta de retorno e mais uma interac¸a˜o no
ciclo. Desta forma, pode-se garantir que todas as arestas sa˜o cobertas pelo crite´rio de
cobertura usando o algoritmo DFS-CONTEXTO.
Recursa˜o nos modelos
A recursa˜o nos modelos ocorre quando um CFG inclui ele mesmo. Neste caso, existe um
ve´rtice de chamada com uma aresta inter-atividade para o ve´rtice inicial do mesmo CFG.
Como apresentado no algoritmo da Figura 4.9, o vetor de cores (cor[]) e´ “limpo” para que
em um mesmo caminho seja poss´ıvel cobrir mais de uma vez o mesmo CFG, conforme
mostrado na Figura 4.10.
Para que o algoritmo de busca na˜o efetue a chamada recursiva infinitamente, a u´ltima
aresta visitada antes que seja encontrado o ve´rtice de chamada no caminho deve ser
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mantida com a cor CINZA, mesmo apo´s a entrada no novo contexto. Este tratamento,
assim como o tratamento dos ciclos, garante que uma mesma chamada recursiva ira´ se
repetir no ma´ximo uma vez no mesmo caminho. Logo, a aresta para a chamada recursiva
estara´ marcada como visitada (cor CINZA) na primeira interac¸a˜o recursiva no CFG e na˜o
podera´ ser selecionada novamente pelo algoritmo de busca em profundidade.
Complexidade do Algoritmo Proposto
A complexidade computacional do algoritmo de busca em profundidade e´ linear no ta-
manho do grafo de entrada [CLRS01], ou seja, O(V + A), onde o grafo neste trabalho e´
o IACFG. As alterac¸o˜es inseridas no algoritmo tornam o algoritmo menos eficiente, pois
a complexidade do algoritmo tornou-se polinomial em relac¸a˜o ao tamanho do grafo de
entrada, entretanto ainda assim o algoritmo e´ via´vel.
As principais diferenc¸as, neste caso, sa˜o os procedimentos das linhas 10 e 22 do algo-
ritmo apresentado na Figura 4.9. Na linha 10, o algoritmo e´ linear em relac¸a˜o a` quantidade
de arestas inter-atividades do ve´rtice final em questa˜o, conforme foi apresentado acima.
No caso da linha 22, o algoritmo percorre todos os ve´rtice da pilha de busca em profundi-
dade (pilha DFS), que e´ no ma´ximo linear em relac¸a˜o ao tamanho do caminho corrente.
Desta forma, a complexidade do algoritmo modificado torna-se O(A× (V +A)), ou seja,
O((A× V ) + A2), tornando-o quadra´tico. Ale´m disso, a quantidade de cena´rios de teste
selecionados pelo crite´rio de cobertura e´ linear em relac¸a˜o ao tamanho do caminho.
4.3 Cena´rios de Teste
Um caso de teste descreve o estado inicial do sistema antes de executar o teste, o ambiente
para a sua realizac¸a˜o, as entradas, resultados e a sequ¨eˆncia de passos necessa´ria para a
execuc¸a˜o do teste [Bin99, cap´ıtulo 3]. Nesta dissertac¸a˜o e´ proposta a gerac¸a˜o automa´tica
de casos de teste a partir dos caminhos de teste. Entretanto, os casos de teste propostos
aqui sa˜o chamados de casos de teste gene´ricos, ou ainda cena´rios de teste do SUT. Eles
na˜o representam os dados de entradas de teste e resultados esperados, mas representam
as ac¸o˜es que os atores e o SUT deve realizar.
Os casos de teste gene´ricos foram propostos inicialmente por Rayner em [Ray87] e
possuem quatro caracter´ısticas principais:
• O refinamento de seu propo´sito, definindo o objetivo principal do caso de teste;
• O corpo do cena´rio, que conte´m uma sequ¨eˆncia de eventos de teste e pontos de
verificac¸a˜o para a poss´ıvel verificac¸a˜o do veredicto de testes (passou, falhou ou foi
inconclusivo);
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Figura 4.10: Caminho de testes com contexto completo.
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• O estado inicial do sistema, para a poss´ıvel execuc¸a˜o do corpo do cena´rio de teste;
• As po´s-condic¸o˜es, que sa˜o observadas apo´s a execuc¸a˜o do caso de teste.
Os casos de teste gene´ricos diferem dos casos de teste definidos por Binder [Bin99]
principalmente por na˜o apresentarem os dados de entrada e os resultados esperados. Desta
forma, os cena´rios de teste (ou casos de teste gene´ricos) podem ser utilizados como padra˜o
comum para a criac¸a˜o de diferentes casos de teste com dados de entrada e resultados
esperados distintos, pois eles representam somente as ac¸o˜es necessa´rias para a execuc¸a˜o
do teste (ac¸o˜es realizadas pelos atores e pelo SUT) e na˜o detalham as entradas e os
ora´culos de teste.
O corpo do cena´rio de teste conte´m um conjunto de passos para a execuc¸a˜o de um
ou mais casos de uso do SUT e e´ considerado completo quando e´ criado a partir de um
caminho completo no IACFG. Portanto, um cena´rio de teste completo percorre uma
sequ¨eˆncia de casos de uso no DAFC e, como cada caso de uso e´ detalhado em um DACI,
os passos dos casos de uso esta˜o representados e detalhados nos cena´rios de teste.
A Figura 4.10 destaca um caminho completo no IACFG em que as arestas da parte
(d) do caminho sa˜o percorridas duas vezes sendo, a primeira na chamada realizada em
(b) e a segunda na chamada realizada em (c).
Os cena´rios de teste sa˜o criados para atender a`s necessidades de uma atividade no
processo de testes definido no Cap´ıtulo 2, chamada de Criar Cena´rios de Teste, e
faz parte da fase de Especificac¸a˜o e Projeto de Teste no processo. Vale lembrar que
cada cena´rio de teste do SUT e´ criado automaticamente a partir dos caminhos de teste
selecionados.
A Tabela 4.2 apresenta um exemplo de cena´rio de teste gerado a partir do IACFG, o
caminho que este cena´rio representa foi apresentado na Figura 4.10. O formato adotado
para a representac¸a˜o do cena´rio de teste baseia-se no formato dos procedimentos de teste
apresentados por Filho [dPPF01, Cap´ıtulo 18].
Uma vantagem em criar os cena´rios de testes anteriormente a` criac¸a˜o dos dados e
ora´culos de teste e´ que estes cena´rios sa˜o independentes da arquitetura e implementac¸a˜o
do SUT. Ou seja, na˜o levam em conta “como” os atores ou o SUT realizam as atividades,
mas somente “o queˆ” os atores ou o SUT fazem para que seja poss´ıvel executar o conjunto
de passos do cena´rio, assim a criac¸a˜o de cena´rios de teste e´ feita independentemente da
implementac¸a˜o do SUT.
Casos de Teste com Dados de Entrada e Resultados Esperados
Va´rios trabalhos teˆm como objetivo propor meios para a gerac¸a˜o automa´tica de dados de
teste para executar um conjunto de interac¸o˜es em programas ou em sistemas complexos.
Entretanto, a gerac¸a˜o de dados de teste na˜o foi acrescentada ao escopo desta dissertac¸a˜o.
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Os dados de teste servem como entrada para a etapa (v) apresentada na Figura 4.1, que
tambe´m na˜o faz parte do escopo deste trabalho.
A criac¸a˜o dos dados de entrada e dos resultados esperados para cada cena´rio de teste
foi realizada manualmente pelos membros das equipes de teste que avaliaram o me´todo
de teste proposto. Desta forma, um caso de teste e´ um cena´rio de teste com um conjunto
de dados de entrada e resultados esperados. Esses casos de teste podem ser considerados
como instaˆncias de um cena´rio de teste, pois possuem os dados de entrada e os resultados
esperados.
4.4 Comparac¸a˜o entre Estrate´gias de Selec¸a˜o de Ca-
minhos
Esta Sec¸a˜o apresenta uma avaliac¸a˜o da qualidade dos cena´rios de teste gerados pelo
me´todo de teste proposto comparando os cena´rios gerados com cena´rios gerados por outras
estrate´gias de selec¸a˜o de caminhos. Nesta etapa foi realizada a comparac¸a˜o dos cena´rios
gerados utilizando os caminhos selecionados pelo algoritmo proposto na Sec¸a˜o 4.2.4 e
os cena´rios de teste gerados a partir de outras duas estrate´gias de selec¸a˜o de caminhos:
selec¸a˜o de caminhos com busca em profundidade e selec¸a˜o de caminhos mı´nimos no grafo.
Ambas as estrate´gias foram mencionadas na Sec¸a˜o 4.2.2 e sa˜o descritas em maiores deta-
lhes por Cormen et al [CLRS01].
O estudo de caso apresentado nesta sec¸a˜o foi conduzido seguindo recomendac¸o˜es
te´cnicas para avaliac¸a˜o de me´todos e ferramentas proposta por B. Kitchenham et al
[KPP95]. Desta forma, esta sec¸a˜o foi dividida em duas subsec¸o˜es, a primeira, Sec¸a˜o 4.4.1,
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detalhando a preparac¸a˜o do estudo de caso; a segunda, Sec¸a˜o 4.4.2, detalhando a rea-
lizac¸a˜o e os resultados obtidos no estudo de caso.
4.4.1 Preparac¸a˜o do Estudo de Caso
A preparac¸a˜o e realizac¸a˜o deste estudo de caso teˆm por objetivo principal demonstrar
que e´ via´vel a adaptac¸a˜o e uso de te´cnicas de teste “caixa branca” para gerac¸a˜o de testes
baseados em modelos da especificac¸a˜o do SUT. Desta forma, a criac¸a˜o de um grafo de
fluxo de controle a partir da especificac¸a˜o, bem como a selec¸a˜o de caminhos utilizando o
algoritmo proposto na Sec¸a˜o 4.2.4 foram as adaptac¸o˜es necessa´rias nesta proposta para
selec¸a˜o de caminhos de forma similar a` realizada em abordagens de teste “caixa branca”.
A hipo´tese e´ que os caminhos de teste selecionados pelo me´todo proposto apresen-
tem ganhos em relac¸a˜o a`s estrate´gias comparadas, o que justificaria a criac¸a˜o de novas
estrate´gias para selec¸a˜o de teste ou adaptac¸a˜o nas estrate´gias utilizadas em testes “caixa
branca” para selec¸a˜o de testes a partir da especificac¸a˜o. A avaliac¸a˜o do me´todo de gerac¸a˜o
de cena´rios de teste baseia-se na comparac¸a˜o do algoritmo proposto (DFS-CONTEXTO)
com duas estrate´gias de selec¸a˜o de caminhos: busca em profundidade (DFS) e selec¸a˜o de
caminhos mı´nimos. Estas estrate´gias podem ser empregadas, normalmente para selec¸a˜o
de caminhos em grafos, entretanto na presenc¸a grafos interligados com contextos de en-
trada e sa´ıda entre os grafos, que e´ o caso do IACFG, essas abordagens podem gerar uma
quantidade muito grande de caminhos na˜o executa´veis.
Nesta avaliac¸a˜o tanto a estrate´gia de selec¸a˜o de caminhos proposta quanto as es-
trate´gias utilizadas para comparac¸a˜o foram utilizadas para atender ao crite´rio de cober-
tura de todas as arestas do IACFG, conforme apresentado na Sec¸a˜o 4.2.1. O estudo de
caso foi monitorado e foram coletadas me´tricas sobre os modelos de teste criados (Dia-
gramas de Atividades e IACFG) e me´tricas sobre os cena´rios gerados automaticamente.
Desta forma, o projeto piloto para comparac¸a˜o dos testes gerados foi um sistema com
cinqu¨enta e dois casos de uso e, para todos os casos de uso, foram criados os modelos de
teste. Este sistema (SUT) sera´ apresentado em maiores detalhes no Cap´ıtulo 5.
As me´tricas coletadas sobre os modelos gerados foram: o tempo para criac¸a˜o dos mo-
delos, o tamanho do IACFG criado a partir dos modelos, o tamanho da especificac¸a˜o
do SUT e a quantidade de modelos criados. Para cada estrate´gia de selec¸a˜o de cami-
nhos, foram coletadas ainda as seguintes informac¸o˜es: a quantidade total de caminhos
selecionados, a quantidade de cena´rios de teste executa´veis gerados a partir dos caminhos
selecionados, o tamanho me´dio dos cena´rios de teste gerados e o tempo para gerac¸a˜o dos
cena´rios de teste.
A especificac¸a˜o dos modelos de teste foi realizada para o SUT, conforme foi proposto no
Cap´ıtulo 3 e as atividades de planejamento de testes e projeto foram realizadas apoiadas
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pelo processo de teste apresentado no Cap´ıtulo 2.
4.4.2 Realizac¸a˜o e Resultados Obtidos
Durante a realizac¸a˜o do estudo de caso foram obtidas informac¸o˜es sobre a criac¸a˜o dos
modelos e sobre os cena´rios gerados a partir desses modelos. As informac¸o˜es coletadas
sa˜o detalhadas a seguir.
Modelos criados e IACFG
A partir da especificac¸a˜o do SUT a equipe de testes criou os modelos necessa´rios para
o projeto dos cena´rios de teste, sendo eles os DACIs e o DAFC. O tempo total para
criac¸a˜o dos cinqu¨enta e treˆs modelos, um para cada caso de uso e um para o diagrama
de fluxo entre os casos de uso, foi de aproximadamente setenta horas (70h). Este tempo
inclui o tempo para o estudo, entendimento do sistema, revisa˜o dos modelos criados e
as interac¸o˜es com equipe de desenvolvimento para esclarecimento das eventuais du´vidas
referentes a especificac¸o˜es do SUT. E´ importante ressaltar que a equipe de testes e´
independente da equipe de desenvolvimento e, desta forma, na˜o participou das atividades
de desenvolvimento e levantamento de requisitos.
A Tabela 4.3 apresenta um resumo das informac¸o˜es coletadas sobre os modelos criados
e tambe´m do IACFG gerado automaticamente a partir dos modelos do SUT. O IACFG foi
criado pelo proto´tipo apresentado na Sec¸a˜o 5.1 a partir dos modelos descritos no arquivo
XMI de entrada. O arquivo XMI de entrada neste estudo de caso possui aproximadamente
14 mbytes de tamanho. Ale´m disso, a Tabela 4.4 apresenta mais detalhes relacionados ao
tamanho do IACFG criado.
Tabela 4.3: Resumo da criac¸a˜o dos modelos.
Modelos Quantidade Tempo
Casos de Uso 52 -
DACIs 52 1,23 horas
DAFC 1 5,8 horas
Gerac¸a˜o do IACFG 1 3 segundos
A grande quantidade de Ve´rtices de Chamada e Ve´rtices de Retorno na especificac¸a˜o
esta´ relacionada ao intenso uso de incluso˜es nos casos de uso, mecanismo este que e´ repre-
sentado pelas ac¸o˜es de chamada de comportamento no Diagrama de Atividades, conforme
descrito no Cap´ıtulo 3. Ale´m disso, para cada ve´rtice de Chamada e Ve´rtice de Retorno
existe tambe´m uma aresta de inter-atividades associada.
A criac¸a˜o dos modelos de teste foi realizada a partir da especificac¸a˜o do SUT e foi
equivalente a aproximadamente 24% do total de esforc¸o empregado durante os testes
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funcionais do sistema. Uma vantagem nessa especificac¸a˜o foi que apo´s a gerac¸a˜o de
cena´rios de teste se tem a garantia de que os cena´rios gerados cobrem todos os passos dos
casos de uso, regras de nego´cio e detalhamento de sub-passos dos casos de uso.





Ve´rtices de Chamada 115
Ve´rtices de Retorno 141
Na selec¸a˜o de caminhos, a adoc¸a˜o do crite´rio de cobertura de todas as arestas do
IACFG garantiu que todas as transic¸o˜es (ou arestas) especificadas nos Diagramas de
Atividades fossem cobertas pela selec¸a˜o de caminhos. Quando a criac¸a˜o de cena´rios de
teste para os casos de uso e´ realizada de forma manual, a garantia de cobertura da
especificac¸a˜o esta´ sujeita a impreciso˜es [Gel04].
O requisito para que todas as arestas sejam cobertas e´ que todas elas sejam alcanc¸a´veis,
ou seja, e´ necessa´rio que exista pelo menos um caminho entre o ve´rtice de entrada do
IACFG e cada aresta do IACFG que deseja-se cobrir. Ale´m disso, partindo da aresta
que se deseja cobrir chegando ao ve´rtice final do IACFG. As arestas na˜o alcanc¸a´veis sa˜o
provenientes de problemas na especificac¸a˜o dos modelos ou problemas na especificac¸a˜o
dos casos de uso e, quando isso ocorre, os modelos ou a especificac¸a˜o dos casos de uso
devem ser revisados.
Os Cena´rios de Teste
Os cena´rios de teste foram gerados utilizando treˆs estrate´gias distintas de selec¸a˜o de
caminhos: a estrate´gia de DFS-CONTEXTO, a estrate´gia de DFS e a estrate´gia de selec¸a˜o
de caminhos mı´nimos. Como o IACFG na˜o possui pesos nas arestas, enta˜o a selec¸a˜o
de caminhos mı´nimos foi realizada utilizando o algoritmo de busca em largura (BFS)
[CLRS01].
A Tabela 4.5 apresenta o tempo total utilizado pelo proto´tipo para gerac¸a˜o dos cena´rios
de teste utilizando cada uma das estrate´gias de selec¸a˜o de caminhos, bem como o nu´mero
de caminhos selecionados em cada estrate´gia. O tempo para selec¸a˜o de caminhos uti-
lizando o algoritmo DFS-CONTEXTO foi superior ao tempo utilizado pelas demais es-
trate´gias, totalizando cinqu¨enta segundos, o que equivale a mais de duas vezes o tempo
que a busca em profundidade simples. Apesar do desempenho inferior, esse resultado ja´
era esperado por se tratar de um algoritmo quadra´tico em relac¸a˜o ao tamanho da entrada
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que e´ comparado a dois algoritmos lineares: o DFS e o de selec¸a˜o de caminhos mı´nimos
utilizando busca em largura.
Em relac¸a˜o ao tempo necessa´rio para selec¸a˜o dos caminhos nos IACFGs, a estrate´gia
DFS-CONTEXTO e´ via´vel apesar de ser menos eficiente que as estrate´gias comparadas.
Isto ocorre devido a DFS-CONTEXTO ter um algoritmo quadra´tico sendo comparado
com as demais que sa˜o lineares. Apesar da tendeˆncia de crescimento do tempo para
selec¸a˜o dos caminhos ser um pouco maior, a gerac¸a˜o dos cena´rios de teste e´ realizada uma
u´nica vez durante a bateria de testes, na˜o causando um grande impacto no tempo total
dos testes.
Tabela 4.5: Gerac¸a˜o dos cena´rios de teste utilizando as treˆs estrate´gias.
DFS-CONTEXTO DFS Caminhos Mı´nimos (CM)
Nu´mero de cena´rios nor-
mais
65 100 103
Nu´mero de cena´rios de
excec¸a˜o
96 96 96
Total de cena´rios 161 196 199
Tempo total para selec¸a˜o
de cena´rios
50 segundos 19 segundos 16 segundos
A quantidade de cena´rios de excec¸a˜o selecionados na˜o variou, pois o crite´rio utilizado
(apresentado na Sec¸a˜o 4.2.1) trata a cobertura de uma excec¸a˜o por cena´rio de teste e,
consequentemente, e´ selecionado um caminho para cada excec¸a˜o representada nos DACIs
que representam os casos de uso do SUT. Desta forma, so´ houve variac¸a˜o no nu´mero
de cena´rios normais, sendo que a estrate´gia de selec¸a˜o de caminhos mı´nimos apresentou
o maior nu´mero de caminhos selecionados (199) seguida pela estrate´gia de busca em
profundidade (196).
Apesar da estrate´gia de DFS-CONTEXTO ter sido a estrate´gia que apresentou o
menor nu´mero de caminhos selecionados (161) essa estrate´gia apresentou tambe´m o maior
tamanho me´dio nos cena´rios gerados, como apresentado na Tabela 4.6, sendo que em
me´dia foram sessenta e um passos para os cena´rios normais e vinte e sete passos para
os cena´rios de excec¸a˜o. A estrate´gia de DFS apresentou teve tamanho me´dio semelhante
em relac¸a˜o ao DFS-CONTEXTO, por se tratarem de estrate´gias parecidas. Entretanto,
a selec¸a˜o de caminhos mı´nimos apresentou o menor tamanho me´dio, resultado este, que
ja´ era esperado por sempre buscar o menor caminho nos CFGs, apesar disso na˜o garantiu
o contexto nos caminhos.
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Tabela 4.6: Quantidade me´dia de passos por cena´rio de teste.
DFS-CONTEXTO DFS CM
Cena´rios normais 61 58 43
Cena´rios de excec¸a˜o 27 26 20
Cena´rios (todos) 40 45 32
Cena´rios de Teste Na˜o Executa´veis
Apo´s a selec¸a˜o dos cena´rios de teste foram analisados os cena´rios gerados utilizando as
treˆs estrate´gias de selec¸a˜o de caminhos de teste. Esta ana´lise teve como objetivo revelar
quantos cena´rios de teste gerados pelas estrate´gias sa˜o na˜o executa´veis por apresentarem
passos incoerentes (ou contradito´rios) em sua descric¸a˜o. As inconsisteˆncias consideradas
aqui sa˜o quaisquer informac¸o˜es que tornam o cena´rio de teste na˜o executa´vel.
Esta ana´lise e´ importante pois, quando sa˜o encontrados cena´rios inva´lidos e´ necessa´ria
a realizac¸a˜o de adaptac¸o˜es para que os tornem va´lidos, ou quando isso e´ muito custoso,
esses cena´rios devem ser desconsiderados na execuc¸a˜o dos testes. Dessa forma, pode
ser necessa´ria a criac¸a˜o de novos cena´rios de teste para cobrir as ac¸o˜es dos Diagramas
de Atividades que na˜o sa˜o mais cobertas por nenhum outro cena´rio, e manter assim a
garantia de que existem testes que cubram toda a especificac¸a˜o do SUT.
O nu´mero de cena´rios incoerentes identificados dentre os cena´rios gerados para cada
estrate´gia sa˜o apresentados na Tabela 4.7. A estrate´gia de selec¸a˜o de caminhos mı´nimos
apresentou o maior nu´mero e tambe´m percentual de caminhos na˜o executa´veis, sessenta
e treˆs caminhos, sendo o equivalente a 31,66% do total de caminhos selecionados pela
estrate´gia. A Estrate´gia DFS apresentou um resultado semelhante ao apresentado pela
selec¸a˜o de caminhos mı´nimos, sendo que 29,01% dos cena´rios de teste gerados apresenta-
ram inconsisteˆncias.
Tabela 4.7: Quantidade e percentual de cena´rios na˜o executa´veis.




A estrate´gia DFS-CONTEXTO proporcionou a reduc¸a˜o do percentual de cena´rios de
teste na˜o executa´veis, onde 11,18% dos cena´rios gerados foram cena´rios na˜o executa´veis.
Mesmo com o tratamento de contexto entre os DACIs que representam os casos de uso
do SUT, na˜o foi poss´ıvel eliminar a existeˆncia de cena´rios de teste incoerentes, pois a
estrate´gia de selec¸a˜o de caminhos na˜o busca verificar as condic¸o˜es nos caminhos. Assim,
pode haver inconsisteˆncias (contradic¸o˜es) entre dois passos, na˜o possibilitando a selec¸a˜o
82 Cap´ıtulo 4. Um Me´todo para Gerac¸a˜o Automa´tica de Cena´rios de Teste
de dados para cobertura deste caminho. A verificac¸a˜o das condic¸o˜es durante a selec¸a˜o
dos caminhos na˜o foi considerada aqui para na˜o criar restric¸o˜es muito fortes na criac¸a˜o
dos modelos, o que tornaria a abordagem de testes muito custosa ou ate´ invia´vel, para
sistemas como este testado.
A reduc¸a˜o do nu´mero de cena´rios na˜o executa´veis apresenta ind´ıcios de que a selec¸a˜o
de caminhos com a estrate´gia de busca em profundidade com contexto e´ via´vel na gerac¸a˜o
de cena´rios de teste funcional a partir da especificac¸a˜o do SUT utilizando a modelagem
proposta por apresentar uma baixa taxa de cena´rios de teste na˜o executa´veis (aproxima-
damente 11%).
Para que seja poss´ıvel observar evideˆncias nos ganhos proporcionados na utilizac¸a˜o
deste algoritmo, seria interessante a realizac¸a˜o de um estudo controlado utilizando um
conjunto de especificac¸o˜es de sistemas em domı´nios distintos de aplicac¸a˜o. Este estudo
controlado na˜o foi poss´ıvel realizar durante esse trabalho por restric¸o˜es de tempo e nu´mero
de pessoas para realizac¸a˜o do estudo de caso.
4.5 Resumo
Neste cap´ıtulo foi apresentado o algoritmo para selec¸a˜o de caminhos de teste a partir
de Diagramas de Atividades que representam a especificac¸a˜o do sistema em testes. No
algoritmo proposto, para realizar a selec¸a˜o de caminhos, os Diagramas de Atividades
que representam a especificac¸a˜o do SUT foram transformados em CFGs, que interligados
formaram um IACFG u´nico contendo toda a especificac¸a˜o do SUT. A partir desse IACFG
foram selecionados caminhos completos de teste que representam cena´rios do SUT. Ale´m
disso, foi realizado um estudo comparativo entre o algoritmo proposto neste cap´ıtulo para
selec¸a˜o de caminhos de teste com outras estrate´gias para selec¸a˜o de caminhos existentes,
a busca em profundidade e a mı´nimos.
Cap´ıtulo 5
Estudo de Caso utilizando o Me´todo
Proposto
Este Cap´ıtulo apresenta um estudo de caso para avaliac¸a˜o teo´rica do me´todo de gerac¸a˜o de
cena´rios de teste apresentado no Cap´ıtulo 4. O estudo de caso em questa˜o foi desenvolvido
em duas etapas principais. Na primeira etapa, foram gerados cena´rios de teste utilizando
me´todo proposto (Cap´ıtulo 4). Em seguida, os cena´rios de teste foram utilizados para
realizac¸a˜o dos testes no SUT, os cena´rios de teste utilizados aqui foram os gerados no
Cap´ıtulo 4. Nesta etapa o objetivo era observar ind´ıcios sobre a viabilidade de aplicac¸a˜o
do me´todo em sistemas reais. Na segunda etapa, os testadores envolvidos durante a
modelagem e realizac¸a˜o dos testes foram submetidos a uma pesquisa de opinia˜o para
avaliarem a utilizac¸a˜o do me´todo de gerac¸a˜o de cena´rios de teste no projeto piloto.
Durante a realizac¸a˜o do estudo de caso, a criac¸a˜o dos modelos para realizac¸a˜o dos
testes foi feita por uma equipe de testadores a partir da especificac¸a˜o de um sistema real,
especificado e desenvolvido no aˆmbito do projeto Harpia. O projeto Harpia e o sistema
testado sera˜o apresentados em maiores detalhes na Sec¸a˜o 5.2. As atividades de preparac¸a˜o
e realizac¸a˜o dos testes funcionais foram efetuadas seguindo o processo apresentado no
Cap´ıtulo 2. E´ importante ressaltar que o estudo de caso foi aplicado a um sistema (SUT)
desenvolvido e testados por equipes independentes, no qual as treˆs etapas de avaliac¸a˜o
foram aplicadas.
Tanto a selec¸a˜o de caminhos de teste quanto a gerac¸a˜o dos cena´rios a partir dos
caminhos selecionados foram realizadas com apoio de um proto´tipo que possibilitou a
automac¸a˜o das atividades de criac¸a˜o do IACFG, selec¸a˜o de caminhos de teste e gerac¸a˜o
dos cena´rios de teste, apresentadas no Cap´ıtulo 4 e que foi apresentado previamente por
Perez e Martins [PM07].
O restante deste Cap´ıtulo e´ organizado da seguinte forma, a Sec¸a˜o 5.1 descreve o
proto´tipo desenvolvido para apoiar a gerac¸a˜o automa´tica de cena´rios de teste; a Sec¸a˜o 5.2
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apresenta o projeto Harpia e o sistema testado neste estudo de caso; a Sec¸a˜o 5.3 apresenta
os resultados dos testes realizados em um sistema real utilizando os cena´rios gerados uti-
lizando a estrate´gia de selec¸a˜o de caminhos proposta e; por u´ltimo, a Sec¸a˜o 5.4 apresenta
a avaliac¸a˜o do me´todo de testes realizada pela equipe de teste envolvida, nesta avaliac¸a˜o
os testadores foram submetidos a um questiona´rio.
5.1 O Proto´tipo para Gerac¸a˜o dos Cena´rios
Para prova de conceito do me´todo de gerac¸a˜o de cena´rios de teste apresentado no Cap´ıtulo 4
foi implementando um proto´tipo que, futuramente, ira´ incorporar um ambiente integrado
para gerac¸a˜o de cena´rios, casos de teste e tambe´m selec¸a˜o de testes para regressa˜o que
encontra-se em fase de especificac¸a˜o e desenvolvimento. Este ambiente integrado e´ cha-
mado de Antares (A workbeNch for Testing And REgression test Selection).
Figura 5.1: Proto´tipo para Apoiar a Gerac¸a˜o dos Cena´rios de Teste.
A Figura 5.1 representa graficamente os mo´dulos, os documentos de entrada para
utilizac¸a˜o do proto´tipo, bem como os documentos gerados como sa´ıda pelo proto´tipo. O
proto´tipo recebe como entrada os Diagramas de Atividades no formato XMI [Gro03c],
que e´ gerado por uma ferramenta de modelagem de diagramas UML. Os Diagramas de
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Atividades sa˜o criados pela equipe de teste a partir da especificac¸a˜o do SUT, como e´
mostrado na Figura 5.1.
Os componentes internos do proto´tipo apresentados na Figura 5.1, automatizam as
etapas do me´todo da gerac¸a˜o de cena´rios de teste apresentados no Cap´ıtulo 4. Dessa
forma, a sa´ıda da ferramenta e´ o conjunto de cena´rios de teste e uma matriz de rastrea-
bilidade entre modelos e cena´rios de teste.
Para gerar os cena´rios primeiramente devem ser selecionados quais DAs sera˜o cobertos
pelos cena´rios de teste gerados. Para fazer isso o usua´rio deve executar o proto´tipo, onde
na primeira tela ele deve seleciona o arquivo XMI que sera´ utilizado para gerar os testes
e deve selecionar a opc¸a˜o “Escolher DAs”, como mostrado a Figura 5.3. Posteriormente,
o proto´tipo apresenta a tela mostrada na Figura 5.3, onde o usua´rio deve selecionar quais
os DAs devem ser cobertos (utilizando os checkboxes) e qual e´ o DA que representa o
DAFC da especificac¸a˜o (radiobutton). Ale´m disso, a tela apresenta ainda um campo para
o usua´rio escolher o nome de um arquivo que devera´ ser gravado com as informac¸o˜es
selecionadas nas telas. Este arquivo gravado e´ o arquivo de entrada necessa´rio para
executar o proto´tipo de gerac¸a˜o de cena´rios de teste implementado, como apresenta a
Figura 5.4.
Figura 5.2: Tela para selecionar o arquivo XMI.
O proto´tipo implementado e´ compat´ıvel com a versa˜o 1.2 de XMI e a ferramenta para
criac¸a˜o dos modelos utilizada durante o estudo de caso foi a Poseidon for UML [AG06],
pois ela da´ suporte a criac¸a˜o de Diagramas de Atividades UML 2.0 [Gro04] e exporta
arquivos no formato XMI.
Um exemplo de cena´rio de teste gerado pelo proto´tipo e´ apresentado na Tabela 5.1.
Este cena´rio de teste tem uma formatac¸a˜o baseada na formac¸a˜o proposta por Filho
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Figura 5.3: Tela para selecionar os DAs que os cena´rios de teste devem cobrir.
[dPPF01, Cap´ıtulo 13] e representa um caminho completo para o SUT utilizado como
exemplo nos Cap´ıtulos 3 e 4. Na Tabela 5.1 o Identificador e objetivo do caso de teste
deve ser atribu´ıdo pelo projetista de testes. As pre´-condic¸a˜o e po´s-condic¸a˜o do cena´rio de
teste podem ser obtidas diretamente atrave´s das pre´-condic¸o˜es e po´s-condic¸o˜es contidas
na descric¸a˜o dos casos de uso do sistema. Ale´m disso, requisitos especiais do sistema
podem ser obtidos a partir dos casos de uso e documento de requisitos na˜o funcionais do
sistema.
Figura 5.4: Gerar cena´rios de teste.
A partir dos estereo´tipos das Ac¸o˜es presentes nos modelos criados para os testes fo-
ram definidos treˆs tipos de prefixos a serem inseridos nos passos dos cena´rios de teste:
O sistema deve, O usua´rio deve e O sistema deve exibir mensagem. Esses prefixos sa˜o
utilizados nos passos que representam ac¸o˜es dos DACIs que possuem os estereo´tipos sis-
tema, usua´rio e excec¸a˜o respectivamente, e indicam quando o evento deve ser realizado
pelo sistema ou usua´rio.
Durante a realizac¸a˜o do estudo de caso deste Cap´ıtulo foram coletados resultados
relacionados ao desempenho do proto´tipo na criac¸a˜o do IACFG, selec¸a˜o de caminhos e
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gerac¸a˜o de cena´rios de teste. Todo o trabalho foi realizado utilizando uma estac¸a˜o de
trabalho do projeto Harpia, com a seguinte configurac¸a˜o: processador Pentium IV r 2.8
ghz, com 2 gb de memo´ria ram e com sistema operacional Windows XP r.
















































5.2 O Sistema Testado
Para realizac¸a˜o do estudo de caso foi utilizado um sistema de controle aduaneiro que foi
desenvolvido no aˆmbito do projeto Harpia. O projeto Harpia e´ uma parceria firmada
entre a Receita Federal do Brasil, a Universidade Estadual de Campinas - UNICAMP e
o Instituto Tecnolo´gico de Aerona´utica - ITA. Neste projeto sa˜o desenvolvidas soluc¸o˜es
para combate a sonegac¸a˜o fiscal no pa´ıs.
O estudo de caso foi realizado em um sistema de controle de importac¸o˜es que foi
desenvolvido no decorrer de 2007 utilizando a linguagem de programac¸a˜o Java [Mic06].
Sua especificac¸a˜o e´ composta por cinqu¨enta e dois (52) casos de uso e sua implementac¸a˜o
totalizou aproximadamente quarenta e quatro (44) mil linhas de co´digo (klocs). A arqui-
tetura do sistema e´ cliente servidor, sendo a interface com usua´rio final e´ Web, em que as
funcionalidades sa˜o apresentadas e permitidas somente aos perfis de usua´rio apropriados.
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O detalhamento dos casos de uso, bem como das funcionalidades presentes neste sis-
tema na˜o sera˜o apresentados neste cap´ıtulo por se tratarem de informac¸o˜es confidenciais
da Receita Federal do Brasil. Desta forma, este Cap´ıtulo ira´ apresentar somente as in-
formac¸o˜es relacionadas aos cena´rios de teste gerados para este sistema, os resultados dos
testes aplicados utilizando os cena´rios criados e o relato de experieˆncia dos testadores
envolvidos no projeto atrave´s de um questiona´rio.
Para realizar o estudo de caso foi necessa´rio projetar os modelos de teste atrave´s
da criac¸a˜o dos Diagramas de Atividades (DACIs) para cada caso de uso do sistema e
um diagrama de fluxo entre os casos de uso (DAFC), conforme definido no Cap´ıtulo 3.
Ambos, tanto os DACIs quanto o DAFC foram projetados pela equipe de testes do projeto
Harpia. A selec¸a˜o de caminhos e gerac¸a˜o de cena´rios de teste a partir desses modelos foi
realizada utilizando o proto´tipo da ferramenta Antares, que foi apresentado na Sec¸a˜o 5.1.
5.3 Testes Funcionais do SUT Utilizando os Cena´rios
Gerados
Os cena´rios de teste gerados pela estrate´gia DFS-CONTEXTO foram utilizados durante
a realizac¸a˜o dos testes do SUT. A utilizac¸a˜o desses cena´rios de teste possibilitou avaliar
se a aplicac¸a˜o do me´todo de teste proposto foi via´vel para o estudo de caso, apresentando
ind´ıcios de que este me´todo pode ser utilizado para a realizac¸a˜o de teste em outros sistemas
reais.
Os testes foram realizados no SUT por uma equipe de testadores do projeto Harpia, que
e´ composta por oito pessoas, sendo que treˆs membros da equipe sa˜o alunos de mestrado,
quatro sa˜o alunos de graduac¸a˜o e uma pessoa ja´ concluiu o mestrado na a´rea de testes de
software, sendo que a a´rea de pesquisa dos alunos de mestrado tambe´m a a´rea de testes
de software.
Antes da realizac¸a˜o da bateria de testes, o co´digo-fonte do SUT foi instrumentado
para possibilitar a ana´lise de cobertura dos teste. A ferramenta utilizada para realizar a
instrumentac¸a˜o e ana´lise de cobertura foi a ferramenta Clover [Sys07].
Os cena´rios de teste foram utilizados na criac¸a˜o dos casos de teste, que em seguida
foram executados de forma manual no SUT. Para possibilitar a reaplicac¸a˜o dos tes-
tes de forma automa´tica em baterias de teste futuras, foi utilizada tambe´m uma ferra-
menta para capturar e gravar a execuc¸a˜o dos testes (capture-playback). A ferramenta de
capture-playback utilizada foi a ferramenta Selenium [Ope06], que possibilita a gravac¸a˜o
e reproduc¸a˜o de ac¸o˜es de usua´rios em navegadores de Internet. Os testes eram gravados
em scripts da Selenium durante a sua primeira execuc¸a˜o para possibilitar a re-execuc¸a˜o
automa´tica deles em baterias de teste posteriores.
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E´ importante ressaltar que so´ eram gravados scripts de teste para Selenium para os
casos de teste quando as interfaces do SUT ja´ estavam esta´veis, pois na presenc¸a de
alterac¸o˜es nas interfaces os scripts torna-se obsoletos. Desta forma, os testes que na˜o
possuem script foram persistidos em um formato estruturado de caso de teste baseado no
padra˜o de caso de teste proposto por Filho [dPPF01], possibilitando a sua re-execuc¸a˜o,
mas de forma manual. Este formato de caso de teste e´ utilizado para persistir os dados
de teste, ac¸o˜es dos atores e sa´ıdas esperadas na ordem que da realizac¸a˜o das ac¸o˜es no
sistema. Ale´m disso, os dados de teste e as sa´ıdas esperadas foram especificados pelos
pro´prios testadores.
Em relac¸a˜o gerac¸a˜o manual de dados para os testes, foram utilizadas as te´cnicas de
ana´lise de valores limites e partic¸a˜o de equivaleˆncia tanto para os cena´rios de teste normais
quanto para os cena´rios de teste com excec¸o˜es. Nos cena´rios com excec¸a˜o tambe´m foi
necessa´rio cadastrar valores inva´lidos em sistemas externos que interagiam com SUT e
tambe´m sa˜o parte do escopo do projeto Harpia. Outras abordagens que foram necessa´rias
para simular os cena´rios com excec¸o˜es foram simular as falhas no banco de dados e as
falhas de comunicac¸a˜o. No caso do banco de dados, as falhas eram simuladas com a
queda (desligamento) do banco ou ate´ remoc¸a˜o dos dados existentes no banco. E no
caso das falhas de comunicac¸a˜o, ale´m das falhas de rede, foram simuladas falhas com
envios e recebimentos na Web (em ingleˆs, request e response) inva´lidos ou falhas com
dados inva´lidos nos envios e recebimentos Web. Para interceptar e alterar os envios
e recebimentos foi necessa´ria a utilizac¸a˜o de plugins no navegador de internet [Ped07,
Hew07, Jud07].
Uma priorizac¸a˜o em quais cena´rios seria concentrado o maior esforc¸o de testes foi
feita antes da execuc¸a˜o, dentre os 161 cena´rios de teste gerados (Tabela 4.5). Desta
forma, foram identificados, pelos lideres das equipes envolvidas (testes e desenvolvimento),
cinqu¨enta e quatro cena´rios com alta prioridade, setenta e um cena´rios com prioridade
me´dia e trinta e seis cena´rios com prioridade baixa.
A Tabela 5.2 apresenta o resumo dos resultados obtidos apo´s a realizac¸a˜o da bateria
de testes no SUT em questa˜o. Como mostrado na tabela, nem todos os cena´rios de teste
projetados foram executados. Isto se deve a que treze cena´rios tornaram-se obsoletos
devido a alterac¸o˜es na especificac¸a˜o do SUT que na˜o foram atualizadas na documentac¸a˜o
de casos de uso. Ale´m disso, outros dez cena´rios de teste foram impedidos de serem
executados por terem sido identificados outros defeitos que impediram as suas execuc¸o˜es.
Para cada um dos cento e trinta e oito (138) cena´rios de teste executados, foram
criados casos de teste com objetivo de executar o SUT percorrendo as funcionalidades
descritas por seus passos (corpo do cena´rio de teste, conforme descrito no Cap´ıtulo 4) e
verificando se as situac¸o˜es observadas no sistema ocorriam conforme as situac¸o˜es esperadas
representadas na especificac¸a˜o dos cena´rios de teste.
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Tabela 5.2: Resumo dos resultados dos testes.
Total de cena´rios de teste 161
Total de cena´rios executados 138
Total de casos de teste 325
Casos de Teste que passaram 156
Casos de Teste que na˜o passaram 169
Quantidade de defeitos revelados 5,6 por klocs
Defeitos com severidade Cr´ıtica 9%
Defeitos com severidade Alta 25%
Defeitos com severidade Me´dia 30%
Defeitos com severidade Baixa 36%
Cobertura de instruc¸o˜es no SUT 79%
Cobertura de condic¸o˜es no SUT 68%
Total de tempo para executar os testes 290 horas
Foram criados trezentos e vinte e cinco (325) casos de teste associados aos cena´rios
de teste, sendo que cento e cinqu¨enta e seis casos de teste passaram, ou seja, tiveram
sua execuc¸a˜o realizada sem revelar a presenc¸a de falhas no SUT. Os cento e sessenta e
nove (169) casos de teste que revelaram a presenc¸a de defeitos no SUT eram associados a
noventa e cinto (95) cena´rios de teste dos cento e trinta e oito cena´rios executados.
O nu´mero de casos de teste criados para cada cena´rio de teste variou conforme a
prioridade em que foi classificado. Ale´m disso, a possibilidade de utilizac¸a˜o de dados de
teste com valores nos limites ou valores em bordas no domı´nio de entrada tambe´m influiu
na quantidade de casos de teste criados.
A classificac¸a˜o por severidade dos defeitos foi realizada pela equipe de teste de seguinte
forma:
• Severidade cr´ıtica, na presenc¸a de defeito que impedem o te´rmino da execuc¸a˜o do
cena´rio de teste;
• severidade alta, quando o cena´rio termina a execuc¸a˜o, mas os resultados obtidos
eram diferentes do especificado;
• severidade me´dia, nas situac¸o˜es em que o cena´rio de teste executava apresentando
resultados diferentes do esperado, mas os resultados inva´lidos na˜o eram persistidos;
• e finalmente, Severidade baixa, quando o cena´rio executava normalmente com re-
sultados corretos, mas havia problemas na apresentac¸a˜o dos resultados (problemas
de interface).
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Apo´s o te´rmino dos testes foi verificada a cobertura de co´digo obtida. Conforme apre-
sentado na Tabela 5.2, foram cobertas 79% das instruc¸o˜es do programa e 69% de suas
condic¸o˜es. Ale´m disso, os defeitos foram repassados para o l´ıder da equipe de desenvolvi-
mento e, apo´s desconsiderar os defeitos duplicados e inva´lidos, a equipe de testes observou
que foram identificados 5,74 defeitos por klocs do SUT.
Por u´ltimo, a Tabela 5.2 apresenta a quantidade total de horas utilizadas pela equipe
de testes na criac¸a˜o, execuc¸a˜o e revisa˜o dos casos de teste. O tempo total foi de duzentas
e noventa (290) horas distribu´ıdas em treˆs semanas, ou quinze dias u´teis.
Deve-se destacar que na˜o existem evideˆncias que indicam que a qualidade do conjunto
de casos de teste associado aos cena´rios de teste gerados pelo me´todo de teste proposto
contribuiu com melhorias em relac¸a˜o a abordagem de testes manual de criac¸a˜o de cena´rios
e casos de teste. Entretanto, pode se observar que foi poss´ıvel aplicar o me´todo para
gerac¸a˜o de cena´rios de teste em um SUT real.
Ale´m deste SUT, foram criados os modelos para gerar e executar os cena´rios de teste
em outros sistemas do projeto Harpia que esta˜o em fase de desenvolvimento. Tambe´m
foram projetados e gerados os cena´rios de teste para o sistema de cadastro de deficientes,
que foi utilizado como exemplo nos Cap´ıtulos 3 e 4. Tanto a especificac¸a˜o dos testes
(modelos e cena´rios gerados) quanto os resultados dos testes para o sistema de cadastro
de deficientes foram apresentados no trabalho de conclusa˜o de curso de Patuci [Pat07].
5.4 Avaliac¸a˜o do Me´todo pela Equipe de Testes
Para avaliar se a utilizac¸a˜o dos cena´rios de teste facilitou a realizac¸a˜o dos testes no SUT,
apo´s o te´rmino da bateria de testes, os testadores envolvidos foram submetidos a um
questiona´rio. O questiona´rio que foi utilizado e´ apresentado no Apeˆndice A e foi elabo-
rado seguindo as recomendac¸o˜es para elaborac¸a˜o de pesquisa de opinia˜o propostas por B.
Kitchenham e S. L. Pfleeger [PK01, KP02c, KP02a, KP02d, KP03].
A organizac¸a˜o teve seu formato de apresentac¸a˜o semelhante ao utilizado por P. Rune-
son [Run06]. Desta forma, o questiona´rio foi organizado em quatro principais assuntos:
experieˆncia do testador, criac¸a˜o dos modelos para realizac¸a˜o dos testes, avaliac¸a˜o dos
cena´rios de teste e sugesto˜es para melhoria do me´todo de teste proposto. Cada assunto
conte´m perguntas relacionadas a ele e, ale´m disso, para cada pergunta sa˜o apresentadas
questo˜es (afirmac¸o˜es) relacionadas a essa pergunta. Estas questo˜es foram respondidas de
forma objetiva pelos testadores utilizando as opc¸o˜es proposta para cada grupo de questo˜es,
conforme e´ apresentado no Apeˆndice A.
A coleta e avaliac¸a˜o dos resultados da aplicac¸a˜o do questiona´rio tiveram por objetivo
principal observar ind´ıcios de melhorias e problemas no me´todo de teste proposto. Esta
avaliac¸a˜o foi realizada pela equipe de testes envolvida no estudo de caso, que foi o projeto
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piloto para aplicac¸a˜o deste questiona´rio.
O Apeˆndice B apresenta os gra´ficos com os totais e percentuais das respostas obtidas
para cada uma das questo˜es do questiona´rio. E´ importante ressaltar que, para observar
resultados com evideˆncias estat´ısticas, seria necessa´ria a aplicac¸a˜o deste questiona´rio em
um conjunto maior de pessoas, uma populac¸a˜o alvo bem definida e a escolha de um
sub-conjunto representativo desta populac¸a˜o para responder ao questiona´rio [KP02b].
A primeira parte do questiona´rio teve como objetivo coletar a experieˆncia dos testa-
dores envolvidos. Neste aspecto foi observado que apenas dois dos sete testadores haviam
tido experieˆncia em testes de projetos com caracter´ısticas diferentes, dois deles ja´ ha-
viam realizado testes em sistemas similares, e quatro dos sete disseram ter conhecimentos
teo´ricos de testes. Em relac¸a˜o a` execuc¸a˜o de testes, todos afirmaram ja´ terem executado
testes manualmente. Ale´m disso, aproximadamente metade das pessoas envolvidas afir-
mou que ja´ automatizaram a execuc¸a˜o de testes utilizando ferramentas, frameworks de
teste ou ferramentas de capture/ playback.
Na criac¸a˜o dos casos de teste, os testadores envolvidos consideraram que os cena´rios de
teste gerados pelo me´todo proposto facilitaram a criac¸a˜o de casos de teste e consideraram
tambe´m que os cena´rios facilitaram o entendimento do sistema.
Na segunda parte da pesquisa de opinia˜o os testadores responderam questo˜es relacio-
nadas a criac¸a˜o dos modelos necessa´rios para o projeto dos cena´rios de teste.
Neste aspecto, os testadores consideraram que a modelagem proposta (Cap´ıtulo 3)
apresentou as informac¸o˜es necessa´rias para o projeto dos casos de teste. Ale´m disso,
na maior parte das vezes, na˜o foi necessa´rio recorrer a outros modelos da especificac¸a˜o
para criar os casos de teste do SUT, pois os cena´rios de teste gerados ja´ apresentavam
informac¸o˜es da especificac¸a˜o suficientes para a obtenc¸a˜o dos cena´rios de teste.
Ainda segundo os testadores, foi poss´ıvel realizar a atualizac¸a˜o dos modelos quando a
especificac¸a˜o dos casos de uso era atualizada, mantendo assim a consisteˆncia da especi-
ficac¸a˜o dos cena´rios de teste. Quando aplica´vel, foram feitas atualizac¸o˜es dos modelos a
partir de suas verso˜es anteriores. Ou seja, na˜o houve dificuldades para realizar a evoluc¸a˜o
nas verso˜es dos modelos para acompanhar as atualizac¸o˜es da especificac¸a˜o do SUT.
Os cena´rios de teste gerados, de forma geral, facilitaram a realizac¸a˜o dos testes. Isto
se deve ao fato dos testadores, na maior parte das vezes, na˜o necessitarem de outros
documentos da especificac¸a˜o para realizac¸a˜o dos testes e, quando foi necessa´rio utilizar
outros modelos, os mais utilizados foram os modelos criados pela pro´pria equipe de teste,
os Diagramas de Atividades.
O n´ıvel de detalhamento dos cena´rios de teste tambe´m foi satisfato´rio, do ponto de
vista dos testadores, sendo que, na maior parte das situac¸o˜es, os cena´rios apresentaram
informac¸o˜es relevantes para a criac¸a˜o dos casos de teste e para obtenc¸a˜o dos dados de
testes. Ale´m disso, as informac¸o˜es relacionadas a`s situac¸o˜es esperadas (ou ac¸o˜es do SUT)
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que foram representadas nos cena´rios de teste foram u´teis para revelar a presenc¸a de defei-
tos no sistema. Entretanto, em algumas situac¸o˜es os testadores ainda precisaram recorrer
a outros documentos da especificac¸a˜o para verificar se a situac¸a˜o observada durante a
execuc¸a˜o do SUT foi diferente da situac¸a˜o esperada (especificada).
A existeˆncia de inconsisteˆncias nos cena´rios gerados, conforme apresentado na Sec¸a˜o 4.4,
dificultou a criac¸a˜o dos casos de teste e, em algumas situac¸o˜es, revelaram ate´ defeitos
inva´lidos. Ao se deparar com cena´rios incoerentes, os testadores realizaram adaptac¸o˜es
nos cena´rios de teste para que fosse poss´ıvel a criac¸a˜o dos casos de teste.
Em relac¸a˜o as situac¸o˜es que mais impactaram na criac¸a˜o dos casos de teste a partir dos
cena´rios gerados, os testadores concordaram que a criac¸a˜o dos casos de teste e´ dificultada
na presenc¸a de inconsisteˆncias ou de poucos detalhes nos cena´rios de teste. Desta forma,
para melhorar a abordagem proposta e´ interessante identificar os tipos de passos apresen-
tados nos cena´rios de teste que podem ser apresentados com uma menor ou maior eˆnfase
ou ate´ omitidos, para facilitar a criac¸a˜o dos casos de teste. Os testadores consideraram
ainda que a criac¸a˜o de templates de casos de teste para cada cena´rio facilitaria a criac¸a˜o
dos casos de teste. Tambe´m segundo os testadores, a utilizac¸a˜o de uma abordagem para
regressa˜o de testes facilitaria a realizac¸a˜o dos testes.
A partir desta avaliac¸a˜o preliminar realizada apo´s a realizac¸a˜o do estudo de caso no
projeto piloto, e´ poss´ıvel observar neste estudo de caso que foi poss´ıvel criar os casos de
teste a partir dos cena´rios de teste gerado, sendo que poucos cena´rios apresentaram in-
consisteˆncias que os tornaram inva´lidos. Ale´m disso, o n´ıvel de detalhamento dos cena´rios
de teste foi satisfato´rio, facilitando a criac¸a˜o e avaliac¸a˜o dos resultados da execuc¸a˜o dos
casos de teste a partir dos cena´rios.
5.5 Resumo
Neste cap´ıtulo foi apresentado o estudo de caso em que foram realizados testes utilizando
os cena´rios de teste gerados pelo me´todo proposto. O sistema testado foi especificado e
desenvolvido pela equipe do projeto Harpia, parceria entre a Receita Federal do Brasil,
UNICAMP e ITA. Os cena´rios de teste foram gerados com a ferramenta desenvolvida
neste mestrado, a Antares, que tem como objetivo gerar cena´rios de teste a partir de
modelos da especificac¸a˜o do SUT. Os testes foram realizados com sucesso e os testadores
envolvidos foram submetidos a` um questiona´rio para avaliac¸a˜o do me´todo proposto.
Cap´ıtulo 6
Trabalhos Relacionados
As abordagens de testes baseados em modelos (MBT) teˆm sido bastante aceitas e tambe´m
utilizadas atualmente. Em MBT, os modelos criados durante o processo de desenvolvi-
mento sa˜o utilizados para derivac¸a˜o automa´tica dos casos de teste. Desta forma, uma
questa˜o decorrente em MBT e´: como criar modelos que possuem informac¸o˜es necessa´rias
para gerac¸a˜o de testes de forma eficiente [Ber07]?
Va´rias pesquisas teˆm sido realizadas buscando responder essa questa˜o relacionada a`
modelagem para testes. Esse conceito tambe´m e´ conhecido como “Design for Testability”
[Bin94]. Os modelos sa˜o utilizados nas mais diversas fases de teste (unidade, integrac¸a˜o,
sistemas e etc.) e, dependendo da necessidade em cada fase ou projeto em particular, eles
podem ser obtidos a partir da especificac¸a˜o ou do co´digo-fonte do SUT. Particularmente,
os principais trabalhos relacionados a esta dissertac¸a˜o sa˜o os que utilizam modelos para
apoiar a automac¸a˜o de testes funcionais de sistema ou componentes de software.
Este Cap´ıtulo detalha trabalhos relacionados a gerac¸a˜o de testes a partir de mode-
los. Os aspectos mais relevantes observados nos trabalhos sa˜o os modelos para apoiar as
atividades de teste e a gerac¸a˜o automa´tica (casos ou cena´rios) de teste a partir desses mo-
delos. A criac¸a˜o dos modelos para realizac¸a˜o dos testes foi apresentada nessa dissertac¸a˜o
nos Cap´ıtulos 3 e 4, que apresentaram respectivamente os Diagramas de Atividades uti-
lizados para a criac¸a˜o dos testes e os Grafos de Fluxo de Controle criados a partir dos
Diagramas de Atividades. Desta forma, foi dada maior eˆnfase em trabalhos relacionados
que utilizam Diagramas de Atividades UML e Grafos de Fluxo de Controle criados a par-
tir da especificac¸a˜o do SUT. A gerac¸a˜o automa´tica de cena´rios de teste e´ relacionada a`
selec¸a˜o de caminhos de teste e gerac¸a˜o de teste, que tambe´m foi proposta no Cap´ıtulo 4.
O restante do texto deste cap´ıtulo esta´ organizado da seguinte maneira: a Sec¸a˜o 6.1
apresenta os trabalhos relacionados que propo˜e a gerac¸a˜o de testes a partir de Diagramas
de Atividades; a Sec¸a˜o 6.2 apresenta os trabalhos relacionados que propo˜em a gerac¸a˜o
automa´tica de testes a partir Grafos de Fluxo de Controle criados a partir da especificac¸a˜o
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de sistemas ou componentes; a Sec¸a˜o 6.3 apresenta trabalhos relacionados que utilizam
outros tipos de modelos na gerac¸a˜o dos casos de teste e; a Sec¸a˜o 6.4 apresenta um resumo
das caracter´ısticas de cada abordagem apresentada.
6.1 Diagramas de Atividade
Alguns trabalhos teˆm sido desenvolvidos para criac¸a˜o de testes a partir de Diagramas de
Atividades DAs UML. Neste aˆmbito, nesta sec¸a˜o foram selecionados seis (6) trabalhos
relevantes que sera˜o detalhados abaixo.
Para a gerac¸a˜o de testes a partir de modelos, L. Briand e Y. Labiche propuseram uma
metodologia de teste, chamada TOTEM [BL02]. Esta metodologia propo˜e a especificac¸a˜o
de testes a partir de modelos de Casos de Uso, onde os DAs sa˜o utilizados para descrever
as dependeˆncias sequ¨enciais entre os casos de uso do SUT. Desta forma, Briand e Labiche
criaram um DA que representa as dependeˆncias entre os casos de usos para cada ator do
SUT. A partir desses DAs sa˜o derivados caminhos que representam sequ¨eˆncias de casos
de uso do sistema, ou seja, cena´rios de uso do sistema.
Cada caso de uso e´ detalhado atrave´s de diagramas de sequ¨eˆncia e/ ou colaborac¸a˜o,
que representam os cena´rios internos dos casos de uso, ja´ associados com os diagramas de
classe do sistema em testes. Os diagramas de sequ¨eˆncia devem ser obtidos das fases de
ana´lise e projeto do SUT, ja´ os diagramas de atividades devem ser criados pela equipe de
teste.
Um problema encontrado na abordagem de Briand e Labiche e´ o grande nu´mero de
combinac¸o˜es de cena´rios de teste gerados. Isso pode tornar a execuc¸a˜o de todos os casos
de teste invia´vel em sistemas complexos. Ale´m disso, outro problema na TOTEM, a
selec¸a˜o de caminhos nos diagramas de sequ¨eˆncia (que representam os cena´rios dos casos
de uso) e´ feita a partir de expresso˜es regulares criadas manualmente para representar esses
diagramas, o que pode tornar o uso dessa metodologia invia´vel para sistemas com muitos
casos de uso. Para gerac¸a˜o de testes a TOTEM depende de informac¸o˜es estruturais do
SUT, dificultando a manutenc¸a˜o dos casos de teste dos SUTs que sofrem muitas mudanc¸as
estruturais durante o desenvolvimento.
Conforme apresentando no Cap´ıtulo 3, o uso de DAs para representac¸a˜o das de-
pendeˆncias sequ¨enciais entre os casos de uso do SUT foi baseado na TOTEM [BL02].
Entretanto, diferentemente da TOTEM, a descric¸a˜o dos cena´rios internos dos casos de
uso sa˜o feitas tambe´m atrave´s de DAs e na˜o utiliza informac¸o˜es estruturais do SUT.
Linzhang et al propuseram um me´todo para gerar casos de teste a partir de DAs cha-
mado de UMLTGF [LJX+04]. Os DAs utilizados conte´m informac¸o˜es da especificac¸a˜o
comportamental (“caixa-preta”) e informac¸o˜es estruturais da implementac¸a˜o do SUT
(“caixa-branca”). As abordagens de teste nas quais os modelos possuem informac¸o˜es
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da especificac¸a˜o e informac¸o˜es da implementac¸a˜o sa˜o conhecidas como abordagens de
teste “caixa-cinza”. Os testes sa˜o gerados pelo me´todo proposto utilizando um algoritmo
de busca em profundidade visando cobrir todos os caminhos ba´sicos do DA, considerando
a cobertura de uma interac¸a˜o de cada ciclo. Os caminhos selecionados representam os
casos de teste, que podem ser executados de forma automa´tica no SUT. Entretanto, neste
trabalho na˜o foi detalhado como sa˜o obtidos os dados necessa´rios para os casos de teste
gerados.
Para demonstrar a viabilidade do me´todo, Linzhang et al apresentaram a especificac¸a˜o
de um SUT exemplo utilizando os modelos propostos e o formato de um caso de teste
gerado a partir desses modelos. Apesar disso, este trabalho na˜o entra em detalhes sobre
“quais” informac¸o˜es e “como” sa˜o detalhadas as informac¸o˜es presentes no DA utilizado
para realizac¸a˜o dos testes. Ale´m disso, o me´todo na˜o possibilita a gerac¸a˜o de casos de teste
em situac¸o˜es onde existe representac¸a˜o hiera´rquica de DAs, que detalham uma atividade
em sub-atividades (Cap´ıtulo 3).
Um trabalho que propo˜e a gerac¸a˜o de cena´rios de testes a partir de DAs e que suporta
a representac¸a˜o hiera´rquica das atividades foi proposto por Bai et al [BLL04a]. Diferente-
mente do me´todo proposto por Linzhang et al, Bai et al propuseram um me´todo de testes
que e´ “caixa-preta”, onde os DAs utilizados na gerac¸a˜o dos cena´rios de teste possuem
somente informac¸o˜es da especificac¸a˜o do SUT.
Nesta abordagem, Bai et al propuseram a gerac¸a˜o dos cena´rios de teste a partir de um
CFG (chamado de hiper-grafo) que agrega todos os DAs. Como resultado, Bai et al geram
treˆs a´rvores que representam os chamados ‘‘thin-thread” que representam os cena´rios de
teste, as condic¸o˜es de guarda e os tipos de dados dos cena´rios. Para avaliar a viabilidade
do me´todo foram gerados e executados os cena´rios de teste em um sistema ATM.
Um problema na abordagem de Bai et al e´ a necessidade de uma etapa de pre´-
processamento dos modelos realizada manualmente e, somente apo´s ela, e´ poss´ıvel a
criac¸a˜o do CFG para derivac¸a˜o dos cena´rios de teste. Durante o pre´-processamento deve
ser criado de forma manual um DA que agrega todos os DAs da especificac¸a˜o. Esse DA
e´ chamado de diagrama “inflado”, pois conte´m todos os DAs da especificac¸a˜o e os DAs
que representam as sub-atividades sa˜o expandidos.
Um problema no pre´-processamento, e´ a poss´ıvel introduc¸a˜o de falhas no DA “inflado”,
ja´ que esse procedimento e´ realizado manualmente. Ale´m disso, para especificac¸o˜es de sis-
temas complexos (com muitos DAs) esse pre´-processamento torna-se invia´vel, pois pode-
se tomar muito tempo para ser realizado manualmente. A criac¸a˜o do Grafo de Fluxo de
Controle expandido foi feita de forma automa´tica nessa dissertac¸a˜o, esse CFG expandido
equivale ao IACFG e foi apresentado no Cap´ıtulo 4.
Uma situac¸a˜o que tambe´m na˜o foi considerada por Bai et al e´ quando um DA pode
ser utilizado como sub-atividade por va´rias atividades dos DAs especificados, ou seja, o
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mesmo DA e´ reutilizado (chamado) como sub-atividade para representar o mesmo com-
portamento em va´rios pontos da especificac¸a˜o. Nesta situac¸a˜o, as sub-atividades do DA
sera˜o repetidas em va´rios pontos do DA “inflado”. Consequentemente, o tamanho do
DA “inflado” nem sempre e´ linear em relac¸a˜o ao tamanho dos DAs da especificac¸a˜o, e
isso implicaria tambe´m na gerac¸a˜o de um nu´mero muito grande de cena´rios de teste.
Para solucionar esse problema, nessa dissertac¸a˜o o IACFG, apresentado no Cap´ıtulo 4,
mante´m apenas um CFG por DA representado na especificac¸a˜o, baseando-se na proposta
de Harrold et al [HRS98] que foi melhor detalhada no Cap´ıtulo 2. Ale´m disso, o IACFG
proposto nesta dissertac¸a˜o e´ criado automaticamente a partir dos modelos, diferentemente
da abordagem de Bai et al que necessita de uma etapa de pre´-processamento dos modelos
que e´ manual.
Chandler et al [CLL05] propuseram uma abordagem para gerac¸a˜o de cena´rios de teste
a partir de DAs que representam os cena´rios dos casos de uso do SUT, sendo que esta
abordagem foi chamada de AD2US. O me´todo AD2US seleciona caminhos nos DAs uti-
lizando um algoritmo de busca em profundidade e cada caminho selecionado representa
um cena´rio de uso do SUT.
Uma vantagem mencionada por Chandler et al, em relac¸a˜o ao me´todo proposto por
Bai et al, e´ que este me´todo na˜o necessita da etapa de pre´-processamento dos modelos
antes da gerac¸a˜o dos cena´rios de uso. Entretanto, assim como Linzhang et al, o me´todo
AD2US tambe´m na˜o considera as representac¸o˜es hiera´rquicas dos DAs durante a gerac¸a˜o
dos cena´rios de uso, o que limita a gerac¸a˜o de cena´rios de uso para detalhar informac¸o˜es
sobre incluso˜es e extenso˜es de casos de uso. Em relac¸a˜o a` abordagem de modelagem
proposta nesta dissertac¸a˜o (Cap´ıtulo 3), o me´todo AD2US na˜o distingue as ac¸o˜es dos
casos de uso que sa˜o realizadas pelos atores das ac¸o˜es esperadas do SUT.
Mingsong et al propuseram uma ferramenta, chamada de AGTCG, para gerac¸a˜o au-
toma´tica de casos de teste para programas em Java [MXX06]. Os crite´rios de cobertura
adotados nesta ferramenta foram: cobertura de todas as transic¸o˜es do modelo e cober-
tura de todos os caminhos ba´sicos. Ale´m disso, a ferramenta proposta por Mingsong et al
possui uma interface para criac¸a˜o dos diagramas de atividades, onde cada diagrama repre-
senta uma classe em Java e as partic¸o˜es nesses diagramas representam os seus me´todos. A
partir desse diagrama de atividades a AGTCG instrumenta o programa fonte e atrave´s da
instrumentac¸a˜o no programa e´ realizada de forma automa´tica a verificac¸a˜o do resultado
da execuc¸a˜o do caso de teste.
Apesar de esse trabalho tratar da especificac¸a˜o das classes, os DAs criados consideram
informac¸o˜es internas das classes, ou seja, relacionadas ao co´digo fonte das classes em
testes, o que pode dificultar a manutenc¸a˜o dos DAs. Ale´m disso, um problema nesta
abordagem de gerac¸a˜o de teste e´ que ela so´ suporta entradas que sejam nu´meros inteiros
e tambe´m na˜o apresenta como sa˜o tratadas as interac¸o˜es necessa´rias com outras classes,
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que sa˜o poss´ıveis stubs.
Outro trabalho que utiliza DAs para apoiar a gerac¸a˜o de casos de teste foi proposto
por Hartmann et al, [HVFR04]. Neste trabalho, os autores propuseram a utilizac¸a˜o dos
DAs para descric¸a˜o detalhada dos casos de uso do sistema. Assim, cada caso de uso deve
ser representado por um diagrama de atividades e a partir dos caminhos nestes diagramas
sa˜o criados os casos de teste.
Uma extensa˜o a este trabalho, que foi realizada pelo mesmo grupo de pesquisa, propo˜e
a identificac¸a˜o das dependeˆncias sequ¨enciais entre os casos de uso, baseada na metodologia
TOTEM proposta por L. Briand e Y. Labiche. Vieira et al [VLH+06] propuseram a
utilizac¸a˜o dos diagramas de atividade para representar os passos dos usua´rios e as varia´veis
necessa´rias nas interac¸o˜es dos usua´rios em sistemas com interac¸o˜es com interface gra´fica.
As varia´veis sa˜o definidas atrave´s de anotac¸o˜es no DA e sa˜o usadas nas condic¸o˜es das
transic¸o˜es do modelos e, desta forma, tanto para o fluxo de dados quanto para o fluxo de
controle.
Nesta abordagem e´ necessa´ria a criac¸a˜o de modelos que contenham as condic¸o˜es de
guarda de forma concisa para evitar que seja gerado um nu´mero grande de combinac¸o˜es
de caminhos. Um problema nessa abordagem e´ que a definic¸a˜o das anotac¸o˜es e condic¸o˜es
de guarda nos modelos e´ o ponto que toma maior tempo durante os testes [VLH+06],
sugerindo que a criac¸a˜o dos modelos com as anotac¸o˜es e realizac¸a˜o dos testes pode levar
tanto tempo quanto a realizac¸a˜o dos testes manualmente. Apesar disso, na discussa˜o dos
resultados, Vieira et al observaram que o esforc¸o para manutenc¸a˜o do conjunto de testes
criado a partir dos modelos foi reduzido, o que acaba compensando a utilizac¸a˜o desta
abordagem de testes.
Diferentemente do trabalho por Vieira et al, a modelagem proposta no Cap´ıtulo 3
na˜o utiliza anotac¸o˜es e, como apresentado no Cap´ıtulo 5, a criac¸a˜o dos modelos na˜o foi
a atividade que mais consumiu tempo durante a realizac¸a˜o do estudo de caso. Ale´m da
representac¸a˜o dos passos do usua´rio, a especificac¸a˜o proposta nesta dissertac¸a˜o representa
as ac¸o˜es esperadas do SUT e dos cena´rios de excec¸a˜o no SUT, conforme foi mostrado no
Capitulo 3. Como os cena´rios de teste sa˜o descritos em alto n´ıvel, essas ac¸o˜es esperadas
acabam facilitando a verificac¸a˜o se o sistema se comportou como esperado. Ale´m disso,
a abordagem proposta nesta dissertac¸a˜o propo˜e a criac¸a˜o (de forma automa´tica) de um
u´nico modelo em um passo intermedia´rio da abordagem de testes. Esse modelo e´ o IACFG
apresentado no Cap´ıtulo 4.
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6.2 Grafos de Fluxo de Controle em Testes “Caixa
Preta”
Em testes “caixa preta”, alguns trabalhos propo˜em a criac¸a˜o de Grafos de Fluxo de Con-
trole Comportamental (ou CFG Comportamental) a partir da especificac¸a˜o do sistema.
Dentre estes, foram identificados dois trabalhos relevantes relacionados a essa dissertac¸a˜o.
Eles foram propostos por Parrish et al [PBC93] e por Edwards [Edw00], os quais sera˜o
descritos a seguir.
Parrish et al propo˜em a criac¸a˜o automa´tica de cena´rios de teste para classes. O
CFG Comportamental proposto neste trabalho e´ formado por ve´rtices que representam
as operac¸o˜es da interface da classe em teste, ou seja, as poss´ıveis mensagens; e as arestas
ligando quaisquer dois ve´rtices do CFG Comportamental, representam sequ¨eˆncias va´lidas
de chamada dessas operac¸o˜es da interface. Esse grafo foi denominado “Grafo de Fluxo da
Classe” (em ingleˆs, Class Flow Graph). Parrish et al propo˜em ainda um framework para
apoiar a aplicac¸a˜o de diversos crite´rios de testes a partir desse modelo.
Edwards [Edw00] propoˆs uma abordagem para testes semelhante a de Parrish et
al, mas em seu trabalho a criac¸a˜o do CFG Comportamental e´ feita para testes “caixa
preta” em Componentes de software. O CFG Comportamental e´ criado de maneira semi-
automa´tica, se o componente for especificado na linguagem Resolve [SW94], que e´ uma
linguagem utilizada para especificac¸a˜o formal de contratos (pre´, po´s-condic¸o˜es e invarian-
tes). O CFG Comportamental criado por Edwards representa as interac¸o˜es na interface
provida do componente em teste.
Tanto Parrish et al quanto Edwards referem como principal trabalho pre´vio Zweben
et al [ZHK92], que propoˆs o uso de CFG para representar o comportamento de classes e
tambe´m propoˆs o uso de te´cnicas de testes estruturais para realizac¸a˜o de testes a partir
da especificac¸a˜o.
Uma limitac¸a˜o dessas abordagens e´ o fato da equipe de testes ter que especificar os
CFG Comportamentais diretamente. Nessa dissertac¸a˜o, e´ proposta uma abordagem em
que os CFGs e o IACFG e´ criado de forma automa´tica a partir dos modelos especificados
pelos projetistas de teste. A utilizac¸a˜o de modelos da UML e´ interessante pois estes mo-
delos possuem grande aceitac¸a˜o na indu´stria de desenvolvimento e tambe´m na academia
e, ale´m disso, diversas metodologias de teste teˆm sido propostas com base nestes modelos,
bem como ferramentas para apoiar essas metodologias.
Os trabalhos relacionados que utilizam CFGs interligados foram detalhados no Cap´ıtulo
2. Esses trabalhos utilizam os CFGs interligados realizac¸a˜o de testes “caixa branca”
[HRS98, SHR01].
6.3. Outros Modelos 101
6.3 Outros Modelos
Ale´m dos diagramas de atividades e grafos de fluxo de controle comportamental, modelos
que foram utilizados nessa dissertac¸a˜o, a modelagem e a gerac¸a˜o cena´rios de testes podem
ser realizadas atrave´s de outros tipos de modelos. Muitos trabalhos teˆm sido propostos
para gerac¸a˜o de testes utilizando outros modelos UML, sendo que os diagramas mais
utilizados sa˜o os diagramas de sequ¨eˆncia [BBM02, LS06, DTGF06, PAK+07] e diagramas
de estado [OA99, CCD03, HN04, MAMS06].
A metodologia TOTEM, conforme mencionado na Sec¸a˜o 6.1, ale´m de utilizar diagra-
mas de atividades para representar as interac¸o˜es entre os casos de uso, tambe´m utiliza
diagramas de sequ¨eˆncia para gerac¸a˜o de testes. Uma outra metodologia de testes que
utiliza diagramas de sequ¨eˆncia para na gerac¸a˜o de casos de teste foi proposta por Basa-
nieri et al [BBM02]. No me´todo de teste proposto por Basanieri et al foi desenvolvida
uma ferramenta chamada de Cow Suite, que automatiza a gerac¸a˜o dos testes. Uma outra
ferramenta para gerac¸a˜o de testes que tambe´m se baseia em modelos UML, mas que gera
os testes a partir de Diagramas de Estado, e´ a ferramenta AGEDIS, que foi proposta por
A. Hartman e K. Nagin [HN04].
Ale´m dos modelos UML e CFGs, existem diversos modelos para realizac¸a˜o de testes
que sa˜o detalhados em va´rios livros de testes de software [Bei90, Bei95, Bin99]. Desses
modelos, um modelo conhecido que e´ bastante utilizado em testes de software e testes
de protocolos e´ a ma´quina de estado finito (em ingleˆs, Finite-State Machine – FSM).
Petrenko apresenta uma bibliografia comentada que relaciona os principais trabalhos com
objetivo de gerar testes a partir da especificac¸a˜o de FSMs [Pet01].
6.4 Resumo
O me´todo para modelagem e gerac¸a˜o dos testes que foi proposto nesta dissertac¸a˜o conte´m
algumas contribuic¸o˜es e limitac¸o˜es em relac¸a˜o aos trabalhos apresentados no decorrer
deste cap´ıtulo. Portanto, esta sec¸a˜o apresenta um resumo que conte´m algumas das carac-
ter´ısticas relevantes para gerac¸a˜o de testes a partir de diagramas de atividades. Dentre as
caracter´ısticas, a Tabela 6.1 conte´m uma linha para cada abordagem apresentada, sendo
a u´ltima linha para abordagem proposta aqui.
As colunas da tabela representam as caracter´ısticas consideradas relevantes, nelas as
opc¸o˜es Sim ou Na˜o indicam se a abordagem de uma determinada linha trata ou na˜o
uma caracter´ıstica de modelagem e/ ou gerac¸a˜o dos testes. Em relac¸a˜o a` automac¸a˜o da
gerac¸a˜o dos testes, foram consideradas as opc¸o˜es de selec¸a˜o de caminhos de teste e a
gerac¸a˜o dos modelos intermedia´rios para obtenc¸a˜o dos testes. Estes dois aspectos foram
considerados por serem fatores comuns a todas as abordagens estudadas, sendo que em
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Tabela 6.1: Caracter´ısticas de cada abordagem de teste.
Me´todo de Teste Tipo de Teste Concorreˆncia Fluxo de Dados Excec¸o˜es Fluxo entre CDUs Automac¸a˜o
TOTEM “caixa preta” Sim Na˜o Na˜o Sim selec¸a˜o dos caminhos
UMLTGF “caixa cinza” Sim Na˜o Na˜o Na˜o modelos intermedia´rios e selec¸a˜o de caminhos
Bai et al “caixa preta” Sim Sim Na˜o Sim selec¸a˜o dos caminhos
AD2US “caixa preta” Sim Na˜o Na˜o Na˜o modelos intermedia´rios e selec¸a˜o de caminhos
AGTCG “caixa branca” Sim Na˜o Na˜o Na˜o selec¸a˜o dos caminhos
Vieira et al “caixa preta” Na˜o Sim Na˜o Sim modelos intermedia´rios e selec¸a˜o de caminhos
Edwards “caixa preta” Na˜o Na˜o Na˜o Sim selec¸a˜o dos caminhos
Parrish “caixa preta” Na˜o Na˜o Na˜o Sim selec¸a˜o dos caminhos
Me´todo Proposto “caixa preta” Na˜o Na˜o Sim Sim modelos intermedia´rios e selec¸a˜o de caminhos
todas as abordagens essas atividades sa˜o necessa´rias entretanto nem sempre sa˜o essas
atividades sa˜o realizadas de forma automa´tica. A automac¸a˜o e´ parcial nos casos em que
e´ necessa´ria a realizac¸a˜o de algumas atividades intermedia´rias (manualmente) antes da
gerac¸a˜o dos testes. Por exemplo, a realizac¸a˜o de um pre´-processamento dos modelos para
que seja poss´ıvel gerar os testes. E´ importante ressaltar que a gerac¸a˜o automa´tica de
testes considerada aqui na˜o leva em considerac¸a˜o a gerac¸a˜o dos modelos e dos dados de
teste.
Cap´ıtulo 7
Concluso˜es e Trabalhos Futuros
Esta dissertac¸a˜o apresentou um me´todo para gerac¸a˜o automa´tica de cena´rios de teste e a
partir de modelos comportamentais, obtidos a partir dos casos de uso do SUT. O me´todo
proposto foi dividido em cinco etapas: (i) criac¸a˜o dos modelos de teste, (ii) criac¸a˜o do
Grafo de Fluxo de Controle que mante´m todos os modelos; (iii) selec¸a˜o dos caminhos de
teste; (iv) gerac¸a˜o dos cena´rios de teste e; (v) criac¸a˜o dos casos de teste. A primeira e
u´ltima etapa sa˜o realizadas de forma manual e as demais etapas sa˜o realizadas de forma
automa´tica.
Na etapa (i) devem ser criados os modelos utilizados na gerac¸a˜o automa´tica dos testes,
para isso foram definidos dois n´ıveis para criac¸a˜o dos modelos. No primeiro n´ıvel foi criado
um modelo que representa o fluxo de controle de execuc¸a˜o entre CDUs, que e´ chamado
de DAFC (Diagrama de Fluxo de Controle entre Casos de Uso). E no segundo n´ıvel,
para cada CDU da especificac¸a˜o do SUT foi criado um diagrama para representar os
cena´rios internos do CDU, esse modelo foi chamado de DACI (Diagrama de Atividades
com Cena´rios Internos do Caso de Uso). Apo´s a criac¸a˜o dos modelos, as etapas (ii, iii e
iv) sa˜o realizadas sem intervenc¸a˜o do testador, conforme foi apresentado no Cap´ıtulo 4.
Durante este mestrado foi implementada uma ferramenta para prova de conceito da
gerac¸a˜o dos cena´rios de teste, que faz parte da ferramenta Antares, que foi apresentada
no Cap´ıtulo 5. A ferramenta Antares foi utilizada para a gerac¸a˜o cena´rios de teste para
os sistemas que esta˜o sendo desenvolvidos no projeto Harpia e para o sistema de cadastro
de deficientes [ACM07, Pat07], que foi utilizado como exemplo nessa dissertac¸a˜o e foi
apresentado no Cap´ıtulo 3. A experieˆncia obtida apresenta ind´ıcios que o me´todo e´ via´vel
para realizac¸a˜o de testes para sistemas interativos que possuem especificac¸a˜o detalhada
atrave´s de casos de uso UML.
Na realizac¸a˜o do estudo de caso (apresentado no Cap´ıtulo 5), o tempo necessa´rio
para criac¸a˜o dos modelos em relac¸a˜o ao esforc¸o realizado nos testes foi satisfato´rio e, de
acordo com a avaliac¸a˜o realizada pelos testadores, as informac¸o˜es presentes nos modelos
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foram u´teis durante o projeto, obtenc¸a˜o dos dados e avaliac¸a˜o dos resultados dos testes. A
utilizac¸a˜o de modelos possibilitou tambe´m a antecipac¸a˜o das atividades de planejamento e
projeto de testes e os cena´rios de teste facilitaram o entendimento do SUT pelos testadores
envolvidos.
Durante os testes, grande parte dos cena´rios de teste gerados utilizando os algoritmos
propostos no Cap´ıtulo 4 eram executa´veis. Quando eles eram na˜o executa´veis, os testa-
dores realizaram adaptac¸o˜es que possibilitaram a execuc¸a˜o destes e, consequ¨entemente,
foi mantido assim o conjunto de cena´rios de teste que cobre toda a especificac¸a˜o do SUT.
Por outro lado, o refinamento necessa´rio para criac¸a˜o dos casos de teste executa´veis foi
feito a` ma˜o pelos testadores, pois os cena´rios de teste foram detalhados em um alto n´ıvel
de abstrac¸a˜o. Assim, a automac¸a˜o da execuc¸a˜o dos testes foi feita atrave´s de ferramentas
de capture-playback. Na primeira vez que um caso de teste era executado o testador
a ferramenta de capture-playback para gravar todas as interac¸o˜es realizadas durante os
testes, tornado poss´ıvel a re-execuc¸a˜o automa´tica do mesmo caso de teste.
7.1 Contribuic¸o˜es
A criac¸a˜o de modelos para especificac¸a˜o dos casos de uso, mantendo os relacionamentos
entre os casos de uso, possibilitou a gerac¸a˜o automa´tica de cena´rios completos de teste.
Isso foi feito atrave´s da representac¸a˜o de sub-atividades dos Diagramas de Atividades
UML 2.0 [Gro04], que detalham os DACIs e o DAFC. A especificac¸a˜o dos cena´rios de
excec¸a˜o nos DAs possibilitou a gerac¸a˜o de testes de forma diferenciada para cena´rios de
excec¸a˜o e cena´rios normais. A classificac¸a˜o para os cena´rios de excec¸a˜o foi proposta por
Ferreira, sendo que os dois tipos de cena´rios de excec¸a˜o propostos por ela foram mapeados
na especificac¸a˜o dos DAs: (cena´rios recupera´veis e cena´rios de falha). Ale´m disso, o n´ıvel
de detalhamento utilizado na especificac¸a˜o dos modelos na˜o tornou a abordagem custosa,
como ocorre em outras abordagens existentes, que foram apresentadas no Cap´ıtulo 6.
Uma contribuic¸a˜o importante do me´todo de teste proposto foi a gerac¸a˜o dos cena´rios
de teste utilizando um modelo intermedia´rio, o IACFG (em ingleˆs, Inter-activity Control
Flow Graph), que e´ criado de forma totalmente automa´tica a partir dos modelos da
especificac¸a˜o (os DACIs e o DAFC). Diferentemente de abordagens que propo˜em a selec¸a˜o
de testes para cada caso de uso isoladamente e (ou) de abordagens para gerac¸a˜o (cena´rios)
de testes utilizando modelos intermedia´rios, mas que parte do processo de criac¸a˜o dos
modelos intermedia´rios deve ser feito de forma manual e que pode torna´-las invia´vel para
gerac¸a˜o de testes em sistemas com uma especificac¸a˜o grande.
Outra contribuic¸a˜o foi a utilizac¸a˜o de te´cnicas de teste para a definic¸a˜o do IACFG,
onde foram interligados todos os modelos da especificac¸a˜o de maneira semelhante a abor-
dagens de para realizac¸a˜o de ana´lise de dependeˆncia entre instruc¸a˜o de programas, pro-
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posta por Harrold et al. O IACFG proposto para gerac¸a˜o dos cena´rios de teste mante´m
somente uma co´pia de cada modelo criado pelo testador (DACIs e DAFC), assim o ta-
manho desse modelo intermedia´rio e´ linear em relac¸a˜o ao somato´rio dos tamanhos dos
modelos da especificac¸a˜o de entrada.
A selec¸a˜o de caminhos no IACFG foi realizada atrave´s de um algoritmo proposto
nessa dissertac¸a˜o, que e´ uma variac¸a˜o do algoritmo de busca em profundidade, mas que
mante´m as restric¸o˜es de contexto entre os modelos da especificac¸a˜o (DFS-CONTEXTO).
A utilizac¸a˜o do crite´rio de cobertura de todas as arestas separando a cobertura de cena´rios
de teste normais e de excec¸a˜o tornou mais simples e claro os objetivos dos cena´rios de teste
gerados, ja´ que os cena´rios de excec¸a˜o representam as situac¸o˜es cr´ıticas de funcionamento
do SUT. As transformac¸o˜es no modelo e algoritmos para gerac¸a˜o dos testes apresentados
no Cap´ıtulo 4 foram automatizados atrave´s da ferramenta Antares.
Ale´m das contribuic¸o˜es apresentadas acima, durante a realizac¸a˜o desse trabalho foram
realizadas treˆs publicac¸o˜es, que sa˜o apresentadas a seguir:
• Automac¸a˜o em Projeto de Testes Usando Modelos UML1. Apresentado
no “Brazilian Workshop on Systematic and Automated Software Testing” em 2007
[PM07]. Este artigo apresenta de forma resumida o me´todo de testes proposto
nesta dissertac¸a˜o. No artigo e´ apresentado um exemplo de especificac¸a˜o utilizando
os Diagramas de Atividades, o IACFG e um caso de teste gerado. Tambe´m sa˜o
mostrados resultados preliminares obtidos na realizac¸a˜o de testes em outro sistema,
mas que tambe´m desenvolvido no projeto Harpia.
• Uso de Modelos da UML em Testes de Componentes2. Apresentado no
“Workshop de Testes e Toleraˆncia a Falhas” em 2007 [PMV07]. Neste artigo o
me´todo de teste proposto foi utilizado para gerac¸a˜o de testes a partir da especificac¸a˜o
comportamental de componentes, que foi proposta por C. R. Rocha [Roc05]. Os
casos de teste gerados sa˜o no formato de entrada suportado por uma ferramenta de
execuc¸a˜o de testes de componentes chamada CBDUnit [GAM05]. Entretanto, assim
como nessa dissertac¸a˜o, esse artigo na˜o abordou a gerac¸a˜o de dados de teste.
• Um processo para testes de sistemas com reuso de componentes3. Re-
lato´rio te´cnico (IC-06-21) do Instituto de Computac¸a˜o da Unicamp conclu´ıdo em
2006 [PRM+06]. Neste relato´rio foi definido um processo de testes para Desenvol-
vimento Baseado em Componentes (DBC), que e´ integrado a um processo de DBC
gene´rico que foi proposto por Brito et al [BBdCGR05]. Este processo apresenta
1Este trabalho foi financiado pelo projeto Harpia.
2Este trabalho foi financiado pelo projeto Harpia e pelo Projeto CompGov, FINEP, no. 1843/04.
3Projeto CompGov, FINEP, no. 1843/04.
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de forma detalhada as atividades necessa´rias nas seguintes fases de teste: unida-
des, componentes, integrac¸a˜o e sistemas. Este processo foi definido como parte do
projeto CompGov.
7.2 Trabalhos Futuros
Em relac¸a˜o a` criac¸a˜o dos modelos, podem ser estudadas algumas formas de integrac¸a˜o da
modelagem proposta nesta dissertac¸a˜o com outras abordagens para modelagem a partir
da especificac¸a˜o do SUT, tais como os diagramas de sequ¨eˆncia e de estado. Desta forma,
o testador podera´ escolher o melhor modelo para detalhar cada parte do SUT no projeto
dos testes do SUT, utilizando o mesmo me´todo para gerac¸a˜o dos testes. Pode-se pesquisar
tambe´m soluc¸o˜es para representac¸a˜o de fluxo de dados nos modelos, mas com o menor
impacto poss´ıvel, para na˜o tornar custosa as atividades de modelagem.
Uma abordagem de pesquisa que pode ser realizada futuramente e´ a criac¸a˜o de “mode-
los executa´veis” a partir dos modelos propostos. Os “modelos executa´veis” considerados
aqui, sa˜o modelos para simular a execuc¸a˜o dos fluxos especificados utilizando um conjunto
de dados de entrada. A partir dessa execuc¸a˜o deve-se observar qual fluxo foi executado no
modelo e verificar se os dados utilizados violaram ou na˜o as pre´-condic¸o˜es e po´s-condic¸o˜es
no caminho executado. A transformac¸a˜o dos modelos em modelos executa´veis possibi-
lita a integrac¸a˜o do me´todo proposto nesta dissertac¸a˜o com abordagens que de gerac¸a˜o
automa´tica de dados de teste. Como, por exemplo, a abordagem proposta por Abreu
[Abr06].
Em relac¸a˜o a` gerac¸a˜o automa´tica de testes, uma abordagem interessante e´ incorporar
ao me´todo proposto a gerac¸a˜o de testes para sistemas distribu´ıdos e sistemas concorrentes.
Para que isso seja feito, a abordagem deve possibilitar a representac¸a˜o de ac¸o˜es concor-
rentes no IACFG, assim como em outras abordagens [LJX+04, BLL04a]. A gerac¸a˜o de
um nu´mero reduzido de combinac¸o˜es de poss´ıveis testes, mas com grande potencial para
revelar defeitos em sistemas concorrentes ainda e´ uma a´rea de pesquisa pouco explorada.
Outro trabalho futuro interessante, e´ a aplicac¸a˜o de me´todos para priorizac¸a˜o de
cena´rios de teste, como a proposta por Bai et al [BLL04b] e a identificac¸a˜o de testes
obsoletos e re-testa´veis na presenc¸a de alterac¸o˜es na especificac¸a˜o, aplicando te´cnicas de
selec¸a˜o de testes para regressa˜o [OSH04, RH93]. Ale´m disso, a realizac¸a˜o de estudos
de caso em sistemas de diferentes domı´nios de aplicac¸a˜o como, por exemplo, sistemas
embarcados em dispositivos mo´veis. Outra atividade futura interessante e´ realizac¸a˜o de
um experimento controlado para comparac¸a˜o desta abordagem com outras abordagens
de teste como, por exemplo, utilizar duas equipes diferentes realizando testes no mesmo
sistema, mas uma equipe deve realizar os testes manualmente e a outra equipe realizar os
testes utilizando a abordagem de testes proposta.
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Em relac¸a˜o ao proto´tipo da ferramenta Antares, e´ interessante avaliar os me´todos ou
as ferramentas existentes para verificac¸a˜o e validac¸a˜o de modelos UML e, caso seja via´vel,
pode-se incorporar ou implementar um me´todo para validac¸a˜o de modelos na Antares.
Um outro trabalho futuro interessante seria a criac¸a˜o de uma interface amiga´vel para
possibilitar a disponibilizac¸a˜o dessa ferramenta para ser utilizada por terceiros.
Apeˆndice A
Questiona´rio para Avaliac¸a˜o do
Me´todo de Teste
Objetivo
Avaliar o me´todo de gerac¸a˜o de cena´rios de teste proposto nesta dissertac¸a˜o. Os partici-
pantes do projeto Harpia que realizaram teste utilizando o me´todo proposto responderam
este questiona´rio. Neste questiona´rio as questo˜es foram agrupadas em 4 assuntos diferen-
tes: experieˆncia do testador, modelos de teste utilizados, avaliac¸a˜o dos cena´rios de teste
e sugesto˜es para melhoria do me´todo.
Glossa´rio com Termos Utilizados no Questiona´rio
• Modelos de Teste. Diagramas de Atividades contendo fluxo de nego´cio do sistema,
detalhamento dos casos de uso e regras de nego´cio do sistema durante o projeto dos
testes.
• Cena´rio de Teste. Um cena´rio de teste descreve de forma textual as interac¸o˜es
dos atores com o sistema em testes. Os cena´rios possuem pre´ e po´s-condic¸o˜es e
o conjunto de passos (corpo) para realizac¸a˜o de uma determinada atividade no
sistema.
• Passos. Os passos sa˜o descritos no corpo do cena´rio de teste com interac¸o˜es dos
atores, sujeito (Sistema em Teste) ou situac¸o˜es de excec¸a˜o no sistema.
• Cena´rio Incoerente. E´ um cena´rio que na˜o pode ser executado no sistema (“Na˜o
Executa´vel”) pois apresenta passos contradito´rios.
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• Casos de Teste. Para cada cena´rio de teste foram documentados (e associados aos
cena´rios) os casos de teste e seus dados e consultas1 (ora´culos) para verificac¸a˜o dos
resultados.
A.1 Experieˆncia do testador
Opc¸o˜es de resposta para as questo˜es 1 ate´ a questa˜o 11 sa˜o: “SIM”, “NA˜O” e “NA˜O
APLICA´VEL”.
a) Antes de realizar testes utilizando os cena´rios gerados, qual era sua ex-
perieˆncia com teste?
1) Trabalhei em va´rios projetos de teste com caracter´ısticas diferentes.
2) Trabalhei em va´rios projetos de teste com caracter´ısticas similares.
3) Trabalhei em poucos projetos de teste.
4) Tinha conhecimento teo´rico em testes, nunca havia realizado testes em projetos re-
ais.
5) Nenhum conhecimento.
b) Como executou os testes?
6) Utilizando ferramentas para automac¸a˜o/ execuc¸a˜o de testes.
7) Codificando testes com frameworks de teste (Junit, JWebUnit, HttpUnit, etc).
8) Utilizando ferramentas de capture/ playback de ac¸o˜es do usua´rio.
9) Manualmente.
1As consultas foram utilizadas na avaliac¸a˜o dos ora´culos de teste.
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c) Caso ja´ tenha preparado e realizado testes com uma abordagem manual,
qual e´ sua avaliac¸a˜o em relac¸a˜o a abordagem com gerac¸a˜o de cena´rios de teste?
10) Os cena´rios de teste facilitaram o entendimento do sistema.
11) Os cena´rios de teste facilitaram a criac¸a˜o dos casos de teste.
Comenta´rios
A.2 Criac¸a˜o dos modelos para realizac¸a˜o dos teste
As questo˜es abaixo (questa˜o 12 ate´ a questa˜o 47) devem ser respondidas com as seguin-
tes opc¸o˜es de resposta: “SEMPRE”, “QUASE SEMPRE”, “ALGUMAS VEZES
(ME´DIA)”, “QUASE NUNCA”, “NUNCA” e “NA˜O APLICA´VEL”.
d) Os modelos criados durante os testes facilitaram o entendimento do sis-
tema?
12) Houve dificuldades na criac¸a˜o dos modelos de teste a partir da especificac¸a˜o.
13) Os modelos criados durante os testes apresentavam as informac¸o˜es para o projeto
dos testes.
14) Os modelos criados durante os testes continham muitas informac¸o˜es desnecessa´rias.
15) Os modelos na˜o proporcionaram nenhum beneficio adicional em relac¸a˜o aos casos
de uso.
16) Os modelos estavam incompletos, foi necessa´rio recorrer aos casos de uso durante
o projeto dos testes.
17) Os modelos dificultaram o projeto de testes, eles apresentavam muitas inconsisteˆncias
em relac¸a˜o a especificac¸a˜o.
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e) Quando haviam alterac¸o˜es na especificac¸a˜o como foi realizado o re-projeto
dos modelos?
18) Foi poss´ıvel aplicar as alterac¸o˜es da especificac¸a˜o nos modelos criados anteriormente.
19) Os modelos desatualizados foram desconsiderados e foram criados novos modelos.
20) Os modelos foram mantidos sem aplicar as alterac¸o˜es.
21) Os modelos de teste foram abandonados (na˜o foram mais utilizados e nem foram
criados novos modelos).
Comenta´rios
A.3 Avaliac¸a˜o dos cena´rios de teste gerados
f) Os cena´rios de teste facilitaram os testes?
22) Os cena´rios apresentavam os passos necessa´rios para realizar testes.
23) Durante a realizac¸a˜o dos testes foi necessa´rio recorrer aos modelos de teste (para
o melhor entendimento do sistema).
24) Durante a realizac¸a˜o dos testes foi necessa´rio recorrer a outros documentos da es-
pecificac¸a˜o (tais como, casos de uso e regras de nego´cio do sistema).
25) Os cena´rios de teste na˜o foram utilizados, os casos de teste foram criados sem utiliza´-
los.
g) Qual a sua opinia˜o sobre o n´ıvel de detalhamento (abstrac¸a˜o) dos cena´rios
de teste?
26) Os cena´rios de teste criados apresentavam os detalhes necessa´rios para realizac¸a˜o
dos testes.
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27) Os cena´rios de teste criados apresentavam poucos detalhes para criac¸a˜o dos testes.
28) Os cena´rios de testes apresentavam muitas informac¸o˜es desnecessa´rias durante os
testes.
29) Os cena´rios de teste foram relevantes durante a obtenc¸a˜o dos dados de teste.
h) Qual e´ o impacto nos testes quando os cena´rios de teste apresentavam
incoereˆncias? (passos inva´lidos ou passos fora de ordem na descric¸a˜o dos
cena´rios de teste)
30) As incoereˆncias nos cena´rios de teste dificultaram a criac¸a˜o de casos de teste.
31) As incoereˆncias nos cena´rios de teste na˜o atrapalharam a criac¸a˜o dos casos de teste.
32) As incoereˆncias dificultaram o entendimento do cena´rio de teste.
33) Foram realizadas adaptac¸o˜es nos cena´rios de teste para criar os casos de teste.
34) Os cena´rios de teste com incoereˆncias revelaram a presenc¸a de defeitos inva´lidos.
35) Os cena´rios de teste com incoereˆncias foram desconsiderados.
i) Foi poss´ıvel identificar defeitos utilizando as informac¸o˜es descritas nos pas-
sos do cena´rio de teste?
36) Os passos do cena´rio de teste facilitaram a identificac¸a˜o de defeitos no Sistema em
Teste.
37) Foi necessa´rio consultar outros documentos da especificac¸a˜o para avaliar se as si-
tuac¸o˜es observadas eram defeitos.
38) Foram identificados defeitos inva´lidos devido a existeˆncia de incoereˆncias nos cena´rios
de teste.
39) Foi necessa´rio consultar os modelos de testes para avaliar se as situac¸o˜es observa-
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das apresentavam defeitos.
Comenta´rios
A.4 Sugesto˜es para melhoria do me´todo
As questo˜es abaixo devem ser respondidas com as seguintes opc¸o˜es de resposta: “CON-
CORDO FORTEMENTE”, “CONCORDO”, “NEUTRO”, “DISCORDO”, “DIS-
CORDO FORTEMENTE” e “NA˜O APLICA´VEL”.
j) As situac¸o˜es apresentadas dificultam a criac¸a˜o dos casos de teste a par-
tir dos cena´rios de teste propostos?
40) A presenc¸a de passos inva´lidos.
41) A presenc¸a de passos fora de ordem.
42) Descric¸a˜o pouco detalhada do cena´rio.
43) Descric¸a˜o muito detalhada do cena´rio.
k) As seguintes melhorias facilitariam a utilizac¸a˜o da abordagem de testes
baseados nos cena´rios propostos?
44) Tornar a descric¸a˜o dos cena´rios mais completa (tais como, incluir mais informac¸o˜es
nos cena´rios de teste).
45) Tornar a descric¸a˜o dos cena´rios mais simplificada (tais como, identificar e remover
passos desnecessa´rios nos cena´rios de teste).
46) Criar templates de casos de teste para cada cena´rio com interfaces e campos.
47) Utilizar uma abordagem para regressa˜o de teste nos modelos e cena´rios gerados.
Apeˆndice B
Respostas Obtidas na Aplicac¸a˜o do
Questiona´rio
Neste apeˆndice sa˜o apresentados os gra´ficos com os valores totais e percentuais de respostas
obtidos na aplicac¸a˜o do questiona´rio apresentado no Apeˆndice A. O questiona´rio foi
respondido por sete testadores participantes projeto Harpia. As questo˜es que totalizam
menos de sete resposta no somato´rio das respostas obtidas foram respondidas por um ou




























Figura B.1: Distribuic¸a˜o percentual das respostas para as questo˜es 1 a 11 (Experieˆncia
do testador).
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Figura B.2: Distribuic¸a˜o percentual das respostas para as questo˜es 12 a 21 (Criac¸a˜o dos





























Figura B.3: Distribuic¸a˜o percentual das respostas para as questo˜es 22 a 30 (Avaliac¸a˜o






























Figura B.4: Distribuic¸a˜o percentual das respostas para as questo˜es 31 a 39 (Avaliac¸a˜o





























Figura B.5: Distribuic¸a˜o percentual das respostas para as questo˜es 40 a 47 (Sugesto˜es
para melhoria do me´todo).
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