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11 Johdanto
Tässä  tutkielmassa  vertaillaan  testivetoisen  kehityksen  [Bec02] (test-driven 
development)  työkaluja  sekä työkalujen  käytön vaikutusten  eroja  Spring-  [Spr12]  ja 
Ruby on Rails-sovelluskehyksiin  [Rub12] (application framework) pohjautuvien web-
sovellusten välillä. Testivetoinen kehitys, eli TDD, on ketterä käytänne (agile practice), 
minkä keskeisimmän idean mukaan testi täytyy kirjoittaa aina ennen testattavaa koodia 
[Kos08 s.4]. Spring ja Rails ovat esimerkkejä web-sovellusten kehittämiseen käytetyistä 
sovelluskehyksistä.  Sovelluskehykset  ovat  ohjelmistoja,  jotka  sisältävät  tietyn 
tyyppisten sovellusten perusratkaisut valmiina [Kos00 s.261].  Suurin osa moderneista 
web-sovelluksista on toteutettu käyttäen apuna jotain web-sovelluskehystä [Sri11].
Tämän  tutkielman  tavoite  edellyttää  neljän  laajan  erillisen  aihepiirin  määrittelyä  ja 
esittelyä.  Aihepiirit  ovat  testivetoinen  kehitys,  testauksen  tasot,  testaustyökalut  sekä 
Spring- ja  Rails-kehykset  ja  erityisesti  niiden testaustuet.  Valtaosa tämän tutkielman 
aineistosta  keskittyy  työkalujen  esittelyyn,  joita  myös  Spring-  ja  Rails-kehysten 
testaustuet ovat.
Ensimmäinen esiteltävä aihepiiri on testivetoinen kehitys, joka kattaa paljon muutakin 
kuin  vain  idean  testien  kirjoittamisesta  ennen  koodia.  Keskeistä  testivetoisessa 
kehityksessä  on  edetä  kurinalaisesti  pienin  askelin  tiiviissä  syklissä,  missä  testien 
kirjoittamisen, testattavan koodin kirjoittamisen ja koodin laadun parantamisen vaiheet 
seuraavaat  toisiaan 0,5-2 minuutin  välein [Mar09 s.123, Kos08 s.19].  Samalla testin 
kirjoittaminen  ennen  koodia  antaa  testaamiselle  uuden  ulottuvuuden  muuttaen 
testaamisen suunnitteluksi [FrP09 s.5]. TDD on ainoastaan yksi monista testivetoiseen 
ideaan  pohjautuvista  käytänteistä  tai  laajemmista  menetelmistä.  Kirjallisuudessa  on 
tunnistettu  kaikkiaan  neljä  TDD:n  johdannaista   [Hau12],  joista  tässä  tutkielmassa 
esitellään kolme selvästi tärkeintä: ATDD [Bec02] (acceptance TDD), LonTDD [FrP09] 
(growing objects using tests) ja BDD [Nor06] (behaviour driven design). 
Toisena  aihepiirinä  esitellään  testauksen  tasot,  mitkä  liittyvät  myös  TDD:n  ja  sen 
johdannaisten keskeisimpiin eroihin. Tässä tutkielmassa tarkastelu rajoitetaan kolmeen 
testauksen tasoon: yksikkö-, integraatio- ja hyväksymistasoon. Yksikkötestaus tarkastaa 
yksiköiden eli  yksittäisten luokkien käyttäytymisen määritelmiä tai  odotuksia vasten; 
2integraatiotestaus tarkastaa yksiköiden yhteensopivuuden;  hyväksymistestaus tarkastaa 
koko  järjestelmän  toiminnallisuuden  [PeY08  s.405].  TDD:tä  käytetään  tyypillisesti 
yksikkötasolla, ATDD laajentaa TDD:n asiakasrajapintaan ja hyväksymistestaustasolle 
[Kos08 s.31], LonTDD:ssä keskeinen idea on aloittaa kehitys aina koko järjestelmän 
läpäisevällä testillä mikä on ideaalitilanteessa hyväksymistesti  [FrP09 s.10]. BDD on 
karkeasti  TDD:n ja  ATDD:n ominaisuuksia  yhdistävä  ja  joiltain  osin  kehittyneempi 
menetelmä  [SoW11].  BDD:n  on  sanottu  vastaavan  parhaiden  käytäntöjen  mukaista 
TDD:tä [HaU12]. 
Kolmantena aihepiirinä esitellään testaustyökalut. Testivetoinen kehitys  on käytännössä 
riippuvainen työkaluista, jotta testien luominen ja ajaminen on mahdollista järkevällä 
työmäärällä ja järkevässä ajassa. Testivetoisen kehityksen yhteyteen sopivia työkaluja 
löytyy  kaikille  tässä  tutkielmassa  tarkasteltaville  testauksen  tasolle  eli  yksikkö-, 
integraatio-  ja  hyväksymistasolle.  Jokaista  tasoa  kohden  esitellään  vähintään  yksi 
keskeinen työkalu kumpaakin tutkielmassa tarkasteltavaa  web-sovelluskehystä kohden. 
Spring-kehyksen  kohdalla  esiteltävät  työkalut  valitaan  kaikkien  JVM-kielten (Java 
virtual machine) työkalujen joukosta. Rails-kehyksen kohdalla työkalut valitaan Ruby-
kieltä  tukevien  työkalujen  joukosta.  Yksikkötason työkaluja  valittaessa  kriteerinä  on 
lisäksi se, että tarkasteluun otetaan kumpaakin web-sovelluskehystä kohden vähintään 
yksi  xUnit-kehys [Mes07]  ja  vähintään  yksi  yksikkötason  BDD-kehys.  xUnit  on 
yleisnimi  kaikille  yksikkötestauskehyksille,  joiden  nimi  sisältää  unit-sanan  [Osh09 
s.25].  Lähes  kaikille  ohjelmointikielille  on  kehitetty  xUnit-kehyksiä.  Yksikkötason 
BDD-kehyksillä tarkoitetaan yksikkötestauskehyksiä, jotka pohjautuvat BDD:n teoriaan 
ja  tukevat  erityisesti  BDD-kehitystä.  Jatkossa  xUnit-kehyksistä  käytetään  tässä 
tutkielmassa myös termiä TDD-kehykset, jotta eri yksikkötason työkalut on helpompi 
erotella toisistaan testivetoisen kehityksen näkökulmasta katsottuna. 
Neljäntenä aihepiirinä esitellään Spring- ja Rails-kehysten testaustuet. Spring- ja Rails-
kehykset  vastaavat  itse  pitkälti  sovellustensa  integraatiotason  testaustyökalujen 
tarjonnasta.  Testaustukien  yleisen  esittelyn  jälkeen  siirrytään  lopuksi  soveltavaan 
vaiheeseen, missä yhdistyy hyväksymistasoa lukuun ottamatta kaikki tässä tutkielmassa 
esitelty teoria käytännön koodiesimerkkien kautta. Kaikki koodiesimerkit ovat testejä, 
joissa  Spring-  ja  Rails-kehysten  testaustuki  yhdistyy  yksikkötason  testaustyökalujen 
kanssa.  Testeistä  annetaan  sekä  yksikkö-  että  integraatiotason  esimerkkejä.  Lisäksi 
3jokaisesta  testistä  räätälöidään  versiot  sekä  TDD-  että  BDD-kehyksillä.  Lopuksi 
koodiesimerkkejä  sekä  Spring-  ja  Rails-kehysten  testaustukea  analysoidaan 
testivetoisesta näkökulmasta. 
Tässä tutkielmassa suoritettavan analyysin perusteella voidaan todeta, että työkalujen 
valinnalla  voidaan  vaikuttaa  web-sovellusten  testivetoiseen  kehitykseen.  Esimerkiksi 
TDD- ja BDD-työkalujen erot voivat vaikuttaa merkittävästi erityisesti kokemattomien 
kehittäjien  tekemään testivetoiseen  kehitykseen.  Toisaalta  työkalujen  kautta  ei  saada 
merkittäviä  eroja  Spring-  ja  Rails-kehysten  avulla  toteutettavien  web-sovellusten 
testivetoisen  kehityksen  välille,  jos  Spring-kehyksen  kohdalla  työkalujen  valinnat 
tehdään Java-kielen työkalujen sijaan kaikkien JVM-kielten työkalujen joukosta. JVM-
kielten työkalujen avulla  Spring-sovellusten testaamisen ja testivetoisen  kehittämisen 
yhteyteen saadaan hyvin pitkälle samat kehittyneet ominaisuudet, jotka muuten olisivat 
vain  Rails-sovellusten  kehittäjien  saatavilla.  Eri  JVM-kielten  monipuolinen  käyttö 
saman sovelluksen kehittämisessä on nähty nousevana trendinä ja on jopa ennustettu, 
että  seuraavat  kymmenen  vuotta  tullaan  muistamaan  monikielisen (polyglot) 
ohjelmoinnin vuosikymmenenä [Kos13 s.157].
Työkalujen  kliinisen  analysoinnin  lisäksi  tässä  tutkielmassa  analysoidaan  myös 
työkalujen  käyttöä  Spring-  ja  Rails-sovellusten  testivetoisessa  kehityksessä  tätä 
tutkielmaa varten luotujen testien kautta. Testien muodossa olevien koodiesimerkkien 
pohjalta  havaittiin,  että  testivetoinen  kehitys  ei  vaikuta  Rails-sovelluksiin  yhtä 
voimakkaasti  kuin  Spring-sovelluksiin.  Tämä  perustuu  toiselle  analyysissä  tehdylle 
havainnolle,  jonka mukaan   Rails-sovellukset  ovat  jo  lähtökohtaisesti  testattavampia 
kuin Spring-sovellukset.  Toisin sanoen Spring-sovelluksissa koodin täytyy  noudattaa 
tarkemmin tiettyjä rakenteita, jotta sitä voidaan testata kunnolla. Nämä erot perustuvat 
Java-  ja  Ruby-kielten  eroihin  ja  tässä  tutkielmassa  onkin  oletettu  että  testivetoisesti 
kehitettävät  Spring-sovellukset  koodataan  Javalla  ja  Rails-sovellukset  Rubylla. 
Monikielisen  ohjelmoinnin  mahdollisuuksien  tutkiminen  testien  lisäksi  myös 
testattavassa koodissa rajataan tämän tutkielman ulkopuolelle.
Web-sovellusten  kehittäminen  on  äärimmäisen  laaja  aihe,  miksi  valtaosa  web-
sovelluksiin  liittyvien  piirteiden tarkastelusta  rajataan tämän tutkielman ulkopuolelle. 
Tämän  tutkielman  web-sovelluksia  testaavissa  koodiesimerkeissä  keskitytään 
ainoastaan  web-sovellusten  MVC-toteutusten  (model-view-controller)  [KrP88] 
4ohjainten (controller) perustoiminnallisuuksien testaamiseen. MVC:n keskeinen idea on 
erottaa  toistaan  järjestelmän  tieto,  tiedon  esitys  ja  palvelupyyntöjen  suoritusta 
hallinnoivat  ohjaimet  [Fow02].   Ohjaimiin keskittyminen tarkoittaa samalla  sitä,  että 
muun muassa näkymien  ja sovelluksen sisältämien tietojen tallentamiseen, hakemiseen 
ja muokkaamiseen liittyvä tarkempi käsittely rajautuu ulos tutkielmasta. 
Web-sovellusten kehityksen ja testivetoisen kehityksen yhdistäminen saman tutkielman 
sisälle on perusteltua, koska ne toimivat hyvin yhdessä. TDD on yleiskäyttöinen,  mutta 
sen on sanottu sopivan erityisen hyvin web-sovellusten kehittämiseen [Bec99, FrP09 
s.5, Rob10], koska web-sovelluksiin kohdistuu tyypillisesti lähes jatkuva muutospaine 
[Rob10] ja koska TDD tukee muutoskykyisten ohjelmistojen tuottamista [FrP09 s.5].
Vaikka  TDD on ensisijaisesti  suunnittelukäytänne,  sen  oheistuotteena  syntyy  paljon 
testejä:  testi  jokaista  yksikköä  kohden.  Testit  ovat  jo  yksinään  merkittävä  tekijä 
ohjelmiston muutoskykyisyyden taustalla, koska ne vähentävät merkittävästi muutosten 
tekemisen aiheuttamaa pelkoa sovelluksen rikkoutumisesta  [FrP09 s.45]. Esimerkiksi 
potentiaalisesti  kaikkiin  sovelluksen  toimintoihin  vaikuttavien  komponenttien  kuten 
web-sovelluskehysten  tai  tietokanta-ajureiden  päivittäminen  ilman  automaattisten 
testien  tukea  muuttuu  nopeasti  käytännössä  mahdottomaksi  tehtäväksi,  koska  kaikki 
päivitykset  vaativat  periaatteessa aina koko järjestelmän testauksen.  Web-sovellusten 
kohdalla automaattisten testien tarve on vielä jopa tavallistakin suurempi. Tyypillisesti 
web-sovellusten  täytyy  nimittäin  toimia  lukuisilla  eri  selaimilla,  selainversiolla  ja 
alustoilla,  jolloin  kaikkien  kombinaatioiden  testaaminen  manuaalisesti  ilman 
automaattisia  testejä  muuttuu  nopeasti  ja  väistämättömästi  mahdottomaksi  tehtäväksi 
[Joh10 s.3]. Selainten kautta suoritettavien automaattisten testien luomiseen käytettävät 
työkalut  esitellään  tässä  tutkielmassa  hyväksymistasolla.  Ohjelmistojen  testaus  on 
malliesimerkki jatkuvasti lähes samanlaisina toistuvista laskentaa vaativista tehtävistä, 
joiden automatisointiin  tietokoneet  on alun perin luotu,  joten olisi  jopa vääryys  olla 
valjastamatta tietokoneita testauksen automatisointiin.
Testivetoiseen  kehitykseen  on  kohdistunut  erittäin  paljon  huomiota  viime  vuosien 
aikana. Erityisesti TDD:hen liittyen on julkaistu kymmeniä tutkimuksia [CSP11] sekä 
myös useita kirjoja [Bec02, Kos08, FrP09, Che10, WyH12], joista osa käsitelee myös 
TDD:n johdannaisia.  Erityisesti  kirjojen suhtautuminen testivetoiseen kehitykseen on 
lähes poikkeuksetta äärimmäisen positiivinen. Samaan aikaan tieteellinen tutkimus ei 
5ole kuitenkaan kyennyt kiistattomasti todistamaan juuri mitään TDD:n puolestapuhujien 
väittämiä  TDD:n  hyötyjä  tosiksi  [Kol11,  CSP11].  Lisäksi  testivetoisen  kehityksen 
ympärillä käyty vilkas keskustelu ei ole realisoitunut puheesta teoiksi.  Erään vuonna 
2012  suoritetun  kyselytutkimuksen  (survey)  mukaan  vain  1.7  prosenttia  Suomessa 
työskentelevistä  ohjelmistokehittäjistä  käytti  TDD:tä  [Rod12].  Myös  Kanadan 
Albertassa  testivetoisen  kehityksen  käyttö  oli  hyvin  poikkeuksellista 
ohjelmistokehittäjien keskuudessa vuoden 2010 tietoihin perustuvan kyselytutkimuksen 
mukaan [GaZ13].
Tutkielman  rakenne  on  seuraava.  Luvussa  2  esitellään  tarkemmin  testivetoiset 
käytänteet ja laajemmat menetelmät eli TDD, ATDD, BDD ja LonTDD. Lisäksi luvussa 
2  esitellään  testauksen  perusteoriaa  niiltä  osin,  mitä  testivetoisen  kehityksen 
esitteleminen  vaatii.  Luku  3  alkaa  testaustasojen  määrittelyllä,  jonka  jälkeen 
hyväksymis-,  integraatio-  ja  yksikkötestaustasoon  liittyvät  keskeiset  työkalut 
tunnistetaan  ja  esitellään  omissa  aliluvuissaan.  Spring-  ja  Rails-kehysten  esittely 
tehdään  luvun  3  integraatiotestaukseen  keksittyvässä  aliluvussa,  koska  web-
sovelluskehykset  tunnistettiin  tässä  tutkielmassa  keskeisimmiksi  web-sovellusten 
testivetoisen  kehittämisen  työkaluiksi  integraatiotasolla.  Luvussa  4  annetaan  web-
sovellusten  testaamiseen  liittyviä  koodiesimerkkejä,  joissa  yhdistyy  kaikki  tässä 
tutkielmassa  aiemmin  esitelty  aineisto  hyväksymistasoon  liittyvää  aineistoa  lukuun 
ottamatta. Luvun 4 lopuksi Spring- ja Rails-kehysten testaustukien ja koodiesimerkkien 
erot  esitellään  sekä  analysoidaan  testivetoisesta  näkökulmasta.  Luvussa  5  on 
yhteenvedon aika. Tutkielmassa ei ole erillistä analyysilukua, koska analyysi on jaettu 
lukujen 3 ja 4 sisään siten, että kaikki testaustyökaluja ja niiden soveltamista esittelevät 
aliluvut päätetään pääsääntöisesti analyysialiluvulla.
2 Testivetoinen kehitys
Tässä  luvussa  testivetoinen  kehitys  esitellään  laajasti  TDD:hen  ja  kaikkiin  sen 
keskeisimpiin  kehityshaaroihin  pohjautuen.  Tutkimuksissa  tunnistetut  keskeisimmät 
TDD:n  johdannaiset  ovat  ATDD,  LonTDD  ja  BDD,  jotka  esiteltiin  lyhyesti  jo 
johdannossa. Jokainen näistä neljästä testivetoisen kehityksen tyypistä esitellään omassa 
aliluvussan.  Esittelyn  yhteydessä  sivutaan  myös  testauksen  teoriaa  niiltä  osin,  mitä 
testivetoisen kehityksen esittely vaatii. 
62.1 TDD 
TDD  on  tyypillisesti  yksikkötestaustasolle  keskittyvä  suunnittelu-  ja 
ohjelmointikäytänne [Kos08 s.44].  Se on ensisijaisesti suunnittelukäytänne [FrP09 s.5], 
mutta  sen  oheistuotteena  syntyy  testit  jokaista  yksikköä  kohden.  TDD  tunnetaan 
monella  nimellä,  kuten  testivetoinen  suunnittelu  (test  driven  design),  testivetoinen 
kehitys (test driven development) sekä testaa ensin -ohjelmointi (test first programming) 
[Kos08  s.4].  TDD:n  kohdalla  termiviidakko  on  kuitenkin  perusteltua  TDD:n 
monipuolisuuden takia. Käytännössä TDD on kokonaisvaltainen vankkoja ohjelmointi-, 
suunnittelu- ja testaustaitoja vaativa  käytänne [FrP09 s.227]. 
2.1.1 TDD:n taustaa
TDD syntyi ketterien menetelmien (agile methods) [Bec01]  sisällä. Ketterät menetelmät 
pohjautuvat  Ketterässä manifestissa (Agile manifest) [Bec01] esitettyhin ajatuksiin ja 
kahteentoista periaatteeseen. Periaatteisiin sisältyvät muun muassa nopea toimitussykli, 
tiivis  yhteistyö  kehittäjien  kesken  sekä  kehittäjien  ja  asiakkaan  välillä,  jatkuva 
työtapojen kehittäminen ja kyky reagoida muutoksiin.     
Tarkemmin sanoen TDD syntyi XP:n [Bec99] (extreme programming) sisällä, joka on 
yksi  suosituimmista  ketteristä  menetelmistä.  TDD on  yksi  XP:n  osista  eli  ketteristä 
käytänteistä,  joista  muita  esimerkkejä  ovat  muun  muassa  pariohjelmointi (pair 
programming) ja jatkuva integraatio (continuous integration). Vaikka TDD syntyi XP:n 
sisällä,  sitä  voidaan  käyttää  myös  täysin  itsenäisesti  tai  vapaasti  muiden 
kehitysmenetelmien,  kuten  esimerkiksi  Scrumin  [ScB01]  ja  vesiputousmallin 
yhteydessä. 
Ketterät menetelmät  ovat yleiskäyttösiä, mutta sopivat erityisen hyvin web-sovellusten 
kehitykseen [Bec99, Rob10]. Tätä on perusteltu sillä, että web-sovelluksiin joudutaan 
tyypillisesti tekemään jatkuvasti muutoksia ja ketterät menetelmät tukevat muutoksien 
tekemistä.  Erityisesti  TDD on keskeinen tekijä korkean muutoskykyisyyden taustalla 
[FrP09  s.5].  XP:tä  ja  TDD:tä  onkin  käytetty  paljon  web-sovellusten  kehittämiseen 
[Tia10].
TDD  tukee  korkeaa  muutoskykyisyyttä  monella  tapaa.  Yksi  keskeinen  tekijä 
muutoskykyisyyden taustalla on oikein käytetyn TDD:n tuottama korkealaatuinen koodi 
7[FrP09  s.1].  Kaikki  työskentely  huonolaatuisen  koodin  kanssa  on  hidasta.  Toisaalta 
laadukkaan  koodin  kirjoittaminen  vaatii  yleensä  enemmän  työtä  ja  aikaa 
toteutusvaiheessa.  TDD:n taustalla  on  kuitenkin  ymmärrys  siitä,  että  kaikki  koodin 
laatuun investoitu työ maksaa itseään takaisin aina kun koodia luetaan tai muokataan 
myöhemmin.  Jos koodia luetaan tai  muokataan usein ja vielä  useiden eri  kehittäjien 
toimesta,  voi  koodin  laatuun  sijoitettu  työ  maksaa  itsensä  nopeasti  moninkertaisesti 
takaisin. TDD:n keskeisin työkalu laadukkaan koodiin tuottamisessa on jatkuva koodin 
refaktorointi  [Fow99].  Refaktoroinnilla  tarkoitetaan  koodin  rakenteen  parantamista 
ilman, että koodin käyttäytyminen muuttu [FrP09 s.7].
Koodin luettavuudella on selvä yhteys koodin laatuun. Perinteisesti  koodin lukemiseen 
on kehittäjiltä kulunut paljon enemmän aikaa kuin koodin kirjoittamiseen [FrP09 s.5]. 
Erään tutkimuksen mukaan esimerkiksi  Microsoftin palkkaamilla vastavalmistuineilla 
kehittäjillä  ensimmäinen  työvuosi  kului  lähes  pelkästään  vanhan  koodin  lukemiseen 
[BeS08].  TDD  pyrkii  vaikuttamaan  tähän  yhteen  suurimmista  ohjelmistokehityksen 
ongelmista tuottamalla mahdollisimman laadukasta koodia, joka toimii samalla myös 
dokumentaationa.  Refaktoroinnin  lisäksi  myös  muun  muassa  testit  ja 
nimeämiskäytännöt ovat keskeisessä asemassa koodin dokumentoinnissa [FrP09 s, 248, 
s.250,  s.273]. 
Koodin  laadun  lisäksi  toinen  tärkeä  tekijä  korkean  muutoskykyisyyden  taustalla  on 
muutostarpeiden  mahdollisimman  aikainen  havaitseminen.  Mitä  nopeammin 
muutostarve  havaitaan,  sen  edullisempaa  muutoksen  tekeminen  on  [RTH11  s.71]. 
XP:ssä  muutostarpeiden  havaitsemista  tukee  tiivis  palautesilmukka  (tight  feedback 
loop)  [ShW07  s.18].  Palautesilmukalla  tarkoitetaan  kaikkea  sitä  palautetta,  mikä 
saadaan  kerättyä  yhden  XP:n  iteraation  aikana.  Yhden  iteraation  aikana  kehittäjät 
analysoivat,  suunnittelevat,  ohjelmoivat,  testaavat  ja  toimittavat  osan 
toiminnallisuuksista. Tiheä toimitussykli mahdollistaa lähes jatkuvan asiakaspalautteen 
saamisen,  mikä  on  kaikkein  arvokkainta  palautetta.  Palautetta  voidaan  kerätä  myös 
sisäisesti ohjelmstokehittäjiltä  esimerkiksi huomioimalla ohjelmointivaiheessa havaitut 
suunnitteluongelmat seuraavassa analysointivaiheessa.
TDD on XP:n keskeisimpiä osia iteratiivisen ja inkrementaalisen palauteinfrastruktuurin 
rakentamisessa. TDD:n pienin inkrementein etenevä tiivis sykli aiheuttaa sen, että koodi 
ei  voi  olla  koskaan  kovin  kaukana  siitä,  että  ohjelma  voidaan  käynnistää  ja  ajaa. 
8Laadukas,  refaktoroitu,  testattu  ja  kääntyvä  koodi  on  aina  hyvässä  valmiudessa 
asiakastoimitusta ajatellen. TDD auttaa myös kooditason palautteen keräämisessä. Testit 
voivat paljastaa ohjelmiston laatuun liittyviä ongelmia: jos testiä on esimerkiksi vaikea 
kirjoittaa, on ongelma usein koodissa tai koko ongelmakenttää (domain) ei ymmärretä 
vielä tarpeeksi hyvin [FrP09 s. 11, 245].
TDD:n  oppimiskäyrä  on  korkea.  Erään  tutkimuksen  mukaan  eräällä 
ohjelmistokehitysryhmällä  kesti  lähes  vuoden  ennen  kuin  TDD  saatiin  toimimaan 
toivotulla tavalla kehitysprosessissa [BLM11]. TDD:n käyttöönottoon onkin ehdotettu 
portaittaista  lähestymistapaa.  Ensimmäisellä  portaalla  opetellaan  yksikkötestaustaidot, 
toisella  portaalla  hyvät  suunnittelutekniikat,  ja vasta  tämän jälkeen siirrytään  TDD:n 
opetteluun [Osh09 s.238].
Jotkut  esitykset  TDD:stä  antavat  ymmärtää  TDD:n  korvaavan  kaikki  entiset 
ohjelmistokehitysmenetelmät.  TDD toimii  kuitenkin  parhaiten  silloin  kun sen käyttö 
pohjautuu  mahdollisimman  laajan  kokemuksen  tuomiin  taitoihin  ja  arviointikykyyn 
[FrP09  s.212].  Käytännössä  TDD  on  kokonaisvaltainen  vankkoja  ohjelmointi-, 
suunnittelu- ja testaustaitoja vaativa menetelmä [FrP09 s.227]. 
TDD ei ole paras mahdollinen työkalu kaikissa tilanteissa [Har12 s.93]. Ei ole mitään 
perusteita  sille,  että  testi  pitäisi  kirjoittaa  dogmaattisesti  aina  ennen koodia  kaikissa 
mahdollisissa  tilanteissa.  Kehittäjän  eteen  voi  tulla  esimerkiksi  niin  vaikea 
ohjelmointiongelma, että kehittäjällä ei ole mitään tietoa millainen ratkaisun pitäisi olla. 
Tällöin testien kirjoittamisen sijaan voi olla järkevämpää aloittaa ongelman ratkaisun 
hahmottelu  kirjoittamalla  suoraan  koodia.  Vasta  sopivan  ratkaisumallin  löytymisen 
jälkeen koodi hiotaan kuntoon TDD:llä.
2.1.2 TDD-sykli
TDD:ssä  perusideana  on  kirjoittaa  testi  aina  ennen  testauksen  kohdetta.  Tarkemmin 
TDD:n perusidea on kirjoitettu esimerkiksi seuraaviin kolmeen ”lakiin” [Mar09 s.122]:
1.Koodia ei saa kirjoittaa ennen kuin sitä vastaan on kirjoitettu testi.
2.Testin kirjoittaminen täytyy lopettaa heti, kun testi testaa yhden asian eikä mene läpi. 
3.Koodin kirjoittaminen täytyy lopettaa heti, kun testi menee läpi.
9TDD:n kehittäjä, Kent Beck, määritteli ”lait” alkujaan vielä tarkemmin [Bec01]:
1.Kirjoitetaan  nopeasti  testi  pienelle,  johonkin  käyttäjävaatimukseen  liittyvälle 
toiminnallisuudelle.
2.Aja kaikki testit. tarkasta ettei uusi testi mene läpi.
3.Kirjoita minimaalinen toteutus koodiin, jotta testi menee läpi.
4.Aja taas kaikki testit.
5.Refaktoroi paras mahdollinen rakenne testeille ja koodille: poista duplikaatit, paranna 
sisäistä rakennetta.
Nämä  lait  lukitsevat  kehittäjän  noin  30  sekunnin  sykliin  [Mar09  s.123].   Syklin 
pituudesta on annettu myös jonkin verran väljempää ohjeistusta  30 sekunnin ja parin 
minuutin  välillä  [Kos08  s.19].  Sykli  on  usein  esitetty  kolmiosaisena:  testi,  koodi, 
refaktorointi.  Refaktorointia tehdään aina koodin kirjoittamisen jälkeen, jos siihen on 
tarvetta.  TDD:ssä  refaktoroinnilla  pyritään  varmistamaan  koodin  laatu.  Toisin  kuin 
testien ja koodin kirjoittamista, refaktorointeja ei tarvitse tehdä  30 sekunnissa. TDD:n 
yksi  tärkeimmistä  päämääristä  on  tuottaa  koodia  mikä  on  aina  laadukasta.  Tähän 
päämäärään päästäkseen on refaktoroitava usein ja joskus tämä voi viedä aikaa, eikä 
tiukkaa aikarajaa TDD:n puolesta määrätä [Kos08 s.25-27]. Kolmiosaista TDD-sykliä 
havainnollistaa kuva 1.
Kuva 1:  Kolmiosainen TDD-sykli [FrP09 s.6].
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Edellä  kuvattu  tiivis  TDD-sykli  ja  TDD:n  kaikkien  lakien  noudattaminen  vaativat 
kehittäjiltä  paljon  kurinalaisuutta.  Lakien  määräämä  testien  ajaminen  heti  testien 
luomisen jälkeen paljastaa sen, että puuttuuko testattava ominaisuus todella systeemistä, 
käyttäytyykö  testi  kuten  odotettiin  ja  ovatko  virheilmoitukset  riittävän  kattavia. 
Tarvittaessa  testiä  ja  virheilmoituksia  voi  parantaa.  Kun uusi  koodi  on  valmis,  testi 
ajetaan  uudestaan.  Testien  tarjoaman  diagnostiikan  kehittämistä  on  pidetty  niin 
tärkeänä, että sitä on esitetty syklin neljänneksi vaiheeksi [FrP09 s.272]. 
2.1.3 TDD on suunnittelutekniikka
Kun testit kirjoitetaan ennen koodia joutuu kehittäjä miettimään mitä koodilta halutaan. 
Tällöin  testaus  saa uuden ulottuvuuden ja muuttuu  suunnitteluksi  [FrP09 s.5].   Kun 
testiä kirjoitetaan eikä testattavaa koodia vielä ole olemassa,  täytyy testin kirjoittajan 
kuvitella (programming by intention)  testauksen kohde. Testaajalla on vapaus kuvitella 
testauksen  kohde  ominaisuuksiltaan  mahdollisimman  hyväksi  testattavuudeltaan  ja 
kirjoittaa testi sen mukaisesti [Kos08 s.16]. Lisäksi testin luominen ennen koodia lisää 
luottamusta siihen, että testi todella kattaa halutun toiminnallisuuden [Har12 s.93].
TDD:n  aiheuttama  koodin  testattavuus  on  vahva  signaali  laadukkaasta  koodista. 
Esimerkiksi muutoksiin reagoiminen onnistuu testattavalta koodilta paremmin [FrP09 
s.229].  Nyrkkisääntö  on,  että  jos  koodin  testaaminen  on vaikeaa,  myös  kaikki  muu 
koodin kanssa työskentely tulee olemaan vaikeaa [Che10 s.219].
Testien kirjoittamisen  yhteydessä  tehdyt  havainnot  auttavat  suunnittelussa.  Jos  testin 
luominen on vaikeaa, pitää  miettiä mistä se johtuu  [Frp09 s.229]. Taustalla on monesti 
ongelmia  ohjelman  rakenteissa  (design).  Testit  pitäisi  pystyä  kirjoittamaan 
ymmärrettäviksi ja samalla ylläpidettäviksi koherenteiksi yksiköiksi [Frp09 s.57]. Liian 
pitkä ja monimutkainen testi kertoo siitä, että koodi pitää jakaa pienempiin yksiköihin. 
Tavoitteena on  parantaa vastuiden jakoa (separation of concerns) testeissä ja koodissa, 
ja nostaa molempien koheesiota. Luokan korkealla koheesiolla tarkoitetaan käytännössä 
sitä, että luokan muuttujat sekä metodit ovat molemminpuolisesti toisistaan riippuvaisia 
(co-dependent) ja muodostavat loogisen kokonaisuuden [Mar09 s.140]
Testiä kirjoitettaessa joudutaan miettimään miten testattavaa kohdetta käytetään. Lisäksi 
joudutaan  miettimään  minkä  muiden  osien  kanssa  testattava  kohde  kommunikoi  ja 
millaista  kommunikoinnin  pitäisi  olla.  Kun  testiä  luodaan,  testattavan  kohteen 
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riippuvuudet  joudutaan  määrittelemään  ja  injektoimaan  kohteeseen.  Riippuvuuksien  
injektoiminen  (dependency  injection) parantaa  kohteen  ympäristöriippumattomuutta 
(context  independence)  [FrP09  s.57].  Ympäristöriippumattomuus  yksinkertaistaa 
kohdetta,  koska  tällöin  kohde  ei  itse  hallinnoi  riippuvuuksiaan.  Lisäksi 
ympäristöriippumattomuus ohjaa ohjelmistoa kohti korkeampaa koheesiota ja parantaa 
muokattavuutta. Riippuuvuudet voidaan vaihtaa ulkoisesti konfiguroimalla, ilman että 
koodiin  välttämättä  tarvitsee  koskea  [FrP09  s.55].  On  jopa  sanottu,  että  TDD:n 
merkittävin  hyöty  on  kohteiden  itsenäisyyden  maksimoiminen  [Rap11  s.288]. 
Testittömän koodin yksiköt ovat usein erittäin tiiviistii toisiinsa sidoksissa, mikä tekee 
koodin kanssa työskentelyn vaikeaksi.
TDD:ssä pyritään mahdollisimman laadukkaaseen koodiin myös panostamalla kaikkien 
koodin osien nimeämiseen. Kommentteja ei yleensä tarvita jos koodin ja testien osat on 
nimetty  oikein  [Mar09  s.55].  Jos  testit  on  kirjoitettu  kuvaavasti,  ne  toimivat  hyvin 
tarkkana dokumenttina testattavasta kohteesta. Ilman testejä koodin yksiköiden väliset 
kommunikoinnin  tavat  (communication  patterns)  eivät  tule  eksplisiittisesti 
dokumentoitua  koodissa  [FrP09  s.15].  Käytännössä  kommunikoinnin  tavat  tulevat 
eksplisiittisesti  esiin  tiettyjen  testaustyökalujen  käytön  seurauksena,  joista  Javan 
EasyMock  [Eas12]  on  yksi  esimerkki.  Kommunikoinnin  tavoilla  tarkoitetaan 
esimerkiksi  sitä,  miten  monta  kertaa  ja  missä  järjestykssä  yksiköt  kutsuvat  toisiaan. 
Tarkemmin  edellä  mainittuja  työkaluja  käsitellään  seuraavassa  aliluvussa  sekä 
erityisesti luvussa 3.
Kommunikoinnin  tapoja  luotaessa  törmätään  usein  tilanteeseen,  missä  testattavan 
kohteen  kanssa  yhteistyötä  tekevän  olion  rajapinta  ei  vielä  sisällä  tarvittavaa 
toiminnallisuutta  tai  koko  olion  rajapintaa  ei  ole  olemassa  [Che10  s.216].  Tällöin 
kommunikoinnin  tapojen  tutkiminen  johtaa  rajapintojen  keksimiseen (interface 
discover).  Rajapintojen  keksiminen  on  voimakas  tapa  kirjoittaa  olio-ohjelmointiin 
perustuvia ohjelmistoja. Se mahdollistaa rajapintojen suunnittelun vasta siinä vaiheessa 
kun niitä todella tarvitaan eli silloin, kun kehittäjällä on mahdollisimman paljon tietoa 
siitä,  miten  rajapintaa  tullaan  käyttämään.  Keskeistä  rajapintojen  keksimisessä  on 
keskittyminen rooleihin sen sijaan, että keskityttäisiin olioihin [Fre04].
Yleisesti ottaen TDD:ssä yritetään välttää aina suurta ennakkosuunnittelua (big design 
up front) ennen toteutuksen aloittamista. Suuren ennakkosuunnittelun maine on yleisesti 
12
ketterien  menetelmien  sisällä  erittäin  huono  [FrP09  s.35].  TDD:n  ideana  on,  että 
toteutus itse ohjaa suunnittelua kohti optimaalista rakennetta aina sille koodille, mikä on 
kullakin hetkellä olemassa. Tärkeimpänä työkaluna parhaan rakenteen löytämisessä on 
TDD-syklin  refaktorointivaihe  [Kos08  s.22-27].  Käytännössä  parhaalla  rakenteella 
tarkoitetaan  yksinkertaisinta  ongelman  ratkaisevaa  rakennetta  [Kos13  s.12]. 
Yksinkertaisella rakenteella pyritään välttämään tahatonta monimutkaisuutta (accidental 
complexity).  Tahaton monimutkaisuus on tarpeetonta monimutkaisuutta ja se on yksi 
merkittävimpiä tekijöitä kehittäjien tuottavuuden laskun taustalla.
Suurta ennakkosuunnittelua halutaan välttää myös siksi, koska vaatimukset muuttuvat 
jatkuvasti  [Kos08  s.22].  Lisäksi  jokainen  projekti  on  erilainen,  eivätkä  parhaatkaan 
ammattilaiset  pysty  näkemään  kaikkea  etukäteen  [FrP09  s.73].  TDD:ssä  kaikki 
päätökset pyritään tekemään olettamusten sijaan tietoon perustuen [Kos08 s.23]. Tietoa 
saadaan kooditasolla ohjelman kehittyessä testien ajamisen ja kirjoittamisen yhteydessä 
tehtävien havaintojen kautta ja muutenkin ymmärrys ohjelmistosta ja sen ympäristöstä 
kasvaa projektin edetessä. 
2.1.4 TDD:n ja testauksen välinen suhde
TDD on suunnittelukäytänne, joka pohjatuu testaamiselle. TDD:n oheistuotteena syntyy 
paljon testejä: testikoodia syntyy suunnilleen yhtä paljon kuin muutakin koodia. Testien 
suuresta  määrästä  huolimatta  TDD  ei  ole  testauskäytänne,  eikä  testaus  voi  nojata 
pelkästään TDD:hen jos tavoitteena on testata ohjelmisto kattavasti. On suositeltu, että 
TDD:n yhteydessä ei edes pitäisi  ajatella testausta [Che10 s.23]. Sen sijaan kaikkien 
mahdollisten  virhetilanteiden  ja  rajatapausten  testaaminen  pitäisi  tehdä  TDD:stä 
irrallisina  vaiheina.  Tästä  huolimatta  myös  TDD:n  yhteydessä  tarvitaan  vankkoja 
testaustaitoja sekä testaustyökalujen käyttöä.
TDD:n  oheistuotteena  syntyville  testeille  on  määritelty  kolme  tyyppiä  [Tia10]. 
Tyypillisin TDD:n oheistuotteena syntyvä testi on yksikkötesti.  Toinen testityyppi  on 
yksiköiden  välisen  vuorovaikutuksen  esiin  tuova  yksikkötesti  (mock  test).  Kolmas 
mahdollinen  testityyppi  on  useamman  yksikön  yhteistoiminnan  testaava  testi  eli 
integraatiotesti.  Käytännön  esimerkkeihin  yksikkö-  ja  integraatiotesteistä  palataan 
aliluvussa 3.3 sekä luvussa 4.
Yksikkötesteissä  yksiköiden  välinen  vuorovaikutus  tulee  esiin  mock-olioiden  (mock 
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object)  kautta  [Kos13  s.44].  Mock-oliot  ovat  yksi  testijäljitelmien (test  double) 
alatyyppi  [Kos13  s.34].  Testijäljitelmien  keskeisin  tehtävä  on  testattavan  yksikön 
eristäminen riippuvuuksistaan [Kos13 s.28]. Lisäksi niillä  voidaan saavuttaa muitakin 
etuja,  kuten  testauksen  nopeutuminen.  Mock-olioden  keskeinen  ero  muihin 
testijäljitelmien alatyyppeihin verrattuna on se, että mock-olioden kautta määritellään 
odotukset testattavan yksikön ja mock-olion väliseen vuorovaikutukseen liittyen sekä 
tarkastetaan pitivätkö odotukset paikkansa [Tah10 s.100].  Mock-oliot eivät myöskään 
saa sisältää mitään businessslogiikaa. 
Mock-olioiden luomisessa käytetään usein apuna testijäljitelmien luontiin tarkoitettuja 
kehyksiä, joita kutsutaan joissain lähteissä myös eristyskehyksiksi (isolation framework) 
[Osh09  s.100].  Myös  tässä  tutkielmassa  päädyttiin  käyttämään  eristyskehys-termiä. 
Usein käytetyssä vaihtoehtoisessa  Mock-kehys-termissä (mock object library)  [Kos13 
s.xvi]  on  se  ongelma,  että  se  rajaa  kehyksen  toimintaa  ainoastaan  yhteen 
testijäljitelmätyyppiin liittyen eli mock-olioihin.  Eristyskehys on parempi nimi, koska 
yleensä  testijäljitelmien  luomiseen  tarkoitetuilla  kehyksillä  voidaan  luoda  mock-
olioiden lisäksi muitakin testijäljitelmätyyppejä.  Eristyskehyksiä  on kehitetty yleensä 
kaikille  ohjelmointikielille,  joille  on  kehitetty  myös  yksikkötestauskehyksiä.  Yhtenä 
esimerkkinä  eristyskehyksistä  on  jo  edellisesä  aliluvussa  mainittu  EasyMock. 
Tarkemmin eristyskehyksiin palataan aliluvussa 3.3. 
Mock-olioiden  lisäksi  muut  testijäljitelmien  alatyypit  ovat  seuraavat:  stub-oliot  (test 
stub), jäljitelmäoliot  (fake object) ja testiagentit (test spy) [Kos13 s.34]. Stub-oliot ovat 
mahdollisimman  yksinkertaisia  korvaavia  toteutuksia  testattavan  yksikön 
riippuvuudelle.  Tyypillisesti  stub-olioiden  metodien  toteutukset  palauttavat  vain 
kovakoodattuja arvoja. Jäljitelmäoliot eroavat stub-oliosta siinä, että niiden toteutukset 
sisältävät myös jonkin verran logiikkaa [Kos13 s.35]. Tyypillisesti jäljitelmäoliot ovat 
optimoituja  ja  riisuttuja  kopioita  testattavan  yksikön  riippuvuuden  todellisesta 
käyttäytymisestä.  Testiagenttien  keskeinen  tehtävä  on  tallentaa  tiedot  siitä,  miten 
testiagenttia  on  käytetty  [Ko13  s.38].  Toisin  sanoen  myös  testiagentteja  käytetään 
testattavan yksikön ja sen riippuvuuksien välisen vuorovaikutuksen tutkimiseen, mikä 
oli  myös  mock-olioiden  tehtävänä.  Mock-oliot  ovatkin  määritelmän  mukaan 
erikoisversio testiagenteista [Kos13 s.38]. 
Edellä  esitettyä  testijäljitelmän ja sen alatyyppien  terminologian  määrittelemisestä  ja 
14
popularisoinnista  on  kiitetty  Gerard  Meszarosta  [Mes07,  Kos13  s.27].  Meszarosin 
vaikutuksesta huolimatta eri lähteistä voi olla edelleen mahdollista löytää poikkeavia 
määritelmiä.  Joissain  lähteissä  esimerkiksi  käytetään  jäljitelmä-termiä  (fake) 
testijäljitelmien  sijaan  [Osh09  s.91]  tai  määritellään   pienempi  joukko  alatyyppejä 
[Osh09  s.50].  Tässä  tutkielmassa  käytetään  jatkossa  ainoastaan  Meszarosin 
popularisoimaa terminologiaa.
TDD:ssä testejä myös ajetaan usein. Testi ajetaan heti kun se on kirjoitettu. Seuraavaksi 
se ajetaan testin läpäisevän koodin kirjoituksen jälkeen, jolloin myös kaikki muutkin 
testit ajetaan uudestaan. Kaikki testit ajetaan siltä varalta, että havaitaan uuden koodin 
mahdollisesti  aiheuttamat  virheet  koko  systeemin  laajuudessa.  Tätä  kutsutaan 
regressiotestaukseksi (regression testing) [Kos08 s.29]. 
TDD-sykli on niin tiivis, että yksikkötesteistä muodostuu pieniä. Ideaalitilanteessa testi 
lisää  paljon  ymmärrystä  ohjelmasta  ja  on  nopea  kirjoittaa.  Tälläinen  testi  on  hyvä 
kandidaatti,  kun mietitään seuraavaa työn alle otettavaa testiä.  Aina selkeästi  parasta 
seuraavaa testiä  ei  voida osoittaa.  Yleisohjeeksi on annettu helposti  ymmärrettävissä 
olevan ja nopeasti toteutettavissa olevan testin valitseminen seuraavaksi testiksi [Kos08 
s.48]. 
Tiukan  TDD:n  määritelmän  mukaan  kaikki  koodi  yksikkötestataan  [Mar09  s.122, 
Bec01],  mutta  käytännössä   mielekäs  kattavuus  esimerkiksi  J2EE (Java  enterprise 
edition) projekteille on keskimäärin 85% [Kos08 s.40].  
Testejä  kirjoitetaan  niin  paljon,  että  hyvät  testaamisen  taidot  ovat  TDD:n  käytössä 
välttämättömiä.  Testien  laadukkuus  on  yhtä  tärkeää  kuin  kaiken  muun  koodin 
laadukkuus [Kos13 s.43]. Vaikka TDD:n periaatteiden mukaisesti etenevän kehityksen 
on havaittu auttavan laadukkaiden ja hyvän yksikkötestin määritelmän täyttävien testien 
luomisessa, ei TDD:n käyttö yksinään takaa mitään. Hyvän yksikkötestin määritelmä on 
seuraava:  ”Testi  kutsuu testauksen kohteena  olevaa  metodia  tai  luokkaa  ja  tarkastaa 
tiettyjen  testattavan  koodin  käyttäytymiseen  liittyvien  olettamusten 
paikkansapitävyyden. Se voidaan kirjoittaa helposti ja se ajautuu nopeasti. Se on täysin 
automatisoitu,  luotettava,  luettava  ja  ylläpidettävä”  [Osh09  s.11].   Käytännössä 
yksikkötestien  laatuun  vaikuttaa  kuitenkin  lähes  rajaton  määrä  tekijöitä  kuten 
esimerkiksi  konteksti  [Kos13  s.15].  Näiden  tekijöiden  tarkempi  läpikäynti  rajataan 
tämän tutkielman ulkopuolelle. 
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Testausvaiheeseen  perinteisesti  tiiviisti  liittynyt  koodin  suorituksen  seuraaminen  rivi 
riviltä  (debugging)  virheiden  löytämisen  toivossa,  käy  TDD:n  myötä  lähes 
tarpeettomaksi  vaiheeksi.  TDD-sykli  on  niin  tiivis,  että  kehittäjä  tietää  useimmiten, 
mikä kohta koodista aiheutti virheen, ilman virheiden etsintään tarkoitettujen työkalujen 
käyttöä.  TDD:tä  perinteisimmissä  ja  vähemmän kurinalaisissa  käytänteissä  virheiden 
etsimiseen kuluu usein paljon aikaa [Kos08 s.9].
2.2 ATDD
Testivetoisuuden  ideaa  on  sovellettu  myös  yksikkötestausta  korkeammilla  tasoilla. 
ATDD vie testivetoisen kehityksen aina asiakasrajapinnalle  asti,  vaatimusmäärittelyn 
tueksi. ATTD:n määrittämä ohje kehitysprosessille on se, että uuden toiminnallisuuden 
toteutusta ei saa aloittaa ennen kuin siitä on kirjattu hyväksymistesti [Kos08 s.31].
ATDD:n keskeinen tavoite  on lisätä ja parantaa asiakkaan ja ohjelmistoa kehittävien 
tahojen  välistä  kommunikaatioita.  ATDD:ssä  kehittäjätiimi  ja  asiakas  luovat  tiiviin 
yhteistyön  tuloksena  vaatimuksista  listan  hyväksymistestejä (acceptance  test).  Testit 
kirjoitetaan  niin  formaalissa  muodossa,  että  niistä  voidaan  luoda  työkaluilla 
automaattisesti ajettavia testejä [Kos08 s.32-34]. 
Hyväksymistestilista  toimii  selkeänä  työn  edistymisen  mittarina.  Vaatimusten 
kirjaaminen formaalien hyväksymistestien muotoon vähentää myös merkittävästi muun 
dokumentoinnin  tarvetta.  Parhaimmillaan  se  poistaa  tarpeen  kirjoittaa  vaatimus-  ja 
toiminnallisuuskuvauksista  pitkiä  kirjallisia  dokumentteja,  joiden  ylläpitäminen  on 
raskasta [Kos08 s.34]. 
ATDD  yhdistyy  TDD:hen  kun  hyväksymistesti  otetaan  työn  alle.  Hyväksymistesti 
voidaan jakaa pienempiin osiin, joista kukin toteutetaan TDD:llä [Kos08 s.342].
2.3 BDD – käyttäytymisvetoinen kehitys
BDD  (behaviour  driven  development)  [Nor06]  eli  käyttäytymisvetoinen  kehitys 
nähdään karkeasti ketteränä TDD:n ja ATDD:n ominaisuuksia yhdistävänä ja joiltain 
osin  pidemmälle  jalostuneena  menetelmänä  [SoW11].  Suppeimmillaan  BDD:tä  on 
kuvailtu erittäin hyvin käytetyksi TDD:ksi -   BDD:hen on pakattu formaaliin muotoon 
parhaiden  kehittäjien  tavat  kehittää  TDD:llä  [HaU12,  WyH12  s.4].  Laajimmillaan 
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BDD:hen  liittyen  on  tunnistettu  kuusi  osaa  [SoW11],  joiden  avulla  ohjelmisto 
toteutetaan  kuvailemalla  sen käyttäytyminen  asiakkaan näkökulmasta  [Che10 s.138]. 
BDD:n  käytössä  suositellaan  holistista  lähestymistapaa,  missä  kaikkia  BDD:n  osia 
käytetään  yhdessä,  jolloin  saavutetaan  paras  lopputulos  [SoW11].  Parhaiden  TDD-
kehitystapojen  mukaisesti  BDD:ssä  edetään  ulkoa  sisälle (outside-in)  eli  kehitys 
aloitetaan asiakkaan näkökulmasta luodulla hyväksymistestillä, joka kuvaa jonkin osan 
ohjelman käyttäytymisestä [WyH12 s.4]. 
BDD  on  herättänyt  paljon  mielenkiintoa  maailmalla  ja  sen  ympärille  on  kasvanut 
aktiivinen kehittäjä- ja käyttäjäjoukko [HaU12]. Samaan aikaan BDD on vielä  nuori 
menetelmä ja esimerkiksi tieteellistä tutkimusta siihen liittyen on tehty todella vähän. 
BDD:n laajuudesta ja ominaisuuksista ei ole täysin vakiintunutta määritelmää.  Tässä 
tutkielmassa BDD:stä annetaan laaja kuva uusimpaan kirjallisuuteen ja tutkimukseen 
nojautuen. Merkittävin rajaus BDD:n esittelyyn liittyen on se, että tässä tutkielmassa ei 
esitellä  tarkasti  David  Chelimskyn  kirjassa  esiteltyä  BDD:n  perusidean  ympärille 
kehiteltyä laajaa ja yksityiskohtaista ohjelmistokehitysprosessia [Che10].
2.3.1 BDD:n periaatteet 
Yhdessä  lähteessä  BDD:n  käytölle  on  määritelty  kolme  korkean  tason  periaatetta 
[Che10 s.138]. Ensimmäinen periaate on ”Tarpeeksi on tarpeeksi” (enough is enough) 
[Che10 s.139]. Periaatteen ydinajatus on se, että etukäteisvalmisteluja, analysointia ja 
suunnittelua  pitäisi  välttää  tekemästä  enempää  kuin  mikä  on  tarpeellista,  jotta 
ohjelmointi  saadaan  nopeasti  käyntiin.  Toinen periaate  on  ”Toimita  osapuolille  sitä, 
mitä he oikeasti haluavat” (Deliver stakeholder value). Periaatteen ydinajatus on, että 
kaiken toiminnan pitäisi  tähdätä projektin hyödyn  nousuun osapuolten näkökulmasta 
joko heti, tai omien prosessien kehittämiseen kautta myöhemmin.
Kolmas  periaate  on  ”Kaikki  on  käyttäytymistä”  (It's  all  behaviour).  Periaatteen 
ydinajatus  on,  että  kaikilla  ohjelmistokehityksen  tasoilla  koodista  asiakasrajapintaan 
käytetään  granulariteetista  riippumatta  samaa  ajattelutapaa  ja  kielellisiä  rakenteita 
kuvaamaan  käyttäytymistä.  [Che10  s.139].  Nämä  kolme  periaatetta  on  selvästi 
nähtävissä seuraavissa aliluvuissa esiteltävissä BDD:n osissa.
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2.3.2 BDD – vastaus TDD:n ongelmiin
BDD syntyi tarpeeseen ratkaista TDD:n opetuksessa ja käytössä ilmenneitä ongelmia 
[Nor06].  TDD:n  ja  ATDD:n  käytössä  törmätään  usein  samoihin  ongelmiin.  Näiden 
tekniikoiden kohdalla usein esitettyjä kysymyksiä tai ongelmakohtia ovat muun muassa 
sopivan ensimmäisen testin  tai  aloituspisteen löytyminen,  mitä  testata  ja mitä  pitäisi 
jättää testaamatta,  kuinka paljon testata yhdellä kertaa,  testien nimeäminen ja kuinka 
ymmärtää miksi testi ei mene läpi [SoW11, Nor06]. Ongelmien alkulähteenä pidetään 
TDD:ssä  käytettyä  terminologiaa,  joka  keskittyy  testi-sanan  ympärille  [Nor06]. 
Esimerkiksi testiluokissa jokaisen luokan ja metodin nimi alkaa tyypillisesti test-sanalla. 
BDD:ssä  testi-sanoja  ei  käytetä.  Testi-sanan sijaan  testimetodit  kirjoitetaan  lauseina, 
mitkä  kuvaavat  seuraavaksi  työn  alle  otettavan  toiminnallisuuden  käyttäytymisen 
(behaviour).  Tämä nimeämiskäytännön muutos  on tarkoitettu  auttamaan testivetoisen 
kehityksen ymmärtämistä suunnitteluna testaamisen sijaan [HaU12]. Lisäksi BDD:ssä 
testejä  ei  kirjoiteta  välttämättä  yksi  yhteen-suhteessa  luokkiin  liittyen,  vaan  testit 
liittyvät käyttäytymiseen [HaU12, Che10 s.64]. On väitetty, että testien kirjoittaminen 
BDD:llä  sekä  vielä  toteuttamattomien  toiminnallisuuksien  priorisointi  vastaa  edellä 
listattuihin TDD:n käyttöön liittyviin kysymyksiin ja ongelmakohtiin [Nor06].
Tässä tutkielmassa pyritään noudattamaan edellä kuvattua BDD:n terminologiaa testien 
ja  testiluokkien  kohdalla.  Käytännössä  BDD:n  yhteydessä  testeistä  puhuttaessa 
käytetään  usein  termiä  spesifikaatio (spec)  [Rap11  s.187].  Tässä  tutkielmassa 
spesifikaatio on lyhennetty muotoon  speksi. ”Speksi” on siinä mielessä parempi nimi, 
että se ei sekoitu muihin termeihin niin helposti kuten melko geneerinen ”spesifikaatio” 
tekisi.  Lisäksi  speksi-sana  muistuttaa  paljon  testi-sanaa,  mikä  tuo  esiin  testien  ja 
speksien temaattista  yhteyttä.  Tässä tutkielmassa  ei  kuitenkaan käytetä  speksi-termiä 
täysin puritaanisesti. Jos asiayhteydestä on muutenkin selvää, mitä testi-sanalla tarkkaan 
ottaen  tarkoitetaan,  ei  speksi-sanaa  käytetä  jos  sen  käyttö  heikentäisi  tekstin 
luettavuutta.
TDD:n  oppimispolku  on  jaoteltu  seitsemään  eri  tasoon,  joista  korkeimman  eli 
kehittyneimmän  tason  hallinnan  on  väitetty  vastaavaan  BDD:n  käyttöä  [HaU12]. 
Ensimmäisellä  eli  alkeellisimmalla  tasolla  kehittäjä  aloittaa  testien  kirjoittamisen. 
Toisella  tasolla  kehittäjä   alkaa  nauttia  testien  luomasta  turvallisuuden  tunteesta. 
Kolmannella tasolla kehittäjä ymmärtää, että testien kirjoittaminen ennen koodia auttaa 
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keskittymään  ainoastaan  tarpeellisen  koodin  kirjoittamiseen.  Neljännellä  tasolla 
kehittäjä huomaa testien toimivan myös dokumentaationa. Viidennellä tasolla kehittäjä 
ymmärtää hyvin kirjoitettujen testien vastaavan ohjelmiston API:a. Kuudennella tasolla 
kehittäjä  ymmärtää  TDD:n  olevan  testaamisen  sijaan  järjestelmän  käyttäytymisen 
määrittelyä.  Seitsemännellä  tasolla  käyttäytyminen  ymmärretään  järjestelmän 
komponenttien  välisenä  yhteystyönä  ja  mock-olioiden  käyttö  nähdään 
fundamentaalisena  osana  TDD:tä.  Ongelmana  on,  että  usein  kokeneetkaan  TDD:n 
käyttäjät  eivät  saavuta  kaikkia  TDD:n  sisältämiä  hyötyjä  [Che10  s.22].  BDD:n 
kehittymisen yksi motiiveista on ollut vaikuttaa juuri tähän eli tehdä TDD:n oppiminen 
helpommaksi. 
2.3.3 BDD laajimmillaan – BDD:n kuusi osaa
Painotuksen  siirtäminen  testaamisesta  käyttäytymisen  kuvaamiseen  on  vain  yksi 
BDD:n  sisältämä  ero  TDD:hen  verrattuna.  Tästä  yksinkertaisesta  TDD:n  päälle 
rakentuneesta  painotuksen  muutoksesta  BDD  on  kehittynyt  itsenäiseksi  ja 
moniosaiseksi  menetelmäksi  [Che10 s.138].  Eräs  tutkimus  tunnisti  BDD:hen liittyen 
kaikkiaan kuusi osaa:  asiakasrajapinnasta koodiin  ulottuva yhtenäinen kieli (ubiquitous 
language),  formaali  yhtenäinen  kieli  määrittelyprosessille,  automatisoidut 
hyväksymistestit,  järjestelmän  dokumentointi  koodin  oheistuotteena,  iteratiivinen 
ongelmakentän  jäsennysprosessi  (iterative  decomposition  process)  ja  BDD:n 
sovittaminen kehityksen eri vaiheisiin [SoW11].
Pelkästään  edellisen  listan  osien  nimien  perusteella  nähdään,  että  BDD  koostuu 
tarkoitukseltaan  ja  laajuudeltaan  hyvin  erilaisia  osista.  Tutkimuksessa  on  kuitenkin 
havaittu, että nämä osat liittyvät tiiviisti toisiinsa [SoW11]. BDD-kehityksessä keskeistä 
onkin holistinen lähestymistapa. Toisin sanoen parhaaseen lopputulokseen päästään, jos 
BDD-kehityksessä käytetään kaikkia sen osia ja ideoita yhdessä. Seuraavassa BDD:n 
kuusi osaa esitellään tarkemmin.
Yhtenäinen kieli  
BDD esittelee ongelmakentän (domain) määrittelyyn yhtenäisen (ubiquitous) [Eva03] 
kielen käytön idean. Se on yhteinen kaikille ohjelmiston kehityksessä mukana oleville 
osapuolille  (stakeholder)  kaikilla  tasoilla  asiakasrajapinnasta  koodin  syövereihin 
[Eva03]. Osapuolilla tarkoitetaan kaikkia jotka välittävät projektissa tehtävästä työstä 
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[Che10  s.139].  Yhtenäinen  kieli  johdetaan  ongelmakentästä  [SoW11].  Tästä  syystä 
ongelmakentän  parhaiten  tuntevat  osapuolet  ovat  keskeisessä  asemassa  yhtenäisen 
kielen luomisessa. Kielen luominen on kuitenkin kaikkien osapuolten yhteinen tehtävä. 
Esimerkiksi kehittäjät voivat auttaa merkittävästi yhtenäisen kielen esiin kaivamisessa. 
Yhtenäisen  kielen  käytöllä  tavoitellaan  sitä,  että  kaikki  osapuolet  puhuisivat  samaa 
kieltä ja väärinymmärysten määrä laskisi [SoW11]. 
”Given-when-then” - yhtenäinen kieli määrittelyprosessille
Sen  lisäksi,  että  yhtenäistä  kieltä  käytetään  niin  koodissa  kuin  kaikkien  osapuolten 
välisissä  keskusteluissa,  BDD  tuo  kaikkien  osapuolten  välille  myös  yhtenäisen  ja 
formaalin  tavan  kommunikoida  [Nor06].  Käytännössä  tällä  tarkoitetaan  muotteja 
(template),  jotka  antavat  rakenteen  järjestelmän  määrityksille  eli  käyttäytymisen 
kuvaavalle dokumentaatiolle  [SoW11].
BDD tarjoaa muotit   käyttäjätarinoiden (user  stories)  sekä niiden pohjalta  luotavien 
skenaarioiden luomisen  tueksi  [SoW11].  Käyttäjätarinat  kuvaavat  jossain  roolissa 
tapahtuvaa käyttäjän toimintaa. Seuraavassa on käyttäjätarinoiden kirjoittamisen tueksi 
tarkoitetun muotin luuranko: 




Konkreettinen  esimerkki  edellisen  muotin  mukaisesta  käyttäjätarinasta  voisi  olla 
esimerkiksi seuraava:
[Asiakas nostaa rahaa pankkiautomaatista]
Roolisa [asiakas]
Haluan [nostaa rahaa]
Saadakseni [rahaa nopeasti ilman, että joudun jonottamaan pankissa]
Skenaariot  kuvaavat  sen,  miten  tarinoina  toteuttavan  järjestelmän  pitäisi  käyttäytyä 
jossain  tietyssä  tilassa,  jonkun  tietyn  tapahtuman  sattuessa  [SoW11].  Skenaarioiden 
kirjoittamiseen  tarkoitettu  muotti  noudattaa  given-,  when-  ja  then-avainsanojen 
määrittämää rakennetta,  jota jatkossa kutsutaan tässä tutkielmassa lyhyesti  GWT:ksi. 
GWT:n vaikutuksesta jokainen skenaario noudattaa seuraavaa kaavaa: saata järjestelmä 
ensin  tiettyyn  tilaan,  tee  sitten  järjestelmälle  jotain  ja  kolmanneksi  tutki  uutta  tilaa 
[WyH12  s.30].  Eli  skenaario  aloitetaan  määrittelemällä  konteksti,  jonka  jälkeen 
kuvataan  tehtävä  ja  lopuksi  tarkastetaan,  oliko  tulos  on sitä  mitä  odotettiin.  GWT:n 
jokainen  avainsana  vastaa  yhtä  skenaarion  askelta.  Given-  ja  then-avainsanojen 
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yhteydessä voidaan käyttää myös avainsanoja  ”and” tai ”but”, joiden avulla voidaan 
määritellä  lisää  tietoja  järjestelmän  alku-  tai  lopputilaan  liittyen  [WyH12  s.31]. 
Seuraavassa on esitelty skenaarioiden kirjoittamisen tueksi tarkoitetun muotin luuranko 
[SoW11]: 
Skenaario 1: [Skenaarion otsikko]
Given [Konteksti]
And [Mahdollinen alkutilan lisämääritys]
When [Tapahtuma]
Then [Lopputila]
And [Mahdollinen loppuilan lisämääritys]
Konkreettinen  esimerkki  edellisen  muotin  mukaisesta  skenaariosta  voisi  olla 
esimerkiksi seuraava:
Skenaario 1: [Tilillä on katetta]
Given [tilillä on katetta]
And [pankkikortti on voimassa]
And [pankkiautomaatti sisältää käteistä]
When [asiakas pyytää käteistä]
Then [varmista, että tililtä veloitetaan]
Then [varmista, että käteinen on siirretty]
Then [varmista, että pankkikortti on palautettu]
Käyttäjätarinat  ja  skenaariot  ovat  keskeisiä  työkaluja  iteratiivisessa  ongelmakentän 
jäsentämisessä,  mihin  palataan  tarkemmin  vielä  tämän  aliluvun  aikana.  GWT:hen 
palataan  myöhemmin  myös  hyväksymis-  ja  yksikkötason  BDD-työkalujen  käsittelyn 
yhteydessä,  koska  ne  tukevat  GWT:n  mukaista  rakennetta  speksien  kirjoittamisessa. 
GWT  ei  siis  ole  sidoksissa  mihinkään  tiettyyn  ohjelmistokehityksen  vaiheeseen  tai 
tasoon,  vaan sitä  voidaan käyttää  niin  hyväksymis-   kuin yksikkötasollakin.  GWT:n 
avainsanat  on  jätetty  tässä  tutkielmassa  suomentamatta,  koska  käytännössä  BDD-
työkalujen yhteydessä on usein helpointa käyttää englantia.  
Muottien lisäämä standardi rakenne käyttäjätarinoiden ja skenaarioiden määrittämisessä 
on  tärkeä  tekjiä  myös  seuraavassa  aliluvussa  käsiteltävän  BDD:n  osan  eli 
hyväksymistestauksen  automatisoinnin  taustalla.  Ilman  mitään  standardia  rakennetta 
skenaarioiden automatisointi ei käytännössä olisi mahdollista. BDD:n yksi tärkeimpiä 
piirteitä  on  se,  että  skenaariot  ovat  helposti  luettavia  sekä  ihmisten  että  koneen 
näkökulmasta [Che10 s.143].
Automatisoitu hyväksymistestaus
BDD  perii  hyväksymistestauksen  automatisoinnin  piirteensä  ATDD:ltä  [SoW11]. 
BDD:ssä  hyväksymistesti  tarkoittaa  automaattisesti  ajettavaa  järjestelmän 
käyttäytymisen määritelmää. Käytännössä yksi skenaario vastaa yhtä hyväksymistestiä. 
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Skenaarioiden ajaminen hyväksymistesteinä  vaatii  sen,  että  ne täytyy  voida yhdistää 
jotenkin  koodiin  [SoW11].  Tämän  tutkielman  luvussa  3  tarkemmin  esiteltävät 
hyväksymistason  työkalut  auttavat  merkittävästi  skenaarioiden  automatisoinnissa. 
Esimerkiksi  Cucumberin  [Cuc13]  tarjoama  ratkaisu  pohjautuu  GWT:hen  sekä 
säännöllisten lausekkeiden (regular expressions) käyttöön. 
Dokumentaationa toimiva koodi 
BDD:n  mukaan  koodin  pitäisi  toimia  osana  järjestelmän  dokumentaatiota  [SoW11]. 
Tämä vaatii panostamista koodin luettavuuteen. Esimerkiksi luokkien ja metodien nimet 
pitäisi kirjoittaa lauseina, jotka kuvailevat olioiden käyttäytymisen.
Skenaarioiden  yhdistäminen  koodiin  BDD-työkalujen  määrittämien  sääntöjen  avulla, 
auttaa  tuottamaan  luettavaa  käyttäytymisen  kuvailemiseen  painottunutta  koodia 
[SoW11].  Tämä  varmistaa  myös  sen,  että  luokkien  ja  metodien  nimet  vastaavat 
käyttäjätarinoissa ja skenaarioissa käytettyjä  nimiä,  mikä vahvistaa yhtenäisen kielen 
siirtymistä koodiin.
Iteratiivinen ongelmakentän jäsennysprosessi
BDD:n iteratiivinen ongelmakentän jäsennysprosessi sisältää paljon jo edellä käsiteltyjä 
ideoita. Iteratiivisuus tarkoittaa tässä käytännössä sitä, että etukäteissuunnittelua tehdään 
vain  sen  verran,  että  toteutusvaiheeseen  päästään  kiinni  nopeasti,  mutta 
suunnitteluvaiheeseen voidaan kuitenkin aina tarvittaessa palata [SoW11].
Ongelmakentän jäsennysprosessi alkaa korkean tason päämäärien (business outcome) 
selvittämisellä  [SoW11].  Päämäärät  määritellään  järjestelmän  odotettuina 
käyttäytymisinä.  Tämän jälkeen päämääristä  johdetaan  toiminnallisuusjoukot  (feature 
sets). Toiminnallisuusjoukot koostuvat yksittäisistä toiminnallisuuksista, jotka kuvataan 
tarinoina.  Tarinataso  on  taso,  jolla  kehittäjät  työskentelevät  päivittäin.  Tarinoiden 
kirjoittamisen tueksi on olemassa muutamia eri formaatteja, mutta yleisimmin käytetty 
on  jo  edellä  kuvailtu  käyttäjätarinoiksi  nimetty  tyyli  [Che10  s.146].  Tarinoiden 
muodostaminen  edellä  kuvatulla  tavalla  mahdollistaa  jokaisen  tarinan  syntyhistorian 
jäljittämisen  (tracing)  aina  sitä  pyytäneelle  asiakkaalle  tai  kehittäjälle  asti  [Che10 
s.140]. Lopulta jokaisesta tarinasta voidaan johtaa useita instansseja, jotka vastaava jo 
edellä kuvattuja skenaarioita.
Ongelmakentän  jäsennysprosessissa  keskeistä  on  asiakkaan  ja  kehittäjien  välinen 
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kommunikointi  [SoW11].  Esimerkiksi  päämäärien  priorisointi  on  usein  mahdotonta 
ilman  asiakkaan  panosta.  Asiakkaan  ja  kehittäjien  sijaan  joskus  puhutaan  myös 
osapuolista  [Che10 s.139]. Osapuolet voidaan jakaa kahteen ryhmään:  ydinosapuolet 
(core  stakeholders)  ja  oheisosapuolet (incidental  stakeholders).  Ydinosapuolten 
ryhmään  kuuluvat  ne  henkilöt,  joiden  ongelman  projekti  pyrkii  ratkaisemaan. 
Oheisosapuolten ryhmään kuuluvat kaikki jotka auttavat ongelman ratkaisussa. Mikään 
ei estä henkilöitä edustamasta useampaakin kuin yhtä  osapuolta.
BDD:n  sovittaminen kehityksen eri vaiheisiin
BDD  liittyy  kehityksen  eri  vaiheisiin  [SoW11].  Alustavassa  suunnitteluvaiheessa 
(initial  planning  phase)  järjestelmän  korkean  tason  päämäärät  kuvaillaan 
käyttäytymisenä.  Analyysivaiheessa  luotavat  toiminnallisuusjoukot  määritellään 
järjestelmän  käyttäytymisenä.  Toteutusvaiheessa  testiluokat  johdetaan  skenaarioista, 
jolloin järjestelmän käyttäytymisen kuvaus siirtyy myös kooditasolle. 
2.4 LonTDD
LonTDD  on  Lontoon  XP-yhteisössä  TDD:n  pohjalta  kehittynyt  kehitysmenetelmä 
[FrP09].  LonTDD:n  tärkeimmät  perusparannukset  ja  laajennokset  TDD:hen 
muistuttavat BDD:n vastaavia: hyväksymistestit on nostettu keskeiseen asemaan [FrP09 
s. 31-37], yhteneväisen kielen idea on lainattu DDD:ltä [FrP09 s.48] ja testit  testaavat 
käyttäytymistä, eivät metodeita [FrP09 s.43].  LonTDD ei ole kuitenkaan yhtä laaja kuin 
BDD laajimmillaan. LonTDD keskittyy lähes täysin ohjelmistokehitykseen kehittäjien 
näkökulmasta  ja  esimerkiksi  asiakasrajapintaa  vaativa   vaatimusmäärittely  on  jätetty 
siitä  pois  [FrP09  s.34].  Toisin  sanoen  LonTDD  on  myös  ATDD:hen  verrattuna 
kauempana  asiakasrajapinnasta.  LonTDD:ssä  luodaan  hyväksymistestejä  kuten 
ATDD:ssä,  mutta  LonTDD  ei  ota  kantaa  vaatimusten  keräämisen  taustalla  olevaan 
prosessiin. 
LonTDD:ssä  hyväksymistestit  ovat  keskeisessä  asemassa.  Jokaisen  lisättävän 
toiminnallisuuden  toteuttaminen  aloitetaan  hyväksymistestin  ohjelmoimisella  eikä 
toteutus koskaan ala ennen kuin hyväksymistesti on kirjoitettu. Hyväksymistestin pitäisi 
testata koko systeemi jotain reittiä päästä päähän, eli toimia läpäisytestinä (end-to-end) 
[FrP09 s.8]. 
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LonTDD:ssä  läpäisytestin  läpäisevä  koodi  pyritään  toteuttamaan  aluksi 
mahdollisimman  nopeasti  ja  yksinkertaisesti.   Ensimmäisen  toteutuksen  aikana  ei 
esimerkiksi kiinnitetä huomiota mihinkään TDD:n hyvistä käytännöistä: yksikkötestejä 
ei  kirjoiteta,  koodin laatua ei  pidetä  erityisemmin silmällä  eikä refaktorointeja  tehdä 
[FrP09 s.33]. 
Erityisesti  koko  projektin  ensimmäisellä  läpäisytestillä  on  merkittävä  rooli 
LonTDD:ssä.  Sen  yhteydessä  ei  ainoastaan  luoda  nopeasti  testin  läpäisevää  koodia, 
vaan myös  koko asiakastoimitusta  varten  vaadittava  infrastruktuuri  automatisoidaan. 
Tämä käsittää muun muassa ohjelman kääntämiseen tarvittavien rakennus- (build) sekä 
käyttöönotto-skriptien  (deploy)  luomisen.  Tätä  ensimmäistä  versiota  ohjelmasta 
kutsutaan nimellä kävelevä luuranko (walking skeleton) [FrP09 s.32].
Kävelevän luurangon luominen  kestää  yleensä  kauan,  mutta  se  kannattaa  tehdä  heti 
koska siitä saatava hyöty kumuloituu jatkossa. Se luodaan, jotta kehittäjien ymmärrys 
koko toimintaympäristöstä  alkaa hahmottua.  Kun ohjelmisto integroidaan heti  alussa 
luurangon avulla, on integraation toteutus paljon helpompaa kuin jos se tehtäisiin vasta 
koko  projektin  viimeisenä  vaiheena  [FrP09  s.36].  Luurangon  lisäksi  myös  jokainen 
läpäisytesti  vahvistaa  integroituvuutta.  Lisäksi  kävelevän  luurangon  lähestymistapa 
tukee  palautteen  saamista  asiakkaalta.  Kun  toimitusprosessi  on  automatisoitu  ja 
ensimmäinen  toiminnallisuus  on  toteutettu  mahdollisimman  nopeasti,  päästään 
toimitussykliin  kiinni  suorinta  reittiä  ja toimitussyklin  tiheys  voidaan pitää korkeana 
jatkossa [FrP09 s.36]. Tämä tukee hyvin XP:n tavoitetta mahdollisimman tehokkaasti 
palautetta tuottavan infrastruktuurin luomisessa.  
Kävelevän luurangon luomisen  jälkeen  LonTDD muuttuu  TDD:ksi  työn  alla  olevan 
hyväksymistestin toteutuksen loppuun asti. Yksinkertainen ja  mahdollisimman nopeasti 
toteutettu luuranko jatkokehitetään TDD:llä oikeasti toimivaksi. Kun hyväksymistestin 
läpäisevä  koodi  on  valmis,  siirrytään  seuraavan  hyväksymistestin  luomiseen  joka 
aloittaa LonTDD:ssä uuden syklin [FrP09 s.39]. 
LonTDD:n  filosofia  on  lähestyä  kohdetta  ulkoa  sisälle  [FrP09  s.112].  TDD:hen 
verrattuna  tämä  on  ero,  koska  TDD:n  perinteisessä  muodossa  pyritään  välttämään 
ensimmäisen  testin  yhteydessä  koko  kuvan  (big  picture)  mietintää  ja  keskitytään 
businesslogiikkaan  [Kos08  s.48].  Suhteessa  BDD:hen  tämä  on  taas  yksi  yhdistävä 
tekijä.
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3 Testivetoisen web-sovellus-kehityksen työkalut testauksen 
eri tasoilla
Web-sovellusten  ammattimainen  testaus  (enterprise  testing)  kohdistuu  monelle  eri 
tasolle ja käyttää tarvittaessa hyväkseen monipuolista työkalujoukkoa [HoH12 s.705]. 
Tässä  tutkielmassa  rajoitutaan  tarkastelemaan  kolmea  testauksen  tasoa,  jotka  ovat 
ohjelmistokehittäjän kannalta keskeisiä testivetoiseen kehitykseen pohjautuvassa web-
sovelluskehityksessä:  yksikkö-,  integraatio-  ja  hyväksymistestaustasot.  Tässä  luvussa 
kerrotaan  tarkemmin,  mitä  näillä  tasoilla  tarkoitetaan  ja  esitellään  tasoihin  liittyviä 
keskeisimpiä  JVM-  ja  Ruby-kieliin  pohjautuvia  testaustyökaluja.  Lisäksi  osa 
yksikkötason  työkaluista  jakautuu  vielä  TDD-  ja  BDD-työkaluiksi.  Työkalut  ovat 
keskeisessä  asemassa  testivetoisessa  kehityksessä.  Tästä  syystä  työkalut  ovat  myös 
keskeisessä asemassa, kun testivetoisen kehityksen käyttöä vertaillaan JVM- ja Ruby-
ympäristöjen välillä, vaikka minkään työkalun käyttö ei tee kehityksestä automaattisesti 
testivetoista.  Testauksesta  puhuminen  testivetoisen  kehityksen  yhteydessä  on  aina 
ogelmallista,  koska  TDD on pääasiassa  suunnittelukäytänne  ja  esimerkiksi  BDD:ssä 
testi-sanan  käytöstä  on  hankkiuduttu  kokonaan  eroon.  Toisaalta  testauksen  tasot 
tarjoavat  luontevan  tavan  jaotella  testivetoisessa  kehityksessä  käytettyjä  työkaluja. 
Lisäksi  tasot  tuovat  osaltaan  esille  testivetoisen  kehityksen  ja  testauksen  välistä 
suhdetta. Tasojen tarkempi läpikäynti aloitetaan testauksen tasojen perusteorian jälkeen 
hyväksymistasolta, jonka jälkeen esitellään yksikkötaso ja lopuksi integraatiotaso.
3.1 Testauksen tasot 
Eri lähteissä testauksen eri tasojen terminologiaa on käytetty usein varsin vapaasti ja 
pahimmillaan termit on kuvattu eri tavalla kuin testauksen perusteoriassa  [FrP09 s.10]. 
Lisäksi  jokaista  testaukseen  liityvää  piirrettä  kohden on yleensä  olemassa  useita  eri 
termejä.  Termiviidakosta  johtuen esimerkiksi ohjelmistoyhtiö Google päätyi  luomaan 
täysin oman termistön eri testaustauksen tasoille ja niissä sovellettaville testeille: pieni, 
keskisuuri ja laaja [WAC12 s.47]. Googlen ratkaisu on mielenkiintoinen, mutta tässä 
tutkielmassa  yksikkö-,  integraatio-  ja  hyväksymistestauksen  termit  ja  määritelmät 
vastaavat alan perusteoriaa.
Yksikkö-,  integraatio-  ja  hyväksymistestaus  on  määritelty  testauksen  perusteoriassa 
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esimerkiksi V-mallin [Roo84] yhteydessä. Kuvassa 2 nämä tasot on eroteltu harmaalla 
värillä.  V-mallissa  testaus  on  integroituna  kaikkiin  V-mallin  kuvaaman  koko 
ohjelmistoprosessin työvaiheisiin. V-malli pohjautuu vesiputousmalliin, mutta esitettyä 
prosessia ei tarvitse noudattaa vesiputousmallin mukaisesti tiukasti kuvan järjestyksessä 
etenevänä, ja sen osavaiheet ovat valideja myös esimerkiksi iteratiivisessa kehityksessä 
[PeY08 s.17].  
Kuva 2: Ohjelmistoprosessin V-malli [PeY08 s.16].
Yksikkötestaus  tarkastaa  yksiköiden  eli  yksittäisten  luokkien  käyttäytymisen 
määritelmiä  tai  odotuksia  vasten;  integraatiotestaus  tarkastaa  yksiköiden 
yhteensopivuuden;  järjestelmä-  ja  hyväksymistestaus  tarkastavat  koko  järjestelmän 
toiminnallisuuden.  Järjestelmätestauksen  määritelmässä  tarkastus  tapahtuu  suhteessa 
vaatimusmäärittelyihin  kun taas  hyväksymistestauksessa  tarkastus  tapahtuu suhteessa 
suoraan   asiakkaan  toiveisiin  [PeY08  s.405].   Testauksen  määrän  tarve  eri  tasoilla 
vaihtelee paljon kontekstista riippuen, eikä yksittäistä ohjetta siihen voi antaa [FrP09 
s.45].
Kuvan 2 ylin taso eli hyväksymistestaustaso ei ole yhteensopiva ATDD:n kanssa. Sama 
pätee  myös  BDD:hen,  koska  ATDD  on  käytännössä  BDD:n  yksi  osa.  Kuvassa  2 
hyväksymistestausta  tehdään vasta  toimitettua  järjestelmää vasten,  missä toimituksen 
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vastaanottaja voi olla esimerkiksi ammattimaisista testaajista koostuva ryhmä tai asiakas 
[PeY08  s.423].  ATDD:ssä  taas  hyväksymistestien  luominen  on  koko  projektin 
ensimmäisiä  askelia,  eikä  hyväksymistestin  testaavaa  ohjelman  osaa  ole  suinkaan 
mihinkään vielä siinä vaiheessa toimitettu [Kos08 s.31].  
Kuvassa  2  on  yksi  taso,  mikä  on  jätetty  tässä  tutkielmassa  tarkemman  tarkastelun 
ulkopuolelle,  eli  järjestelmätestaus.  Tämä  johtuu  osaltaan  siitä,  että 
järjestelmätestauksessa  ja  hyväksymistestauksessa  on  päällekkäisyyksiä  ja 
organisaatioissa näitä on usein vaikea erottaa toisistaan [PeY08 s.421]. Lisäksi ATDD 
lisää osaltaan mainittuja päällekkäisyyksiä, koska ATDD:ssä hyväksymistestit toimivat 
käytännössä myös  järjestelmän vaatimusmäärittelynä ja dokumentaatiota [Kos08 s.34-
35].  Lisäksi  määritelmän  mukaan  järjestelmätestit  johdetaan  vaatimuusmäärittelystä 
[PeY08 s.421],  mitä  ATDD:ssä  ei  erikseen edes  kirjoiteta.  ATDD:ssä  automatisoitu 
hyväksymistestijoukko  mahdollistaa  käytännössä  myös  järjestelmätason 
regressiotestauksen. Hyväksymistestauksen automatisointia tukee web-sovelluskehitystä 
varten  kehitetyt  hyvät  työkalut  kuten  esimerkiksi  Selenium  [Sel12a].  Täydellinen 
hyväksymistestauksen  automatisointi  on  kuitenkin  käytännössä  mahdotonta  [Kos08 
s.173].  Esimerkiksi  käytettävyyden  hyväksymistestausta  tehdään  tyypillisesti 
manuaalisesti  [PeY08 s.423].
3.2 Hyväksymistason työkalut
Hyväksymistesti  on  ensimmäinen  kirjoitettava  testi,  jos  ohjelmistokehitys  etenee 
laajimpien ja kehittyneimpien testivetoisten menetelmien kuten LonTDD:n tai BDD:n 
mukaisesti.  Tästä  syystä  on  luonnollista  aloittaa  testaukseen  liittyvien  työkalujen 
käsittely  hyväksymistasolta,  vaikka  valtaosa  testivetoisesta  kehityksestä  tapahtuukin 
alemmilla  tasoilla  kuten  yksikkötasolla,  josta  enemmän  luvussa  3.3.  BDD:ssä 
hyväksymistasolla  kirjoitetaan  kehitettävän  järjestelmän  koko  dokumentaatio 
vaatimuksina  yhdessä  asiakkaan  kanssa  tiettyä  syntaksia  noudattaen.  Syntaksin 
noudattaminen  mahdollistaa  koodin  generoinnin  osittain  automaattisesti  suoraan 
vaatimuksista, sekä vaatimusten ajamisen automaattisesti testeinä, jolloin vaatimukset 
toimivat  hyväksymis-  ja  regressiotestijoukkona.  Hyväksymistestit  eivät  testaa 
ainoastaan  ohjelmiston  toimintaa  määrittelyä  vasten,  vaan  ne  käytännössä  testaavat 
samaan aikaan myös alemman tason testien luotettavuutta [Che10 s.219]. Toisin sanoen 
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epäonnistuva  hyväksymistason  testi  voi  paljastaa  ongelmia  samaan  aikaan 
läpimenevissä alemman tason testeissä. 
Työkalut ovat keskeisessä roolissa kaikessa hyväksymistestauksessa. Tässä aliluvussa 
esitellään kirjallisuuteen ja verkkomateriaaliin pohjautuen merkittävimmiksi arvioidut 
hyväksymistason  työkalut.  Esiteltävät  työkalut  voidaan  jakaa  kahteen  kategoriaan. 
Ensimmäisen  kategorian  työkalut  ovat  ensisijaisesti  kehittäjien  ja  asiakkaan  välistä 
kommunikaatioita  vahvistavia  työkaluja,  joiden  avulla  luodaan  myöhemmin 
automatisoitavat  vaatimusmäärittelyt.  Näistä  työkaluista  annetaan  kaksi  esimerkkiä, 
joista  ensimmäinen  on Ruby-kielelle  alun  perin  kehitetty  Cucumber  ja  toinen  Java-
kielelle kehitetty JBehave [JBe13]. Molemmat näistä työkaluista ovat yleiskäyttöisiä eli 
niitä voidaan käyttää sovellusalueesta riippumatta. Näistä työkalusta tässä tutkielmassa 
keskitytään  erityisesti  Cucumberiin,  johon  liittyen  saatavilla  olevan  kirjallisen 
materiaalin  määrä on täysin ylivertainen muihin vastaaviin työkaluihin.  Cucumberiin 
liittyen  on painettu  kolme  kirjaa [Che10,  WyH12,  DWH13],  kun sen sijaan  muihin 
vastaaviin työkaluihin liittyen ei painettuja kirjoja edes löydy [Ama13].
Tässä  aliluvussa  esiteltävät  toisen  kategorian  työkalut  liittyvät  pelkästään  web-
sovelluksien  kehitykseen.  Näiden  työkalujen  tehtävänä  on  merkittävästi  helpottaa 
vaatimusmäärittelyt  toteuttavan  koodin  luomista  web-sovellusten  yhteydessä.  Tässä 
tehtävässä nämä työkalut toimivat tiiviistii yhdessä ensimmäisen kategorian työkalujen 
kanssa.  Näistä  työkaluista  esitellään  Rubyn  Capybara  [Cap12],  Javalle  alun  perin 
kehitetty Selenium sekä JVM-kielten tarjontaa edustava Groovy-kielen [Gro13a] Geb 
[Geb13].
3.2.1 Cucumber – automatisoidut vaatimusmäärittelyt 
Cucumberia  käytetään  JBehaven  ohella  edellä  mainituista  työkaluista  korkeimmalla 
tasolla.  Sen keskeisin  tehtävä  on  tukea  ohjelmiston  ydin-  ja  oheisosapuolien  välistä 
yhteistyötä  ja  kommunikaatioita  [Che10  s.252].  Tätä  tehtävää  varten  Cucumber  on 
erityisesti  suunniteltu  varmistamaan hyväksymistestien  luettavuus jokaisen osapuolen 
kannalta [WyH12 s.5].  Tämä paljastaa hyväksymistestien todellisen arvon yhteistyön ja 
kommunikaation työkaluna. Cucumberin käyttö ei tuo lisäarvoa jos kehittäjä ja asiakas 
ovat sama henkilö tai  sama ryhmä [WyH12 s.3]. Kommunikaation tukemisen lisäksi 
Cucumberin käytöllä on joukko muitakin hyötyjä, joista tärkeimmät käydään läpi tämän 
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luvun kuluessa.
Käytännössä Cucumber ei ole paljon muuta kuin yksinkertainen komentorivityökalu ja 
tulkki  (interpreter)  [Che10  s.257].  Se  lukee  ja  tulkitsee  tavallisiin  tekstitiedostoihin 
tietyllä  syntaksilla  kirjoitettuja  vaatimusmäärittelyitä  ja  ajaa  niihin  myöhemmin 
mahdollisesti liitettyä manuaalisesti kirjoitettua koodia hyväksymis- ja regressiotesteinä 
[WyH12 s.7, Che10 s.252]. Suorittamalla vaatimukset  hyväksymistesteinä, Cucumber 
täyttää  BDD:n  tavoitteen  hyväksymistestauksen  automatisoinnista  [Che10  s.143]. 
Lisäksi  Cucumberin  mukana  tulee  API,  jonka  sisältämien  palveluiden  avulla 
Cucumberin  vaatimusmäärittelyjen  käsittely  hyväksymistestikoodissa  helpottuu. 
Esimerkiksi  vaatimusmäärittelyihin  kirjatut  syötteet  siirretään  automaattisesti  myös 
Cucumberin tietorakenneolioihin, jotka tarjoavat monipuolisia tapoja käsitellä syötteitä 
koodissa [WyH12 s.67].
Luettavuudesta pitää tehdä tärkein tavoite Cucumberin toiminnallisuuksia kirjoitettaessa 
[WyH12 s.61]. Cucumberin ja sen käyttämän kevyen vaatimusmäärittelyiden syntaksin 
avulla  kirjoitetut  vaatimusmäärittelyt  ovat  luettavia  sekä  ihmisen  että  koneen 
näkökulmasta  [Che10  s.52].  Lisäksi  syntaksi  tukee  laajaa  keinovalikoimaa,  jolla 
vaatimukset  saadaan  pidettyä  luettavina  myös  vaatimusten  määrän  ja 
monimutkaisuuden kasvaessa [WyH12 s.61]. Yksi keskeisimpiä Cucumberiin sisältyviä 
periaatteita luettavuuden ylläpidon taustalla on DRY-periaate. Toinen merkittävä keino 
on  teknisten  yksityiskohtien  pitäminen  poissa  vaatimusmäärittelyistä  [WyH12  s.88]. 
Lisäksi  rittävän  korkean  abstraktiotason  käyttö  auttaa  löytämään  osapuolten  välille 
yhteneväisen  kielen  [WyH12  s.92],  jota  BDD:ssä  pyritään  käyttämään  kaikilla 
ohjelmistokehityksen tasoilla. Teknisten yksityiskohtien käyttö vaatimusmäärittelyissä 
voi  kuitenkin  vaihdella  asiakkaiden  mukaan  [WyH12  s.170].  Tärkeintä  on,  että 
vaatimusmäärittelyt ovat luettavia juuri niiden asiakkaiden mielestä, jotka ovat mukana 
projektissa.
Yksi keskeinen Cucumberin käytöllä saavutettu hyöty on myös kyky vastata usein ja 
nopeasti  muuttuvien  vaatimusten  haasteisiin  [Che10  s.252].  Cucumberin  käyttämän 
kevyen  syntaksin  pohjalta  kirjoitettujen  vaatimusten  muokkaaminen  on  tehokasta. 
Realistisien ja tarkkojen esimerkkien kautta tehty määrittely auttaa myös ymmärtämään 
milloin  vaatimus  on  valmis.  Tämä  auttaa  kehittäjiä  keskittymään  vain  asiakkaan 
kannalta merkitykselliseen työhön [WyH12 s.xviii].
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Cucumberin tekstitiedostoista  lukemia vaatimuksia kutsutaan Cucumberin yhteydessä 
toiminnallisuuksiksi (features) [WyH12 s.7] ja jokainen tekstitiedosto määrittää tasan 
yhden  toiminnallisuuden  [WyH12  s.29].  Toiminnallisuudet  koostuvat  skenaarioista, 
jotka  määrittävät  halutun  käyttäytymisen  [WyH12  s.30].  Skenaarioita  käytetään 
tutkimaan  toiminnallisuuksien  rajatapaukset  (edge  cases)  sekä  erilaiset 
toiminnallisuuden  läpi  kulkevat  polut.  Tyypillisesti  yhtä  toiminnallisuutta  kohden 
luodaan noin 5-20 skenaariota. Yhden tiedoston kaikki skenaariot yhdessä määrittävät 
yhden toiminnallisuuden halutun käyttäytymisen.  Jokainen skenaario  jakaantuu vielä 
yksittäisiin askeliin [WyH12 s.31]. 
Edellä  esitellyt  skenaariot  ja  askeleet  määriteltiin  ensimmäisen  kerran  jo  BDD:n 
perusteorian  yhteydessä  aliluvussa  2.3.3  Samassa  aliluvussa  määriteltiin  myös 
käyttäjätarinat,  jotka  muistuttavat  erehdyttävästi  Cucumberin  toiminnallisuuksia. 
Teoriassa  toiminnallisuudet  ja  käyttäjätarinat  kuitenkin  eroavat  toisistaan  [WyH12 
s.81]. Matt Wynnen tulkinnan mukaan käyttäjätarinat ovat valmistautumisen (planning) 
väline,  kun  taas  toiminnallisuudet  ovat  kommunikoinnin  väline  [Wyn10]. 
Toiminnallisuudet  kuvaavat  järjestelmän  käyttäytymisen  sellaisena  kuin  se  on 
tarkasteluhetkellä  [WyH12  s.81].  Käyttäjätarinat  sen  sijaan  kuvaavat  käytännössä 
historiaa ja katoavat siinä vaiheessa, kun ne on toteutettu [Wyn10]. Yksi käyttäjätarina 
voi  myös  liittyä  useampaan  kuin  yhteen  toiminnallisuuteen,  eikä  käyttäjätarinoiden 
muuntamista toiminnallisuuksiksi väkisin suositella [WyH12 s.81].
Gherkin – vaatimusmäärittelyjen syntaksi
Cucumberin lukemat toiminnallisuudet voidaan kirjoittaa luonnollisella kielellä, mutta 
tekstin täytyy noudattaa joiltain osin tiettyä kevyttä syntaksia, jotta Cucumber pystyy 
tekstiä  käsittelemään  [WyH12  s.7].  Cucumberin  ymmärtämä  syntaksi  on  nimeltään 
Gherkin  [Ghe12].  Gherkin  on  myös  kirjasto  Gherkinin  mukaisen  syntaksin 
jäsentämiseen  [WyH12 s.295].  Gherkinin mukaisen tekstin rakenne ja osien merkitys 
määräytyvät  tiettyjen  Gherkinissä  määriteltyjen  avainsanojen  perusteella,  joita  on 
yhteensä  yksitoista:  ”feature”,  ”background”,  ”scenario”,  ”given”,  ”when”,  ”then”, 
”and”,  ”but”,  ”*”,  ”scenario  outline”  ja  ”examples”  [WyH12  s.28].  Gherkinin 
avainsanat on käännetty yli  40:lle kielelle.  Kaikki muu teksti  avainsanojen ympärillä 
voidaan kirjoittaa millä kielellä vaan. Gherkin noudattaa jo aliluvussa 2.3 tarkemmin 
esiteltyä BDD:n perusosiin kuuluvan GWT:n mukaista rakennetta.
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Yksinkertasimmillaan  toiminnallisuus  voidaan  kirjoittaa  Gherkinillä  käyttäen  viittä 
avainsanaa  ”feature”,  ”scenario”  sekä  ”given”,  ”when”  ja  ”then”,  joista  esimerkki 
seuraavassa [WyH12 s.13]:
Feature: Yhteenlasku
Scenario: Laske yhteen kaksi numeroa
Given syöte "2” ja ”2"
When suoritetaan yhteenlasku
Then tulostuksen pitäsi olla "4"
”Feature”-avainsana  määrittää  toiminnallisuuden  nimen  [WyH12  s.29].  ”Scenario”-
avainsana  määrittelee  yhden  toiminnallisuuteen  liittyvän  konkreettisen  esimerkin 
kuvauksen [WyH12 s.30]. Loput esimerkin avainsanat ovat GWT:n perusosia. Edellä 
esitetyssä  esimerkissä  given-askeleen  ”2”  ja  ”2”  sekä  then-askeleen  ”4”  ovat 
parametreja,  jotka  luetaan  askelia  vastaaviin  askelmäärityksiin  (step  definitions). 
Askelmäärityksillä  tarkoitetaan  Cucumberin  ja  sovelluksen  välisen  kommunikoinnin 
mahdollistavaa  koodia  [WyH12  s.14].  Askelmääritykset  esitellään  heti  seuraavaksi 
esiteltävän JBehave-työkalun jälkeen, jonka yhteydessä tarvitaan myös askelmäärityksiä 
.
3.2.2 JBehave – kaikkien BDD-työkalujen äiti
JBehave  on  ensimmäinen  koskaan  julkaistu  BDD-työkalu  [Nor06].  Alun  perin  se 
kehitettiin  Junit-yksikkötestauskehyksen  [JUn13]  korvaajaksi  sillä  erotuksella,  että 
kaikki  viittaukset  testi-sanaan  korvattiin  paremmin  käyttäytymisen  kuvaamiseen 
sopivalla  terminologialla.  JBehave  on  myös  edellä  esitellyn  Ruby-ympäristöön 
kehitetyn  Cucumberin  esi-isä  [Cuc13],  joten  niillä  on  paljon  yhteistä.  Cucumber-
kehityshaarasta huolimatta myös JBehave-kehyksen kehitys on jatkunut näihin päiviin 
asti ja viimeisin päivitys on loppvuodesta 2012 [JBe13]. 
JBehave-  ja  Cucumber-työkalujen  toiminnallisuuksien  välillä  on  vaikea  nähdä  eroja 
hyväksymistasolla.  JBehave  tukee  Cucumberin  tapaan  Gherkin-syntaksia  ja  ajaa 
toiminnallisuudet  automaattisesti  kehitettävää  järjestelmää  vasten.  JBehave-kehyksen 
yhteydessä toiminnallisuuksien sijaan puhutaan kuitenkin  tarinoista (stories) [JBe13]. 
Tarinoina  kirjoitettujen  Gherkin-tiedostojen  rakenne  on  kuitenkin  sama  kuin 
toiminnallisuuksien  yhteydessä:  ne  koostuvat  skenaarioista,  jotka  taas  koostuvat 
askelista.  JBehave-kehyksen  esittelemä  tarina-termi  on  jo  kolmas  tämän  tutkielman 
aikana esiin tulleista termeistä, joita on käytetty kuvaamaan skenaarioita ylempää tasoa. 
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Eri  terminologiasta  huolimatta  tarinoiden  on  pakko  vastata  Cucumber-kehyksen 
toiminnallisuuksia, koska JBehave-kehyksen tarinat liitetään koodiin askelmääritysten 
kautta,  ja  ovat  siten  aina  ajantasalla  oleva  dokumentaatio  todellisesta  järjestelmän 
käyttäytymisestä.
JBehave-  ja  Cucumber-työkalujen  suurin  ero  näyttäisi  olevan  niiden  laajuudessa. 
Cucumber  on  hyväksymistason  työkalu,  mutta  JBehave  toimii  myös  yksikkötasolla 
[JBe13].  JBehave  ja  Cucumber  olivat  esimerkkejä  ensimmäisen  kategorian 
hyväksymistason työkaluista. Seuraavaksi jatketaan toisen kategorian hyväksymistason 
työkalujen käsittelyllä  ja niihin  liittyvän teorian esittelyä.  Näistä puhutaan suhteesta 
Cucumberiin,  mutta  korkealla  tasolla  samat  konseptit  ovat  yhteensopivia  myös 
JBehaven kanssa. 
3.2.3 Askelmääritystyökalut – vaatimusten ja sovelluksen välinen linkki
Cucumber  on  yksinkertainen  työkalu  eikä  sillä  ole  mitään  käsitystä  siitä,  miten 
kommunikoida  esimerkiksi  web-sovellusten  kanssa  [WyH12  s.245].  Cucumberin  ja 
kehitettävän sovelluksen välistä kommunikointia varten tarvitaan koodia [Che10 s.290]. 
Vasta tämä koodi käytännössä automatisoi vaatimusmäärittelyn hyväksymistestiksi. 
Cucumberin ja sovelluksen välisen kommunikoinnin mahdollistavaa koodia kutsutaan 
askelmäärityksiksi. Askelmääritykset ovat BDD:n ulkoa sisälle etenevässä kehityksessä 
ensimmäinen  eli  uloin  kerros,  mikä  kirjoitetaan  jollain  ohjelmointikielellä  [WyH12 
s.15].  Askelmääritykset  ovat  vuorovaikutuksessa  ohjelmiston  uloimmalla  pinnalla 
sijaitsevien olioiden kanssa ja asettavat näiden olioiden tuottamiin vastauksiin liittyviä 
odotuksia  [Che10  s.  191].  Samalla  askelmääritykset  toimivat  myös  testeinä: 
askelmääritysten  avulla  Gherkin-tiedostojen  toiminnallisuudet  voidaan  ajaa 
hyväksymis-  ja  regressiotesteinä  kehitettävää  ohjelmistoa  vasten  [WyH12  s.14]. 
Askelmääritykset  voidaan  ajaa  haluttaessa  myös  suoraan  ilman  Cucumberia  [Che10 
s.67].  
Cucumber löytää askelmääritykset Gherkin-tiedostoihin kirjattujen askelten perusteella. 
Gherkin-tiedostoissa olevat askeleet ovat yksinään pelkkää dokumentaatiota ja jokainen 
niistä  tarvitsee  askelmäärityksen,  jotta  askeleen  kuvaama  skenaarion  osa  voidaan 
suorittaa koodissa [WyH12 s.40]. Askelmäärityksen tarvitsemasta koodista Cucumber 
osaa luoda automaattisesti ainoastaan säännölliset lausekkeet, joiden avulla Cucumber 
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osaa yhdistää askeleen ja askelmäärityksen. Kaikki askelmäärityksen todellinen logiikka 
täytyy aina kirjoittaa käsin itse. 
Askelmääritysten kirjoittaminen web-sovellusten yhteydessä
Web-sovellusten  yhteydessä  Java-  ja  Ruby-ympäristöissä  merkittävimmät  työkalut 
askelmääritysten  luomiseen  ovat  Rubyn  Capybara  ja  Javan  Selenium.  Nämä 
mahdollistavat  web-sovelluksen  käytön  automatisoinnin  selainsimulaattorin  (browser 
simulator) tai oikean selaimen kautta, helposti ymmärrettävällä ja korkean tason kielellä 
määriteltynä [WyH12 s.245-246]. Mikään ei kuitenkaan estä sitä, että Cucumberin ja 
web-sovelluksen välinen koodi kirjoitetaan osittain tai  kokonaan ilman Capybaran ja 
Selenium  kaltaisia  työkaluja.  Tällöin  ohitetaan  täysin  oikean  selaimen  ja 
selainsimulaattorin  käyttö,  jolloin  hyväksymistestaus  muuttuu  käytännössä 
integraatiotestaukseksi.
Kaikkiaan  web-sovelluksiin  liittyen  on  määritelty  kolme  askelmääritystyyliä:  oikea 
selain (automated browser), selainsimulaattori ja DMA [Che10] eli mallin suorakäsittely 
(direct  model  access)  [Che10  s.291].  Nämä  eroavat  toisistaan  testien  ajamiseen 
kuluvassa ajassa sekä testauksen laajuudessa testaustasojen suhteen. Hitaimman mutta 
korkeimman mahdollisen testauksen tason eli hyväksymistestaustason tarjoava tyyli on 
oikea selain.  DMA löytyy toisesta ääripäästä: DMA-tyylillä kirjoitetut askelmääritykset 
ovat kaikkein nopeimmin ajettavissa,  mutta ne eivät käytännössä myöskään enää ole 
hyväksymistestausta vaan integraatiotestausta. DMA:ssa selain sekä kaikki selaimen ja 
web-sovelluksen väliseen  kommunikointiin  tarkoitetut  komponentit  ohitetaan  [Che10 
s.291] ja askelmääritykset ovat  suorassa yhteydessä MVC:n malliin. DMA ei siis takaa 
sitä,  että  testattava  ominaisuus  todella  toimii  loppukäyttäjän  näkökulmasta  [Che10 
s.292], jolloin se ei voi olla hyväksymistesti. DMA:n etuihin kuuluu nopeuden lisäksi 
myös se, että sillä tyylillä kirjoitetut askelmääritykset ovat yksinkertaisempia  [WyH12 
s.237], jolloin niitä on helpompi kirjoittaa ja ylläpitää. 
Testien  ajoon  kuluva  aika  kasvaa  selvästi  voimakkaimmin  oikean  selaimen  kautta 
ajattevien askelmääritysten lisääntyessä. Tällöin on olemassa riski, että testien ajamista 
aletaan  välttelemään  ja  niitä  ajetaan  jatkuvasti  harvemmin  [Joh10  s.29].  Oikean 
selaimen  käyttämisen  hitauteen  vaikuttaa  muun  muassa  se,  että  testattava  sovellus 
täytyy  aina  erikseen  käynnistää  tai  sovelluksen  täytyy  olla  valmiina  vastaamaan 
pyyntöihin jollain palvelimella, mihin testeillä on oikean selaimen kautta pääsy [HoH12 
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s.730]. On tärkeää tietää milloin askelmäärityksen voi kirjoittaa nopeammin ajautuvaksi 
ilman,  että  joudutaan  tinkimään  merkittävästi  testauksen  kokonaislaadusta. 
Askelmääritystyylin  valinnan  tueksi  kehitetyt  suositukset  eivät  kuitenkaan  pysty 
yksinään  ratkaisemaan  jokaista  tilannetta,  vaan tyylin  valintaan  vaikuttaa  aina  myös 
konteksti [Che10 s.292].
Karkeana yleisohjeena on annettu, että kaikkia Gherkin-tiedostoissa määriteltyjä given-
askelia  vastaavat  askelmääritykset  pitäisi  kirjoittaa  aina  DMA:lla  [Che10  s.292]. 
Käytännössä  ”given”  tarkoittaa  sitä,  että  jotain  on  tapahtunut  menneisyydessä.  Jos 
”given” kuvaa tämän lisäksi tietoa, minkä pitäisi olla tietokannassa, on parempi luoda 
tämä  tieto  suoraan DMA:lla  [WyH12  s.237].  Poikkeuksena  tähän  given-askeleeseen 
annettuun  sääntöön  ovat  esimerkiksi  tilanteet,  joissa  vaaditaan  selaimen  istunnon 
(session) tilan alustus esimerkiksi sisäänkirjautumista varten [Che10 s.292]. 
Selainsimulaattorin käyttöä suositellaan when- ja then-askelten kohdalla [Che10 s.292]. 
Paljon rajatapauksia  sisältävien  toiminnallisuuksien yhteydessä  suositellaan kuitenkin 
kirjoittamaan vain muutama askel selainsimulaattorin kautta ja loput DMA:lla. Oikeaa 
selainta  suositellaan  käytettäväksi  askelmääritysten  yhteydessä  silloin,  jos 
askelmääritykset liittyvät sivuihin, jotka sisältävät vähänkin asiakaspäässä suoritettavaa 
sovelluslogiikkaa.  
Edellä  esiteltyjen  askelmääritystyylien  käyttöohjeiden  perusteella  nähdään,  että 
tyypillisesti yhteen toiminnallisuuteen liittyvä askelmääritys sisältää sekä DMA:lla että 
oikean  selaimen  tai  selainsimulaattorin  kautta  kirjoitettuja  askeltoteutuksia.  Yhden 
toiminnallisuuden  given-askel  kirjoitetaan  tyypillisesti  DMA:lla  ja  loput  askeleet 
selainsimulaattorilla tai oikealla selaimella. Käytännössä tämä tarkoittaa sitä, että testin 
suorituksen  taso  vaihtelee  yhden  toiminnallisuuden  sisällä  integraatiotestauksen  ja 
hyväksymistestauksen välillä. Tämä korostaa osaltaa sitä, miten tärkeää askelmääritystä 
kirjoitetteassa  on  hahmottaa  testausta  kirjoituksen  alla  olevaa  askelmääritystä 
laajemmin. On nimittäin mahdollista, että joku jo aiemmin  kirjoitettu askelmääritys jo 
käytännössä  kattaa  kirjoituksen  alla  olevan  given-askeleen  toiminnan 
hyväksymistestaustasolla.
Yksi  keskeisimmistä  web-sovelluksiin  liittyvien  askelmääritysten  kirjoittamiseen 
tarkoitettuja  suunnittelumalleja  on  Sivuolio-malli (Page  object  model)  [Bur12  s.75]. 
Sivuolio-mallissa luodaa web-sivuston käyttöliittymästä abstraktio testien käytettäväksi 
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[Sit13].  Yleisin tapa toteuttaa tämä on luoda jokaista web-sivua kohden yksi  luokka 
(class)  ja  ohjata  kaikki  testien  sivuihin  liittyvä  toiminta  sivuja  vastaavien  luokkien 
ilmentymien  kautta.  Sivuolio-mallin  tavoitteena  on,  että  oikeisiin  sivuihin  tehtävät 
muutokset  eivät  vaikuttaisi  askelmääritysten kohdalla  kuin oikeista  sivuista luotuihin 
abstraktio-luokkiin  sen  sijaan,  että  pitäisi  muokata  kaikkia  sivuihin  viittaavia 
testiluokkia [Bur12 s.75].
3.2.4 Capybara – web-sovellusten automatisointi Rubylla
Capybara  on  suosituin  web-sovelluksia  automatisoiva  Ruby-kielen  kehys   [WyH12 
s.245]. Se julkaistiin vuonna 2009 ja se on kehittyneempi versio vuoden 2008 Webrat-
kehyksestä,  joka  taas  oli  kehittyneempi  versio  vuonna  2003  julkaistusta  Watir-
kehyksestä.  Capybara  tarjoaa  API:n,  jonka  avulla  kirjoitetulla  askelmäärityksillä 
voidaan suorittaa automaattisesti vastaavia toimintoja ja toimintojen ketjuja, joita web-
sovellusten  todelliset  käyttäjät  tekevät  käsin selaimen kautta.  Capybara  mahdollistaa 
muun  muassa  sivujen  avaamisen  (access)  ja  navigoinnin,  tekstin  syöttämisen 
tekstikenttiin  sekä  valintaruutujen,  linkkien  ja  painikkeiden  (button)  klikkaamisen. 
Capybaran  toimintaa  voidaan  muokata  ja  laajentaa  joustavasti  liitännäisten  (plugin) 
avulla.  Capybaralla  kirjoitettu  askelmääritys  voidaan  ajaa  sekä  selainsimulaattorin 
kautta  että  oikean  selaimen  kautta.  Askelmääritykseen  ei  tarvitse  tehdä  mitään 
muutoksia  jos  askelmääritystyyliä  vaihdetaan  oikean  selaimen  ja  selainsimulaattorin 
välillä  –  riittää  että  vaihdetaan  ajuria,  joka voi  olla  joko liitännäinen tai  Capybaran 
sisäinen ajuri [WyH12 s.272].
Capybaran tarjoama syntaksi web-sovellusten automatisointia varten on hyvin lähellä 
luonnollista kieltä ja helposti  ymmärrettävää.  Alla olevassa esimerkissä on toteutettu 
yhden when-askeleen askelmääritys, jossa suoritetaan haku erään web-sivuston sisällä 
[WyH12 s.249]. Ensimmäisellä rivillä säännöllinen lauseke lukee Gherkin-tiedostossa 
määritellyn  parametrin,  mikä  pitää  sisällään  hakutekstin.  Seuraavaksi  navigoidaan 
hakusivulle Capybaran visit()-metodilla, joka saa parametrina sivun URL:in loppuosan 
”/search”.  Capybara  osaa  liittää  URL:in  loppuosan  automaattisesti  kaikille  kutsuille 
yhteiseen URL:in alkuosaan, mikä voidaan määritellä konfiguraatiotiedostossa [WyH12 
s.261].  Hakusivulla  parametrina  saatu  hakuteksti  syötetään  query-nimiseen  kenttään 
[WyH12 s.249]. Askelmäärityksessä siis oletetaan, että search-sivulla on query-niminen 
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kenttä.  Jos  tällä  nimellä  ei  kenttää  löydy,  askelmääritys  ei  mene  läpi.  Lopuksi 
hakusivulla klikataan painiketta nimeltä ”Search”.
When /^Etsin "([^"]*)"$/ do |hakuteksti|
visit('/search')
fill_in('query', :with => hakuteksti)
click_button('Search')
end
Kaikissa then-askelten määrityksissä tutkitaan järjestelmän saavuttamaa tilaa aiemmin 
suoritettujen askelten jäljiltä. Web-sovellusten kohdalla tämä tutkinta kohdistuu yleensä 
johonkin web-sivuun. Siksi yksi keskeisimmistä Capybaran tarjoamista apuvälineistä on 
page-olio, jonka avulla sivujen sisältöön päästään käsiksi [WyH12 s.253]. Page-oliosta 
voidaan hakea tietoa Capybaran Finders-API:n avulla. Finders-API tukee kahta eri tapaa 
hakujen  tekemiseen:  CSS-valitsimia  (selector)  [Cas11] ja  Xpath-kieltä  [XML99] 
[WyH12 s.269]. Page-olion käyttö ei automaattisesti tarkoita sitä, että kehitys tapahtuisi 
Sivuolio-mallin  mukaisesti.  Sivuolio-mallin  mukaisen  toteutuksen  saavuttamista 
helpottamaan on kehitetty Capybaralla työkalu nimeltään SitePrism [Sit13]. Tarkempi 
Siteprismin  ja   Sivuolio-mallin  läpikäynti  rajataan  kuitenkin  tämän  tutkielman 
ulkopuolelle.
Alla  olevassa  esimerkissä  then-askeleen  määritys  lukee  ensimmäisellä  rivillä 
parametrina Gherkin-tiedostossa määritetyt  odotetut  tulokset.  Toisella  rivillä  Finders-
API:n all-metodille annetaan parametrina CSS-valitsin, jonka perusteella haetaan page-
olion sisältämästä  HTML-dokumentista [Hyp99] elementit  ja niiden sisältämät tiedot, 
joihin  parametrina  saatuja  tuloksia  lopuksi  verrataan.  Järjestettyä  listaa  vastaavan 
elementin  nimi  HTML:ssä  on  ”OL” [Duc11  s.65],  joten  CSS-valitsin  ”ol.results  li” 
kohdistuu page-olion sisältämän HTML-sivun kaikkiin järjestettyihin listoihin, joille on 
määritelty  class-attribuutti  arvolla  ”results”.  CSS-valitsimen  LI-elementin  perustella 
valinta tarkentuu vielä  jokaisen class-attribuutin arvon perusteella sopivan järjestetyn 
listan jokaiseen järjestettyyn riviin  [Duc11 s.65].  Finders-API:n all-metodi palauttaa 
löydetyt  HTML-elementit  Capybaran  Element-olioita  sisältävänä  järjestettynä 
kokoelmana (array) [WyH12 s.254]. Alla olevassa esimerkissä Capybaran Element-oliot 
vielä muunnetaan Ruby-kielellä toiseksi kokoelmaksi, jossa HTML-elementtien sisältö 
on  tallennettu  suoraan  tavallisina  String-olioina  kokoelmamuuttujaan  nimeltä 
”tulokset”.  Lopulta  Gherkin-tiedostosta  luetun  odotetut_tulokset-kokoelmamuuttujan 
tiedot  ja  askelmäärityksen  sisällä  luodun  tulokset-kokoelmamuuttujan  sisällöt 
vertaillaan  keskenään.  Odotetut_tulokset  on  tyypiltään  Cucumberin  Table-olio,  joka 
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sisältää muun muassa metodin ”diff!”. Metodilla voidaan kätevästi suorittaa esimerkin 
kaltaisten  tietorakenteiden  sisällön  vertailu.  Jos  tietorakenteiden  arvot  ovat  samat 
kummassakin, niin diff!-metodi päästää askelmäärityksen läpi [WyH12 s.255-256]. 
Then /^tuloksien odotetaan olevan:$/ do |odotetut_tulokset|





Neljäs  keskeinen  Capybaran  metodi  on  ”find”.  Sen  tehtävänä  on  pysäyttää 
askelmäärityksen suoritus  kunnes find-metodille  parametrina syötettyä  CSS-valitsinta 
vastaava  elementti  on  valmistunut  web-sivulle  [WyH12  s.267].  Edellä  listatussa 
koodiesimerkissä find-metodille oltaisiin voitu antaa parametrina ”ol.results li”. Find-
metodi siis tarjoaa tavan luoda synkronointipiste (synchronization point), jonka avulla 
voidaan varmistua  siitä,  että  tutkittava  web-sivu on ehditty  rakentaa  valmiiksi  niiltä 
osin,  joihin  askelmääritys  kohdistuu  seuraavaksi  [WyH12  s.266].  Synkronointia 
tarvitaan tyypillisesti askelmäärityksissä, jotka liittyvät  Ajaxilla (Ajax web application 
model) [Gar05] toteutettuihin asynkronisiin toiminnallisuuksiin. 
Tähän  mennessä  esitetyt  esimerkit  kattavat  jo  merkittävän  osan  Capybaran  API:n 
toiminnallisuuksista.  Se  tarjoaa  paljon  muitakin  yksityiskohtia,  jotka  on  kuitenkin 
rajattu tämän tutkielman ulkopuolelle.
Oletusarvoisesti Capybara ajaa askelmääritykset käyttäen Rack-ajuria, joka on Rubylla 
kirjoitettu  selainsimulaattori  [WyH12  s.258].  Selainsimulaattorin  kautta  ajetut 
askelmääritykset ovat nopeita ajaa, mutta niillä on myös puutteensa: esimerkiksi Rack-
selainsimulaattori  jättää  kaiken  JavaScriptin  [ECM11] huomioimatta.  Rack-
selainsimulaattori  käsittelee  ainoastaan  HTML-sivusta  muodostamaansa  DOM:ia 
(document  object  model)  [Doc12] [WyH12  s.  258]. Capybara  voidaan  määrittää 
suorittamaan  halutut  skenaariot   oikean  selaimen  kautta  lisäämällä  skenaarioiden 
yläpuolelle merkittyjä koukkuja (tagged hook) nimeltä ”@javascript”. Merkityt koukut 
ovat  Cucumberin  ominaisuus,  joilla  teknisiä  yksityiskohtia  voidaan  lisätä  Gherkin-
tiedostoihin  ilman  että  ne  häiritsevät  vähemmän  teknisiä  osapuolia  [WyH12  s.148]. 
Edellä esitetetyn askelmääritysesimerkin sisälle ei tarvitse tehdä mitään muutoksia, jotta 
se  voidaan  ajaa  oikean  selaimen  kautta.  Capybara  vain  vaihtaa  tähän  tarkoitukseen 
Rack-ajurin  tilalle  toisen  ajurin,  joka  tässä  tapauksessa  on  usein  Javalle  alun  perin 
kehitetty Selenium [WyH12 s.259].
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3.2.5 Selenium  – web-sovellusten automatisointi Javalla
Selenium  on  oikeiden  selainten  automatisointiin  tarkoitettu  työkalu  ja  lajissaan 
maailman eniten käytetty [Bur12 s.1]. Korkealla tasolla Selenium jakaantuu kahteen eri 
tapaan luoda automatisoituja  testejä.  Selenium IDE tarjoaa graafisen käyttöliittymän, 
jonka kautta testejä voidaan luoda nopeasti, mutta ilman takeita testien laadukkuudesta 
(throwaway tests). Toinen vaihtoehto on  Selenium WebDriver API, jonka avulla testit 
voidaan  ohjelmoida  manuaalisesti  sellaisiksi  kuin  parhaaksi  katsotaan  [Bur12  s.1]. 
Lisäksi  Selenium  WebDriver  voidaan  liittää  toisiin  työkaluihin  kuten  esimerkiksi 
Capybaraan. Capybara käyttää Selenium WebDriver-ajuria saadakseen mahdollisuuden 
ajaa testejä oikeiden selainten kautta ilman, että Capybaralla kirjoitettuja testejä täytyy 
kirjoittaa uudestaan.  Tässä aliluvussa keskityään vain Selenium WebDriver API:iin ja 
Selenium IDE rajataan tämän tutkielman ulkopuolelle.
Selenium  WebDriver  kontrolloi  selainta  aidosti  selaimen  ulkopuolelta  selainten 
tarjoamien  saavutettavuusrajapintojen  (accessibility  API)  kautta  [Bur12  s.65]. 
Saavutettavuusrajapinnan  avulla ohjelma paljastaa (expose) graafisen käyttöliittymänsä 
ja sen sisällön toiselle ohjelmalle [GoR05]. Saavutettavuusrajapinnan kautta WebDriver 
voi  löytää,  esittää  ja  muokata  selaimen  käyttöliittymää  ja  sen  sisältöä.  WebDriver 
käyttää aina kaikkein sopivinta tapaa saavutettavuusrajapinnan hyödyntämisessä [Bur12 
s.65].  Esimerkiksi  Firefox-selaimen  yhteydessä  saavutettavuus  API:a  käytetään 
JavaScriptin  kautta  ja  Internet  Explorerin  yhteydessä  käytetään  C++-kieltä. 
Lähestymistavan huono puoli on se, että WebDriver ei kykene automaattisesti tukemaan 
uusia selaimia heti niiden ilmestyttyä.
Selenium  WebDriver  on  selvästi  laajempi  kuin  Capybara.  Capybara  tarvitsee 
esimerkiksi ulkopuolista ajuria, jotta sillä voidaan ajaa testejä oikeiden selainten kautta, 
mutta  Selenium pystyy  siihen  itse.  Lisäksi  Seleniumia  voidaan  käyttää  Cucumberin 
yhteydessä  täysin  itsenäisesti  ilman  muiden  askelmääritystyökalujen  apua  [Gun12 
s.270].  Käytännössä  siis  Selenium  WebDriver  API  tarjoaa  samanlaisten 
toimintoketjujen luomisen mahdollisuudet web-sivuja vasten kuin Capybara API. Tämä 
ei  ole  yllätys,  koska  molemmilla  työkaluilla  on  sama  tavoite:  mahdollistaa  web-
sovellusten automatisointi. 
WebDriver API:sta voidaan löytää metodeita jokaiseen Capybara API:n määrittelemään 
kuuteen  metodien  kategoriaan,  jotka  ovat:  navigointi,  linkkien  ja  painikkeiden 
38
klikkaaminen, vuorovaikutus lomakkeiden kanssa, etsiminen sivuilta ja rajaus (scoping) 
[WyH12  s.268].  Esimerkiksi  navigointi  sivuille  ja  sivuhistoriaan  on  mahdollista 
WebDriver  API:n  WebDriver-rajapinnassa  määritellyn  navigate-metodin  avulla  ja 
etsiminen on mahdollista saman rajapinnan määrittelemän findElements-metodin avulla 
[Sel12b].  Seleniumin  find-metodeille  voidaan  antaa  parametrina  haku  muun  muassa 
XPath-kielellä tai CSS-valitsimilla kuten Capybarassakin. 
Seuraavassa  yksinkertaisessa  Selenium-esimerkissä  on  yksi  testimetodi,  jossa 
navigoidaan  ensin  osoitteeseen  ”jokinwebsivu.com”.  Tältä  sivulta  etsitään  linkki 
nimeltä ”Kappale2”, jonka jälkeen linkkiä klikataan. Klikkaus eli click-metodin kutsu 
aiheuttaa Kappale2-linkin osoittaman sivun lataamisen [Sel13], josta etsitään elementtiä 
jonka  id-attribuutin  arvo  on  ”nap1”.  Lopulta  tarkastetaan,  että  nap1-nimisiä  arvoja 
löydettiin  tasan  yksi  kappale.  Seuraavaa  esimerkki  ei  sisällä  koodia,  jolla  esimerkki 
voisi integroitua Cucumberin kaltaisten työkalujen kanssa.








Seleniumiin verrattuna Capybaran keveyden voi nähdä myös sen etuna. Mahdollisuus 
liittää  Capybaraan  tarpeen  mukaan  eri  ajureita  esimerkiksi  eri  askelmääritystyylejä 
varten,  tekee  Capybarasta  Seleniumia  joustavamman  työkalun.  Toisaalta  laajempaa 
Seleniumia  voi  käyttää  monella  tavalla.  Seleniumilla  kirjoitettuja  testejä  ei  ole 
esimerkiksi  pakko  ajaa  oikean  selaimen  kautta,  vaan  Selenium  sisältää  myös 
mahdollisuuden  käyttää  HtmlUnit-selainsimulaattoriin  [Htm12]  pohjautuvaa 
WebDriver-rajapinnan toteutusta  [Sel12b]. 
Seleniumin HtmlUnit-ajuri on kevyin ja nopeimmin testit ajava Seleniumin WebDriver-
rajapinnan  toteutuksista  [Sel12a].  HtmlUnit-selainsimulaattori  on  käyttöliittymätön, 
mutta  se  tukee  kuitenkin  JavaScript-kieltä.  Muut  WebDriver-rajapinnan  toteutukset 
vastaavat  oikeita  selaimia  ja  niitä  on  yhteensä  kuusi:  Firefox-,  Internet  explorer-, 
Chrome-,   Opera-,  iPhone-  ja  Android-ajuri.  Yhdelle  WebDriver-rajapinnan 
toteuttavalle ajurille kirjoitetut testit voidaan ajaa minkä tahansa muun tuetun selaimen 
kautta vaihtamalla ainoastaan WebDriver-rajapinnan toteuttavaa ajuria [HoH12 s.730]. 
Selaintenvälinen  (cross-browser)  testaus  on  mahdollistaa  saavutta  edellä  kuvatulla 
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tavalla  ajureita vaihdellen.  Käytännössä tällöin koko testijoukko täytyy ajaa erikseen 
jokaista  tuettavaa  selainta  vasten,  jolloin  myös  testien  ajamiseen  kuluva  aika 
moninkertaistuu  [Sel12a].   Selenium tukee myös  nopeampaa tapaa testien ajamiseen 
Selenium-grid-työkalua  hyödyntämällä.  Selenium-grid  mahdollistaa  testijoukon 
ajamisen eri selaimia ja eri käyttöjärjestelmiä vasten useilla eri  palvelimilla rinnakkain. 
Tätä  kutsutaan  myös  hajautetuksi  testiajoympäristöksi (distributed  test  excecution 
environment).  Tarkempi  Selenium-grid-työkalun  tarkastelu  rajataan  tämän  tukielman 
ulkopuolelle.
3.2.6 Geb  – web-sovellusten automatisointi JVM-kielellä
Geb on Capybaran ja Selenium lisäksi kolmas tässä tutkielmassa esiteltävä selainten 
automatisointiin  ja  askelmääritysten  kirjoittamiseen  tarkoitettu  työkalu.  Gebillä 
kirjoitetaan Groovy-kieltä [Geb13], joten Geb on samalla myös esimerkki JVM-kielten 
työkaluista.  Gebin  selainten  automatisointi  rakentuu  Seleniumin  WebDriverin 
ympärille,  joten  se  tukee  vain  kaikkien  niiden  selainten  automatisointia,  joita 
WebDriver tukee [Boo13].
Korkealla tasolla Geb tarjoaa samat  palvelut kuin Capybara ja Selenium. Esimerkiksi 
kaikki  Capybara  API:n  määrittelemät  kuusi  web-sivujen  käsittelyyn  tarkoitettua 
metodien  kategoriaa  on  nähtävissä  myös  Gebissä  [Boo13].  Web-sivujen  tietojen 
etsimiseen se käyttää  kuitenkin CSS- ja XPath-kielten sijaan jQuery-kieleen  [Jqu12] 
vahvasti  pohjautuvaa  kieltä.  Gebin  yhteydessä  voidaan  myös  helposti  noudattaa 
Sivuolio-mallia,  jota  Geb  tukee  sisäisesti.  Sivuolio-mallin  tuki  koostuu  Gebissä 
kahdesta  osasta:  sivuista  ja  moduuleista.  Moduuleilla  tarkoitetaan  parametrisoitavia 
sivujen osia, jotka on tarkoitettu useiden eri sivujen käytettäväksi. 
Geb ei  sisällä  mitään  testauskehystä  eikä  tue  testien  ajamista,  joten testausta  varten 
Gebin  yhteydessä  täytyy  käyttää  jotain  muuta  testaustyökalua  kuten  esimerkiksi 
Cucumberia tai JUnit-kehystä [Boo13]. Gebin yhteydessä suositellaan erityisesti Spock-
kehyksen [Spo13] käyttöä, joka on niin ikään Groovy-kielen työkalu [Spo13]. Gebin ja 
Spockin  yhteiskäyttöä  suositellaan  siksi,  koska  niiden  tyyli  ja  painotukset  (focus) 
muistuttavat toisiaan [Boo13]. Tämän aliluvun koodiesimerkissä sivutaan jonkin verran 
Spock-kehyksen  käyttöä,  mutta  tarkemmin  Spock-kehys  esitellään  yksikkötason 
työkalujen yhteydessä aliluvussa 3.3.3.
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Seuraavassa  on  esimerkki  Gebin  ja  Spockin  yhteiskäytöllä  luodusta  speksistä. 
Esimerkin yhteydessä puhutaan speksistä, koska Spock on BDD:n teoriaan pohjautuva 
työkalu  [Spo13].  Korkealla  tasolla  seuraava  esimerkki  tarkastaa,  että  Googlen 
hakukoneella  suoritettu  haku  syötteellä  ”wikipedia”  ohjautuu  tuloslistan  sisältävälle 
sivulle, jonka ensimmäisellä rivillä oleva tulos sisältää merkkijonon ”Wikipedia”.













Edellä  olevan  speksin  suoritus  etenee  järjestyksessä  ylhäältä  alas  Spock-kehyksen 
määrittelemien  lohkojen  sisällä,  joita  edellä  olevassa  esimerkissä  edustavat  ”given”, 
”expect”,  ”when”,  ”then”  ja  ”and”.  Lohkojen  nimet  ja  käyttötarkoitus  on  johdettu 
suoraan  BDD:n teoriasta  [Spo13].  Given-lohkossa  alustetaan  alkutila,  joka  edellisen 
esimerkin  kohdalla  tarkoitaa  navigointia  Googlen  hakusivulle.  Expect-lohkossa 
tarkastetaan,  että  navigointi  Googlen  hakusivulle  on  onnistunut.  Expect-lohokossa 
käytetty  at-komento  käytännössä  tarkastaa  vain sen,  että  Googlen hakusivun otsikko 
vastaa odotettua otsikkoa [Boo13]. Odotettu otsikko taas on määritelty at-komentoon 
liittyen  Sivuolio-mallin  toteuttavassa  GoogleHakuSivu-luokassa.  When-lohkossa 
Googlen  hakukenttään  asetetaan  parametriksi  ”wikipedia”,  jonka  jälkeen  painetaan 
hakunappia. Then-lohkossa tarkastetaan, että käyttäjä ohjautuu hakunapin painamisen 
jälkeen  GoogleTulosSivu-luokan  määritelmiä  vastaavalle  Googlen  tulossivulle. 
Tulossivulle  saapumisen  tarkastamisessa  käytetään  hyväksi  waitFor-metodia,  jolle 
voidaan erikseen määrittää kuinka kauan waitFor-metodin sisällä määriteltyä toimintaa 
suoritetaan.  Erillisessä  konfiguraatiossa  määritellyn  ajan  puitteissa  at-komentoa 
suoritetaan siis niin kauan, kunnes tarkastus menee läpi tai konfiguroitu aika loppuu. 
Lopuksi and-lohkossa tarkastetaan, että tulossivun ensimmäisen tuloksen linkin nimen 
merkkijono vastaa Wikipedia-merkkijonoa.
Edellä  oleva  speksi  käyttää  hyväkseen  kahta  Sivuolio-mallin  toteutusta: 
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GoogleKotiSivu  ja  GoogleTulosSivu.  Edellä  esitetyn  speksin  toiminta  ja  läpimeno 
vaatii  sen,  että  GoogleKotiSivu-luokassa  määritellään  Googlen  hakukoneen 
kotiosoitteen URL, Googlen hakukoneen hakukentän ja hakunapin oikeat nimet  sekä 
sivu, minne hakunapin painaminen johtaa [Boo13]. Esimerkin tapauksessa hakunapin 
painaminen on määritelty johtamaan GoogleTulosSivu-luokan määrittelemälle sivulle. 
Googlen tulossivu sisältää samat hakukentät ja hakunapit  kuin Googlen hakusivukin, 
joten  niiden  määrittely  kannattaa  toteuttaa  Sivuolio-mallin  toteuttavissa  luokissa 
kummallekin  yhteisen  moduulin  kautta.  Lisäksi  GoogleTulosSivu-luokassa  on 
määritelty  jQuery-skripti,  jolla  tulossivuilta  voidaan  hakea  ensimmäisen  tulosrivin 
linkin nimi muuttujaan nimeltä firstResultLink, mitä edellä olevan speksin and-lohkossa 
tarkastellaan. 
Kun  kaikki  Googlen  hakukoneen  web-sivujen  komponentteihin  viittaavat  operaatiot 
toteutetaan  Sivuolio-mallin  toteutteviin  luokkiin  ja  kaikki  testit  operoivat  Googlen 
hakukonetta  näiden  luokkien  kautta,  mahdolliset  Googlen  hakukoneeseen  tulevat 
muutokset  aiheuttavat  pahimmillaan  muutoksia  vain  Sivuolio-mallin  toteuttaviin 
luokkiin. 
3.2.7 Capybara-webkit – web-sovellusten automatisoinnin tulevaisuus?
Laajasti  käytössä  oleviin  web-sovelluksia  automatisoiviin  työkaluihin  kohdistuu 
jatkuvasti myös kritiikkiä ja entistä parempia työkaluja pyritään kehittämään. Capybara-
webkit   on yksi esimerkki uuden sukupolven työkalusta, jonka suunnittelussa on pyritty 
välttämään  Seleniumin  ja  HtmlUnit-selaisimulaattorin  käytössä  havaittuja  ongelmia 
[Cap13]. 
Yksi keskeinen Seleniumin ongelma on oikeiden selainten käyttäminen automatisoinnin 
kohteina [Cap13]. Tämä on jo lähtökohtaisesti ongelmallista, koska oikeita selaimia ei 
koskaan ole suunniteltu automatisoitaviksi vaan ihmisten käytettäviksi. Oikeat selaimet 
sisältävät  paljon  asioita,  joita  ei  automaattisten  testien  yhteydessä  tarvita  kuten 
käyttöliittymä  ja  liitännäiset.  Nämä  ylimääräiset  osat  hidastavat  testien  ajamista. 
Oikeisiin  selaimiin  liittyy  aina  myös  vaihtelevia  ja  yllättäviä  ominaisuuksia. 
Esimerkiksi  Firefox-selaimesta  ei  voida  ajaa  kuin  yhtä  ilmentymää  kerralla.  Lisäksi 
Firefox kaataa Selenium-testien ajon aina silloin, kun se itsevaltaisesti päättää yrittää 
päivittää  itseään  automaattisesti.  Seleniumilla  ei  siis  ole  riittävää  kontrollia  oikeita 
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selaimia  kohtaan.  Kontrollin  puute  aiheuttaa  myös  ajastukseen  liittyviä  ongelmia, 
jolloin osa testeistä menee läpi epädeterminisesti vain silloin tällöin.
Selainsimulaattorien  kohdalla  kontrollin  puute  ei  ole  vastaava  ongelma  [Cap13]. 
Toisaalta  esimerkiksi  Seleniumin  HtmlUnit-ajurin  käyttöön  liittyy  paljon  muita 
ongelmia. Selainsimulaattorien ydinongelmana on se, että ne eivät koskaan pysy täysin 
oikeiden selainten kehityksen perässä. Esimerkiksi keväällä 2011 HtmlUnit ei tukenut 
vielä  tiedostojen  lähettämistä  (upload)  Ajaxilla.  Lisäksi  HtmlUnit  tukee  JavaScript-
kieltä, mutta tuen kanssa on paljon ongelmia. Mikään tunnettu selain ei käytä HtmlUnit-
ajurin käyttämää JavaScript-moottoria (engine) [Sel12a]. Käytännössä tämä tarkoittaa 
sitä, että JavaScript-testien tulokset eivät kerro välttämättä mitään siitä, miten JavaScript 
toimii  oikean  käyttäjän  oikeassa  selaimessa.  HtmlUnit  myös  hidastuu  nopeasti  sitä 
mukaa  kun  JavaScript-ominaisuuksiin  liittyvien  testien  määrä  kasvaa  [Cap13]. 
Ongelmana on myös se, että HtmlUnit ei muodosta web-sivusta mitään kuvaa (render). 
Tästä  syystä  CSS-kielen  elelementtien  näkyvyys-  (visibility)  ja  sijoitussääntöihin 
(positioning) nojaavat testit eivät toimi.  
Capybara-webkit  on  HtmlUnitin  tapaan  selainsimulaattori,  mutta  erilaisen  teknisen 
ratkaisun ansiosta se välttää edellä mainitut ongelmat [Cap13]. Capybara-webkit käyttää 
hyväkseen QtWebKit-kuvausmoottoria [Qtp12], joka pohjautuu oikeasti useiden web-
sivuja  esittävien  ohjelmien  kuten  Chrome-selaimen  käyttämään  WebKit-
kuvausmoottoriin  [Web13]  [Cap13].  WebKit  sisältää  täyden  HTML-,  CSS-, 
JavaScript-,  ja  DOM-toteutuksen  [Web13].  Capybara-webkit  ei  ole  kuitenkaan 
täydellinen.  Sen  heikkouksista  on  mainittu  ainakin  siihen  kohdistuneen  testauksen 
vähäisyys [Cap13].
3.2.8 Hyväksymistason työkalujen vertailu JVM- ja Ruby-kielten välillä
Testivetoisen  kehityksen  käyttö  perustuu pitkälti  erilaisten  työkalujen  käytölle,  joten 
työkalujen saatavuuden perusteella voi olla mahdollista löytää testivetoisen kehityksen 
käytön eroja JVM- ja Ruby-kielten välillä.
Hyväksymistasoon liittyvien työkalujen runsaasta määrästä huolimatta suosituimmat ja 
elinvoimaisimmat työkalut JVM- ja Ruby-kielillä eivät kuitenkaan tuo esiin merkittäviä 
eroja kielten välille. Enemmänkin suuntaus näyttää siltä, että työkalujen ominaisuudet ja 
käytettävyys kummallakin kielellä tulevat lähemmäs toisiaan.
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Hyväksymistason  työkalut  jaettiin  tässä  tutkielmassa  kahteen  kategoriaan,  joista 
ensimmäiseen  liittyen  esiteltiin  Cucumber  ja  JBehave.  Cucumber  vaikuttaa  olevan 
näistä  merkittävin  työkalu  sekä  JVM-  että  Ruby-kielillä,  miksi  tämän  kategorian 
työkalujen kohdalla eroja JVM- ja Ruby-kielten välillä ei havaittu. 
Cucumberin merkittävä asema molempien kielten yhteydessä perustuu ensinnäkin sille, 
että Cucumber on saatavilla molemmille  kielille [WyH12 s.295]. Toiseksi Cucumber 
vaikuttaa  selvästi  kaikkein  elinvoimaisimmalta  ensimmäisen  kategorian  työkaluista. 
Cucumberiin  liittyen  julkaistaan  usein  päivityksiä  ja  se  on  ainut  hyväksymistason 
asiakasrajapintaan ulottuva BDD-työkalu,  johon liittyen  on kirjoitettu kirjoja. Kaiken 
kaikkiaan  näitä  kirjoja  on ilmestynyt  kolme,  joista  viimeisin  ilmestyi  keväällä  2013 
[DWH13, Cuc13, JBe13]. Kolmanneksi Cucumberin merkitystä korostaa sekin, että se 
pohjautuu  JBehaveen  [Cuc13],  joka  on  ainakin  historiallisesti  merkittävin  työkalu 
samassa kategoriassa.
Toisen kategorian hyväksymistason työkalujen eli askelmääritystyökalujen perusteella 
ei  myöskään  löytynyt  kovin  merkittäviä  eroja  JVM- ja  Ruby-kielten  välille.  Rubyn 
Capybara,  Javan Selenium ja Groovyn Geb mahdollistavat  käytännössä samanlaisten 
web-sovellusten  automatisointiin  tarkoitettujen  toimintojen  ketjujen  toteuttamisen. 
Kaikki tukevat myös Sivuolio-mallin käyttöä, joko sisäisesti tai ulkoisten liitännäisten 
kautta.  Kaikki  tukevat  myös  jotain  merkittävää  kieltä  web-sivujen  tietojen  hakuun. 
Capybara ja Selenium tukevat CSS- ja XPath-kieltä ja Geb jQuery-kieltä. JQuery-kielen 
tuella Geb voi olla kehittäjien kannalta paras vaihtoehto, koska Javascipt, johon jQuery 
pohjautuu, on yksi eniten käytetyimpiä ohjelmointikieliä maailmassa ja näistä kolmesta 
vaihtoehdosta  web-sovelluskehittäjien  kannalta  tärkein.  Koodin  luettavuudessa  ja 
ytimekkyydessä  Selenium  häviää  Capybaralle  ja  Gebille.  Gebin  ja  Capybaran  erot 
koodin luettavuudessa eivät kuitenkaan tämän tutkielman koodiesimerkkien perusteella 
vaikuta merkittäviltä, joten koodin laadun suhteenkaan JVM- ja Ruby-kielten välille ei 
saada eroja. 
Ehkä  merkittävin  ero  tässä  luvussa  esiteltyjen  askelmääritystyökalujen  välillä  tulee 
Capybara-webkit-ajurin kautta. Capybara-webkit-ajuri tarjoaa teoriassa kehittyneimmän 
tekniikan  selaimia  automatisoivien  askelmääritysten  ajon  tueksi.  Capybara-webkit 
toimii  ainoastaan  Capybaran  yhteydessä,  joten  tältä  osin  Ruby-kieli  on  JVM-kieliä 
edellä.  Kokonaisuudessaan  erot  JVM-  ja  Ruby-kielten  työkalujen  välillä  eivät  ole 
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kuitenkaan kovin radikaaleja.
Lisäksi havaittiin,  että kaikki työkalut eivät välttämättä ole yhteensopivia keskenään. 
Ongelmalliselta  vaikuttaa  ainakin  Cucumberin  ja  Spock-kehyksen  yhteistoiminta. 
Ongelma  syntyy  siitä,  että  Cucumber  jakaa  given-,  when-  ja  then-askelten 
askelmääritysten  toteutukset  aina  erillisten  metodien  alle.  Spock-speksit  sen  sijaan 
vaativat, että given-, when- ja then-lohkot sijoitetaan aina yhden metodin sisään. Tämän 
perusteella  Spock-kehyksen  käyttö  Cucumberin  askelmääritysten  toteuttamisessa  ei 
näytä olevan mahdollista. Tämän ongelman ratkaisuun on kuitenkin kehitetty erillinen 
työkalu nimeltä Pease [Pea13], jonka avulla Gherkin-tiedostojen pohjalta voidaan luoda 
suoraan  Spock-kehyksen  vaatiman  rakenteen  mukaisia  speksejä.  Tarkempi  Pease-
työkalun esittely ja käytön järkevyyden arviointi rajataan kuitenkin tämän tutkielman 
ulkopuolelle.
3.3 Yksikkötason työkalut
Tässä  aliluvussa  esitellään  lyhyesti  joukko  keskeisiä  yksikkötason  TDD-  ja  BDD-
työkaluja. TDD-työkaluilla tarkoitetaan kaikkia perinteisiä yksikkötestauskehyksiä sekä 
usein  niiden  yhteydessä  käytettyjä  eristyskehyksiä.  BDD-työkaluilla  tarkoitetaan 
käyttäytymisvetoiseen  kehitykseen  räätälöytyjä  yksikkötason  työkaluja.  Lopuksi 
analysoidaan  työkalujen  eroja  sekä  vertaillaan  työkalujen  tarjontaa  JVM-  ja  Ruby-
ympäristöjen välillä.
3.3.1 xUnit- ja eristyskehykset –  TDD-työkalut 
Kaikkiin satoihin olemassa oleviin perinteisiin yksikkötestauskehyksiin voidaan viitata 
yhdellä termillä:  xUnit-kehykset [Mes07] [Osh09 s.25]. Yksikkötestauksessa käytetään 
xUnit-kehysten  kanssa  usein  myös  eristyskehyksiä.  Eristyskehysten  avulla  voidaan 
luoda testijäljitelmiä, joiden avulla yksikkötestattavat kohteet voidaan testata itsenäisesti 
ilman todellisia riippuvuuksia. Testijäljitelmiä voidaan luoda myös täysin manuaalisesti, 
mutta  eristyskehyksiä  käyttämällä  niiden  luominen  on  usein  helpompaa  ja 
lopputuloksena syntyvä koodi ei ole niin virhealtista. Samalla on tärkeää muistaa, että 
eristyskehysten  käyttö  testijäljitelmän  luomiseksi  ei  ole  välttämättä  paras  ratkaisu 
kaikissa  tilanteissa,  vaan  joskus  testijäljitelmän  luominen  manuaalisesti  voi  johtaa 
laadukkaampaan  koodiin  testissä   [Kos13  s.40].  Tarkempi  sopivien  testijäljitelmien 
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alatyyppien ja luontitapojen valitsemiseen ohjaavan teorian käsittely rajataan kuitenkin 
tämän tutkielman ulkopuolelle.
Kaikista  xUnit-kehyksistä  tässä  tutkielmassa  esitellään  tarkemmin  ainoastaan  JUnit-
kehys.  Valinta  osui  JUnit-kehykseen,  koska  se  on  lähes  synonyymi  (de  facto) 
perinteiselle  automatisoidulle  Java-yksikkötestaukselle  [Tah10  s.1].  Eristyskehysten 
kohdalla  valinta  osui  Javan  Mockito-kehykseen  [Moc13a].  Tämä  johtuu  siitä,  että 
kyseinen kehys on valikoitunut myös tämän tutkielman kannalta tärkeimpien Spring-
kehystä  käsittelevien  kirjallisuuslähteiden  sisältämien  esimerkkien  käyttämäksi 
eristyskehykseksi  [Hoh12,  Wal11, Spr13e].  Lisäksi  myöhemmin  tässä  luvussa 
käsiteltävistä  yksikkötason  BDD-työkaluista  esimerkiksi  Spock-kehys  mainitsee 
yhdeksi vaikuttajakseen Mockito-kehyksen [Spo13a]. 
JUnit – esimerkki xUnit-kehyksestä
JUnit-kehyksen keskeisenä tavoitteena on helpottaa laadukkaiden testien kirjoittamista 
[Tah10 s.9]. Lisäksi keskeistä on, että testien ajaminen sekä ajettavaksi valitseminen on 
helppoa [Tah10 s.8].  Keskeistä on myös selkeiden raporttien tuottaminen testien ajojen 
pohjalta.  JUnit  integroituu  eri  kehitysympäristöjen (integrated  development 
environment) kuten Eclipsen [Ecl13] ja IntelliJ  IDEA:n [Int13] kanssa [Tah10 s.10], 
mitkä  parhaimmillaan  tukevat  kaikkia  edellä  mainittuja  keskeisiä  JUnit-kehyksen 
tehtäviä.
JUnit  koostuu  seuraavista  ydinosista:  väitteistä,  testeistä,  testiluokista,  testijoukoista 
(suite) ja  ajajista (runner) [Tah10 s.17]. JUnit tarjoaa laajan joukon erilaisia väitteitä, 
joiden  avulla  testien  tulosten  tarkastaminen  on  helppoa  [Tah10  s.10].  Väitteet  ovat 
sikälikin tärkeitä, että erään yleisohjeen mukaan jokaisen testin täytyy sisältää ainakin 
yksi  väite  [Tah10 s.38].  Ilman väitteitä  testi  menee  kaikissa tilanteissa aina läpi  jos 
testin  ajaminen  ei  aiheuta  poikkeusta.  Aina läpi  menevä testi  voi  antaa  valheellisen 
kuvan järjestelmän laadusta. Seuraavassa osajoukko JUnit-kehyksen tarjoamista väite-
metodeista  [JUn13]:  assertArrayEquals,  assertEquals,  assertFalse,assertNotNull, 
assertNotSame, assertNull, assertSame, assertThat, assertTrue.
Väitteistä muodostuu helposti monimutkaisia ja vaikeasti luettavia [Tah10 s.47]. Tästä 
syystä  väitteiden  yhteydessä  käytetään  usein  yhteensovittajiksi (matcher)  kutsuttuja 
apukirjastoja  [Tah10  s.48].  Yhteensovittajien  tarkoituksena  on  auttaa  väitteissä 
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käytettyjen odotusten ja tulosten välisten vertailujen luomisessa. Niiden avulla koodi on 
mahdollista pitää ymmärrettävämpänä ja luettavampana. Yksi suosittu yhteensovittaja-
kirjasto on Hamcrest [Ham13]. Tarkkaan ottaen osa Hamcrest-kirjaston palveluista on 
integroitu  JUnit-kehyksen  sisään  sen  myöhemmissä  versiossa  [JUn13].  Esimerkiksi 
edellä olevan listauksen assertThat-metodin käyttö pohjautuu pitkälti yhteensovittajien 
käytölle.  Se  ottaa  vastaan  kaksi  parametria,  joista  ensimmäinen  sisältää  testiajon 
tuottaman  tuloksen  ja  toinen  testiajon  odotetun  tuloksen  sisältävän  yhteensovittajan. 
AssertThat-metodin  ja  Hamcrest-kirjastosta  JUnit-kehykseen  integroidun  hasItem-
yhteensovittajan  avulla  esimerkiksi  listasta  tietyn  tiedon  löytymisen  tarkastamisen 
suorittava väite voidaan kirjoittaa esimerkiksi seuraavalla tavalla:
assertThat(minunLista, hasItem(”3”));
JUnit-testit  kirjoitetaan  metodien  sisään  [Tah10  s.15].  Yleisohjeena  on  annettu,  että 
yhden  metodin  sisään  saa  kirjoittaa  vain  yhden  testin  [Tah10 s.38].  JUnit  tunnistaa 
metodin  testiksi,  jos  metodi  täyttää  seuraavat  kriteerit:  metodi  annotoidaan  Test-
annotaatiolla,  se  on  näkyvyydeltään  julkinen  (public),  se  ei  ota  vastaan  yhtäkään 
parametria  eikä  palauta  mitään  (void)  [Tah10  s.15].  Testitmetodit  kirjoitetaan 
testiluokkien  sisään,  jotka  ovat  tavallisia  luokkia,  mutta  täyttävät  seuraavat  JUnit-
kehyksen määräämät  kriteerit:  luokan täytyy olla näkyvyydeltään julkinen ja sisältää 
parametrittoman  konstruktorin.  Seuraavassa  on  yksinkertainen  esimerkki  JUnit-
kehyksen  määräämien  kriteerien  täyttävästä  testiluokasta  ja  sen  sisältämästä  yhdestä 
testistä testiYhteenlaske-metodin muodossa:
public class LaskinTesti {
@Test
public void testiYhteenlaske() {
Laskin laskin = new Laskin();




Edellä oleva esimerkki toimii myös esimerkkinä yleisesti  parhaasta testin rakenteesta 
[Kos13 s.41]. Yksikkötestin rakenteen suositellaan noudattavan ”valmistele-toimi-väitä” 
-järjestystä (arrange-act-assert). Edellinen esimerkki alkaa laskin-olion luonnilla, mikä 
vastaa  valmistele-vaihetta.  Esimerkin  toisessa  vaiheessa  laskimelle  annetaan  kaksi 
lukua,  jotka  lasketaan  yhteen.  Tämä  vaihe  vastaa  toimi-vaihetta.  Viimeiseksi 
tarkastetaan että kahden luvun yhteenlaskun tulos vastaa odotusta. Tämä vaihe vastaa 
väitä-vaihetta.
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JUnit sisältää erilaisia valmistele-vaiheen toteutusta tukevia toiminnallisuuksia [Tah10 
s.31].  Yksi  esimerkki  näistä  toiminnallisuuksista  on  Before-annotaatio.  Annotaatiota 
käytetään sellaisten metodien yhteydessä,  jotka sisältävät testiluokan kaikille testeille 
yhteiset valmiste-vaiheen osat. Before-annotaation perusteella JUnit ajaa metodin ennen 
jokaisen testin ajoa. BeforeClass-annotaatiota käytetään vastaavasti sellaisten metodien 
yhteydessä, jotka halutaan suorittaa vain kerran ennen kuin ensimmäistäkään testiä on 
vielä  ajettu.  Lisäksi  JUnit  tarjoaa  vielä  After-  ja  AfterClass-annotaatiot,  jotka 
vastaavasti joko ajetaan kerran jokaisen testin jälkeen tai vain yhden kerran kaikkien 
testiluokan testien ajon päättymisen jälkeen. Valmistele-vaiheen kannalta merkittävää 
on myös se, että JUnit luo ennen jokaisen testin ajoa testiluokasta uuden ilmentymän 
[Tah10  s.15].  Tämä  lisää  jokaisen  testin  itsenäisyyttä  ja  vähentää  ei-toivottuja 
sivuvaikutuksia. 
Väitteiden,  testien  ja  testiluokkien  jälkeen  neljäs  JUnit-kehyksen  ydinosa  on 
testijoukko. Testijoukon tarkoituksena on mahdollistaa useiden testiluokkien ajaminen 
samalla kertaa [Tah10 s.16]. Käytännössä testijoukko on yksi esimerkki ajajista, jotka 
muodostavat JUnit-kehyksen viidennen ydinosan. Testiluokka määritellään ajettavaksi 
testijoukossa annotoimalla luokka RunWith-annotaatiolla, jonka parametriksi annetaan 
”org.junit.runners.Suite.class”  [Tah10  s.22].  Lisäksi  tarvitaan  myös  SuiteClasses-
annotaatiota,  jonka  parametreiksi  annetaan  kaikki  muut  samalla  kertaa  ajettavat 
testiluokat.  Toinen  esimerkki  ajajista  on  parametrisoitu  ajaja  [Tah10  s.17].  Se 
mahdollistaa  saman testin  ajamisen  useita  kertoja  eri  parametrien arvoilla.  Tarkempi 
parametrisoitujen ajajien esittely rajataan kuitenkin tutkielman ulkopuolelle.
Mockito – esimerkki eristyskehyksestä
Mockito on esimerkki myöhemmän sukupolven eristyskehyksestä [Hin13 s.102]. Se toi 
mukanaan täysin uudenlaisia ominaisuuksia, joita kuitenkin nopeasti kopioitiin muihin 
eristyskehyksiin.  Mockito-kehyksen  käyttöprosessista  on  tunnistettu  neljä  vaihetta: 
testijäljitelmien luonti,  testijäljitelmien odotetun toiminnan määrittäminen, testin ajo ja 
odotetun toiminnan tarkastaminen suhteessa toteutuneeseen toimintaan [Hin13 s.103].
Testijäljitelmien luontia  varten  Mockito  tarjoaa  metodin  ”mock”  [Hin13  s.104]. 
Testijäljitelmiä  voidaan  luoda  luokkien  sekä  rajapintojen  kautta  [Moc13a].  Mock-
metodilla luotu  testijäljitelmä voi jatkossa toimia sekä stub-, että mock-oliona. Tämä 
määräytyy  sen  mukaan,  miten  testijäljitelmää  käytetään.  Seuraavassa  esimerkissä 
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testijäljitelmä määrittyy stub-olioksi määrittelemälle sille kahta metodikutsua vastaavat 
paluuarvot:
LinkedList mockattuLista = mock(LinkedList.class);
when(mockattuLista.get(0)).thenReturn(”ensimmäinen”);
when(mockattuLista.get(1)).thenThrow(new RunTimeException());
Edellisen  esimerkin  stub-olio  määrittää  ainoastaan  sen,  mitä  palautetaan  jos  get-
metodeita  kutstuaan lukuarvoilla  nolla  tai  yksi.  Stub-olio  ei  aseta  mitään  rajoituksia 
testin  läpimenolle.  Se  ei  esimerkiksi  välitä  lainkaan  siitä,  mitä  ja  miten  usein  sen 
metodeita kutsutaan – testi menee edellisen esimerkin määritysten puolesta läpi kaikissa 
tilantessa.  Seuraavassa  esimerkissä  testijäljitelmä  määrittyy  mock-olioksi,  koska 
testijäljitelmään asetetaan vuorovaikutukseen liittyviä odotuksia:





Edellisessä  esimerkissä  odotukset  määritellään  verify-metodeilla  koodin  viimeisillä 
riveillä. Esimerkin ensimmäisellä rivillä luodun mockattuLista-testijäljitelmän metodeja 
voidaan kutsua koodissa täysin vapaasti,  mutta  jos verify-metodien avulla määritetyt 
odotukset eivät koodin suorituksen lopussa täyty, testi ei mene läpi. Odotusten määritys 
ja tarkastaminen vasta kaikkien muiden vaiheiden jälkeen on yksi Mockito-kehyksen 
erityispiirteistä  [Moc13a].  Edellä  olevan esimerkin verify-metodit  asettavat  seuraavat 
odotukset mock-olioksi määräytyvään testijäljitelmään liittyen: mock-olion add-metodia 
kutsutaan  merkkijonoparametrin  arvolla  ”yksi”  ja  clear-metodia  kutsutaan  ilman 
parametreja.  Jos testin  suorituksen aikana mockattuLista-oliota  ei  kutsuta  odotetuilla 
parametreilla  tai  kutsuja  tehdään  useammin  kuin  kerran,  testi  ei  mene  läpi.  Muita 
mockattuLista-olion metodeita voi kutsua täysin vapaasti ilman, että sillä on vaikutusta 
testin läpimenoon. Mockito-kehyksen verify-metodi odottaa oletusarvoisesti  tasan yhtä 
sille määriteltyä metodikutsua, eli seuraavat kaksi riviä ovat ekvivalentit:
verify(mockattuLista).add(”yksi”);
verify(mockattuLista, times(1)).add(”yksi”);
Viimeisenä toiminnallisuutena esitellään vielä Mockito-kehyksen 1.8.0 version mukana 
tullut  BDD-tuki  [Moc13a].  Mockito-kehyksen  yhteydessä  BDD-tuki  tarkoittaa 
käytännössä  terminologiapäivityksiä.  Esimerkiksi  stub-olioiden  luonnissa  käytetyn 
when-metodin  sijaan  voidaan  käyttää  given-metodia.  Mockito-kehyksen  BDD-tuen 
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tavoitteena  on  parantaa  Mockito-kehyksen  avulla  kirjoitettujen  testien  luettavuutta 
GWT:n  mukaisessa  rakenteessa.  Seuraavassa  on  yksi  esimerkki  GWT:n  mukaista 
rakennetta  noudattavasta  testistä,  jossa  on  käytetty  Mockito-kehyksen  BDD-tukea. 
Samalla  seuraava  esimerkki  toimii  myös  esimerkkinä  Mockito-  ja   JUnit-kehysten 
yhteistyöstä  siinä  mielessä,  että  then-osassa  käytetään  JUnit-kehyksen  assertThat-
metodia.  Mockito  ohjeistaa  käyttämään  koodissa  kommentteja  GWT:n  rakenteen 
erottumisen tehostamiseksi koodista, mikä on myös nähtävillä seuraavassa esimerkissä: 
Myyjä myyjä = mock(Myyjä.class);
Kauppa kauppa = new Kauppa(myyjä);








3.3.2 RSpec –  BDD-työkalu Ruby-ympäristössä
RSpec  [RSp12]  on  BDD-kehitykseen  räätälöity  laaja  ja  sovellusalueriippumaton 
yksikkötestauskehys  [Rap11 s.186-187,  RSp12].   Se syntyi  halusta  luoda perinteisiä 
xUnit-  ja  eristyskehyksiä  paremmin  käyttäytymisen  kuvaamiseen  sopiva  työkalu  eli 
BDD-kehys [Che10 s.25].  Mikään ei estä BDD:n harjoittamista myös TDD-työkaluilla, 
mutta RSpec pyrkii tekemään tehtävästä helpompaa ja tuottavampaa sekä vahvistamaan 
yksikkötestauksen vaikutusta koodin suunnittelussa ja dokumentoinnissa [Che10 s.150]. 
Toisaalta RSpec-kehyksen käyttö ei automaattisesti takaa, että kehittäjä tulee toimimaan 
BDD:n  mukaisesti  [Che10  s.283].  Tavoitteena  on,  että  RSpec-kehyksellä  kirjoitettu 
koodi  kuvaa  kohteensa  käyttäytymisen  niin  selvästi,  että  jopa  asiakas  voi  lukea  ja 
ymmärtää  käyttäytymisen  koodin  perusteella  [Che10  s.151].  Tätä  tavoitetta  varten 
RSpec-kehyksen täytyy olla erittäin ilmaisuvoimainen.
RSpec-kehyksen  ilmaisukyky  perustuu  sille,  että  se  on  nimen  omaan  olioiden 
käyttäytymisen  kuvaamiseen  räätälöity  ympäristökohtainen  ohjelmointikieli (domain-
specific  language) eli  DSL [Che10 s.30]. Yleisesti  ympäristökohtaiset  kielet  pyrkivät 
ratkaisemaan vain jonkun tietyn ongelman [Eas13a]. RSpec-kehyksen kohdalla ongelma 
on  olioiden  käyttäytymisen  kuvaaminen  ja  koko  RSpec-kehyksen  tarjoaman  DSL:n 
syntaksi keskittyy tämän ongelman ratkaisuun. RSpec saavuttaa korkean ilmaisukyvyn 
ja  luettavuuden  käyttämällä  hyväkseen  Rubyn  ominaisuuksia,  kuten  esimerkiksi 
avoimia luokkia  (open classes) [Che10 s.171]. Kaikki Ruby-kielen valmiina tarjoamat 
50
luokat  (built-in  core  classes)  sekä kehittäjien  itse  luomat  luokat  ovat  avoimia,  joten 
niihin  voidaan  lisätä  omia  metodeita  vapaasti  tarpeen  mukaan  [FlM08 s.10].  Ruby-
kielen ominaisuuksien tarjoamat mahdollisuudet olivat keskeinen syy sille, miksi RSpec 
päätettiin kehittää juuri Ruby-kielelle [Che10 s.25].
RSpec  on  tarkoitettu  käytettäväksi  olioiden  käyttäytymisen  kuvaamiseen,  vaikka 
mikään  ei  estä  sen käyttämistä  myös  koko ohjelmiston  käyttäytymisen  kuvaamiseen 
[Che10  s.26].  Ideaalitilanteessa  koko  ohjelmiston  käyttäytymisen  kuvaamiseen 
käytetään kuitenkin esimerkiksi Cucumberin kaltaista työkalua. Cucumber on RSpec-
kehyksen  tapaan  myös  DSL  [Che10  s.28].  Cucumber  vain  keskittyy  olioiden 
käyttäytymisen  kuvaamisen  sijaan  koko  ohjelmiston  käyttäytymisen  kuvaamiseen 
liittyvän ongelman ratkaisuun. 
RSpec kehitettiin  perinteisten xUnit-  ja eristyskehysten pohjalta  ja räätälöitiin  TDD-
kehityksen  sijaan  tukemaan  BDD-kehitystä  monin  tavoin.  Toisaalta  näin  läheinen 
sukulaisuus  perinteiseen  yksikkötestaukseen  tarkoittaa  sitä,  että  RSpec-kehyksellä  ja 
perinteisemmillä  työkaluilla  on  paljon  yhteistä  [Che10  s.64].  Käytännössä  RSpec 
sisältää  kaikki  perinteisistä  yksikkötestauksen  työkaluista  tutut  ominaisuudet,  kuten 
esimerkiksi vastaavan tuen JUnit-kehyksen Before- ja After-annotaatioden tuottamalla 
toiminnallisuudelle [Che10 s.73].
Lähtökohtaisesti kaikki RSpec-kehyksessä käytetty terminologia on erilaista kuin TDD-
työkaluissa.  Tämä perustuu sille, että BDD:n yhteydessä ei puhuta testauksesta vaan 
esimerkkiohjelmoinnista.  Tämän  johdosta  kaikki  testi-sanat  on  poistettu  RSpec-
kehyksestä.  Esimerkiksi väitteet on nimetty odotuksiksi (expectation), testit on nimetty 
koodiesimerkeiksi (code example) ja testiluokat on nimetty esimerkkiryhmiksi (example 
group)  [Che10  s.151].  On  kuitenkin  epäselvää  kuinka  syvälle  edellä  esitetty 
terminologia on juurtunut ohjelmistokehittäjien arkisessa kielenkäytössä [Rap11 s.187]. 
Tästä syystä tässäkin aliluvussa käytetään testi-terminologian korvaamiseen jo BDD:n 
perusteorian  yhteydessä  esiteltyä  termiä  ”speksi”.  Speksi-termin  käyttöön  päädyttiin 
myös siitä syystä,  että RSpec-kehyksen lanseeraama koodiesimerkki-termi on erittäin 
geneerinen ja voi aiheuttaa helposti sekaannusta.
Seuraavassa on annettu lähes lyhyin  mahdollinen esimerkki speksiluokasta,  johon on 
saatu mahtumaan kaikki  RSpec-kehyksen neljä  keskeistä  päätoiminnallisuutta  jollain 
tasolla [Rap11 s.189]:  
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describe Project do
it "should be able to abbreviate its name" do




Ensimmäinen edellä olevan esimerkin sisältämistä keskeisistä toiminnallisuuksista on 
describe-metodi.  Se  määrittelee  esimerkkiryhmän,  joka  yksikkötestauksen 
terminologiassa  vastaisi  testiluokkaa  [Che10  s.151],  ja  josta  tässä  tutkielmassa 
käytetään  termiä  speksiluokka.  describe-metodin  parametriksi  annetaan  merkkijono, 
joka  määrittelee  yhden  tietyn  näkökulman  (facet),  minkä  käyttäytyminen  kuvataan 
describe-metodin  sisällä.  Edellä  esitetyssä  speksissä  kuvataan  siis  projektin 
käyttäytymistä. Kaikki describe-metodin sisälle kirjoitetut speksit muodostavat yhdessä 
speksiluokan. Describe-metodin sisällä voi siis olla rajoittamaton määrä speksejä. 
Toinen keskeisistä toiminnallisuuksista on it-metodi, jonka avulla speksit määritellään 
[Che10  s.151].  Niille  annetaan  parametrina  merkkijono,  joka  kuvaa  näkökulmaan 
liittyen  yhden  tietyn  käyttäytymisen.  Edellä  esitetyssä  speksissä  projektin 
käyttäytymiseen  liittyen  odotetaan,  että  projekti  osaa  lyhtenää  sille  annetun  nimen. 
Tämän odotuksen tarkastava koodi kirjoitetaan it-metodin sisälle [Che10 s.152]. 
Describe- ja it-metodien parametrien avulla käyttäytymisen dokumentointi on joustavaa 
ja ilmaisukykyistä [Che10 s.152]. Esimerkiksi TDD-työkaluissa saman dokumentaation 
kirjoittamista  rajoittavat  merkittävästi  testiluokkien  ja  testimetodien  nimeämiseen 
liittyvät  rajoitteet.  Parameterina annettuihin merkkijonoihin ei  sen sijaan liity mitään 
rajoituksia  ja  esimerkiksi  mahdollisuus  käyttää  muitakin  kuin  vain  alfanumeerisia 
merkkejä  voi  lisätä  merkittävästi  ilmaisukykyä.  Lisäksi  RSpec  tarjoaa  runsaasti 
muitakin  keinoja  dokumentaation  parantamiseen.  Esimerkiksi  yhden  koodirivin 
mittaisten odotusten luomiseen voidaan it-metodin sijaan käyttää specify-metodia, jolle 
annetaan  parametrina  suoraan  pelkkä  odotus  esimerkiksi  näin:  ”specify 
{käyttäjä.nimi.should – ”fred”}” [Rap11 s.191].
Kolmas  aiemmin esitetyn  koodiesimerkin  keskeisistä  toiminnallisuuksista  on speksin 
odotusten toteutuksessa apuna käytettävä RSpec-kehyksen should-metodi.  Should- ja 
Should_not-metodit  ovat  esimerkkejä  metodeista,  jotka  RSpec  lisää  kaikkiin  Ruby-
luokkiin [Che10 s.170]. Tämä on mahdollista hyödyntämällä Rubyn avoimien luokkien 
ominaisuuksia. Should-metodin tarkoitus on auttaa odotuksien määrittämisessä ja lisätä 
RSpec-kehyksellä  kirjoitetun  speksin  luettavuutta.  Perinteisissä 
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yksikkötestauskehyksissä  should-metodeita  vastaavat  assert-metodit,  joiden  nimet 
viittaavat  jo  olemassa  olevan käyttäytymisen  tarkastamiseen.  Should-sana  sen sijaan 
viittaa tulevaisuuteen, mikä sopii hyvin BDD:n pyrkimykseen kuvata vielä toteutusta 
vailla  olevan  ohjelmiston  käyttäytyminen  [Rap11  s.192].  Should-metodi  saa 
parametrina  yhteensovittajan  tai  Ruby-kielen  operaattorin,  kuten  esimerkiksi  ”==”-
operaattorin  [Che10  s.171].  RSpec  sisältää  joukon  valmiita  yhteensovittajia,  joista 
seuraavassa  on  esitetty  osajoukko  [Rap11  s.192].  Seuraavan  listan  sisältämät 
yhteensovittajat  ovat  ”match”,  ”have”,  ”equal”,  ”be_true”  ja  ”be_false”,  jotka 






RSpec  sisältää  runsaasti  erilaisia  keinoja,  joilla  koodin  luettavuutta  voi  parantaa. 
Kaikkein  merkittävimmäksi  keinoksi  on  väitetty  RSpec-kehyksen  kykyä  käsitellä 
sellaisia yhteensovittajia, jotka eivät ole kielen sisäisiä ja joita RSpec ei tunnista [Rap11 
s.193].  RSpec  tulkitsee  kaikki  tunnistamattomat  ”be_”-alkuiset  yhteensovittajat 
predikaatti-metodeiksi (predicate method) ja kutsuu niitä odotuksen kohteena olevaan 
olioon  liittyen.  Predikaatti-metodeilla  tarkoitetaan  Rubyn-kielessä  metodeja,  jotka 
palauttavat Boolean-olion ja joiden nimen perässä on kysymysmerkki [Che10 s.180]. 
Kutsuttavan  predikaatti-metodin  nimi  määräytyy  yhteensovittajan  nimen  ”be_”-osan 
jälkeisen  merkkijonon  perusteella.  [Rap11  s.193].  Toisin  sanoen  seuraavassa 
koodiesimerkissä kahdella eri rivillä olevat lausekkeet ovat toiminnaltaan identtisiä:
taulukko.empty?.should == true
taulukko.should be_empty
Edellisessä  esimerkissä  näkyvä  empty-metodi  on  valmiina  kaikissa  Ruby-kielen 
taulukoissa  (array),  miksi  sitä  ei  ole  käännetty  suomeksi.  Seuraavassa  vielä  toinen 
esimerkki edellä kuvattuun keinoon liittyen:
äänestäjä.äänestys_kelpoinen?.should == true
äänestäjä.should be_äänestys_kelpoinen
Neljäs  ja  viimeinen  tämän  aliluvun  alussa  esitetyn  yksinkertaisen  RSpec-esimerkin 
sisältämistä keskeisistä toiminnallisuuksista on RSpec-kehyksen sisäinen eristyskehys. 
Toisin kuin esimerkiksi JUnit, RSpec-kehyksen yhteydessä ei välttämättä tarvita mitään 
ulkoista eristyskehystä  koska RSpec sisältää itsessään eristyskehyksen [Che10 s.198, 
Rap11 s.194]. Toiminnallisuuksien puolesta RSpec-kehyksen sisäinen eristyskehys  ei 
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eroa  merkittävästi  perinteisistä  eristyskehyksistä  [Rap11  s.194].   Jälleen  kerran  erot 
painottuvat  toiminnallisuuksien  ilmaisun  laadukkuuteen.  Seuraavassa  on  vielä  kopio 
tämän aliluvun ensimmäisen speksin RSpec-kehyksen sisäisen eristyskehyksen käyttöön 
liittyvistä kahdesta rivistä:
stub_projekti = mock_model(Projekti, :nimi => "Mun Iso Projekti")
stub_projekti.lyhenne.should == "MunIP"
Edellä  olevan  koodin  ensimmäisellä  rivillä  luodaan  stub-olio  RSpec-kehyksen 
mock_model-metodia  käyttämällä.  Nimestään  huolimatta  tämä  metodi  on  räätälöity 
tuottamaan  stub-oliota  Rails-kehyksen  ActiveRecord-toteutusten  eli  MVC:n  mallien 
pohjalta [Rap11 s.202]. Mock_model-metodin ensimmäisenä parametrina annetaan sen 
mallin  nimi,  josta  halutaan  tuottaa  stub-olio.  Nimi  voidaan antaa  esimerkiksi  mallin 
toteuttavan luokan nimenä, mikä tässä tapauksessa on ”Projekti”. Toisena parametrina 
annetaan joukko avain-arvo-pareja, joissa avaimet vastaavat Projekti-luokan metodien 
nimiä  ja  arvot  metodien  paluuarvoja.  Toisin  sanoen  avain-arvo-parien  kautta 
stub_projekti-oliolle määritetään ne metodit, jotka halutaan korvata palauttamaan tietyt 
kovakoodatut paluuarvot. 
Mock-olioiden luominen on mahdollista  RSpec-kehyksen ”should_receive()”-metodia 
käyttämällä [Rap11 s.195]. Metodia käyttämällä voidaan määrittää odotettavissa oleva 
vuorovaikutus  minkä  tahansa  olion  mihin  tahansa  metodiin  liittyen.  Mikään  ei 
myöskään  estä  paluuarvojen  asettamista  metodeihin  odotusten  lisäksi,  jolloin 
testijäljitelmä sisältää sekä stub-, että  mock-olioiden toiminnallisuuksia.  Aivan kuten 
Mockito-kehyksen yhteydessä, myös RSpec-kehyksen oletusarvona on, että määritetty 
odotus  vastaa  tasan  yhtä  kutsua.  Tästä  syystä  esimerkiksi  seuraavat  ystävä_laskuri-
metodin kutsukerran odotuksen asettavat rivit ovat ekvivalentteja:
käyttäjä.should_receive(:ystävä_laskuri).once()
käyttäjä.should_receive(:ystävä_laskuri)
Seuraava esimerkki vielä laajentaa kuvaa RSpec-kehyksen ilmaisuvoimasta mock- ja 
stub-ominaisuuksia  yhdistävien  olioiden luontiin  liittyen.  Esimerkki  on niin  luettava, 
että sen selittäminen auki on tarpeetonta:
käyttäjä.should_receive(:ystävä_laskuri).exactly(3).times.and_return(7)
Tarkkaan  ottaen  kaikkiin  tässä  aliluvussa  aiemmin  esiteltyihin  toiminnallisuuksiin 
liittyy  paljon  esiteltyä  enemmän  yksityiskohtia.  Niiden  tarkempi  käsittely  rajataan 
kuitenkin  tämän  tutkielman  ulkopuolelle.  Yleisesti  RSpec  on  täynnä  edellisten 
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esimerkkien  kaltaisia  ilmaisua  tukevia  toiminnallisuuksia  ja  keinoja.  Lisäksi  RSpec 
sisältää  runsaasti  erilaisia  keinoja  pitää  speksiluokat  mahdollisimman  siistinä  DRY-
periaatteen mukaisesti.  Samalla DRY-periaate ja ilmaisukyky ovat usein vastakkaisia 
voimia  eli  ilmaisukyvyn  parantaminen  saavutetaan  usein  DRY-periaatteen 
kustannuksella [Che10 s.169].
RSpec-kehyksen yleisestä merkityksestä kertoo paljon se, että useat merkittävät JVM-
ympäristön BDD-työkalut mainitsevat RSpec-kehyksen tärkeänä vaikuttajaan  [Eas13a, 
Spo13a]. 
3.3.3 Spock - BDD-työkalu JVM-ympäristössä
Spock on syntynyt  useiden  vanhempien  kehysten  kuten  JUnit-,  RSpec-  ja  Mockito-
kehysten  pohjalta  [Spo13a].  Sillä  on  siis  paljon  yhteistä  perinteisiin  kehyksiin 
verrattuna, mutta toisaalta Spock-kehykseen liittyen on tunnistettu kaksi työskentelyä 
tehostavaa piirrettä, joiden on sanottu erottavan sen muista.
Spock-kehyksellä  kirjoitetut  speksit  ovat hyvin deklaratiivisia  [Kos13 s.166].  Spock-
kehyksen ytimessä on BDD:n perusteoriaan pohjautuvien lohkojen (blocks) konsepti ja 
niiden  ajaminen  osana  toiminnallisuusmetodien (feature  method)  elinkaarta.  Spock-
kehyksessä  on  määritelty  yhteensä  kuusi  eri  lohkoa  [Kos13  s.166],  joista  seuraava 
esimerkki sisältää kolme:
Class ListaSpeksi extends Specification {
def setup() {
lista = new List()
}










Lohkot  määritellään  toiminnallisuusmetodien  sisälle,  joita  edellisessä  esimerkissä  on 
kaksi [Spo13a]: ”on alussa tyhjä” ja ”ei ole enää tyhjä lisäyksen jälkeen”. Näiden sisällä 
olevista  lohkoista  when-lohko  voi  sisältää  mitä  vaan  koodia,  joka  suoritetaan 
stimulanttina  testattavaa  koodia  vasten  [Kos13  s.166].  Expect-  ja  then-lohkoja 
käsitellään kuin väitteitä,  joiden odotetaan evaluoituvan automaattisesti  true-arvoiksi. 
Erillistä väite-API:a (assertion API) ei siis välttämättä tarvita. Loput kolme lohkoa ovat 
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”setup”  tai  sen alias  eli  ”given” sekä ”cleanup” ja ”where”.  ”Setup” jätetään usein 
kirjoittamatta,  koska  kaikki  ennen  ensimmäistä  lohkoa  kirjoitettu  koodi 
toiminnallisuusmetodin  sisällä  vastaa  implisiittisesti  setup-lohkon  sisältöä.  Cleanup-
lohkoa käytetään vapauttamaan kaikki yhden toiminnallisuusmetodin varaamat resurssit 
eli se vastaa esimerkiksi JUnit-kehyksen After-annotaatiolla varustettuja metodeja.
Where-lohkon  toiminnallisuus  on  ensimmäinen  edellä  mainituista  Spock-kehykseen 
liittyvistä  työskenteltyä  tehostavista  erikoispiirteistä  [Kos13 s.165-166].  Where-lohko 
esitellään  aina  toiminnallisuusmetodin  viimeisenä  ja  sen  tarkoitus  on  tehokkaasti 
parametrisoida toiminnallisuusmetodin suoritus [Kos13 s.166]. Seuraavassa esimerkki 
where-lohkosta toiminnallisuusmetodin sisällä: 








Edellisen  esimerkin  toiminnallisuusmetodissa  expect-lohko  evaluoidaan  kahden  eri 
arvokombinaation kautta [Kos13 s.166]. Eli ensimmäisellä iteraatiolla ”Math.max(a,b,) 
== c”-lause ajetaan seuraavilla muuttujien arvoilla: a=5, b=1 ja c=5. Toinen iteraatio 
ajetaan seuraavilla arvoilla:  a=3, b=9 ja c=9. Tälläistä saman speksin ajamista useita 
kertoja  eri  syötteiden  avulla  kutsutaan  Spock-kehyksen  yhteydessä  tietovetoiseksi  
testaukseksi (data driven testing) [Spo13b].
Tietovetoinen kehitys ei ole mitenkään uusi asia. Käytännössä samaan lopputulokseen 
päästään  esimerkiksi  JUnit-kehyksen  yhteydessä  mainittua  parametrisoitua  ajajaa 
käyttämällä.  When-lohkon toiminnallisuus  on kuitenkin merkittävästi  JUnit-kehyksen 
toiminnallisuutta  helpompi  ja  nopeampi  toteuttaa,  minkä  lisäksi  koodi  pysyy  paljon 
luettavampana. 
Spock-kehyksen  sanottiin  pohjautuvan  Mockito-kehykseen  ja  tämä  näkyy  ainakin 
Spock-kehyksen sisäisessä eristyskehyksessä.  Samaan tapaan kuin Mockito-kehyksen 
kohdalla,  myös  Spock-kehyksellä  luotu  testijäljitelmä  voi  toimia  jatkossa  stub-  tai 
mock-oliona  riippuen  siitä,  miten  sitä  käytetään  [Kos13  s.167].   Seuraavassa  on 
esimerkki koodista, missä ensimmäisellä rivillä luodaan testijäljitelmä ja toisella rivillä 
se tarkentuu stub-olioksi, joka palauttaa receive()-metodin kutsulla merkkijonon ”tämä
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on stub-olion palauttama string”:
Keyboard keyboard = Mock()
keyboard.receive() >> ”tämä on stub-olion palauttama string”
Mock-olioiksi  jälijtelmäoliot  tarkennetaan  Spock-kehyksen  then-lohkoissa  [Kos13 
s.167].  Seuraavassa  esimerkissä  then-lohkossa  määritellään  vastaanottaa-metodin 
kutsujen  odotettavissa  oleva  määrä  erikseen  kahdelle  Tilaaja-luokasta  luodulle 
testijäljitelmälle: 
def uutiskirje = new Uutiskirje()
def frank = Mock(Tilaaja)
def fiona = Mock(Tilaaja)
def lehti = Mock(Lehti)
def ”toimittaa lehden kaikille tilaajille”() {
given: ”Fionalla ja Frankillä on molemmilla tilaus”
uutiskirje.tilaa(frank)
uutiskirje.tilaa(fiona)








Kaksi edellä esiteltyä esimerkkiä kattavat kaikki Spock-kehyksen kaksi eri tyyliä luoda 
testijäljitelmiä [Kos13 s.167]. Ensimmäinen esimerkki esitteli staattisen tyylin ja edellä 
olevassa esimerkissä kaikki kolme testijäljitelmää eli ”frank”, ”fiona” ja ”lehti” luodaan 
dynaamisella tyylillä. Kummallakin tyyllillä luodut testijäljitelmät voidaan myöhemmin 
määrittää toimimaan stub- tai mock-olioina.
Edellä  oleva  esimerkki  sisältää  vain  pienen  näytteen  Spock-kehyksen  sisäisen 
eristyskehyksen  ilmaisuvoimasta  vuorovaikutusten  määrittämisessä  [Kos13  s.168]. 
Esimerkin  then-osan ensimmäisellä  rivillä  odotetaan  tasan  yhtä  metodikutsua  mock-
olioon  liittyen  ja  toisella  rivillä  tasan  kahta.  Kaikilla  muilla  kyseisten  metodien 
kutsumäärillä speksi ei mene läpi. Edellä kuvattujen tiukkojen odotusten lisäksi Spock-
kehyksellä voidaan määrittää helposti myös väljempiä odotuksia. Mock-olion metodiin 
liittyen voidaan esimerkiksi määrittää, että siihen  kohdistuu ainakin tai vähintään tietty 
määrä  kutsukertoja.  Seuraavassa  esimerkissä  odotetaan  ensimmäisellä  rivillä  ainakin 
kolmea kutsukertaa ja toisella korkeintaan kolmea kutsukertaa:
(3.._) * fiona.vastaanottaa(lehti)
(_..3) * frank.vastaanottaa(lehti)
Kutsukertojen  lisäksi  myös  Mock-olioiden  metodien  parametreihin  kohdistuvia 
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odotuksia  voidaan  väljentää  [Kos13  s.168].  Kahdessa  edellä  olevassa  esimerkissä 
odotetaan, että metodit saavat parametrina lehti-olion. Kumpikaan edellisistä testeistä ei 
mene  läpi  minkään  muun  tyyppisillä  parametreilla.  Seuraavassa  on  esimerkki  siitä, 
miten parametreihin liittyvät rajoitukset poistetaan kokonaan:
2 * frank.vastaanottaa(_)
Edellisten  esimerkkien  perusteella  nähdään,  että  Spock-kehys  mahdollistaa 
vuorovaikutuksen  kuvailemisen  tehokkaammin  ja  luettavammin  kuin  Mockito  tai 
RSpec-kehyksen sisäinen eristyskehys.  Spock-kehyksessä esimerkiksi  metodikutsujen 
odotetut määrät asetetaan pitkälti vapaasti numeroarvoina sen sijaan, että käytettäisiin 
jonkun  API:n  staattisesti  nimeämiä  metodeita  kutsumäärien  asettamiseen.  Lisäksi 
esimerkiksi  assert-,  should-  tai  verify-metodeita  ei  tarvita,  koska  then-lohkoissa  jo 
oletusarvoisesti  aina  odotetaan  then-lohkon  palauttavan  jonkun  totuusarvon,  jonka 
perusteella  speksin  läpimeno  ratkeaa  [Spo13a].  Jos  Spock-kehyksen  sisäinen 
eristyskehys  ei  miellytä,  voi kehittäjä  vapaasti  käyttää myös  ulkoisia eristyskehyksiä 
Spock-kehyksen yhteydessä.
3.3.4 Yksikkötason työkalujen vertailu ja analyysi
Tässä aliluvussa  vertaillaan  aiemmin tässä luvussa  esiteltyjä  yksikkötason työkaluja. 
Vertailu suoritetaan TDD- ja BDD-työkalujen välillä,  mitä  kautta vertailuun saadaan 
testivetoisen  kehityksen  näkökulma.  Tässä   luvussa  esitellyt  yksikkötason  työkalut 
tuovat esiin työkalujen kehityskaarta ja jatkuvasti  kehittyvän testivetoisen kehityksen 
teorian sisältämien ideoiden siirtymistä työkaluihin.  Esiteltyjen työkalujen perusteella 
erot TDD-työkalujen sekä usimpien BDD-työkalujen välillä ovat merkittäviä.  Lisäksi 
vertailu suoritetaan myös JVM- ja Ruby-kielten välillä.
Työkalujen syntyhistorian tarkastelu kiteyttää paljon työkalujen eroista. Kärjistetysti voi 
sanoa, että xUnit-kehykset syntyivät ilman mitään tietoa TDD:stä, kun taas esimerkiksi 
Spock luotiin varta vasten TDD:n pohjalta kehittyneen BDD:n ideoiden pohjalta. Tämä 
xUnit-kehyksiin  liittyvä  kärjistys  perustuu  siihen,  että  ensimmäiset  laajaan  suosioon 
nousseet xUnit-kehykset syntyivät jo vuosia ennen TDD:n syntyä. Esimerkiksi JUnit-
kehys syntyi vuonna 1996 kun taas TDD:n syntyi vuonna 1999 [Bec99]. Kärjistyksen 
yksi ongelma on se, että testivetoisuuden idea on peräisin jo ainakin 60-luvulta [Kol11]. 
Toisaalta  testivetoisuuden  idea  saavutti  massojen  tietoisuuden  vasta  2000-luvun 
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alkuvuosina juuri TDD:n kautta.
Toisaalta  syntyhistoria  myös  yhdistää  tutkielmassa  esiteltyjä  yksikkötason  kehyksiä. 
Esimerkiksi JUnit-kehyksen ja TDD:n synnyn taustalla on ollut sama mies, joten jossain 
määrin TDD on voinut olla jo JUnit-kehyksen synnyn taustalla. Lisäksi TDD-työkalut 
ovat  BDD-työkalujen esi-isiä, joiden pohjalta kaikki BDD-työkalut ovat kehittyneet ja 
ne sisältävätkin paljon yhteisiä toiminnallisuuksia. 
TDD- ja BDD-työkalujen eroja voi kuvailla ainakin osittain samalla tavalla kuin TDD:n 
ja  BDD:n  teorian  väliset  erot  on  kuvailtu.  BDD:n  perusteorian  mukaan  BDD:hen 
pyrittiin  formalisoimaan  parhaiden  TDD-kehittäjien  tapoja  tehdä  asioita.  BDD-
työkaluissa  sama  tapahtuu  tarjoamalla  sellaisia  palveluita,  jotka  ohjaavat  tai  lähes 
pakottavat kehittäjän toimimaan parhaiden TDD-kehittäjien tapojen mukaisesti.
Kirkkaimpana  esimerkkinä  tästä  on  Spock-kehyksen  GWT-toteutus.  Se  tuo  GWT:n 
eksplisiittisesti  esiin  määrittelemiensä  lohkojen  nimien  kautta  ja  lähes  pakottaa 
kehittäjän  tekemään  testeistään  GWT:n  mukaisia.  Vastakohtaisesti  JUnit-kehyksen 
yhteydessä  testimetodien  sisäistä  rakennetta  ei  rajoiteta  käytännössä  juuri  lainkaan. 
GWT  on  JUnit-kehyksen  yhteydessä  ainoastaan  yksikkötestauksen  teorian  yksi 
suositeltu   käytäntö,  mutta  JUnit  ei  mitenkään  ohjaa  kehittäjää  toimimaan  GWT:n 
mukaisesti.  Tämä voi olla yksi merkittävä syy siihen, miksi varsinkin kokemattomat 
testien kirjoittajat kirjoittavat JUnit-kehyksellä helposti huonolaatuisia, pitkiä ja monta 
asiaa  testaavia  testejä.  Spock-kehyksen  pakottaman  GWT:n  avulla  testit  sen  sijaan 
pysyvät  paremmin  vain  yhteen  asiaan  keskittyneinä  ja  ytimekkäinä  laadukkaina 
spekseinä, jotka kestävät myös paremmin speksattavaan koodiin tehtäviä muutoksia. 
RSpec-kehyksessä GWT:tä ei  sen sijaan tuoda esiin  sen paremmin kuin esimerkiksi 
JUnit-kehyksessä.  Lisäksi RSpec-kehyksen ja sen sisäisen eristyskehyksen rajoitusten 
vuoksi  joudutaan  välillä  pakosti  poikkeamaan  GWT:stä  [Che10  s.196].   Mockito-
kehykseen sen sijaan tuotiin kehyksen myöhempiin versioihin osittainen eksplisiittinen 
GWT-tuki.  Toisin  sanoen  aiemmin  when-metodin  kautta  tehdyt  stub-olioiden 
toiminnallisuuden määritykset voidaan tehdä myös given-metodilla. Tästä uudistuksesta 
huolimatta  Mockito-kehyksen  dokumentaatiossa  suositellaan  edelleen  GWT:n 
dokumentointia eksplisiittisesti ohjelmointikielen kommenttien avulla. Erityisen pahalta 
tämä näyttää silloin kun ”//given”-kommenttia käytetään given-metodin yllä. Tälläisen 
kommentin  käyttö  on  malliesimerkki  huonosta  kommentista,  mikä   on  lähinnä  vain 
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tarpeetonta ja häiritsevää toistoa [Mar09 s.64].
BDD:n  teoriaa  mukaillen  BDD-työkalujen  kohdalla  kaikki  testaukseen  viittaava 
terminologia  on  poistettu.  Esimerkiksi  RSpec-kehyksen  yhteydessä  testien  sijaan 
puhutaan koodiesimerkeistä.  Näyttää kuitenkin siltä, että RSpec-kehyksen yhteydessä 
käytetty sanasto ei ole murtautunut laajasti kehittäjien käyttöön. Koodiesimerkki-termin 
sijaan käytetään käytännössä usein spesifikaatio-termiä tai vielä ytimekkäämmin speksi- 
termiä. 
GWT:n  lisäksi  BDD-työkaluissa  näkyy  selvästi  myös  BDD:n  teorian  määrittelemä 
tavoite  speksien  käytöstä  dokumentaationa.  Yksi  askel  tähän  suuntaan  on  edellä 
mainitut  terminologiamuutokset.  Lisäksi kaikki  edellä  esitellyt  BDD-työkalut  tukevat 
speksien  nimeämistä  vapaasti  ilman  mitään  rajoituksia  metodien  nimeämisessä 
käytettäviin merkkehin. Lisäksi kaikki BDD-työkalut sisältävät laajan joukon keinoja, 
joilla  speksien  toteutuksista  voidaan  kirjoittaa  luettavampia.  Käytännössä  on 
mahdollista  päästä  hyvin  lähelle  luonnollista  kieltä,  jota  jopa  tekniikasta  mitään 
tietämättömätkin  voivat  lukea  ja  ymmärtää.  Yleensä  ottaen  BDD-työkalut  ovat 
useimmiten ominaisuuksiltaan TDD-työkaluja edellä, mutta lopullinen työkalun valinta 
täytyy tehdä aina suhteessa ongelmakentään [Kos13 s.169].
Yksikkötason työkalujen erot JVM- ja Ruby-ympäristöjen välillä näyttävät kääntyvän 
jossain määrin JVM-kielten eduksi. Tärkeimpänä tekijänä on se, että JVM-kehityksessä 
valinnanvaraa on selvästi Ruby-kieltä enemmän. Tarkkaan ottaen jopa RSpec-kehystä 
voidaan  käyttää  JVM-ympäristöissä  [RSp13].  Lisäksi  esitellyistä  JVM-työkaluista 
esimerkiksi Spock vaikuttaa joiltain osin RSpec-kehystä kehittyneemmältä. Esimerkiksi 
Spock-kehyksen tietovetoinen kehitys, mock-olioden määrityksiin käytettävissä olevat 
palvelut sekä GWT-tuki vaikuttavat koko työkalujoukon kehittyneimmiltä. 
3.4 Integraatiotason työkalut
Tässä  aliluvussa  tunnistetaan  ja  esitellään  merkittävimmät  JVM-  ja  Ruby-  web-
sovelluskehityksessä käytetyt integraatiotestaukseen liittyvät työkalut. 
Integraatiotestien  luomista  varten  ei  löydy  erikoistuneita  ulkoisia 
integraatiotestauskehyksiä  samaan  tapaan  kuin  esimerkiksi  yksikkötestien  luomista 
varten on kehitetty xUnit-kehyksiä. Toisaalta mikään ei estä xUnit-kehysten tai BDD-
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työkalujen  käyttämistä  integraatiotestien  luonnissa.  xUnit-kehykset  ja  BDD-työkalut 
eivät  millään  tavalla  rajoita  sitä,  miten  laajan  oliojoukon  toimintaa  testin  suoritus 
koskee. 
xUnit-kehyksiä ja yksikkötason BDD-kehyksiä käytetäänkin integraatiotestien luomisen 
apuna, mutta pelkästään näiden työkalujen varaan integraatiotestien luomista ei tarvitse 
rakentaa. Erityisesti web-sovelluskehykset sisältävät runsaasti toiminnallisuuksia, jotka 
helpottavat  integraatiotason  testien  kirjoittamista  ja  tehostavat  niiden  ajoa  [Spr13e, 
HoH12, Rai13a, RTH11]. 
Seuraavassa  esitellään  lyhyesti  tähän  tutkielmaan  valitut  web-sovelluskehykset  eli 
Spring  ja  Ruby  on  Rails,  jotka  molemmat  tukevat  kaikkien  keskeisten 
integraatiotestausta  vaativien  osa-alueiden  integraatiotestausta.  Tarkempi  web-
sovelluskehysten integraatiotestaukseen liittyvien työkalujen esittely tehdään kuitenkin 
vasta seuraavassa luvussa 4 yhdessä yksikkötason työkalujen kanssa.
3.4.1 Ruby on Rails-kehys lyhyesti
Ruby  on  Rails  on  käytetyin  Ruby-ohjelmointikieleen  pohjautuvista  web-
sovelluskehyksistä ja samalla yksi käytetyimmistä web-sovelluskehyksistä maailmassa 
[Har12  s.4,  Hot13].  Rails  on  luotu  helpottamaan  web-sovellusten  kehittämistä, 
toimittamista ja ylläpitoa [RTH11 s.16]. Se on erikoistunut puhtaasti web-sovellusten 
kehittämisen  tukemiseen.  Rails  vaikuttaa  web-sovelluskehitykseen  kaikissa  web-
sovelluksen kerroksissa tietokannasta esityskerrokseen [RTH11, Har12]. 
Rails-kehys perustuu Ketterän manifestin ajatuksille [RTH11 s.18]. Se ottaa huomioon 
kaikki neljä Ketterässä manifestissa määriteltyä painotusta (preference) [Bec01], jotka 
ovat:  yksilön ja sisäisen yhteistyön painottaminen prosessien ja raskainen työkalujen 
sijaan, toimivan ohjelmiston painottaminen raskaan dokumentaation sijaan, yhteystyön 
painottaminen  asiakkaan  kanssa  pitkien  sopimusneuvotteluiden  sijaan  sekä  korkean 
muutoksiin  reagoimiskyvyn  painottaminen  raskaan  etukäteissuunnittelun  sijaan. 
[RTH11 s.18]. 
Manifestin  ensimmäinen  kohta  eli  yksilön  ja  yhteistyön  suosiminen  prosessien  ja 
työkalujen  sijaan  näkyy  Rails-kehyksessä  muun  muassa  raskaiden  prosessien  ja 
työkalujen puuttumisena ja käyttäjien vapautena valita itselleen sopivat kehitystyökalut 
[RTH11 s.18]. 
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Manifestin  toinen  kohta  eli  toimivan  ohjelmiston  suosiminen  dokumentaation  sijaan 
näkyy monissa Rails-kehyksen ydinpalveluissa.  Esimerkiksi  Rails-kehyksen tarjoama 
rakennustelineistäminen (scaffolding) on menetelmä, jossa kaikki yhteen malliin liittyvä 
ohjelmiston  käyttämiseen  vaadittava  koodi  luodaan  automaattisesti  yhdellä 
komentorivikomennolla  mallin  määritelmän  pohjalta  [RTH11  s.78]. 
Rakennustelineistämisellä  luotava  kaikki  yhteen  malliin  liittyvä  ohjelmiston 
käyttämiseen  vaadittava  koodi  tarkoittaa  itse  mallin  lisäksi  näkymiä,  joiden  kautta 
mallin tietoja voi katsoa ja muokata, mallin tallentamiseen tarvittavaa tietokantataulua 
sekä ohjainta [RTH11 s.78]. Tämän lisäksi rakkennustelinäistäminen luo automaattisesti 
myös yksikkö- ja toiminnallisuustestit (functional testing) mallin ja ohjaimen toteutusta 
vasten [RTH11 s.83]  Toiminnallisuustetit ovat Rails-kehyksen oma termi, joka kuvaa 
yksittäisten ohjainten testaamista.
Rakennustelineistämisen lisäksi manifestin toiseen painotukseen liittyen Rails sisältää 
kaksi  muutakin  merkittävää  tekijää.  Ensinnäkin  Rails  on  DSL (domain  specific 
language)  eli  ympäristökohtainen  kieli,  joka  on  tässä  tapauksessa  räätälöity  web-
sovellusten  kehittämistä  varten  [Har12  s.3].  Tämä  tarkoittaa  käytännössä  sitä,  että 
kaikki  koodi  on  mahdollista  kirjoittaa  enemmän  luonnollista  kieltä  muistuttavaksi, 
jolloin lopputuloksena on erittäin luettavaa koodia [RTH11 s.17].  Toiseksi Rails tarjoaa 
työkalut, joiden avulla kaikesta tästä koodista voidaan automaattisesti luoda dokumentti 
HTML-muodossa  [RTH11  s.18].  Nämä  palvelut  vähentävät  osaltaan  erillisen 
dokumentaation kirjoittamisen tarvetta.
Manifestin  kolmas  painotus  suosii  jatkuvaa  yhteistyötä  asiakkaan  kanssa  pitkien 
sopimusneuvotteluiden  sijaan  [RTH11  s.18].  Rakennustelineistäminen  vahvistaa 
osaltaan  tämänkin  painotuksen  toteutumista  Rails-kehyksessä,  koska  se   nopeuttaa 
merkittävästi  asiakastoimituksia,  mikä  taas  sitoo  asiakasta  tiiviimpään  yhteistyöhön 
[RTH11  s.19].  Nopeasti  etenevä  kehitys  vahvistaa  myös  manifestin  neljännen 
painotuksen  toteutumista,  jossa  suositaan  muutoksiin  reagoimiskykyä  raskaiden 
etukäteissuunnitelmien noudattamisen  sijaan  [RTH11 s.18].   Neljännen painotuksen 
toteutumista  vahvistaa  myös  Rails-kehyksen  keskiössä  oleva  DRY-periaate [HuT99] 
(don't  repeat  yourself),  jonka mukaan jokaisella  järjestelmän yksilöllisellä  tiedolla  ja 
logiikalla (knowledge) saa olla korkeintaan yksi esitys järjestelmän sisällä [Che10 s.49]. 
DRY-periaatteen ansioista mahdolliset muutokset koodiin tarvitsee teoriassa tehdä vain 
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yhteen paikkaan.
Kaikki Rails-sovellukset pohjautuvat MVC-arkkitehtuuriin [RTH11 s.16]. Esimerkiksi 
rakennustelineistämällä luotu sovellus jaetaan automaattisesti MVC:n mukaisiin osiin. 
MVC-toteutus  vastaa  web-sovellusten  ydintoiminnoista  kuten  esimerkiksi  HTTP-
pyyntöjen  [Fie99]  vastaanottamisesta.  MVC-toteutus  on  siis  aivan  web-sovellusten 
toiminnan keskiössä. Rails-kehyksen MVC-tuki onkin erittäin laaja ja sitä käyttämällä 
saa helpotusta pieniinkiin MVC:n toteutukseen liittyviin  yksityiskohtiin.  Esimerkkinä 
pienistä  yksityiskohdista,  Rails  tarjoaa  apumetodin  näkymien  luomisen  yhteydessä 
usein  esiintyvään  tarpeeseeen  esittää  päällekkäiset  tulosrivit  eri  väreillä,  jotta  ne 
erottuvat toisistaan paremmin [RTH11 s.86].
Rails-kehyksen avulla toteutetun MVC:n toiminta nojaa oletusarvoisesti vahvasti yhteen 
koko  Rails-kehyksen  perusperiaatteista,  joka  on  sopimukset  ennen  konfiguraatiota 
(convention  over  configuration)  [RTH11  s.50].  Tämän  periaatteen  noudattaminen 
aiheuttaa sen, että Rails tekee eri puolilla koodia järkeviä oletuksia siitä, miten ohjelman 
eri  osien on tarkoitus  toimia  keskenään [RTH11 s.17].  MVC-toteutusten  yhteydessä 
sopimukset ennen konfiguraatiota -periaatteen toiminta ilmenee vähentyneenä tarpeena 
kirjoittaa  konfiguraatioita.  Sopimukset  ennen  konfiguraatiota  -periaate  toimii  usein 
erilaisiin  nimeämiskäytäntöihin  perustuen.  Esimerkiksi  POST-metodin  sisältämät 
HTTP-pyynnöt  ohjataan ”create”  nimisille  metodeille  käsiteltäviksi  [RTH11  s.50]. 
Lisäksi  kaikkien  MVC-toteutuksessa  mukana  olevien  tiedostojen  nimeäminen  sekä 
tiedostojen paikka tiedostohierarkiassa on  tärkeää, jotta Rails pystyy kytkemään osien 
toiminnan yhteen [RTH11 s.35, s.44].  
Edellä  esitetyn  lisäksi  Rails  sisältää  valtavan  määrän  muitakin  palveluita,  joita  ei 
kuitenkaan  tämän  tutkielman  rajoissa  ole  mahdollista  esitellä.  Nyrkkisääntönä  voi 
kuitenkin pitää sitä,  että kaikkiin web-sovelluskehityksessä toistuviin ongelmiin löytyy 
apuja Rails-kehyksestä  erittäin  suurella  todennäköisyydellä.  Sama nyrkkisääntö  sopii 
myös seuraavaksi esiteltävän Spring-kehyksen yhteyteen.
3.4.2 Spring-kehys lyhyesti suhteessa Ruby on Rails -kehykseen
Spring on käytetyin web-sovelluskehys Java-pohjaisten web-sovellusten kehittämiseen 
[Hot13]  ja  Javan  levynneisyydestä  päätellen  sen  voi  olettaa  olevan  yksi  maailman 
käytetyimmistä  sovelluskehyksistä.  Se tarjoaa erittäin  laajan ja  monipuolisen  joukon 
63
palveluita [HoH12]. Palveluiden joukko on niin laaja, että kaikkien niiden luetteleminen 
ei ole mielekästä  edes korkealla  tasolla tämän tutkielman puitteissa.  Lisäksi valtaosa 
Springin  tarjoamista  palveluista  ei  liity  mitenkään  erityisesti  vain  web-sovellusten 
kehittämiseen.  Spring-kehys  sopiikin  kaikentyyppisten  sovellusten  kehittämiseen 
[HoH12  s.1]  ja  se  on  selvästi  Rails-kehystä  laajempi.  Tässä  aliluvussa  keskitytään 
kuitenkin  ainoastaan  niihin  Springin  osiin,  jotka  vastaavat  edellä  esiteltyjä  Rails-
kehyksen osia. 
Rails-kehyksen  tapaan  myös  Spring-kehyksen  käyttö  ohjaa  kehitettävien  web-
sovellusten arkkitehtuurit MVC:n mukaisiksi [HoH12 s.11]. Spring MVC on niin rikas 
ja laaja komponentti, että se kestää hyvin vertailua Rails-kehyksen suhteen palveluiden 
määrässä  [HoH12,  RTH11].  Yksityiskohtainen  erojen  etsiminen  rajataan  kuitenkin 
tämän  tutkielman  ulkopuolelle.  Toisaalta  Spring  MVC:n  käyttö  eroaa  merkittävästi 
Rails-kehyksen vastaavasta. Spring MVC:n toiminta turvatuu enemmän konfigurointiin 
kuin sopimuksiin  verrattuna  Rails-kehykseen.  Esimerkiksi  Spring MVC -toteutuksen 
osat ja niiden väliset yhteydet täytyy määritellä eksplisiittisesti Javan annotaatioiden tai 
erillisten  XML-konfiguraatiotiedostojen  [Ext08]  avulla  [HoH12  s.602].  Annotaatiot 
ovat Java-kielen mekanismi, joiden avulla koodiin voi tuoda täydentävää tietoa ilman 
että  annotaation  kohteena  olevan  koodin  semantiikkaa  muuttuu  [Sch11  s.260]. 
Annotaatio  voidaan  liittää  mihin  tahansa  koodin  määritykseen  (declaration)  kuten 
esimerkiksi  muuttujaan,  metodiin  tai  luokkaan  [Sch11  s.261].  Usein  koodin 
ulkopuoliset  kehykset  kuten  esimerkiksi  yksikkötestauskehykset,  tai  kuten  tässä 
tapauksessa  Spring-kehys,  saadaan  toimimaan  yhteistyössä  koodiin  kanssa 
annotaatioden avulla.
Spring MVC:n keskeisimpiä osia on DispatcherServlet-luokka [Dis13], jonka ympärille 
Spring  MVC on suunniteltu  [Spr13f].  DispatcherServlet-luokka ottaa  vastaan  kaikki 
sovelluksille tulevat HTTP-pyynnöt ja ohjaa pyynnöt kehittäjien toteuttamien ohjainten 
palveltaviksi.
Kaikkien  Spring-sovellusten  osien  välisten  riippuvuuksien  asettamisen  taustalla  on 
Springin ydin eli riippuvuuksien injektointi [HoH12 s.2]. Se on yksinkertainen periaate, 
jonka  tarkoituksena  on  ulkoistaa  komponenttien  riippuvuuksien  luonti  ja  hallinta. 
Perinteisesti jos esimerkiksi luokka Foo on halunnut käyttää luokan Bar palveluita, on 
Foo  tyypillisesti  luonut  sisällään  ilmentymän  luokasta  Bar  käyttäen  Javan  new-
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operaatiota.  Riippuvuuksien  injektoinnissa  sen  sijaan  Spring  injektoi  Bar-olion  Foo-
olion  käytettäväksi  ajonaikaisesti.  Foo-luokassa  määritellään  ainoastaan  Bar-luokan 
rajapinta  muuttujana  sekä  jokin  tapa  asettaa  rajapinnan  toteuttava  olio 
luokkamuuttujaan,   esimerkiksi  lisäämällä  luokkaan  sopiva  ”set”-metodi. 
Riippuvuuksien injektoinnista saatavista hyödyistä  kuten ympäristöriippumattomuuden 
parantumisesta kerrottiin jo aliluvussa 2.1.3. 
Riippuvuuksien  injektointi  liittyy  tiiviisti  Springin  säiliöihin (container),  joista 
keskeisimpiä on  ApplicationContext-rajapinta [Spr13c]. Riippuvuuksien injektointi  on 
mahdollista ainoastaan säiliön sisään määriteltyjen olioiden välillä. Käytännössä kaikki 
kehitettävän  Spring-sovelluksen  keskeiset  oliot  määritellään  säiliön  sisälle.  Näitä 
Spring-kehyksen luomia ja hallinnoimia olioita kutsutaan  pavuiksi (bean). Mahdolliset 
säiliön ulkopuoliset oliot eivät ole papuja, eivätkä kuulu Spring-kehyksen tarjoamien 
keskeisten palveluiden piiriin. 
Spring-kehys  ei  sisällä  mitään  Rails-kehyksen  rakennustelineistämistä  vastaavaa 
palvelua.  Spring-kehyksen  ympärille  on  kuitenkin  kehittynyt  useita  Spring-kehystä 
laajentavia  erillisprojekteja  [HoH12  s.735].  Esimerkkeinä  tälläisistä  pitkälle  vain 
tiettyhin ongelmakenttiin erikoistuneista projekteista ovat muun muassa Spring Security  
[Spr13b] ja  Spring Roo  [Spr13a], joista jälkimmäinen tarjoaa rakennustelineistämistä 
vastaavat palvelut [HoH12 s.761]. Spring-kehyksen sisäisistä palveluista mainittakoon 
vielä  AOP (aspect-oriented  programming)  eli  tuki  järjestelmän  läpileikkaavan 
(crosscutting)  logiikan  eli  tietyn  useissa paikoissa  suoritettavan  logiikan lisäämiseen 
[HoH12  s.4].  Spring  AOP  toimii  myös  esimerkkinä  siitä,  että  Rails-kehyksen 
yhteydessä mainittu DRY-periaate on huomioitu myös Spring-sovelluksissa. 
4 Spring- ja Rails-kehysten testaustuet ja testivetoinen 
kehitys yksikkö- ja integraatiotasoilla 
Tässä luvussa esitellään Spring- ja Rails-kehysten tarjoamaa testaustukea. Molempien 
kehysten  käsittely  on  jäädytetty  versioihin  3.2  liittyen.  Esittelyn  tukena  käytetään 
koodiesimerkkejä,  joissa Spring-  ja  Rails-kehysten  testaustuki  yhdistyy  yksikkötason 
TDD-  ja  BDD-työkalujen  kanssa.  Yksikkötason  työkaluista  Spring-kehyksen 
yhteydessä  tämän  luvun koodiesimerkeissä  käytetään  JUnit-  ja  Spock-kehyksiä  sekä 
eristyskehyksenä  Mockito-kehystä.  Rails-kehyksen  yhteydessä  käytetään  vastaavasti 
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Rails-kehyksen  sisäistä  Test::Unit-kehystä  ja  RSpec-kehystä  sekä  eristyskehyksenä 
Mocha-kehystä  [Moc13b].  Toisin  sanoen  sekä  Spring-  että  Rails-kehysten 
koodiesimerkeistä annetaan sekä TDD- että BDD-työkalujen avulla toteutetut versiot eli 
testit ja speksit.  Lopuksi  koodiesimerkkejä sekä Spring- ja Rails-kehysten testaustukea 
vetaillaan  ja  analysoidaan  testivetoisesta  näkökulmasta.  Toisin  sanoen  tässä  luvussa 
yhdistyy  kaikki  tässä  tutkielmassa  aiemmin  esitelty  aineisto,  lukuun  ottamatta 
hyväksymistasoon  liittyviä  asioita.  Hyväksymistaso  rajautuu  ulos  tästä  luvusta  siksi, 
koska  hyväksymistasolla  ei  välitetä  lainkaan  siitä,  mitkä  web-sovelluskehykset  ovat 
testattavan web-sovelluksen toteutuksen taustalla.
Testaustukien  tarkempi  käsittely  sekä  koodiesimerkit  rajoittuvat  pääasiassa  MVC:n 
ohjainten testaamiseen.  Spring-kehyksen yhteydessä ohjainten testaamiseen liittyvistä 
koodiesimerkeistä annetaan sekä yksikkö- että integraatiotason versiot. Rails-kehyksen 
yhteydessä koodiesimerkit  annetaan ainoastaan integraatiotasolla,  koska kaikki Rails-
kehyksen  tuki  ohjaintestaukselle  on  tässä  tutkielmassa  tulkittu  sijoittuvan 
integraatiotasolle.  Tulkintaa  tarvitaan,  koska  Rails-kehys  esittelee  testaustukensa 
yhteydessä  täysin  uniikin  määrittelyn  testauksen  tasoihin  liittyen.  Rails-kehyksen 
terminologian  mukaan  yksikkötestauksella  tarkoitetaan  pelkästään  mallien  testausta, 
integraatiotestauksella  tarkoitetaan  useamman  kuin  yhden  ohjaimen  yhteistoiminnan 
testausta  ja  toiminnallisuustestaus vastaa  yhden  ohjaimen  testausta  [Rai13a].  Rails-
kehyksen  testaustuen  osalta  tässä  tutkielmassa  keskitytään  ainoastaan 
toiminnallisuustestaustukeen,  jonka  on  tulkittu  sijoittuvan  testauksen  perusteorian 
määrittelyn mukaan integraatiotasolle. Spring- ja Rails-kehysten testaustuki on erittäin 
laaja  aihe,  miksi  aihetta  on  tätä  tutkielmaa  varten  rajattu  erittäin  rajusti.  Tarkempi 
kuvaus tehdystä rajauksesta annetaan aliluvussa 4.1.
Tässä luvussa annettavia koodiesimerkkejä ei ole testattu, mutta ne pohjautuvat erään 
lähteen  esimerkkiin  [HoH12].  Lisäksi  jokaisen  koodiesimerkin  rivin  merkitys  on 
tarkastettu  sopivista  lähteistä.  Kaikki  import-  ja  require-käskyt  on  rajattu 
koodiesimerkkien  ulkopuolelle.  Koodiesimerkit  eivät  ole  myöskään  esimerkkejä 
täydellisen  laadukkaasta  ja  kurinalaisesti  testivetoisesti  tuotetusta  koodista. 
Koodiesimerkit  kuitenkin  analysoidaan  testivetoisesta  näkökulmasta  tämän  luvun 
viimeisessä aliluvussa,  minkä yhteydessä   koodiesimerkkien  vakavimmat  heikkoudet 
pyritään tunnistamaan. 
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Koodiesimerkeissä  tehdään  osittain  myös  eräänlaista  pioneerityötä.  Spring-kehyksen 
ohjainten  integraatiotestaustuen  eli  Spring  MVC  test  -kehyksen  ja  Spock-kehyksen 
yhteiskäyttöä  ei  ole  nimittäin  esitelty  yhdessäkään  kirjassa  tai  tutkimuksessa,  minkä 
lisäksi myös blogikirjoitusten määrä aiheeseen liittyen on äärimmäisen niukkaa. Tässä 
tutkielmassa näiden kehysten yhteiskäyttöä on kuitenkin yritetty ja analysoitu.
Tämän  luvun  viimeisessä  aliluvussa  Spring-  ja  Rails-kehysten  eroja  analysoidaan 
monesta eri näkökulmasta tämän tutkielman rajauksen puitteissa. Ensinnäkin esitellään 
Spring-  ja  Rails-kehysten  testaustukien  keskeisimmät  erot.  Toiseksi  analysoidaan 
koodiesimerkkien pohjalta TDD- ja BDD-työkalujen yhteensopivuutta Spring- ja Rails-
kehysten  testaustuen  kanssa.  Muita  TDD- ja  BDD-työkalujen  eroja  ei  tässä  luvussa 
erityisesti  analysoida,  koska  analyysi  tehtiin  jo  luvun 3  lopussa.  Kolmanneksi  tässä 
luvussa  annetut  koodiesimerkit  analysoidaan  testivetoisesta  näkökulmasta.  Lopuksi 
analysoidaan  vielä  Spring-  ja  Rails-kehysten  testaustukien  erot  testivetoisesta 
näkökulmasta. 
4.1 Spring- ja Rails-kehysten testaustukien käsittelyn rajaus
Spring- ja Rails-kehysten tarjoama testaustuki yksikkö- ja integraatiotasoilla on erittäin 
laaja aihe. Pääasiassa kehysten tuki keskittyy MVC:n osien ympärille, web-sovellusten 
erityispiirteiden testaamisen tukeen  [Spr13e, Rai13a]. MVC:n osiin liittyen Spring- ja 
Rails-tukevat erityisesti M- ja C-osan eli tietomalliin liittyvän toiminnan ja ohjainten 
testaamista. Tietomalliin liittyvällä toiminnalla tarkoitetaan kaikkea, mikä liittyä tiedon 
hakemiseen ja tallentamiseen sovelluksen ja tietokannan välillä. Näkymien testaamisen 
tukeen  liittyen  Spring-kehyksen  virallisesta  dokumentaatiosta  tai  muista  lähteistä  ei 
oikeastaan löydy mitään mainintaa [Spr13e, HoH12, Wal11]. Spring-kehyksen sisäisen 
tuen sijaan lähteissä  viitataan  Seleniumin  kaltaisiin  työkaluihin  näkymien  testauksen 
yhteydessä  [HoH12  s.710],  mutta  tässä  tutkielmassa  Selenium  käsiteltiin  jo 
hyväksymistasolla.  Rails  sen  sijaan  tarjoaa  työkaluja  näkymien  testaamiseen 
ohjaintestien yhteydessä [Rai13a]. 
Tässä  tutkielmassa  tarkempi  tarkastelu  rajoitetaan  ainoastaan  MVC:n  C:hen  eli 
ohjainten testaamiseen. Rails-kehyksen yhteydessä tosin käydään läpi myös näkymien 
testaamista  ohjaintestien  yhteydessä,  koska  Rails  tarjoaa  sitä  varten  erityistuen. 
Ohjainten  testaus  on  kuitenkin  yksinäänkin  niin  laaja  aihe,  että  aiheen  rajausta  on 
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jatkettu tässä tutkielmassa vielä ohjaintestauksen sisälläkin. 
Integraatiotason  ohjaintestauksen  sisällä  tarkempi  tarkastelu  rajoitetaan  ainoastaan 
oikein tehtyjen  HTTP-pyyntöjen tarkasteluun.  Jos tietoturva-asiat  rajataan pois,  niin 
oikein  tehtyjen  HTTP-pyyntöjen  testaamisessa  pyritään  tyypillisesti  tarkastamaan 
seuraavia  asioita:  palvelupyynnön  onnistuminen  HTTP-protokollan  tasolla, 
palvelupyynnön  johtaminen  oikeiden  alemman  tason  palveluiden  kutsuihin, 
palvelupyynnön  uudelleenohjautuminen  (redirect)  oikealle  URL:ille,  ohjaimen 
palauttaman  mallin  tietojen  sisällön  oikeellisuus  sekä  käyttäjälle  näytettävien 
informaatioviestien sisällön oikeellisuus [Rap11 s.130, Rai13a, HoH12 s.714]. 
Yksikkötason  esimerkeissä  rajaus  on  muuten  sama,  mutta  yksikkötestauksessa  ei 
suoriteta HTTP-pyyntöjä. HTTP-pyyntöjen sijaan ohjaimien metodeita testataan suorilla 
metodikutsuilla.  Ohjainten  yksikkötestausta  esitellään  ainostaan  Spring-kehyksen 
yhteydessä,  koska  Rails-kehyksen  ohjaintestaustuki  on  tässä  tutkielmassa  tulkittu 
liittyvän ainoastaan integraatiotasolle. 
Oikein  tehtyihin  HTTP-pyyntöihin  liittyvä  tarkastukset  ovat  yksi  kolmesta 
ohjaintesteille  määritellyistä  korkean  tason  mahdollisista  tavoitteista  [Rap11  s.130]. 
Toinen  mahdollinen  tavoite  on  tarkastaa,  että  ohjain  selviytyy  myös  jollain  tapaa 
virheellisistä HTTP-pyynnöistä, kuten esimerkiksi väärässä muodossa lomakkeen kautta 
lähtetyistä  tiedoista.  Kolmas  mahdollinen  tavoite  on  tietoturvaan  liittyvien  asioiden 
tarkastaminen,  joista  yhtenä  esimerkkinä  ovat  eri  web-sovelluksen  käyttäjäroolien 
toimintaan  liittyvät  tarkastukset.  Kaikkien  muiden  paitsi  oikein  tehtyjen  HTTP-
pyyntöjen käsittely rajataan tutkielman ulkopuolelle.
Rajausta  jatketaan  vielä  oikein  tehtyjen  HTTP-pyyntöjen  sisälläkin.  Esimerkiksi 
kaikista HTTP-protokollan mukaisista metodeista otetaan tarkemman tarkastelun piiriin 
ainoastaan  yksi:  GET-metodi.  Tästä  syystä  esimerkiksi  POST-metodi  rajautuu 
tutkielman ulkopuolelle, mikä käytännössä tarkoittaa sitä, että tutkielmassa ei käsitellä 
esimerkiksi mitään web-sovellusten lomakkeiden lähettämiseen liittyviä asioita. 
Onnistuneen  HTTP-pyynnön  tuottamien  tietojen  tarkastelussa  rajoitutaan  ainoastaan 
käyttäjälle seuraavaksi näytettävän näkymän mallin tietoihin. Toisin sanoen tarkemman 
tarkastelun ulkopuolelle jäävät tällöin sessioon ja flash-attribuutteihin tallennetut tiedot 
sekä  evösteet (HTTP cookie)  [Rai13a].  Sessiota  käytetään  useiden  HTTP-pyyntöjen 
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välillä  tarvittavien  tietojen  säilyttämiseen.  Flash-attribuutteja  käytetään  tilanteissa, 
joissa käyttäjälle halutaan näyttää jotain tietoa vain ensimmäisellä kerralla kun käyttäjä 
saapuu  uudelle  tai  päivitetylle  sivulle  HTTP-pyynnön  jälkeen.  Keksejä  käytetään 
käyttäjien selaimiin tallennettavien tietojen säilyttämiseen. Keksien avulla web-sovellus 
voi  muistaa  käyttäjän  vaikka  käyttäjä  sulkisi  web-sovelluksen  tai  käynnistäisi 
selaimensa uudelleen kesken web-sovelluksen käytön. 
Yhteenvetona  edellä  kuvatun  rajauksen  jälkeen  tarkemman  tarkastelun  piiriin  jää 
ainoastaan kaikkein yksinkertaismmat perustilanteet: parametrittomia ja GET-metodin 
mukaisia HTTP-pyyntöjä suorittavat ohjaintestit,  joissa tarkastellaan HTTP-pyyntöjen 
onnistumista  HTTP-protokollan  tasolla,  HTTP-pyyntöjen  uudelleenohjautumista 
oikeille URL:eille sekä luotavien mallien tietojen oikeellisuutta.
Ohjainten testaamisen perustilanteisiin keskittyminen on sikäli perusteltua, että ohjaimia 
voi  pitää  web-sovellusten  keskeisimpinä  ja  erityisimpinä  osina.  Web-sovellusten 
keskeinen ero muihin sovelluksiin verrattuna on nimittäin se, että web-sovellukset ovat 
yhteydessä verkkoon ja juuri ohjaimet tyypillisesti hoitavat verkon yli saapuvien HTTP-
pyyntöjen palvelemisen hallinnoinnin web-sovellusten osalta.
Toisaalta  ohjaimiin  keskittyminen  tarkoitaa  sitä,  että  valtaosa  keskeisistä  web-
sovelluksiin  liittyvistä  asioista  jää  käsittelmättä.  Esimerkiksi  lähes  kaikki  web-
sovellukset  ovat  tyypillisesti  erittäin  aktiivisesti  yhteydessä  tietokantaan  [Rai13a], 
jolloin  sovelluksen  tietomalli  ja  integraatio  ulkoisen  tietokannan  kanssa  ovat  web-
sovelluksissa  erittäin  keskeisessä  asemassa  [Rai13a,  Spr13e].  Ehkä  kirkkaimmin 
tietomallin  keskeisyys  tulee  ilmi  Spring  ROO:n  ja  Rails-kehyksen 
rakennustelineistämisen  toimintaa  tutkimalla:  ROO:lla  tai  rakennustelineistämällä 
käyttövalmiita web-sovelluksia luodaan automattisesti pelkän tietomallin perusteella.
MVC:n V:n eli näkymien testaaminen jätetään myös pienelle huomiolle tässä luvussa, 
vaikka  ulkoasu  ja  käyttöliittymä  ovat  käyttäjän  kannalta  usein  tärkeimmät  web-
sovelluksen osat.  Lisäksi web-sovelluksissa on jo pitkään ollut  suuntauksena se, että 
näkymiin  kirjoitetaan  yhä  enemmän  businesslogiikaa  esimerkiksi  JavaScript-kielellä. 
On selvää, että tämä voimistaa tarvetta myös näkymien yksikkötestaukselle, mikä näkyy 
muun  muassa  erilaisten  JavaScript-testauskehysten  määrän  kasvuna sekä  JavaScript-
testaukseen  liittyvien  kirjojen  tihenevänä  julkaisutahtina  [Joh10  s.xix,  Ama13]. 
JavaScript-testaus   on  kuitenkin  selkeästi  taas  yksi  erillinen  aihepiiri  ja  se  rajataan 
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tämän tutkielman ulkopuolelle.
Ennen  koodiesimerkkien  esittelyä  Spring-  ja  Rails-kehysten  kohdalla  esitellään 
kehysten korkean tason testauspalvelut, mitkä ovat  myös koodiesimerkeissä esiteltävien 
ohjaintestien taustalla. Lisäksi Spring- ja Rails-kehykset sisältävät myös paljon muita 
testaustukeen liittyviä pienempiä yksityiskohtia. Muutamaa poikkeusta lukuun ottamatta 
nämä on kuitenkin rajattu tutkielman ulkopuolelle.
4.2 Spring ja testaus
Spring-kehys sisältää laajan, monipuolisen ja monitasoisen joukon erilaisia testaukseen 
liittyviä  palveluita  [Spr13e,  HoH12 s.707-736,  Wal11  s.23].  Korkean  tason 
testauspalvelut  on  Spring-kehyksessä  keskitetty  TestContext-kehyksen  alle  [Spr13e]. 
Käytännössä  kaikki  Spring-sovelluksiin  liittyvät  testit  luodaan TestContext-kehyksen 
kautta  sekä  yksikkö-  että  integraatiotasoilla.  Muista  Spring-kehyksen  palveluista 
keskeisimpiä ovat  yksikkötestien  kirjoittamisen avuksi  tarkoitetut  mock-oliot  [Wal11 
s.23,  Spr13e].  Tämän  tutkielman  kannalta  keskeisimmät  mock-oliot  ovat 
”org.springframework.mock.web”-pakkauksesta löytyvät  ohjainten yksikkötestaukseen 
räätälöydyt mock-toteutukset.  Viimeisimmän laajan Spring-kehyksen versiopävityksen 
eli  version  3.2.:n  keskeisin  testaukseen  liittyvä  lisäys  oli  laaja  MVC-toteutusten 
integraatiotestausta varten räätälöity Spring MVC test -kehys [Spr13e]. Se mahdollistaa 
MVC:n  testaamisen  huomattavasti  ”org.springframework.mock.web”-pakkauksen 
mock-olioiden käyttöä laajemmin, integraatiotasolla.
Seuraavissa  aliluvuissa  Spring-kehyksen  testaustukea  sovelletaan  ohjainten 
testaamiseen  liittyen  sekä  yksikkö-,  että  integraatiotasoilla.  Molemmilla  tasoilla 
annetaan  koodiesimerkit  yhdessä  sekä  JUnit-  että  Spock-kehyksen  kanssa. JUnit-
koodiesimerkit  ovat  hiukan  muokattuja  kopioita  suoraan  lähteistä  [HoH12].  Spock-
esimerkit johdetaan vertailun vuoksi JUnit-esimerkeistä. Käsittelyssä noudatetaan edellä 
aliluvussa  4.1  määriteltyä  rajausta.  Ennen  koodiesimerkkejä  Spring-kehyksen 
testaustukea esitellään tarkemmin korkeammalla tasolla.
4.2.1 TestContext-kehys – Spring-kehyksen testaustuen ydin
TestContext-kehys vastaa pitkälti Spring-kehyksen yksikkö- ja integraatiotestaustuesta 
[Spr13e]. Spring-kehyksen dokumentaation perusteella näyttää siltä, että TestContext-
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kehyksen  tarjomat  palvelut  kattavat  käytännössä  kaikki  Spring-kehyksen  sisältämät 
integraatiotestaukseen  liittyvät  korkean  tason  palvelut,  joista  esimerkkinä  tuki 
transaktioille ja  niiden  peruutuksille (rollback)  testimetodien  yhteydessä.  Puhtaasti 
yksikkötasolle räätälöity testaustuki on Spring-kehyksessä huomattavasti suppeampaa. 
Yksikkötasoa  varten  TestContext-kehys  näyttää  tuovan  lähinnä  vain  muutamia 
annotaatiota  kuten Repeat-annotaation,  jonka avulla  testimetodille  voidaan määritellä 
suorituskertojen määrä yhden testiajon sisällä. 
TestContext-kehyksen  yksi  keskeisimmistä  palveluista  on  luvussa  3.4.2  esiteltyjen 
applicationContextien hallinnointi ja lataaminen testien käyttöön [Spr13e]. TestContext-
kehykseen liittyvässä dokumentaatiossa kaikki applicationContextiin liittyvä aineisto on 
jaoteltu  integraatiotestauksen  alle.  Integraatiotason  testit  kohdistuvat  usean  olion 
yhteistoimintaan  ja  Spring-sovelluksissa  oliot  ja  niiden  riippuvuudet  määritellään 
applicationContextiin [Wal11 s.23]. Yksikkötasolla testi kohdistuu vain yhteen olioon, 
jotka  voidaan  luoda  testien  sisällä  new-käskyillä,  jolloin  applicationContext  ei  tuo 
välttämättä mitään lisäarvoa testaukseen.
Profiilit (profiles)  ovat  yksi  keskeisimmistä  tavoista  vaikuttaa  testien  saaman 
applicationContextin  sisältöön  [Spr13e].  Tyypillinen  esimerkki  profiilien  käytöstä 
liittyy  sovelluksen  konfigurointiin  eri  ympäristöihin,  joita  tyypillisesti  edustavat 
kehitys-,  testaus-  ja  tuotantoympäristöt.  Seuraavassa on esimerkki  ”app-config.xml”-
tiedoston sisältämästä applicationContextin määritelmän osasta, missä tietokantakytkös 













Testiluokissa  tietty  profiili  valitaan  luokkatason  ActiveProfiles-annotaation  avulla 









public void testaaPankkiSiirtoPalvelu() {//TODO:kirjoita testi tänne}
}
ActiveProfiles-annotaation  lisäksi  edellinen  esimerkki  sisältää  myös 
ContextConfiguration-annotaation.  Tämän  annotaation  kautta  viitataan  niihin 
määrityksiin,  joiden  pohjalta  testin  applicationContext  luodaan  [Spr13e].  Edellä 
olevassa esimerkissä applicationContext ladataan vain yhden tiedoston perusteella eli 
ContextConfiguration-annotation  parametrina  annetun  ”app-config.xml”-tiedoston 
sisältämien  määrittelyjen  perusteella.  Lisäksi  on  tärkeää  muistaa,  että 
applicationContextin määritykset on voitu kirjoittaa ”app-config.xml”-tiedoston sijaan 
ainakin  osittain  myös  annotaatioiden  avulla  luokkien  sisään.  Olennaista  on  se,  että 
kummallakin tavalla luodut määritykset kuitenkin ladataan testin applicationContextiin. 
ActiveProfiles-annotaatio käytännössä tarkentaa sitä, mitkä osat ContextConfiguration-
annotaation osoittamista määrityksistä todella ladataan testin applicationContextiin. Ne 
ContextConfiguration-annotaation parametrina annettujen tiedostojen määritykset, jotka 
eivät  liity  mihinkään  profiileihin,  ladataan  aina  niihin  viittaavien  testien 
applicationContexteihin profiilivalinnoista riippumatta. 
Web-sovellusten testaamisen yhteydessä applicationContextin sijaan kannattaa harkita 
applicationContextia hiukan laajentavan webApplicationContextin käyttöä. Spring luo 
applicationContextin  sijaan  webApplicationContextin  jos  testiluokassa  on  määritely 
luokkatason  WebAppConfiguration-annotaatio.  WebApplicationContext-rajapinta  on 
ApplicationContext-rajapinnan  laajennos,  mikä  tarjoaa  muutamia  erityisesti  web-
sovelluksiin liittyviä palveluita [Spr13d]. Tarkempi WebApplicationContext-rajapinnan 
käsittely rajataan kuitenkin tämän tutkielman ulkopuolelle.
Käytännössä TestContext-kehyksen kanssa käytetään aina jotain ulkoista yksikkötason 
testauskehystä  [Spr13e,  HoH12  s.711].  Toisaalta  Spring-kehyksen  sisään  on  myös 
integroitu JUnit-kehyksen keskeisiä toiminnallisuuksia [Spr13d], joiden avulla testausta 
on  mahdollista  tehdä  myös  ilman  ulkoista  kehystä.  TextContext-kehys  ei  rajoita 
mitenkään sen yhteydessä käytettävän ulkoisen yksikkötason testauskehyksen valintaa. 
Toisin  sanoen  TestContext-kehyksen  yhteydessä  kehittäjä  voi  käyttää  mieleistään 
yksikkötason TDD- tai BDD-kehystä.
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Toisaalta ulkoisten yksikkötason testauskehysten välillä on eroa siinä, miten hyvin ne 
integroituvat  Spring-sovellusten  testaukseen.  Esimerkiksi  TestContext  sisältää  paljon 
yksinomaan  JUnit-kehykselle  räätälöytyjä  palveluita  abstraktien  luokkien  muodossa 
[Spr13e].  Spring  siis  tukee  erityisesti  JUnit-kehyksen  käyttöä,  vaikka  ei  muiden 
kehysten  käyttöä  rajoitakaan.  Tästä  voi päätellä  että  ainakin  kaikki  TestContext-
kehyksen keskeisimmät korkean tason palvelut ovat käytettävissä kaikkien yksikkötason 
työkalujen  kanssa.  Toisaalta  joidenkin  yksikkötason  testauskehysten  yhteydessä 
kehittäjä  voi  joutua  tekemään  enemmän  töitä  saadaakseen  tietyt  Spring-kehyksen 
palvelut  käyttöönsä.  JUnit-kehyksen  lisäksi  toinen  Spring-kehyksen  erityistukea 
nauttiva yksikkötason kehys on TestNG [Tes13], joka on JUnit-kehykseen pohjautuva 
xUnit-kehys. Sen tarkempi käsittely on kuitenkin rajattu tämän tutkielman ulkopuolelle. 
TestContext-kehyksen  palveluiden  lisäksi  integroituvuuden  kannalta  keskeisiä  ovat 
myös  ulkoisten  testauskehysten  tarjoamat  palvelut.  Esimerkiksi  Spock-kehys  sisältää 
SpringExtension-laajennoksen, minkä avulla  Spock-testit  saadaan toimimaan yhdessä 
TestContext-kehyksen kanssa [Spo13c]. 
4.2.2 Yksikkötaso
Spring-sovellusten  yksikkötason  testaamisen  ytimessä  on  Spring-kehyksen  tukema 
riippuvuuksien  injektointi  [Spr13e].  Riippuvuuksien  injektoinnin  -periaatetta 
noudattamalla  luokkien  riippuuvuudet  on  helppo  vaihtaa,  mikä  johtaa  helpompaan 
testaamiseen [HoH12 s.4]. Testauksen helpottumiseen vaikuttaa muun muassa se, että 
riippuvuuksien  injektoinnissa  luokat  käyttävät  riippuvuuksiaan  rajapintojen  kautta 
[Wal11  s.114].  Riippuvuudet  on  helppo  korvata  rajapintojen  kautta  testauksen 
yhteydessä esimerkiksi sopivilla mock-olioilla [Nor06].
Toinen  Spring-sovellusten  keskeinen  yksikkötestausta  helpottava  piirre  on  se,  että 
käytännössä  kaikki  Spring-sovellusten  luokat  voidaan  kirjoitaa  POJO:ina  (plain  old 
Java objects) [Fow00]. Spring-sovellusten yhteydessä POJO:illa tarkoitetaan sitä, että 
luokka voidaan luoda yksinkertaisesti new-operaatiolla ilman, että luonnissa tarvitaan 
Spring-kehystä  mihinkään  [Spr13e].  Toisin  sanoen  Spring-sovellusten  luokkien  ei 
tarvitse  esimerkiksi  periä  mitään  Spring-kehyksestä  tai  toteuttaa  Spring-kehyksen 
rajapintoja [Wal11 s.6].  Vahvimmat luokkien viittaukset Spring-kehykseen aiheutuvat 
tyypillisesti Spring-kehyksen tarjoamien annotaatioiden käytöstä, mutta muuten luokat 
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ovat POJO:ja.
Ulkoisten yksikkötason testauskehysten lisäksi Spring-sovellusten testauksessa tarvitaan 
käytännössä myös ulkoisia eristyskehyksiä, joista tämän luvun esimerkeissä käytetään 
Mockito-kehystä.  Eristyskehyksiä  tarvitaan,  koska  testattavan  ohjaimen  riippuvuudet 
täytyy aina korvata testijäljitelmillä  [HoH12 s.714]. Ulkoisten eristyskehysten lisäksi 
Spring sisältää tarkkaan rajattuja mock-toteutuksia keskeisten Spring-sovellusten osien 
testaamisen  helpottamiseksi  [Spr13e].  Keskeisimpiä  näistä  ovat  muun  muassa 
MockHTTPServletRequest  ja  MockHTTPServletResponse.  Suosituksena  on  käyttää 
näitä  valmiita  mock-toteutuksia  ulkoisilla  eristyskehyksillä  luotujen  mock-olioiden 
sijaan.  Ohjainten  testaamista  helpottavien  mock-toteutusten  lisäksi  Spring  tarjoaa 
ohjainten testaamiseen liittyen myös joukon erikoistuneita väitteitä [Spr13e]. 
Seuraavien  kahden alikappaleen  esimerkkien  yhteydessä  ei  käytetä  edellä  mainittuja 
web-sovellusten  yksikkötestaukseen  räätälöityjä  mock-  ja  väite-olioita.  Tämä  johtuu 
pitkälti  Spring-kehyksen  nopeasta  kehityksestä,  mikä  on  vähentänyt  kyseisten 
palveluiden  tarvetta  [Wal11  s.172].  Esimerkiksi  vielä  Koskelan  vanhimman  kirjan 
Spring  MVC -toteutusten  ohjaimiin  liittyvät  yksikkötestiesimerkit  nojasivat  vahvasti 
MockHttpServletRequest-  ja  MockHttpServletResponse-olioiden  käyttöön   [Kos08]. 
Käytännössä  nykyisin  ohjaimia  voidaan  testata  pitkälti  samalla  tavalla  kuin,  mitä 
tahansa  muitakin  olioita  eikä  ohjaintesteissä  useinkaan  tarvitse  käyttää  mitään  web-
sovellusten erityispiirteisiin liittyvää työkalua [Wal11 s.172], kuten esimerkiksi HTTP-
pyyntöjen käsittelyyn liittyviä MockHttpServletRequest-olioita.
Edellinen  kappale  kyseenalaisti  tässä  aliluvussa  aiemmin  esiteltyjen  testaustuen 
pakkausten merkitystä. Tarkkaan ottaen Spring-kehyksen kehitys ei ole pysähtynyt edes 
tähän,  vaan oikeastaan  koko Spring-sovellusten  ohjainten  testaamisen  yksikkötasolla 
voi kyseenalaistaa Spring-kehyksen 3.2.-versioon lisätyn Spring MVC test -kehyksen 
myötä. Se nimittäin vie ohjainten testaamiseen täysin integraatiotasolle ja tarjoaa paljon 
enemmän  kehittyneitä  työkaluja  ohjainten  testaamiseen,  minkä  jälkeen  ei  ole  enää 
selvää,  miksi  ohjainten  testausta  kannattaisi  tehdä  tässä  esiteltävien  yksikkötason 
työkalujen  avulla.  Spring  MVC  test  -kehykseen  palataan  myöhemmin  Spring-
sovellusten integraatiotestausta käsittelevässä aliluvussa 4.2.3.
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JUnit  ja ohjainten yksikkötestaus
Tässä osiossa esitellään Spring-kehyksen yksikkötestaustukea yhdessä JUnit-kehyksen 
kanssa  ohjainten  testaamiseen  liittyvän  koodiesimerkin  kautta.  Eristyskehyksenä 
koodiesimerkissä käytetään Mockito-kehystä. 
Seuraavassa on esimerkki Spring-sovelluksen JUnit-ohjaintestistä. Esimerkistä käy ilmi 
kuinka Spring-, JUnit- ja Mockito-kehykset toimivat yhdessä:
@RunWith(SpringJUnit4ClassRunner.class)
public class YhteystietoOhjainTesti {
private final List<Yhteystieto> yhteystiedot = new ArrayList<Yhteystieto>();
private YhteystietoPalvelu yhteystietoPalvelu;
@Before
public void alustaYhteystiedot() {







public void testaaKaikkienTallennettujenYhteystietojenListaus() throws Exception{ 
yhteystietoPalvelu = mock(YhteystietoPalvelu.class);
when(yhteystietoPalvelu.etsiKaikki()).thenReturn(yhteystiedot);
YhteystietoOhjain yhteystietoOhjain = new YhteystietoOhjain();
ReflectionTestUtils.setField(yhteystietoOhjain, "yhteystietoPalvelu",
yhteystietoPalvelu);
ExtendedModelMap uiModel = new ExtendedModelMap();
String tulos = yhteystietoOhjain.lista(uiModel);
assertNotNull(tulos);
assertEquals(tulos, "yhteystiedot/lista");





Kokonaisuudessaan edellinen esimerkki  testaa sitä, että ohjaimen lista-metodin kutsu 
palauttaa kaikki YhteystietoPalvelun sisältämät  yhteystiedot.  Lisäksi tarkastetaan että 
käyttäjä ohjataan ohjaimen kutsun jälkeen sivulle nimeltä ”yhteystiedot/lista”. 
Edellä  oleva  testi  alkaa  JUnit-kehyksen  tarjoaman  RunWith-annotaation  käytöllä. 
RunWith-annotaatiolle  annetaan  esimerkissä  parametriksi  SpringJUnit4ClassRunner-
luokka. Parametrin perusteella testit saavat käyttöönsä TestContext-kehyksen palvelut. 
Tällä  tavalla  TestContext  saadaan  testien  käyttöön  ilman,  että  testejä  joudutaan 
sitomaan  vahvasti  Spring-sovelluskehykseen  esimerkiksi  perimällä  Spring-kehyksen 
luokkia  [Spr13d].  SpringJUnit4ClassRunner-luokka  toimii  ainoastaan  JUnit-testien 
yhteydessä – edes toiselle Spring-kehyksen ertyistukea nauttivalle TestNG-kehykselle ei 
tarjota SpringJUnit4ClassRunner-luokkaa vastaavaa palvelua. 
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Testiluokan  alussa  luodaan  yhden  osoitetiedon  sisältämä  lista  Before-annotoidussa 
metodissa. Tämän jälkeen Test-annotoidun metodin sisällä luodaan ensin testijäljitelmä 
YhteystietoPalvelu-luokasta.  Testijäljitelmän  luonnissa  käytetään  Mockito-kehystä. 
Testijäljitelmä  määritetään  tämän  jälkeen  tarkemmin  stub-olioksi,  joka  palauttaa 
aiemmin  luodun yhteystietolistan,  jos  stub-olion  etsiKaikki-metodia  kutsutaan.  Stub-
olion  luonnin  jälkeen  esimerkissä  luodaan  uusi  ilmentymä  yksikkötestauksen 
todellisena  kohteena  olevasta  YhteystietoOhjain-luokasta  ja  aiemmin  luotu  stub-olio 
injektoidaan testattavaan ohjaimeen. 
Stub-olion  asettamisen  apuna  käytetään  Spring-kehyksen  tarjoamaa 
ReflectionTestUtils-luokkaa,  jonka  avulla  päästään  käsiksi  myös  luokkien 
yksityisiimpiin (private) osiin. Käytännössä edellisessä esimerkissä ReflectionTestUtils-
luokan setField-metodia käyttämällä stub-olio injektoidaan suoraan YhteystietoOhjain-
luokan private-kenttään. Private-näkyvyysmääreen  (access level modifier) tarkoitus on 
estää kentän käsittely luokan ulkopuolelta [Jav13], mutta ReflectionTestUtils-luokka on 
yksi esimerkki työkalusta, jolla tämä rajoite voidaan kiertää.
Edellinen  esimerkki  jatkuu  Spring-kehyksen  tarjoaman  ExtendedModelMap-luokan 
ilmentymän luonnilla.  Tämä luokka toteuttaa Model-rajapinnan  [Spr13d], joka liittyy 
MVC:n  mallin  tietojen  käsittelyyn.  Tämän  jälkeen  kaikki  on  valmista  testattavan 
metodin ajamista varten. Seuraavaksi siis kutsutaan aiemmin luodun YhteystietoOhjain-
luokan  ilmentymän  lista-metodia  antamalla  metodin  parametriksi  juuri  edellä  luotu 
mallin  ilmentymä.  Jos lista-metodin  suoritus ei  keskeydy poikkeukseen,  se palauttaa 
näkymän  nimen,  jolle  käyttäjä  seuraavaksi  ohjataan.  Näkymän  nimi  luetaan  testissä 
kenttään nimeltä ”tulos”. JUnit-kehyksen väitteiden avulla tarkastetaan ensin, että tulos 
ei ole null. Tämän jälkeen tarkastetaan, että tulos vastaa odotettua näkymän nimeä, mikä 
on  ”yhteystiedot/lista”.  Viimeiseksi  tarkastetaan,  että  lista-metodin  suoritus  lisäsi 
parametrina  annettuun  malliin  listan  yhteystiedoista.  Tämä  väite  on  toteutettu 
tarkastamalla, että listan koko vastaa testin alussa luodun yhteystietolistan kokoa, mikä 
oli yhden tietoalkion mittainen. 
Edellä kuvattu lista-metodin suoritus olisi voinut katketa poikkeuksen, jos stub-oliota ei 
olisi asetettu ohjaimen ilmentymään ennen metodin suoritusta. Poikkeus olisi heitetty 
siinä vaiheessa, kun lista-metodissa oltaisiin yritetty suorittaa yhteysTietoPalvelu-olion 
etsiKaikki-metodia.  Ilman  stub-olion  asetusta,  testattavan  YhteystietoOhjain-luokasta 
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luodun ilmentymän sisällä oleva yhteystietoPalvelu-olio voi jäädä arvoltaan tyhjäksi
 (null) ja kaikki metodikutsut null-arvoiseen olioon aiheuttavat aina poikkeuksen. 
Spock ja ohjainten yksikköspeksaus
Tässä  osiossa  esitellään  Spock-versio  edellisen  osion  esittelemästä  ohjainten 
yksikkötason  JUnit-testistä.  Eristyskehyksenä  tässä  osiossa  käytetään  Mockito-
kehyksen sijaan Spock-kehyksen sisäistä eristyskehystä. Spock on BDD-työkalu, joten 
testien  sijaan  on parempi  puhua spekseistä.  Speksit  on kirjoitettu  Groovy-kielellä  ja 
pienet erot Java-kieleen verrattuna on pyritty selittämään esimerkkien yhteydessä.
Seuraavassa  esiteltävä  koodiesimerkki  on  hiukan  muunneltu  versio  edellisen  osion 
koodiesimerkistä. Ensinnäkin speksimetodi speksaa ainoastaan yhden asian eli sen, että 
YhteystietoOhjain palauttaa kaikki yhteystiedot. Spock-versiossa ei myöskään käytetä 
ReflectionTestUtils-luokan  palveluita,  vaan  oletetaan  että  testattavalla  ohjaimella  on 
setter-metodi  YhteystietoPalvelu-luokasta  luotavaa  mock-oliota  varten.  Lisäksi 
testikoodi on pyritty jakamaan mahdollisimman hyvin GWT:n mukaiseen rakenteeseen:
class YhteystietoOhjainSpeksi extends Specification {
def yhteystiedot = []
def yhteystietoOhjain = new YhteystietoOhjain();
def yhteystietoPalvelu = Mock(YhteystietoPalvelu)
yhteystietoPalvelu.etsiKaikki() >> yhteystiedot
yhteystietoOhjain.setYhteystietoPalvelu(yhteystietoPalvelu)
def ”palauttaa kaikki yhteystiedot”() {
given: ”järjestelmään on tallennettu yhteystieto(ja)”





when: ”ohjaimelta pyydetään listaus kaikista yhteystiedoista”
def uiMalli = new ExtendedModelMap()
yhteystietoOhjain.lista(uiMalli);
then: ”malliin päivittyy lista yhteystiedoista”
uiMalli.get(”yhteystiedot”).size() == 1
} }
Edellä  olevan  speksiluokan  määrittelyn  keskeisin  kohta  on  Specification-luokan 
periminen,  jonka  jokaisen  Spock-speksiluokan  täytyy  periä  [Spo13a].  Speksiluokan 
sisällä  ensimmäisellä  rivilä  on  tyhjän  yhteystieto-lista  määrittely,  mikä  tapahtuu 
Groovy-kielen ”[]”-määrityksellä [Gro13b]. Tämän jälkeen luodaan testauksen kohteena 
olevan YhteystietoPalveluOhjain-luokan ilmentymä.  Tämän jälkeen käytetään Spock-
kehyksen sisäistä eristyskehystä, jolla luodaan ensin testijäljitelmä YhteystietoPalvelu-
luokasta. Tämän jälkeen testijäljitelmä tarkennetaan stub-olioksi. Tarkkaan ottaen tämä 
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tapahtuu  ”>>”-määrityksen  avulla,  jolla  testijäljitelmä  määrätään  palauttamaan  jokin 
arvo johonkin metodikutsuun liittyen [Kos13 s.167].  Edellä olevassa esimerkissä ”>>”-
komento  määrittää  yhteystietoPalvelu-testijäljitelmän  palauttamaan  yhteystiedot-listan 
aina jos kutsutaan etsiKaikki-metodia.
4.2.3 Integraatiotaso
Spring-kehyksen tarjoama tuki integraatiotestaukselle koostuu pääasiassa TestContext-
kehyksestä sekä ohjainten testaamista varten kehitetystä Spring MVC test -kehyksestä, 
joista ainoastaan jälkimmäinen käsitellään tässä aliluvussa tarkemmin. Korkealla tasolla 
Spring-kehyksen  virallinen  dokumentaatio  määrittää  neljä  päämäärää 
integraatiotestaukseen  liittyen  [Spr13e]:  applicationContextien  yhdenmukainen 
luominen  sekä  välimuistiin  tallentaminen,  transaktioiden  hallinta,  integraatiotestejä 
tukevien  luokkien  tarjoaminen  sekä  riippuvuuksien  injektoimisen  hyödyntäminen 
testausympäristön (test  fixture)  luonnissa.  Käytännössä  jo  aliluvussa  4.2.1.  esitellyn 
TextContext-kehyksen sisältämät palvelut toteuttavat kaikki nämä päämäärät.
Spring MVC test -kehys – tuki ohjainten integraatiotestaukselle
Spring  MVC  test  -kehys  tarjoaa  kattavan  ja  pitkälle  erikoistuneen  tuen  ohjainten 
testausta  varten.  Korkealla  tasolla  Spring  MVC test  -kehyksen  palvelut  jakaantuvat 
kahteen osaan: asiakaspään ja palvelinpään palveluihin [Spr13e]. 
Asiakaspään  palvelut  liittyvät  sovelluksiin,  jotka  käyttävät  Spring-kehyksen 
RestTemplate-luokan  palveluja.  RestTemplate-luokan  palveluiden  avulla  REST-
rajapinnan [Fie00]  (representational  state  transfer)  tarjoavien  sovellusten  käyttö 
helpottuu  [Spr13d].  REST  on  erityisesti  web-sovellusten  toteuttamiseen  tarkoitettu 
HTTP-protokollaan perustuva arkkitehtuurimalli  [Fie00].  Tarkempi Spring MVC test 
-kehyksen  asiakaspään  palveluiden  käsittely  rajataan  kuitenkin  tämän  tutkielman 
ulkopuolelle ja jatkossa käsitellään ainoastaan palvelinpään palveluita.
Palvelinpään palveluissa keskeistä on, että Spring MVC test -kehys lähestyy ohjainten 
testausta  integraatiotestauksena.  Tyypillisesti  yksikkötason  ohjaintesteissä  jää 
testaamatta  monia  asioita,  kuten  esimerkiksi  HTTP-pyyntöjen  ohjautuminen  niitä 
palveleville  metodeille  [Spr13e].  Integraatiotasolle  siirtymisen ansioista  yksikkötason 
testauksen  jättämiä  puutteita  voidaan  paikata.  Käytännössä  Spring  MVC  test 
-kehyksellä  luodut  testit  kohdistetaan  ohjaimiin  HTTP-pyyntöjen  perusteella.  Nämä 
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HTTP-pyynnöt  ohjautuvat  Spring-kehyksen  DispatcherServlet-luokalle,  joka  ohjaa 
pyynnöt  niitä  palveleville  ohjaimille  samalla  tavalla,  kuin  jos  HTTP-pyynnöt 
saapuisivat verkon yli selainten kautta. 
HTTP-pyyntöjen lisäksi Spring MVC test -kehys tarjoaa myös pitkälle  erikoistuneen 
joukon  palveluita  ohjainten  palauttamien  tulosten  tarkasteluun  väitteiden  muodossa 
[Spr13e].  Nämä  väitteet  jaetaan  kahteen  kategoriaan.  Ensimmäiseen  kategoriaan 
kuuluvien väitteiden avulla voidaan tarkastella HTTP-vastausten ominaisuuksia kuten 
statusta,  otsikkotietoja  ja  sisältöä.  Toiseen  kategoriaan  kuuluvien  väitteiden  avulla 
voidaan tarkastella Spring-kehykseen liittyviä ominaisuuksia. Näistä esimerkkeinä ovat 
muun muuassa mahdollisuus tarkastaa, mikä ohjaimen metodi vastasi HTTP-pyyntöön 
sekä  mallin  sisällön  tarkastus.  Lisäksi  on  mahdollista  tarkastaa  myös  Servletteihin 
liittyviä ominaisuuksia kuten session attribuutteja.
Spring MVC test -kehyksen käyttöönotto vaatii MockMvc-luokan ilmentymän luomisen 
testiluokassa  [Spr13e].  MockMvc-olio  on  ohjainten  integraatiotestauksen  keskeisin 
komponentti,  koska  sen  kautta  määritellään  HTTP-pyynnöt  ja  kohdistetaan  väitteet 
ohjainten palauttamiin tuloksiin liittyen. 
MockMvc-luokan  ilmentymän  luomiseksi  on  kaksi  vaihtoehtoa,  jotka  on  määritelty 
MockMvcBuilders-luokan metodeina. Ensimmäinen MockMvcBuilders-luokan metodi 
on ”webAppContextSetup”, jonka parametriksi täytyy antaa applicationContextin web-
sovelluksiin  erikoistettu  versio  eli  webApplicationContext.  Seuraavassa  on  JUnit-










public void setup() {
this.mockMvc = MockMvcBuilders.webAppContextSetup(this.wac).build();
} }
Toinen  vaihtoehto  MockMvc-olion  luomiseksi  ei  käytä  lainkaan  hyväkseen  Spring-
kehyksen  konfiguraatioita  ja  TestContext-kehystä  [Spr13e].  TestContext-kehyksen 
sijaan  toinen  vaihtoehto  käyttää  MockMvcBuilder-luokan  standAloneSetup-metodia, 
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jonka parametriksi annetaan testattavan ohjaimen toteuttava luokka. 
JUnit ja ohjainten integraatiotestaus 
Tässä osiossa esitellään Spring MVC test -kehyksen tarjoamaa integraatiotestaustukea 
yhdessä JUnit-kehyksen kanssa. Esittelyn tukena on koodiesimerkki, jonka yhteydessä 
käytetään eristyskehyksenä Mockito-kehystä. Esittelyn tukena käytetty koodiesimerkki 
pohjautuu ohjainten yksikkötestausta käsitelleen aliluvun esimerkkeihin. 
Tämän  osion  esimerkissä  Spring  MVC  test  -kehys  otetaan  käyttöön 
webApplicationContextin lataamista vaativalla tavalla. Yksikkötason koodiesimerkeissä 
applicationContextia  ei  ladattu,  mutta  seuraavassa  esimerkissä  sen  lataaminen  on 
sijoitettu  osaksi  abstraktin  yliluokan  toteutusta.  Abstraktiin  yliluokkaan  määritellään 






public class AbstraktiOhjainTesti {}
Abstrakti  luokka  määrittelee  neljä  annotaatiota.  Ensimmäisenä  on  listattu  JUnit-
kehyksen tarjoama RunWith-annotaatio ja sen parametrina SpringJUnit4ClassRunner-
luokka,  jotka  tuovat  TestContextin  testille  ja  määrittävät  testin  JUnit-testiksi.  Loput 
kolme annotaatiota liittyvät applicationContextin lataamiseen. Toiseksi ylin annotaatio 
määrittää,  että  ladattava  applicationContext  täytyy  ladata  testien  käyttöön 
webApplicationContextina.  Viimeinen  annotaation  määrittää,  että  ladattavasta 
webApplicationContextista pitää luoda testi-profiilin mukainen.
Seuraavana  esitetyn  ja  edellä  kuvatan  abstraktin  yliluokan  perivän  testin  keskeinen 
tavoite  on  testattavan  ohjaimen  palauttamien  yhteystietojen  oikeellisuuden 
tarkastaminen,  mikä  oli  tavoitteena  myös  yksikkötason  versiossa.  Seuraavassa 
esimerkissä  tarkastelu  tehdään  kuitenkin  huomattavasti  tarkemmin  ja  esimerkiksi 
yhteystietolistan  sisältökin  tarkastetaan.  Kaikki  koodiesimerkin  import-käskyt  on 
piilotettu:









public void setup() {
this.mockMvc = MockMvcBuilders.webAppContextSetup(this.wac).build();






















Edellä  olevassa esimerkissä ohjainten integraatiotestauksen mahdollistava MockMvc-
olio luodaan setup-metodin sisällä webApplicationContextin perusteella.  Käytännössä 
webApplicationContextin  määritykset  voisivat  sisältää  rajoittamattoman  määrän 
esimerkiksi  eri  ohjainten  määrityksiä.  Testin  läpimenon  kannalta  tärkeintä  on,  että 
ainakin  jokin  webApplicationContextin  ohjain  vastaa  testin  ”/yhteystiedot”-URL:iin 
kohdistamaan  GET-pyyntöön.  Lisäksi  webApplicationContextin  täytyy  sisältää 
YhteystietoPalvelu-luokan testijäljitelmän määritys, jotta se voidaan injektoida Spring-
kehyksen toimesta testattavaan ohjaimeen sekä edellä olevaan testiin [Spr13e]. Spring-
kehys  määrätään  injektoimaan  testijäljitelmä  yhteystietoPalvelu-muuttujaan 
annotoimalla  muuttuja  Autowired-annotaatiolla.  Injektoitu  testijäljitelmä  määrittyy 
lopulta stub-olioksi koodiesimerkin setup-metodissa, jossa sille määritetään paluuarvo 
tietyllä metodikutsulla samaan tapaan kuin yksikkötason testiesimerkissä. Testin sisällä 
tehdyt  määritykset  testijäljitelmään  vaikuttavat  myös  testattavan  luokan  käyttämään 
testijäljitelmään.  Seuraavassa  on  eräs  mahdollinen  applicationContextin  sisältämä 
YhteystietoPalvelu-luokan testijäljitelmän määritys:
<bean id=”yhteystietoPalvelu” class=”org.mockito.Mockito” factory-method=”mock”>
<constructor-arg value=”org.esimerkki.YhteystietoPalvelu”/>
</bean>
Edellä  oleva  YhteystietoPalvelu-luokan  testijäljitelmän  määritys  käyttää  Mockito-
kehystä  testijälijtelmän luontiin.  Yksikkötason ohjaintesteihin  liittyvissä  esimerkeissä 
81
Mockito-kehystä  käytettiin  testiluokkien  sisällä  ja  luotu  stub-olio  asetettiin 
manuaalisesti testiluokassa luotuun ohjaimeen. Spring MVC test -kehyksen mukaisessa 
integraatiotestauksessa  tämä  ei  ole  mahdollista,  koska  esimerkiksi  edellä  olevassa 
testikoodissa  testiluokka  ei  sisällä  mitään  viittauksia  testattavaan  ohjaimeen,  jolloin 
ohjainta ei voida käsitellä suoraan testiluokan kautta. 
Edellä  olevassa  testikoodissa  kaikki  yhteydet  ohjaimiin  otetaan  MockMvc-olion 
perfom-metodin kautta, jonka parametriksi  annetaan HTTP-pyyntö.  Spring MVC test 
-kehys  ohjaa  HTTP-pyynnön  DispatcherServlet-luokalle,  joka  pyrkii  ohjaamaan 
pyynnön eteenpäin sitä palvelevan ohjaimen käsiteltäväksi. 
Perform-metodin jälkeen testimetodi sisältää joukon andExpects-metodikutsuja, joiden 
avulla  tehdään  tarkastuksia  ohjaimen  palauttamaan  vastaukseen  liittyen.  Ensinnäkin 
tarkastetaan,  onko  HTTP-pyyntöön  vastattu  onnistuneesti  HTTP-protokollan  tasolla. 
Tämä tapahtuu antamalla andExpect-metodille parametriksi ”status().isOk()”-komento, 
joka tarkastaa onko HTTP-vastauksen status arvoltaan 200 eli ”OK”. 
Tämän jälkeen testimetodissa tarkastetaan ohjaimen palauttaman näkymän nimi. Sama 
asia  tarkastettiin  myös  yksikkötason  JUnit-esimerkissä.  Tämän  vain  sovelluksen 
sisäiseen  käyttöön  tarkoitetun  näkymän  nimen  tarkastamisen  lisäksi,  testissä 
tarkastetaan  myös  sisäisen  nimen  perusteella  haettava  URL,  joka  osoittaa  näkymän 
toteuttavaan tiedostoon. 
Loput  testin  andExpect-metodit  kohdistetaan  ohjaimen  palauttamaan  malliin  model-
metodin avulla.  Model-metodikutsun palauttamaan olioon liittyen kutsutaan attribute-
metodia,  jolle  annettavan  parametrin  avulla  mallin  tarkastelu  rajataan  vain  johonkin 
tiettyyn  mallin  sisältämään  olioon.  Tässä  tapauksessa  ollaan  kiinnostuneita 
kokoelmasta,  jonka  nimi  on  ”yhteystiedot”.  Ensin  tarkastetaan,  että  ”yhteystiedot”-
kokoelman koko on yksi alkio. Tämän jälkeen tarkastetaan, että kokoelma sisältää olion, 
jonka etuNimi-muuttuja on arvoltaan ”Arvo”, sukunimi-muuttuja on arvoltaan ”Pohja” 
ja id-muuttuja on arvoltaan 11. 
Spock ja ohjainten integraatiospeksaus 
Tässä  osiossa  esitellään  Spock-versio  edellisen  osion  Spring  MVC  test  -kehyksen 
integraatiotestaustukea  JUnit-kehyksen  yhteydessä  esitelleestä  koodiesimerkistä. 
Tässäkin versiossa koodiesimerkin eristyskehyksenä käytetään  Mockito-kehystä. 
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Edellisessä  osiossa  esitellyn  abstraktin  testiluokan  Spock-versiota  varten  tarvitaan 
ensinnäkin jokin tapa TestContext-kehyksen integroimiseen Spock-kehyksen käyttöön. 
Spock-kehyksen dokumentaation mukaan TestContext saadaan testien käyttöön ainakin 
Spock-kehyksen sisältämän oman integraatiolaajennoksen kautta [Spo13c]. Seuraavassa 




class AbstraktiOhjainSpeksi extends Specification {}
Spock-kehyksen  dokumentaation  mukaan  Spock-kehyksen  Spring-
integraatiolaajennoksen  pitäisi  aktivoitua  ContextConfiguration-annotaatiota 
käyttämällä [Spo13c]. Annotaatio on sama, mitä on käytetty JUnit-testien yhteydessä 
edellä.  Lisäksi  integraatio  vaatii  ”spock-spring.jar”-pakkauksen  lisäämisen 
ajonaikaiseen luokkapolkuun (runtime class path). Lisäksi abstraktissa luokassa peritään 
Spock-kehyksen  Specification-luokka,  koska  kaikkien  Spock-speksiluokkien  täytyy 
periä se. Import-käskyjen listaus on edellisessä esimerkissä typistetyssä muodossa.
Seuraavassa on annetttu Spock-versio ohjainten integraatiotestauksesta yhdessä Spring 
MVC test -kehyksen kanssa:











def ”palauttaa kaikki yhteystiedot”() {
given: ”järjestelmään on tallennettu yhteystieto(ja)”





when: ”ohjaimelta pyydetään listaus kaikista yhteystiedoista”
def resultActions = mockMvc.perform(get(”/yhteystiedot”));














Edellä  oleva  esimerkki  on speksin kattavuuden suhteen  suora  kopio JUnit-versiosta. 
Muiden ominaisuuksien osalta merkittävimmät erot JUnit- ja Spock-versioiden välillä 
ovat  käytännössä  samat,  mitkä  tulivat  esiin  tämän  luvun yksikkötason esimerkeissä. 
Yksikkötason Spock-versioon verrattuna edellä olevassa integraatiotason esimerkissä on 
se rajoitus,  että  siinä on jouduttu käyttämään  Mockito-kehystä  eikä  Spock-kehyksen 
sisäistä eristyskehystä  päästy käyttämään.  Tämä johtuu siitä,  että YhteystietoPalvelu-
luokan  testijäljitelmä  luodaan  integraatiotason  Spock-versiossakin 
webApplicationContextin  määrityksissä  Mockito-kehyksen  avulla  ja  injektoidaan 
Spock-speksiin.  Spock-kehyksen  sisäisen  eristyskehyksen  käytön  mahdollisuuksien 
tutkiminen  webApplicationContextin  määrityksissä  rajataan  tämän  tutkielman 
ulkopuolelle.
Tarkka lukija huomaa, että edellä esitelty speksi ei toimi, koska then-lohko ei palauta 
Spock-kehyksen odottamaa totuusarvoa. Ongelman ratkaisua hankaloitaa se, että Spring 
MVC test  -kehyksen  tarjoamat  väitteet  eivät  palauta  totuusarvoja.  Tarkemmin  tähän 
ongelmaan sekä muiden tässä luvussa esitelyjen koodiesimerkkien arviointiin palataan 
kootusti tämän luvun viimeisessä  aliluvussa 4.4.
4.3 Rails ja testaus
Spring-kehyksen tapaan myös Rails tarjoaa laajan ja monipuolisen joukon testaukseen 
liittyviä  palveluita.  Testauksen  tukeminen  on  ollut  osa  Rails-kehystä  aivan  Rails-
kehyksen ensimmäisestä versiosta lähtien [Rai13a]. Tämä näkyy erittäin pitkälle vietynä 
testauksen tukena, mikä on kehittäjän tukena pienissäkin yksityiskohdissa. 
Rails  jakaa  testauksen  kolmeen  eri  tyyppiin:  yksikkö-,  toiminnallisuus-  ja 
integraatiotestaukseen [Rai13a]. Rails on määritellyt näiden termien merkityksen täysin 
uniikilla tavallaan, eivätkä määritykset vastaa tässä tutkielmassa esiteltyjä ja testauksen 
perusteoriaan  pohjautuvia  määritelmiä.  Rails-kehyksen  yksikkötestaus  tarkoittaa 
ainoastaan  mallien  yksikkötestausta,   toiminnallisuustestaus  vastaa  yhden  ohjaimen 
testausta  ja  integraatiotestaus  vastaa  useamman  ohjaimen  yhteistoiminnan  testausta 
[Rai13a]. 
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Rails-kehyksen  toiminnallisuustestaustuki  eli  tuki  ohjainten  testaamiseen  muistuttaa 
Spring  MVC  test  -kehyksen  tapaa  testata  ohjaimia  integraatiotasolla.  Molempien 
yhteydessä  esimerkiksi  testattavia  ohjaimia  kutsutaan  HTTP-pyyntöjen  kautta 
[Rai13a,Spr13e].  Toisaalta  yksi  keskeinen ero Spring MVC test  -kehyksen ja  Rails-
kehyksen  ohjaintestaustuen  välillä  on  se,  että  Rails-kehyksen  yhteydessä 
toiminnallisuustestaustuki  ei  testaa  URL:ien  reitittymistä  (routes)  ohjaimille  [Rap11 
s.33].  Reitittymisen  testaaminen  on  Rails-kehyksessä  täysin  oma  testauksen  lajinsa 
[Rai13a], mikä rajataan tämän tutkielman ulkopuolelle.
Rails-kehykseen liittyvissä lähteissä ohjainten testaamista ei käsitellä mitenkään muuten 
kuin integraatiotasolla. Tästä syystä seuraavat aliluvut eivät sisällä lainkaan pelkästään 
yksikkötasolle  keskittyvää  ohjaintestauksen  käsittelyä  ja  kaikki  koodiesimerkit 
esitellään  integraatiotasolla.  Koodiesimerkit  annetaan  yhdessä  sekä  Rails-kehyksen 
sisäisen yksikkötestaukehyksen että RSpec-kehyksen kanssa. Ennen koodiesimerkkejä 
Rails-kehyksen testaustukea esitellään ensin korkeammalla tasolla.
4.3.1 Rails-kehyksen testaustuki ja testausympäristö
Rails-kehyksen  testaustuki  on  vahvasti  mukana  Rails-sovellusten  kehityksen 
aloitushetkestä  lähtien.  Jokaisen  uuden  Rails-projektin  luonnin  yhteydessä  Rails  luo 
sovellukselle  automaattisesti  kolme  ympäristöä,  joista  yksi  on  omistettu  testaukselle 
[RTH11  s.36,  Rai13a].  Loput  kaksi  ympäristöä  ovat  kehitys-  ja  tuotantoympäristöt 
[Rai13a]. Eri ympäristöt näkyvät esimerkiksi Rails-kehyksen automaattisesti luomassa 
tietokantakonfiguraatio-tiedostossa, joka sisältää tietokantakonfiguroinnin jokaiselle eri 
ympäristölle erikseen.                                                                    
Tietokantakonfiguraatio-tiedosto  on  vain  yksi  monista  tiedostoista  Rails-kehyksen 
automaattisesti luoman hakemistorakenteen sisällä [RTH11 s.36]. Hakemistorakenteen 
merkitys  Rails-sovelluksille  on  erittäin  suuri.  Rails-sovellusten  toiminta  perustuu 
pitkälti sopimukset ennen konfiguraatiota -periaatteelle ja standardi hakemistorakenne 
on  yksi  tekijä,  jonka  varaan  tämän  periaatteen  toiminta  nojaa.  Testauksen  kannalta 
keskeisimpiä hakemistoja on test-hakemisto, joka sisältää erilliset hakemistot kaikille 
kolmelle  Rails-testauksen tyypille  eli  yksikkö-,  toiminnallisuus- ja integraatiotesteille 
sekä testidatalle.  Käytännössä  näiden  hakemistojen  sisälle  luodaan  testiluokat  sekä 
testidatan  muodostavat  tiedostot.  Tarkempi  hakemistorakenteen  esittely  rajataan 
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kuitenkin tämän tutkielman ulkopuolelle. 
Testausta ja muuta kehitystä tukevan ympäristön lisäksi Rails luo automaattisesti myös 
testiluokkia  [Rai13a].  Rakennustelineistäminen  luo  automaattisesti  yksikkö-  ja 
toimminnallisuustestien  tynkätoteutukset eli  luurangot test-hakemiston sisään oikeisiin 
alihakemistoihin.  Standardin hakemistorakenteen luomisen lisäksi Rails  myös nimeää 
hakemistoihin  luomansa  testit  tietyn  standardin  mukaisesti.  Standardiin 
nimeämiskäytäntöön  perustuen  testit  voidaan  ajaa  automaattisesti  haluttuja  kohteita 
vasten ilman, että testikoodissa täytyy eksplisiittisesti määrittää mitä luokkaa testataan 
esimerkiksi  luomalla  testattavan  luokan  ilmentymä.  Rails-kehyksen  yksikkö-  ja 
toiminnallisuustestit kohdistuvat aina yhteen luokkaan.  Poikkeuksen mudostavat Rails-
integraatiotestit, joita Rails ei luo automaattisesti ja jotka kohdistuvat useampaan kuin 
yhteen luokkaan. 
Rails-sovellusten  testit  perivät  testityypistä  riippuen  tietyn  Rails-kehyksen  tarjoaman 
luokan.  Yksikkö-  ja  toiminnallisuustestit  perivät  ActiveSupport::TestCase-luokan 
[RTH11  s.113],  ja  integraatiotestit  perivät  ActionDispatch::IntegrationTest-luokan 
[Rai13a].  Molemmat  edellä  mainituista  luokista  taas  perivät  Ruby-kielen  sisäisen 
yksikkötestauskehyksen  eli  Test::Unit-kehyksen  [Rai13b,  RTH11  s.95].  Ulkoisia 
yksikkötason testauskehyksiä ei siis välttämättä tarvita Rails-kehityksessä.
Ennen  jokaisen  testin  ajoa  Rails  lataa  koko  testausympäristön  automaattisesti  testin 
käyttöön.  Testausympäristön  lataaminen  sisältää  koko  testattavan  Rails-sovelluksen 
lataamisen testin käyttöön [Rap11 s.25]. Tällöin testin kirjoittajan ei esimerkiksi tarvitse 
huolehtia  testattavan  luokan  riippuvuuksien  luonnista,  koska  Rails  luo  ne  kaikki 
automaattisesti  jos  ne  on  toteutettu.  Toisaalta  Rails-kehyksen  luomat  riippuvuudet 
voidaan tilanteen mukaan myös korvata testijäljitelmillä [Fow12 s.158]. 
Testausympäristön  lataamisen  lisäksi  myös  testidata  populoidaan  tietokantaan  ennen 
jokaisen testin ajoa. Lisäksi Rails  tarjoaa kaikille  testeille myös laajan joukon muita 
palveluita.  Kaikki  testit  esimerkiksi  ajetaan  automaattisesti  transaktioiden  sisällä  ja 
oletusarvoisesti jokaisen ajetun testin tekemille tietokantamuutoksille tehdään peruutus 
testin  ajamisen päätteeksi  [Rap11 s.85].  Näin jokainen testi  voidaan ajaa itsenäisesti 
ilman että, muiden testien ajo vaikuttaa niihin mitenkään. 
Yksi  tapa  Rails-sovellusten  testidatan  kirjoittamiseen  on  YAML-muoto  (YAML ain't 
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markup language) [YAM13]. YAML-muotoa pidetään usein käyttäjäystävällisempänä 
vaihtoehtona  XML-pohjaisiin  tiedonkuvaamismuotoihin  verrattuna  [Rap11  s.82]. 
Nimensä  mukaisesti  YAML-muotoisissa  dokumenteissa  rakenteen  merkkaukseen  ei 
käytetä tageja (tag) kuten esimerkiksi HTML- ja XML-dokumenteissa tehdään. Tagien 
käytön  sijaan  rakenne  määräytyy  muutamien  yksinkertaisten  käytäntöjen  kuten 
sisennysten  ja rivinvälien  käytön perusteella  [Rai13a].  Tarkempi  käytäntöjen esittely 
rajataan  kuitenkin  tämän tutkielman ulkopuolelle.  Luettavuuden lisäksi  toinen Rails-
testidataan  liittyvä  merkittävä  ominaisuus  on  se,  että  testidataa  voidaan  luoda 
dynaamisesti.  Dynaaminen testidatan  luonti  on mahdollista  Ruby-koodin avulla,  jota 










Edellä  oleva  YAML-muotoinen  esimerkki  sisältää  käytännössä  kaksi  riviä (record) 
yhteystieto-tauluun  liittyen  [Rai13a].  Rails  populoi  nämä  tiedot  automaattisesti 
testitietokantaan ennen testin ajoa. Lisäksi Rails lataa tiedot myös muistiin testiluokkien 
saavutettaviksi.  YAML-muotoista testidataa sisältävät tiedostot täytyy oletusarvoisesti 
säilyttää  Rails-kehyksen  automaattisesti  luoman  test-hakemiston  fixtures-
alihakemistossa. Lisäksi YAML-tiedoston nimen täytyy vastata siihen liittyvän mallin 
nimeä  [Rap11  s.38-39].  Näiden  käytäntöjen  pohjalta  Rails  osaa  yhdistää  testidatan 
automaattisesti  oikeaan  malliin  sekä  tietokantatauluun.  Tarkkaan  ottaen  YAML-
tiedoston nimen pitäisi olla mallin nimi monikossa. Ainakin tämän tutkielman puitteissa 
suoritettu rakennustelineistämiskokeilu loi automaattisesti YAML-tiedoston, jonka nimi 
oli mallin nimi monikossa. Rakennustelinäistemiskokeilu tehtiin Rails-versiolla 3.2.12. 
Edellä  oleva YAML-esimerkki  ei  sisällä  lainkaan Ruby-koodia.  Ruby-koodin käytön 
esittely YAML-tiedostoissa rajataan tämän tutkielman ulkopuolelle.
YAML-tiedostojen  sijaan  Rails-sovelluksissa  testidatan  luonnissa  käytetään  usein 
tietotehtaita (data factory), joita pidetään usein kehittyneempänä vaihtoehtona YAML-
muodolle [Rap11 s.86-87]. Tietotehtaiden tarkempi käsittely rajataan kuitenkin tämän 
tutkielman ulkopuolelle.
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4.3.2 Toiminnallisuustestit – ohjainten integraatiotestausta
Rails-kehyksen  omassa  terminologiassa  ohjainten  testaamista  kutsutaan 
toiminallisuustestaamiseksi.  Yksi  toiminnallisuustesti  kohdistuu  aina  tasan  yhteen 
ohjaimeen.  Toiminnallisuustestauksen  tuki  on  tässä  tutkielmassa  tulkittu  sijoittuvan 
integraatiotasolle, joten yksikkötasoon keskittyviä alilukuja ei Rails-kehykseen liittyen 
tässä  tutkielmassa  esitetä.  Rails-kehyksen  toiminnallisuustestien  yhteydessä  voidaan 
ohjainten  lisäksi  testata  myös  näkymää  [Rap11 s.128].  Samaan  tapaan  kuin  Spring-
kehykseen  liittyvien  koodiesimerkkien  kohdalla,  myös  tämän  aliluvun 
koodiesimerkeissä testataan kaikki yhteystiedot palauttavan ohjaimen toimintaa.
Rails-yksikkötestauskehys ja ohjainten integraatiotestaus
Tässä  osiossa  esitellään  Rails-kehyksen  toiminnallisuustestaustukea  yhdessä  Rails-
kehyksen  sisäisen  yksikkötestauskehyksen  kanssa,  joka  laajentaa  entisestään  Ruby-
kielen sisäistä Test::Unit-kehystä [Fow12 s.137]. Esittelyn tukena on koodiesimerkki, 
jonka yhteydessä käytetään eristyskehyksenä Mocha-kehystä.
Testin luominen aloitetaan yhteystietoja sisältävän testidatan kirjoittamisella testiluokan 
ulkopuolelle  erilliseen  tiedostoon.  Tiedoston  sisältö  vastaa  edellä  aliluvussa  4.3.1 
annettua YAML-muotoista esimerkkiä. Seuraavassa koodiesimerkissä YAML-tiedoston 
oletetaan olevan jo valmiina ja siihen viitataan nimellä ”yhteystiedot”:














Kaikkien Rails-kehyksen toiminnallisuustestien täytyy periä ActiveSupport::TestCase-
luokka,  eikä  edellä  oleva  esimerkki  tee  tähän  poikkeusta.  Testiluokan  nimi  on 
YhteystietoOhjainTest ja se testaa YhteystietoOhjain-luokkaa. Testiluokan sisällä ei ole 
mitään  viittausta  testattavaan  YhteystietoOhjain-luokkaan,  koska  Rails-kehys  yrittää 
kohdistaa  testiajon  automaattisesti  oikeaan  ohjaimeen  luokkien  nimien  ja  sijaintien 
perusteella. 
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Edellä olevan testiluokan sisällön ensimmäisen osan muodostaa  setup-metodi. Setup-
metodi  on  Rails-kehyksen  sisäisen  yksikkötestauskehyksen  erikoismetodi  ja  sitä 
kutsutaan automaattisesti ennen jokaisen testin ajoa [Rap11 s.30]. Ensimmäiseksi setup-
metodissa  haetaan  YAML-tiedostojen  määrittämä  testidata.  Rails  lataa  testidatan 
automaattisesti  muistiin  ja  siihen  voidaan  viitata  jokaisesta  testiluokasta  YAML-
tiedoston nimen perusteella  [Rai13a].  Edellä  olevassa  esimerkissä  haetaan  siis  kaksi 
Yhteystieto-oliota paikallisiin muuttujiin (local variable) arvo ja antti.  Tämän jälkeen 
setup-metodissa luodaan vielä edellä mainitut muuttujat sisältävä standardi Ruby-kielen 
taulukko-tietorakenne (array) [RTH11 s.57].
Lopuksi  setup-metodissa  vielä  korvataan  YhteystietoOhjain-luokan  riippuvuudet 
testijäljitelmillä.  Riippuvuuden  korvaamisessa  käytetään  ulkoista  Mocha-kehystä. 
Mocha-kehyksen asentamisen jälkeen jokainen Rails-sovelluksen olio saa käyttöönsä 
uusia metodeita testijäljitelmien luomista varten [Fow12 s.159]. Yksi Mocha-kehyksen 
kaikille  olioille  lisäämistä metodeista on stubs-metodi,  jota käytetään edellä olevassa 
setup-metodissa  stub-olion  luomiseen  YhteystietoPalvelu-luokan  pohjalta.  Stubs-
metodin  parametriksi  annetaan  se  YhteystietoPalvelun  metodin  nimi,  joka  halutaan 
korvata.  Edellisen  esimerkin  tapauksessa  korvattava  metodi  on  etsiKaikki  ja  se 
määrätään  palauttamaan  jokaisella  kutsulla  edellä  esitelty  yhteystietojen  taulukko 
[Fow12  s.158].  Kehittäjän  ei  tarvitse  eksplisiittisesti  asettaa  luotua  stub-oliota 
testattavaan  luokaan,  koska  Rails-ympäristössä  stub-olion  määritykset  saadaan  tässä 
tapauksessa testattavien luokkien käyttöön automaattisesti. 
Testin läpimenon kannalta edellä kuvattu stub-olion luonti ei ole välttämättä  pakollista. 
Tämä  johtuu  siitä,  että  Rails  luo  koko  sovelluksen  testien  käyttöön.  Jos  mitään 
riippuvuuksia ei korvattaisi, hakisi testattava luokka yhteystiedot aina tietokannasta asti. 
Tämä  vaatii  tietysti  sitä,  että  kaikki  testattavan  luokan  riippuvuudet  ohjaintasolta 
tietokantarajapintaan on jo toteutettu ja testitietokannan konfigurointi on kunnossa.
Setup-metodin  jälkeen  testiluokassa  on  määritelty  testimetodi.  Testimetodin  sisällä 
suoritetaan  ensin  parametriton  GET-tyyppinen  HTTP-pyyntö  [Rai13a].  Pyynnön 
suorituksen  jälkeen  pyynnön  onnistuminen  tarkastetaan  HTTP-protokollan 
näkökulmasta.  Toisin sanoen ”assert_response :success”-väite  tarkastaa  oliko HTTP-
vastauksen statuskoodi arvoltaan 200 eli ”OK”. Seuraava väite tarkastaa, että pyyntö on 
renderöity  oikean  näkymämuotin  (template)  pohjalta.  Kolmas  ja  viimeinen  väite 
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tarkastaa,  että  ohjaimen  luoma  ja  näkymälle  renderöitäväksi  välittämä  malli  sisältää 
odotetun  määrän  yhteystietoja,  mikä  edellä  olevan  esimerkin  tapauksessa  on  kaksi. 
Mallin  tietoihin  päästään  käsiksi  assigns-tietorakenteen  avulla,  minkä  Rails  tuo 
jokaiselle testille testattavan ohjaimen suorituksen päätyttyä. 
Edellä  oleva  testi  on  aavistuksen  riisutumpi  versio  Spring  MVC  test  -kehyksen 
yhteydessä  esitellyistä  ohjainten  integraatiotesteistä.  Tärkein  ero  on  se,  että  mallin 
tietojen  yksityiskohtaisempi  tarkastelu  on  jätetty  pois  edellisestä  esimerkistä,  ja 
ainoastaan yhteystietojen listan koko tarkastetaan. 
Mallin  suoran  käsitettelyn  lisäksi  Rails-kehyksen  toiminnallisuustesteissä  mallin 
sisältöä voidaan helposti tarkastella myös näkymän kautta [Rai13a]. Rails-kehyksessä 
nimittäin  ohjain  palauttaa  oletusarvoisesti  HTML-muotoisen  näkymän,  mihin  myös 
mallin sisältö on populoitu jos HTTP-pyyntö on suoritettu ilman virheitä. Lisäksi Rails 
tarjoaa  työkalut  HTML-sisällön  tarkasteluun.  HTML-sisältöä  voidaan  tutkia  Rails-
kehyksen  tarjoaman  assert_select-väitteen  avulla  [Rai13a,  Rap11  s.141].  Yhtenä 
parametrina väite ottaa vastaan CSS-valitsijoita, joiden avulla HTML-sisällön tarkastelu 
voidaan  kohdistaa  vain  tiettyihin  rakenteisiin.  Tämän  jälkeen  voidaan  tarkastella 
esimerkiksi  CSS-valitsijoiden  löytämien  elementtien  määrää  tai  elementtien  sisältöä. 
Seuraavassa edellisen koodiesimerkin testimetodia on laajennettu muutamilla näkymään 
kohdistuvilla väitteillä:








Edellä olevassa esimerkissä näkymän suhteen odotetaan,  että HTML-näkymä sisältää 
yhteystietojen  nimet  listana  eli  li-tagien  sisällä  [Rai13b].  Edellä  olevat  assert-select-
väitteet  toteutuvat  jos  yhdenkin  HTML-näkymän  li-tagin  sisällä  oleva  merkkijono 
vastaa toisena assert_select-väitteen parametrina annettua merkkijonoa.
RSpec ja ohjainten integraatiospeksaus
Tässä osiossa edellisen osion ohjaintestistä  annetaan  RSpec-versiot  eli  ohjainspeksit. 

























Edellä  oleva  RSpec-speksi  ei  eroa  juuri  lainkaan  edellisen  osion  testistä.  RSpec-
kehyksen sisäisen eristyskehyksen käyttö tuo pienen eron stub-olion luontiin [Rub13a]. 
Stub-olio luodaan nyt stubs-metodin sijaan stub-metodilla, mutta parametriksi annetaan 
edelleen  metodin  nimi,  jonka  toiminnallisuus  halutaan  korvata.  Metodin  testissä 
käytettävä  toiminnallisuus  määritellään  RSpec-kehyksen  sisäisen  eristyskehyksen 
and_return-metodilla,  jolle  annetaan  parametriksi  yhteystiedot,  jotka  stub-olion  tulee 
palauttaa  aina  kun olion etsiKaikki-metodia  kutsutaan.  Speksit  on tällä  kertaa  jaettu 
kolmeen  metodiin,  joista  jokainen  speksaa  tasan  yhden  asian.  Kokonaisuudessaan 
kolmen  speksin  sisältö  on  täysin  sama  kuin  edellisen  osion  yhdessä  testimetodissa. 
Ainoastaan  väitteiden  kohdalla  terminologia  on  hieman  muuttunut.  Edellä  viitataan 
suoraan  ohjaimen  palauttamaan  HTTP-vastaukseen  ja  sovelletaan  siihen  RSpec-
kehyksen kaikkiin olioihin lisäämää väitteiden luettavuuden parantamiseksi tarkoitettua 
should-metodia [Che10 s.171]. 
4.4 Spring- ja Rails-kehysten testaustukien vertailu ja analyysi
Tässä  luvussa  esiteltiin  Spring-  ja  Rails-kehysten  tarjoamaa  testaustukea  yhdessä 
ulkoisten yksikkötestaus- ja testijäljitelmä-kehysten kanssa. Työkaluja sovellettiin web-
sovellusten ohjaintoteutuksiin liittyen. Lisäksi kaikista koodiesimerkeistä luotiin versiot 
sekä TDD- että BDD-kehyksillä. 
Tämän  luvun  edellisten  alilukujen  perusteella  näyttää  siltä,  että  aliluvussa  4.1 
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määritellyn  rajauksen  sisällä  Rails-  ja  Spring-kehysten  testaustuet  tarjoavat 
pääsääntöisesti  korkealla  tasolla  samat  palvelut.  Tarkempi  palveluiden  tarkastelu 
kuitenkin  osoittaa,  että  esimerkiksi   palveluiden  käyttöönotossa  on  kehysten  välillä 
eroja.  Näyttää  siltä,  että  Rails-kehyksen  testaustuki  saadaan  monissa  tilanteissa 
helpommin testien käyttöön ja testaaminen on suoraviivaisempaa. Tämä perustuu usein 
pitkälti  Rails-kehyksen  voimakkaammalle  sopimukset  ennen  konfiguraatiota 
-periaatteen noudattamiselle.
Ensinnäkin  ohjainten  integraatiotestien  vaatiman  testausympäristön  pystyttäminen 
näyttää  olevan  vaivattomampaa  Rails-ympäristön  kohdalla.  Tarkemmin  sanoen 
kehittäjän ei  välttämättä tarvitse tehdä mitään testausympäristön pystyttämisen eteen, 
sen jälkeen kun testitietokanta on asennettu ja sen konfigurointi on kunnossa. Riittää, 
että  kehittäjä  kirjoittaa  ja  ajaa  testin,  ja  Rails-luo  testin  ajon  vaatiman  ympäristön 
automaattisesti.  Oletusarvoisesti Rails lataa jo valmiina olevan sovelluksen kokonaan 
testien  käyttöön,  miksi  testausympäristöä  ei  erikseen  tarvitse  määritellä.  Spring-
kehyksessä sen sijaan ohjainten integraatiotestien tarvitsema ympäristö on määriteltävä 
itse  applicationContextin  muodossa.  Lisäksi  applicationContextin  sisältöä  voidaan 
joutua  rajaamaan  profiileilla.  Tyypillisesti  esimerkki  profiilien  käytöstä  on  se,  että 
valitaan eri tietokantakonfiguraatiovaihtoehdoista testausta varten räätälöity vaihtoehto. 
Rails-kehyksessä sen sijaan testit ajetaan aina automaattisesti testitietokantaan liittyen, 
ilman että asiaa tarvitsee testien yhteydessä määritellä erikseen.
Toinen  Rails-kehyksen  etu  Spring-kehyksen  testaustukeen  nähden  on  tuki  YAML-
muotoiselle  testidatalle  sekä  testidatatehtaat,  joista  jälkimmäisten  tarkempi  käsittely 
rajattiin  kuitenkin  tämän  tutkielman  ulkopuolelle.  Spring-kehyksessäkin  testidatan 
luonti  voidaan ulkoistaa koodista esimerkiksi  applicationContextiin tai  lukemalla sitä 
esimerkiksi Excel-taulukoista [HoH12 s.726]. Spring-kehys ei kuitenkaan sisällä tukea 
dynaamiselle  testidatan  muodostamiselle,  mikä  taas  on   YAML-muodon  keskeisiä 
ominaisuuksia.
Kolmas  Rails-kehyksen  etu  on  se,  että  testidatan  lataaminen  testien  käyttöön  sujuu 
helpommin. Jokaisen testin ajon yhteydessä Rails oletusarvoisesti poistaa ensin kaiken 
vanhan testidatan tietokannasta,  lataa tuoreen testidatan kantaan sekä lisää testidatan 
muuttujaan,  jonka  kautta  testit  voivat  käsitellä  testidataa  myös  suoraan  ilman 
tietokantakyselyitä  [Rai13a].  Spring-kehyksen  yhteydessä  käyttäjä  joutuu  sen  sijaan 
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jälleen  kerran  itse  konfiguroimaan  vastaavaan  toiminnallisuuden.  Jälleen  kerran  ero 
selittyy  sopimukset  ennen  konfiguraatiota  -periaatteella,  jota  Rails  noudattaa 
voimakkaammin  tarjoamalla  enemmän  valmiita  ratkaisuja  todennäköisesti  useimmin 
toistuviin tilanteisiin.
Ohjainten  integraatiotestaukseen  liittyen  Spring-  ja  Rails-kehysten  yksi  keskeisimpiä 
eroja  liittyy  testien  laajuuteen.  Spring  MVC  test  -kehyksellä  luodut  testit  testaavat 
sovelusta  laajemmin  kuin  Rails-kehyksen  toiminnallisuustestit.  Spring  MVC  test 
-kehyksessä  HTTP-pyynnöt  ohjautuvat  oikeille  ohjaimille  DispatcherServlet-olion 
kautta  samaan  tapaan  jos  HTTP-pyyntö  tulisi  selaimen  kautta.  Rails-kehyksen 
toiminnallisuustestaustuki  sen sijaan  ei  testaa  HTTP-pyyntöjen  URL:ien  reitittymistä 
oikeille ohjaimille.
Näyttää  myös  siltä,  että  Rails-kehyksen  tarjoama  testaustuki  on  ollut  aina  askeleen 
Spring-kehyksen tarjoamaa testaustukea edellä.  Yksi selitys  tälle voi löytyä  kehysten 
historiasta.  Rails  on muutaman vuoden Spring-kehystä  nuorempi,  joten se on voinut 
oppia  Spring-kehyksen  virheistä.  Lisäksi  Spring-kehyksen  ensimmäisten  versioiden 
aikaan  2000-luvun  alussa  testaamisen  automatisointi  ei  ollut  vielä  lähelläkään 
ohjelmistokehityksen  valtavirtaa  [Kos13  s.3].  2000-luvun  kuluessa  automaattinen 
testaus  alettiin  kuitenkin  nähdä  yhä  laajemmin  täysivaltaisena  osana  ammattimaista 
ohjelmistokehitystä  [Kos13  s.4],  mikä  saattoi  vaikuttaa  myös  Rails-kehykseen. 
Toisaalta  myös  Rails-kehyksen  on sanottu  yksinään  vaikuttaneen  testauksen aseman 
vahvistumiseen  [Che10  s.283].  Lisäksi  Rails  pohjatuu  Ruby-kieleen,  mihin 
yksikkötestauskehys  on  integroitu  sisään.  Tämä  on  vahva  indikaattori  testauksen 
korkeasta  arvostuksesta  Ruby-  ja  sitä  kautta  Rails-ympäristöissä. 
Yksikkötestauskehyksen  integroiminen  ohjelmointkieleen  antaa  signaalin,  minkä 
mukaan  sovelluksen  testausta  pidetään  yhtä  tärkeänä  kuin  sovelluksen  koodin 
kirjoittamista.  
Toisaalta vaikka Java-kieli ei sisällä yksikkötestauskehystä, niin Spring-kehyksen sisään 
sellainen  on  kuitenkin  lisätty.  Spring  on  usein  myös  saavuttanut  Rails-kehyksen 
kehittyneempiä  piirteitä  kiinni  melko  nopeasti.  Rails-kehyksen  ensimmäinen  versio 
julkistettiin  vuonna  2004  ja  sen  läpimurto  suosituimpien  web-sovelluskehyksien 
joukkoon tapahtui lokakuussa 2007 Apple-yhtiön avustuksella [Rub13b, Rub11], mutta 
jo  marraskuussa  2007  Spring-kehyksestä  julkaistiin  version  2.5,  mikä  sisälsi  muun 
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muassa  tuen  täysin  annotaatiovetoiselle  riippuvuuksien  injektoinnille  [Spr07].  Tämä 
vähensi  merkittävästi  konfiguraation  tarvetta  Spring-sovelluksissa,  mikä  oli  samalla 
merkittävä  askel  lähemmäs  Rails-kehyksen  erittäin  vahvaa  sopimukset  ennen 
konfiguraatiota  -periaatteen  noudattamista.  Toisaalta  esimerkiksi  Spring  MVC  test 
-kehyksen tarjoama ohjainten integraatiotestaustuki tuli Spring-kehykseen vasta vuosia 
Rails-kehyksen  toiminnallisuustestaustukea  myöhemmin.  Toisaalta  Spring  MVC test 
-kehys  tarjoaa  Rails-kehyksen  toiminnallisuustestejä  laajemman  työkalujoukon. 
Toisaalta  taas  Rails-kehyksen  muilla  palveluilla  toiminnallisuustestaustukea  voidaan 
täydentää,  mikä kaventaa eroja Spring MVC test  -kehykseen verrattuna.  Esimerkiksi 
Rails-sovellusten ohjaintesteissä mallin tiedot tarkastettiin näkymien kautta ilman, että 
mallia käsiteltiin suoraan.
Osittain  Rails-kehyksen  testaustuen  helppokäyttöisyys  Spring-kehyksen  vastaavaan 
verrattuna  voi  selittyä  myös  sillä,  että  Rails  on  pelkästään  web-sovellusten 
kehittämiseen räätälöity kehys, kun taas Spring-kehys on yleiskäyttöinen. Tämän luvun 
Spring-sovellusten  integraatiotason  ohjaintestiesimerkeissä  jouduttiin  esimerkiksi 
erikseen  aina  määrittelmään  ladataanko  testien  käyttöön  applicationContext  vai 
paremmin  web-sovellusten  yhteyteen  sopiva  webApplicationContext.  Rails-kehyksen 
yhteydessä tälläistä valintaa ei tietenkään koskaan jouduta tekemään.
Edellä  esitetty  Spring-  ja  Rails-kehysten  vertailu  pyrki  esittelemään  ainostaan 
tutkielman  rajauksen  sisällä  tehtyjä  keskeisimpiä  kehyksiin  liittyviä  havaintoja. 
Kattavuudeltaan  täydellisesti  tehtynä  vertailusta  tulisi  tämänkin  rajauksen  piirissä 
erittäin  laaja,  miksi  täydellinen  vertailu  on  rajattu  tutkielman  ulkopuolelle.  Tässä 
tutkielmassa ei yritetä antaa lopullista vastaus siihen, kumpi kehyksistä on testauksen 
kannalta ”parempi”.
4.4.1 Testaustukien yhteensopivuus yksikkötason työkalujen kanssa
Tässä  aliluvussa  analysoidaan  tässä  luvussa  annettujen  ohjaintestiesimerkkien 
yhteydessä  käytettyjen  yksikkötason  työkalujen  yhteensopivuutta  Spring-  ja  Rails-
kehysten  testaustuen kanssa.  Jos  eristyskehyksiä  ei  oteta  mukaan,  niin  tässä  luvussa 
sovelletiin seuraavia yksikkötason työkaluja:JUnit, Spock, Test::Unit ja RSpec.
Triviaaleja  tapauksia  web-sovelluskehysten  testaustuen  ja  yksikkötason  työkalujen 
yhteensopivuuden  kannalta  olivat  JUnit  ja  Test::Unit.  Molemmat  näistä  kehyksistä 
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nimittäin  ovat  integroituneina  web-sovelluskehyksiin:  JUnit  Spring-kehykseen  ja 
Test::Unit Rails-kehykseen. 
Spock-  ja  Spring-kehysten  yhteensopivuuden  tueksi  lähteiden  pohjalta  tehtiin  kaksi 
korkean tason havaintoa. Ensinnäkin Spring-kehyksen dokumentaation mukaan Spring 
ei  rajoita  mitenkään  käytettävän  ulkoisen  yksikkötason  työkalujen  valintaa,  vaikka 
samaan aikaan Spring tukeekin erityisesti JUnit- ja TestNG-kehyksiä. Toiseksi Spock-
kehys tarjoaa laajennoksen Spring- ja Spock-kehysten integraatioon.
Toisaalta  Spock-kehyksen  yhteensopivuus  Spring-kehyksen  kanssa  ei  ole  täysin 
ongelmatonta. Tarkemmin sanoen ongelmia havaittiin Spock-kehyksen ja Spring MVC 
test  -kehysten  käytön  yhdistävässä  koodiesimerkissä  eli  speksissä.  Ongelmana  on 
speksin then-lohkon toiminta. Spock-kehys odottaa aina, että then-lohkon sisällä olevat 
käskyt  palauttavat  totuusarvon,  mutta  mitään  totuusarvoa  ei  speksissä  kuitenkaan 
koskaan  palauteta.  Speksin  sisällä  käytetyt  andExpects-metodit  nimittäin  palauttavat 
vain  ResultActions-olioita.  Lisäksi  then-lohkon  sisältämien  käskyjen  muokkaminen 
totuusarvon  palauttavaksi  ei  vaikuta  suoraviivaiselta  toimenpiteeltä.  Esimerkiksi 
ResultActions-olio  ei  sisällä  mitään  metodeita,  joiden  avulla  voitaisiin  tarkastella 
toteutuivatko aiemmat odotukset [Spr13d]. Lisäksi andExpects-metodien parametreina 
annettavat ResultMatcher-oliot eivät tarjoa metodeita, joiden avulla odotusten tuloksia 
voisi tutkia. Yksi vaihtoehto totuusarvojen palauttamiseksi voisi olla try-catch-lohkon 
lisääminen  then-lohkoon.  Toisaalta  vaikka  tämä  ratkaisu  toimisikin  yhdessä  then-
lohkossa,  olisi  ratkaisun  soveltaminen  kaikissa  then-lohkoissa  hyvien 
ohjelmointikäytäntöjen kuten esimerkiksi DRY-periaatteen vastainen.
Spring  MVC test  -kehyksen  tarjoamat  palvelut  ohjainten  testaamiseen  ovat  pitkälle 
erikoistuneita.  Käytännössä  Spring  MVC  test  -kehys  tarjoaa  kielen  ja  rakenteen 
ohjaintestien  luontiin.  Tämä kieli  toimii  niin  korkealla  tasolla,  että  se ei  esimerkiksi 
tarjoa kehittäjille  mitään  tapaa  käsitellä  yksittäisten  väitteiden  toteutumisen tuloksia. 
Tälläisen pitkälle erikoistuneen palvelun avulla luotavien testien muokkaaminen väkisin 
Spock-kehyksen  tarjoamaa  GWT:n  mukaista  lohkorakennetta  noudattavaksi  voi 
pahimmillaan  johtaa  todella  monimutkaiseen  ja  heikkotasoiseen  koodiin.  Tämän 
perusteella koko Spring MVC test -kehyksen integroinnin järkevyys Spock-kehyksen 
lohkorakenteen kanssa voidaan kyseenalaistaa.
Spock- ja Spring-kehysten yhteensopivuuden ongelmaksi voi laskea myös sen, että osa 
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Spring-kehyksen testaustuen käyttöä helpottavista palveluista löytyy ainoastaan JUnit- 
ja  TestNG-kehyksiä  varten.  Edellisen  kappaleen  perusteella  myös  Spring  MVC test 
-kehys  vahvistaa  Spring-  ja  JUnit-kehysten  erityistä  suhdetta,  koska  JUnit-kehyksen 
kanssa  Spring  MVC  test  -kehyksellä  ei  ole  mitään  yhteensopivuusongelmia. 
Todennäköisesti  Spring  MVC  test  -kehyksen  kehityksen  aikana  on  pääasiassa 
huomioitu yhteensopivuus ainoastaan JUnit-kehyksen suhteen.
RSpec- ja Rails-kehysten yhteensopivuudessa ei  havaittu tämän tutkielman rajauksen 
sisällä mitään ongelmia. Käytännössä integraatio vaati ainoastaan sitä varten räätälöidyn 
”rspec-rails”-kirjaston asentamisen.
4.4.2 Koodiesimerkkien keskeisimmät erot
Tässä  aliluvussa  käydään  läpi  tärkeimmät  tässä  luvussa  aiemmin  esiteltyjen 
koodiesimerkkien eli testien ja speksien väliset erot. Kaikki TDD- ja BDD-työkalujen 
välisten erojen esittely on rajattu pois tästä aliluvusta, koska tämän luvun esimerkeissä 
havaitut erot olivat samoja, mitä esiteltiin jo edellisen luvun yksikkötason työkaluihin 
keskittyneessä luvussa.
Spring-kehyksen  yhteydessä  yksi  keskeisimpiä  eroja  yksikkö-  ja  integraatiotason 
koodiesimerkkien välillä on se, että yksikkötason koodiesimerkkien kohdalla ei ladata 
lainkaan  applicationContextia,  mutta  integraatiotasolla  se  täytyy  ladata. 
ApplicationContextia  tarvitaan  integraatiotasolla  Spring  MVC test  -kehyksen  käytön 
yhteydessä,  jos  Spring  MVC test  -kehys  otetaan  käyttöön  tämän  luvun esittelemien 
koodiesimerkkien tavalla.
Toinen keskeinen ero Spring-kehyksen yksikkö- ja integraatiotason koodiesimerkkien 
välillä  on se,  miten  eristyskehyksiä  käytetään.  Esimerkiksi  Mockito-kehyksen käyttö 
ulkoistettiin  integraatiotasolla  osittain  applicationContextin  konfiguraatioon,  kun taas 
yksikkötasolla  kaikki  testijäljitelmiin  liittyvät  toiminnot  tehtiin  testiluokkien  sisällä. 
Mockito-kehyksen käytön ulkoistaminen applicationContextiin johtuu siitä, että Spring 
MVC  test  -kehystä  käytettäessä  testattavaa  kohdetta  ei  luoda  testien  sisällä,  joten 
testiluokassa ei ole mitään oliota, minkä riippuvuudet voitaisiin korvata testijäljitelmillä 
testiluokan koodissa. Tämä selittää osittain myös sen, miksi Spring MVC test -ja Spock-
kehysten yhteiskäyttöä esitelleessä koodiesimerkissä eristyskehyksenä käytettiin Spock-
kehyksen sisäisen eristyskehyksen sijaan Mockito-kehystä. 
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Spring MVC test -kehyksen merkitys on muutenkin suuri Spring-kehykseen liittyvien 
yksikkö-  ja  integraatiotason  erojen  taustalla.  Esimerkiksi  JUnit-kehyksen  väitteitä  ei 
välttämättä tarvita jos käytetään Spring MVC test -kehystä. Toisin kuin JUnit-kehyksen 
väitteet, Spring MVC test -kehyksen väitteet eli andExpects-metodit ja niiden lukemat 
parametrit  on räätälöity  erityisesti  ohjainten  ja  niiden palauttamien  mallien  testausta 
varten.  Käytännössä  Spring  MVC  test  -kehyksen  väitteet  pääsevät  helposti  käsiksi 
kaikkiin ohjainten ja mallien ominaisuuksiin. 
Spring-  ja  Rails-kehysten  integraatiotason  koodiesimerkkien  välillä  merkittävimpiä 
eroja on se, miten mallin sisältöä tarkastellaan. Spring-kehyksessä mallia tarkastellaan 
testin tai speksin kohteena olevan ohjaimen palauttaman tietorakenteen kautta, kun taas 
Rails-kehyksen palvelut  ohjaavat mallin  tarkastelun tekemisen ohjaimen palauttaman 
näkymän  kautta.  Rails-kehyksessä ohjain nimittäin palauttaa  oletusarvoisesti  HTML-
muotoisen  näkymän,  mihin  myös  mallin  sisältö  on  populoitu.  Lisäksi  Rails  tarjoaa 
työkalut tämän HTML-sisällön tarkasteluun. 
Toinen  merkittävä  ero  Spring-  ja  Rails-kehysten  välillä  integraatiotasolla  liittyy 
eristyskehysten käyttöön.  Koska tämä ero on merkittävässä asemassa kun Spring- ja 
Rails-kehysten testaustukien eroja analysoidaan testivetoisestan näkökulmasta, on eron 
tarkempi käsittely sijoitettu alilukuun 4.4.4.
4.4.3 Koodiesimerkkien analyysi testivetoisen kehityksen näkökulmasta
Tässä  aliluvussa  analysoidaan  tässä  luvussa  aiemmin  esiteltyjä  koodiesimerkkejä 
testivetoisesta näkökulmasta.
Ensimmäinen  tässä  luvussa  annettu  koodiesimerkki  oli  Spring-,  JUnit-  ja  Mockito-
kehysten avulla muodostettu yksikkötason ohjaintesti. Samaa koodiesimerkkiä käytetiin 
pohjana kaikissa tämän luvun testeissä ja spekseissä.  Tämä koodiesimerkki  on lähes 
suora kopio Hon ja Harropin kirjasta [HoH12 s.715-716].
Testistä  huokuu monella  tapaa  se,  että  sen kirjoitus  ei  ole  tapahtunut  testivetoisesti. 
Testissä  tehdään  useita  asioita  vastoin  testivetoisen  kehityksen  teorian  sisältämiä 
laadukkaan  testin  määritelmiä.  Ensinnäkin  Hon  ja  Harropin  kirjan  alkuperäisessä 
versiossa     testaaKaikkienTallennettujenYhteystietojenListaus-metodin nimi  oli 
”testList”. Alkuperäisen nimensä ja logiikkaansa puolesta testi keskittyi yhden metodin 
testaamiseen.  Metodien  testaamisen  sijaan  testien  pitäisi  keskittyä  käyttäytymisen 
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testaamiseen,  eikä testejä pitäisi  luoda yksi  yhteen  jokaista  metodia  kohden.  Lisäksi 
alkuperäinen  testin  nimi  ei  käytännössä  kertonut  mitään  testistä  tai  testattavasta 
koodista.  Se  ei  siis  toiminut  edes  kunnon  dokumentaationa,  mikä  on  testien  yksi 
keskeinen hyöty ja tarkoitus. 
Edellä  mainittuja  ongelmia  pyrittiin  korjaamaan  nimeämällä  testi  uudelleen: 
”testaaKaikkienTallennettujenYhteystietojenListaus”.  Tämänkin  jälkeen  testiin  jää 
ongelmia. Yhden testin pitäisi testata vain yhtä asiaa, mutta edellä mainittu testi testaa 
kahta  asiaa.  Listan  testaamisen  lisäksi  testi  siis  testaa  myös  testattavan  metodin 
palauttaman  näkymän  nimen  oikeellisuuden.  Alkuperäislähteen  pohjalta  muokattu 
testimetodin  nimikin  kuvaa  vain  yhden  testattavan  asian  eli  se  epäonnistuu  osittain 
dokumentontitehtävässään.  Jos  testimetodin  nimeen  lisäisi  kuvauksen  myös  tästä 
toiminnallisuudesta,  niin  lopputulos  voisi  olla  esimerkiksi  seuraava: 
”testaaKaikkienTallennettujenYhteystietojenListausJaEttäPalautettavaNäkymänNimiOs
oittaaYhteystietojenListaukseen”.  Lopputulos  alkaa  näyttää  siltä,  että  on  perusteltua 
harkita testin jakamista kahteen eri metodiin. 
Ensimmäisen  koodiesimerkin  lisäksi  samat  testattavien  asioiden  määrään  liittyvät 
potentiaaliset ongelmat esiintyvät myös muissa luvun koodiesimerkeissä, koska kaikki 
koodiesimerkit pohjautuvat ensimmäiseen koodiesimerkkiin. Poikkeuksena on Spring- 
ja Spock-kehysten avulla muodostettu ohjaimen yksikkötason speksi, jonka vastuulle 
rajattiin esimerkin vuoksi vain yhden asian kuvaaminen. Toinen poikkeus on Rails- ja 
RSpec-kehysten  avulla  muodostettu  integraatiotason  speksi,  jossa  useiden  asioiden 
testaamisen  ongelmaan  pyrittiin  esimerkin  vuoksi  vaikuttamaan  jakamalla  jokainen 
erillinen testattava asia erillisen speksin alle.
Spring MVC test - ja JUnit-kehysten muodostama ohjaimen integraatiotesti sen sijaan 
testaa vielä enemmän eri asioita kuin luvun ensimmäinen koodiesimerkki. Spring MVC 
test -kehyksen tarjoamien palveluiden avulla testissä tarkastetaan aiemmin mainittujen 
asioiden  lisäksi  myös  HTTP-pyynnön  onnistuminen  HTTP-protokollan  tasolla  sekä 
ohjaimen palauttaman mallin sisältö. Spring MVC test - ja Spock-kehysten avulla luotu 
integraatiotason  ohjainspeksi  vastaa  testattavien  asioiden  suhteen  Spring  MVC  test 
-kehyksen  ja  JUnit-kehyksen  yhteisversiota.  Myös  kahdessa  osassa  annettu  Rails-
kehyksen  integraatiotason  ohjaintesti  noudattaa  testattavien  asioiden  määrässä  muita 
integraatiotason koodiesimerkkejä. 
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Rails- ja RSpec-kehysten muodostamassa integraatiotason ohjainspeksissä on asioiden 
jaottelussa eri speksimetodien alle menty niin pitkälle,  että koodiesimerkki rikkoo jo 
yhtä toista testivetoisen kehityksen sääntöä. BDD:ssä on niimttäin määritelty niin, että 
jokaisen  speksin  pitäisi  kuvailla  kohteen  käyttäytymistä.  Rails-  ja  RSpec-kehysten 
avulla  muodostetussa   esimerkissä  esimerkiksi  ensimmäinen  speksi  kuvaa  HTTP-
pyynnön  onnistumista,  mikä  ei  kuvaa  itse  testattavan  sovelluksen  käyttäytymistä 
mitenkään.  Myös  toinen  saman  esimerkin  speksi  nimeltään  ”renderöi  oikean 
näkymämuotin” epäonnistuu dokumentoimaan testattavan sovelluksen käyttäytymistä. 
Jos toinen speksi nimettäisiin toisella tavalla esimerkiksi tyyliin ”yhteystietohaun pitäisi 
ohjautua yhteystieto sivulle”,  se noudattaisi  paremmin BDD:n teoriaa.  Erään BDD:n 
säännöön mukaan  speksin  nimen  pitäisi  aina  sisältää  pitäisi-sana  (should)  [HaU12], 
joten  siinäkin  mielessä  viimeksi  esitelty  toisen  speksin  nimeämisehdotus  on  askel 
parempaan.
Edellä  kuvatun  BDD:n  määritelmän  mukaan  Rails-  ja  RSpec-kehysten  avulla 
muodostettu integraatiotason ohjainspeksi pitäisi kirjoittaa usean speksimetodin sijaan 
yhden speksimetodin sisälle. Toisaalta tällöin rikottaisiin jälleen aiemmin esiteltyä toista 
testivetoisen kehityksen -periaatetta, jonka mukaan testin tai speksin pitäisi testata tai 
speksata  vain  yhtä  asiaa.  Näiden  periaatteiden  muodostama  ristiriita  ratkeaa  jos 
periaatteita  tulkitaan  yhdessä  ja  muodostetaan  kompromissi,  missä  kumpaakaan  ei 
rikota.  Käytännössä  tämän  jälkeen  yhden  asian  testaaminen  on  tulkittava  yhden 
käyttäytymisen piirteen testaamiseksi. Näin tulkittuna tämän luvun molemmat Spring 
MVC  test  -kehykseen  liittyvät  koodiesimerkit  sekä  ensimmäinen  Rails-kehykseen 
liittyvä koodiesimerkki noudattavat parhaiten edellä kuvattuja testivetoisen kehityksen 
periaatteita.  Sikälikin  tämä  on  hyvä  asia,  koska  muuten  jokainen  web-sovelluksen 
ohjaintesti  tulisi  sisältämään paljon lähes  identtisiä  metodeita  esimerkiksi  pelkästään 
HTTP-pyynnön onnistumisen testaamista varten.
HTTP-pyyntöjen  onnistumisten  testaaminen  HTTP-protokollan  tasolla  voi  vaikuttaa 
liian  yksityiskohtaiselta  testaamiselta,  mutta  testivetoisen  kehityksen  näkökulmasta 
HTTP-vastausten statuskoodien tarkastelu on perusteltua. Kurinalaisesti  testivetoisesti 
etenevä kehitys etenee mahdollisimman pienin askelin, jolloin ohjainten testaamisessa 
tai  speksaamisessa  HTTP-pyynnön  onnistumisen  tarkastus  voi  toimia  hyvänä 
ensimmäisenä askeleena jonkun todellisen sovelluksen käyttäytymistä kuvaavan testin 
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tai speksin sisällä.
Edellä  kuvailtu  kahden  testivetoiseen  kehitykseen  liittyvän  periaatteen  pohjalta 
muodostettu tulkinta on pieni esimerkki siitä, että testivetoinen kehitys toimii kaikkein 
parhaiten silloin, kun sen kaikkia ominaisuuksia harjoitetaan yhdessä. Tämä oli myös 
Freemanin ja Prycen kirjan keskeisin havainto testivetoiseen kehitykseen liittyen [FrP09 
s.xvii].  Samaa  asiaa  on  painotettu  myös  esimerkiksi  BDD:hen  liittyvissä  lähteissä 
[SoW11].
Tämän  luvun  ensimmäisen  koodiesimerkin  kolmas  ongelma  paljastuu 
ReflectionTestUtils-luokan käytön ansiosta. Luokan käyttö on ongelmallista erityisesti 
testivetoisen kehityksen näkökulmasta. Testivetoisen kehityksen keskeinen hyöty on se, 
että  testiä  kirjoitettaessa  testattava  ja  vielä  kirjoittamaton  koodi  voidaan  kuvitella 
mahdollisimman helposti testattavaksi. Tästä lähtökohdasta ReflectionTestUtils-luokan 
käytölle ei pitäisi olla mitään tarvetta. Tämän erittäin voimakkaan ja Javan keskeisiä 
periaatteita murtavan työkalun käytön sijaan voidaan testiä kirjoittaessa kuvitella, että 
testattava  koodi  tulee  sisältämään  julkisen  setter-metodin,  jonka  avulla 
YhteystietoPalvelusta  luotu  stub-olio  voidaan  helposti  asettaa  ohjaimesta  luotuun 
ilmentymään. Edellisen esimerkin kontekstissa ei ole mitään perusteita käyttää selvästi 
setter-metodin  käyttöä  monimutkaisemman  ReflectionTestUtils-luokan  palveluita. 
Setter-metodin käyttö tekee koodista luettavampaakin. Samoista syistä  myös Koskelan 
tuoreimmassa  kirjassa  testijäljitelmien  asettamista  ei  suositella  tehtäväksi 
ReflectionTestUtils-luokan avulla [Kos13 s.41].
Testivetoisen  kehityksen  kannalta  ongelmallista  on  myös  tämän  luvun  ensimmäisen 
Spring-kehyksen integraatiotason ohjaintestin  abstrakti  yliluokka.  Tarkemmin sanoen 
ongelma  on  siinä,  että  kyseisen  ohjaintestin  kirjoittaminen  aloitetaan  abstraktin 
yliluokan  kirjoittamisella.  Tarkasti  ottaen  testivetoisen  kehityksen  teorian  mukaan 
testien  kirjoitusta  ei  pitäisi  aloittaa  abstraktin  testiluokan  toteutuksella.  Abstraktin 
yläluokan  toteutus  sopisi  paremmin  TDD-syklin  refaktorointivaiheeseen  sen  jälkeen 
kun pari testiä on jo toteutettu ja niihin liittyen on huomattu duplikaattikoodia,  mikä 
halutaan refaktoroida yhteiseen yliluokkaan.
Muita  koodiesimerkkien  sisältämiä  eroja  testivetoisesta  näkökulmasta  ovat  ainakin 
BDD-  ja  TDD-työkalujen  käytöstä  aiheutuvat  erot.  Spock-kehyksen  yhteydessä 
esimerkiksi GWT-rakenne tulee selkeämmin esiin. Tarkempi näiden erojen käsittely on 
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kuitenkin  käyty  jo  yksikkötason  työkaluja  käsitelleessä  luvussa,  miksi  asia  rajataan 
tämän luvun ulkopuolelle.
4.4.4 Spring- ja Rails-sovellusten vertailu testivetoisen kehityksen näkökulmasta
Ensimmäinen  kysymys  testivetoisen  kehityksen  näkökulmasta  on  se,  että  voidaanko 
Spring- ja Rails-web-sovelluksia testata  yksikkö- ja integraatiotasoilla.  Tässä luvussa 
esiteltyjen koodiesimerkkejen ja esimerkkejä edeltäneen teorian perusteella on selvää, 
että Spring- ja Rails-web-sovellusten testaaminen on mahdollista.  Jos testaaminen on 
mahdollista, niin myös testivetoinen kehitys on mahdollista. 
Spring-  web-sovellusten  testaaminen  ei  ole  ainoastaan  mahdollista  vaan  yleisesti 
Spring-kehyksessä testaamista on pyritty myös helpottamaan. Selkeimmin tämä näkyy 
esimerkiksi  tarkastelemalla  Spring  2.5.-version  tai  sitä  myöhempien  versioiden 
suosittelemien  menetelmien  pohjalta  luotujen  web-sovellusten  luokkia:  ne  ovat 
POJO:ja.  Toisin  sanoen  ne  eivät  tyypillisesti  sisällä  mitään   riippuvuuksia  Spring-
kehykseen  eli  niiden  ei  tarvitse  periä  Spring-kehyksen  luokkia  tai  toteuttaa  Spring-
kehyksen rajapintoja. Lisäksi Spring 2.5-version ja sen jälkeisten versioiden pohjalta 
kehitettyjen  ohjaintoteutusten  metodien  koodissa  ei  välttämättä  tarvita  lainkaan 
viittauksia yleisiin web-teknologioihin kuten HTTP-pyyntöihin ja -vastauksiin. Toisin 
sanoen  yleisten  web-teknologioiden  käsittely  tapahtuu  usein  Spring-kehyksen  kautta 
automaattisesti  tai  Spring-kehyksen  tarjoamien  korkean  tason  helppokäyttöisten 
työkaluja  avulla.  Tämä  vähentä  entisestään  web-sovellusten  yksikkö-  ja 
integraatiotestaamiseen  liittyviä  erityispiirteitä.  Yksikkötestauksen  näkökulmasta 
Spring-sovellusten ohjaimet ovat kuin mitä tahansa muita luokkia joilla on metodeita.
Tämän luvun edelliset aliluvut osoittivat, että Spring-kehyksen tapaan myös Rails-kehys 
pyrkii  helpottamaan testausta  monin  tavoin.  Edellisissä  aliluvuissa esitellyissä  Rails-
sovellusten  ohjaintesteissä on myös  pajon yhteistä  Spring-sovellusten testien  kanssa. 
Rails-  ja  Spring-sovellukset  eroavat  kuitenkin  erittäin  paljon  sovellusten  pohjalla 
olevien  teknologioiden  suhteen.  Rails-sovellusten  ohjaimet  eivät  esimerkiksi  vastaa 
toteutuksiltaan  Javan  POJO:ja,  vaan  ne  perivät  aina  tietyn  Rails-kehyksen  luokan. 
Keskeisimpiä kehysten välisiä eroja on se, että Rails-sovellukset kirjoitetaan Rubylla ja 
Spring-sovellukset  Javalla.  Karkeasti  sanottuna  Ruby-ohjelmoinnissa  on  vähemmän 
rajoituksia ja enemmän ilmaisuvoimaa. Java- ja Ruby-kielten välinen vertailu on niin 
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laaja aihepiiri, että tarkempi aiheen käsittely rajataan tämän tutkielman ulkopuolelle.
Java- ja Ruby-kielten väliset erot ovat keskeisiä tekijöitä tämän tutkielman esimerkkien 
pohjalta  havaittujen  Spring-  ja  Rails-sovellusten  testaamisen  erojen  taustalla.  Yksi 
keskeisimmistä  eroista  näyttäisi  liittyvän  testattavien  kohteiden  riippuvuuksien 
korvaamiseen.  Integraatiotason ohjaintestien  sisällä  erot  eivät  kuitenkaan vielä  näytä 
Spring-  ja  Rails-sovellusten  välillä  kovin  suurilta:  Spring-  ja  Rails-sovellusten 
integraatiotason  ohjaintestit  eivät  kummatkaan  tiedä  testattavasta  ohjaimesta  mitään, 
mutta  määrittelevät  kuitenkin  testattavan  kohteen  riippuvuuksien  toiminnan  testien 
yhteydessä. Testattavien kohteiden sisällä erot voivat olla kuitenkin merkittäviä, mikä 
on merkittävää myös testivetoisen kehityksen näkökulmasta.
Spring-sovellusten  ohjaintesteissä  riippuvuuksien  korvaaminen  onnistuu  vain  jos 
testattava kohde on toteutettu riippuvuuksien injektoinnin mukaisesti.  Riippuvuuksien 
injektointi  onkin  yksi  keskeisimpiä  periaatteita  Spring-sovellusten  sekä  testivetoisen 
kehityksen yhteydessä, jos ohjelmointiekielenä on Java. Rails-sovelluksissa sen sijaan 
riippuvuuksien  injektointi  -periaatteen  noudattamisella  ei  ole  riippuvuuksien 
korvaamisen  onnistumisen  kannalta  mitään  merkitystä.  Esimerkiksi  tämän  luvun 
testikoodiesimerkeissä  käytetty  tapa  riippuvuuksien  korvaamisessa  Rails-sovellusten 
yhteydessä  ei  vaadi  testauksen  kohteilta  riippuvuuksien  injektoinnin  mukaista 
toteutusta.  Testikoodiesimerkeissä  laaditut  määritykset  testijäljitelmiin  liittyen 
vaikuttavat automaattisesti kaikkialla testattavassa sovelluksessa testiajon ajan. Toisin 
sanoen,  jos  testattava  koodi  kutsuu  sellaista  oliota,  jonka  luokasta  on  testissä  luotu 
testijäljitelmä ja määritelty se stub- tai mock-olioksi, niin testattavan kohteen käyttämä 
olio käyttäytyy testissä tehtyjen määritysten mukaisesti  [Rub13a].  Vaikka testattavan 
kohteen käyttämä olio luotaisiin testattavan metodin sisällä, testissä tehdyt määritykset 
olion  luokan  pohjalta  luotuun  testijäljitelmään  liittyen  vaikuttavat  testattavassa 
koodissa.  Tämä  toiminta  perustuu  Ruby-kielen  ominaisuuksiin,  joiden  tarkempi 
selittäminen kuitenkin rajataan tämän tutkielman ulkopuolelle.
Edellä kuvatut erot Spring- ja Rails-kehysten riippuvuuksien korvaamiseen liittyen ovat 
merkittäviä  myös  testivetoisen  kehityksen  kannalta.  Erojen  perusteella  nähdään,  että 
testivetoisen  kehityksen  vaikutus  ei  ole  Rails-sovellusten  yhteydessä  yhtä  voimakas 
kuin Spring-sovellusten yhteydessä. Spring-kehityksessä testivetoinen kehitys pakottaa 
testattavasta  koodista  riippuvuuksien  injektoinnin  periaatteen  mukaista.  Rails-
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sovellusten  kehityksessä  puolestaan  testattavan  koodin  rakenne  voi  olla  millainen 
tahansa,  mutta  silti  riippuvuudet  voidaan aina  korvata.  Rails-sovellukset  ovat  siis  jo 
lähtökohtaisesti  testattavampia kuin Spring-sovellukset,  joten testivetoisen kehityksen 
yksi  sivuvaikutuksista,  eli  testattavamman  koodin  tuottaminen,  ei  vaikuta  Rails-
sovellusten  kehityksessä  yhtä  voimakkaasti  kuin  Spring-sovellusten  yhteydessä. 
Samalla  Rails-sovellusten  yhteydessä  testattava  koodi  ei  ole  niin  vahva  indikaattori 
laadukkaasta  koodista  kuin  se  on  Spring-sovellusten  yhteydessä,  koska  Rails-
sovelluksissa  testattavuuden  saavuttaminen  ei  vaadi  samoissa  määrin  hyvien 
koodauskäytäntöjen noudattamista.
Toisaalta  hyvät  koodauskäytännöt  Java-sovellusten  yhteydessä  eivät  välttämättä  ole 
automaattisesti hyviä muiden kielten kanssa, kuten esimerkiksi Ruby-kielen yhteydessä. 
Esimerkiksi riippuvuuksien injektoinnin sopivuudesta Rails-sovelluksiin liittyen on eri 
blogikirjoituksissa käyty kiivasta keskustelua puolesta ja vastaan tässäkin tutkielmassa 
referoitujen kirjojen kirjoittajien kuten esimerkiksi Rails-kehyksen luojan Heinemeier 
Hanssonin  sekä  Matt  Wynnen  välillä  [Hei12,  Ore13].  Tarkempi  riippuvuuksien 
injektoinnin  sopivuuden  tarkastelu  Rails-sovellusten  yhteydessä  rajataan  kuitenkin 
tämän tutkielman ulkopuolelle.
5 Yhteenveto
Tämän  tutkielman  teoriaosuus  aloitettiin  testivetoisen  kehityksen  ja  sen  kaikkien 
tärkeimpien kehityshaarojen esittelyllä. Tämän jälkeen esiteltiin testauksen perusteorian 
mukaiset testauksen tasot sekä valikoitu joukko web-sovelluskehitykseen sopivia JVM- 
ja  Ruby-testaustyökaluja  kolmella  testivetoisen  kehityksen  kannalta  keskeisellä 
testauksen  tasolla:  hyväkysmis-  integraatio-  ja  yksikkötestaustasolla.  Jokaisen 
testauksen  tason  esittelyn  lopuksi  analysoitiin  keskeisimmät  JVM-  ja  Ruby-kielten 
työkalujen  väliset  erot.  Työkalujen  kliinisen  vertailun  jälkeen  tutkielmassa  esiteltiin 
koodiesimerkkien  avulla  yksikkötason  työkalujen  käyttöä  yhdessä  Spring-  ja  Rails-
kehysten testaustukien kanssa. Lopuksi Spring- ja Rails-sovellusten kehitystä vertailtiin 
ja analysoitiin testivetoisesta näkökulmasta koodiesimerkkien pohjalta. 
Kaikki tämän tutkielman aineisto tähtäsi testivetoisen kehityksen käytön ja vaikutusten 
analyysiin Spring- ja Rails-sovellusten kehityksen välillä. Testivetoinen kehitys ei ole 
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käytännössä  mahdollista  ilman työkaluja,  joten  saatavilla  olevien  työkalujen  vertailu 
nähtiin yhtenä mahdollisena lähestymistapana Spring- ja Rails-sovellusten testivetoisen 
kehityksen käytön erojen analysointiin. Tutkielmassa oletettiin, että Spring-sovellusten 
testaustyökalut valitaan käytännön oloissa JVM-työkalujen joukosta ja Rails-sovellusten 
testaustyökalut  valitaan  Ruby-työkalujen  joukosta.  Spring-sovellusten  testauksessa  ei 
haluttu  rajautua  ainoastaan  Java-työkaluihin,  koska  JVM-työkalut  laajentavat 
merkittävästi testauksen mahdollisuuksia, minkä lisäksi monipuolinen JVM-työkalujen 
käyttö  on  arvioitu  yhdeksi  lähivuosien  merkittävimmistä  ohjelmistokehityksen 
trendeistä.  On  jopa  ennustettu,  että  seuraavia  kymmentä  vuotta  tullaan  kutsumaan 
monikielisin ohjelmoinnin vuosikymmeneksi.
Tässä  tutkielmassa  ei  havaittu  merkittäviä  eroja  JVM-  ja  Ruby-työkalujen  välillä 
yhdelläkään kolmesta tarkempaan tarkasteluun rajatulla testauksen tasolla. Toisaalta jos 
työkalujen  valinnoissa  oltaisiin  rajauduttu  tarkastelemaan  JVM-työkalujen  sijaan 
ainoastaan Java-työkaluja, niin erot olisivat olleet merkittäviä Ruby-työkalujen eduksi. 
Toisin sanoen JVM-työkalujen käyttöönotto laajentaa merkittävästi Spring-sovellusten 
testaamisen käytettävissä olevien työkalujen ominaisuuksia. 
Yksikkötasolla keskeisin hyöty JVM-työkaluista suhteessa Java-työkaluihin on se, että 
JVM-työkalujen kautta myös Spring-sovellusten testaamiseen saadaan käyttöön BDD-
työkaluja kuten esimerkiksi Spock. Testivetoisen kehityksen teorian perusteella BDD-
työkalut ovat kehittyneimpiä työkaluja yksikkötason testaamisessa sekä testivetoisessa 
kehityksessä,  joka  BDD:n  yhteydessä  muuttuu  käyttäytymisvetoiseksi  kehitykseksi. 
BDD-työkalut  ohjaavat  kehittäjiä  kirjoittamaan  laadukkaampia  ja  fokusoituneempia 
speksejä, jotka kuvailevat ohjelmiston käyttäytymisen. Lisäksi BDD-työkalut parantavat 
merkittävästi  speksien kykyä  dokumentoida ja kuvailla  sovelluksen toimintaa.  BDD-
työkalujen  välillä  on  myös  jonkin  verran  eroja  ja  esimerkiksi  juuri  Spock-kehyksen 
muutamien ominaisuuksien,  kuten kehittyneiden mock-olioden määrittelypalveluiden, 
ansiosta JVM-työkalut erottuivat hienoisesti edukseen Ruby-kielten työkaluista.
Integraatiotason keskeisimmiksi testaustyökaluiksi tässä tutkielmassa tunnistettiin web-
sovelluskehysten testaustuet, joista tässä tutkielmassa esiteltiin kaksi: Spring- ja Rails-
kehysten testaustuet. Tämän tutkielman rajoissa näiden kehysten testaustukien välillä ei 
löydetty  toiminnallisuuksien  puolesta  merkittäviä  eroja,  vaikka  toiminnallisuuksien 
käytöönotto olikin Rails-kehyksen yhteydessä pääsääntöisesti nopeampaa ja helpompaa. 
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Tämän  havaittiin  johtuvan  Rails-kehyksen  vahvemmasta  sopimukset  ennen 
konfiguraatiota -periaatteen noudattamisesta.
Hyväksymistasolla  tässä  tutkielmassa  esiteltiin  kahden tason työkaluja.  Korkeimman 
tason  työkalujen  keskeiseinä  tehtävänä  oli  kommunikoinnin  tukeminen  asiakkaan  ja 
ohjelmiston  toimittavan  osapuolen  välillä.  Näistä  työkaluista  lähdemateriaalin 
saatavuuden puolesta  täysin  ylivoimainen  vaihtoehto  oli  BDD:n teoriaan  pohjautuva 
Cucumber. Koska Cucumber on saatavilla sekä JVM- että Ruby-kielille, ei Spring- ja 
Rails-sovellusten testivetoisen kehityksen välillä ole tältä osin käytännössä mitään eroja 
hyväksymistasolla.  Web-sovellusten hyväksymistestaus  ei  ole kuitenkaan mahdollista 
pelkästään  Cucumberin  avulla.  Cucumberin  lisäksi  tarvitaan  myös  selainten 
automatisointiin erikoistuneita työkaluja, kuten tässä tutkielmassa esitellyt JVM-kielten 
Selenium ja Geb sekä Rubyn Capybara. Jälleen kerran JVM-  ja Ruby-kielten väliltä ei 
löydetty kovin suuria eroja. Capybaralla kirjoitettu koodi on Javan Seleniumin koodia 
luettavampaa, mutta Groovyn Gebin avulla JVM-kielet kurovat tämänkin eron kiinni. 
Selainten automatisoinnissa käytettävien ajureiden suhteen Capybara on hiukan JVM-
kielten  vaihtoehtoja  edellä  Capybara-webkit-ajurin  ansiosta,  mikä  tekee 
hyväksymistason työkalujen kohdalla pienen eron Ruby- ja Rails-kehityksen eduksi.
Työkalujen kliinisen vertailun jälkeen tutkielmassa sovellettiin yksikkötason työkaluja 
yhdessä Spring- ja Rails-kehysten testaustukien kanssa. Koodiesimerkeissä rajauduttiin 
ainoastaan  MVC-toteutusten  ohjainten  testaamiseen  parametrittomia  GET-metodin 
sisältävien  HTTP-pyyntöjä  simuloimalla.  Pääsääntöisesti  yksikkötason  työkalujen 
käytössä  ei  havaittu  yhteensopivuusongelmia  web-sovelluskehysten  testaustukien 
kanssa.  Poikkeuksena  oli  Spock-kehyksen  ja  Spring  MVC  test  -kehyksen 
yhteistoiminta,  mikä  tämän  tutkielman  havaintojen  mukaan  ei  ole  järkevästi 
mahdollista. Spock-kehyksen käyttö ei ollut suoraan mahdollista myöskään Cucumberin 
kanssa. Yhteensopivuusongelmien taustalla on kaikkien kolmen kehyksen yksilölliset ja 
osin joustamattomat tavat määrittää kehyksillä kirjoitettavien testien rakenne. 
Koodiesimerkit toivat esiin myös testivetoisen kehityksen vaikutusten eroja Spring- ja 
Rails-sovellusten välillä. Tämän tutkielman keskeinen havainto oli se, että testivetoinen 
kehitys ei vaikuta testien jälkeen kirjoitettavaan koodiin Rails-sovellusten kohdalla yhtä 
voimakkaasti  kuin Spring-sovellusten kohdalla.  Rails-sovellusten kohdalla testattavan 
kohteen riippuvuudet  voidaan korvata  testeissä  aina,  riippumatta  testattavan  kohteen 
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rakenteesta. Spring-sovellusten kohdalla sen sijaan testit ohjaavat koodia riippuvuuksien 
injektoinnin -periaatteen mukaiseksi, koska muuten riippuvuuksien korvaaminen ei ole 
edes mahdollista. Spring- ja Rails-sovellusten erot riippuvuuksien korvaamisen suhteen 
havaittiin tässä tutkielmassa olevan lähtöisin Java- ja Ruby-kielten eroista. 
Tutkielma kattaa tärkeimmät testivetoisen kehityksen teorian kohdat ja kehityshaarat. 
Tutkielma  kattaa  myös  merkittävän  osa  keskeisimmistä  Spring-  ja  Rails-sovellusten 
testivetoisen kehityksen yhteydessä käytettävistä työkaluista hyväksymis- integraatio- ja 
yksikkötasoilla.  Ehkä  vakavin  puute  työkalujen  käsittelyssä  liittyy  JavaScript-
testaukseen,  mikä  on  rajattu  lähes  täysin  tutkielman  ulkopuolelle.  Samaan  aikaan 
asiakaspään  koodi, mikä käytännössä tarkoittaa JavaScriptiä, on kasvattanut jatkuvasti 
rooliaan  web-sovelluksissa  ja  JavaScript  on  noussut  yhdeksi  eniten  käytetyksi 
ohjelmointikieleksi  maailmassa.  Yksi  keskeisimmistä  JavaScript-kielen  testaamiseen 
liittyvistä työkaluista on BDD:n teoriaan pohjautuva Jasmine [Jas13]. 
Tässä tutkielmassa  esiteltyjä  työkaluja  rajoituttiin  soveltamaan  ainoastaan  Spring-  ja 
Rails-sovellusten  MVC-toteutusten  ohjainten  perustilanteiden  testaamiseen.  Tämä 
tarkoittaa, että valtaosa web-sovellusten ominaisuuksien käsittelystä rajautui tutkielman 
ulkopuolelle.  Korkealla  tasolla  suurimpia  puutteita  ovat  muun  muassa  näkymien  ja 
mallien testaamisen rajautuminen tutkielman ulkopuolelle. Muita merkittäviä tutkielman 
ulkopuolelle  jääneitä  kokonaisuuksia  ovat  muun  muuassa  tietoturva,  suorituskyky  ja 
skaalautuvuus.  Monille  web-sovelluksille  tyypillisten  valtavien  tieto-  ja 
käyttäjämassojen käsittely rajautui kokonaan tutkielman ulkopuolelle.
Tutkielmassa  on puutteita  myös  testivetoisen  kehityksen soveltamisessa.  Esimerkiksi 
kaikki  luvun  4  koodiesimerkit  testeihin  liittyen  on  annettu  valmiina,  ilman  testien 
syntyprosessien esittämistä. Kaikki luvussa 4 esitellyt koodiesimerkit ovat niin laajoja, 
että niiden luominen testivetoisesti olisi vaatinut useamman TDD-syklin suorittamista. 
Toinen testivetoisen kehittämisen soveltamiseen liittyvä puute on se, että testivetoista 
kehitystä ei sovellettu rakennustelineistämisen yhteydessä. Esimerkiksi Spring ROO:n 
ja TDD:n yhteistoimintaan liittyen on julkaistu tutkimustakin, jota olisi voinut käyttää 
tässä tutkielmassa [MaS12].
Yhteenvetona web-sovellusten kehittäminen ja testivetoinen kehitys on todettu useassa 
lähteessä  hyvin  toimivaksi  yhdistelmäksi.  Tätä  on  perusteltu  sillä,  että  testivetoinen 
kehitys  tuottaa  hyvin  muutoskykyisiä  sovelluksia,  kun samalla  web-sovellukset  ovat 
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tyypillisesti  jatkuvien  muutospaineiden  alla.  Lisäksi  web-sovellusten  yhteydessä 
testivetoisen kehityksen oheistuotteena syntyvät hyväksymistestit ovat jopa tavallistakin 
tärkeämpiä,  koska web-sovellusten täytyy tyypillisesti  toimia useiden eri selainten ja 
selainversioden kautta.  Web-sovellusten  testaaminen manuaalisesti  kaikkien tuettujen 
selainten ja selainversioiden kombinaatioiden kautta muuttuu nopeasti mahdottomaksi 
tehtäväksi. Kattavat testit ovat web-sovellusten yhteydessä erityisen tärkeitä myös siitä 
syystä,  että web-sovellusten kehittämisen tukena olevat teknologiat  kehittyvät todella 
nopeasti.  Tästä  saatiin  esimerkki  myös  tässä  tutkielmassa  Spring-kehyksen 
ohjaintestaukseen liittyvien palveluiden kohdalla, jotka olivat muutaman vuoden sisällä 
kokeneet  kaksi  perusteellista  muutosta.  Uusien  teknologioiden  käyttöönoton  riskit 
vähenevät  merkittävästi  jos  sovellus  voidaan  testata  kattavasti  ja  automaattisesti 
laadukkaan  testijoukon  avulla.  Toisaalta  testivetoisen  kehityksen  tavoite  tuottaa 
laadukasta,  käytettävää,  muokattavaa,  testattua,  toimitusvalmista  ja  vain  asiakkaan 
oikeasti tarvitsemat toiminnallisuudet sisältävää koodia sopii muidenkin kuin vain web-
sovellusten yhteyteen.  Lopuksi on hyvä muistaa, että testivetoisen kehitykseen liittyvä 
tutkimus ei ole pystynyt osoittamaan selvästi tosiksi mitään testivetoiseen kehitykseen 
liitettyjä positiivisia väittämiä testivetoisen kehtyksen vaikutuksista.
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