Abstract. Business process compliance tries to ensure the business processes used in an organization are designed and executed according to the rules that govern the company. However, the nature of rules (expressed in natural language) and the large amount of elements that can be involved in them make their materialization and automated checking quite difficult. That is why the existing support for compliance checking is generally restricted to specific kinds of rules (e.g. rules affecting the control flow of the process). In this paper, we introduce compliance mashups, and show how a mashup-based approach can help solve the problem of rule specification and checking at design time. Some advantages of such an approach are that: (i) any kind of rule can be specified, which implies that each user can specify a rule according to his/her interpretation of the rule; (ii) building the compliance mashup is transparent to the formalism(s) used to implement it, so different techniques can be used together; and (iv) mashup components or parts of them can be re-used. As an example we use this approach to build mashups to specify and check rules related to human resource management in business processes at design time.
Introduction
Business process (BP) compliance consists of ensuring the BPs used in an organization are designed and executed according to the policies that govern the company. Policies can be decomposed into rules that introduce constraints relating to different aspects of the BPs, such as the execution order of the activities (i.e. control flow), the data accessed and managed, or the people (a.k.a human resources or just resources) that participate in the process.
Compliance can be checked at different phases of the BP lifecycle [1] , which results in two big compliance checking modalities [2] . The most proactive way to check compliance is Forward Compliance Checking (FCC), which can be divided into two sub-approaches: Design-Time Compliance Checking (DTCC) and RunTime Compliance Checking (RTCC). DTCC is usually performed after BP modelling with the aim of ensuring that the process is compliant with the given rules before its execution, thus saving time and effort to business analysts. An example is tool OPAL developed by some researchers from IBM Research China, which uses model-checking techniques to automatically verify control flow-related rules in BP models [3] . Nevertheless, there is a bunch of proposals to deal with DTCC based on diverse techniques. A common feature of most of them is that they rely on annotated BP models to check compliance [4, 5] . RTCC techniques check rules at run time, so if a rule is violated or some problematic situation arises while running the process we might be able to solve the problem on time to avoid ending in a non-compliant state. This requires some kind of software for business activity monitoring (BAM) in BP management systems (BPMS). European Project COMPAS worked in this direction [6] . Finally, Backward Compliance Checking (BCC) focuses on determining whether past instances of a BP were compliant with rules from information stored in history logs. The result of BCC helps stakeholders to be prepared for audits. ProM [7] , a tool for process mining, contains plugins to perform this kind of compliance checking, mostly focused on control flow issues [8] . A summary of features that should be considered when developing a BP compliance management system (BPCMS) that covers all the phases of the BP life cycle was introduced in [9] .
In this paper we focus on FCC, particularly on DTCC. In DTCC, rules are checked against BP models, which involves translating them into a formal language that can be automatically processed. This is not an easy task. It is widely known that there is an important gap between BPs and rules indeed [10] . Different compliance rule modelling languages and ways to insert policy-related information in BP models have been introduced in the last years [11, 3, 12, 13] , but there are important problems that still remain partially unsolved. The own nature of rules is a problem itself, as policies are described in natural language, which may be ambiguous. Therefore, two organizations may implement the same rule in two slightly different ways, sometimes voluntarily (i.e. for "business policy"), other times by chance (i.e. due to an unconscious different interpretation or a misunderstanding of the rule). For instance, let us suppose we must fulfill the following rule in our organization:
There is a segregation of duties between the creation of a hiring resolution proposal and its processing.
Segregation of duties (SoD) is a well-known authorization constraint that aims at avoiding problems due to a conflict of interests in the execution of two activities. This is achieved by distributing the responsibility to more than one resource (e.g. roles, positions, persons). If we are developing a rule modelling language, the SoD concept may be itself an element of the language that can be used to state rules such as Rule 1. However, by acting like that we are losing nuances that come from the human interpretation of natural language. For example, Rule 1 could lead to at least two different implementations:
-Strict. The business manager can assume that, besides selecting different roles for the two tasks, it is necessary to guarantee that two different persons undertake the activities in order to prevent the scenario in which the same person plays the two roles involved and, hence, may execute the two activities affected by the rule, which could result in a conflict of interests. -Slight. However, we may find an organization in which people must indicate with which role perform every task and which does not care about the same person executing the two activities involved in a SoD as long as each activity is performed with a different role. In this case, the result of the SoD checking would be different from that of the previous implementation.
Each piece of our rule modelling language must have an associated semantics. So, the question is: which of the previous implementations is covered by our language? Both? Taking into account the whole potential interpretation variability of natural language would lead to complex languages, which in turn would derive in their hard understandability and use. Another issue is how to deal with all the aspects of the BPs that can be affected by rules (e.g. control flow, data, resources, temporal constraints). The wide bunch of possibilities regarding BP aspects collaborate in making it difficult to develop such a language. Furthermore, some rules involve more than one aspect. This, together with the aforementioned interpretation problem, generate a complex and varied casuistry that makes it hard to define a declarative domain-specific language (DSL) expressive enough to address all kinds of rules. As a consequence, most of the techniques proposed so far limit their scope, e.g. to one or two BP aspects, giving rise to many ad-hoc approaches. The conclusions of a study we carried out on approaches dealing with BP compliance can be found in [14] . Besides, some techniques rely on one specification formalism for rule definition such as [13] . However, one formalism usually allows only some types of checks, so the entire casuistry is not covered like that. The mixture of different formalisms would be necessary.
Finally, parts of some rules can be re-used in the definition of other rules. Considering this in our rule modelling language would save effort to business analysts or to the person in charge of modelling the rules of a company (e.g. a compliance expert). Some pattern-based approaches such as BPMN-Q [12] kind of cover this issue. However, the problem of the large casuistry is still latent.
We propose mashups as a mechanism to provide an operative specification of rules and check design-time BP compliance. In this paper we will reveal how this approach allows us to address the aforementioned challenges and overcome the aforementioned issues. Mashups are easy to understand and use [15] , and they can be implemented in many different ways, e.g. by using common spreadsheets [16] . Applied to policies, mashups let us handle different interpretations of natural language by re-combining the mashup components used to specify a rule, thus dealing with natural language ambiguity.
Furthermore, different formalisms can be used together in a single mashup, provided that we have a real way to connect the information resulting from a technique with the input of another approach 1 . Therefore, the specification of rules by an end user may be independent of the underlying formalism for compliance checking. Besides, mashups offer, among other interesting features, flexibility, portability and re-usability, so rules already defined (or part of them) can be saved and used later to build other mashups. The fact that they have already been used for analysis purposes in other domains [17, 18] , motivated us to explore their applicability to check BP compliance rules.
Finally, note that, although the focus of this paper is on DTCC, the idea behind our approach can be applied to other phases of the BP lifecycle and, as a matter of fact, we are currently working on extending the approach to RTCC and BCC.
The rest of the paper is structured as follows. In Section 2 we introduce mashups and their main types of components, accompanied by a generic example. Section 3 contains an explanation of our proposal, which is exemplified by applying it to a specific kind of compliance rules in Section 4. Finally, some conclusions and a summary of ongoing and future work are presented in Section 5. To improve the understandability of the explanations, and due to space limitation, references to related work are given throughout the paper.
Introduction to Mashups
Mashups are a hot concept in IT nowadays. A mashup is a data-driven workflow (a.k.a. dataflow ) built with information from one or more data sources, and it is based on the re-use of contents and functionalities. Mashups were developed to build new Web services or applications from existing data in an "easy" way, so the end user does not need to have specific technical knowledge, but only knowledge of the problem domain [15] . They have already been applied to address problems such as the analysis of molecular biology in bioinformatics [17] and the simplification of patient management in hospitals [18] , and there are some mashup makers in the market such as Intel Mashup Maker, Yahoo! Pipes or IBM Mashup Center. The Google App Engine also gives support to the previous Google Mashup Editor. There is a large amount of mashup examples available on the Web, e.g. more than 6,000 mashups can be found at http://www.programmableweb.com/. With tools such as Yahoo! Pipes anybody can build and publish a mashup in the Internet.
To show mashup appearance and use we have created the mashup in Figure  1 mashup to be kept up to date of his/her research interests, e.g. a mashup that automatically places on a map the venue cities where the next editions of his/her favourite conferences take place. As illustrated in the figure, mashup editors allow the definition of the dataflow by connecting two main types of components: data sources and flow components.
Data sources range from data warehouses to URLs pointing at RSS feeds or any kind of accessible information.
Flow components are the elements in charge of operating on data, so they all have input and output. The input data they receive can come from another mashup component or from a data source, and the last component provides the information required to the output UI. Flow components can be generic-purpose components such as those that handle collections of elements to sort or join them, and domainspecific (DS) components, which implement functions specific to the problem domain, such as handling geographical location data to enrich Google Maps with external information. Some frequently used flow components include the following: -Filters. They narrow down the flow of data, supporting the transformation of the information. -Aggregators. They join or group data according to some criteria. -Operators. They extract, elaborate and transform the information, constituting a very important part of the ETL (Extract-Transform-Load) process [19] data must undergo from the input of the mashup to the output UI. They range from operators that implement well-known functions such as count, min, max and average (i.e. general-purpose) to operators that handle strings or extract and builds geographical location information (i.e. domainspecific). -Sorters. They return the same input data but in a specific order.
Languages for mashup representation, such as Enterprise Mashup Markup Language (EMML) 3 , provide support to create and use at least the aforementioned components and they can usually be extended to include new DS components, if required. For insights about how to build high-quality mashups we recommend the reading of [20] .
Mashups for BP Compliance Checking
We propose the use of mashups as a language to provide an operative specification of rules and to query BP models.
Definition 1.
A compliance mashup is an operative DSL that allows the integration of heterogeneous data sources and the specification of compliance rules over subsets of the information that can be extracted from them.
In them, the data sources are the repositories where the organization stores the different models it uses, e.g. business processes, organizational structures, data and so on. Regarding the flow components of the mashup specification, a set of both general-purpose and DS components (filters, operators, sorters, etcetera) may be necessary to manipulate and transform the data coming from these models. In particular, in the case of DS operators, these components will encapsulate analysis operations (or queries) on models that enable the creator of the mashup to extract from the models the information he/she needs to check a compliance rule.
DS operators can be implemented using different analysis techniques. For instance, BPMN-Q is a language aimed at querying BP models regarding control flow and data [21] (e.g. it returns information on whether an activity is executed before or after another activity). There also exist mechanisms to analyse the data perspective of BP models, as long as these models have data-related information [22] . Other proposals deal with resource analysis in BP models with resource assignment information such as RAL or Business Activities. RAL is a DSL for the representation and analysis of resource assignments in BP models. The analysis mechanism is provided by means of its ontology-based semantics [23] . Business Activities are a UML extension to integrate process flows and process-related RBAC models with resource-related constraints. The violation of constraints such as mutual exclusion between activities can be detected [24] .
The set of available DS operators will depend on the kinds of checks we have to perform over the BPs of our organization. So, as aforementioned, some of them will implement mechanisms to check for some data-related functionality, some others will be focused on dealing with control-flow information, and so on.
Finally, the data sources and the flow components are connected in a dataflow to check for compliance rules.
As can be seen, building a mashup is not a hard task, assuming that all the logic within the components is implemented. They thus allow us to re-use existing solutions, avoiding to re-invent the wheel.
Applying Mashups to Resource-Related Compliance by Design
We are going to show how to build a mashup to specify and check rules related to resource management in BPs at design time. It is one of the aspects usually affected by rules nowadays, as we can find plenty of policies that regulate resource management in a company, to be named:
-SoD is well-known in financial accounting systems as a mechanism to prevent from fraud and error. In IS, it helps reduce the potential damage from one person's actions by disseminating the tasks and associated privileges for a specific BP among multiple users. A big part of the Sarbanes-Oxley Act (SOX) 4 is devoted to manage internal control in IT, in which SoD is a key concept.
-The Health Insurance Portability and Accountability Act (HIPAA) 5 pays special attention to who can do certain tasks in order to preserve the privacy of confidential information and to avoid fraudulent use of private data. -Besides rules coming from well-known policies, each company has its own resource-related business rules that are defined ad-hoc to its BPs, e.g. to state what kind of resource (e.g. a role or a specific person) is in charge of each task.
As a use case we will use a real process designed and utilised in the Andalusian Institute of Public Administration (IAAP) that represents the procedure to create and process a resource resolution proposal for hiring people. This process has a high use frequency in the Andalusian Public Administration, which serves to more than 8 million end users. It has been modelled in BPMN for the ease of understanding (cf. Figure 2) . As depicted in the model, once a draft of a resource resolution proposal is created, it is concurrently sent to the Consultative Fig. 2 . Excerpt of the process to create and process a resource resolution proposal Board and to the Legal Department for it to be evaluated. After receiving both evaluations the IAAP analyses them and decides whether an external resolution is required. In that case, a request is sent to an external committee, which must create and send a new resolution. Otherwise, the resolution proposal is reviewed and changes are applied to the initial draft. In any case, the documents generated are signed and archived, and the resolution result is appropriately notified.
Since we focus on resource-related compliance checking, we must be aware of the organizational structure of the IAAP. Given this scenario we are interested in specifying and checking Rule 2:
Rule 2: The creation of the resolution proposal draft and its revision after the evaluations of the Consultative Board and the Legal Department have to be performed by different roles.
The Business Manager of the IAAP would be very interested in knowing if Rule 2 is met given the current BP model and the organizational structure in order to do the proper changes before running the process, if necessary. As we are checking the rule at design time, some considerations have to be done. Specifically, we should check that given the current resource assignments to activities, the same role can never execute the two mutual exclusive activities. Otherwise we can consider the process as non-compliant because we cannot ensure the rule is always fulfilled, that is, it could be met or violated depending on the specific resource allocation carried out at run time. Figure 4 defines Rule 2 following the aforementioned consideration. In this compliance mashup we have two different data sources: (i) a repository of resource-aware BP models, i.e. models enriched with resource assignments; and (ii) a repository of information related to the resources of the company (i.e. its organizational model, information about each resource and the like). The steps given to specify and check the rule are the following:
1. The BP affected by the rule is extracted from the repository of BP models. 2. The potential performers/owners (i.e., who may be allocated an activity at run time) of the two activities involved in Rule 2 are calculated. 3. As we are interested in roles, we generate an output on the basis of potential roles instead of potential persons, for which information from the organizational model is required (cf. Figure 3 to understand better). 4. Only the roles common to both sets of potential performers/owners must be selected. 5. If the resulting set is empty we can assure the rule is being always met.
Otherwise we should state the rule may be violated at run time.
Therefore, in this concrete case the BP model is not compliant with Rule 2.
As shown, the mashup is easily built by selecting and connecting the proper components. Their inner implementation is not important to end users. Therefore, non-technical people from our organization could benefit from several mashup platforms that let any person with knowledge on the application domain create a mashup, with no need of technical knowledge. The functionality of the mashup could even be embedded in other existing applications, e.g. Kongdenfha et al. [16] have presented an approach that allows users to easily build mashups within a familiar spreadsheet environment.
If we wanted to give a slightly different meaning (or materialization) to Rule 2, we could re-configure the properties of the convenient components in Figure 4 , reconnect them, or even insert new components to deal with the new interpretation (e.g. to force different people performing the two activities involved).
Besides, mashups can return different types of results (e.g. numeric values, text, boolean values). It means the output UI can show not only compliance checking results, but also the result of any analysis operation over BP models. For instance, we could build a mashup to obtain the list of activities that can be executed after a given activity. Therefore, we can use mashups for different kinds of analyses related to BP compliance and, in general, to BP management, always relying on the basis of re-using and integrating techniques. New approaches could be implemented and included as new components.
DS Components for Resource-Related Compliance Mashups
Most of the flow components depicted in Figure 4 are DS elements, specifically DS operators. Table 1 depicts some DS operators in the domain of resourcerelated compliance checking. Implementing some of them is quite trivial, e.g. those focused on the extraction of specific information from BP models or organizational models, as long as we have proper mechanisms to access the data. However, there are other DS operators whose implementation may not be so easy. That is the case of potentialOwners, in which we have to figure out what the candidates to execute the task at run time are from the resource assignments in the BP model. This involves an analysis of the BP model and the organizational model together to obtain the required information. Several approaches have been developed so far to perform this kind of analysis. For instance, RAL Solver, based on the aforementioned RAL, uses the HermiT DL reasoner to resolve RAL expressions and implement all of the operations depicted in Table 1 . Similarly, many of those operations can also be implemented using the aforementioned Business Activities [25] , or by means of the model-checking algorithms proposed by Wolter et al. to verify control access constraints in BPs [26] . Any of these approaches (or others) could be used to execute the mashup in Figure 4 .
It is important to point out that the list of DS operators presented in Table  1 is not exhaustive. Indeed, operations to check properties related to dynamic issues in BPs are also necessary in order to consider the control flow of the process. Formalisms such as Petri nets [27] and BPMN-Q [12] have been widely studied and used in this kind of checks. Flow components performing functions for control-flow management could thus be incorporated to the mashup. 
Conclusions and Future Work
The use of mashups to specify and check compliance rules provides a framework that may help to simplify an important problem in business process compliance management, which is the expression of compliance rules in a way that enables their automated checking. Since rules are defined by composing operators, mashups provide flexibility to give stricter or slighter meanings to them, as desired. Besides, mashups are quite easily understandable, which allows their creation or modification by people without technical skills. Furthermore, compositions can be saved as new mashup components, making them reusable.
This proposal provides a common approach to specify and check compliance rules regardless of the compliance domain provided as long as there is technical and technological support to implement the components for the specific domain. That is, we have applied mashups in DTCC, but with different data sources and DS flow components we could check other kinds of compliance. For example, building mashups for BCC would give rise to UIs that could work as a dashboard for the visualization of compliance issues for later audits [28] .
Regarding the validation of our approach, we have just started a project with an IBEX-35 multinational company. The goal of the project is to develop a mashupbased system that allows the specification and checking of all the rules the company has to meet (basically rules from Internal Control Systems of Financial Information -SCIIF-, law decree L262, SOX, and some ad-hoc business rules). In the policies the company needs to check we have already found cases of ambiguous statement of rules in which a specific interpretation must be given, e.g. "database security parameters must be checked at least once a year". The following question emerged when modelling this rule: "a fiscal year or a year since the last time it was checked?" This reaffirms the need of providing flexibility for rule modelling.
Besides, the solution must cover all the compliance-related features described in [9] , giving rise to a full-coverage BPCMS. Therefore, we are studying how to extend the approach presented in this paper to address more types of BP compliance (e.g. run-time issues). In this project, we also plan to evaluate how easy the building of compliance mashups actually is for non-technical people.
