ABSTRACT Process mining is an important technique for complex operational process management. It aims to extract valuable process-related information and build process models from event logs of enterprise information systems. Process models can describe the characteristics and verify the correctness of the system with the function of providing feedback to system designers. However, there may be some deviations between the activities in event logs and a process model because of the system upgrade and business process improvement. Thus the original model needs to be repaired because it does not describe the real business process well. For the models with non-free-choice structures, event logs can be replayed by the existing repair methods, but their repaired models are quite different from the business processes. Therefore, a new model repair method is proposed based on logic Petri nets in this paper. First, the concept of transition pairs and successor relationship is proposed. A successor relationship matrix is constructed. Then, the position to be repaired can be determined by traversing the transition pairs. Finally, the correctness and effectiveness of the proposed method are illustrated in our experiments.
I. INTRODUCTION
In recent years, most companies or organizations use enterprise information systems to organize their business processes. Event logs generated by these systems record detailed information about the activities that have been executed. Process mining can discover, monitor and improve real processes by extracting knowledge from event logs [1] . For example, the process model is automatically discovered by observing event logs in the enterprise information system. Event logs can be used for three types of process mining scenarios: process discovery [2] - [4] , conformance checking [5] - [7] , and process enhancement [8] .
Process discovery technique takes an event log as input and produces a process model that can describe the behavior The associate editor coordinating the review of this manuscript and approving it for publication was Xin Luo. observed in the event log. At present, many process discovery algorithms have been proposed. For example, a process model can be constructed based on α algorithm if the log-based ordering relation is complete [9] . However, α algorithm cannot describe well the models with short loops, infrequent behaviors, and complex structures. Thus many derived algorithms are proposed. For example, the method in [10] can deal with short loops, i.e., the length of the loop is one or two. Wen et al. [11] extend α algorithm and propose α # algorithm to mine invisible transitions. α ++ algorithm [12] is proposed to mine non-free-choice structures. There are many other process discovery algorithms, such as the genetic process mining algorithm [13] that use iterative processes to simulate the process of natural evolution. A heuristic mining algorithm [14] is proposed and uses a representation similar to causal nets. The frequency of events and sequences is considered when a process model is constructed.
Process discovery techniques need to balance the four quality dimensions: fitness, precision, simplicity, and generalization [1] . Fitness means that the process model should allow the behaviors reflected in the event log to occur. If a process model can replay any traces in event logs, then the fitness value of this process model is ideal. Simplicity means that a good process model can explain the behavior in event logs, and the process model should be as simple as possible. A high precision value means that the process model can replay traces in event log and behaviors unrelated to event log are not allowed. Generalization means that a process model can reproduce future behavior. From the four quality dimensions, the quality of a process model can be evaluated.
From conformance checking, inconsistencies/deviations between a process model and its corresponding event log can be detected by comparing a process model with the observed behavior in the event log [7] .
Process enhancement is based on knowledge gained from the event log to improve the process model. One type of enhancement is repair, i.e., modifying the model to better reflect reality. Actually, there are two extremes of repair: (1) One extreme is to avoid changes to the original model as much as possible; (2) The other extreme is to simply discover a process model from event logs with little consideration for original model, which can be regarded as process discovery [15] . In this work, we focus on the former and repair the model without significantly changing the original model.
Model repair is a new process mining technique. Due to system upgrade or business process improvement, there are deviations between the recorded event logs and a process model. Therefore, the process model needs to be repaired to reflect the reality. The advantage of this approach is to avoid significant changes in the rediscovered model. The repaired model is similar to the original one, which can replay most of event logs and retain the advantages of original model as much as possible. For instance, Fahland and van der Aalst [15] propose a technique to repair models by decomposing an event log into several sub-logs of non-fitting sub-traces. For each sub-log, either a self-loop is generated that can replay the sub-log, or a sub-process is generated and then added to the appropriate location of original model. Knapsack method [16] is proposed to repair a model by adding a single active self-loop or an invisible transition. To get the maximum fitness value in a set of repair operations, the costs are assigned to repair operations such as inserts or skips.
Petri nets (PNs) are considered to be one of the suitable mathematical models for process modeling because of their powerful capabilities of intuitively and compactly characterizing processes [17] . However, traditional Petri net-based methods cannot fully express the information in the event log when the business logic relationship in the event log is complex. An extended Petri net named as logic Petri net (LPN) can be used to describe and analyze complex business processes [19] - [23] . Therefore, this paper is based on logic Petri nets to repair the model containing non-free-choice structures. Recently, some model repair methods based on logic Petri nets have been proposed, mainly for specific model structures. For the model repair method [19] , some relationships among transitions in choice structures are presented to determine the repair location of the model. A logic Petri net-based model repair method [20] is proposed to repair the models containing concurrent blocks. Xu et al. [21] propose a model repair method for adding bridges among choice branches, and the deviation position is obtained according to the principle of token replaying.
To repair the models with non-free-choice structures, a repair method [15] to skip a choice branch is proposed by adding invisible transitions and directed arcs. The Knapsack method [16] repairs non-free-choice structures by adding repetitive transitions as a self-loop. These two repair methods can repair non-free-choice structures, but the precision value of repaired models is not high because of self-loops and invisible transitions. Therefore, a new method to repair nonfree-choice structures is proposed based on logic Petri nets in this paper. This work has the following contributions:
(1) To better express the behavior of event logs, several basic concepts are defined such as transition pairs, successor relationship, and successor relationship matrix. According to an event log, different levels of transition pairs are given, and the successor relationship of transition pairs can be shown. Finally, a successor relationship matrix is constructed. (2) For models with non-free-choice structures, a new model repair method is proposed in this paper. We traverse optimal alignment between event logs and process models, and then find the anomalous transition pair in the successor relationship matrix. If two transitions in the transition pair are connected by a suitable place, only directed arc is added. If two transitions in the transition pair are not connected by a suitable place, one place and two directed arcs are added to repair. (3) A simulation experiment is conducted on the visiting process of orthopedic patients. The experimental results demonstrate the validity and correctness of the proposed method.
The rest of the paper is organized as follows. Section II recalls some basic notions on event logs, Petri nets, and alignments. To repair models containing non-free-choice structures, two algorithms are respectively proposed for finding transition pairs and successor relationship matrix in Section III. Section IV identifies the location of the deviation in non-free-choice structure and repairs the model. The experimental results are given in Section V. Finally, Section VI concludes this paper.
II. PRELIMINARIES
This section first recalls some basic notions on Petri nets [24] - [32] , multi-sets, and event logs [33] - [37] . Then it introduces some concepts used in this article, such as alignments [18] , optimal alignments [16] - [18] , and logic Petri VOLUME 7, 2019 nets [19] - [23] . In the sequel, N denotes a natural number set, i.e., N = {0, 1, . . .}, R is the set of all non-negative real values, and R + is the set of all non-negative real values without 0, i.e., R + = R\{0}. Definition 1 (Sequences): Let A be a set. A * refers to the set of all finite sequences over A. (1) N = (P, T ; F) is a net, where P represents a finite set of places, T represents a finite set of transitions, F ⊆ (T × P) ∪ (P × T ) denotes a set of directed arcs from places to transitions or from transitions to places; (2) M : P → N is a marking function, where ∀p ∈ P, M (p) represents the number of tokens in p; and (3) Petri net has the following transition firing rules:
is enabled under marking M , denoted by M [t >; and (b) If M [t >, the transition t can be fired, and a new marking M is generated, which is denoted
Fig . 1 shows the four basic structures of Petri net-based process models: sequential structure, choice structure, concurrent structure, and loop structure. Let c and d be two activities. The sequential structure means that activities c and d are executed sequentially, and d can only execute after c. The choice structure means that activities c and d can only execute one of them. The concurrent structure means that it can be executed either in the order of cd or dc. Both activities c and d can be executed, and execution of any one of them does not affect the execution of the other. The loop structure means that c and d are executed any number of times in sequence. These four structures can be combined and any one of them can contain other structures or even itself.
An example of a non-free-choice structure between d and e is shown in Fig. 2 . The choice is made not by d or e but by the choice between a and b. After the Petri net is initialized, there is a free choice between a and b. After one of them is executed, c will be executed. Finally, whether d or e is chosen to execute depends on which one of a and b has been executed [12] . 
. m i is an initial marking and m f is a final marking.
Definition 7 (Alignment): Let A be a set of activities, σ ∈ A * be a trace, and
is an alignment between σ and N , where
σ,N denotes a set of all alignments between σ and N . For a move (b, s), if b ∈ A and s =>>, it is called a log move; if b =>> and s ∈ T , it is called a model move; if b ∈ A and s ∈ T , it is called a synchronous move; and otherwise, it is called an illegal move.
An example is given to illustrate the above definitions. Let σ = a, d, e, f be a trace. Fig. 3 shows an alignment between σ and N . In (1) P is a finite set of places; T ., i.e., the logic input function f I (t) of t is true under the marking M , then t can be enabled and denoted as
e., the logic output transition t can be enabled, and for
A logic Petri net model denoted by LPN 1 is shown in Fig. 4 . t 1 denotes a logic input transition, I (t 1 ) = p 1 ∨ p 2 is a logic input function of t 1 . It denotes when t 1 is fired, there are three cases: (1) only p 1 contains a token; (2) only p 2 contains a token; and (3) both p 1 and p 2 contain a token.t 3 denotes a logic output transition, O(t 3 ) = (p 5 ⊗ p 7 ) ∧ p 6 is a logic output function of t 3 . There are two cases after t 3 is fired: (1) only p 5 and p 6 contain tokens; or (2) only p 7 and p 6 contain tokens.
III. TRANSITION PAIR AND SUCCESSOR RELATIONSHIP MATRIX
This section defines some definitions of the event log that can help us determine where the deviation occurred. Existing process mining techniques can discover deviations between event logs and process models through conformance checking techniques. However, existing process mining techniques can only discover these deviations but cannot repair the model to eliminate such deviations. Some definitions are presented next.
A. TRANSITION PAIR
To represent the relationship between two activities in traces, the following definitions are given in this subsection.
Definition 10 (Successor Relationship): 
TS k is a transition pair set that contains all k-level transition pairs. For a trace with m elements, there can be at most (m−1) level transition pair sets (m ≥ 2). The longest trace in the event log is denoted by σ L , and there are at most (
, e, f }, the first-level transition pair set is TS 1 = {(a, c),
It indicates that there have a successor relationship between a and b. Similarly, there also have a successor relationship between b and c. Therefore, there must be a successor relationship between a and c, denoted by a >> k c. For a transition pair (a, c),
From Theorem 1, when the heads and tails of the transition pair are the same, they can be added as a new transition pair.
Example 3 (Example 2 Continued):
According to the aforementioned definitions, an algorithm is proposed to find transition pair sets.
Algorithm 1 Computation of Transition Pair Sets
end for 15. end for 16. end for 17. return TS k Algorithm 1 is used to calculate transition pair sets.
Step 1 is used to initialize variables σ L and TS k . Steps 2-8 are used to find the longest trace in the event log and calculate the length of trace. Steps 9-17 are used to traverse each trace in event logs. According to Definition 12 and Theorem 1, different levels of transition pair sets are obtained.
B. SUCCESSOR RELATIONSHIP MATRIX
To more intuitively represent the successor relationship between transition pairs, the following definition is given in this subsection. Definition 13 (Successor Relationship Matrix): Let PN = (P, T ; F, M ) be a Petri net, T = {t 1 , t 2 , . . . , t n }, and L ∈ B(A * ) be an event log.
represents the value of successor relationship between t i and t j . As shown in Fig. 1(b) , if t h and t h+1 have a choice relationship in the choice structure, and then in successor relationship matrix we have
• , and h ∈ {1, 2, . . . , n}. As shown in Fig. 1(c) , if t h and t h+1 are concurrent in the concurrent structure, then in the successor relationship matrix we have 
For a loop composed of n transitions where t h , t h+1 , . . . ,
For example, as shown in Fig. 5 , we get CRT = {t 2 , t 3 , t 7 , t 8 }, which is the set of all choice relationship transitions. According to Definition 13, an algorithm for computing the successor relationship matrix is given as follows.
In the successor relationship matrix, we can clearly express the successor relationship between two transitions in the transition pair.
Step 1 is used to initialize variables n and
. Steps 2-6 are used to assign the entire successor relationship matrix to 0. Steps 7-16 are used to assign values to the successor relationship matrix. 6 ), (t 6 , t 5 ), (t 5 , t 8 )}. The second-level transition pair set is TS 2 = {(t 1 , t 4 ), (t 5 , t 9 ), (t 1 , t 5 ), (t 4 , t 9 ), (t 6 , t 9 ), (t 1 , t 6 )}. The third-level transition pair set is TS 3 = {(t 2 , t 7 ), (t 3 , t 8 )}. The fourth-level transition pair set is TS 4 = {(t 1 , t 7 ), (t 2 , t 9 ), (t 1 , t 8 ), (t 3 , t 9 )}. The fifth-level transition pair set is TS 5 = {(t 1 , t 9 )}. Then, the successor relationship matrix of event log L 1 is as follows: 
Theorem 2: Let PN = (P, T ; F, M ) be a Petri net, T = {t 1 , t 2 , . . . , t n }. For ∀t x , t y , t a , and t b ∈ T , if there is a nonfree-choice structure in PN, then
Proof: For the two transition pairs (t x , t y ) and (t a , t b ), if there have a non-free-choice structure in PN, then t x and t y are the choice relationships in a choice structure, and t x and t y belong to the set of choice relationship transitions, i.e., t x , t y ∈ CRT . Similarly, t a and t b are the choice relationships in a choice structure, and t a and t b belong to the set of choice relationship transitions, i.e., t a , t b ∈ CRT . Then, from Definition 13,
IV. MODEL REPAIR BASED ON LOGIC PETRI NETS
In this section, we introduce a model repair method based on logic Petri nets and compare it with other Petri net-based methods. The first step of the method in this paper uses alignment to find the deviation between event logs and process models. Then deviations are repaired by the method based on logic Petri nets. Thus the event log and the model can be completely fitted. Since loop is not generated in the model, the model obtained by our method has higher precision value than other methods.
Using the optimal alignment, the deviation can be found between event logs and models. To repair the model, a definition is proposed to record the position of deviations in the model.
Definition 15 (Deviation Position):
is an optimal alignment between σ and N . For a log move (b, s) ∈ γ , b ∈ A and s =>>, and b is called a deviation position.
The deviation position set DPS contains all deviation position, i.e., DPS = {γ ∈ σ,N ,lc |∀(b, s) ∈ γ , b ∈ A and s =>>}.
An algorithm for finding deviation position set is given as follows. alignment of all traces.
Algorithm 3 Deviation Position Sets
Step 4 is used to merge the optimal alignment into the optimal alignment set σ,N ,lc . According to Definition 15, Steps 5-9 are used to traverse optimal alignment set σ,N ,lc . For each move in the optimal alignment, if there is a log move, we record the first element in the move which is a deviation position. Deviation position set DPS is returned in Step 10.
Example 5: There is an event log L 2 = { t 1 , t 2 , t 5 , t 6 , t 8 , t 9 , t 1 , t 2 , t 5 , t 6 ,t 8 , t 7 , t 9 , t 1 , t 3 , t 5 , t 6 , t 8 , t 7 , t 9 , t 1 , t 2 , t 4 , t 5 , t 7 ,t 9 , t 1 , t 3 , t 5 , t 6 , t 8 , t 9 }. All optimal alignments between L 2 and N 1 are shown in Fig. 6 .
As shown in Fig. 6 , the first trace σ 1 has one optimal alignment with the model N 1 , denoted by γ 1 . In γ 1 , there is a log move (t 2 , >>). The second trace σ 2 has two optimal alignments with the model N 1 , denoted by γ 2 and γ 2 respectively. In γ 2 , there are two log moves (t 2 , >>) and (t 7 , >>). In γ 2 , there are two log moves (t 6 , >>) and (t 8 , >>). The third trace σ 3 has one optimal alignment, denoted by γ 3 . In γ 3 , there is a log move (t 7 , >>). σ 4 and σ 5 are completely fitted to the model and are represented by γ 4 and γ 5 . According to Definition 15, the deviation position set between L 2 and N 1 is DPS = {t 2 , t 6 , t 7 ,t 8 }.
After obtaining the deviation position set, a model repair algorithm based on logic Petri nets is given as follows.
Algorithm 4 works as follows.
Step 1 is used to initialize all variables. Steps 2-6 are used to traverse transition pairs in all the optimal alignment. We add a directed arc from 
and t i ∈ CRT then 15. DPS = {t 2 , t 6 , t 7 , t 8 }. By using Algorithm 4, we traverse all the transition pairs of the optimal alignment and record the transition pairs whose successor relationship matrix value is 0. We can find that M (t 2 , t 6 ) = M (t 2 , t 8 ) = M (t 8 , t 7 ) = M (t 6 , t 7 ) = 0. According to the definition, the choice relationship transitions set is CRT = {t 2 , t 3 , t 7 , t 8 }. Because t 2 ∈ CRT and t 6 / ∈ CRT , so a directed arc is added from t 2 to • t 6 . According to the firing condition of LPN mining algorithm [23] , a logic output function O(t 2 ) = (p 3 ∧ p 4 ) ⊗ (p 4 ∧ p 5 ) is added for t 2 . Because t 8 ∈ CRT and t 7 ∈ CRT , so a place p 11 is added between t 8 and t 7 . In addition, we also add a directed arc from t 8 to p 11 and add a directed arc from p 11 to t 7 . According to the firing condition of LPN mining algorithm [23] , a logic output function O(t 8 ) = p 11 ⊗ p 9 is added for t 8 , and a logic input function I (t 7 ) = (p 6 ∧ p 7 ) ⊗ p 11 is added for t 7 . The model with non-free-choice structure repaired by our method is shown in Fig. 7 .
As shown in Fig. 7 , it adds three directed arcs, a place, two logic output functions, and a logic input function to the original model N 1 . The model repaired by Fahland's approach is shown in Fig. 8 , where it adds nine directed arcs and three invisible transitions to the original model N 1 . The model repaired by Knapsack method is shown in Fig. 9 , where it adds two repetitive transitions, an invisible transition, and seven directed arcs to the original model N 1 . Thus, the method of repairing the model proposed in this paper is more concise and the modification of the original model is minimal. 
V. SIMULATION EXPERIMENTS
This section analyzes the method proposed in this work and other methods of repairing the model and compares its pros and cons. The experiment is performed on a computer with Intel (R) Core 2.50GHz CPU, 12.0GB RAM, JDK 1.8, and Windows 10. Fahland's approach [15] and Knapsack method [16] are compared with the model repair method proposed in this paper. Fahland's approach is implemented in the Process Mining Toolkit ProM 6.6, and it is available from http://www.promtools.org/prom6/. The Knapsack method is implemented in the DOS command window.
A. MODEL AND DATA FOR EXPERIMENTS
The model and event logs used in the experiment come from a hospital in Tsingtao. As shown in Fig. 10 , we take the business process model of the hospital orthopedic department as an example. When a patient comes to the hospital, he/she makes an appointment at the triage station and selects the department for the visit. Then he/she waits in line at the clinic and chooses a specialist clinic or general clinic based on personal circumstances. When the patient makes an appointment, the hospital will provide the patient with a reservation number. During their waiting for the appointment, the doctor will call the reservation number. The doctor asks about the patient's condition and then arranges Computed Tomography (CT) or Magnetic Resonance Imaging (MRI) according to the different conditions. After the patient has finished the imaging examination, the doctor diagnoses the results of the examination. When the doctor makes a diagnosis, the patients are divided into two situations: (1) If the patient's condition is more complicated, further examination is needed, and the result is more serious after the examination, which requires hospitalization. The patient is required to pay for the expenses incurred during the hospital stay before leaving the hospital. After the condition is relieved, the patient reimburse part of the cost with medical insurance and then leave the hospital; (2) If the patient's condition is mild, basic medication is needed. After paying the fee, he/she goes to the pharmacy to take the medicine with the prescription issued by the doctor, and then leave the hospital.
The recorded event log may change during the actual medical process. There are many reasons why the event log has changed. One situation is due to a staff member's work mistakes. Another situation is event log changes due to business process improvements. In this work, we believe that the change to the event log is because of business process improvement and the recorded event log is correct. For example, in the actual medical process, after the doctor diagnoses, he thinks that further examination is needed. However, after further examination, the patient does not want to be hospitalized to choose a conservative treatment or the condition is mild, then only medication is needed. As the national medical insurance catalogue may change, some medicines cannot be reimbursed in the previous national medical insurance catalogue. But now because the medication is newly included in the national medical insurance catalogue, patients can be reimbursed. This indicates that the events in the process have changed.
As shown in Fig. 10 , there is a non-free-choice structure in this hospital orthopedic business process model. The proposed method in this paper is to repair this non-free-choice structure, so that the repaired model can reflect the actual business process. The method proposed in this paper is to perform local repair based on the original model instead of discovering a new model based on the log. On the one hand, the rediscovery of the model may change greatly from the original model. On the other hand, the new model may not reflect the behavior expressed by the log. (Such as invisible transitions, etc.)
As shown in Table 1 , there are a total of 10 sets of event logs, and the number of traces in the event logs range from 122 to 1029. We preprocess the event logs and remove the event logs that seriously deviated from the real process. The details of the event log, such as the number of events, the number of activities, and the length of the traces are recorded in Table 1 . The event logs can be accessible at: https://github.com/WentaiZheng/Event-log. 
B. MODEL REPAIR EXPERIMENTS OF THREE REPAIR APPROACHES
There is a non-free-choice between transition Pharmacy taking medicine and Apply for reimbursement in Fig. 10, i. e., the repair of non-free-choice structures, we compare the proposed method in this paper and the existing repair methods, namely Fahland's approach [15] and Knapsack method [16] .
Fahland et al. propose a technique to repair models by decomposing the log into several sub-logs of non-fitting subtraces. For the sub-log, either add a loop to replay the sublog, or add the mined sub-process to the appropriate location of the original model. As shown in Fig. 11 , the hospital orthopedic business process model that has been repaired by Fahland's approach is shown. Fahland's approach adds three invisible transitions and nine directed arcs to the original model. Replay the sub-log by adding invisible transitions and forming a loop in the original model. Since the fitness is a very important conformance metrics in determining the quality of the process mining results, the main criterion for repair used in Fahland's approach is fitness. It ignores other conformance metrics such as simplicity, precision. In Fahland's approach, a high degree of fitness value is obtained because of the addition of invisible transitions and a large number of directed arcs, but resulting in lower precision values.
The principle of the Knapsack method is exploiting the alignments between the original process model and event log. Knapsack method is to get the maximum fitness value in a set of repair operations. The Knapsack method adds a self-loop or an invisible transition to the model to repair the model. As shown in Fig. 12 , the hospital orthopedic business process model that has been repaired by Knapsack method is shown. Knapsack method adds one invisible transition, seven directed arcs, and two repetitive transitions to the original model. Because of the addition of self-loops and invisible transitions, although the model has a high fitness value, in reality a self-loop does not repeat many times. So the precision value of the model is very low.
The model repair method proposed in this work is shown in Fig. 13 , and one place and three directed arcs are added to the original model. According to the firing condition of LPN mining algorithm [23] , we get two logic output functions O(Further examination) = (p 9 ∧ p 10 ) ⊗ (p 9 ∧ p 11 ) and O(Pharmacy taking medicine) = p 17 ⊗ p 15 and one logic input function I (Apply for reimbursement) = (p 12 ∧ p 14 ) ⊗ p 17 . Through the logic input/output function, it can express the complex logical relationship between transitions and improve the value of simplicity in the model.
In this paper, a model repair method has a higher degree of simplicity if a repaired model has the smallest change compared with its original model. Thus, the simplicity of a model can be measured by the number of places, transitions, and directed arcs of the model.
The results of four repaired models are compared in Table 2 . The four models are the original model, the repaired model by our approach, the repaired model by Fahland's approach, and the repaired model by Knapsack method. The contents of the comparison are the number of places, the number of transitions, the number of directed arcs, the number of invisible transitions, and the number of changes in the model. The model repaired by our method adds one place and three directed arcs to the original model as shown in Table 2 , there are 4 changes compared with the original model. The model repaired by Fahland's approach adds three invisible transitions and nine directed arcs to the original model as shown in Table 2 , there are 12 changes compared with the original model. The model repaired by Knapsack method adds one invisible transition, seven directed arcs, and two repetitive transitions to the original model as shown in Table 2 , there are 10 changes compared with the original model. Therefore, among the three repair methods, our repair method has the smallest change to the original model. So the simplicity of the method based on this paper is higher than the other methods.
As shown in Fig. 14 , it is a comparison of the fitness values between the model repaired by different methods and different sets of event logs. Fitness measures the extent to which process models can reproduce the traces recorded in the event log. The range of values of the fitness is 0 to 1. Note that fitness value of 1 denotes perfect fitness. The main repair criterion for Fahland's approach and Knapsack method VOLUME 7, 2019 is fitness. The fitness value used by logic Petri nets comes from [38] . Fig. 14 shows that Fahland's approach, Knapsack method, and our approach are both perfect fitness, i.e., the value of fitness is 1.
As shown in Fig. 15 , it is a comparison of the precision values between the model repaired by different methods and different sets of event logs. The precision value used by logic Petri nets comes from [38] . As can be seen from Fig. 15 , our method always maintains a high precision value with a different number of event logs. The precision value of Fahland's approach and Knapsack method is lower than ours, and the precision value of Fahland's approach is always higher than Knapsack method.
VI. CONCLUSION
Due to business process improvement, the original model does not correctly describe the real business process. For purpose of retaining the advantages of the original model as far as possible, it is better to repair the model. In this work, a model repair method based on logic Petri nets is proposed to deal with non-free-choice structures. First, the transition pairs are computed from the event log and then a successor relationship matrix is obtained according to the successor relationship of transition pairs. Optimal alignments are obtained based on event logs and models. In the optimal alignment, we traverse the transition pairs and obtain the anomalous transition pairs in the successor relationship matrix. Through these transition pairs, the position to be repaired can be determined, and finally the original model is repaired based on logic Petri nets. Complex model structures can be expressed by logical relationships in logic Petri nets. Since the addition of logical relationships, the relationship among activities can be concisely described, and the value of precision and simplicity of a model can be improved in logic Petri nets. The method proposed in this paper is superior to the existing methods in terms of precision and the model is more concise. However, this paper repairs only the non-free-choice structures. In the future, we will focus on the process model of other more complex structures. Besides, future work will study other conformance metrics such as generalization.
