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Abstract
This paper relates labelled transition systems and coalgebras with the motivation of com-
paring and combining their complementary contributions to the theory of concurrent systems.
The well-known mismatch between these two notions concerning the morphisms is resolved by
extending the coalgebraic framework by lax cohomomorphisms.
Enriching both labelled transition systems and coalgebras with algebraic structure for an al-
gebraic speci/cation, the correspondence is lost again. This motivates the introduction of lax
coalgebras, where the coalgebra structure is given by a lax homomorphism. The resulting
category of lax coalgebras and lax cohomomorphisms for a suitable endofunctor is shown to
be isomorphic to the category of structured transition systems, where both states and transitions
form algebras.
The framework is also presented on a more abstract categorical level using monads and
comonads, extending the bialgebraic approach introduced by Turi and Plotkin. c© 2001 Elsevier
Science B.V. All rights reserved.
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1. Introduction
Transition systems [18, 25] are widely used in Computer Science for the operational
semantics of computational formalisms. Many variations of such systems have been
de/ned in the literature: Usually they are obtained by extending the basic structure
(consisting of a set of states and a transition structure) with other features, like labelling
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functions, algebraic structure on states and=or transitions, an independence relation on
transitions, and so on.
There are two main ways of representing a transition system as a mathematical
structure. The /rst way is to regard it as a graph, i.e., a collection of nodes (the
states) and of arcs (the transitions) between the nodes. Sometimes such a graph is
required to be simple, i.e., there can be at most one transition relating two given states
(therefore the transitions de/ne a relation on states). The second way is to regard a
transition system as a coalgebra (for a suitable endofunctor), by viewing the transition
relation as a function from states to collections of states, mapping each state to its
successors.
The representation of systems as graphs has some advantages if one wants to equip
states and transitions with algebraic structure. This is the case, for example, in the
theory of structured transition systems as de/ned in [8]. It has been shown that pro-
grams of many computational formalisms (including, among others, P=T Petri nets in
the sense of [22], term rewriting systems, term graph rewriting [5], graph rewriting
[11, 6, 13], Horn Clause Logic [4]) can be encoded as heterogeneous graphs having as
collection of nodes algebras with respect to a suitable algebraic speci/cation, 1 and usu-
ally a poorer structure on arcs (often they are just a set). Structured transition systems
are de/ned instead as graphs having a similar algebraic structure both on nodes and on
arcs. A free construction associates with each program its induced structured transition
system, from which a second free construction is used to generate the free model, i.e.,
a structured category which lifts the algebraic structure to the transition sequences. This
induces an equivalence relation on the computations of a system, which is shown to
capture some basic properties of true concurrency. Moreover, since the construction of
the free model is a left adjoint functor, it is compositional with respect to operations
on programs expressible as colimits.
The representation of transition systems as coalgebras has been used for example in
[1]. Interestingly, in this case the natural notion of morphism between systems turns
out to be a functional bisimulation, and a <nal coalgebra (if it exists) provides canon-
ical representatives for the equivalence classes of states with respect to bisimulation
equivalence. Other topics based on the coalgebraic representation of transition systems
include the relationship between the initial and /nal semantics [31], the use of /nal
semantics for lazy applicative languages [34], and the de/nition of an abstract mathe-
matical framework for structured operational semantics [33, 35]. (See [14, 15] for recent
works on coalgebra in general.)
Summarising, we can safely say that the two representations of transition systems
mentioned above (graphs and coalgebras) are at the basis of relevant theoretical results.
However, in our view, the results obtained in these approaches are complementary to
each other, and to our knowledge there is yet no clear way to relate them. This
paper presents a contribution in this direction. Our main goal is to represent structured
1 Actually, for some of these formalisms a richer essentially algebraic structure is needed.
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transition systems as some kind of coalgebras with algebraic structure. BrieEy, we will
introduce a category where the objects are such systems. As for arrows, many reason-
able de/nitions exist, because one can require that both the algebraic and coalgebraic
structures are strictly preserved, or that one of them (or even both) are preserved just
in a weak (“lax”) way. This provides a Eexible framework where the same systems
can be analysed from diHerent perspectives, including the graph-theoretic and the coal-
gebraic ones, but also arbitrary mixtures of them. Interesting questions that can be
considered in this new formal framework (but we leave that as future research topics)
include the de/nition of observational mechanisms for structured transition systems,
and the analysis of the corresponding bisimulation and congruence relations.
The paper is structured as follows. In Section 2, we recall the de/nitions of struc-
tured transition systems [8] as well as of standard nondeterministic, labelled transition
systems based on labelled transition relations. As a starting point for the coalgebraic
presentation, labelled systems are more suitable since labels of transitions play the
role of observations which allows us to study (independently of the coalgebraic pre-
sentation) the concept of bisimulation [36, 23]. In order to bring together structured
and labelled transition systems we extend structured transition systems with a con-
cept of labels while labelled transition systems are equipped with algebraic structure.
The resulting notions of labelled structured transition systems and structured labelled
transition systems are diHerent since in the latter case the graph is required to be
simple. However, there exists a straightforward adjunction between the corresponding
categories whose left adjoint identi/es in a labelled structured transition system all tran-
sitions with the same source, target, and label. As a running example, the transition
system of a (labelled) P=T Petri net is considered.
In Section 3, we introduce the coalgebraic presentation of standard labelled transi-
tion systems. The well-known mismatch between these two de/nitions concerning the
morphisms is resolved by introducing lax cohomomorphisms, which are de/ned for
any order-endowed functor, i.e., an endofunctor equipped with a family of preorders
on arrows. Intuitively, strict coalgebra homomorphisms are required both to preserve
and to reEect transitions, while lax cohomomorphisms, just like standard morphisms
of transition systems, are only required to preserve transitions. Thus, the concept of
lax cohomomorphism is needed whenever categorical constructions from the theory
of transition systems are to be represented in a coalgebraic framework. For example
the free construction of transition systems from programs in the structured transition
system’s approach depends on the ability of morphisms of “creating” new transitions.
A second prominent example is the categorical study of diHerent models of concurrent
systems by Winskel and Nielsen [38]: also there morphisms are used which do not, in
general, reEect transitions. In order to rephrase these concepts and constructions in a
coalgebraic setting, the correspondence between coalgebras and transition systems must
be extended to their homomorphisms.
As concrete applications of lax cohomomorphisms in Section 4 we discuss a coal-
gebraic presentation of simulation and a translation into the lax coalgebraic framework
of the concept of bisimulation as span of open maps [17] which is taken from [19].
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In Section 5 we show by the Petri net example that structured labelled transition
systems cannot in general be de/ned as coalgebras for an endofunctor on the category
of algebras. This motivates the introduction of lax coalgebras where the algebraic
structure of the carrier is required to be preserved only in a lax way by the successor
mapping. The category of lax coalgebras and lax cohomomorphisms is shown to be
isomorphic to that of structured labelled transition systems.
In Section 6 we establish a connection between our approach and the related one due
to Rutten et al., started with [26, 31] and further developed in [33, 35]. In particular,
while we consider in Section 5 coalgebras for endofunctors on categories of algebras for
an algebraic speci/cation, in the abstract categorical setting of [33, 35] the more general
bialgebras are used, i.e., pairs of algebras and coalgebras for a monad and comonad,
respectively. More fundamentally, however, the interpretation of the algebraic structure
is diHerent in the two approaches: In the referred works it represents the structure of
programs, the standard example being process algebras [23], while in our approach
it represents the structure of states. It comes therefore of no surprise that the notions
of bialgebras and of their morphisms as introduced in [35] are not adequate for our
purposes, as shown in Section 5.
Thus in Section 7 we lift to the abstract level of bialgebras the lax notions introduced
earlier, de/ning lax bialgebras and their lax cohomomorphisms. This more abstract
framework makes easier the proof of interesting properties of our structures. As an
example, we show that the well-known equivalence between the category of coalgebras
for a functor and the category of coalgebras for its cofree comonad generalises smoothly
to the lax case. In the last section we conclude and brieEy discuss some topics for
future research.
2. On two notions of (structured) transition systems
As mentioned in the introduction, there are two natural notions of transition system
corresponding to two diHerent notions of graph. Standard labelled transition systems
are based on simple edge-labelled graphs, that is, the transitions form a relation →
⊆ S × L× S, where S is a set of states and L is a set of labels. The notion of struc-
tured transition systems [8] instead is based on multi graphs 〈S; T; pre; post〉, where
transitions form a set T and two mappings pre; post :T→ S give the corresponding
source and target states. These graphs are not labelled, but they are equipped with an
algebraic structure representing the distributed structure of states and transitions. The
relation of such multi graph (structured) transition systems with coalgebras is less ob-
vious. However, as stressed in the introduction, this framework accommodates a free
construction of structured transition systems from heterogeneous graphs (representing
programs) that does not always exist in the “simple” framework since in general free
constructions do not preserve subobjects.
Hence, a question of interest is the relation of the labelled simple graph and the
multi graph notion of (structured) transition systems. To this aim, we extend the two
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frameworks with the correspondingly missing concepts: Labelled structured transition
systems are obtained by adding labels to structured transition systems and structured la-
belled transition systems are labelled transition systems with algebraic structure. Then,
we establish a free construction from the former to the latter which identi/es all tran-
sitions with the same source, target, and label.
2.1. (Labelled) Structured transition systems
A structured transition system is a graph whose nodes and arcs form algebras while
source and target functions are corresponding homomorphisms. We will consider sys-
tems where the structure is determined by an equational one-sorted algebraic spec-
i/cation = 〈; E〉. We denote by Alg() the category of total -algebras and -
homomorphisms. If h :→′ is a speci/cation morphism Vh :Alg(′)→Alg()
denotes the associated forgetful functor and Fh :Alg()→Alg(′) its left adjoint
generating the free ′-algebra over a given -algebra. In particular V :Alg()→Set
and F :Set→Alg() denote the forgetful and the free functor with the category of
sets.
As running example we consider Petri nets and a description of their behaviour
by structured transition systems. According to [22], the relevant algebraic structure of
(transition systems of) Petri nets is that of commutative monoids, presented in the
following algebraic speci/cation:
C(ommutative) M(onoid) =
sorts monoid
opns e : → monoid
⊕ : monoid, monoid → monoid
eqns for all x; y; z : monoid
(x ⊕ y)⊕ z = x ⊕ (y ⊕ z)
x ⊕ y = y ⊕ x
e ⊕ x = x
This de/nes the category Alg(CM) of commutative monoids and monoid homo-
morphisms, 2 the forgetful functor VCM :Alg(CM)→Set, mapping a monoid M =
〈 MM; e;⊕〉 to the set VCM (M) = MM , and the free functor FCM : Set →Alg(CM), that
maps a set S to the set of /nite multisets over S, with empty set as unit and sum as
monoid operation. In the following we denote by S⊕ the set of /nite multisets over S,
i.e., S⊕ = VCM ◦ FCM (S).
The concept of structured transition systems represents a generalisation of the alge-
braic semantics of place-transition (P=T) nets in [22]. There it is shown that transition
systems of P=T nets are naturally obtained by imposing a commutative monoid structure
on the arcs of the heterogeneous graphs representing nets.
2 The category Alg(CM) is often denoted CMon.
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Fig. 1. A simple P=T net SN and its structured transition system STSCM (SN ).
Example 1 (P=T net transition systems). A place-transition net PN = 〈P; T; pre; post〉
is given by a set P of places, a set T of transitions, and functions pre; post : T → P⊕
which de/ne for each transition t ∈T its pre- and post-conditions. In other words, a P=T
net is a heterogeneous graph with transitions as arcs and markings, i.e., elements of
the free commutative monoid over P, as nodes. 3 The small net SN = 〈{a; b}; {t};
{t → a⊕ b}; {t → e}〉 shown in Fig. 1 suNces as example for our purposes.
The structured transition system STSCM (PN) of a place-transition net PN = 〈P; T;
pre; post〉 is constructed in two steps. First we add for each place p∈P an idle transi-
tion (also called p) such that pre(p) = post(p) = p. Second, the resulting transitions
in T + P are closed under sums: 4 If ti for i = 1; 2 are transitions with pre(ti) = mi
and post(mi) = m′i , then there is a transition t1 ⊕ t2 from m1 ⊕ m2 to m′1 ⊕ m′2 rep-
resenting the parallel composition of t1 and t2. Formally, this means to build the free
commutative monoid over the set of transitions T + P and to extend pre and post
inductively to (T + P)⊕. The so-constructed structured transition system
STSCM (PN ) = 〈P⊕; (T + P)⊕; pre⊕; post⊕〉
models all parallel steps of the net PN . The transition system STSCM (SN ) of our simple
net SN is sketched in the right of Fig. 1.
The structure of commutative monoids is regarded as the relevant algebraic structure
of P=T nets, as it delivers the necessary framework to obtain the above transition system
as a free construction [22].
The example of the P=T net transition system can immediately be generalised to
(multi-graph) transition systems with arbitrary algebraic structure.
De#nition 2 (Structured transition system). Let  be an algebraic speci/cation.
A structured transition system (over ); brieEy -STS or just STS, is a four-tuple
STS = 〈S; T; pre; post〉 where S and T are -algebras called resp. algebra of states
and transitions, and pre; post :T→ S are -homomorphisms assigning to each transi-
tion in T its pre- and post state.
3 The graph is called heterogeneous because its set of nodes has a richer algebraic structure than its set
of arcs.
4 By “+” we denote the coproduct (which coincides in Set with the disjoint union).
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An STS morphism
f : 〈S; T; pre; post〉 → 〈S ′; T ′; pre′; post′〉
is a pair of -homomorphisms f= 〈fS; fT 〉 such that the diagram below commutes
componentwise for pre and post.
Structured transition systems over  and their morphisms form a category which we
denote by STS.
The /rst fundamental diHerence between labelled and structured transition systems
is the presence of labels in the former framework. Thus, as a /rst step we consider
labelled structured transition systems as edge-labelled multi graphs with algebraic
structure on states, transitions, and labels.
De#nition 3 (Labelled structured transition system). Let  be an algebraic speci/ca-
tion and L be a -algebra, called algebra of labels. An L-labelled structured transition
system LSTS = 〈S; T; pre; post; lab〉, brieEy L-labelled STS or just labelled STS, is a -
STS〈S; T; pre; post〉 together with a -homomorphism lab :T→L that associates with
each transition a label from L.
A morphism of L-labelled STS
f : 〈S; T; pre; post; lab〉 → 〈S ′; T ′; pre′; post′; lab′〉
is a pair of -homomorphisms f= 〈fS; fT 〉 such that the diagram below commutes
componentwise for pre; post, and lab.
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Labelled STS over L and their morphisms form a category which we denote by
STSL .
Example 4 (Labelled P=T net transition systems). A labelled P=T net LPN = 〈P; T;
pre; post; lab〉 over a given monoid of labels L consists of a net 〈P; T; pre; post〉 and a
labelling function lab :T→L for transitions. Analogously, a labelled P=T net transition
system is an STS equipped with a labelling function from the monoid of transitions to
the monoid of labels.
The construction of the free transition system over a labelled P=T net extends the
construction in the unlabelled case by labelling identity transitions with themselves,
and composed transitions t1 ⊕ t2 with the composition of the labels of the elementary
transitions, that is,
STSCML (LPN ) = 〈P⊕; (T + P)⊕; pre⊕; post⊕; lab⊕ + idP⊕〉:
Here lab⊕ :T⊕→L is the free extension of lab, idP⊕ is the identity on P⊕, and
lab⊕+ idP⊕ : (T +P)⊕ → L+P⊕ is their coproduct where T⊕+P⊕ = (T +P)⊕ since
“ ⊕” is a free construction which preserves, in particular, coproducts.
In many cases, however, it is useful to consider a labelled STS which is not generated
in a free way. A straightforward application of the additional labelling structure is to
abstract, for example, from idle transitions. Consider again the simple net SN and its
free STS of Fig. 1. We can abstract from idle transitions in STSCM (SN ) by changing
the labelling function into lab′ : (T + P)⊕→T⊕ where lab′(t) = t for all t ∈T and
lab′(s)= e (the unit of T⊕) for all s∈ S; in this way we obtain the labelled structured
transition system
LSTSSN = 〈P⊕; (T + P)⊕; pre⊕; post⊕; lab′〉:
2.2. (Structured) labelled transition systems
If we are not interested in the identity of transitions but only in their labels we
can move from a labelled STS to structured LTS, i.e., labelled transition systems with
algebraic structure. First we de/ne formally the classical concept.
De#nition 5 (Labelled transition systems). Let L be a /xed set of labels. A (nondeter-
ministic) labelled transition system (over L), brieEy LTS, is a structure TS = 〈S;→TS〉,
where S is a set of states, and →TS ⊆ S × L × S is a labelled transition relation. As
usual, we write s l→TS s′ for 〈s; l; s′〉 ∈→TS .
A transition system morphism f :TS→TS ′ is a function f : S→ S ′ which “pre-
serves” the transitions, i.e., such that s l→TS t implies f(s) l→TS′ f(t). We will denote
by LTSL the category of LTS over L and corresponding morphisms.
Note that a more general de/nition would allow for transition systems over diHerent
sets of labels and, correspondingly, for more general morphisms. Here we stick to a
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/xed set of labels because this restriction corresponds in a natural way to the de/nition
of systems as coalgebras for a /xed functor, as shown below.
Structured LTS are obtained by interpreting the above de/nition in a category of
algebras.
De#nition 6 (Structured LTS). Let  be an algebraic speci/cation and L be a -
algebra of labels. A structured labelled transition system (over  and L), brieEy
structured LTS, is a pair SLTS = 〈A; →SLTS〉 where A is a -algebra of states and
→SLTS ⊆A×L×A is a labelled transition relation that is closed under the -operations,
i.e., a subalgebra of the product A× L× A in Alg(). For 〈a; l; b〉 ∈→SLTS we write
a l→SLTS b.
A morphism f : SLTS→ SLTS ′ of structured LTS over  and L is a -homomorphism
f :A→A′ such that a l→SLTS b implies that f(a) l→SLTS′ f(b). The category of structured
LTS over  and L is denoted LTSL .
2.3. From labelled STS to structured LTS
There is an obvious way in which a structured labelled transition system may be
regarded as labelled structured one by considering the labelled transition relation as
algebra of transitions. This de/nes a functor LS :LTSL →STSL for each label alge-
bra L by
〈S;→〉 → 〈S;→; #1; #3; #2〉 and f → 〈f;f × idL × f〉
on objects and arrows, respectively.
The objects of STSL which are in the image of this functor can be characterised up
to isomorphism by the conditional equation
pre(t) = pre(t′) ∧ post(t) = post(t′) ∧ lab(t) = lab(t′)⇒ t = t′: (1)
That means, edge-labelled simple graphs are just edge-labelled multi graphs with at
most one arrow with a given label between two nodes.
Proposition 7 (From labelled STS to structured LTS). Let  be an algebraic speci<-
cation and L be a -algebra of labels. Then; the functor LS :LTSL →STSL has
a left adjoint SL :STSL →LTSL which is de<ned by imposing equation (1) on the
transitions of a labelled STS.
Hence, the free construction of labelled STS discussed in the P=T net examples can
be extended to the category of structured labelled transition system LTSL by composing
it with the above left adjoint. In the case of the system LSTSSN introduced at the end
of Example 4 to abstract from idle transitions, the application of functor LS yields the
structured labelled transition system LTSSN depicted in Fig. 2. (Note that, in contrast
to the former picture, edge attributes now represent the labels of transitions rather than
the identities.)
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Fig. 2. The structured labelled transition system LTSSN of net SN .
3. Labelled transition systems as coalgebras with lax cohomomorphism
In this section we represent (unstructured) labelled transition systems as coalgebras
for a suitable endofunctor on the category of sets, and we stress that this representation
diHers from the standard de/nition for the class of morphisms among transition sys-
tems that are allowed. Next, we show that the two presentations can be reconciled by
introducing lax cohomomorphisms. These are de/ned for an arbitrary order-endowed
functor, a typical example of which is the /nite powerset functor Pf equipped with
the standard set-inclusion relation.
Let us /rst introduce the standard de/nition of coalgebras for a functor.
De#nition 8 (Coalgebras). Let B :C→C be an endofunctor on a category C. A coal-
gebra for B or B-coalgebra is a pair 〈A; a〉 where A is an object of C and a :A→BA
is an arrow. A B-cohomomorphism f : 〈A; a〉→ 〈A′; a′〉 is an arrow f :A→A′ of C
such that
a′ ◦ f = Bf ◦ a: (2)
The category of B-coalgebras and B-cohomomorphisms will be denoted B-Coalg. The
underlying functor U :B-Coalg→C maps an object 〈A; a〉 to A and an arrow f to
itself.
Labelled transition systems are represented as coalgebras by encoding the transition
relation as a mapping associating to each state a set of pairs of a successor state and
the label of the respective outgoing transition. Hence, the corresponding endofunctor
on the category Set takes each set S to the set P(L × X ) of subsets of the cartesian
product of S with the set of labels. Unfortunately, this functor does not admit /nal
or cofree coalgebras [27], and for this reason one usually puts cardinality bounds on
the powerset functor P replacing it, for example, with the <nite powerset functor
Pf :Set→Set which maps every set to the set of its <nite subsets.
Naturally, such coalgebras can only represent systems which are <nitely branching,
that is, where for each state s∈ S, the set {〈l; s′〉 | s l→ s′} is /nite.
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Proposition 9 (Labelled transition systems as coalgebras). Let for a given set of la-
bels L the functor PL :Set→Set be de<ned as
X → Pf(L× X )
Category PL-Coalg is isomorphic to the sub-category of LTSL having all <nitely
branching LTS as objects; and all the morphisms f :TS→TS ′ which also “reAect”
transitions; i.e.; such that if f(s) l→TS′ t then there is a state s′ ∈ S such that s l→TS s′
and f(s′)= t.
Proof. For objects, a transition system 〈S; →〉 is mapped to the coalgebra 〈S; '〉
where '(s)= {〈l; s′〉 | s l→ s′}, and, vice versa, a coalgebra 〈S; ' : S→PL(S)〉 is mapped
to the system 〈S; →〉, with s l→ s′ if 〈l; s′〉 ∈ '(s). For arrows see the considerations
below.
The property of “reEecting behaviours” enjoyed by cohomomorphisms plays a fun-
damental roˆle, for example, for the characterisation of bisimulation relations as spans
of cohomomorphisms, for the relevance of /nal coalgebras, and for various other re-
sults of the theory of coalgebras [27]. However in many situations the more general
morphisms of De/nition 5 are needed, like for example in the de/nition of a compo-
sitional proof system for labelled transition systems [37]. We propose to generalise the
notion of cohomomorphism in order to accommodate also the more general de/nition
of morphisms in a (lax) coalgebraic framework.
The following observation explains the intuition that we follow in the next de/-
nitions. Let TS = 〈S; '〉 and TS ′= 〈S ′; '′〉 be two PL-coalgebras, and let f :TS→TS ′
be a cohomomorphism. If we split the cohomomorphism condition (2) for f in the
conjunction of the two inclusions PL(f) ◦ '⊆ '′ ◦f and '′ ◦f⊆PL(f) ◦ ', then it is
easily shown that the /rst inclusion expresses “preservation” of transitions, while the
second one corresponds to “reEection”. Therefore to accommodate plain morphisms as
those of De/nition 5 in this framework, one should replace the equality in (2) with
a suitable inclusion. Even if all the examples that we will consider use the powerset
functors, the next de/nitions are slightly more general.
De#nition 10 (Order-endowed functors). An order-endowed endo-functor over a cat-
egory C is a pair 〈B;〉 where B :C→C is a functor and X;Y ⊆HomC(X; BY )×
HomC(X; BY ) is a family of preorders such that for all fX;Y g :X →BY
f ◦ h W;Y g ◦ h for each h : W → X (3)
Bk ◦ f X;Z Bk ◦ g for each k : Y → Z (4)
We usually drop the indices of these preorder relations.
As a typical example, the /nite powerset functor Pf :Set→Set equipped with the
partial orders f⊆X;Y g :X →Pf(Y ) iH for all x∈X , f(x)⊆ g(x) is an order-endowed
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functor. Quite obviously, to the same functor in general one can associate diHerent
preorders: this justi/es the fact that the preorder is part of the name of an order-
endowed functor. For instance, also 〈Pf;⊇〉, where f⊇X;Y g iH g⊆X;Y f, and 〈Pf;=〉
are order-endowed functors.
De#nition 11 (Lax cohomomorphisms). Let 〈B;〉 :C→C be an order-endowed func-
tor, and let 〈A; a〉 and 〈A′; a′〉 be two B-coalgebras. A lax cohomomorphism f : 〈A; a〉→
〈A′; a′〉 is an arrow f :A→A′ such that
Bf ◦ a  a′ ◦ f: (5)
The category of B-coalgebras with lax cohomomorphisms is denoted by 〈B;〉-Coalglx.
The following fact follows directly from Proposition 9 and the above considerations.
Proposition 12. The category of coalgebras with lax cohomomorphisms 〈PL;⊆〉-
Coalglx is isomorphic to the full sub-category of LTSL having all <nitely branch-
ing LTS as objects.
Before concluding this section let us discuss an alternative idea of representing tran-
sition system morphisms through some weakening of the notion of cohomomorphism.
Considering the way the preorder is de/ned in the case of the powerset functor, one ob-
vious idea is to work in the category PO of preordered sets. In fact, lifting endofunctor
PL to PO by
〈S;S〉 → 〈PL(S); {〈X; Y 〉 | ∀〈l; x〉 ∈ X ∃〈l; y〉 ∈ Y: x S y}〉;
transition systems can be represented as coalgebras in PO by regarding the set of states
as a discrete preorder. Moreover, it is straightforward to formulate a lax cohomomor-
phism condition which allows to represent standard transition system morphisms (see
[30] for a related construction in the case of CPOs).
However, this category of coalgebras in PO with lax cohomomorphisms is not at
all isomorphic to the category of transition systems since there are many coalgebras
whose carrier is not discrete. Rather, the translation of transition systems sketched
above de/nes the left adjoint of an adjunction between the two categories, whose right
adjoint is the forgetful functor taking a coalgebra in PO to its underlying transition
system in Set.
It is worth stressing that, in the example of transition system morphisms as lax PL-
cohomomorphisms, the preorder is only needed on sets in the image of PL, that is, it
is associated naturally with the functor rather than with the underlying category. This
justi/es our focus on order-endowed functors.
The same observations as above apply if we move to the categorical level replacing
preordered sets by a generic preorder-enriched category. Notice furthermore that, quite
interestingly, the preorders provided with an order-endowed functor 〈B;〉 induce a
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preorder-enrichment on the category 〈B;〉-Coalglx whose arrows are preordered by
f  g : 〈X; x〉 → 〈Y; y〉 iH y ◦ f  Bg ◦ x; (6)
that is, in the diagram below the outer square weakly commutes:
4. Applications of lax cohomomorphisms
In this section we describe two applications of the lax coalgebraic framework. First,
we consider simulation, that is a weaker, “asymmetric” version of bisimulation pro-
posed as a generalisation of standard notions of simulation for transition systems and
deterministic automata [32, 28]. We argue that simulation is a lax coalgebraic concept
just like bisimulation is related to the classical, strict coalgebraic framework. Second,
we review from [19] a coalgebraic reformulation of the concept of bisimulation as
span of open maps.
4.1. Simulation as lax coalgebraic relation
A simulation relation between labelled transition systems 〈A;→A〉 and 〈A′;→A′〉 is
any relation R⊆A×A′ where aRa′ implies that
∀b ∈ A: a l→ b⇒ ∃b′ ∈ A′: a′ l→ b′ ∧ bRb′: (7)
This is half of the bisimulation condition, and in fact, R is a bisimulation if both R
and its inverse R−1 are simulations.
In a (strict) coalgebraic setting, coalgebra morphisms represent functional bisimu-
lations while bisimulation relations are characterised as “coalgebraic relations”, i.e.,
relations between coalgebras which have a coalgebra structure and whose projections
are coalgebra morphisms.
Lax cohomomorphisms satisfy half of the condition required for strict cohomomor-
phisms. This suggests that simulation is a lax coalgebraic concept, and in fact, it is
easy to see that lax coalgebra morphisms are functional simulations. For capturing the
general case of simulation relations, assume an order-endowed functor 〈B;〉 :C→C
and let 〈A; a〉 and 〈A′; a′〉 be two B-coalgebras. A 〈B;〉-simulation between 〈A; a〉 and
〈A′; a′〉 is a relation 5 R⊆A×A′ equipped with a coalgebra structure r :R→BR such
5 In order to speak formally of relations in a category C we would have to assume that C is regular (see
[3]). For simplicity, in the following we just work in the category of sets.
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that the left projection # is an op-lax cohomomorphism whereas the right projection
#′ is a lax cohomomorphism. That means, in the diagram below, a ◦ #B# ◦ r and
B#′ ◦ r ba′ ◦ #′.
A
#←−−−−− R #−−−−−→ A′
a






 r













a′
BA ←−−−−−
B#
BR −−−−−→
B#′
BA′
It is easy to see that if we consider the endofunctor PL :Set→Set this is equivalent to
condition (7) above. If we require, instead, the commutativity of the two subdiagrams,
we obtain the standard coalgebraic notion of B-bisimulation. Moreover, if B preserves
weak pullbacks, then B-coalgebras and B-bisimulations form a category which is de/ned
in [29] as category of coalgebras for a relator (i.e., an endofunctor obtained by lifting
B to the category Rel of sets and relations).
In order to de/ne an analogous category of B-coalgebras and 〈B;〉-simulations we
have to assume that B maps weak to lax weak pullbacks, that is, if diagram (1) below is
the image of a weak pullback in Set and f′ and g′ are given such that Bf ◦ g′Bg ◦f′,
then there exists a morphism h such that g′Bg∗ ◦ h and Bf∗ ◦ hf′.
In this case, the composition of simulations may be de/ned by the usual composition
of relations via pullbacks, and the property above ensures that the composed relation
can again be equipped with a coalgebra structure and corresponding op-lax and lax
projections.
This construction may be used to generalise the presentation of simulation relations
for coalgebras in Set in [32] to regular categories (i.e., where it is meaningful to
construct relations). In fact, a set-theoretic formulation of the above condition appears
in [32] as “monotonicity of extensions”.
An interesting application of the concept of simulation is a proof principle that one
could call lax coinduction: in order to show that an element x of the /nal coalgebra
is smaller than another one y (in the sense that the set of successors of x is included
in that of y), it is enough to establish a simulation which includes the pair 〈x; y〉.
Applications of this idea are given in [28] in a coalgebraic presentation of the theory
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of deterministic automata. A general formulation of this principle for arbitrary order-
endowed functors is a topic for future work.
4.2. Bisimulation from open maps coalgebraically
The categorical formulation of bisimulation by means of open maps allows for a
uniform de/nition of bisimulation relations across a wide range of models of concur-
rency (see [17]). Just recently it has been shown in [19] that the general concept can
be translated into a coalgebraic setting with lax cohomomorphisms.
Let M be a category of models with a subcategory P, whose objects can be thought
of as paths and whose arrows shall represent path extensions. A computation in a
model A is an arrow a :P→A from a path object P. An extension of computation a
is a computation a′ :Q→A from a “longer” path object Q, i.e., where there exists a
morphism m :P→Q in P with a′ ◦m= a.
The idea is to construct for each model A a transition system by considering com-
putations as states and extensions of computations as transitions. In order to support
this intuition we write a m→ a′ if a′ is an extension of a as de/ned above. It is easy
to check that this works also for morphisms. A morphism f :A→B induces a map-
ping of states by a →f ◦ a, and it preserves transitions because a′ ◦m= a implies that
f ◦ a′ ◦m=f ◦ a.
Sticking to the terminology of transition systems, a morphism f :A→B is called
P-open if it reEects transitions in the obvious sense, i.e., if for all “states” a :P→A
and “transitions” f ◦ a m→ b′ in B there exists a “state” a′ :Q→A with f ◦ a′= b′ and
a m→ a′ (see the diagram below). Then, two objects of M are called P-bisimilar if they
are related by a span of P-open morphisms.
Based on the intuition of objects of M as transition systems, a functor is de/ned in [19]
which embeds category M into a category of coalgebras with lax cohomomorphisms
for an order-endowed functor which is essentially a many-sorted version of the functor
PL endowed with the usual preorder of set inclusion. It turns out that a morphism of
M is P-open if and only if it is mapped to a strict cohomomorphism thus providing a
coalgebraic presentation of open maps. As a consequence, a coalgebraic rendering of
the notion of P-bisimilarity is obtained.
Notice that, in the actual characterisation of P-bisimilarity only P-open morphisms
(strict cohomomorphisms) are employed. In fact, in [21] a coalgebraic characterisation
of path-P-bisimilarity (a variant of P-bisimilarity [17]) is obtained without the use of
lax notions. However, in this case one cannot de/ne a functor from M to the category
of coalgebras since path extensions m and computations a are typically not P-open
(i.e., truly lax).
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5. Structured LTS as lax coalgebras
To carry over the coalgebraic presentation of labelled transition systems to the struc-
tured case, we have to look for an appropriate endofunctor on the category of -
algebras, that lifts the functor PL :Set→Set to Alg(). In Proposition 9, PL is de/ned
using products and /nite powersets. Since Alg() has all products, and they are pre-
served by the forgetful functor V to Set, it remains to lift the /nite powerset functor
to a power algebra functor on Alg(), i.e., to de/ne for each algebra A in Alg()
a -algebra structure on the powerset Pf(V(A)) over the carrier of A.
For a simple example, consider /rst the construction of power monoids, that shall
be used in the following to present P=T net transition systems as coalgebras. Given a
commutative monoid M = 〈 MM; e;⊕〉 its power monoid PCMf (M)= 〈Pf( MM); {e};⊕PM 〉
is given by the /nite powerset of the carrier of M , the singleton {e} as unit, and the
element-wise sum m⊕PM n= {x⊕y | x∈m; y∈ n}. Each monoid morphism f :M→N
is mapped to a monoid morphism PCMf (f)=Pf(f):P
CM
f (M)→PCMf (N ) which makes
PCMf :Alg(CM)→Alg(CM) a functor. Then, de/ne, for a monoid L of labels, the
endofunctor PCML :Alg(CM)→Alg(CM) by X →PCMf (L×X ).
Note that on the underlying sets PV CM (L) and PCML coincide. In fact, from V
CM (L×X )
=V CM (L)×V CM (X ) and Pf ◦V CM =V CM ◦PCMf , it follows that
Pf(V CM (L)×V CM (X ))=Pf(V CM (L×X ))=V CM (PCMf (L×X )):
The functor PCML looks a good candidate for de/ning structured labelled transition
systems as PCML -coalgebras. However, the following example reveals another problem :
the homomorphism property of the coalgebra structure.
Example 13. Let LTSSN be as in Fig. 2. Taking the successor sets '(m)= {〈t; m′〉 |m
t→m′} in order to construct the coalgebra corresponding to a transition system, we see
that '(a)= {〈e; a〉} and '(b)= {〈e; b〉}, whereas '(a⊕ b)= {〈e; a⊕ b〉; 〈t; e〉} which is
clearly diHerent from {〈e; a〉}⊕ {〈e; b〉}. Thus 〈FCM (P); '〉 is not a PCML -coalgebra,
because ' is not a CM -homomorphism. However, ' still satis/es the relaxed homo-
morphism property '(a)⊕ '(b)⊆ '(a⊕ b).
Notice that, more generally, a structured labelled transition system can be repre-
sented as a coalgebra for PL only if the transitions of a composite state are fully
determined by the transitions of the state components, a property which often fails to
hold. Nevertheless, the last observation of Example 13 motivates the de/nition of lax
coalgebras, similar to the de/nition of lax cohomomorphisms in the preceding sec-
tion. The following de/nition of lifting functors and orders establishes a relationship
between (order-endowed) endofunctors on algebras and sets.
De#nition 14 (Lifting). Given endofunctors B :C→C, B′ :C′→C′ and a functor V :
C′→C, B′ is called a lifting of B along V , if V ◦ B′=B ◦ V .
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Let 〈B;〉 :C→C be an order-endowed functor and B′ :C′→C′ a lifting of B along
V; then B′ is order-endowed by ′ via
f ′ g ⇔ Vf  Vg : VX → VB′Y = BVY
for all f; g :X →B′Y in C′.
We call ′ the lifting of  to B′ and 〈B′;′〉 a lifting of 〈B;〉 along V .
If B :Alg()→Alg() is a lifting of an endofunctor B :Set→Set along a for-
getful functor V and B is order-endowed by , then the lifting of  to B is the
same as  on -homomorphisms (which are mappings). Therefore we will use the
same symbol  for both orderings in this case.
De#nition 15 (Lax coalgebra). Let 〈B;〉 :Alg()→Alg() be a lifting of an
order-endowed endofunctor 〈B;〉 on Set along V. A lax -homomorphism f :A→
BA′ is a mapping f :VA→VBA′ such that for all op ∈ n
opB
A′ ◦ fn  f ◦ opA : (VA)n → VBA′: (8)
A lax 〈B;〉-coalgebra (in Alg()) is a pair 〈A; a〉, where A is a -algebra and
a :A→BA is a lax -homomorphism.
A lax cohomomorphism of lax 〈B;〉-coalgebras f : 〈A; a〉→ 〈A′; a′〉 is a -homo-
morphism f :A→A′ such that Bf◦a  a′◦f. The category of lax 〈B;〉-coalgebras
with lax 〈B;〉-cohomomorphisms is denoted 〈B;〉-LaxCoalglx.
Coming back to the general presentation of -structured labelled transition systems as
lax coalgebras we still have to lift the functor PL :Set→Set; X →Pf(L×X ) toAlg()
for arbitrary speci/cations . As for monoids we /rst construct power algebras. Since
the /nite powerset of a set M is a free semilattice, power algebras can be obtained
generically by the following algebraic speci/cation PA(), that combines  with a
semilattice speci/cation and corresponding distributivity equations.
P(ower) A(lgebra) () =
sorts p-s
opns all operations of ; and
⊥ :→ p-s
unionsq : p-s, p-s → p-s
eqns all equations of ,
for all x; y; z : p-s
(x unionsq y) unionsq z= x unionsq (y unionsq z)
x unionsq y=y unionsq x
⊥ unionsq x=⊥
x unionsq x= x
and the distributivity equations:
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for all x1; : : : ; xn; y1; : : : ; yn : p-s
op(x1 unionsq y1; x2; : : : ; xn)= op(x1; : : : ; xn) unionsq op(y1; x2; : : : ; xn)
...
op(x1; : : : ; xn−1; xn unionsq yn)= op(x1; : : : ; xn)unionsq op(x1; : : : ; xn−1; yn)
for all operations op in n
Let s :→PA() be the inclusion of speci/cations (that maps the sole sort of  to
p-s). Then the carrier set of a free algebra Fs(A) is the /nite powerset Pf(VA) of
the carrier VA of A, the semi lattice operations are the ones of the free semi lattice
over VA, i.e., empty set and union. The -operations of Fs(A) are de/ned, as for the
power monoid, by all possible combinations
opF
s(A)(m1; : : : ; mn) = {opA(x1; : : : ; xn) | xi ∈ mi; i = 1; : : : ; n}:
Composition of the free functor Fs :Alg()→Alg(PA()) and the forgetful func-
tor V s :Alg(PA())→Alg() yields the power algebra endofunctor Pf :Alg()→
Alg(). Given furthermore a -algebra L the endofunctor PL is de/ned by X →
Pf (L × X ). It is order-endowed by the natural ordering on powersets by inclusion,
i.e., f⊆ g :A→PL (A′) iH for all a∈V(A); f(a)⊆ g(a).
Example 16. The P=T net transition system LTSSN in Fig. 2 is a lax 〈PCML ;⊆〉-
coalgebra, with L=FCM (T ). Let M =FCM (P) be the free commutative monoid of
places of SN , PM =PCML (M) the power monoid over L × M , and 'SN :M→
PCML (M); m → {〈t; m′〉|m t→ m′}. Then
ePM = {〈eL; eM 〉} = '(eM )
'SN (an)⊕PM 'SN (bk) = {〈eL; an〉} ⊕PM {〈eL; bk〉} = {〈eL; an ⊕ bk〉}
⊂{〈tm; an−m ⊕ bk−m〉 | 06m6min(n; k)}
= 'SN (an ⊕M bk):
Furthermore, let DN =({a; b}; ∅; ∅; ∅) be the disconnected subnet of SN , and j :DN→
SN the inclusion. This induces an inclusion of the transition systems i :LTSCML (DN )→
LTSSN . Both have the same monoid of states, but the only transitions in LTSCML (DN )
are the idle transitions labelled with eL. Since i is the identity on markings, the lax
cohomomorphism property reduces to 'DN ⊆ 'SN . Notice that i is a (strictly) lax coho-
momorphism, because we have 'DN (a⊕ b)= {〈eL; a⊕ b〉} and 'SN (a⊕ b)= {〈eL; a⊕
b〉; 〈t; eM 〉}.
Proposition 17. The category 〈PL ;⊆〉-LaxCoalglx of lax coalgebras with lax coho-
momorphisms is isomorphic to the the full sub-category of LTSL having all <nitely
branching structured LTS as objects.
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To conclude this section, let us elaborate over the necessity of introducing the no-
tion of lax coalgebra. One may argue that the counterexample of Example 13 (which
motivated this de/nition) was not completely convincing because it could depend on
the chosen lifting of the endofunctor PL to the category of monoids. The next fact
will be used to show that this is not the case, i.e., that there isn’t any lifting PCML
of PL to Alg(CM) such that the P=T net transition system can be represented as a
PCML -coalgebra.
Fact 18 (Bisimilarity is not a congruence in net transition systems). Consider again
system LTSSN of Fig. 2. The markings a and b are bisimilar (a≈ b) since they
both produce only in<nite sequences of e as observations. Clearly; also b≈ b; but
a⊕ b ≈ b⊕ b because from a⊕ b we could observe the transition t. This shows that
the coarsest bisimulation relation on the states of system LTSSN is not a congruence;
because it is not compatible with the monoidal operation.
Now it follows from a general result in [35] (reported in Section 6 as Corollary 20)
that whenever there is a lifting PL of PL to Alg() such that a system is representable
as a strict PL -coalgebra, then its coarsest bisimulation is a congruence. Therefore
Fact 18 is suNcient to show that system LTSSN cannot be represented as a coalge-
bra for any lifting of functor PL to Alg(CM).
This negative result can provide an intuition for an alternative solution. The idea is
to add for every place p context transitions −p and +p which represent the ability
of the enclosing system to add and remove tokens to or from places of the net. In
this case, the two markings a and b of the simple P=T net SN (which provided the
counterexample) are no longer bisimilar since from a we could /re +b and then t
while from b we could not. As a result, the coarsest bisimulation on the so-extended
transition system coincides with the coarsest dynamic bisimulation [24] on the original
system, i.e., the coarsest bisimulation that is also a congruence. This idea is elaborated
in [7] in the more general case of transition systems speci/ed by SOS rules. It is shown
that, even if the rules do not conform to a format which automatically guarantees that
bisimulation is a congruence (like e.g. [10, 12, 2]), it is still possible to present a
transition system as structured coalgebra by adding suitable context transitions.
6. Coalgebras with algebraic structure as bialgebras
In this section we establish the relationship of our presentation of coalgebras over -
algebras to the general categorical setting of [33, 35]. Thereby, we prepare the ground
for a more abstract presentation of the lax notions introduced in Section 5.
The main categorical tool of [33, 35] may be rephrased in our setting as the following
proposition.
Proposition 19 (Lifting adjunctions). Let  be a speci<cation; B :Set→Set be a
functor; and B :Alg()→Alg() be a lifting of B along V. Then; the forgetful
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functor VB :B
-Coalg→B-Coalg de<ned on objects and arrows by
〈a : A→ BA〉 → 〈Va : VA→ VBA = BVA〉 and f → Vf
has a left adjoint FB :B-Coalg→B-Coalg with U ◦ FB =F ◦ U; denoting by
U :B-Coalg→Set and U :B-Coalg→Alg() the obvious underlying functors.
Moreover; if U :B-Coalg→Set has a right adjoint R :Set→B-Coalg this lifts to
a right adjoint R :Alg()→B-Coalg for U with R ◦ V =VB ◦ R.
Since R and VB are both right adjoints, B
-Coalg inherits a /nal object R(1) from
Alg() which is then preserved by VB . Hence, the maximal bisimulation equivalence
induced by the /nal morphism to R(1) in B-Coalg is determined by the underlying
sets and functions, that is, its de/nition does not use the algebraic structure of states and
transitions. Nevertheless, since the /nal morphisms in B-Coalg are -homomorphisms,
it follows [35] that the coarsest bisimulation equivalence is in fact a congruence. This
is summarised in the following statement.
Corollary 20 (Strict coalgebras and bisimulation as congruence). Let  be an alge-
braic speci<cation; L be a -algebra of labels; and BL :Alg()→Alg() be a lifting
of BL :Set→Set. If 〈A; a〉 is a strict BL -coalgebra and 〈S;→〉 is its corresponding
structured LTS; then the maximal bisimulation equivalence on 〈S;→〉 is a congruence.
In the rest of this section we prove Proposition 19 by presenting the above category
B-Coalg of coalgebras over -algebras as a category of bialgebras in the sense of
[35] and applying the corresponding results of that paper.
First, -algebras are represented more abstractly as algebras for the monad of the
adjunction F  V 6 (see, e.g. [20, Section III]): Let T = 〈T; 2; 3〉 be the monad on Set
de/ned by T =VF :Set→Set; 2 : IdSet⇒T the unit of the adjunction, and 3=V5F :
T 2⇒T with 5 :FV ⇒ IdAlg() being the counit of the adjunction. In this case we call
T the free monad of .
A T -algebra is a pair 〈X; h〉 of a set X and a mapping h :TX →X such that
h ◦ Th = h ◦ 3X ; h ◦ 2X = idX : (9)
6 From now on we skip the superscript .
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A T -homomorphism f : 〈X; h〉→ 〈X ′; h′〉 is a mapping f :X →X ′ such that
f ◦ h = h′ ◦ Tf: (10)
In particular, the free T -algebra over a set X is 〈TX; 3X 〉. The category SetT of T -
algebras and T -homomorphisms is isomorphic to Alg().
Dually, coalgebras for an endofunctor B :Set→Set can be represented as coalgebras
for a comonad D= 〈D; 5; 6〉 provided that the underlying functor U :B-Coalg→Set has
a right adjoint R :Set→B-Coalg: Let in this case the cofree comonad of B be given
by D=UR :Set→Set; 5 :D⇒ IdSet, and 6=U2R :D⇒D2 with 2 and 5 the unit and
counit of U  R, respectively.
The coalgebras for this comonad are pairs 〈X; k :X →DX 〉 of a set X and a mapping
k such that
6X ◦ k = Dk ◦ k; 5X ◦ k = idX (11)
and a D-cohomomorphism f : 〈X; k〉→ 〈X ′; k ′〉 is a mapping f :X →X ′ such that
k ′ ◦ f = Df ◦ k: (12)
The cofree D-coalgebra over X is 〈DX; 'X 〉. The category SetD of D-coalgebras is
isomorphic to the category B-Coalg of coalgebras for the endofunctor B (see e.g., [33]).
Bialgebras [35] are algebra–coalgebra pairs over a common carrier.
De#nition 21 (7-bialgebras). A distributive law 7 :TD⇒DT of a monad T =
〈T; 2; 3〉 over a comonad D= 〈D; 5; '〉 [35] is a natural transformation such that
7 ◦ 2D = D2; 7 ◦ 3D = D3 ◦ 7T ◦ T7; (13)
T5 = 5T ◦ 7; D7 ◦ 7D ◦ T6 = 6T ◦ 7: (14)
The category 7-Bialg of 7-bialgebras has as objects pairs TX h→X k→DX of T -algebras
and D-coalgebras with common carrier X satisfying the pentagonal law
k ◦ h = Dh ◦ 7X ◦ Tk; (15)
which makes h a coalgebra morphism and k an algebra homomorphism. The morphisms
f : 〈X; h; k〉→ 〈X ′; h′; k ′〉 of 7-Bialg are those morphisms f :X →X ′ which are both T -
algebra and D-coalgebra morphisms.
Hence, in order to de/ne a category of bialgebras we have to provide a monad T
and a comonad D, specifying, respectively, the algebraic and coalgebraic structure, and
a distributive law relating the two structures. Letting T and D be given as above, it
remains to derive the distributive law.
By assumption B ◦ V =V ◦ B, the endofunctor B is a lifting of B to the cate-
gory Alg() and thus to the isomorphic category SetT . By [16, 33] such liftings are
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Fig. 3. Cofree extension of 8 : TB⇒BT to 7 : TD⇒DT .
equivalent to distributive laws of T over the endofunctor B, i.e., natural transformations
8 :TB⇒BT satisfying
8 ◦ 2B = B2; 8 ◦ 3B = B3 ◦ 8T ◦ T8: (16)
This is de/ned by
8A = V ((B2A)#) : VF(BA)→ BVF(A) = VBF(A);
where (B2A)# :F(BA)→BF(A) is induced by the free construction on BA from
B2A : BA→ BVF(A) = VBF(A):
We can extend 8 to a distributive law 7 :TD⇒DT of the monad T over the comonad
D by letting 7X :TDX →DTX be the unique arrow induced by the universal property
of the cofree coalgebra 〈DTX; zTX 〉 over TX , as shown in Fig. 3.
Using the above isomorphisms of categories Alg()∼=SetT and B-Coalg∼=SetD it
can be shown that the categories 7-Bialg and B-Coalg are isomorphic. Proposition 19
follows then directly from Theorems 7:2 and 7:3 of [35].
7. Lax coalgebras as lax bialgebras
Using the presentation of algebras and coalgebras based on monads and comonads
developed in the previous section, we lift to the more abstract setting the lax notions
of cohomomorphism and coalgebra of Sections 3 and 5, respectively. Thereby we hope
to clarify the relation between algebra and coalgebra structure in the more symmetric
bialgebra presentation, and to bene/t from general proof techniques that exist for these
categorical notions.
We /rst provide a comonad presentation of coalgebras with lax cohomomorphisms
(introduced in Section 3) which extends the well-known isomorphism B-Coalg∼=SetD.
This is applied afterwards for representing the category 〈B;〉-LaxCoalglx of lax
coalgebras in Alg() with lax cohomomorphisms (de/ned in Section 5) as category
of lax bialgebras, thus extending the correspondence developed in the previous section
in the strict case.
7.1. Lax cohomomorphisms
In analogy to lax cohomomorphisms for an (order-endowed) endofunctor (cf.
De/nition 11) we de/ne the lax cohomomorphisms for a comonad.
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De#nition 22 (lax 〈D;〉-cohomomorphism). Let D= 〈D; 5; '〉 be a comonad on a cat-
egory C with order-endowed endofunctor 〈D;〉. A lax 〈D;〉-cohomomorphism f :
〈X; k〉→ 〈X ′; k ′〉 is a mapping f :X →X ′ such that
Df ◦ k  k ′ ◦ f: (17)
The category of 〈D;〉-coalgebras with lax 〈D;〉-cohomomorphisms is denoted by
C〈D;〉.
In the case of a cofree comonad D for an (order-endowed) endofunctor B, an order-
endowment of (the endofunctor of) D may be derived as follows:
Lemma 23. Assume an order-endowed endofunctor 〈B;〉 on a category C and let
D= 〈D; 5; '〉 be the cofree comonad of B. Then, 〈D;D〉 is an order-endowed endo-
functor with preorder de<ned by
f D g : X → DY iC B5Y ◦ zY ◦ f  B5Y ◦ zY ◦ g : X → BY;
where DY zY→ B(DY ) is the structure of the cofree B-coalgebra RY .
The idea is, of course, that with this order-endowment of D the categories 〈B; 〉
-Coalglx and C〈D;D〉 are isomorphic.
Proposition 24. Let 〈B;〉 be an order-endowed endofunctor with cofree comonad D.
Then; the categories 〈B;〉-Coalglx and C〈D;D〉 are isomorphic.
Proof. The mapping 〈X; k〉 → 〈X; B5Y ◦ zY ◦ k〉 is the object part of the isomorphism
from CD to B-Coalg (see e.g. [33]). Then, Proposition 24 follows immediately from
the de/nition of D in Lemma 23.
Thus, in particular 〈PL;⊆〉-Coalglx is isomorphic to Set〈D;⊆D〉 with D the cofree
comonad over PL and ⊆D derived from ⊆ by Lemma 23. Hence, altogether, we pro-
vided three equivalent representations of (/nitely branching) labelled transition systems:
The category LTSL of labelled transition systems itself, the category 〈PL;⊆〉-Coalglx
of coalgebras and lax cohomomorphisms for the endofunctor PL, and the category
Set〈D;⊆D〉 of coalgebras and lax cohomomorphisms for the cofree comonad D over PL.
7.2. Lax bialgebras with lax cohomomorphisms
As in Section 5 on coalgebras for an endofunctor B we now enrich coalgebras for
a comonad D with lax algebraic structure, thus providing a bialgebra presentation of
the category 〈B;〉-LaxCoalglx.
De#nition 25 (Lax bialgebras with lax cohomomorphisms). Let 7 :TD⇒DT be a
distributive law of a monad T over a comonad D with order-endowed endofunctor
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〈D;〉. A lax 〈7;〉-bialgebra is a pair TX h→X k→DX of a T -algebra h and a D-
coalgebra k with common carrier X , satisfying the lax pentagonal law
Dh ◦ 7X ◦ Tk  k ◦ h: (18)
A lax cohomomorphism f : 〈X; h; k〉→ 〈X ′; h′; k ′〉 of (lax) bialgebras is a morphisms
f :X →X ′ which is both a T -algebra morphism and a lax D-coalgebra morphism. The
category of lax 〈7;〉-bialgebras and lax cohomomorphisms is denoted by
〈7;〉-LaxBialglx.
Proposition 26. Assume a speci<cation  with free monad T; an order-endowed endo-
functor 〈B;〉 on Set with cofree comonad D; and a lifting B of B to the -algebras
with corresponding distributive law 7. Let D be the derived preorder of Lemma 23.
Then; the categories 〈B;〉-LaxCoalglx and 〈7;D〉-LaxBialglx are isomorphic.
Proof (Sketch). Let 8 :TB⇒BT be the distributive law of the monad T over the endo-
functor B that was used in Section 6 to derive 7 :TD⇒DT , and de/ne as intermediate
step the category 〈8;〉-LaxBialglx of lax 8-bialgebras by replacing D with B; 7 with
8, and D with  in De/nition 25. Using Proposition 24 and the construction of 7 in
Section 6 it can be shown that this category is isomorphic to 〈7;D〉-LaxBialglx.
A lax T -homomorphism f : 〈X; h〉→BT〈X ′; h′〉= 〈BX ′; Bh′ ◦ 8X ′〉 is a mapping f :
X →X ′ such that Bh′ ◦ 8X ′ ◦Tff ◦ h. Since TX is a construction of (equivalence
classes of) terms over X , one can show inductively that this is equivalent to f :A→
BA′ being a lax -homomorphism (cf. De/nition 15), where A; BA′ are the corre-
sponding -algebras of 〈X; h〉; BT〈X ′; h′〉. Using this fact, 〈8;〉-LaxBialglx is shown to
be isomorphic to 〈B;〉-LaxCoalglx. On objects this amounts to observe that 〈X; k; h〉
is a lax 8-bialgebra (that is Bh ◦ 8X ◦Tk  k ◦ h) iH k : 〈X; h〉→ 〈BX; Bh ◦ 8X 〉 is a lax T -
homomorphism which in turn is equivalent to the lax -homomorphism k :A→B(A).
The morphisms of 〈8;〉-LaxBialglx and 〈B;〉-LaxCoalglx are related by the iso-
morphism SetT∼=Alg(), and their lax cohomomorphism properties are expressed by
the same preorder  in the common underlying category Set.
Like for labelled transition systems, this provides us with three equivalent presenta-
tions of (/nitely branching) labelled transition systems with -algebra structure: The
category of structured labelled transition systems LTSL of De/nition 6, the category
〈PL ;⊆〉-LaxCoalglx of lax coalgebras with lax cohomomorphisms for the endofunc-
tor PL (cf. De/nition 15), and the corresponding category 〈7;⊆D〉-LaxBialglx of lax
bialgebras with D cofree over PL and 7 as derived in Section 6.
7.3. Bisimulation, congruence, and bialgebras
In [35] strict bialgebras have been introduced as a framework for well-behaved
operational semantics, that is, where the behaviour is in some sense compositional with
respect to the system’s structure. From this point of view, the lax notions introduced in
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this paper deliver the necessary framework to discuss the not so well-behaved models
that we encounter even more frequently.
As a simple example, the transition system of a simple P=T net has been considered,
and it has been observed in Section 5 that the maximal bisimulation (or Observational
Equivalence [23]) is not a congruence with respect to the monoidal structure. Accepting
this, one could ask if Observational Congruence, the coarsest congruence contained in
Observational Equivalence, is still a bisimulation. This is not the case, for example,
for CCS weak bisimulation, and this motivated the notion of dynamic bisimulation
(a bisimulation which is also a congruence) in [24]. When Observational Congruence
is interpreted as the compositional part of Observational Equivalence, then being still
a bisimulation means that this compositionality is preserved by the transitions of the
system.
The notions of congruence and bisimulation are directly related to the properties of
(strict) homomorphisms and cohomomorphisms. E.g., congruences are exactly those
equivalences that are induced by homomorphisms, and a dual fact holds for bisimula-
tions. Hence, relaxing the homomorphism and cohomomorphism properties we obtain
a categorical framework where we can discuss questions like the one above whether
Observational Congruence is a bisimulation.
We employ the concept of bialgebras in order to explain this idea since, in our
view, their de/nition of morphisms provides the most explicit representation of the
homomorphism and cohomomorphism properties (by means of the commutativity of
the respective subdiagrams (1) and (2) below).
TX
h−−−−−→ X k−−−−−→ DX
Tf






(1) f






(2)






Df
TX ′
h′−−−−−→X ′−−−−−→
k′
DX ′
According to the above intuition, the strict framework of [35] where both diagrams
commute characterises the notion of dynamic bisimulation [24]. A framework where
to represent e.g., congruences that are not bisimulations (like CCS Observational Con-
gruence) is obtained by weakening the commutativity (2) so that f : 〈X; k〉→ 〈X ′; k ′〉
becomes a lax cohomomorphism (cf. De/nition 22).
In order to describe bisimulations that are not necessarily congruences (like CCS
weak bisimulation) we have to relax on the algebraic side instead. However, it does
not make sense to require the lax commutativity of (1) above, since the ordering
 we use is only given for arrows of type X →DY . A way out is to replace the
commutativity of (1) by a lax commutativity of the outer diagram, that is,
k ′ ◦ h′ ◦ Tf  Df ◦ k ◦ h: (19)
Denote by 〈7;〉-LaxBialglx the category having lax 〈7;〉-bialgebras as objects and as
arrows f : 〈X; h; k〉→ 〈X ′; h′; k ′〉 arrows f :X →X ′ which are strict D-coalgebra mor-
phism and satisfy (19).
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This category is again strictly coalgebraic, that is, forgetting the algebraic structure
we obtain coalgebras and strict cohomomorphisms for the comonad D. It is shown
in the following proposition that the relaxed homomorphism property on morphisms
allows us to recover the /nal bialgebras of 7-Bialg as /nal objects in 〈7;〉-LaxBialglx.
Proposition 27. If C has a <nal object 1; then 〈7;〉-LaxBialglx has a <nal object
given by TD1 71→DT1 D1T1→ D1 61→ D21 with carrier D1.
Proof (Sketch). The /nal morphism from a lax bialgebra 〈X; h; k〉 is given by D1X ◦ k
where 1X :X → 1 is the unique /nal morphism in C. Uniqueness of D1X ◦ k follows
from its uniqueness as D-coalgebra morphism, and the lax homomorphism property
from the lax bialgebra property of 〈X; h; k〉, the D-coalgebra law for k and some nat-
urality conditions.
The /nal bialgebra of 〈7;〉-LaxBialglx is mapped to the /nal D-coalgebra by disre-
garding its algebraic structure. Thus, if D is the cofree comonad of an endofunctor PL ,
the unique /nal morphisms in 〈7;〉-LaxBialglx characterise maximal bisimulations
on structured labelled transition systems in LTSL . In contrast to the strict framework
[35], this does not imply that such bisimulations are congruences since morphisms of
〈7;〉-LaxBialglx are only lax T -homomorphisms.
8. Conclusion
This paper relates transition systems and coalgebras, both in their plain and structured
versions, with the motivation of comparing and combining their complementary con-
tributions to the theory of concurrent systems. In the unstructured case, the enrichment
of the coalgebraic framework by lax cohomomorphisms extends the well-known cor-
respondence of labelled transition systems and coalgebras from objects to morphisms.
This leads to an isomorphism between the subcategory of LTSL of /nitely branching
LTS with the category 〈PL;⊆〉-Coalglx.
Enriching transition systems and coalgebras with -algebra structure, this isomor-
phism is lost, since due to the diHerent representation of nondeterminism in both
frameworks, also the compatibility conditions imposed by the algebra structure on the
transitions of the systems are diHerent. This leads to the introduction of lax coalgebras,
where the coalgebra structure is given by a lax -homomorphism, and to the corre-
sponding category 〈PL ;⊆〉-LaxCoalglx which now is isomorphic to the full subcategory
of LTSL of /nitely branching LTS with -algebra structure. Hence this category may
be used as an interface between coalgebras and structured transition systems.
In order to clarify the notions of systems and morphisms the approach is related to
the categorical setting of [33, 35] based on bialgebras. In particular, lax bialgebras and
corresponding morphisms are introduced and in this framework the category 〈PL ;⊆〉-
LaxCoalglx of lax structured coalgebras with lax cohomomorphisms is represented.
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As mentioned in the Introduction, this paper can be a starting point for studying
observational mechanisms and bisimulation for structured transition systems, an issue
which has not received much attention so far. On the other hand, concepts of the
theory of transition systems, like the characterisation of bisimulation by means of open
maps [17] or the generation of structured transition systems from (representations of)
programs [8], can be transferred to the coalgebraic setting.
The two main insights of this paper can be summarised as follows: First, lax cohomo-
morphisms are an appropriate means for representing standard morphisms of transition
systems, and for transferring concepts and results which are formulated via such mor-
phisms to the coalgebraic world. Second, the obvious notion (from a technical point of
view) of coalgebra with algebraic structure is too restrictive for modelling, for exam-
ple, transition systems of Petri nets and similar rule-based systems (see, however, [7]).
Relaxing this restriction, such systems can be represented but some of the bene/ts of
using coalgebras (like /nal coalgebras as domains for abstract semantics) are lost. It is
a topic of future research how, e.g., a layered approach distinguishing between struc-
tural and behavioural algebraic operations allows to retain some of the good properties
of the strict framework.
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