Abstract-In Object-oriented programming languages like Java; it is the basic need to define a class within another class. These classes are known as nested classes or inner classes. The scope of a nested class is limited to its outer class. All the variables and methods of outer class are accessible inside inner class enhances encapsulation. Nested classes also help in packaging of the classes. In this paper, we propose a new metric, namely, Nested Class Complexity Metric (NCCM) to measure the complexity of nested classes and the results are compared with existing metrics, which are quite encouraging. 
I. INTRODUCTION
The object oriented approach consists of two basic terms Class and Object. A class is a blueprint or prototype that defines the variables and the methods common to all objects of a certain kind. The main difference between a class and an object is that objects are tangible, but a class is always intangible. Classes provide the benefit of reusability. A number of Metrics have been proposed in object-oriented programming for classes, inheritance, coupling, cohesion, and polymorphism [1] - [6] .
Inheritance provides a very helpful concept of hierarchy and code reusability. Most of the object oriented languages implement the concept of Nested Classes or inner classes i.e. class within a class. Inner classes share all the features of a regular class. They could contain constructors, attributes, methods and further inner classes.
This nested feature reduces coupling and increases cohesion of the system which is desirable but on the other hand excessive use, affects the readability of the system and thus increases the complexity and maintainability of the system [7] .
Nested classes are the basic needs in the languages like Java. These languages also support Nested Methods or calling of a method into the methods of the same class.
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Thus, if class B is defined within class A, then B is known to A, but not outside of A. A nested class has access to the members, including private members, of the class in which it is nested. However, the enclosing class does not have access to the members of the nested class.
A static nested class is one which has the static modifier applied. Because it is static, it must access the members of its enclosing class through an object. That is, it cannot refer to members of its enclosing class directly. Because of this restriction, static nested classes are seldom used.
The most important type of nested class is the inner class. An inner class is a non-static nested class. It has access to all of the variables and methods of its outer class and may refer to them directly in the same way that other non-static members of the outer class do. Thus, an inner class is fully within the scope of its enclosing class.
Most of the researchers focus on object oriented metrics [8] - [12] and its complexity [13] - [17] and a few on inner classes [18] and [19] . In this paper, a new metric NCCM is proposed to check the nested behavior of the classes. Fig. 1 shows a basic program implements classes within a class. It defines a class Saving Account and class Current Account within the class Bank Account. Section III illustrates the experimental results of proposed metric. Section IV compares the results of proposed metric with existing metrics. Section V refers concluding remarks and future scope.
II. PROPOSED NESTED CLASSES COMPLEXITY METRIC
Software, designed using object oriented approach consists of classes and within that data members and member functions. Considering the above program, it is observed that the readability, complexity and maintainability of the software in object oriented approach are not only depending upon the number of classes (nC) but also on their level of existence (L) in their structure. The excessive use of nested classes increases the difficulty level during maintainability.
In this study, we consider the root level (L=0) as outer class and thus consider the nested classes from the first level (L=1). We can define the Complexity Metric 
where k is the total number of nested levels n is the total number of classes (C) at each level Sample programs are shown in Fig. 2 and Fig. 3 , which shows class hierarchy having five classes with two and five nested level respectively. NCCM value for these programs are calculated and which shows that 
III. EXPERIMENTAL RESULTS
In order to measure the maintainability, complexity of Nested Classes in Object oriented systems, first of all the 15 programs are developed using object oriented language java; with two, three, four and five classes and then the proposed metric is applied.
The programs P1 to P15 are arranged in such a manner that they are sorted by number of nested classes and then by number of immediate inner classes to calculate the NCCM value by implementing the proposed metric in 
IV. COMPARISION WITH EXISTING METRICS
The results of the proposed metric are compared with the existing metrics proposed by various researchers. Existing Metrics like Depth Inheritance Tree (DIT) [7] , Maintainability Metric (M) [18] and Complexity Metric(C) [19] for inner classes are used to compare the results. DIT = the maximum length from the node to the root of the tree. Program P2 and P3 in Table II shows that, the value of NCCM is in increasing order and the value of M& C are in decreasing order. With the increase in DIT from 1 to 2 the complexity increases. The value of M=2.33 with DIT=1 is more than M=2.0 with DIT=2. Similarly the value C=2.0 with DIT=1 is more than C=1.83 with DIT=2. But with NCCM, the value increases with the increase of DIT. The graph in Fig. 4 shows negative slope with M & C and which is inverse to DIT and NCCM having positive slope. Program P4, P5, P6 and P7 in Table III shows that, the value of NCCM is in increasing order and the value of M & C are in decreasing order. With the increase in DIT from 1 to 3 the complexity increases. The value of M=3.25 with DIT=1 is much more than M=2.50 with DIT=3. Similarly the value of C=2.50 with DIT=1 is more that C=2.08 with DIT=3. But with NCCM, the value increases from 0.75 to 1.33 with the increase of DIT from 1 to 3. The graph in Fig. 5 shows negative slope with M & C and which is inverse to DIT and NCCM having positive slope.
B. Comparison of Metrics with Four Classes (Three Nested)

C. Comparison of Metrics with Five Classes (Four
Nested) Program P8, P9, P10, P11, P12, P13, P14 and P15 in Table 4 shows that, the value of NCCM is in increasing order and the value of M is in decreasing order. With the increase in DIT from 1 to 4 the complexity increases. The value of M=4.20 with DIT=1 is much more than M=3.0 with DIT=4. But with NCCM, the value increases from 
V. CONCLUSIONS
Object oriented metrics help the developer in the object oriented software development. The various complexity metrics proposed by different researchers from time to time mainly depict the use of classes, inheritance, coupling, cohesion, and polymorphism factors in their research. Here, we have used nested classes or inner classes, which enhance encapsulation, motivate the developer to use them frequently. The proposed complexity metric was compared with existing metrics using different set of programs. It is quite interesting that in each case, the proposed complexity metric provides better results than the existing ones. The proposed metric in graphical representation shows positive slope with DIT whereas the other existing metrics show negative slope. This metric may be improved or some new metrics may be designed for nested classes in future by using some other aspects of object oriented software development. 
