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Tato bakalářská práce se zabývá tvorbou nového barevného kódu pro ukládání digitálních
dat do obrazu. V této zprávě naleznete informace o souvisejících existujících technologi-
ích včetně některých existujících kódů. Dále je zde návrh nového kódu s jeho postupným
vylepšováním. Popsán je způsob generování i rozpoznávání tohoto kódu. A na konci jsou
výsledky experimentů, které demonstrují vydaření celé práce.
Abstract
This bachelor’s thesis is about developing new color code for saving digital data in an image.
In this report you can find informations about existing related technologies including some
existing codes. You can also find here design of the new code and it’s gradual improvements.
There is also description of generation and recognition of this code. Finally there are results
of experiments which demonstrates the success of all the work.
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Smyslem této bakalářské práce je vytvořit způsob generování tisknutelného kódu schopného
nést digitální data a způsob rozpoznávání tohoto kódu v obraze. Cílem je dosáhnout lepší
hustoty dat na počet polí v kódu než je tomu u QR kódu a to především díky použití barev.
Dalším cílem je dosáhnout lepší odolnosti a čitelnosti kódu a použít takovou technologii
detekce kódu v obraze, která nevyžaduje použití speciálních značek pro vyhledávání hranic
kódu či synchronizaci. Díky použití této technologie by v kódu neměli být žádné kriticky
důležité části, jejichž poškození by znemožnilo čitelnost kódu.
Výsledný kód by měl být schopen uchovávat libovolné 8 bitové zprávy a měl by být




Existující technologie kódování dat
do obrazu
Tato kapitola je věnována technologiím, které souvisí s kódováním dat do obrazu, a někte-
rým již existujícím kódům. Pro každou kategorii (jednorozměrné kódy, dvourozměrné kódy
a barevné kódy) je zde jeden kód.
2.1 Barevné modely - RGB a HSV
Barevný model RGB je nejpoužívanější způsob digitální reprezentace barevného obrazu.
Tento model odpovídá způsobu zobrazování obrazu pomocí barevných televizí, LCD, CRT,
či projektorů. Každá barva je vyjádřena jako tři hodnoty (červená, zelená a modrá) a
každá z těchto hodnot vypovídá o jasu dané barevné složky. Jde o aditivní model, což
znamená, že barevné složky se sčítají. Nulová hodnota všech barevných složek představuje
černou barvu. Maximální hodnota všech barevných složek představuje bílou barvu. Další
nezákladní odstíny (jiné než červená, zelená a modrá) se získávají smícháním více základních
barev. Například pro získání žluté barvy jsou použity základní barvy červená a zelená.
Typicky se pro každou barevnou složku používá 256 možných hodnot a každou barvu je
tedy možné zakódovat do tří bajtů. Někdy se pro efektivnější práci s barvami k těmto třem
bajtům navíc přidává další výplňový bajt. Tento bajt nenese žádnou informaci, ale díky
němu jsou všechny barvy uložené za sebou zarovnány na násobky 4 bajtů, což v určitých
situacích (například na architektuře x86) může urychlit přístup k těmto barvám a práci
s nimi. Existují také další podobné modely, jako například RGBA, kdy je k základním
barvám RGB navíc přidán Alfa kanál, který vyjadřuje průsvitnost. Dále se používá také
například model BGR, který je principielně identický s modelem RGB a liší se pouze
v pořadí barevných složek.
Barevný model HSV nejvíce odpovídá způsobu, jakým vnímá barvy člověk. Každá
barva je reprezentována třemi hodnotami: odstín, sytost a jas. Odstín odpovídá dominantní
frekvenci elektromagnetického vlnění. Sytost odpovídá ostrosti dominance dominantní frek-
vence oproti ostatním frekvencím. Jas odpovídá intenzitě dominantní frekvence. Odstín je
typicky reprezentován ve stupních pomocí hodnot 0° až 360° (viz tabulka 2.1).
odstín 0° 60° 120° 180° 240° 300° 360°
barva červená žlutá zelená azurová modrá purpurová červená
Tabulka 2.1: odstíny modelu HSV
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Nastavováním hodnot odstínu mezi hodnotami uvedenými v tabulce je možné dosáhnout
plynulého přechodu mezi odstíny. Sytost i jas jsou typicky reprezentovány v procentech
pomocí hodnot 0% až 100%.
Mezi modely RGB a HSV je možné provádět obousměrné koverze. Pokud je více barev
vyjádřených například pomocí jednoho z těchto modelů (zejména modelu RGB) umístěno
do matice, pak se jedná o rasterový obraz. Jednotlivé barvy v této matici se pak nazývají
pixely.
2.2 Prahování
Prahování je úprava barev, při které dochází k omezení množství možných hodnot. Při
prahování je nastavena hranice, podle které se rozhoduje o vyhodnocení dané barvy. Pokud
je hodnota barvy pod touto hranicí, změní se na určitou definovanou hodnotu. Pokud je
hodnota barvy nad touto hranicí, změní se na jinou definovanou hodnotu než je tomu
v předchozím případě. Prahování se používá typicky ve stupních šedi, ale není problém jej
použít například i pro jednotlivé složky v RGB modelu. Prahovat je možné i v modelu
HSV například podle odstínu.
Pokud je použito více hranic a více možných výstupních hodnot, pak se jedná o víceú-
rovňové prahování.
2.3 Související geometrie - kartézská soustava, body, vektory,
přímky, úsečky, perspektiva, úběžníky
Kartézská soustava souřadnic je dvourozměrný prostor, ve kterém jsou pozice objetů popi-
sovány pomocí dvou souřadnic. Tyto souřadnice představují posun po vzájemně kolmých
osách. Typicky levá souřadnice vyjadřuje posun po horyzontální ose a pravá souřadnice po
ose vertikální, přičemž kladné hodnoty znamenají posun doprava (u horyzontální osy) a
nahoru (u vertikální osy) od počátku a záporné hodnoty znamenají posun doleva a dolů od
počátku.
V případě popisování rasterového obrazu je však častější použití kartézské soustavy
souřadnic s převrácenou vertikální osou. V takovém případě kladné hodnoty pravé souřad-
nice představují posun dolu a záporné nahoru. Za počátek je pak typicky považován levý
horní roh obrazu. Záporné hodnoty tedy mají smysl pouze, pokud je potřeba definovat i
polohy mimo obraz. Jednotce v této soustavě typicky odpovídá posun o jeden pixel. Pokud
není potřeba vyjadřovat i polohy mezi pixely, je možné pracovat pouze s celými čísly.
Bod je objekt, který je definován pouze svou pozicí. V kartézské soustavě souřadnic je
tedy možné bod vyjádřit stejně jako každou pozici pomocí dvou hodnot.
Vektor je vyjádřením směru a velikosti. Vektor je možné vyjádřit stejným způsobem
jako bod pomocí dvou souřadnic. Bod a vektor se tedy liší pouze ve významu.
Úsečka je přímá čára s určitou rotací, posunem a velikostí. Úsečku je možné vyjádřit
pomocí dvou bodů a tedy pomocí čtyř hodnot v kartézské soustavě souřadnic tak, že čára
se nachází mezi těmito body.
Přímka je přímá čára s určitou rotací a posunem, která narozdíl od úsečky není omezená
a má tedy nekonečnou velikost. Je možné ji tedy vyjádřit pouhými dvěma hodnotami.
S redundancí dvou hodnot je však možné ji vyjádřit stejným způsobem jako úsečku. Dalším
možným způsobem vyjádření přímky je pomocí bodu a vektoru tak, že bod udává polohu
přímky a vektor udává rotaci.
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Perspektiva je způsob zobrazování trojrozměrného prostoru do dvourozměrného obrazu
při dané poloze a rotaci pozorovatele. Jedním z nejdůležitějších vlastností perspektivy je, že
objekty vzdálenější od pozorovatele se ve výsledném obraze zobrazují jako menší a objekty
blíže k pozorovateli se zobrazují jako větší. Další významnou vlastností perspektivy je, že
všechny přímky, které jsou v původním prostoru vzájemně kolmé se do obrazu promítají
jako přímky, procházející jedním společným průsečíkem (bodem). Tento průsečík se nazývá
úběžník.
2.4 Sobelův operátor
Sobelův operátor[7] je konvoluční operátor určený pro zjištění směru a velikosti růstu
hodnoty v rasteru. Pokud se tedy v místě rasteru na které je aplikován sobelův operátor
nachází přímka, pak výsledkem této konvoluce v tomto místě je normála na tuto přímku.
Otočením této normály o 90° je možné získat směrový vektor přímky. Sobelův operátor
existuje ve více verzích. Vzorec 2.1 znázorňuje základní tvar sobelova operátoru.
~v =

 −1 0 1−2 0 2
−1 0 1
 ? X,






RANSAC (RANdom SAmple Consensus)[8] je metoda pro nalezení modelu, který
pravděpodobně nejlépe reprezentuje data. Princip metody RANSAC spočívá v tom, že
je náhodně vybrána určitá podmnožina dat, ze které je vypočítán odpovídající model.
Tento vypočítaný model je následně testován proti celé množině dat. Podle počtu vzorků
z množiny dat, které modelu odpovídají, je odvozena kvalita modelu. Tento proces je opa-
kován, dokud není nalezen dostatečně kvalitní model, nebo není přesažen limit možných
pokusů. Získaný vyhovující model je pak možné zpřesnit tak, že je přepočítán pomocí všech
vzorků, které modelu odpovídají.
Díky této metodě nejsou v modelu zohledněny vzorky, které modelu neodpovídají (ty-
picky jde o chybné rušivé vzorky, nebo vzorky odpovídající odlišnému modelu, pokud odpo-
vídajících modelů existuje více). Nalezení vhodného modelu, který reprezentuje data není
garantováno. Pravděpodobnost nalezení se zvyšuje spolu s počtem provedených pokusů. Při
dostatečně velkém počtu pokusů lze prohlásit, že pokud vyhovující model existuje, bude
pravděpodobně nalezen.
2.6 Kontrolní a Korekční kódy - CRC-32 a Reed Solomon
Kontrolní součet je údaj, který je vypočítán z určité zprávy, a umožňuje zkontrolovat, zda je
tato zpráva nepoškozená. Typicky je kontrolní součet podstatně menší než samotná zpráva
a používá se k zabezpečení přesnosu proti chybám. Princip kontroly zprávy pomocí kont-
rolního součtu spočívá v tom, že při přenosu či uložení zprávy je vypočítán kontrolní součet
této zprávy a přidán ke zprávě. Při přijetí či přečtení zprávy je opět vypočítán kontrolní
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součet a je porovnán s uloženým či přijatým kontrolním součtem. Pokud se tyto kontrolní
součty shodují, je zpráva považována za korektní, jinak je považována za poškozenou.
CRC-32 je jeden z těchto kontrolních součtů dlouhý 32 bitů. Počet možných stavů
korekčního kódu je tedy 232. To znamená, že pravděpodobnost správnosti náhodného kon-
trolního součtu je 1232 .
Korekční kód je kód, který umožňuje opravit zprávu v případě, že je částečně poškozená.
Princip korekčních kódů spočívá v tom, že je zpráva zakódována tak, aby při dekódování
bylo možné provést opravu částečně poškozené zprávy. Aby tohoto bylo možné dosáhnout,
je nutné při zakódování do zprávy přidat redundanci a tím zprávu zvětšit.
Přidávaná redundance je u korekčních kódů typicky menší než samotná přenášená
zpráva, ale narozdíl od kontrolních kódů, kde je velikost redundance podstatně menší než
zpráva a typicky je velikost redundance nezávislá na velikosti zprávy, u korekčních kódů
již není poměr velikosti zprávy a redundance tak velký a velikost redundance je závislá na
velikosti zprávy. To je dáno především tím, že u větších zpráv dochází pravděpodobně k více
chybám, a je proto potřeba větší odolnost.
Korekční kódy se používají zejména při ukládání dat na úložné médium a simplexních
přenosech, při kterých není možné, zažádat o znovuzaslání zprávy při výskytu chyby. Poměr
redundance se volí podle spolehlivosti média.
Reed Solomon[9] je jeden z těchto korekčních kódů, který předpokládá, že zpráva je
kódována v symbolech (typicky bajtech). Rendundance je ke zprávě vždy pouze přidána a
samotná původní zpráva zůstává i po zakódování v původní podobě. Korekční kód Reed
Solomon umožňuje opravit tolik detekovaných chyb, kolik symbolů je ke zprávě přidáno.
V případě nedetekovaných chyb je možné opravit polovinu chybných symbolů. Z hlediska
opravitelnosti zprávy tedy nedetekovaná chyba působí jako dvě detekované chyby.
2.7 Maskování
U některých typů kódů vzniká problém, že ač je pro většinu možných uživatelských dat
kód čitelný, existují taková nevhodná uživatelská data, kdy se kód nesoucí tato data stává
nečitelným. Typicky se jedná o nerovnoměrné rozložení barev, vznik velkých souvislých míst
se stejnou barvou, či vznik obrazců, které jsou shodné nebo podobné řídícím obrazcům, které
kód využívá.
Tento problém je možné řešit maskováním. Jde o modifikaci dat v kódu pomocí xorovací
masky. Pomocí této masky se provádí operace xor s daty, a tím se změní bity na určitých
definovaných místech. Kód využívající maskování definuje takovýchto masek více a při
generování kódu se použije právě ta maska, se kterou je vytvořen nejvhodnější kód. Zároveň
je potřeba do kódu uložit informaci o tom, která maska byla použita. Dekodér pak na
maskovaná data aplikuje tuto masku znovu, a tím získá původní data.
2.8 Kódy EAN-13 a UPC-A
EAN-13[2] je jeden z mezinárodně nejpoužívanějších jednorozměrných čárových kódů.
Jeho uplatnění lze nalézt zejména na produktech v obchodech, kde je tento kód používán
u pokladen k usnadnění a urychlení práce pokladním. UPC-A[3] je z hlediska principu
kódování informace do obrazu identický s EAN-13 a odlišuje se pouze počtem kódovaných
znaků (EAN-13 je o jednu číslici delší) a ve způsobu zápisu člověkem čitelné alternativní
reprezentace kódu pro případ, že se nezdaří automatické načtení kódu, nebo není k dispozici
6
automatický rozpoznávač kódu. Informace kódovaná v EAN-13 se skládá z 13 číslic, které
jsou rozděleny na čtyři části:
 číslovací systém - 2 až 3 číslice identifikující zemi nebo území
 kód výrobce - obvykle 5 číslic
 kód produktu - obvykle 5 číslic
 kontrola - 1 číslice
Počet číslic pro jednotlivé tři počáteční části je variabilní v závislosti na velikosti území a
předpokládaném počtu druhů výrobků, které bude výrobce vyrábět.
Každá číslice je kódována jako dvě mezery a dvě čáry, přičemž šířky těchto čar a mezer
jsou různé, ale v součtu je každá číslice v kódu reprezentována stejně širokým prostorem.
Tento kód je typicky snímán pomocí speciální čtečky čárových kódů. Při snímání tohoto
kódu nemusí vést snímací paprsek přesně kolmo na čáry, pouze musí procházet všemi čarami.
Mírná rotace pouze způsobí rovnoměrné rozšíření všech čar i mezer ve snímku, což je stejný
efekt, který způsobuje i oddalování a přibližování kódu ke čtecímu zařízení. Protože kód
neobsahuje žádné korekční součásti, nesmí dojít k žádné chybě, aby přečtení kódu bylo
úspěšné.
2.9 QR kód
QR kód[4] vyvinutý japonskou společností DENSO WAVE je v současné době nejrozšíře-
nější velkokapacitní kód. Jedná se o dvourozměrný černobílý kód s proměnnou velikostí
určený pro univerzální použití. Kódovat je možné čtyři druhy informací: číselné, alfanume-
rické, binární a Kanji+Kana. Rozměry kódu jsou vždy čtvercové (kód má tedy stejný počet
řádků a sloupců). Nejčastějším využitím QR kódů je kódování http odkazů. Takové kódy
se pak vyskytují zejména na nejrůznějších výrobcích a reklamních panelech či letácích a
umožňují tak zákazníkovi rychlý přístup k relevantním webovým stránkám.
QR kód existuje celkem ve 40 verzích. Různé verze se liší zejména počtem polí a tedy
použitá verze má vliv zejména na to, kolik dat je možné do QR kódu zakódovat.
QR kód se skládá z pěti částí:
 tichá zóna - bílé okraje kolem kódu o šířce alespoň 4 pole
 pevné části - části kódu, které jsou identické pro libovolná kódovaná data i konfi-
guraci. Jde o součásti umístěné především v rozích, ale také uvnitř kódu, určené pro
snadnou lokalizaci a další pole vyhrazená jako reference hranic mezi jednotlivými poli.
 informace o verzi
 informace o formátu - použitá míra korekční redundance a použitá maska
 samotná data včetně korekční redundance
Maskování je prováděno pomocí osmi různých xorovacích masek a jeho smyslem je předejít
velkým souvislým černým, či bílým oblastem, nebo částem, které vypadají jako lokalizační
značky, které by mohly být rozpoznávačem špatně interpretovány.
Použitá korekční redundance pro data je Reed-Solomon (viz 2.6) se čtyřmi možnými
úrovněmi redundance (L=7%, M=15%, Q=25%, H=30%). Při použití vysoké korekční re-
dundance je tedy možné přečíst kód i při velkém poškození, ale vždy se v kódu nacházejí
kritické oblasti, jejichž poškození může znemožnit úspěšné přečtení kódu.
7
2.10 HCCB
High Capacity Color Barcode (HCCB)[6] je barevný velkokapacitní kód vyvinutý
společností Microsoft. Pro kódování dat se používají trojúhelníkové obrazce se čtyřmi, nebo
osmi různými barvami. Tyto obrazce jsou uspořádané do řádků a tyto řádky jsou oddělené
bílými mezerami. Kódovat je možné informace různých typů. Kód specifikuje speciální





Tato kapitola je věnována kódům, které měli vést k vytvoření kódu lepšího než je QR kód
(viz 2.9). Z počátku to byly kódy ve stupních šedi, pro které bylo později v plánu rozšíření
o barvy a dosažení tak vyšší hustoty dat na počet polí. Nakonec nejvyspělejším kódem je
barevný kód pěti odstínů (viz 3.2.3), který byl použit a implementován.
3.1 Kódy ve stupních šedi
3.1.1 Subkód 3x3
Subkód 3x3 využívá podobně jako QR kód (viz 2.9) čtvercová pole, ale narozdíl od
pouhé černé a bílé barvy je zde použito více stupní šedi. Data nejsou kódována přímo do
čtvercových polí, ale do hran mezi nimi v podobě tří možných rozhraní: snížení, shoda
(neultrální rozhraní) a zvýšení hodnoty.
Hlavním problémem tohoto kódu jsou jistá omezení právě na těchto rozhraních. Nelze
například vytvořit v kódu okruh stále se snižujících, nebo zvyšujících rozhraní. Nelze ani
vytvořit okruh neultrálních rozhraní s pouze jedním snižujícím, či zvyšujícím se rozhraním.
Obecně nelze vytvořit takový kód, který by obsahoval okruh libovolného tvaru a počtu polí,
kde se nevyskytují snižující i zvyšující rozhraní zároveň, ale přitom jeden z těchto druhů
rozhraní se v okruhu alespoň jednou vyskytuje.
To znamená, že v obecné matici o daných rozměrech k některým posloupnostem pře-
chodů může dojít a k některým ne. Výpočet počtu posloupností, které jsou možné je kom-
plikovaný a stejně tak je problematické i určení, jakou hodnotu má matice, po tom co jsou
všechny hrany zdetekovány. Časová náročnost se zvyšuje velmi rychle s rostoucí velikostí
kódu.
Proto je tento kód rozdělen na více subkódů o velikosti 3x3. Kód 3x3 může nabývat
až 92133 stavů (viz tabulka 3.1). Z toho použitých stavů je 65536 (216). Tyto stavy je
možné v poměrně krátkém čase (řádově desítky sekund) vygenerovat a uložit například do
binárního souboru, který pak může být použit rozpoznávačem kódu pro rychlé vyhledávání.
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Tabulka 3.1: počty možných stavů pro matice 2x2 a 3x3
Počet použitých stupňů šedi je 5, protože při použití tohoto počtu stupňů šedi je počet
možných stavů vyšší než 65536, což je počet potřebný pro kódování dvou bajtů. Z celko-
vého počtu stavů 72853 je vhodně odebráno přebývajících 7317 stavů tak, aby co nejvíce
byly odebrány stavy, které obsahují nejvíce neultrálních rozhraní a představují tak největší
problém pro detekci kódu. Díky tomu, že zrovna tyto problémové stavy nejsou použity, není
nutné používat maskování. Na obrázku 3.1 je ukázka tohoto kódu s 16 moduly (celkem
12x12 polí).
Obrázek 3.1: ukázka subkódu 3x3
3.1.2 Gradient
Gradient opět podobně jako QR kód (viz 2.9) používá čtvercová pole, ale narozdíl od
pouhé černé a bílé barvy či stupních šedi, jako je to v Subkódu 3x3 (viz 3.1.1), jsou zde
používány plynulé přechody uvnitř polí. Díky tomu je možné docílit na rozhraní maximál-
ního kontrastu a libovolných požadovaných hodnot, zatímco zhoršení detekce kódu není
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kritické, díky tomu, že přechody uvnitř polí jsou plynulé a tyto plynulé přechody detektor
příliš neovlivňují. Úplně zde odpadá problém okruhů, který se projevuje u Subkódu 3x3.
Kód využívá čtyřstavových rozhraní (ČernáČerná, ČernáBílá, BíláČerná, BíláBílá).
Do těchto čtyřstavových rozhraní je tedy možné zakódovat dva bity a pro zakódování jed-
noho bajtu jsou potřeba čtyři hrany.
U tohoto kódu je nutné používat maskování pro minimalizaci počtu neultrálních roz-
hraní.
Obrázek 3.2: ukázka kódu gradient
3.2 Barevné kódy
Barevné kódy vycházejí z kódu ve stupních šedi Gradient (viz 3.1.2). Hlavní změnou
oproti Gradientu ve stupních šedi je použití barev. Narozdíl od původního šedotónového
Gradientu, kde neultrální rozhraní představovali důležitou polovinu, u barevných kódů
je možných rozhraní podstatně více a rozhraní se shodnými barvami představují minoritní
podíl z celkového počtu a je tedy možné tato neultrální rozhraní nepoužít a dosáhnout tak
garance rozdílu na každém rozhraní. Tímto lze dosáhnout zejména lepší spolehlivosti detekce
kódu (viz 5.1), která je na kontrastních hranách závislá. Zároveň se zavedením barev se ale
objevuje také problém barevného zkreslení, ke kterému dochází vlivem různého osvětlení
a hlavně při tisku, protože tiskárny nezachovávají parametry barev dostatečně dobře (viz
3.2.1).
3.2.1 Kompenzace zkreslení
Mezi kódem připraveným k vytisknutí a pořízeným snímkem dochází ke zkreslení. Nelze
očekávat, že barvy kódu ve snímku budou přesně odpovídat těm původním barvám kódu
připraveného k tisku. Ke zkreslení dochází zejména při tisku a toto zkreslení může být
ovlivněné použitým modelem tiskárny a také nastavením tisku. K dalšímu zkreslení dochází
při snímání a toto zkreslení může být ovlivněno použitým snímačem a okolním osvětlením.
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Zkreslení je možné částečně kompenzovat tak, že se pomocí tiskárny, která má být
použita k tisknutí kódu, nejdříve vytiskne referenční vzor s několika vzorky barev (viz
obrázek 3.3). Následně se tento vzor nasnímá (nejlépe více různými snímači) v osvětleních,
která mají být typická pro snímání kódu.
Obrázek 3.3: zmenšená ukázka referenčního vzoru pro kompenzaci zkreslení
Protože u každého snímku je pro každý vzorek známa původní barva a zároveň výsledná
zkreslená barva, je možné zjistit, k jakému zkreslení u každé barvy dochází. Na základě toho
je pak možné vybrat takovou barvu, aby na výsledných snímcích co nejvíce odpovídala
požadované barvě.
3.2.2 RGB rozdílový kód
Tento kód žádným způsobem nezohledňuje samotné barvy na rozhraní, ale pouze rozdíl
mezi těmito barvami. Zpočátku se tento kód jevil jako vhodné řešení. Použití pouze rozdílů
mělo eliminovat problémy se zkreslením barev způsobeným různým osvětlením a stíny.
Se záměrem uložit do každé hrany uvnitř kódu půl bajtu (4 bity) používá tento kód 8
základních přechodů a jejich opačné verze (viz tabulka 3.2). V každém přechodu je vždy
jedna až dvě z barev RGB ponechána a ostatní jedna nebo dvě barvy jsou odlišné.
(R,G,B) hodnota (R,G,B) hodnota
(−,=,=) 0x0 (+,=,=) 0x1
(=,−,=) 0x2 (=,+,=) 0x3
(=,=,−) 0x4 (=,=,+) 0x5
(−,−,=) 0x6 (+,+,=) 0x7
(−,=,−) 0x8 (+,=,+) 0x9
(=,−,−) 0xA (=,+,+) 0xB
(−,+,=) 0xC (+,−,=) 0xD
(=,−,+) 0xE (=,+,−) 0xF






+“ představují pokles, zachování a zvýšení hodnoty dané RGB složky
Přechod (−,=,+) a jeho opačná varianta (+,=,−) jsou vynechány, protože pro kódo-
12
vání čtyř bitů je potřeba pouze 16 různých přechodů a z experimentů vyšlo najevo, že právě
tyto dva přechody při tisku představují největší problém.
Díky vhodné volbě hodnot tak, že opačný přechod má vždy odlišný poslední bit, je
možné použít zjištěné hodnoty snadno i pro opačný směr dekódování tak, že je pouze potřeba
provést xor hodnoty s číslem 1.
Idea rozpoznávání těchto přechodů je taková, že nejdříve je zjištěna barevná složka
s nejmenším rozdílem a největším rozdílem (velikostí rozdílu se rozumí absolutní hodnota
rozdílu). Složka s nejmenším rozdílem je vyhodnocena jako
”
=“ a složka s největším rozdílem
jako
”
−“ pro zápornou hodnotu rozdílu, nebo
”
+“ pro kladnou hodnotu rozdílu. O zbylé
složce je pak rozhodnuto podle toho, zda se její velikost rozdílu více blíží složce s nejmenším
rozdílem (
”





hodnotu). Na obrázku 3.4 je ukázka tohoto kódu ve velikosti 7x7 s použitou kompenzací
zkreslení (viz 3.2.1).
Obrázek 3.4: ukázka RGB rozdílového kódu
Při testování však vyšlo najevo, že tento kód nelze spolehlivě rozpoznávat, protože vli-
vem zkreslení způsobeném změnou osvětlení a stíny se složka s prostřední velikostí rozdílu
často v nasnímaném obraze blížila k nesprávné složce z ostatních dvou. Zřídka dochá-




Z těchto neúspěšných experimentů tedy vyplívá, že tento kód není vhodný pro použití.
3.2.3 Kód pěti odstínů
Z experimentů provedených při testování předchozího kódu (viz 3.2.2) vyšlo také najevo, že
ač sytost i jas je vlivem různých osvětlení a stínů značně zkreslena, odstín zůstává poměrně
věrně zachovaný, čehož právě tento kód využívá. Narozdíl od předchozího kódu, kde bylo
reagováno na rozdíl rozhraní, zde jsou zohledňovány hodnoty samotných barev.
Úmyslem je opět jako v předchozím kódu zakódovat 4 bity do každé hrany uvnitř kódu.
Toho by se dalo dosáhnout již čtyřmi různými odstíny (4 · 4 = 16), ale pro zajištění dosta-
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tečného kontrastu každé hrany je použito odstínů pět, a shodné odstíny na rozhraní nejsou
používány. Z celého rozsahu jsou odstíny vybrány tak, aby nejmenší vzdálenost mezi sou-
sedními odstíny byla největší. To znamená, že vzdálenost mezi všemi odstíny je stejná, a
při rozsahu odstínů 360° to je právě pětina (72°). Standardně je za počáteční odstín považo-
vána červená. V tomto kódu je pro zjednodušení dekódování jako počáteční odstín použita
purpurová, a právě od tohoto odstínu jsou použité odstíny nejdále, aby počátek odstínů byl
na hraně mezi barvami. Počáteční použitá barva je tedy 324° a každá další je o 72° dále
(viz tabulka 3.3).
odstín 324° 36° 108° 180° 252°
hodnota 0 1 2 3 4
Tabulka 3.3: použité odstíny
Počet všech možných rozhraní je tedy roven variaci V2 (5) = 20. Z těchto dvaceti mož-
ných rozhraní jsou tedy čtyři nadbytečné (viz tabulka 3.4).
přechod odstínů hodnota přechod odstínů hodnota
2→ 0 0x0 0→ 2 0x1
3→ 0 0x2 0→ 3 0x3
4→ 0 0x4 0→ 4 0x5
2→ 1 0x6 1→ 2 0x7
3→ 1 0x8 1→ 3 0x9
4→ 1 0xA 1→ 4 0xB
3→ 2 0xC 2→ 3 0xD
4→ 2 0xE 2→ 4 0xF
Tabulka 3.4: hodnoty přechodů mezi odstíny
Vynechány jsou přechody s kombinací odstínů 01 a 34, protože právě tyto přechody mají
nejmenší rozdíl ve složkách RGB, a jsou tedy nejméně vhodné pro detekci kódu. Podobně
jako u RGB rozdílového kódu jsou hodnoty rozhraní nastaveny tak, aby při zrcadleném
dekódování stačilo provést xor s hodnotou 1. Na obrázku 3.5 je ukázka tohoto kódu ve
velikosti 7x7 s použitou kompenzací zkreslení (viz 3.2.1).
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Obrázek 3.5: ukázka kódu pěti odstínů
3.3 Kódování dat
Při použití vybraného kódu pěti odstínů (viz 3.2.3) je do každého rozhraní možné zakó-
dovat 4 bity. Bajt je tedy kódován do dvou hran. Nejdříve jsou vyplněny řádky (vertikální
hrany) tak, že do levého rozhraní nejlevějších dvou hran jsou kódovány horní čtyři bity a
do pravého rozhraní dolní čtyři bity. Takto je vyplněn celý řádek. Například při kódu o
velikosti 7× 7 polí je možné do jednoho řádku zakódovat 3 bajty. Stejným způsobem jsou
vyplněny všechny další řádky v pořadí od horního ke spodnímu. Tento postup je použit i
pro sloupce. Každý sloupec se vyplňuje od shora dolů a pořadí sloupců je zleva doprava.
Tímto způsobem je do kódu možné zakódovat určitý počet bajtů dle vzorce 3.1.
r · (c− 1) + c · (r − 1)
2
(3.1)
počet bajtů, které je možné uložit do kódu o velikosti r × c polí
Například do kódu o velikosti 7 × 7 polí je tady možné zakódovat 42 bajtů. Nejdříve
jsou do kódu zapsána uživatelská data. Následně je z těchto uživatelských dat vygenerován
kontrolní součet CRC-32 (viz 2.6) a zapsán jako další 4 bajty ve formátu big-endian.
Do zbývajících bajtů je pak uložen opravný kód Reed-Solomon (viz 2.6) vygenerovaný
z předchozích uživatelských dat i kontrolního součtu.
Předpokládá se zejména použití kódů s lichým počtem řádků a sloupců. Sudé počty
jsou také možné, ale generování i dekódování kódu bude komplikovanější a nevhodným
kódováním dojde k rozdělení bajtů tak, že jeho části budou od sebe příliš vzdáleny, což
není optimální při použití s opravným kódem Reed-Solomon. Testován byl zejména kód





Generování kódu se skládá ze tří kroků:
1. Vygenerování zprávy - k uživatelským datům je navíc přidán kontrolní součet a ko-
rekční kód (viz 3.3).
2. Vygenerování polí (viz 4.1) - zpráva je převedena do polí definovaných jako čtyři barvy
pro každou hranu.
3. Rasterizace kódu (viz 4.2) - pole jsou rasterizovány do výstupního rasterového ob-
rázku.
4.1 Vygenerování polí
Z dat zprávy jsou vygenerovány pole tak, aby na hranách těchto polí byly požadované
barvy. Použity jsou takové barvy kódu, aby po vytisknutí kódu odpovídali odstínům pou-
žitého kódu (viz 3.3), a aby sytost i jas těchto barev byly co nejvyšší. Téměř nutné je
použít kompenzaci zkreslení (viz 3.2.1). Bez této kompenzace tiskárna vytiskne odstíny jiné
než požadované a výsledný kód bude pravděpodobně nečitelný, nebo bude jeho čitelnost
podstatně nižší.
V okrajích kódu, kde jsou nevyužité hrany mohou být na těchto hranách libovolné
barvy, nicméně použitím vhodné barvy, která je dostatečně kontrastní s barvou okolí kódu,
je možné vytvořit další vhodně umístěné hrany a vylepšit tak detekci kódu (viz 5.1). V im-
plementovaném generátoru polí je tato okrajová barva nastavena na černou.
Na obrázku 4.1 je ilustrace generování polí - každé pole má definované barvy všech čtyř
hran.
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Obrázek 4.1: ilustrace generování polí
4.2 Rasterizace kódu
Před samotným rasterizováním jednotlivých polí je vygenerováno pomocné váhové pole o
velikosti w×h pixelů dle požadované velikosti výsledných polí. Každý pixel tohoto pole má





způsob generování váhového pole pro rasterizaci
d je vzdálenost pixelu od příslušné hrany.
Hodnota exponentu ve vzorci ovlivňuje rychlost vytrácení požadované barvy při vzdalo-
vání se od hrany. Hodnota 3 je vhodným kompromisem mezi dostatečně zachovanou barvou
v okolí hrany a dostatečně nekontrastním vnitřkem pole.
Při rasterizaci jednotlivých polí jsou pak barvy hran násobeny příslušnými vahami ve
váhovém poli a děleny součtem všech vah. Tímto je dosaženo toho, že v okolích hran jsou
požadované barvy a uvnitř pole nevznikají kontrastní hrany, které by příliš narušovali roz-
poznávání kódu (viz 5.1). Výsledný obrázek je zapsán na výstup ve formátu Netpbm P6[5].




Rozpoznávání kódu se skládá ze dvou základních částí: detekce kódu a dekódování kódu.
Detekcí se rozumí lokalizace kódu v obraze, tedy zjištění polohy všech důležitých bodů
(vzorků), které představují, nebo mohou představovat relevantní informaci o datech v kódu
zakódovaných. Dekódováním se pak rozumí vyhodnocení těchto vzorků a extrakce původní
informace z kódu včetně korekce a kontroly, že extrahovaná data jsou správná.
5.1 Detekce kódu
Detekce kódu je do značné míry inspirována článkem Five Shades of Grey for Fast and
Reliable Camera Pose Estimation[1].
Detekce se skládá z šesti kroků:
1. Detekce bodů na hranách (viz 5.1.1) - v obraze jsou nalezeny body, které poten-
ciálně leží na některé z hran kódu.
2. Rozšíření bodů na přímky (viz 5.1.2) - k bodu je nalezen vektor, který tak definuje
přímku, která odpovídá hraně, na které byl bod nalezen.
3. Nalezení dvou svazků (viz 5.1.3) - z přímek jsou vybrány dvě skupiny přímek tak,
že přímky v rámci jedné skupiny přibližně procházejí společným bodem.
4. Odhad středu kódu (viz 5.1.4) - z detekovaných bodů přímek v obou svazcích je
vypočítán přibližný střed kódu.
5. Odhad úběžníků (viz 5.1.5) - pro oba svazky jsou samostatně vypočítány body,
které jsou pravděpodobně blízké uběžníkům.
6. Odhad mřížky (viz 5.1.6) - z obou svazků a úběžníků je určena pravděpodobná
mřížka odpovídající kódu v obraze.
5.1.1 Detekce bodů
Body jsou v obraze hledány pomocí několika vertikálních a horizontálních čar (konkrétně na
rozlišení 800x600, na kterém byl algoritmus při vývoji testován, je použito 8 horizontálních
a 12 vertikálních). V těchto čarách jsou porovnávány každé dva sousední pixely, a pokud
rozdíl (součet absolutních hodnot rozdílů RGB složek) překročí určitou hranici, je tento
bod přidán do seznamu detekovaných bodů. Tato hranice, která určuje, které body budou
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zdetekovány, je upravována po každém zpracovaném snímku tak, aby počet zdetekovaných
bodů odpovídal požadovanému počtu.
Zvýšení počtu zdetekovaných bodů může zvýšit celkovou pravděpodobnost a přesnost
detekce, ale příliš vysoký počet zase způsobí vysokou časovou náročnost na zpracování
snímku. Při testování se osvědčil počet bočet bodů nastavený tak, aby se blížil počtu 150.
Po tomto kroku je získán seznam bodů definovaných pomocí souřadnic x a y. Na obrázku
5.1 je ukázka detekce bodů.
Obrázek 5.1: ukázka detekce bodů
5.1.2 Rozšíření bodů na přímky
Pro odhad přímky k nalezenému bodu je nejdříve použit sobelův operátor (viz 2.4).
~v =

 −1 0 1−2 0 2
−1 0 1
 ? X,




využití sobelova operátoru k určení vektoru ~v pro danou RGB složku
X je hodnota jasu dané RGB složky v detekovaném bodě a jeho okolí.
Sobelův operátor je použit na každou RGB složku zvlášť a výsledné vektory jsou seč-
teny. Aby byly vektory sečteny správně, je nutné nejdříve zajistit, aby měli vektory souladný
směr. Zda mají vektory nesouladný směr je možné zjistit například tak, že vektory svírají
úhel větší než 90°, nebo tak, že sečtením vznikne vektor menší, než by vznikl odečtením:
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(~v1 − ~v2)2 (5.3)
(~v1 + ~v2)
2 < (~v1 − ~v2)2 (5.4)
(~v1)
2 + 2 (~v1 · ~v2) + (~v2)2 < (~v1)2 − 2 (~v1 · ~v2) + (~v2)2 (5.5)
2 (~v1 · ~v2) < −2 (~v1 · ~v2) (5.6)
~v1 · ~v2 < 0 (5.7)
určení, zda je potřeba vektory odečítat místo sčítat
Pokud je tedy skalární součin vektorů záporný, je nutné jeden z vektorů před součtem
vynásobit skalární hodnotou −1, či jinými slovy namísto součtu vektory odečíst. Který
vektor bude v takovém případě odečítán je libovolné. Výsledný vektor bude opačný, ale to
na přímku, kterou reprezentuje nemá vliv.
Získaný vektor ~v je přibližně kolmý na hranu v obraze. Pro zpřesnění rotace vektoru jsou
detekovány další hrany na úsečkách kolmých k vektoru ~v v určité vzdálenosti od bodu. Body
nalezené pomocí hledání největšího rozdílu sousedních pixelů na těchto přímkách jsou pak
použity pro zpřesnění rotace vektoru ~v. Tato operace je provedena vícekrát při zvyšování
vzdálenosti úseček od bodu. V implementaci je použita počáteční vzdálenost d1 = 32 a
každá další vzdálenost je vypočtena pomocí vzorce di+1 = (di + 32) · 54 . Velikost úsečky
je nastavena na hodnotu délky o velikosti 8 pixelů do obou směrů, což dohromady včetně
výchozího pixelu znamená délku úsečky 17 pixelů. Přesná velikost úseček je různá podle
zaokrouhlení. Použitých pixelů je obvykle méně, protože úsečky mohou být rotované šikmo.
Při procházení pixelů se jako řídící osa používá ta, na které je vzdálenost mezi hraničními
body větší. Na obrázku 5.2 je ukázka rozšíření bodů na přímky.
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Obrázek 5.2: ukázka rozšíření bodů na přímky
5.1.3 Nalezení dvou svazků
Pro nalezení svazků je použit algoritmus podobný algoritmu RANSAC (viz 2.5). Nad všemi
přímkami (viz 5.1.2) je provedeno několik pokusů (v implementovaném rozpoznávači je
tento počet pokusů nastaven na 32). Při těchto pokusech jsou náhodně vybrány dvě přímky
a následně je vypočítán jejich průsečík. K nalezenému průsečíku jsou zjištěny přímky, které
jsou k průsečíku dostatečně blízké. Toto vyhodnocení dostatečné blízkosti přímky je závislé
na vzdálenosti bodu od středu obrazu dle vzorce 5.8.
e · d < dc (5.8)
způsob vyhodnocení, zda je přímka vyhovující pro přidání do svazku
e je součinitel povolené odchylky.
d je vzdálenost bodu od přímky.
dc je vzdálenost bodu od středu obrazu.
Pokud je rovnice výše vyhodnocena jako pravdivá, přímka se považuje za dostatečně
blízkou. Díky tomuto způsobu vyhodnocování je v polohách vzdálenějších od středu obrazu
tolerována větší odchylka, což je pro detekci vhodné. Menší hodnota povolené odchylky e
může způsobit, že vhodné přímky nebudou do svazku zahrnuty. Větší hodnota povolené
odchylky e může způsobit, že do svazku budou zahrnuty i přímky, které jsou chybné. V im-
plementovaném rozpoznávači je povolená odchylka e nastavena na hodnotu 512.
Z těchto pokusů je pak vybrán ten, kterému odpovídá nejvíce přímek. Tyto přímky
jsou pak označeny za svazek. Celý proces se pak opakuje znovu bez těchto již označených
přímek pro nalezení dalšího svazku. Zbylé přímky, které nepatří ani do jednoho z těchto
dvou svazků jsou považovány za neužitečné a nejsou dále nijak zohledňovány.
Vyšší počet pokusů může zvýšit pravděpodobnost nalezení vhodnějšího bodu, kterému
odpovídá více přímek, ale příliš vysoký počet pokusů vede ke zbytečně vysoké časové ná-
ročnosti. Na obrázku 5.3 je ukázka rozpoznání dvou svazků.
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Obrázek 5.3: ukázka nalezení dvou svazků
5.1.4 Odhad středu kódu
Odhad středu kódu je vypočítán velmi jednoduchým způsobem. Z bodů, které byly nalezeny
při detekci bodů (viz 5.1.1) a jejichž přímky (viz 5.1.2) byly zahnuty do jednoho ze svazků
(viz 5.1.3), je vypočítán průměr a tento průměr je považován za přibližný střed kódu.
5.1.5 Odhad úběžníků
Pro odhad úběžníků je použit algoritmus hledání takového bodu, jehož součet vzdáleností






















−∑ (aixaiy)∑ (aiyaix) (5.10)
vzorce pro odhad úbězníků∑
zde implicitně představuje součet výrazu pro každou přímku, kde i je její index.
aix a aiy jsou horizontální a vertikální složky směrnice přímky.
ci je hodnota z implicitního zápisu přímky ci = xi · aiy − yi · aix.
Tyto úběžníky jsou vypočteny pomocí vzorců 5.9 a 5.10 pro oba svazky (viz 5.1.3)
nezávisle. Na obrázku 5.4 je ukázka detekce úběžníků, kde pro každý detekovaný bod je
zakreslena polopřímka směrem k příslušnému úběžníku.
22
Obrázek 5.4: ukázka detekce úběžníků
Nevýhodou této metody je, že nefunguje dobře, pokud je kód nasměrován příliš přesně
kolmo ke kameře. Přímky ve svazku jsou pak téměř rovnoběžné a odchylky směrnic přímek
způsobené jejich nepřesnou detekcí se v takovém případě velmi projevují. Výsledkem takové
situace je, že vypočítaný úběžník se blíží ke středu kódu, místo aby se vzdaloval od kódu
do nekonečné vzdálenosti.
5.1.6 Odhad mřížky
Odhad mřížky je prováděn pro oba svazky (viz 5.1.3) zvlášť a samostatně, ale pro oba
případy jsou vždy použity oba úběžníky (viz 5.1.5). Nejdříve je určen středový vektor ~s jako
rozdíl středu kódu (viz 5.1.4) a výchozího úběžníku (úběžník, kterým prochází příslušný
svazek) a horizont ~h jako rozdíl cizího úběžníku (úběžník, kterým prochází alternativní
svazek) a výchozího úběžníku. Každou přímku ve svazku je možné vyjádřit pomocí vektoru
~pi z výchozího úběžníku. A tento vektor je možné vyjádřit vzorcem 5.11 (velikosti vektorů
zde nejsou důležité).
~pi = ~s+ ki · ~h (5.11)
ki · ~h = ~pi − ~s (5.12)
ki =
~sy · (xi − Vx)− ~sx · (yi − Vy)
~hx · (yi − Vy)− ~hy · (xi − Vx)
(5.13)
vzorce pro převod libovolné přímky ve svazku na skalární hodnotu ki
V je úběžník pro daný svazek.
~s je vektor od úběžníku V do středu kódu. ~h je vektor horizontu.
~pi je vektor, který definuje přímku ve svazku procházející úběžníkem V .
xi a yi jsou souřadnice bodu ležícího na přímce ze svazku.
Pomocí vzorce 5.13 je možné každou přímku konvertovat na obyčejnou skalární reálnou
hodnotu ki. Důležité je, že rozdíl ki mezi dvěma přímkami na sousedních hranách kódu je
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vždy stejný. Přičítáním správné konstanty k hodnotě ki je tedy možné se pohybovat po
jednotlivých hranách kódu. Je tedy možné vytvořit novou lineární funkci f , která bude
pro celá čísla vracet takové hodnoty ki, které při dosazení do vzorce 5.11 budou odpovídat
vektorům na příslušné hrany kódu.
Pro určení této funkce jsou použity hodnoty ki všech přímek ve svazku. Přímky je
nejdříve vhodné seřadit podle hodnot ki, aby bylo možné snadno vyhledávat ke každé přímce
jinou přímku s nejbližším ki. Ke každé hodnotě ki je zjištěno jiné nejbližší ki a z těchto dvou
ki je vypočtena vzdálenost (absolutní hodnota rozdílu). Ze všech vzdáleností k nejbližším
ki je pak vypočítán průměr. Tento průměr je následně vynásoben vhodnou hodnotou m,
a je tak získána mezipřímková prahová hodnota t. Následně jsou přímky pomocí hodnot
ki rozděleny do skupin tak, že sousedící přímky se vzdáleností ki menší než t patří do
stejné skupiny a sousedící přímky se vzdáleností ki větší než t patří do různých skupin.
Malá hodnota m může způsobit, že přímky, které by měly patřit do stejné skupiny, budou
rozděleny do více skupin. Naopak vysoká hodnota m může způsobit, že se přímky, které
by měli být ve více skupinách, spojí do jedné skupiny. V implementaci rozpoznávače je m
nastaveno na hodnotu 8.
V rámci každé skupiny je vypočten průměr všech ki a tento půrměr je použit jako
reprezentivní hodnota skupiny gi. Následně je pro každou skupinu podobně jako v případě
přímek zjištěna skupina s nejbližší hodnotou gi a určena vzdálenost k této skupině. Ze všech
těchto vzdáleností je opět vypočítán průměr u. Tento průměr u by měl být při zdařené
detekci skupin podobný se vzdáleností ki mezi sousedními hranami kódu. Průměr u je
použit k určení hodnot jednotlivých skupin.
Pro určení hodnot skupin je nejdříve počáteční skupině (skupina s nejnižší hodnotou
gi, nejde o absolutní hodnotu) nastavena určitá libovolná hodnota skupiny. Tato počáteční
skupina je nastavena jako referenční. Každé následující skupině (skupina s nejbližší vy-
šší hodnotou gi) je pak nastavena vyšší hodnota skupiny podle toho, ke kterému celému
násobku u se nejvíce blíží vzdálenost hodnot gi s referenční skupinou. Pokud byla této ná-
sledující skupině nastavena vyšší hodnota než předchozí skupině, přebírá tato skupina roli
referenční skupiny. Použití referenční skupiny namísto předchozí skupiny zvyšuje odolnost
proti náhodným přímkám, které byly chybně zahrnuty do svazku.
Po přiřazení hodnot všem skupinám jsou pak ještě všechny hodnoty skupin posunuty
o celé číslo tak, aby středová skupina (skupina s nejnižší absolutní hodnotou gi) měla
hodnotu 0. Všechny hodnoty ki jsou pak použity jako body, kde souřadnice x těchto bodů
odpovídají hodnotám ki a souřadnice y těchto bodů odpovídají hodnotám skupiny, do které
patří. Všechny tyto body jsou pak proloženy přímkou a tato přímka je použita jako lineární













vi −∑ (kivi)∑ ki∑
k2i
∑
1− (∑ ki)2 (5.15)
vzorce pro získání lineární funkce f (x) = ax+ b.∑
zde implicitně představuje součet výrazu pro každý bod, kde i je jeho index.
ki je hodnota získaná pomocí rovnice 5.13.
vi je hodnota skupiny, do které bod patří.
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Tuto funkci f (i) je možné použít pro získání hodnoty ki a z hodnoty ki je pak dále
pomocí vzorce 5.11 získat vektor pi, který směřuje na hranu i v kódu. Zkombinováním dvou
takových vektorů z různých svazků je pak možné získat dvě přímky, jejichž průsečíkem je
bod na požadované pozici v kódu. Toto je možné přímo využít ke získání pozic vzorků pro
dekódování (viz 5.2). Na obrázku 5.5 je ukázka zdetekované matice. Je zřejmé, že detekce
neproběhla úplně přesně, ale pro potřeby dekódování je tento výsledek zcela dostačující.
Obrázek 5.5: ukázka detekce matice
Protože odhad středu nemusí být přesný, může dojít k posunu o celočíselný počet hran,
a to v obou osách různě.
5.2 Dekódování kódu
Pozice vzorků získané pomocí detekce kódu (viz 5.1) jsou použity při dekódování. Tyto
vzorky jsou vyhodnoceny (viz 5.2.1) a následně je v nich vyhledáván validní kód (viz 5.2.2).
Z nalezeného validního kódu jsou extrahována uživatelská data a tato data mohou být
následně libovolně použita. V implementovaném rozpoznávači jsou data vypsána na stan-
dardní chybový výstup.
5.2.1 Vyhodnocení vzorků
Výchozí pozice vzorků jsou na určitém podílu vzdálenosti od příslušné hrany ke středu
okolních středů (v implementovaném rozpoznávači je podíl vzdálenosti třetinový). Před sa-
motným vzorkováním jsou tyto vzorky dorovnány tak, že je na úsečce mezi nimi vyhledáván
bod na pozici s největším rozdílem sousedních pixelů. Na obrázku 5.6 je ukázka dorovnávání
vzorků.
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Obrázek 5.6: ukázka dorovnání vzorků
vlevo jsou vzorky před dorovnáním, vpravo jsou vzorky po dorovnání
Díky tomuto dorovnání se vykompenzuje mírně nepřesná detekce kódu. Při vzorkování
jsou krom pixelu na samotné pozici vzorku použity také sousední pixely včetně šikmých.
Barvy všech těchto devíti pixelů jsou sečteny a z výsledné barvy je získán odstín. Odstíny
od obou vzorků jsou pomocí víceúrovňového prahování (viz 2.2) převedeny na hodnotu 0
až 4 (viz tabulka 5.1).
odstín 301°–12° 13°–84° 85°–156° 157°–228° 229°–299°
hodnota 0 1 2 3 4
Tabulka 5.1: rozsahy pro prahování
Ke dvojici těchto hodnot je pak přiřazena datová hodnota podle tabulky 3.4. Protože
vzorky mohou být posunuté o celočíselný násobek vzdálenosti mezi hranami kódu, je nutné
vyhodnotit i vzorky nacházející se mimo předpokládané vzorky kódu (v implementovaném
rozpoznávači jsou vyhodnoceny vzorky o jedno pole dále do všech směrů, tedy jako by byl
kód o dva řádky a dva sloupce větší). Vzorky jsou tímto způsobem vyhodnoceny a uchovány
pro řádky i sloupce zvlášť.
5.2.2 Vyhledávání kódu
Ve vyhodnocených vzorcích (viz 5.2.1) je vyhledáván kód tak, aby byl kód úspěšně nalezen
při libovolném zrcadlení, transponaci a posunu řádků i sloupců. Díky vyhledávání ve všech
čtyřech kombinacích zrcadlení je zároveň vyřešen problém libovolné rotace. Při zrcadlení
je také zároveň nutné provést xor příslušných vyhodnocených vzorků s hodnotou 1 (viz
tabulka 3.4). Pro každé z těchto situací je proveden pokus o přečtení kódu. Nejdříve jsou
pomocí opravného kódu Reed-Solomon (viz 2.6) opraveny případné chyby a následně je
zkontrolován kontrolní součet. Pokud se kontrolní součet shoduje, data uložená v kódu jsou




Experimentování bylo prováděno pomocí tiskáren HP Officejet Pro 8600 a Samsung
CLP-315, pokud není uvedeno jinak, předpokládá se použití tiskárny HP Officejet Pro
8600. Použité kamery jsou Olympus µ-5010 a vestavěná kamera v notebooku HP Mini
5103, pokud není uvedeno jinak, předpokládá se použití Olympus µ-5010. Obrázky jsou
pouze náhledové, měření probíhalo na videozáznamech. U každého měření je uveden počet
snímků videa, úspěšnost, poškození a čas.
Úspěšností se rozumí poměr snímků, které byly úspěšně rozpoznány z celkového množ-
ství snímků. Poškozením se rozumí průměrný poměr chybných bajtů z maximálního pří-
pustného počtu chybných bajtů, přičemž chybějící bajt se počítá jako jeden chybný a špatně
detekovaný bajt, u kterého nebylo zjištěno, že je chybný, již před korekcí, se počítá jako
dva chybné bajty. Hodnotě 100% tedy odpovídá maximálně poškozený kód, který je ještě
úspěšně rozpoznán. Hodnotě 0% odpovídá bezchybně dekódovaný kód. Hodnota čas je
průměrný čas zpracovávání jednoho snímku.
Použitý hardware pro rozpoznávání je HP Mini 5103 (Intel(R) Atom(TM) CPU
N550 @ 1.50GHz) a při kompilaci rozpoznávače byl použit překladač gcc s optimalizací
”
-O2“. To je důležité zejména při zhodnocování času zpracování snímků, ostatní hodnoty
jsou nezávislé na použitém hardwaru a použité optimalizaci.
Testováno bylo především s kódem 7x7 s konfigurací 24 bajtů pro uživatelská data,
4 bajty CRC-32 a 14 bajtů Reed-Solomon. Dále byl testován kód 11x11 s konfigurací
82 bajtů pro uživatelská data, 4 bajty CRC-32 a 24 bajtů Reed-Solomon. Pokud není
uvedeno jinak, předpokládá se použití kódu 7x7 o rozměrech 51x51mm.
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Obrázek 6.1: kód v běžných podmínkách
snímků úspěšnost poškození čas
316 54% 3.2% 11ms
Obrázek 6.2: tiskárna CLP-315
snímků úspěšnost poškození čas
342 13% 14% 14ms
Obrázek 6.3: vestavěná kamera HP Mini 5103
snímků úspěšnost poškození čas
408 46% 14% 9.6ms
Obrázek 6.4: HP Mini 5103 + CLP-315
snímků úspěšnost poškození čas
401 56% 49% 12ms
Obrázek 6.5: kód o rozměrech 28x28mm
snímků úspěšnost poškození čas
249 36% 33% 13ms
Obrázek 6.6: rozostřený kód 28x28mm
snímků úspěšnost poškození čas
187 3.2% 37% 10ms
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Obrázek 6.7: změnšení na 160x120 pixelů
snímků úspěšnost poškození čas
316 2.2% 30% 12ms
Obrázek 6.8: kód 11x11 o rozměrech 98x98mm
snímků úspěšnost poškození čas
313 10% 10% 27ms
Obrázek 6.9: velký náklon do perspektivy
snímků úspěšnost poškození čas
468 60% 1% 9ms
Obrázek 6.10: deformace média
snímků úspěšnost poškození čas
368 1.9% 45% 13ms
Obrázek 6.11: tužka zakrývá část kódu
snímků úspěšnost poškození čas
1811 7.8% 60% -
Obrázek 6.12: dva řádky kódu zakryty
snímků úspěšnost poškození čas
248 15% 94% 13ms
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Obrázek 6.13: více kódů v jednom snímku
snímků úspěšnost poškození čas
308 2.9% 20% 14ms
Obrázek 6.14: zhoršené světelné podmínky
snímků úspěšnost poškození čas




Cíl vytvořit nový kód pro ukládání dat do obrazu se zdařil a zvýšit množství dat na počet
polí oproti QR kódu se také zdařilo. Nový kód má téměř 8 krát větší hustotu dat na
počet polí v samotném principu kódování dat. Navíc další data jsou ušetřena díky tomu, že
nejsou používány žádné vzorce pro vyhledávání kódu ani synchronizační informace. Navíc
narozdíl od QR kódu je v tomto novém kódu korekční redundance dokonale rozložena tak,
že jakákoliv část kódu je stejně důležitá pro jeho čitelnost. Neexistuje tak žádná konkrétní
část kódu, jejíž zničení by úplně znemožnilo kód rozpoznat.
Nevýhodou oproti QR kódu jsou zejména komplikace související s použitím barev, tedy
nároky na správnou barvu osvětlení a nutnost kompenzace barev před tiskem. Problém
s barvami by bylo možné částečně řešit automatickým rozpoznáváním použitých odstínů.
Navíc by toto otevřelo nové možnosti přizpůsobení odstínů uživatelským potřebám.
Dalším problémem je nevariabilita velikosti zprávy. Generátor i rozpoznávač sice podpo-
rují nastavení různých velikostí kódu i korekční redundance, ale není možné při rozpoznávání
automaticky rozpoznat velikost kódu a zkoušení všech možností by bylo příšliš časově ná-
ročné. Toto by bylo možné řešit použitím více kódů, které by byly označené identifikací tak,
aby bylo možné je seřadit do správného pořadí. Všechny kódy by se rozpoznávali zvlášť a
po úspěšném rozpoznání potřebného počtu kódů by byla složena kompletní zpráva.
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