Users of the Firefox browser have the ability to download plugins to manage their contacts. This usually involves typing or copying the details from some source to add contacts. Event and meeting invitations are sent by mail and are added to the user's calendar once the user accepts the invitation. Users viewing address data on websites are limited to the mapping capabilities provided by the webpage viewed by the user.
Abstract
Users of the Firefox browser have the ability to download plugins to manage their contacts. This usually involves typing or copying the details from some source to add contacts. Event and meeting invitations are sent by mail and are added to the user's calendar once the user accepts the invitation. Users viewing address data on websites are limited to the mapping capabilities provided by the webpage viewed by the user.
We developed a Firefox extension that allows the user to select portions of text with contact or event information and add it as a contact or an event in the calendar of their existing mail client application such as: Microsoft Outlook, Thunderbird, etc. The data is automatically parsed to pick up relevant information such as name, street address, phone number, and email address in case of contacts and street addresses and event dates in case of event. The extension also allows users to right click on a webpage that has a tabular display of addresses and view these addresses on a maps application such as Google Maps. This experience of adding contacts and events could be greatly enhanced if there was an automatic parsing ability provided by the browser which allowed the user to indicate a portion of the text as either a contact or event information and it was automatically added to the user's mail client application. The user could ideally edit the text to correct or enhance this information before it is saved.
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Extending the functionality of the browser to meet these needs would be an ideal solution that makes the process very intuitive and natural, saving the user from typing this information. Also adding the ability to view tabular listing of US Street addresses in a cluster enhances the user's viewing experience allowing the user to interact and assimilate the data in a better manner. The user who is viewing these addresses usually has a reference or a landmark address that when viewed along with the other addresses which gives him a new perspective and context.
The Project
Mozilla's Firefox browser has a robust architecture for developers to build and deploy extensions. Our project involved extending the Firefox browser to allow users to easily and intuitively add contacts and events to their existing mail clients with minimal effort.
Adding the ability for users to view a collection of addresses from a web page on a Google Maps application with the ability to add additional landmarks improved the user's browsing experience. This was possible by adding additional options in the context click of the mouse and the user selecting portions of text on a web page and then clicking the option of adding a contact or an event. The data that was selected on a web page was parsed and converted to industry standard format such as vCARD in case of contacts and ICS in case of event information. The user is prompted to open or save this file using the existing file save dialog of Firefox. The user can associate such files in Firefox to be opened with an installed mail client such as Outlook or Thunderbird. The user then has the ability to edit the data, make changes before saving it. A vCARD format is saved as a contact and an VCALENDAR format is added as an event to the user's calendar.
Users looking at webpages with tabular display of address data can use our extension's "Show Address" feature to view all the addresses on a given web page on a mapping application such as Google Maps. For example users viewing home listings on a web page would prefer to see them on a map to get a sense of location. Also having the ability to add new landmarks with the existing data allows the user to mash the address data on a mapping application such as Google Maps.
Report Overview
The report is divided into the following sections: Chapter 2 discusses various technologies used in the implementation of this project. Chapter 3 goes into detail about each component of the Firefox extension. It goes into the details of the implementation.
Chapter 4 has the conclusion. Finally chapter 5 provides information on how this project can be extended to other areas.
Technology and Standards Used

Technology
Firefox has a robust architecture for creating extensions. XUL, Javascript and CSS were some of the technologies that were used for building an extension. Additionally J2EE technology was used to show the addresses on Google Maps. Overlays are used to either override small snippets of the UI without having to write the entire UI. XUL has a definition to draw various widgets seen in the Firefox browser.
XUL
Each UI widget can be provided an "id" attribute and can be controlled using Javascript.
Javascript
Javascript was used to peform all the event handling functions. Once the option to either "Add Contact", "Add Event" or "Show Address" was selected the event handling code written in Javascript was triggered to perform the necessary function.
XPCOM
XPCOM is a standard cross-platform object model provided by Mozilla that exposes a core set of components and interfaces to perform File I/O and other Content Handling
Services. XPCOM makes it easy to access most aspects of the browser functionality programmatvCalendarly. Our extension uses XPCOM extensively to perform File I/O and access the content handler window to download a .vcf or a .ics file format in a chrome environment.
CSS
CSS was used to style the context elements to have icon images in the context click of the browser. Icon images were provided by [Mark James].
JSP
Java Server Pages was used to receive the request parameters and query Google Maps API for geo-coding the addresses that was parsed from the web page. Once the addresses were geo-coded they were plotted on Google Maps using the Google Maps API[Google Map APIs].
Google Maps API
The Google Maps API was used extensively to geo-code addresses and plot them on Google Maps. Addresses that were geo-coded were shown on Google Maps using the Google Maps API [Google Map APIs].
Standards
Two industry standard file formats were used to capture data. Contact data was converted to the vCARD format for personal data interchange [vCard] . Event data was converted to ICS format to be added as a calendar event in the user's mail client [vCalendar] .
vCARD Format
The vCARD format is an industry standard format for Personal Data Interchange. It is used to exchange "Person" objects [vCard] . This format begins with a "BEGIN:VCARD " string and ends with the "END:VCARD" string. A vCard has individual attributes that are known as Property. According to the [vCard] , "A property takes the following format:
The property names and values are case insensitive. The property Name "N" indicates the name with the format being Last Name followed by First Name. The property "Title" has the title of the person. The telephone number can be specified using Property "TEL". A work number is distinguished from a home number by specifying the "Telephone Type".
There are several other options for specifying a Fax or Cell number. An email address can be specified by the property name "EMAIL". 
vCALENDAR Format
The vCalendar format is an industry standard format for defining calendar and scheduling The install.rdf file gives details such as unique id to the extension as well as a description and other details to Firefox. The details of the install.rdf are shown below:
<?xml version="1.0"?> <RDF xmlns="http://www.w3.org/1999/02/22-rdf-syntax-ns#" xmlns:em="http://www.mozilla.org/2004/em-rdf#"> <Description about="urn:mozilla:install-manifest"> <em:id>firefoxmash@sjsu</em:id> <em:name>CS 298</em:name> <em:version>1.0</em:version> <em:targetApplication> <Description> <em:id>{ec8030f7-c20a-464f-9b0e-13a3a9e97384}</em:id> <em:minVersion>1.5</em:minVersion> <em:maxVersion>2.0.0.*</em:maxVersion> </Description> </em:targetApplication> <!--Optional Items --> <em:creator>Vijay Rao</em:creator> <em:description>An extension for CS298.</em:description> <em:homepageURL>http://www.cs.sjsu.edu/faculty/pollett/masters/Semester s/Fall07/vijay/</em:homepageURL> </Description> </RDF> Listing 2 -install.rdf file
The chrome.manifest file provides details about the extension's package structure and which overlay's are being modified. Overlays in Firefox are used to provide additional functionality to the browser UI. New widgets could be placed and various places in the UI using XUL overlays. The manifest file is shown below describes the content for this extension in a package called firefoxmash. It specifies an overlay over the browser's UI and provides a package for applying a skin to the extension for images and css.
content firefoxmash chrome/content/ overlay chrome://browser/content/browser.xul chrome://firefoxmash/content/firefoxmash.xul skin firefoxmash classic/1.0 chrome/skin/ Listing 3 -chrome.manifest file The next step involved creating the XUL file. The XUL file described the UI elements including includes for various UI components including entries for the context menus.
All events and actions were handled in javascript files.
Adding Contacts
The first phase of the project involved the user selecting the name and address portion of a web page and right clicking on it to add a contact to the webpage. The "Add Contact" menu was added to the context click of the user.
A depiction is shown below: The implementation involved writing Javascript to capture the user's data that was selected on the web page. Once the data was captured, it had to be parsed to identify the various elements such as Name, Phone Number and Email Address.
Implementation
The first step involved adding an entry in the firefoxmash.xul file. The entry is shown below <?xml version="1.0"?> <?xml-stylesheet href="chrome://firefoxmash/skin/foxmash.css" type="text/css"?> <overlay id="FirefoxMash-Overlay" xmlns="http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul"> <script type="application/x-javascript" src="chrome://firefoxmash/content/DOMHelper.js" /> <script type="application/x-javascript" src="chrome://firefoxmash/content/CleanDate.js" /> <script type="application/x-javascript" src="chrome://firefoxmash/content/firefoxmash.js" /> <!--This is for the right click menu. --> <popup id="contentAreaContextMenu"> <menuseparator id="firefoxmashabove" insertafter="context-stop"/> <menuitem id="contact" label="Add Contact" class="menuitem-iconic" accesskey="C" insertafter="context-stop" oncommand="addContact();"/> </popup> </overlay>
Listing 4 -Adding an entry in the XUL file
The entry involved defining a menuitem element to create an option to add a contact. The class was set to "menuitem-iconic" to indicate a png image beside it. Icons were provided by Mark James [Mark James]. The next step involved collecting the text that was selected by the user. If no text is selected the code returns and nothing happens. The next step involves applying a regular expression to identify a STATE ZIP pattern to the text. The regular expression is shown below:
Listing 5 -Regular Expression to identify a STATE ZIP pattern
The pattern above can be broken down as follows \b
Indicates a word boundary
Looks for a list of all US States in the two letter format
Looks for 5 numbers from 0 to 9 and an optional hyphen character and 4 numbers signifying a US zip code. This matches the . character
This matches the domain of the email address which can be of 2 to 4 characters in length Indicates a digit ie character 0 to 9 and matches 3 digits
Indicates an optional closing paranthesis [-\s.] ?
Indicates an optional area code separator of either hyphen, space or a dot character
Indicates another 3 digits followed by a separator of either a hyphen, space or a dot character \d{4}
Indicates 4 digits Once the data has been parsed using the regular expression described above a .vcf file is generated with the user selected data and the user is prompted to open or save the file in If the contact has no name defined as shown below then a string "unknown" is used in place of the name as shown below 
Add Events
The second deliverable of this project involved the user selecting text on a web page by right clicking on it to add an event to the webpage. The "Add Event" menu was added to the context click of the user. A depiction is shown below To implement this feature a Javascript function was written to capture the data that was selected on the web page. Once the data was captured, it had to be parsed to identify the "What", "When" and "Where" aspect of the event.
Implementation
The first step involved adding an entry in the firefoxmash.xul file. The enty is shown below <?xml version="1.0"?> <?xml-stylesheet href="chrome://firefoxmash/skin/foxmash.css" type="text/css"?> <overlay id="FirefoxMash-Overlay" xmlns="http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul"> <script type="application/x-javascript" src="chrome://firefoxmash/content/DOMHelper.js" /> <script type="application/x-javascript" src="chrome://firefoxmash/content/CleanDate.js" /> <script type="application/x-javascript" src="chrome://firefoxmash/content/firefoxmash.js" /> <!--This is for the right click menu. --> <popup id="contentAreaContextMenu"> <menuseparator id="firefoxmashabove" insertafter="context-stop"/> <menuitem id="event" label="Add Event"
class="menuitem-iconic" accesskey="E" insertafter="context-stop" oncommand="addEvent();"/> </popup> </overlay>
Listing 8 -Adding an entry in the XUL file
The entry involved defining a menuitem element to create an option to add an event. The class was set to "menuitem-iconic" to indicate an icon style list element. Icons were 
Matches a time format (\s(to|TO)\s
Matches a space and character "to"
Table 4 -Breakdown for Date and Timestamp Regular Expression
The matched category is used to populate the "When" part of the event. The "Where" part of the event is deduced by applying the regular expression to identify a US address.
The regular expression pattern for US street address is shown in Figure 25 . Once the data has been parsed using the regular expressions described above a .ics file is generated with the user selected data and the user is prompted to open or save the file in Firefox. At this point XPCOM [Mozilla Developer Center XPCOM] was used to launch the browser's default File Save Dialog to ask the user to either launch the file with his preferred application or save it to disk. A snapshot is shown below: 
Show Addresses
A user of a web browser to view web pages often comes across tabular display of data wit addresses in it. Our extension tries to extend the browser to provide the ability of the user to view data in a mapping application such as Google Maps. Often data in context of location provides to be a lot more intuitive. Some examples of such scenarios are house listings. A user scouring the web looking at listings of homes may want to drop all the addresses on a map to see houses that have a proximity to a certain landmark such as a School or a Church. Another example would be where a user viewing the Megan's law database for a listing of sex offenders in the vicinity would prefer to see the addresses on an intuitive mapping application such as Google Maps and in context of another landmark such as the user's home. Our extension satisfies this need by parsing the web page to identify street addresses and plots these addresses on Google Maps. Our extension also allows the user to add additional landmarks to the page so that the user can view the data with a perspective of the landmarks that are added on an as need basis.
Implementation
The first step involved adding an entry in the firefoxmash.xul file. The entry is shown below:
<?xml version="1.0"?> <?xml-stylesheet href="chrome://firefoxmash/skin/foxmash.css" type="text/css"?> <overlay id="FirefoxMash-Overlay" xmlns="http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul"> <script type="application/x-javascript" src="chrome://firefoxmash/content/DOMHelper.js" /> <script type="application/x-javascript" src="chrome://firefoxmash/content/CleanDate.js" /> <script type="application/x-javascript" src="chrome://firefoxmash/content/firefoxmash.js" /> <!--This is for the right click menu. --> <popup id="contentAreaContextMenu"> <menuseparator id="firefoxmashabove" insertafter="context-stop"/> <menuitem id="showOnMap" class="menuitem-iconic" label="Show Address" accesskey="A" insertafter="context-stop" oncommand="showAddress();"/> </popup> </overlay>
Listing 10 -Adding an entry in XUL file
The entry involved defining a menuitem element in XUL to create an option to add a contact. The class was set to "menuitem-iconic" to indicate it as a list item with an icon beside it. The next step involved parsing the html on the webpage. The HTML DOM was queried to retrieve all the "th" elements from the page. The utility DOMHelper.js was Indicates one or more options to identify an address I Indicates case-insensitive search The data that was collected after applying the regular expression above was sent to a web application. This was done by appending the data as a query string. Once this was received the web application queried Google's geo-coding service to geo-code these addresses [Google Map APIs] . Once the addresses were geo-coded they were plotted on Google Maps with a listing of addresses to the left. A depiction of this is shown below The user can also add additional landmarks on the map by entering an address in the text field on the top and pressing the "Add a Landmark" button. There were several challenges involved in developing this. Parsing content on websites involved overcoming the issues related to non-standard markup. The fact that street address by itself could not be geo-coded from Google involved figuring out the City and passing it along with the address that needed to be geo-coded. The regular expression had to be expanded to capture majority of combinations of street endings.
Conclusion
In this writing project our goals were to extend the browser such that the user can save snippets of data from web pages. We identified adding of contacts and events to the mail client as a task that was routinely performed by the user. It was obvious that both these activities involved manual entry of forms to save the contacts phone, address, email address etc. An automated parsing of the information to retrieve the relevant data seemed like the best way to attain the objective.
Our extension extended the browser to capture information selected by the user and intelligently parsing the information and converting it to a standard data exchange format to be saved to the mail client.Another goal established at the beginning of the project was to provide the user the ability to mashup the addresses listed on a web page by displaying the addresses on a mapping application and allow the user to view the data in context of other landmarks. Our extension exceeded this goal providing the user the ability to view the addresses on Google Maps application with the flexibility of adding more landmarks.
This project had several challenges in terms of parsing of web pages and poor documentation on Firefox extension. The challenges involved identifying various patterns of data and being flexible in extracting relevant data from various formats. Other challenges involved logistical difficulties such as poor documentation on specific modules such as XPCOM.
Future Extension
The extension relies on a web application component. This could be hosted at a common location which could then allow the user to log in and view the address data. This could be enhanced to allow the user to save this data so that it can be viewed at a later time.
Additionally saving the URL of the source or the list of parameters that produced the results could enhance the user experience by automatvCalendarly refreshing the results. var str = "BEGIN:VCALENDAR\n"; str += "BEGIN:VEVENT\n"; str += "DTSTART:"+obj.startdate.format(mask)+"\n"; str += "DTEND:"+obj.enddate.format(mask)+"\n"; str += "LOCATION:"+eventobj.where+"\n"; str += "DESCRIPTION:" + eventobj.what.replace(/\r\n/g,'\\n')+"\n"; str += "SUMMARY:"+eventobj.summary+"\n"; str += "BEGIN:VALARM\n"; str += "TRIGGER:-PT15M\n"; str += "ACTION:DISPLAY\n"; str += "DESCRIPTION:REMINDER\n"; str += "END:VALARM\n"; str += "END:VEVENT\n"; str +="END:VCALENDAR\n"; LOG ( var str = "BEGIN:VCARD" +"\n"; str += "VERSION:2.1" + "\n"; str += "N:"+obj.name+"\n"; str += "FN:"+obj.name+"\n"; if(obj.title) str += "TITLE:"+obj.title+"\n"; if(obj.phone) str += "TEL;WORK;VOICE:"+obj.phone+"\n"; if(obj.fax) str += "TEL;FAX:"+obj.fax+"\n"; if(obj.street1) { str += "ADR;WORK:;;"+obj.street1+";"; if(obj.street2) { str += obj.street2+";"; } str += obj.city+";"+obj.state+";"+obj.zip+"\n"; } if(obj.email) { obj.email = obj.email.toLowerCase(); str += "EMAIL;PREF;INTERNET:" + obj.email +"\n"; } str += "END:VCARD"; return str; } function LOG(msg) { var consoleService = Components.classes["@mozilla.org/consoleservice;1"] .getService(Components.interfaces.nsIConsoleService); consoleService.logStringMessage(msg); } Listing 13 -firefoxmash.js <!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd"> <html> <%@ page import="java.net.*,java.io.*,java.util.*"%> <head> <script type="text/javascript" src="http://www.google.com/jsapi?key=ABQIAAAAFdyjfyZbMg2e1toC0Wn6HRRhbiXqwVLAV3idsTmm6kfJ JgQf2RQj106BTmITBa8CfN9P0PfktZcjaQ"></script> <script> google.load("maps", "2. e.printStackTrace(); System.out.println("ERROR!"+e.getMessage()); } }//end of if address = null cnt++; } request.getSession().setAttribute("cache",cache); //TODO put it in session here request.get %> </div> </div> <div id="map"> </div> <div id="landmarks"> <div id="ltitle"> LANDMARKS </div> <div"lmarkdata"> <ul id="landmarklist"> </ul> </div> </div> </div> </body> </html> Listing 14 -index1.jsp
