Abstract. Most tools to recognize the application associated with network connections use well-known signatures as basis for their classification. This approach is very effective in enterprise and campus networks to pinpoint forbidden applications (peer to peer, for instance) or security threats. However, it is easy to use encryption to evade these mechanisms. In particular, Secure Sockets Layer (SSL) libraries such as OpenSSL are widely available and can easily be used to encrypt any type of traffic. In this paper, we propose a method to detect applications in SSL encrypted connections. Our method uses only the size of the first few packets of an SSL connection to recognize the application, which enables an early classification. We test our method on packet traces collected on two campus networks and on manually-encrypted traces. Our results show that we are able to recognize the application in an SSL connection with more than 85% accuracy.
Introduction
Accurate classification of traffic flows is an essential step for network administrators to detect security threats or forbidden applications. This detection has to happen as early as possible, so that administrators can take appropriate actions to block or control the problem. Given that the simple inspection of IANA-assigned port numbers is no longer a reliable mechanism for classifying applications [1] , many campus or enterprise networks now use content-based mechanisms. These mechanisms search the content of packets for well-known application signatures [2] [3] [4] . Although very effective and accurate, content-based mechanisms are easy to evade by using encryption. To make matters worse, Secure Sockets Layer (SSL), which can easily be used to encrypt any application communication, is widely available. In this paper, we design a classifier able to detect the underlying application in encrypted SSL connections.
Before constructing a classifier for encrypted traffic, we characterize the use of SSL on two campus networks by studying packet traces. This characterization sheds light on the prevalence of SSL in todayś networks, the SSL versions in use, and the types of application that use encryption. Our traces show an increase in the use of SSL between 2004 and 2006. This increase coincides with the surge of new applications that use SSL. For instance, Bittorrent clients (Azureus and uTorrent) now offer SSL encryption as a way to hide from content-based blocking of peer-to-peer applications. These factors indicate that SSL usage will continue to increase.
Our classifier for encrypted traffic builds on two observations. First, SSL does not modify significantly the the number of packets, their size, and their inter-arrival time [5, 6] . Second, TCP connections can be classified based on flow-level information such as duration, number of packets and mean inter-arrival time [7] [8] [9] [10] [11] . We extend the classifier presented in [12, 13] to identify applications in encrypted SSL connections. This classifier, which we refer to as early identification, identifies the application associated with a TCP connection using only the first few packets in the connection. Our method to identify encrypted traffic involves two steps. First, we detect SSL traffic. Then, we apply early identification to the first encrypted application packets to recognize the underlying application. With this method, we recognize encrypted applications with more the 85% accuracy.
After comparing our traffic classification method with previous work in Section 2, we present the packet traces we used to train our classifier and to evaluate our mechanism in Section 3. Then, in Section 4, we briefly introduce SSL, describe a contentbased approach to identify SSL connections, and characterize SSL usage in our traces. Section 5 presents our classification mechanism and Section 6 evaluates it. We conclude in Section 7 with a summary of our contributions and a discussion of future directions.
Related Work
Although any flow-level classifier [7-11, 13, 14] can potentially identify encrypted applications, this paper is the first to design an application-recognition mechanism for encrypted traffic and test it on real SSL traffic. We choose to extend the classifier presented in [12, 13] , because it can recognize the application associated with a TCP connection early. All of the other classifiers rely on statistics on the whole connection, which prevents them from being used online; and classify connections into classes of applications (for instance, bulk transfer, interative), instead of identifying the application itself. An alternative method [15] uses connectivity patterns for each host in the network. This approach could work for encrypted traffic, but its goal is different from ours: it finds services associated to hosts, whereas we classify single TCP connections.
The method presented in [14] is the only one that shares our goal of classifying encrypted traffic. As other flow-level classifiers, however, this mechanism also requires all packets in the connection before classifying it. In addition, we perform a measurementbased study that first characterizes the usage of SSL in two campus networks and then evaluates our mechanism against real SSL connections, whereas their classifier was only evaluated under simulated encrypted traffic.
Packet traces with encrypted traffic
Our study relies on two sets of data: packet traces collected at the edge of two campus networks and manually-generated traces. Packet traces allow us to characterize the usage of SSL in operational networks, when manually-generated traces help us validate our classification mechanism.
We used two one hour traces collected at the edge of the To validate our method, we needed a ground truth, or SSL connections for which the underlying application is known. We use two methods to obtain this ground truth. First, we filter the Paris 6 traces to keep only connections directed to well known HTTPS and POP3S servers in the university. To extend our validation to other types of traffic, we also manually encrypted traces consisting of other applications. We design a methodology to replay packet traces over an encrypted tunnel and capture the resulting connections. We use three machines, say A and B and a controller. Machine A represents the server of the TCP connection and machine B the client. First we establish a tunnel between A and B using stunnel 1 . Then, the controller parses an existing packet trace. For each packet in a TCP connection, if the packet was sent from the TCP server, the controller asks A to send the packet to B over the encrypted tunnel, otherwise it asks B to send it.
Analysis of SSL traffic
This section presents a brief background on SSL and a content-based method to identify SSL connections in packet traces. We end with a characterization of SSL in our traces.
Description of SSL
Secure Sockets Layer (SSL) provides authentication and encryption to TCP connections. SSL runs between the transport layer (usually TCP) and the application layer. Three different versions of SSL have been developed: SSLv2 [16] , SSLv3.0 [17] and TLS [18] . As SSL version 2 (SSLv2) presents several security flaws, its use is now strongly discouraged. Its follow-up version is SSL version 3 (SSLv3.0). The latest version, Transport Layer Security (TLS or SSLv3.1), is the standard specified by the Internet Engineering Task Force (IETF) and is similar to SSLv3.0. The differences between SSLv3.0 and TLS are minor (for instance, types of ciphers supported, pseudo-random functions and padding policies) and do not affect the handshake or the packet sizes. Therefore, we use SSLv3 to refer to both protocols. Figure 1 presents an SSL handshake for SSLv2. The exact messages exchanged differ for SSLv3, but the main steps remain the same. First, the client and the server negotiate the SSL version they are going to use and choose an encryption algorithm. Second, the server authenticates itself to the client (the client might do likewise if required by the server) and both peers negotiate an encryption key. Finally, they terminate the handshake, and can start exchanging application data over the encrypted channel.
Identifying SSL connections
Many applications can be detected based on a well-known signature (for instance "GET /index.html HTTP/1.1" for HTTP traffic). Unfortunately, there is no such pattern for SSL. Therefore, we rely on the value of specific bits in the TCP payload to precisely identify SSL connections. The first data packet of an SSL connection is sent by the client of the TCP connection and gives information about the client capabilities (in particular, the SSL versions and encryption algorithms it supports). Based on this information and on its own capabilities, the server decides on the final configuration when it sends its first packet. Therefore, to verify if a connection is using SSL and determine the version, we can simply analyze the second data packet in the connection ("Server Hello").
The first two bits in SSLv2 headers are always 1 and 0, the following 14 bits contain the size of the SSL record and the third byte is the message type (1 for "Client Hello" and 4 for "Server Hello"). The first byte of SSLv3.x (i.e. SSLv3.0 or TLS) packets is the message type (22 for handshake packets). The second byte indicates the major version Connection is a TLS connection Else Connection is not using SSL Else Connection is not using SSL
Description of SSL traffic
We applied our identification mechanism to three traces: P6-2004, P6-2006 and UMass. Table 1 shows the proportion of the SSL version found in each trace. We see that most SSL traffic consists of SSLv3.0 and TLS, although there are still a few instances of SSLv2 in the P6-2006 trace. By comparing the proportion of SSL connections in the P6 traces from 2004 and 2006 (4.6% and 8.6%, respectively), we see a sharp increase in the usage of SSL. On the UMass trace, this proportion is lower. This difference is because the P6 traces consist only of academic traffic, whereas the UMass campus also has a dorm and, therefore, contain many other types of applications (such as online games).
An interesting observation is the proportion of non-SSL traffic in connections using standard SSL ports (labeled as "SSL Port but not SSL"). We studied this traffic in detail. In P6-2004, all non-SSL connections on SSL ports were non-encrypted traffic using port 443 (probably misconfigured web servers). In P6-2006, we still find this non-encrypted HTTP traffic, but also observe other types of traffic. For instance, the trace contains unencrypted SIP traffic (VoIP connections from Instant Message softwares using port 443 to avoid firewalls), and HTTP connections using the CONNECT method. This method is used when a web client connects to an SSL web page using a proxy. However, the contacted servers were not proxies but web servers. It turned out these clients were trying to connect to SMTP servers using the web servers as TCP proxies, probably to send spam (this method works for misconfigured Apache servers with proxy capability). In the UMass trace, we also found Bittorent connections using port 443 to avoid firewalls.
Finally, using the detection method presented in Section 4.2, we evaluated the proportion of SSL on ports not usually associated with SSL ("SSL on non-SSL Ports"). This proportion is not negligible and is even increasing on the P6 network. This indicates that SSL is spreading to applications for which it was not formerly used.
Our characterization shows that SSL traffic has increased in the P6 traces. We also find an increase of SSL on non-standard ports. These observations highlight the importance of identifying applications in SSL connections. Section 5 addresses this problem. 
Recognition of SSL traffic
We use early classification [13] to recognize SSL traffic. We construct this classifier in two phases: training and online classification. The training phase applies a clustering algorithm to a set of sample TCP connections, which we call the training data. We represent each connection in this data set in a P -dimensional space using the sizes and directions of the first P data packet. Resulting clusters contain one or more applications. The online classification uses a heuristic to assign a TCP connection to one of the clusters and another heuristic to label it with one of the applications in the cluster.
For this study, we use a training data set composed of the following applications: Http, Ftp, Nntp, Pop3, Smtp, Ssh, Msn, Bittorent, Edonkey, SSLv2 and SSLv3. We apply a signature-based filtering method on the P6-2004 trace to select 500 connections for Http, Ftp, Nntp, Pop3, Smtp, Ssh, Msn and Edonkey. Since the amount of identifiable Bittorent traffic in our traces is very small, we manually generate a Bittorent packet trace from which we select 500 connections. Additionally, we use the method presented in Section 4 to select 500 SSLv2 and SSLv3 connections from the P6-2006 traces.
We applied our clustering mechanism to this training set. We use a clustering algorithm based on Gaussian Mixture Model [13] . We find that using the first three packets and 35 clusters gives good results (the method to choose the number of packets and clusters is described in [13] ). To assign a new connection to a cluster, we compute the probability that this connection belongs to each cluster and choose the one with the highest probability. Finally, to label the connection, we test two methods: use the dominant application in the cluster (Dominant heuristic in [13] , or label the connection according to the composition of the cluster and the server port it is using (Cluster+Port heuristic in [13] ). We evaluate the efficiency of this classifier in Section 6.
Detection of the first data packet
After the classifier establishes that the connection is SSL, it analyzes the packets in the connection to find the first application packets.
For SSLv2, the handshake can take four or six packets. If in the negotiation, the client and the server discover they share an encryption key that is still valid, the handshake takes 4 packets, otherwise it takes six packets. To decide which handshake is used in a given connection, we check if the second packet sent by the client starts a key negotiation (as in figure 1 ).
For SSLv3, this detection is more difficult because the last packet in the SSL handshake may contain an SSL negotiation record as well as encrypted data. Therefore, to detect the first application packet in SSLv3 connections we inspect SSL records until we find the first record with content type equal to 23, which indicates an application payload. This inspection is not computationally intensive because the header of each record contains the size of the record (bytes four and five of the record header), not including the length of the header (five bytes). Let Size be the payload size of the packet and B[z] be the content of byte z in this payload. To check if an SSLv3 contains a record with application payload we use the following algorithm: We applied this algorithm on the P6-2006 trace. Figure 3 shows the distribution of the position of the first SSL packet that contains application data across all SSL connections. This result shows that there is never application data in the first two packets (which is expected from the RFC). This implies that it is safe to start inspecting TCP payloads after the third packet to identify the first application packet. This is convenient because that is what we need to detect SSL connections (as described in 5.1).
Figure 3 also shows that application data may start at any packet between 3 and 12. There is no single pattern. This justifies the need for the online packet inspection. 
Application Identification
Once we have identified an SSL connection and the packets corresponding to the application, we recognize the encrypted application based on the sizes of these packets. SSL can use different encryption algorithms, which will modify packet sizes differently. Table 4 (a) shows the most common encryption algorithm used in the P6-2004 and P6-2006 traces. The specifications for SSL allows for more than 50 encryption methods. However, we can see that the five most common algorithms account for more than 98% of SSL connections. Although the use of the RC4 based algorithms has decreased between 2004 and 2006, RC4 128 MD5 still account for 66% of the traffic, whereas less than 25% of the connections use AES-based ciphers. To evaluate the influence of encryption algorithms on the sizes of exchanged packets, we design a small application that sends packets with different sizes over an SSL connection. Figure 4(b) shows the relationship between the size of application payload and the final size of the ciphered packet depending on the encryption algorithm (we focus on packets with below 100 bytes, but the evolution remains the same for larger values). This figure shows that encryption mechanisms increase the size of the packets by an amount that depends on the cipher. For RC4 based ciphers, this increase is fixed: 25 bytes for RC4 128 SHA and 21 bytes for the other two. For AES-based ciphers, the increase varies by steps, because they use blocks.
These results are encouraging because even if encryption alters packet sizes, this alteration is limited and predictable. The most accurate method to decide on the size of the original packet, is to look up the encryption method in the handshake packets and transform the size of application packets accordingly. However, for the five most common ciphers this method is overkill because the increase varies from 21 to 33 bytes. Therefore, instead of keeping track of the cipher, we use a simple heuristic to decide on the size of the original packet: subtract 21 from the size of the encrypted packet regardless of the cipher.
We apply the same method of section 5.1 to the transformed sizes of the first packets with encrypted data to decide on the encrypted application. We extend the Cluster+Port labeling heuristic to take into account SSL-specific ports: we use 443 for HTTPS, 993 for IMAPS and 995 for POP3S.
Evaluation
In this section, we first evaluate our method to recognize SSL on the P6-2006 trace. Then, we validate our method to recognize encrypted applications on real Https and Pop3s traffic extracted from the P6-2006 trace and on manually encrypted connections.
Recognition of SSL traffic
To evaluate the accuracy of our classifier to recognize SSL connections, we use two metrics: the proportion of connections accurately classified for all applications in our test data set (True Positives) and the proportion of connections that are wrongly labeled with each application (False Positives). Table 2 presents both metrics for our two labeling heuristics: Dominant and Cluster+Port (defined in Section 5.1). This table shows that our classifier, based on the sizes of the first three data packets achieves a very high accuracy and that it recognizes SSLv2 and SSLv3 for more than 80% of the connections. With the Dominant heuristic, 82% of SSLv2 traffic is accurately classified and 68% of SSLv3. Some SSL connections are assigned to clusters which contain SSL and another application that predominates. Therefore, the use of the Cluster+Port heuristic increases the accuracy because the port information helps to decide on the final application. The reason for the 2.3% false positives for SSLv2 is that, some SSLv3 connections are classified as SSLv2 (hence the only 81% true positives for SSLv3). This is not unexpected because behaviors of SSLv2 and SSLv3 are similar in some cases. However, we can easily limit the impact of this misclassification by inspecting packets from connections classified as SSLv2 to decide on the real SSL version that is used. 
Recognition of encrypted Applications
We evaluate the recognition of encrypted applications on two different test sets. First, we extract real HTTPS and POP3S connections from the P6-2006 trace: we filter SSL traffic directed to known web and mail servers from the university. Then, to evaluate our method against other applications, we manually encrypt FTP, Bittorent and Edonkey traffic and apply our classifier on resulting connections. Table 3 evaluates our method to classify encrypted applications. Since we test each application separately we limit ourselves to true positives. This table shows that applications that often use SSL (HTTP and POP3) are very well recognized when they are encrypted. The last three rows of this table evaluate our mechanism for applications that cannot be detected with port-based methods and are usually recognized based on signatures. Our classifier accurately classify these applications when they are encrypted with more than 85% accuracy for the Cluster+port heuristic. 
Conclusion
The contributions of this paper are two-fold. First, a characterization of SSL usage on two campus networks. Our analysis shows that the usage of SSL is growing and that the number of applications using SSL is increasing. Second, a mechanism to recognize the underlying application in SSL encrypted connections based on the size of the first packets in the connections. We show that our method achieves more than 85% accuracy. The main challenge to traffic classification techniques in general is evasion. For instance, an "attacker" could evade our method by additionally padding packet payloads in order to modify sizes. However, such a modification implies remodeling the applications, when SSL encryption can be added without any important changes and gives an impression of security. Furthermore, all detection mechanisms can be evaded and the aim of new techniques is to make evasion more challenging.
In future works, we plan to extend our method to other encryption mechanisms such as SSH and IPsec. Besides, the latest SSL implementations include options for compressing data and sending empty segments. These options would affect our detection mechanism and we plan to extend it to take them into account. Finally, we want to develop an online implementation of our method.
