Abstract. This paper presents a complete structural ontology model suited for change modelling on ℋ ℐ ( ) ontologies. The application of this model is illustrated along the paper through the description of an ontology example inspired by the UOBM ontology benchmark and its evolution.
Introduction
Ontologies make possible to application, enterprise, and community boundaries of any domain to bridge the gap of semantic heterogeneity. Ontologies development, to be correctly achieved, requires a dynamic and incremental process (Djedidi & Aufaure, 2008.) . It starts with a rigorous ontological analysis (Guarino, 1995) that provides a conceptualization of the domain to model agreed by the community. The ontology, specified in a formal language, approximates the intended models of the conceptualization: the closer it is the better it is. The ontology needs to be revised and refined until an ontological commitment is found. Ulterior updates of the ontology, addressed by ontology evolution, aim at responding to changes in the domain and/or the conceptualization (Flouris, 2008) . Changes are consequently inherent in the ontology life cycle. Modelling changes then implies having an exhaustive and nonambiguous definition of the ontology model according to its language, so that each element of the ontology impacted by changes can be formally described. This paper focuses on the ℋ ℐ ( ) level of expressivity, on which the ontological language OWL DL is based (Horrocks I. , 2005) . After presenting the structural constraints of a ℋ ℐ ( ) ontology, it describes a list of basic changes, constrained by this structural model to avoid performing structural inconsistent updates on the ontology.
( ) Ontology Model
To formalize our framework the Karlsruhe Ontology Model (Ehrig, 2004 ) is used and extended to cover the whole ℋ ℐ ( ) constructors. From a mathematical point of view, an ontology can be defined as a structure. Formally, a structure is a triple A=(S, σ, Ϝ) consisting of an underlying set S, a signature σ, and an interpretation function Ϝ that indicates how the signature is to be interpreted on S. 
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( ) Change Modelling
To model changes, we give the five definitions below.
• Definition 2: Change. A change ω is the application of a modification on an ontology O, that potentially affects one or more elements of its structure as defined by the ℋ ℐ ( ) Ontology Model. The application of a change on an ontology, basic or complex, can be an addition or a deletion. It is traced as such in the log of changes.
• Definition 6: Addition of a Change. The addition of a change ω i traced in the log of changes log i , noted log i +{ω i }, is defined by the disjoint union between the two disjoint sets log i and {ω i }.
• Definition 7: Deletion of a Change. The deletion of a change ω i traced in the log of changes log i , noted log i -{ω i }, is defined by the set-theoretic complement such that log i -{ω i }={x∈ log i | x ∉ {ω i }}.
Basic Changes Modelling.
To produce the list of basic change operations on ℋ ℐ ( ) ontologies, the ℋ ℐ ( ) Ontology Model is exploited as described in Table 1 . The third column lists the 47 operators representing basic changes, which, if applied on the ontology, affect the corresponding ℋ ℐ ( ) model element. According to our model, every basic change can be declined as an addition or a deletion of an element of the underlying set, the signature or the interpretation function. HasValue(DatatypeProperty, Datavalue) 
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Complex Changes Modelling
More generally, an infinite set of complex changes can be generated from the aggregation of basic changes (Plessers, 2005) . Their pertinence depends on the need of particular changes implied by particular uses. For example, the renaming of a concept is often used in collaborative development of an ontology to reach a consensus but can be unused in other contexts. For this reason, our model natively provides the limited set of 47 basic changes but, depending on change modelling needs, gives the opportunity to build complex changes from these basic changes.
3
Discussion and Conclusion
Our model aims at facilitating the modelling of basic and complex changes. It aims at contributing to the maintenance of the ontology structural consistency by clearly defining each change impact on the structure of the ontology. This model is the structural basis of a change management methodology called OntoVersionGraph (Pittet, 2012) . To ensure a complete consistent evolution of the ontology, it is used in conjunction with a logical inconsistency identification methodology called CLOCk (Gueffaz, 2012) , based on ontology design patterns and model-checking.
