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povzetek
Univerza v Ljubljani
Fakulteta za ra£unalni²tvo in informatiko
Matjaº kabar
Avtomatizacija ocene kompleksnosti izvorne programske kode
Cilj pri£ujo£ega diplomskega dela je preu£itev metrik in orodij za analizo kompleksnosti
izvorne programske kode ter primerjava razli£nih orodij med seboj. V uvodnem delu spo-
znamo problematiko na podro£ju razvoja programske opreme in s kak²nimi teºavami se
podjetje ter programer lahko sre£ajo. V naslednjem poglavju spoznamo metrike s kate-
rimi lahko zagotovimo, da tekom razvoja programske opreme posamezni sklopi programa
ne postanejo prekompleksni za nadaljno nadgrajevanje ali uvajanje novih programerjev
v projekt. Temu sledi seznam orodij od enostavnih, brezpla£nih do zelo kompleksnih,
pla£ljivih orodij. Pri vsakem od orodij spoznamo, katere metrike zna izra£unati, v za-
dnjem poglavju pa je predstavljena izvedena avtomatizirana analiza vzor£nih primerov
izvornih programskih kod. Poro£ila razli£nih orodij so med seboj primerjana, kar koristi
pri izbiri pravega orodja za avtomatizirano analizo kompleksnosti izvorne programske
kode pri razvoju programske opreme.
Klju£ne besede: avtomatizacija, programska metrika, programska analiza, McCabe,
Halstead, LOC
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abstract
University of Ljubljana
Faculty of Computer and Information Science
Matjaº kabar
Automation of estimating source code complexity
The goal of this thesis is to examine metrics and tools for analyzing the complexity of
program source code and to compare diﬀerent tools with each other. In the opening
part, the issues in the ﬁeld of software development and problems the company and the
programmer might encounter are presented. In the next chapter, we learn about the
metrics with which we can ensure that during software development individual parts of
the program do not become too complex for further upgrading or for introducing new
programmers to the project. This is followed by a list of tools, ranging from simple free to
very complex paid tools. It is examined which tool calculates which metric and in the last
chapter an automated analysis of samples of source code is conducted. The comparison of
the reports about these tools will be helpful when choosing the right tools for automated
analysis of the complexity of the software source code in software development in the
future.
Key words: automation, software metrics, software analysis, McCabe, Halstead, LOC
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1 Uvod
Dana²nji programski jeziki omogo£ajo razvoj programov, katerih kompleksnost lahko hi-
tro naraste in postane neobvladljiva. Koda, ki je preve£ kompleksna, bo zagotovo pred-
stavljala teºave pri nadgrajevanju ter odpravljanju napak, saj obstaja velika verjetnost,
da programer, ki bo v prihodnosti urejal to kodo, te ne bo razumel. Teºave predstavljajo
tudi cikli odvisnosti, zaradi katerih posameznega sklopa ne moremo testirati, nadgraje-
vati in spreminjati brez vklju£itve sklopa, od katerega je opazovani sklop odvisen. Do
teh teºav zlahka pride v primeru, ko se za izdelavo dolo£enih sklopov programske kode
najame zunanje izvajalce, ki v£asih vrnejo slabo dokumentirano kodo. Kdor bo tak²no
kodo nadgrajeval, se bo zagotovo sre£al s kak²no od teºav, ki jih zaznavajo v tem delu
opisane metrike in orodja. Problem predstavljajo tudi enojne to£ke izpada SPOF (angl.
single point of failure). To pomeni, da so za projekt klju£ni dolo£eni programerji, katerih
odhod lahko kriti£no ogrozi nadaljni razvoj ali celo obstoj projekta.
Vse to zelo podraºi razvoj programske opreme v prihodnosti. Programerji in podjetja,
ki ºelijo razvijati kvalitetno izvorno kodo, zato stremijo k temu, da uporaba avtomati-
ziranih orodij za analiziranje izvorne kode postane del vsakdana, saj ta orodja bistveno
1
2 1 Uvod
pripomorejo k kvalitetnej²i kodi. V prej²nem odstavku omenjenim to£kam odpovedi se
lahko izognemo na primer z rabo orodij za analiziranje izvorne programske kode, saj na
ta na£in izvemo, ali je koda dokumentirana in kak²na je McCabova kompleksnost me-
tod. Na podlagi vzdrºevalskega indeksa se lahko podjetje odlo£i, ali bo dolo£en sklop
razvilo znova, ali pa je moºno nadgraditi staro kodo, itd. V primeru, da podjetje izvaja
enotske teste, lahko na podlagi rezultatov avtomatiziranih analiz McCabove ciklomati£ne
kompleksnosti programer izve, najmanj koliko enotskih testov mora narediti, na podlagi
Halsteadove metrike pri£akovanega ²tevila napak v kodi pa izve, koliko napak naj bi na²el
v kodi, da zagotovi £imve£jo pravilnost izvorne kode.
Na voljo je mnogo programskih orodij, od integriranih v razvojna okolja do brez-
pla£nih in pla£ljivih orodij. Izbira ustreznega orodja predstavlja teºavo. Poleg nabora
informacij, ki jih orodje nudi, so razlike tudi v kakovosti in strukturi analiti£nih poro£il.
Nekatera poro£ila so zelo pregledna in informacij ni potrebno iskati, razli£ne sklope pa
lahko zlahka primerjamo med seboj. Druga pa so strukturirana tako, da je potrebno in-
formacije iskati, neposredna primerjava med razli£nimi sklopi programa pa je nemogo£a.
Razlika med orodji je tudi v tem, ali orodje omogo£a integracijo v razvojno okolje, ali pa
je potrebno analize zagnati lo£eno.
Za cilj diplomske naloge smo si zadali testiranje ter analizo rezultatov razli£nih orodij,
da bi ugotovili, katero orodje je najprimernej²e za avtomatizacijo ocene kompleksnosti
izvorne programske kode. Pomembno je, da je programer seznanjen z razli£nimi metri-
kami, ki so na voljo za analiziranje izvorne programske kode, zato bomo najprej spoznali
metrike, ki so danes v uporabi, da bi bilo v kasnej²ih poglavjih razumevanje funkcionalno-
sti orodij in poro£il analiz laºje. V nadaljevanju so predstavljena orodja, ki s pomo£jo teh
metrik analizirajo izvorno programsko kodo. Spoznali bomo razlike med orodji, na²teli
orodja, ki omogo£ajo integracijo v razvojna okolja in pri vsakem orodju na²teli metrike,
ki jih to orodje zna izra£unati. V zadnjem poglavju so predstavljeni rezultati vzor£nih
analiz. Videli bomo tudi, ali razli£na orodja metrike interpretirajo na enak na£in, ali pa
se lahko pri rezultatih analiz pojavijo razlike.
Dobljene informacije bodo pomagale pri izbiri orodja za analiziranje dolo£enega pro-
jekta. Izvedeli bomo, katero orodje je dovolj dobro za dolo£en projekt, katero analizira
dovolj metrik in katero orodje rezultate analize poda v dobro strukturiranem poro£ilu.
2 Metrike za ocenjevanje
kompleksnosti izvorne kode
V pri£ujo£em poglavju predstavimo pregled kvantitativnih in kvalitativnih metrik za
oceno kompleksnosti programske opreme. Obe vrsti metrik lahko razdelimo na stati£ne
in dinami£ne. Pri merjenju stati£nih programa ne izvajamo, pri merjenju dinami£nih pa
se program izvaja.
Z metrikami lahko testiramo posamezne metode, datoteke, celotne projekte ali pa le
dolo£en paket. Pomeni posameznih na²tetih pojmov so slede£i:
Paket zajema vse, kar je niºje od trenutnega pogleda. Aplikacija na primer zajema
sklope (angl. assembly).
Sklop zajema imenske prostore (angl. namespace). Imenski prostori vsebujejo set
povezanih objektov. S pomo£jo imenskih prostorov lahko naredimo ve£ razli£nih
tipov.
Tip je lahko nov imenski prostor, razred, vmesnik, struct, enumerator ali delegat.
Znotraj tipov se nahajajo metode in polja. Vsebina paketa je torej odvisna od tega,
na kateri to£ki v drevesni strukturi izvorne kode se nahajamo.
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2.1 Pre²tevalne metrike
Pre²tevalne metrike omogo£ajo vpogled v koli£ino izvorne kode in s tem posredno v njeno
kompleksnost.
2.1.1 Pre²tevanje vrstic izvorne kode
LOC (angl. Lines of code) metrika je stati£na metrika, kjer kode ne izvajamo. Predsta-
vlja ²tevilo vrstic izvorne kode [13]. Slednje posredno odraºa kompleksnost programa.
Moderna razvojna okolja lahko zaradi svoje kompleksnosti tovrstno metriko naredijo
manj primerno za dolo£anje kompleksnosti programov [16]. tetje vrstic izvorne kode
delimo na dve skupini:
tetje ﬁzi£nih vrstic kode: Metoda ²teje ﬁzi£ne vrstice kode. Slednje imajo jasen
za£etek in konec in niso odvisne od jezika, zato tak²no ²tetje uvr²£amo med pre-
prostej²e metrike. To ²tetje ne upo²teva sintakti£nih in ostalih razlik med jeziki,
zato velja, da je metrika povsem neodvisna od programskega jezika. Na tej to£ki
moramo biti pozorni predvsem na razli£ne interpretacije ²tetja LOC med razli£nimi
programskimi orodji, saj kljub velikemu prizadevanju IEEE (angl. Institute of Elec-
trical and Electronics Engineers) razvijalci ²tevnih orodij ²e niso pri²li do konsenza
o univerzalnem ²tetju ﬁzi£nih LOC. Poznamo naslednje na£ine ²tetja vrstic:
²tevilo ﬁzi£nih vrstic izvorne kode LOC (angl. lines of code): vsebuje tako
izvorno kodo kot tudi komentarje [3],
²tevilo praznih vrstic izvorne kode BLOC (angl. blank source lines of code):
navadno sluºijo preglednosti in berljivosti kode [3],
²tevilo komentarjev CLOC (angl. commented source lines of code): ²tevilo
vrstic s komentarji [3], kar nam da predstavo o dokumentiranosti kode; ve£je
kot je ²tevilo komentarjev, ve£ja je verjetnost, da bo prihodnje popravljanje ali
nadgrajevanje kode laºje; podjetje Testwell priporo£a, da se deleº komentarjev
glede na ²tevilo vseh vrstic izvorne kode giblje med 30 in 75 odstotki; v kolikor
je datoteka komentirana manj kot 30 odstotkov se lahko sklepa, da je slabo
ali le trivialno dokumentirana, medtem ko koda, ki je komentirana ve£ kot 75
odstotno niti ni ve£ izvorna koda temve£ dokument [16],
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²tevilo besed v komentarjih CWORDS (angl. commented words): obseg
komentarjev [3],
²tevilo vrstic izvorne kode SLOC (angl. source lines of code): ²tevilo vrstic
izvorne kode brez praznih vrstic in komentarjev [3].
tetje logi£nih vrstic kode:
²tevilo logi£nih vrstic kode SLOC-L (angl. logical source lines of code): vse-
buje vrstice z operacijami in operandi [3].
2.1.2 Ostale metrike pre²tevanja
Poleg ²tetja vrstic kode poznamo ²e metrike, ki omogo£ajo ²tetje naslednjih parametrov:
tipov, polj, parametrov, spremenljivk,
metod, funkcij,
razredov, datotek in sklopov (angl. assembly),
paketov, imenskih prostorov (angl. namespace je klju£na beseda v programskem
jeziku C#, ki dolo£a obseg povezanih objektov, razredov; uporablja se za urejanje
kode in ustvarjanje globalnih edinstvenih tipov [12]),
programov, rutin, klinov,
deﬁnicij, privzetih imen, edinstvenih ozna£b tipov,
navodil za premike,
dohodnih odvisnosti CA (angl. aﬀerent coupling): gre za ²tevilo razredov drugega
paketa B, ki so odvisni od razredov v paketu A; ²tevilo predstavlja pomembnost
razreda,
odhodnih odvisnosti CE (angl. eﬀerent coupling): gre za ²tevilo razredov paketa A,
ki so odvisni od razredov v drugem paketu B; ²tevilo predstavlja odvisnost razreda
od drugih razredov,
²tevilo otrok razreda NOC (angl. number of children) je ²tevilo podrazredov, ki ta
razred dedujejo,
globina dedovanja DIT (angl. depth of inheritance tree) za dolo£en razred ali
strukturo je ²tevilo razredov, ki jih ta razred deduje.
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2.2 Ra£unske metrike
Ra£unske metrike omogo£ajo vpogled v posamezne module, funkcije in podsisteme, na
podlagi £esar lahko sklepamo, kak²na je kakovost izvorne kode. To razvijalcem omo-
go£a odkrivanje kriti£nih predelov izvorne kode z moºnostjo ukrepanja. Prevelika kom-
pleksnost funkcij namre£ pomeni neposredno nepreglednost kode in funkcij ter s tem
bistveno oteºeno nadgrajevanje in razumevanje izvorne kode v prihodnosti.
2.2.1 Halsteadova metrika
Halsteadova metrika je stati£na metrika, kjer kode ne izvajamo. Sluºi za oceno ²tevila
napak v programu [1], kar je tudi ciljno ²tevilo napak, ki jih ºelimo odkriti v analizirani
kodi. Za meritev uporabimo:
operatorje (tradicionalne ukaze in klju£ne besede) in operande (spremenljivke: iden-
tiﬁkatorje in konstante),
LOC, SLOC in LLOC,
enote, datoteke, razrede,
pakete, mape.
Halstead je za izra£un metrik deﬁniral naslednje spremenljivke:
n1: ²tevilo razli£nih operatorjev,
n2: ²tevilo razli£nih operandov,
N1: ²tevilo vseh operacij,
N2: ²tevilo vseh operandov.
S pomo£jo navedenih spremenljivk lahko izra£unamo slede£e metrike [14]:
dolºino programa N
N = N1 + N2, (2.1)
slovar programa n
n = n1 + n2, (2.2)
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prostornina programa V
V = N ∗ log2n, (2.3)
kompleksnost programa D
D = (n1/2) ∗ (N2/n2), (2.4)
vloºek v kodo E
E = D ∗ V, (2.5)
£as za razumevanje/implementacijo v sekundah T
T = E/18, (2.6)
pri£akovano ²tevilo napak B
B = N2/3/3000, (2.7)
stopnjo programa L
L = 1/D. (2.8)
2.2.2 McCabova ciklomati£na metrika je slednje:
McCabova ciklomati£na metrika (angl. McCabe Cyclomatic Complexity Metric) je sta-
ti£na metrika, kjer kode ne izvajamo. Metrika izmeri ²tevilo alternativnih poti v pro-
gramu in s tem neposredno izraºa kompleksnost vejitev v programu (Mc Cabe-ovo ciklo-
mati£no ²tevilo [14]). Velja, da, ve£ja kot je kompleksnost, teºje razumljiva, nadgradljiva
in popravljiva je koda. Obenem nam vrednost v(G) poda minimalno ²tevilo testov, ki
jih moramo oblikovati in izvesti, da zagotovimo pokritost analize celotne kode v funkciji
ali modulu.
Za izra£un ciklomati£ne kompleksnosti moramo program predstaviti z grafom G, ki ima
natanko eno vhodno in eno izhodno to£ko, nato pa uporabimo ena£bo [10, 13, 14]
v(G) = E −N + 2, (2.9)
kjer v(G) predstavlja izra£unano kompleksnost, E ²tevilo povezav med vozli²£i in N
²tevilo vozli²£ v grafu [10]. Klju£ni pomen pri izra£unu vrednosti ciklomati£ne metrike
imajo odlo£itve v funkciji (if, for, while, case, zanke, try/catch izjave) [9].
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Primer izra£una McCabove ciklomati£ne metrike Evklidovega algoritma je prikazan
na slikah 2.1, 2.2 in 2.3.
Slika 2.1 Implementacija Evklidovega algoritma v programskem jeziku C [10].
Slika 2.2 Diagram poteka Evklidovega algoritma prikazanega na sliki 2.1 v programskem jeziku C [10].
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Slika 2.3 Primer poti, ki gre skozi vsa vozli²£a (v primeru, da ne bi bilo mogo£e potovati skozi vsa vozli²£a, bi morali
navesti ve£ moºnih poti) za program na sliki 2.1 [10].
S pomo£jo prej omenjene ena£be ugotovimo, da je v(G) za dani primer 3.
v(G) = 15− 14 + 2 (2.10)
Zaºeljeno je, da je kompleksnost programa £im manj²a. Po izvedbi opazovalnih testov
je McCabe predlagal, da je zgornja meja kompleksnosti v(G) najve£ 10, sicer je funk-
cija preve£ kompleksna za razumevanje in nadaljni razvoj [10]. Andersson je kasneje za
najvi²jo sprejemljivo vrednost kompleksnosti v(G) predlagal vrednost 20 [2], saj po nje-
govem mnenju prekora£itev te vrednosti znatno zvi²a verjetnost vne²enih napak [2, 7].
Danes tako velja, da naj bi bila kompleksnost funkcij najve£ med 10 in 20 [14]. Na pod-
lagi teh meja lahko hitro najdemo funkcije, kjer je najve£ja verjetnost pojavitve teºave
pri na£rtovanju enotskih testov za doti£no funkcijo ter pri razumevanju in nadaljnjem
razvoju funkcije.
S pomo£jo ciklomati£ne kompleksnosti lahko izra£unamo tudi gostoto odlo£itev. To
je ciklomati£na kompleksnost na vrstico izvorne kode.
2.2.3 Vzdrºevalski indeks
Vzdrºevalski indeks MI (angl. maintainability index ) je stati£na metrika, kjer prido-
bljeno oceno pridobimo eksperimentalno na podlagi Halsteadove metrike truda ali obsega,
McCabove ciklomati£ne metrike, ²tevila vrstic izvorne kode (LOC) in ²tevila komentar-
jev [2, 14]. Namenjen je zmanj²anju entropije ali degradiranju integritete kode. Za
izra£un indeksa vzdrºevalnosti MI moramo se²teti rezultata dveh ena£b in sicer ena£be,
ki komentarje upo²teva, in ena£be, ki komentarjev ne upo²teva [2, 14]:
ena£ba, ki ne upo²teva komentarjev:
MI1 = 171− 5.2ln(V )− 0.23v(G)− 16.2ln(LOC) (2.11)
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pomen parametrov pri tej ena£bi je naslednji:
ln(V) ... logaritem Halsteadove metrike,
v(G) ... McCabe-ova metrika,
ln(LOC) ... logaritem ²tevila vrstic kode,
ena£ba, ki upo²teva komentarje:
MI2 = 171− 5.2ln(V )− 0.23v(G)− 16.2ln(LOC) + 50sin
√
2.46perCM (2.12)
ena£bo (2.12) lahko poenostavimo na naslednji na£in:
MI2 = MI1 + 50sin
√
2.46perCM (2.13)
pomen parametrov pri tej ena£bi je naslednji:
ln(V) ... logaritem Halsteadove metrike,
v(G) ... McCabe-ova metrika,
ln(LOC) ... logaritem ²tevila vrstic kode,
perCM ... odstotek komentarjev na funkcijo,
MI2 je uporaben samo v primeru dobro komentirane kode; pri tem po-
membno vlogo igra £lovek, ki oceni kvaliteto komentarjev;
da dobimo vzdrºevalni indeks, moramo dobljena rezultata ena£b (2.11) in (2.12)
se²teti:
MI = MI1 + MI2 (2.14)
Dobljene vzdrºevalske indekse lahko razporedimo v naslednje kategorije [7]:
MI > 85 ... z vzdrºevanjem kode ne bo ve£jih teºav in se jo lahko nadgrajuje,
85 =< MI =< 65 ... z vzdrºevanjem kode lahko pri£akujemo nekaj teºav in se jo
lahko nadgrajuje,
MI < 65 ... pri vzdrºevanju kode se bodo zagotovo pojavile teºave in je priporo-
£ljivo, da se jo razvije znova.
Na podlagi dobljenih rezultatov vzdrºevalnega indeksa MI se podjetja lahko odlo£ijo,
ali se del programa zaradi teºavnosti nadaljnega razvoja razvije znova, ali pa se lahko
obstoje£e funkcije razvija dalje.
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2.2.4 Enotski testi
Enotski test je ogrodje za avtomatizacijo testiranja programske kode (angl. McCabe Test
Harness). To ogrodje je programski paket, s katerim programer testira, ali programska
koda vrne ºeljeni rezultat in ali se programska koda izvaja na pri£akovan na£in. Enotski
test (angl. Unit test harness) mora uporabniku omogo£ati slede£e funkcije [6] :
skupni jezik za izraºanje testnih primerov (testni primer opi²e to£na pri£akovanja,
kako se bo koda obna²ala med testiranjem; s tem ustvarimo predpogoje, na podlagi
katerih lahko kasneje preverimo izpolnitev preostalih pogojev),
skupni jezik za izraºanje pri£akovanih rezultatov,
dostop do funkcionalnosti programskega jezika produkcijske kode (kode, ki je ali
bo uporabljena v kon£nem produktu),
zbiranje vseh enotskih testov projekta, sistema in podsistema,
mehanizem za poganjanje celotnih ali delnih serij enotskih testov,
razumljivo in jedrnato poro£ilo o uspehu ali neuspehu testa,
podrobno poro£ilo v primeru neuspelega testa.
2.2.5 Preostale ra£unske metode
Iz predhodno obravnavanih metrik lahko posredno izra£unamo naslednje vrednosti:
gostoto gnezdenih zank,
najve£jo gostoto gnezdenih pogojnih stavkov,
odstotek komentarjev glede na celotno kodo,
odstotek pokritosti testa,
nestabilnost I, ki predstavlja razmerje med odhodno in dohodno odvisnostjo ra-
zreda; izra£unamo jo z ena£bo
I = CE/(CE + CA), (2.15)
kjer CA pomeni ²tevilo razredov, ki so odvisni od zunanjih paketov, CE pa ²tevilo
zunanjih paketov, ki so odvisni od razredov analiziranega paketa (razlago CA in
CE najdemo v poglavju 2.1.2).
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abstraktnost A predstavlja razmerje med abstraktnimi tipi in vsemi tipi znotraj
paketa.
Primer izra£una nestabilnosti lahko vidimo na sliki 2.4. Na sliki vidimo, da sta dva
razreda v na²em paketu odvisna od zunanjih paketov medtem ko je 5 zunanjih paketov
odvisnih od analiziranega paketa.
Slika 2.4 Prikaz grafa paketov in njihove medsebojne odvisnosti ter izra£una nestabilnosti [4].
Izra£unamo lahko tudi naslednje vrednosti:
relacijsko kohezijo H ; to je povpre£no ²tevilo notranjih povezav med tipi; izra£u-
namo jo z ena£bo
H = (R + 1)/N, (2.16)
kjer R predstavlja ²tevilo ²tevilo povezav med tipi, N pa predstavlja ²tevilo tipov
v paketu;
abstraktnost A; razmerje med ²tevilom internih abstraktnih razredov in vmesnikov
ter ²tevilom vseh razredov v analiziranem paketu; razpon razmerja je med 0 in 1,
kjer 0 pomeni trden, 1 pa povsem abstrakten sklop;
rang R(A); izra£unamo ga z ena£bo
R(A) = (1− d) + d
n∑
i=1
R(Ti)/CA(Ti), (2.17)
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pomanjkanje kohezije metod LOCM ; kohezija metod se drºi na£ela edinstvene od-
govornosti, ki pravi, da ima razred eno samo odgovornost in da ima lahko najve£
en razlog, da se spremeni; izra£unamo jo z ena£bo
LOCM = 1− (ΣfF |Mf |)/(|M |x|F |), (2.18)
pomen parametrov pri tej ena£bi je naslednji:
M ... stati£ne metode in in²tance metod v razredu,
F ... in²tance polj v razredu,
Mf ... metode, ki dostopajo do polj f.
2.3 Preostale metode
Poleg predhodno navedenih metrik je pri razvoju programske opreme pomembno, da smo
pazljivi tudi na cikle odvisnosti, saj imajo ti velik vpliv tako na razvoj izvorne kode, kot
tudi na testiranje.
2.3.1 Cikli odvisnosti
Cikli odvisnosti navadno povzro£ijo zelo nepregledno kodo. Cikel odvisnosti na primer
pomeni, da je komponenta A odvisna od komponente B in je v nadaljnem komponenta
B odvisna od komponente C in je v nadaljnem komponenta C odvisna od komponente
A. Tak²en cikel povzro£i, da komponente A ne moremo neodvisno testirati in razvijati,
saj skupek enot A, B in C tvori nevidno enoto. To povzro£i bistveno vi²je stro²ke
razumevanja in razvoja programske kode [15].
Na slikah 2.5 in 2.6 sta prikazana primera cikli£ne odvisnosti.
Slika 2.5 Prikaz cikli£ne odvisnosti, kjer je X odvisen od Y in Y odvisen od X [11].
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Slika 2.6 Prikaz cikli£ne odvisnosti, kjer je I odvisen od J, J odvisen od K, K odvisen od L, L odvisen od M in M odvisen
od I [11].
2.3.2 Normalizirana oddaljenost od glavnega zaporedja
Normalizirana oddaljenost od glavnega zaporedja D (angl. distance from main sequence)
je oddaljenost paketa od idealne linije v grafu A+ I = 1. Ta linija predstavlja optimalno
ravnovesje med abstraktnostjo ter stabilnostjo sklopa. Vrednost 0 pomeni, da je sklop
v idealnem ravnovesju, medtem ko so vrednosti med 0.7 < D < 1 problemati£ne [4, 5].
Graf normalizirane oddaljenosti od glavnega zaporedja je predstavljen na sliki 2.7. Na
sliki I predstavlja nestabilnost, A pa predstavlja abstraktnost. Razlago obeh najdemo v
poglavju 2.2.5.
Slika 2.7 Prikaz grafa normalizirane odaljenosti od glavnega zaporedja [5].
2.3.3 Stopnja paketa
Stopnja paketa (angl. level of package) je odvisna od odvisnosti paketa (angl. package)
od drugih paketov. V primeru, da paket ni odvisen od drugih paketov, ali pa je odvisen
samo od ogrodja (angl. framework), je ta paket stopnje 0. V primeru, da je odvisen
od paketov stopnje N, torej paketov, ki so odvisni od N drugih paketov, je stopnja tega
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paketa N + 1. V primeru, da je paket del cikla odvisnosti je njegova stopnja N/A (angl.
non applicable). e je paket odvisen od paketa, ki je stopnje N/A, je tudi stopnja tega
paketa N/A [4].
Na sliki 2.8 je prikazana shema stopenj paketa.
Slika 2.8 Prikaz stopnje paketa [4].
2.3.4 Velikost primerka
Velikost primerka (angl. size of instance) polja je enaka velikosti primerka razreda ali
ogrodja izraºena v bajtih. Velikost stati£nega primerka je 0. Velikost primerka razreda
ali strukture je se²tevek velikosti primerkov polj k £emur pri²tejemo velikost primerka
osnovnega razreda [4].
2.3.5 Asociacije med razredi
Vrednost asociacije med razredi ABC (angl. association between classes) za dolo£en
razred ali strukturo je ²tevilo £lanov drugih razredov ali ogrodij, ki jih ta razred uporablja
v svojih metodah [4]. Na sliki 2.9 je prikazana vrednost asociacije med razredi.
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Slika 2.9 Prikaz vrednosti asociacije med razredi [4].
3 Pregled orodij za avtomatizacijo
ocene kompleksnosti kode
Za avtomatizacijo ocene kompleksnosti programske kode obstaja mnogo programskih
orodij. Za namene testiranja in raziskovanja sem izbral nekaj enostavnej²ih brezpla£nih
in nekaj kompleksnej²ih pla£ljivih orodij. Brezpla£na orodja so kljub svoji enostavnosti
uporabna, saj uporabniku vrnejo osnovne informacije o dolo£enih sklopih izvorne kode
ali celotnega projekta, pla£ljiva orodja pa svojo vrednost uporabniku vrnejo s podaja-
njem informacij, ki pomagajo pri iskanju in re²evanju tako trenutnih napak, kot tudi
morebitnih teºav pri nadaljnem razvoju programske kode.
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3.1 LocMetrics
Prednost orodja LocMetrics je predvsem njegova preprostost, poleg tega pa je na voljo
brezpla£no. Uporabno je za analiziranje posameznih ali ve£ datotek programov pisanih
v jezikih C#, C++, Java in SQL. Rezultati analize so se²tevki vseh metrik za vse izbrane
datoteke. Orodje ºal ne omogo£a projektne analize. V tabeli 3.1 so prikazane metrike,
katerih izra£un orodje omogo£a [8]:
METRIKE, KI JIH ORODJE OMOGOA
Vrste metrik Metrike
Pre²tevanje vrstic izvorne kode
tetje vrstic z izvorno kodo LOC
tetje praznih vrstic izvorne kod SLOC-B
tetje logi£nih vrstic izvorne kode SLOC-L
tetje vrstic s samo izvorno kod SLOC
tetje vrstic kode s komentarji CLOC
tetje besed v komentarjih CWORDS
Ostale metrike pre²tevanja
tetje datotek z izvorno kodo
tetje map z izvorno kodo
tetje vrstic kode s komentarji v glavi datoteke
tetje besed v komentarjih v glavi datoteke
Ra£unske metrike McCabeova ciklomati£na metrika
Tabela 3.1 Metrike, ki jih omogo£a orodje LocMetrics.
Program LocMetrics vse izra£une zabeleºi na nivoju testirane datoteke, kasneje pa
se²teje vrednosti predhodno navedenih spremenljivk za celoten projekt in izri²e pregleden
histogram.
3.2 Semantic Designs CSharp Software Metrics
Orodje Semantic Designs CSharp Software Metrics je kljub svoji preprostosti zelo mo£no
orodje. Tako kot orodje LocMetrics tudi Semantic Designs CSharp Software Metrics ne
omogo£a analize projektov temve£ le izbranih datotek. Za razliko od orodja LocMetrics
Semantic Designs CSharp Software Metrics poro£ilo poda strukturirano, tako da vidimo
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podatke tako za celoten sklop testiranih datotek izvorne kode, kot tudi za posamezno
datoteko in metodo.
Orodje lahko uporabimo za analizo programov pisanih v jezikih C#, COBOL, Java,
Logix5000 (IEVER 2.6) in VBScript (Beta). Funkcije, ki jih orodje ponuja, so razli£ne
glede na razli£ne programske jezike [17]. V tabeli 3.2 so prikazane vse metrike, ki jih
orodje omogo£a.
METRIKE, KI JIH ORODJE OMOGOA
Vrste metrik Metrike
Pre²tevanje vrstic izvorne kode
tetje vrstic z izvorno kodo LOC
tetje praznih vrstic izvorne kode SLOC-B
tetje logi£nih vrstic izvorne kode SLOC-L
tetje vrstic s samo izvorno kodo SLOC
tetje vrstic kode s komentarji CLOC
tetje besed v komentarjih CWORDS
Ostale metrike pre²tevanja
tetje datotek z izvorno kodo
tetje tipov
tetje metod
Ra£unske metrike
McCabeova ciklomati£na metrika
Se²tevek vrednosti vseh funkcij
Povpre£je vrednosti vseh funkcij
Mediana vrednosti vseh funkcij
Halsteadova metrika
tevilo edinstvenih operatorjev
tevilo edinstvenih operandov
tevilo pojavitev operatorjev
tevilo pojavitev operandov
Slovar programa n
Dolºina programa N
Volumen programa V
Kompleksnost programa D
Vloºek v kodo E
Pri£akovano ²tevilo napak B
Vzdrºevalski indeks MI
Tabela 3.2 Metrike, ki jih omogo£a orodje Semantic Designs CSharp Software Metrics.
Orodje omogo£a razli£ne funkcionalnosti za razli£ne programske jezike. Na²tejmo
glavne funkcionalnosti:
analiza operacij, ki se izvajajo nad speciﬁciranimi datotekami,
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meritve izra£unane na nivoju modula/funkcije, divizije, razdelka, odstavka, dato-
teke, kontrolerja ali rutine,
identiﬁkacija in meritve najslab²ih primerov gnezdenj z osredoto£enostjo na posa-
mezno datoteko ali vrstico izvorne kode,
identiﬁkacija in meritve najslab²ih primerov gnezdenj, osredoto£ena na posamezno
datoteko, vrstico izvorne kode, razred ali paket,
povzetek na nivoju razreda ali datoteke,
poro£ilo v obliki teksta, XML datoteke.
3.3 Testwell CMT++, CMTJava
Orodji Testwell CMT++ in CMTJava, ki ju distribuira podjetje Verifysoft, se po-
na²ata z dobrim vmesnikom programa, ki uporabniku omogo£a pregledno izbiranje
vhodnih datotek ter na£in izpisa poro£ila. Slednje v tekstovni obliki, ki jo izvozi v
datoteko ali na standardni izhod, v HTML obliki ali v Excel oziroma XML dato-
teki. HTML oblika je dobro strukturirana, zaradi £esar je pregledovanje poro£ila
enostavno ter pregledno kljub njegovi potencialni veliki obseºnosti. Orodje je zmo-
ºno analizirati programe, ki obsegajo preko milijona vrstic izvorne kode.
Namenjeno je iskanju sumljivo kompleksnih delov izvorne kode. Na podlagi McCa-
beove ciklomati£ne vrednosti in Halsteadove ocene vne²enih napak v kodi izvemo
koliko enotskih testov moramo izdelati in koliko hipoteti£nih napak moramo najti
v kodi. Izvemo tudi, katere enote programa predstavljajo ve£je tveganje. Ta ocena
verjetnosti je neposredno povezana s kompleksnostjo programske kode. V tabeli
3.3 so prikazane metrike, ki jih orodje omogo£a.
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METRIKE, KI JIH OMOGOA ORODJE CMT++
Vrste metrik Metrike
Pre²tevanje vrstic izvorne kode
tetje vrstic z izvorno kodo LOC
tetje praznih vrstic izvorne kode SLOC-B
tetje vrstic kode s komentarji CLOC
Ostale metrike pre²tevanja tetje vrstic izvorne kode z deklaracijami, deﬁnicijami, direktivami
Ra£unske metrike
McCabeova ciklomati£na metrika Izra£unana na nivoju razreda in metode
Izra£unana na nivoju celotne datoteke
Halsteadova metrika
tevilo edinstvenih operandov
tevilo edinstvenih operatorjev
tevilo pojavitev operandov
tevilo pojavitev operatorjev
Slovar programa n
Dolºina programa N
Volumen programa V
Kompleksnost programa D
Vloºek v kodo E
Pri£akovano ²tevilo napak B
Stopnja programa L
as za razumevanje/implementacijo v sekundah T
Vzdrºevalski indeks MI
Tabela 3.3 Metrike, ki jih omogo£a orodje CMT++.
3.4 NDepend
NDepend prav gotovo sodi med kompleksnej²a orodja za izdelavo analize program-
ske kode. Omogo£a nam celovito oceno kompleksnosti izvorne kode in dolo£anje
vseh v tem delu opisanih metrik, poleg tega pa omogo£a tudi integracijo z orod-
jem Visual Studio, zaradi £esar lahko analiziramo tudi razvoj projektov in re²itev.
S tem dobimo sproten vpogled v stanje, strukturo in kvaliteto izvorne kode pro-
jekta. Z orodjem NDepend lahko analiziramo programsko kodo pisano v jezikih
C#, VB.NET, MC++ in C++/CLI.
V tabeli 3.4 so prikazane metrike, katerih izra£un orodje omogo£a.
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METRIKE, KI JIH ORODJE OMOGOA
Vrste metrik Metrike
Pre²tevanje vrstic izvorne kode
tetje vrstic z izvorno kodo LOC
tetje vrstic kode s komentarji CLOC
Ostale metrike pre²tevanja
Izra£un odstotka deleºa komentarjev glede na celotno izvorno kodo
tevilo in²trukcij vmesni²kega jezika IL (angl. intermediate language)
tevilo sklopov
tevilo imenskih prostorov
tevilo tipov
tevilo polj
tevilo metod
tevilo parametrov
tevilo spremenljivk
tevilo dohodnih odvisnosti CA (angl. aﬀerent coupling)
tevilo odhodne odvisnosti CE (angl. eﬀerent coupling)
tevilo otrok razreda NOC
Globina dedovanja (DIT)
Ra£unske metrike
McCabeova ciklomati£na metrika
Vzdrºevalski indeks MI
Preostale ra£unske metrike
nestabilnost I
relacijska kohezija H
abstraktnost A
rang R(A)
pomanjkanje kohezije metod LOCM
Preostale metode
Normalizirana oddaljenost od glavnega zaporedja D
Stopnja paketa
Velikost primerka
Vrednost asociacije med razredi ABC
Tabela 3.4 Metrike, ki jih omogo£a orodje NDepend.
Orodje NDepend je zmoºno odvisnosti med razredi, imenskimi prostori (angl. na-
mespace) in sklopi zaznati takoj, ko so ustvarjene, obenem pa razvijalcu pomaga
odvisnosti razre²iti, kar zniºa nadaljne stro²ke razvoja in vzdrºevanja. Odvisnosti
so prikazane v obliki grafa.
Orodje NDepend omogo£a natan£en vizualen pregled enot, na katere bo na²a spre-
memba vplivala. e imajo te enote nadaljne odvisnosti, nam program izpi²e tudi
te. S pomo£jo tega razvijalec porabi manj £asa za analiziranje in oblavladovanje
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odvisnosti, poleg tega pa se zmanj²a verjetnost, da bi spreminjanje kode vodilo v
nepredvidene situacije.
Poleg standardnih primerjav inkrementalnega razvoja programske kode, ki jih zmo-
rejo narediti repozitoriji (primerjava 2 verzij izvorne kode), NDepend naredi ²e
naslednje:
spremembe komentarjev in/ali izvorne kode,
zaznavanje odstranjene, dodane ali spremenjene izvorne kode in komentarjev,
zaznavanje sprememb in opozarjanje na nekompatibilnosti.
Orodje Ndepend pomaga skrbeti za nespremenljivost in £istost objektov:
objekt je nespremenjen, £e se mu stanje zatem, ko je bil ustvarjen ne spremeni,
funkcija je £ista, £e ne spremeni stanja polj.
NDepend s pomo£no CQLinq pogojev in pravil pomaga razvijalcu zagotoviti ne-
spremenljivost in £istost razredov in metod. Uporabnost tega je najbolj o£itna
pri ve£nitnih procesih, kjer je spreminjanje stanj pogosto nevarno po£etje, in pri
funkcionalnem programiranju, kjer velja, da se stanja ne spreminjajo.
Orodje NDepend pomaga spremljati spreminjanje izvorne programske opreme:
²tevilo vrstic izvorne kode,
kolikokrat je bila poizvedba LINQ (angl. language-integrated query) prekr²ena
in koliko poizvedb je programer prekr²il; LINQ je funkcionalnost razvojnega
okolja Visual Studio, s pomo£jo katere izdelamo poizvedbe, s katerimi prever-
jamo ali pridobimo podatke in objekte;
statistika o obsegu testirane kode,
povpre£ne in najvi²je vrednosti za razli£ne metrike kvalitete programske kode,
uporaba third-party programske opreme,
s pomo£jo CQLinq poizvedb lahko izdelamo tudi svoje metrike spremljanja
trendov in s tem raz²irimo funkcionalnost programa.
Kompleksnosti programske kode NDepend izpi²e na naslednje na£ine:
z drevesno strukturo metrike,
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z grafom trendov,
s tabelo odvisnosti,
z grafom odvisnosti,
z grafom abstrakcije in nestabilnosti.
Poleg navedenih funkcionalnosti omenimo, da NDepend omogo£a ²e naslednje:
Kontinuirana poro£ila na podlagi integracije v razvojno okolje:
status razvoja,
na podlagi nastavljenih CQLing pravil lahko orodje NDepend razvijalca opo-
zori na vsako kr²enje nastavljenih CQLinq pravil.
Preverjanje kvalitete prevajanja:
Teºave pri razli£nih verzijah sklopov:
sklop A se sklicuje na sklop B verzije 2.1, na voljo pa je samo verzija 2.0,
sklop A se sklicuje na sklop B verzije 2.0, 2.1 itd.
Zaznavanje konﬂiktov sklopov:
v primeru, ko se sklop A sklicuje na sklop B, se lahko zgodi, da obstaja
²e nek drug sklop z istim imenom,
razlike med ﬁzi£nimi imeni sklopov in logi£nimi imeni sklopov.
Zaznavanje problemov pri PDB datotekah (angl. Program Database File)
manjkajo£e PDB datoteke,
PDB datoteke niso ustrezno sinhronizirane z izvorno kodo ali sklopi.
3.5 JArhitect
Pregledali smo ²e orodje JArhitect, ki je zelo podoben orodju NDepend, zato podrobnej²i
opis ni potreben. JArhitect je namenjen testiranju Jave, medtem ko je bil NDepend na-
menjen testiranju programov pisanih v jezikih C#, VB.NET, MC++, C++/CLI. Razlika
je tudi v tem, da se NDepend lahko poºene znotraj Visual Studia, medtem ko moramo
JArhitect pognati samostojno.
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3.6 Visual Studio
Za konec tega poglavja omenimo ²e to, da razvojno okolje Visual Studio prav tako omo-
go£a analiziranje kompleksnosti izvorne programske kode. Namenjeno je analiziranju
programov pisanih v .NET jezikih, torej C#, C++/CLI, ClojureCLR, Visual Basic .NET,
itd.
V tabeli 3.5 se nahaja seznam metrik, ki jih zna izra£unati razvojno okolje Visual
Studio.
METRIKE, KI JIH ORODJE OMOGOA
Vrste metrik Metrike
Pre²tevanje vrstic izvorne kode
tetje vrstic z izvorno kodo LOC
Globina dedovanja (DIT)
Ra£unske metrike
McCabeova ciklomati£na metrika
Vzdrºevalski indeks MI
Tabela 3.5 Metrike, ki jih omogo£a razvojno okolje Visual Studio.

4 Zgledi avtomatiziranega
pridobivanja metrik
V pri£ujo£em poglavju si bomo ogledali rezultate analiz izvorne kode programov New-
tonsoft Json.NET, SignalR in UmbracoCMS. Te programe smo izbrali na Githubu, ki
predstavlja sistem za nadzor razli£ic izvorne programske kode. V prvem delu poglavja
se bomo osredoto£ili na analiziranje manj²ega dela programa UmbracoCMS in sicer del
Web.UI. To bomo storili zato, da bomo lahko poleg orodij Locmetrics, CMT++, NDe-
pend in analize v Visual Studiu uporabili tudi orodje Semantic Designs CSharp Software
Metrics. Poskusna licenca za uporabo je bila pri tem orodju ºal omejena na najve£ 1500
vrstic izvorne kode na datoteko ali najve£ 7500 vrstic izvorne kode v vseh izbranih da-
totekah. Nekatera programska orodja za analiziranje izvorne programske kode so bila
brezpla£na, druga pa so za uporabo zahtevala vsaj poskusno licenco. Ta je pri dveh
orodjih omogo£ala neomejeno analiziranje, pri enem pa je bila, kot smo ºe omenili, ºal
omejena. Na koncu prvega dela poglavja bomo analizirali rezultate analiz razli£nih oro-
dij, kjer bomo videli ali razli£na orodja metrike ra£unajo na enak na£in. V drugem
delu poglavja pa se bomo osredoto£ili na orodje NDepend in z njim analizirali celotno
programsko kodo programov Newtonsoft Json.NET, SignalR in UmbracoCMS.
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Program Newtonsoft Json.NET je priljubljeno ogrodje za delo z JSONom za .NET.
Omogo£a serializacijo za pretvarjanje med .NET objekti in JSONom, ki je hitrej²a od v
.NET vgrajene serializacije. Moºno je tudi pretvoriti JSON v XML in obratno. ASP.NET
SignalR je knjiºnica, ki omogo£a spletnim aplikacijam enostavno dodajanje funkcij, ki
se izvajajo v realnem £asu. To sicer omogo£a tudi ASP.NET MVC (angl. model view
controller), vendar moramo pri uporabi MVCja spletno stran osveºiti, da se prikaºejo
spremembe. UmbracoCMS je priljubljen odprtokoden sistem za upravljanje vsebin (angl.
content management system). Prednost UmbracoCMS je v brezpla£nosti, poleg tega pa
je prijazen programerjem. Podpira tako ASP.NET MVC, kot tudi ASP.NET Web Forms.
4.1 LocMetrics
Poro£ilo analize vsebuje ²tevilo izvornih datotek, se²tevek vrstic izvorne kode, se²tevek
pojavitev klju£nih besed in se²tevek komentarjev, kar nam da vpogled v osnovno struk-
turo izvorne kode. Izra£un McCabeove ciklomati£ne kompleksnosti je predstavljen le kot
se²tevek vrednosti v(G) vseh funkcij. Ta vrednost nam lahko sluºi za izra£un gostote od-
lo£itev v programu, ºal pa ne dobimo podatka o v(G) na funkcijo. V rezultate je vklju£en
tudi tortni graf, kjer je predstavljeno razmerje vrstic izvorne kode med izbranimi datote-
kami. Rezultate analize lahko orodje izpi²e v HTML obliki ali v Excel datoteki. Orodje
smo uporabili za analizo programa Newtonsoft Json.NET, SignalR in UmbracoCMS, za
primer prikaza rezultatov pa bo zado²£al del programa UmbracoCMS, katerega poro£ilo
analize je prikazano na slikah 4.1, 4.2 in 4.3. Tekom raziskovanja poro£ila se je hitro
izkazalo, da medtem ko je orodje LocMetrics dobro pri analiziranju posamezne datoteke,
se pri analizi ve£ih datotek hitro pokaºe pomanjkljiva preglednost poro£ila.
Na sliki 4.1 vidimo, da je orodje na podlagi ²tevila ﬁzi£nih vrstic izvorne programske
kode izra£unalo, da je najve£ji imenski prostor "dialogs".
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Slika 4.1 Prikaz grafa iz poro£ila analize izvorne kode programa UmbracoCMS narejenega z orodjem LocMetrics. Graf
prikazuje razmerje velikosti imenskih prostorov.
Na sliki 4.2 so predstavljeni rezultati pre²tevalnih metrik ter McCabeova ciklomati£na
metrika. V poro£ilu vidimo, da ima analizirani imenski prostor skupno 3371 vrstic izvorne
kode in 1213 vrstic s komentarji, kar pomeni, da je koda verjetno dobro dokumentirana
in bo nadgrajevanje tega dela kode v prihodnosti laºje.
Slika 4.2 Prikaz poro£ila analize izvorne kode programa UmbracoCMS narejenega z orodjem LocMetrics. Poro£ilo
prikazuje se²tevke metrik za vse izbrane datoteke.
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Slika 4.3 Prikaz poro£ila analize izvorne kode programa UmbracoCMS narejenega z orodjem LocMetrics. Rezultati so
predstavljeni po izbranih mapah.
4.2 Uporaba orodja Semantic Designs CSharp Software Metrics
V poro£ilu je zapisano ²tevilo vrstic izvorne kode, ²tevilo vrstic s komentarji, ²tevilo
datotek, ²tevilo funkcij, vrednosti ciklomati£ne kompleksnosti v(G), ²tevilo odlo£itev in
na podlagi tega tudi gostota odlo£itev, globina odvisnosti, vrednosti Halsteadove metrike
in vzdrºevalski indeks. al je bilo mogo£e za testiranje pridobiti le poskusno verzijo
programa, ki omogo£a le do 1500 vrstic kode na datoteko in najve£ 7500 vrstic kode na
vse testirane datoteke, zato smo izvedli analizo na imenskem prostoru Web.UI programa
UmbracoCMS.
Listing 4.1 prikazuje analize izvorne kode vseh izbranih datotek programa Umbraco-
CMS. Iz poro£ila izvemo, da ima projekt 3338 vrstic izvorne kode od tega 1587 vrstic z
izvorno kodo napisano v programskem jeziku C#. Izvemo tudi, da je gostota odlo£itev
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3.63, povpre£na ciklomati£na kompleksnost metod v vseh izbranih datotekah pa 2.13.
Izpisane so tudi vrednosti Halsteadovih metrik za vse izbrane datoteke.
Listing 4.1 Poro£ilo vseh izbranih datotek.
CSharp Software
Metrics Summary
Semantic Designs , Inc.
http://www.semdesigns.
com
Summary:
3338 lines of source.
1587 lines of CSharp code.
1279 lines of comment.
66 files.
67 types.
84 methods.
Aggregate cyclomatic complexity: 179
Mean cyclomatic complexity: 2.13
Median cyclomatic complexity: 1.00
Conditional statements: 100
Decision density: 3.63
Max loop depth: 1
Max loop depth position: <file
C:/ source_code/Umbraco -CMS -dev -v7/src/Umbraco.Web.UI/
Umbraco/create/
PartialView.ascx.cs >::% global_declaration_space %. Umbraco.Web.
UI.Umbraco.Create.PartialView @ line 39
Max conditional nesting depth: 4
Max conditional nesting depth position: <file
C:/ source_code/Umbraco -CMS -dev -v7/src/Umbraco.Web.UI/
Umbraco/
developer/Macros/EditMacro.aspx.cs >::% global_declaration_
space%. Umbraco.Web.UI.Umbraco.Developer.Macros.EditMacro @
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line 72
Halstead unique operators: 648
Halstead unique operands: 2708
Halstead operator occurrence: 4808
Halstead operand occurrence: 5451
Halstead program length: 10259
Halstead program vocabulary: 3356
Halstead program volume: 120158.81
Halstead program difficulty: 652.19
Halstead program effort: 78366087.92
Halstead bug prediction: 40.05
SEI maintainability index: 130.59
Listing 4.2 prikazuje poro£ilo analize izvorne kode posamezne datoteke programa Um-
bracoCMS. Izpisani so isti podatki kot za vse izbrane datoteke, le da so tu izra£unane
vrednosti samo za metode v tej datoteki.
Listing 4.2 Poro£ilo posamezne datoteke.
FILE C:/ source_code/Umbraco -CMS -dev -v7/src/Umbraco.Web.UI/
Properties/AssemblyInfo.cs
25 lines of source.
9 lines of CSharp code.
10 lines of comment.
0 types.
0 methods.
Aggregate cyclomatic complexity: 0
Mean cyclomatic complexity: 0.00
Median cyclomatic complexity: 0.00
Conditional Statements: 0
Decision density: 0.00
Max loop depth: 0
Max conditional nesting depth: 0
Halstead unique operators: 7
Halstead unique operands: 27
4.2 Uporaba orodja Semantic Designs CSharp Software Metrics 33
Halstead operator occurrence: 35
Halstead operand occurrence: 39
Halstead program length: 74
Halstead program vocabulary: 34
Halstead program volume: 0.00
Halstead program difficulty: 0.00
Halstead program effort: 0.00
Halstead bug prediction: 0.00
SEI maintainability index: 0.00
Listing 4.3 prikazuje poro£ilo analize izvorne kode posamezne metode programa Umbra-
coCMS. Izpisani so isti podatki kot za vse izbrane datoteke ali za posamezno izbrano
datoteko, le da so tu izra£unane vrednosti samo za eno metodo.
Listing 4.3 Poro£ilo posameznega razreda in metode.
CLASS Settings @ line 14
19 lines of CSharp code.
0 lines of comment.
2 methods.
Aggregate cyclomatic complexity: 2
Mean cyclomatic complexity: 1.00
Median cyclomatic complexity: 1.00
Conditional statements: 0
Decision density: 0.11
Max loop depth: 0
Max conditional nesting depth: 0
Halstead unique operators: 13
Halstead unique operands: 42
Halstead operator occurrence: 61
Halstead operand occurrence: 75
Halstead program length: 136
Halstead program vocabulary: 55
Halstead program volume: 786.26
Halstead program difficulty: 11.61
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Halstead program effort: 9126.29
Halstead bug prediction: 0.26
SEI maintainability index: 108.86
METHOD Default @ line 20
5 lines of CSharp code.
0 lines of comment.
Cyclomatic complexity: 1
Conditional statements: 0
Decision density: 0.20
Max loop depth: 0
Max conditional nesting depth: 0
Halstead unique operators: 4
Halstead unique operands: 3
Halstead operator occurrence: 5
Halstead operand occurrence: 5
Halstead program length: 10
Halstead program vocabulary: 7
Halstead program volume: 28.07
Halstead program difficulty: 3.33
Halstead program effort: 93.58
Halstead bug prediction: 0.01
SEI maintainability index: 127.36
4.3 Uporaba orodja Testwell CMT++
V poro£ilu je za vsako datoteko in metodo priloºen podatek o vrednosti ciklomati£ne
komplesnosti v(G), ²tevilu ﬁzi£nih vrstic izvorne kode, ²tevilu vrstic programske kode,
Halsteadovi metriki volumna, Halsteadovi metriki ocene ²tevila napak in vzdrºevalski
indeks. Sledi ²e povzetek metrik za vse izbrane datoteke, kjer so vse prej omenjene
vrednosti se²tete. Slednje lahko sluºi kot mera za kompleksnost testiranega programa.
Pri izvozu v tekstovno datoteko gre za kratko obliko poro£ila, kjer so zabeleºeni po-
datki o tem, kdaj je bila analiza narejena in katere opcije so bile izbrane ob izvajanju
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analize ter ve£ina na za£etku razdelka omenjenih metrik. Primer tak²nega poro£ila pri-
kazuje slika 4.4.
Slika 4.4 Prikaz rezultatov analize izvorne kode programa UmbracoCMS izvoºenih v tekstovno datoteko.
Primeru tekstovnega izpisa sledi primer izvoza v HTML datoteko. Prav tako kot pri teks-
tovni obliki gre tudi tu za kraj²i povzetek. V splo²nem pogledu HTML datoteke vidimo
povzetek poro£ila, kjer izvemo, kdaj je bilo poro£ilo ustvarjeno in katere opcije so bile
izbrane ob izvajanju analize in v tretjem poglavju omenjene metrike (glej 3.3). Najopa-
znej²a razlika med HTML in tekstovno obliko je v preglednosti poro£ila, saj je oblikovano
hiearhi£no glede na datoteke in funkcije ter glede na povzetek ter podrobno analizo, poleg
tega pa HTML poro£ilo vklju£uje tudi kopijo testirane izvorne kode. Primer tak²nega
poro£ila prikazuje slika 4.5.
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Slika 4.5 Prikaz splo²nega poro£ila analize izvorne kode programa UmbracoCMS izvoºenega v HTML datoteko.
Sledi podrobno poro£ilo za vsako posamezno analizirano datoteko. V tem poro£ilu prav
tako izvemo, kdaj je bilo narejeno in katere opcije so bile izbrane ob izvajanju analize ter
v opisu orodja CMT++, predstavljene pa so tudi v tretjem poglavju omenjene metrike
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za vse funkcije v datoteki. Poro£ilu je priloºena tudi kopija izvorne kode, da je ob
kasnej²em pregledovanju analize preglednost poro£ila kar najbolj²a. Primer tak²nega
poro£ila prikazuje slika 4.6.
Slika 4.6 Prikaz podrobnega poro£ila analize izvorne kode programa UmbracoCMS narejene z orodjem CMT++.
Sledi primer izvoza poro£ila v excelovo datoteko. Tako kot tekstovna in HTML oblika je
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tudi ta oblika izpisa kraj²i povzetek poro£ila. V tem poro£ilu so rezultati strukturirani
glede na datoteko in metodo, zabeleºene pa so iste metrike kot v HTML ali tekstovni
obliki. Primer tak²nega poro£ila prikazuje slika 4.7.
Slika 4.7 Prikaz rezultatov analize izvorne kode izvoºenih v excelovo datoteko.
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Na koncu si oglejmo ²e obseºni izpis v XML datoteko. Gre za na£in izpisa, ki nam
prikaºe vse, kar je program CMT++ zmoºen izmeriti. Osnovni namen tak²nega poro£ila
je nadaljna uporaba s programi podjetja Testwell, lahko pa sami izdelamo program in
podatke uvozimo iz dobljenih datotek ter jih obdelamo po lastnih ºeljah. Primer poro£ila
za uvoz in obdelavo prikazuje slika 4.8.
Slika 4.8 Prikaz rezultatov analize izvorne kode izvoºenih v XML datoteko.
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4.4 Uporaba orodja NDepend
V poro£ilu analize so podatki o tem kdaj je bila analiza narejena, koliko £asa je trajala,
katero verzijo programa in s katero verzijo orodja smo ta program testirali. Poro£ilo
zajema diagrame in tabelo odvisnosti, drevesni pogled ciklomati£ne kompleksnosti, graf
abstraktnosti in stabilnosti programa ter natan£ne podatke o izvorni kodi. Slednje zajema
²tevilo sklopov, imenskih prostorov, metod, polj in datotek z izvorno kodo. Dobimo tudi
podatek o ²tevilu komentarjev in deleºu teh glede na celotno ²tevilo vrstic izvorne kode.
Pridobimo tudi podatke o tuji izvorni kodi, ki jo na² program potrebuje. V nadaljevanju
si oglejmo primere poro£il, ki jih naredi orodje NDepend.
Slika 4.9 prikazuje izpis metrik za celoten testiran projekt ali re²itev. Vidimo koliko
vrstic izvorne kode ima projekt, koliko razli£nih tipov ima (sklopov, imenskih prostorov,
metod, polj in datotek z izvorno kodo), koliko komentarjev ima glede na preostalo kodo,
kolik²na je najvi²ja doseºena in kolik²na povpre£na ciklomati£na kompleksnost in koliko
third-party programske opreme program uporablja.
Slika 4.9 Prikaz splo²nih rezultatov analize izvorne kode narejenih z orodjem NDepend.
Na sliki 4.10 je predstavljen izpis pravil, ki smo jih programirali s pomo£jo LINQ (angl.
language-integrated query). Izpis je sortiran glede na skupino pravil, pove pa nam ²tevilo
ponovitev kr²itev dolo£enega pravila. Imamo tudi moºnost izlo£anja izpisov, tako da
lahko vidimo le zadnje ali le kriti£ne kr²itve pravil.
4.4 Uporaba orodja NDepend 41
Slika 4.10 Prikaz rezultatov analize programiranih pravil pisanja izvorne kode narejenih z orodjem NDepend.
Na sliki 4.11 si lahko ogledamo graf odvisnosti. Ta graf nam hitro prikaºe morebitne
cikle odvisnosti.
Slika 4.11 Prikaz grafa odvisnosti izvorne kode.
Na sliki 4.12 si lahko ogledamo tabelo odvisnosti. V tabeli hitro vidimo pomembnost
dolo£enih razredov na podlagi ²tevila tipov, ki so odvisni od tega razreda, kar je izpisano
na desni strani tabele. Iz tabele lahko na primer smatramo, da je razred mscorlib v
tem sklopu najpomembnej²i.
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Slika 4.12 Prikaz tabele odvisnosti izvorne kode.
Na sliki 4.13 si lahko ogledamo drevesno strukturo prikaza ciklomati£ne kompleksnosti
po razli£nih metodah. Metode na tej sliki so razvr²£ene glede na imenske prostore ter
vrednost ciklomati£ne kompleksnosti. Na drevesni strukturi lahko vidimo, da je metoda
Newtonsoft.Json.Serialization zelo kompleksna, medtem ko je metoda JsonTextWriter ne-
kompleksna. Na podlagi tega lahko smatramo, da bo nadaljni razvoj imenskega prostora
Web.UI potekal brez teºav.
Slika 4.13 Prikaz ciklomati£ne kompleksnosti za metode razvr²£ene glede na imenske prostore ter vrednost ciklomati£ne
kompleksnosti.
Vidimo lahko, da nam drevesna struktura pri analiziranju izvorne programske kode Um-
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bracoCMS Web.UI ne prikaºe uporabnosti prikaza v obliki drevesne strukture, zato si
oglejmo ²e prikaz drevesne strukture McCabeove ciklomati£ne metrike za celoten program
UmbracoCMS na sliki 4.14. Opazimo, da je najkompleksneji del programa UmbracoCMS
razred Utf8ToAsciiConverter. Najkompleksnej²a metoda v tem razredu je ToAscii z vre-
dnostjo ciklomati£ne kompleksnosti 1313.
Slika 4.14 Prikaz ciklomati£ne kompleksnosti za celoten program UmbracoCMS, ki prikazuje metode razvr²£ene glede
na imenske prostore ter vrednost ciklomati£ne kompleksnosti.
Na sliki 4.15 si lahko ogledamo graf abstraktnosti in stabilnosti za celoten imenski prostor.
Na njem je prikazana teºavnost razumevanja izvorne kode programa, stabilnost delovanja
programa ter teºavnost nadgrajevanja ter uporabnost programa. Iz grafa sklepamo, da
je imenski prostor Web.UI programa UmbracoCMS neabstrakten in nestabilen.
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Slika 4.15 Prikaz abstraktnosti in stabilnosti za celoten projekt. Idealen projekt bi se nahajal natanko na sredini grafa.
Na sliki 4.16 so izpisane statistike programa glede na metrike. Za vsako metriko izvemo, v
kateri datoteki se nahaja najvi²ja izmerjena vrednost in povpre£je. Iz poro£ila lahko takoj
vidimo, katera metoda predstavlja najve£je tveganje zaradi visoke vrednosti ciklomati£ne
kompleksnosti.
Slika 4.16 Prikaz statistik programa.
Na sliki 4.17 so izpisani rezultati metrik za preverjanje kvalitete izvorne programske kode.
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Slika 4.17 Prikaz metrik za analizo kvalitete izvorne programske kode.
Na sliki 4.18 vidimo koliko instanc metod in koliko dedovanj se nahaja v tem delu kode.
Slika 4.18 Prikaz ²tevila instanc metod ter dedovanja.
Na sliki 4.19 vidimo prikaz izra£unov metrik za preverjanje kohezije med metodami in
asociacij med razredi.
Slika 4.19 Prikaz pomanjkanja kohezije med metodami in asociacij med razredi.
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4.5 Visual Studio
V poro£ilu analize so vsebovani podatki o ²tevilu vrstic izvorne programske kode LOC,
vrednosti McCabeove ciklomati£ne metrike, indeksu vzdrºevalnosti MI in globini dedo-
vanja. Podatki so v poro£ilu prikazani v obliki tabele in se jih lahko shrani v XML
datoteko.
Na sliki 4.20 vidimo prikaz izra£unov metrik za analiziranje kompleksnosti izvorne
kode v razvojnem okolju Visual Studio.
Slika 4.20 Prikaz poro£ila analize kompleksnosti izvorne programske kode v razvojnem okolju Visual Studio.
4.6 Primerjava rezultatov
V tem razdelku primerjamo med seboj rezultate analiz orodij LocMetrics, Semantic
Design CSharp Software Metrics, Testwell CMT++, NDepend in orodja vgrajenega v
razvojno okolje Visual Studio za vse izbrane datoteke programa UmbracoCMS. Analizi-
ramo, ali so rezultati med seboj primerljivi in ali orodja metrike interpretirajo na enak
na£in. Pri pre²tevalnih metrikah bomo zagotovo opazili razlike pri se²tevkih. S primer-
javo se bomo osredoto£ili na pre²tevalne metrike LOC, CLOC, McCabeovo ciklomati£no
metriko in vzdrºevalski indeks.
V tabeli 4.1 lahko takoj opazimo, da so razlike ºe pri osnovnem ²tetju vrstic z izvorno
kodo LOC. Orodja namre£ razli£no interpretirajo ²tetje vrstic programske kode. Pri
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NDepend smo pri se²tevku LOC venomer opazili rezultat 536, pri Visual Studiu pa
565 vrstic izvorne programske kode. Glede na to lahko sklepamo, da so preostala orodja
analizirala vso izvorno programsko kodo v tej mapi, medtem ko se je Visual Studio omejil
le na projekt Web.UI, temu primerna pa je potem tudi vrednost v orodju NDepend, ki je
neposredno odvisen od Visual Studia. Pri ²tetju vrstic z izvorno programsko kodo SLOC
opazimo, da je razlika med orodji manj²a. Iz tega sklepamo, da so vsa orodja pravilno
zaznala datoteke za test, razlika v ²tevilu SLOC pa se skriva v razli£ni interpretaciji
²tetja vrstic kode. Nekatera orodja namre£ SLOC smatrajo kot ﬁzi£ne vrstice kode,
medtem ko nekatera SLOC smatrajo kot logi£ne vrstice kode. LocMetrics in CMT++
²tejeta enako, medtem ko SD CSharp Software Metrics ²teje nekoliko druga£e, NDepend
pa tega rezultata ni sporo£il. Pri ²tetju vrstic kode s komentarji CLOC opazimo, da so
rezultati se²tevkov zelo podobni, kljub temu pa se zopet pojavijo odstopanja. CMT++ in
NDepend o£itno vrstice kode s komentarji ²tejeta na enak na£in, medtem ko LocMetrics
in SD CSharp Software Metrics ²tejeta nekoliko druga£e.
Analizo nadaljujemo s primerjavo rezultatov McCabeove ciklomati£ne metrike. Izkaºe
se, da LocMetrics in CMT++ se²tevek za vse funkcije naredita enako, medtem ko pri SD
CSharp Software Metrics opazimo veliko odstopanje. NDepend je nudil odli£ne prikaze
ciklomati£ne metrike v obliki grafov, ºal pa ni nudil se²tevka, ki bi ga lahko uporabili
v primerjavi. Vrednost, ki jo je izra£unalo razvojno okolje Visual Studio, je precej vi²ja
od preostalih izra£unov, zato bi bilo potrebno te natan£no preu£iti in morda za razlago
vpra²ati proizvajalce orodij, zakaj je do tak²nega odstopanja pri²lo. Izra£un povpre£ja
vrednosti McCabeove ciklomati£ne metrike na funkcijo nudita orodji SD CSharp Software
Metrics in NDepend in izkaºe se, da je zopet ne izra£unata enako.
Na koncu si oglejmo ²e vzdrºevalski indeks MI. Podatek za to sta nudili le orodjiSD
CSharp Software Metrics in CMT++ ter razvojno okolje Visual Studio, pri izra£unu pa
se pojavi odstopanje.
Primerjava rezultatov analiz
Vrste metrik Metrike LocMetrics SD CSharp Software Metrics Testwell CMT++ NDepend Visual Studio
Pre²tevanje vrstic izvorne kode
tetje vseh vrstic z izvorno kodo LOC 3371 3338 3305 536 565
tetje vrstic z izvorno programsko kodo SLOC 1649 1587 1649 / /
tetje vrstic kode s komentarji CLOC 1213 1279 1247 1247 /
Ra£unske metrike
McCabeova ciklomati£na metrika
Se²tevek vrednosti za vse metode 97 179 97 / 254
Povpre£na vrednost / 2.13 / 2.34 / /
Vzdrºevalski indeks MI
brez komentarjev / / 94 / /
teºa komentarjev / / 23 / /
MI / 130.59 94 / 88
Tabela 4.1 Rezultati analize
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Za analizo z navedenimi orodji smo vsaki£ izbrali isto mapo z izvorno kodo, kljub
temu pa je pri rezultatih pri²lo do odstopanja. To se je zgodilo, ker nekatera orodja
analizirajo izklju£no datoteke z izvorno kodo C#, medtem ko druga lahko analizirajo tudi
datoteke z drugo izvorno kodo. LocMetrics lahko recimo analizira razli£ne jezike hkrati
in rezultate enostavno se²teje, medtem ko kompleksnej²a orodja tega ne omogo£ajo.
Medtem ko je LocMetrics analiziral programske jezike C#, C++, Java in SQL, je SD
CSharp Software Metrics analiziral izklju£no programski jezik C#. Enako se je zgodilo
pri orodju CMT++. Orodje NDepend je analiziralo datoteke s programsko kodo C#,
VB.NET, MC++ in C++/CLI, a le tiste, ki so bile pred tem prevedene z razvojnim
okoljem Visual Studio. Najverjetneje od tod izhaja razlika v izra£unih, saj je razvojno
okolje med gradnjo dodalo ²e nekatere zunanje vire, od katerih je bil testirani sklop
odvisen, orodje pa je potem analiziralo ustvarjen sklop (angl. assembly)
e bi ºeleli dobiti identi£ne rezultate, bi morali kodo razli£nih programskih jezikov
izlo£iti ter jo testirati posami£no s primernim orodjem. CMT++ bi torej dodali orodje
CMTJava, orodju NDepend pa bi dodali orodje JArhitect, nato pa rezultate znova pri-
merjali med seboj.
4.7 Primerjava rezultatov analize celotnih programov
V tem razdelku smo z enim orodjem analizirali programe Newtonsoft Json.NET, SignalR
in UmbracoCMS, rezultate pa prikazali v tabeli. S tem smo prikazali uporabno vrednost
analiz kompleksnosti izvorne programske kode. Za namen te primerjave predpostavimo,
da so programi Newtonsoft Json.NET, SignalR in UmbracoCMS dejansko program, ki
smo ga naro£ili pri treh razli£nih zunanjih izvajalcih. Predpostavimo, da ºelimo preveriti,
kak²na je kompleksnost dostavljene izvorne kode na tak na£in, da dobljene razultate lahko
primerjamo med seboj. Odlo£ili smo se uporabiti orodje CMT++, saj smo s tem orodjem
laºje tabelarno prikazali pridobljene informacije, kljub temu da orodje NDepend nudi
izra£un ve£ih metrik in poro£ilo prikaºe na pregleden graﬁ£ni na£in. Pregledali bomo
obseg, kompleksnost in vzdrºevalski indeks programa. Dobljene podatke predstavimo v
tabeli 4.2.
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Primerjava rezultatov analiz narejenih z orodjem CMT++
Vrste metrik Metrike Newtonsoft Json.NET SignalR UmbracoCMS
Pre²tevanje vrstic izvorne kode
tetje vseh vrstic z izvorno kodo LOC 55557 37620 415765
tetje vrstic z izvorno programsko kodo SLOC 37336 27379 281677
tetje vrstic kode s komentarji CLOC 11663 4893 82818
Ra£unske metrike
McCabeova ciklomati£na metrika
Se²tevek vrednosti za vse metode 6735 2015 21838
Povpre£na vrednost / / /
Vzdrºevalski indeks MI
brez komentarjev 98 104 100
teºa komentarjev 22 21 28
MI 120 124 128
Tabela 4.2 Rezultati analize

5 Zakljucˇek
V diplomski nalogi smo analizirali nekaj programskih metrik, ki so danes v rabi, poleg
tega pa smo testirali razli£na orodja za avtomatizacijo ocene kompleksnosti izvorne pro-
gramske kode na razli£no kompleksnih programih. Ugotovili smo, da pri izbiri ustreznega
orodja igrata pomembno vlogo tako seznam metrik, ki jih orodje zna izra£unati, kot tudi
strukturiranost poro£ila, ki ga je orodje zmoºno narediti. Ugotovili smo, da orodja za
avtomatizacijo ocene kompleksnosti izvorne programske kode bistveno poenostavijo ra-
zvoj programske opreme tako, da nas sproti opozarjajo na morebitne teºave pri razvoju
in nam dajo oceno tveganja za vsak posamezen sklop programa. Na podlagi teh infor-
macij se potem lahko odlo£imo, kako bomo ravnali v nadaljevanju. e sklop v poro£ilu
avtomatiziranih orodij ni videti preve£ kompleksen, ga lahko popravimo, sicer bo ceneje
in laºje ga razviti znova. To nam bistveno pomaga, £e za razvoj razli£nih sklopov pro-
gramske opreme najamemo zunanje izvajalce, saj ob prevzetju izdelka lahko programsko
kodo analiziramo in tako dobimo bolj²o predstavo o tem, kak²en izdelek imamo.
Izkaºe se, da je avtomatizacija ocene kompleksnosti izvorne kode bistvena pri razvoju pro-
gramske opreme, saj lahko neposredno vpliva na stro²ke nadaljnjega razvoja in kvalitete
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izvorne programske kode, sploh £e gre za dolgotrajen projekt, ki se ga bo v prihodnosti
nadgrajevalo. Menim, da se zaradi pojavitve vedno bolj abstraktnih in kompleksnih pro-
gramskih jezikov pojavlja vedno ve£ja potreba po kvalitetnih orodjih za avtomatizacijo
testiranja in ocenjevanja kompleksnosti izvorne programske kode, saj enostavno ²tetje
vrstic kode ni ve£ dovolj za pridobitev uporabnih informacij o izvorni kodi programa.
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