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RESUMEN: La etapa de integración dentro del proceso de reconstrucción tridimensional de objetos de forma libre, 
requiere de la descripción, análisis y corrección de huecos en superficies 3D.  Ciertas evaluaciones cuantitativas en este 
tema implican contar con conjuntos de datos espaciados de forma regular o contenidos en estructuras que garanticen dicha 
propiedad, por ejemplo voxels, octrees o mallas estructuradas.  Lograr lo anterior requiere un proceso de re-muestreo de 
los puntos que conforman el contorno del hueco en la superficie 3D.  En este trabajo se describe un método para obtener 
conjuntos estructurados de puntos, a partir de los datos de contornos de huecos en objetos de forma libre.  El método 
inicia con el ajuste de una curva NURBS al conjunto inicial de puntos con el fin de asegurar la suavidad del contorno, de 
lo cual se obtiene un conjunto de  puntos ajustados.  Finalmente se utiliza el algoritmo de discretización de Bresenham 
para obtener el conjunto de puntos estructurados.  Los resultados obtenidos muestran que el  método desarrollado asegura 
que el conjunto final de puntos estructurados preserven la forma del contorno original con altos niveles de detalle.
PALABRAS CLAVE: Visión por computador, computación gráfica, reconstrucción tridimensional, Llenado de huecos.
ABSTRACT: Integration stage in the process of three-dimensional reconstruction of free-form objects requires the 
description, analysis and correction of holes in 3D surfaces.  Some quantitative   assessments in this issue involve having 
data regularly spaced or contained in structures to ensure that property, for example, voxels, octrees or structured grids. 
Achieving this requires a re-sampling of points that make up the contour of the hole in 3D surface.  This paper describes a 
method to obtain structured sets of points from contour data of holes in free-form objects.  The method begins with fitting a 
NURBS curve to the initial set of points in order to ensure the smoothness of the contour, thus obtaining an adjusted set of 
points.  Finally, it is used the Bresenham discretization algorithm to obtain the set of structured points.  Results show that the 
developed method ensures that the final set of structured points preserve original contour shape with high levels of detail.
KEYWORDS: Computer vision, computer graphics, tridimensional reconstruction, hole filling.
1.  INTRODUCCIÓN 
el proceso de reconstrucción tridimensional mediante 
el cual se obtienen datos de forma, volumen y textura 
de objetos del mundo real para crear a partir de éstos, 
modelos digitales que puedan ser evaluados a través 
de métodos numéricos en un sistema de computación, 
actualmente es por sí mismo un problema abierto,  esto 
debido en gran parte a la limitación actual de no contar 
con un sensor ideal que no altere las muestras obtenidas 
como menciona Sánchez en [1].  Por lo cual, obtener 
un modelo digital preciso implica tratar con múltiples 
problemas en cada una de las etapas del proceso de 
reconstrucción tridimensional.
Sumado a la limitación del sensor, características 
propias de los objetos de forma libre como superficies 
con características ópticas complejas, zonas de la 
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superficie con poca accesibilidad para el sensor, 
condiciones inadecuadas de iluminación, entre otras, 
generan anomalías en los modelos reconstruidos.   Según 
Branch [2] estas anomalías se pueden ser clasificadas 
en ruido, huecos y redundancia.  Generalmente 
estas anomalías son corregidas en una etapa llamada 
integración  dentro del proceso de reconstrucción 3d, 
según explica Campbell en [3].
La corrección de huecos o llenado de huecos es un tema 
con amplia investigación en la comunidad científica, 
y prueba de ello es la gran cantidad de trabajos 
realizados al respecto desde mediados de los 90’s hasta 
el presente.  Sin embargo,  la mayoría de trabajos se 
han enfocado en resolver el problema del llenado de 
huecos, i.e. Interpolar o aproximar los datos faltantes 
en la zona del hueco.   Lo anterior no tiene en cuenta 
una limitante general del proceso de reconstrucción 
3d, la cual radica en la necesidad de la intervención 
de un usuario para llevarla a cabo. Esta limitante 
repercute en la capacidad de automatizar dicho proceso. 
Específicamente en el proceso de llenado de huecos se 
requiere que un usuario seleccione los huecos que van 
a ser corregidos, debido a que se parte del hecho de 
que en modelos tridimensionales de objetos de forma 
libre, habrán huecos pertenecientes a la superficie real 
y por lo tanto no deben ser “llenados”, como se puede 
apreciar en la Figura 1.
Figura 1. Hueco perteneciente al objeto, el cual no debe 
ser llenado (izquierda).  Hueco que debe ser reparado 
(derecha).
El problema de determinar que huecos deben ser 
llenados o no en un modelo 3D, radica en diferenciar que 
huecos pertenecen o no a su superficie, esto sin duda, 
implica tener una previa caracterización o descripción 
de huecos producto de errores (anomalías) y de huecos 
reales. Ahora, caracterizar estas discontinuidades en 
la superficie, implica realizar mediciones sobre las 
mismas. En este marco de ideas, obtener este grupo de 
métricas en algunos casos implica contar con conjuntos 
de datos estructurados, como códigos de cadena y 
descriptores de Fourier, por mencionar algunos.  Por 
conjunto de datos estructurados, entendamos datos que 
pueden ser accedidos de forma rectangular utilizando 
índices i-j-k [4] y para cada punto (x, y, z) el próximo 
punto estará en uno de los 26 puntos vecinos del espacio 
3D (ver Figura 2).  Cabe resaltar que contar con datos 
con estas propiedades, permite utilizar técnicas de 
cuantificación como cálculo de volúmenes, áreas y 
longitudes [4].
La organización de este documento es la siguiente: En 
la sección 2 se muestran algunos trabajos relacionados 
con la descripción de contornos en superficies 3D 
y métodos propuestos para la estructuración de los 
puntos.  En la sección 3 se muestra el método propuesto 
para el remuestreo estructurado de contornos de huecos 
en superficies 3D.  Posteriormente en la sección 4 se 
muestran los experimentos y resultados obtenidos para 
validar el funcionamiento del método.  Por último, en 
la sección 5 se plantean las conclusiones y trabajos 
futuros.
Figura 2. Conjunto de datos estructurados (a), respetando 
la continuidad de los 26 vecinos cercanos (b).
2.  TRABAJOS RELACIONADOS
El proceso de tomar un conjunto de puntos en el espacio 
3D, ya sean parte de una curva o de un volumen, y 
crear modelos estructurados con estos, es llamado en 
la literatura voxelización o conversión 3D-Scan.  En 
este trabajo no se utiliza el término voxelización, ya 
que un Voxel es una estructura con volumen (Volume 
Element), y el resultado final de nuestro método 
son puntos, los cuales carecen de volumen desde 
su definición básica.  Sin embargo, el trasfondo de 
determinar un conjunto de Voxels y un conjunto de 
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puntos estructurados sobre grillas cuadradas es parecido. 
La aproximación clásica para obtener modelos de Voxels 
es a través de subdivisión espacial [6].  Esta técnica se 
basa en descomponer el espacio que contiene el modelo 
3D en subespacios rectangulares de forma iterativa, 
lo cual incurre en altos gastos computacionales para 
grillas de media y alta resolución.  Algunos algoritmos 
para la voxelización de curvas 3D son propuestos por 
Danielsson [7] y Mokrzycki [8]. Sin embargo, estos se 
limitan a curvas definidas como la intersección de dos 
superficies implícitas.  Kauffman en [9][10] [11] sienta 
las bases para las técnicas de discretización de líneas 
y volúmenes 3D o Volume Graphics como el mismo 
propone en [12], utilizando aproximaciones clásicas de 
algoritmos de discretización de líneas 2D como el DDA 
(Digital Differential Analyzer) y Bresenham. Por otra 
parte, propone la discretización de líneas paramétricas 
como curvas de Bezier Cúbicas.  El rápido aumento de la 
capacidad de computo gráfico (GPU) es de interés para 
aplicaciones tales como la voxelización, debido al alto 
gasto computacional de la misma.  Dong en [13] propone 
un algoritmo basado en la combinación de técnicas 
clásicas de voxelización  corriendo sobre una tarjeta 
gráfica.  En este trabajo se logran resultados de tiempo 
real para modelos de más de dos millones de triángulos. 
Novotny propone en [14] un método de voxelización 
de modelos sólidos manteniendo detalles pequeños a 
través de una combinación de técnicas de operadores 
booleanos o CGS.  Por último, la aplicación específica 
de subdivisión espacial para la evaluación de códigos de 
cadena de curvas 3D es propuesta por Bribiesca en [15].
Según lo expuesto en este capítulo, la literatura 
encontrada al respecto es amplia y se encuentra en 
etapa de mejoramiento de algoritmos que satisfagan 
requerimientos tales como procesamiento en tiempo 
real,  eficiencia y precisión en modelos masivos.  Sin 
embargo la especificidad y novedad de la aplicación 
tratada en este trabajo, requiere del desarrollo de 
nuevos métodos basados en trabajos anteriores,  que 
contemplen ciertas restricciones implícitas en los 
objetos de forma libre y el proceso de caracterización 
de formas de la visión por computador.
3 .  M É T O D O  D E  R E M U E S T R E O 
ESTRUCTURADO
El método que se presentará a continuación trabaja 
con un vector ordenado v de puntos con coordenadas 
euclídeas x, y, z, pertenecientes al contorno del hueco en 
la superficie del objeto de forma libre.  Claramente para 
llegar a este conjunto de datos es necesario identificar 
el hueco en la superficie 3d, seleccionar y almacenar 
los datos pertenecientes al contorno del mismo, lo cual 
no es objetivo de este trabajo.  Por conjunto ordenado 
de puntos, entiéndase que estos deben conformar una 
secuencia del contorno del hueco, de modo tal que si 
se dibujan líneas entre los puntos 1, +ii VV se obtiene el 
contorno cerrado (ver Figura 3).
Figura 3. a) puntos del contorno del hueco. b) conjunto 
ordenado de puntos unidos a través de líneas rectas. c) 
conjunto no ordenado de puntos unidos a través de líneas 
rectas.
A continuación se describen cada una de las etapas del 
método propuesto.
3.1  Ajuste De Puntos Mediante Curva NURBS
Según la definición de objetos de forma libre propuesta 
por Besl en [16], las superficies de estos son suaves 
y diferenciables, de lo cual se podría inferir que los 
bordes de los huecos y su zona circundante deben ser 
suaves y diferenciables igualmente.  Ahora, debido 
al hecho de que los puntos adquiridos mediante el 
proceso de escaneado representan muestras discretas 
del objeto real, la relación entre cada uno de estos es 
desconocida, e.g. Lineal, parabólica, etc.  Lo anterior 
se resume en el problema de la parametrización de 
curvas el cual ha sido ampliamente estudiado por la 
comunidad científica de la computación gráfica.  En 
este trabajo se hizo uso de las curvas NURBS para 
hallar dicha relación entre puntos, debido a que estas 
han sido ampliamente adoptadas para los sistemas 
de modelado computacional debido a su generalidad 
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según expresa Lengyel en [17]. Por otra parte según 
Piegl [18]  las curvas NURBS se han convertido en el 
estándar industrial de facto y pueden ser utilizadas para 
el llenado de huecos en superficies 3D presentando 
como ventajas generalidad en la solución y control 
geométrico local de los datos, entre otras. Cabe aclarar 
que de acuerdo a la aplicación específica en la que se 
esté utilizando este trabajo, el ajuste de puntos podría 
requerir del uso de otros métodos como Splines o 
FBR (funciones de base radial), esto debido a que una 
selección indebida de dicho método de ajuste podría 
incurrir en una aproximación incorrecta respecto a la 
curva original. Por ejemplo, es bien sabido que las 
NURBS no presentan un buen resultado cuando se 
trata de aproximar curvas de figuras geométricas bien 
establecidas, i.e. Círculos, triángulos, cuadrados, etc. 
Para esto, las ventajas y limitaciones de las NURBS 
son expuestas en .   Las NURBS (Non Uniform 
Rational B-Splines) son funciones polinomiales a 
trozo (piecewise) evaluadas vectorialmente según la 
siguiente expresión matemática [19]:
   (1)
Donde C es el vector final de puntos de la curva, iw
son los pesos, iP son los puntos de control, en este caso 
los puntos muestreados del contorno, y )(, uN pi son las 
funciones base de las B-Spline normalizadas de grado 
p, definidas recursivamente según:
  (2)
Donde { }mkkkK ,...,, 10=  es el llamado vector de 
nudos (knots vector).  Generalmente este vector toma 
la forma , 
en la práctica, comúnmente y  [19].
Teniendo en cuenta lo anterior, los puntos del contorno 
del hueco son aproximados mediante una curva 
NURBS utilizando para ello el algoritmo CoxDeBoor 
[20][21]. En la Figura 4 se muestra el resultado de esta 
aproximación.
Figura 4. De izquierda a derecha a) Puntos Originales 
b) Puntos de la curva NURBS 75% c) Puntos de la curva 
NURBS 100%.
Se puede observar que la suavidad del contorno lograda 
mediante el ajuste de la curva NURBS es mayor 
que en los puntos originales.  Este tipo de curvas 
paramétricas permite tanto reducir como aumentar 
el número de puntos final de la curva.  El objetivo de 
este proceso es obtener un nuevo vector de puntos 
 del cual conocemos la relación 
entre cada secuencia  y se ajusta de forma más 
adecuada al comportamiento suave y uniforme de los 
objetos de forma libre.  Determinar el número final de 
puntos de la curva NURBS dependerá de la aplicación 
que se esté trabajando.
3.2  Remuestreo Estructurado Mediante El 
Algoritmo Bresenham 3D
Si bien, una vez obtenemos los nuevos puntos ajustados 
mediante una curva NURBS, logramos una mayor 
suavidad y uniformidad en los mismos, estos no se 
encuentran espaciados de forma estructurada en el 
espacio 3D, i.e. no son accesibles a través de índices 
i,j,k.  Para conseguir lo anterior es necesario un proceso 
de estructuración.  El algoritmo de discretización de 
rectas propuesto por Jack Bresenham [22] (ver Figura 
5), constituye aún hoy en día uno de los estándares de 
la computación gráfica, debido a que presenta como 
característica principal que sólo utiliza operaciones 
enteras, lo cual lo hace eficiente computacionalmente. 
Para este caso, se utilizó el algoritmo Bresenham 3D 
propuesto por Kaufman en [9].
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Figura 5. Resultado del algoritmo de Bresenham 2D.  Los 
rectángulos de color gris representan la discretización de 
Bresenham de la línea de color negro.
Este algoritmo toma dos puntos en el espacio 3D y 
devuelve el conjunto de puntos que mejor aproxima 
una línea recta entre estos dos.  Este conjunto tiene 
la propiedad de moverse a intervalos regulares de 
forma estructurada, de tal forma que para cada punto 
ip  del nuevo conjunto, 1−ip  y 1+ip  pertenecen a 
los 26 vecinos cercanos.  Aunque este algoritmo fue 
propuesto para trabajar en el espacio de los enteros, 
debido a que las pantallas de los computadores 
trabajan de dicha forma, para este caso, el conjunto 
inicial de puntos del contorno puede moverse ya sea 
en el espacio de los enteros como de los flotantes, es 
necesario calcular el tamaño de la grilla que contiene 
los 26 vecinos cercanos.  Un cálculo incorrecto del 
tamaño de la grilla de los 26 vecinos cercanos, incurriría 
en solapamiento de puntos del vector y por ende en 
pérdida de información, por ejemplo, si se tienen dos 
puntos )5.0,5.0,5.0(1 =p  y )7.0,7.0,7.0(2 =p  y 
la grilla es de tamaño 1, implica que los dos puntos 
están contenidos dentro de una misma sección de los 
26 vecinos cercanos y por esto ambos se transforman 
en el mismo punto.  Para solucionar este problema, es 
necesario realizar un cálculo de la resolución en que 
trabajará el algoritmo de Bresenham.
3.3  Cálculo de la Resolución del Vector V’
Si para cada punto del vector se necesita 
asegurar que el proceso de estructuración de los datos 
no genere solapamiento entre estos, es claro que se 
debe cumplir que 
, donde r es el 
tamaño de la grilla que utilizará el algoritmo de 
Bresenham,  es decir, el valor mínimo que puede 
tomar la grilla para nuestro vector, sin que genere 
solapamiento de puntos, será igual al mínimo de los 
máximos valores de diferencias entre ejes de puntos 
consecutivos de nuestro vector. Sin embargo el 
algoritmo de Bresenham 3D no recibe algún parámetro 
que indique el tamaño de la grilla, sólo el número de 
decimales con que trabajara. Una solución sencilla 
a este problema radica en suponer que Bresenham 
trabajara sobre grillas de valor entero.  En otras palabras 
la solución radica en hallar un Vkk ′|   que satisfaga 
la condición:
El siguiente algoritmo determina la constante de 
resolución:
para i = 1:x-1
       dx = abs(VP(i,1) - VP(i+1,1));
       dy = abs(VP(i,2) - VP(i+1,2));
       dz = abs(VP(i,3) - VP(i+1,3));




Cabe aclarar que la constante hallada mediante el 
algoritmo anterior asegura el mínimo espaciamiento 
entre puntos para que trabaje el algoritmo de Bresenham 
sin generar solapamiento de puntos, sin embargo, 
modificando el algoritmo 2 se pueden obtener 
resoluciones que brinden mayor detalle a los puntos 
finales. Una vez se obtiene el nuevo vector  
escalado, producto de multiplicarlo por la constante 
determinada anteriormente, se procede a estructurarlo 
de forma regular mediante Bresenham 3D, el cual es 
calculado para cada secuencia de puntos 
.  El resultado de esta operación se puede observar en 
la Figura 6.  
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Figura 6. Nuevos puntos resultado de aplicar Bresenham 
3D sobre los puntos del contorno.
Por último, debido a que el proceso anterior modifica 
el tamaño original de los datos, es necesario re-escalar 




4.  Experimentos y resultados
Para los experimentos se utilizaron conjuntos de puntos de 
contornos de huecos de objetos de forma libre procedente 
de diferentes fuentes, tanto de modelos libres asequibles 
mediante la web y otros escaneados específicamente 
para este trabajo.  Con el fin de probar el funcionamiento 
del método propuesto, se presentan algunos ejemplos de 
puntos de contornos de huecos de objetos de forma libre 
y su respectiva estructuración.  En las Figuras 7, 8, 9, se 
pueden observar el modelo 3D (a) en el cual se indica el 
hueco seleccionado, el conjunto inicial de puntos extraídos 
del contorno (b) y el conjunto de puntos estructurados 
mediante el método aquí propuesto (c).
Figura 7.  Standford Bunny.
Figura 8. Máscara Indígena.
Figura 9. Objeto de adorno para el hogar.
Cabe aclarar que los objetos tratados para los 
experimentos tienen un procesamiento previo, 
específicamente, el proceso de registro de vistas 
parciales y en algunos casos, suavizado y reducción 
del número de puntos, procesos necesarios en cualquier 
proceso de reconstrucción 3D.
5.  CONCLUSIONES 
En este trabajo se ha presentado un método para 
estructurar puntos de contornos de huecos en objetos 
de forma libre.  Debido a la naturaleza de las NURBS y 
de igual forma del algoritmo de Bresenham, el método 
propuesto es invariante ante traslación y rotación.  Por 
otra parte, según lo observado en los experimentos, el 
método preserva la forma del contorno tanto en grandes 
como en pequeños detalles.  El aumento en el número 
de puntos total del contorno es necesario con el fin de 
preservar de manera precisa la forma del contorno, sin 
embargo, el número de puntos obtenidos de la NURBS 
(sección 3.1) y el cálculo automático de la resolución 
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(sección 3.3), pueden ser modificados para interferir 
en el número de puntos del contorno estructurado. Lo 
anterior dependerá de la aplicación en la cual se esté 
utilizando el método, es decir, si se requiere precisión 
en la forma o simplificación de datos.  Como trabajo 
futuro, se propone extender el funcionamiento del 
algoritmo para operar no sólo con contornos cerrados 
sino con curvas con más de un grado de libertad como 
la que se puede observar en la Figura 10.  Por otra 
parte, experimentar el método propuesto con diferentes 
aproximaciones de ajuste de curvas sobre diversos 
modelos, podría brindar mayor claridad a la hora de 
elegir el tipo adecuado de ajuste de curvas de acuerdo 
a la aplicación que se vaya a trabajar.
Figura 10. Curva 3D con 5 grados de libertad.
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