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SQL Structured query language Strukturirani povprasˇevalni je-
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HTML Hyper text markup language Oznacˇevalni jezik
CSS Cascading Style Sheets Kaskadne stilske predloge
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IDE Integrated development envi-
ronment
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LDAP Lightweight directory access
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HRM Human Resource Management Upravljanje s cˇlovesˇkimi viri
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V podjetjih se nenehno trudijo optimizirati poslovne procese. Dandanes tako
predstavlja enega kljucˇnih nacˇinov za optimizacijo digitalizacija poslovanja.
Tako vse vecˇ podjetij vlaga v razvoj aplikacij, ki pripomorejo k tovrstni op-
timizaciji. Izhodiˇscˇe diplomske naloge je izdelava aplikacije za podporo ka-
drovskim sluzˇbam znotraj podjetij, ki omogocˇa lazˇje vodenje ter upravljanje
z osebnimi mapami zaposlenih. Pri izdelavi diplomske naloge so bila upo-
rabljena razlicˇna orodja ter metode, kot je Angular, .NET Core in Kanban.
Rezultat diplomske naloge je aplikacija, ki nudi podporo pri upravljanju za-
poslenih v podjetju, kot sta na primer ocenjevanje in vodenje funkcijskih ter
vedenjskih kompetenc in dodeljevanje ter pregled odgovornosti in pooblastil
zaposlenih. Cilj razvite aplikacije pa je ta, da bi aplikacija razlicˇnim sluzˇbam
znotraj podjetja pripomogla k lazˇjemu, hitrejˇsemu in bolj ucˇinkovitemu upra-
vljanju z zaposlenimi.
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Companies always try to optimize business processes. Nowadays, one of the
key methods for the optimization is digitization of business. Therefore more
and more companies invest into the development of applications that can
perform this kind of optimization. Starting point of the diploma thesis is
the development of the application for support human-resource departments
within companies, which allows for easier managing and administration of
personal employees maps. During the completion of the diploma thesis dif-
ferent tools and methods, such as Angular, .NET Core and Kanban were
employed. The result of the diploma thesis is the application which provides
the support for employee management such as the evaluation and manage-
ment of functional and behavioural competencies and assigning and overview
of responsibilities and authorizations of employees. The aim of the developed
solution is to help and improve different departments within the company to
make the management of employees easier, faster and more efficient.




V organizacijah vedno obstaja tezˇnja po optimizaciji poslovnih procesov.
Dandanes je eden izmed kljucˇnih nacˇinov za optimizacijo poslovanja digi-
talizacija, saj papirno poslovanje upocˇasnjuje same procese upravljanja in
komunikacije ter ostale procese znotraj organizacij. Tako vse vecˇ organizacij
vlaga v razvoj aplikacij, ki pripomorejo k tovrstni optimizaciji.
Tematika diplomske naloge je razvoj aplikacije za podporo kadrovskim
sluzˇbam znotraj organizacij, ki omogocˇa lazˇje evidentiranje podatkov zapo-
slenih ter obvladovanje zaposlenih v organizaciji.
1.1 Cilji
V sklopu diplomske naloge zˇelimo razviti aplikacijo, ki omogocˇa enostavno,
uporabno in ucˇinkovito resˇevanje problemov na podrocˇju pregleda in upra-
vljanja s cˇlovesˇkimi viri. Tako je rezultat diplomske naloge aplikacija, name-
njena vsem zaposlenim v organizaciji. V kadrovski sluzˇbi bodo s to aplikacijo
pridobili enostaven in hiter vpogled v kompetence, odgovornosti in poobla-
stila zaposlenega. To jim bo v pomocˇ pri izobrazˇevanju zaposlenih, analizi in
predlogih za dolocˇene polozˇaje v podjetju in ne nazadnje za lazˇje upravljanje
z zaposlenimi v podjetju. Na drugi strani bo vodjem oddelkov ta aplikacija
pripomogla k ucˇinkovitemu razporejanju delovnih nalog zaposlenim na pod-
1
2 Mitja Hrovaticˇ
lagi kompetencˇnosti zaposlenih. Po opravljenih nalogah bodo nadrejeni oce-
njevali delovno uspesˇnost zaposlenih, kar lahko prinese zaposlenim dolocˇene
nagrade v sistemu nagrajevanj. Sami zaposleni bodo v aplikaciji imeli pregled
nad informacijami o delovnem saldu, letnem dopustu in podatkih o pogodbi.
Poglavje 2
Opis problemske domene
V okviru diplomske naloge razvijamo aplikacijo, ki omogocˇa ucˇinkovito resˇe-
vanje problemov upravljanja s cˇlovesˇkimi viri v organizaciji, kot so kompe-
tence ter odgovornosti in pooblastila zaposlenega. Dandanes organizacije z
vecˇjim sˇtevilom zaposlenih resˇujejo slednje probleme v organizacijskih enotah
za kadrovanje in upravljanje z zaposlenimi. V okviru diplomske naloge zˇelimo
vzpostaviti informacijski sistem, ki bo tem sluzˇbam znotraj organizacije po-
nudil enostavno resˇitev za vodenje in evidentiranje informacij o zaposlenih.
Zaposlenim v organizaciji bo razviti informacijski sistem ponudil enosta-
ven pregled digitaliziranih informacij o zaposlenih. Resˇitev je tako zasnovana
v razlicˇnih sklopih. Prvi sklop so osebni podatki, kjer so zbrani osebni po-
datki o posameznem zaposlenem, kot so ime in priimek ter izobrazba, in
preostali podatki, kot so podatki o sklenjeni pogodbi o zaposlitvi, kolicˇina
letnega dopusta ter sˇtevilo opravljenih ur v dnevu in mesecu. V aplikaciji
je zastopan sklop kompetenc, ki se deli na vedenjske in funkcijske kompe-
tence. V drugem sklopu, imenovanem vedenjske kompetence, se vodijo in-
formacije o mehkih vesˇcˇinah zaposlenega, kot so predstavitvene sposobnosti
posameznika. Sledi sklop funkcijskih kompetenc, kjer so zbrane strokovne
kompetence o zaposlenem, kamor na primer sodijo programiranje, pravno
svetovanje itd. Kompetence zaposlenega so ocenjene na lestvici od ena do
pet. Ocene lahko zaposleni izboljˇsuje z izobrazˇevanji ali na razlicˇnih delavni-
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cah, seveda cˇe organizacija to omogocˇa. Zadnji sklop pa so odgovornosti in
pooblastila zaposlenega, kjer je na voljo pregled pristojnosti, ki jih ima za-
posleni za dolocˇeno podrocˇje. Informacijski sistem tako vsebuje sˇtiri osnovne
sklope, ki se navezujejo na podrobnosti o osebnih podatkih zaposlenega, pre-
gled funkcijskih in vedenjskih kompetenc ter pregled dodeljenih odgovornosti
in pooblastil. Za lazˇji pregled in upravljanje z zaposlenimi, ponuja informa-
cijski sistem hierarhicˇni pogled na podrejene in nadrejene v organizaciji.
2.1 Kompetence
Kompetence so nacˇin ocenjevanja sposobnosti posameznika za dolocˇeno opra-
vilo. Dolocˇene so glede na stopnjo potrebnega oziroma zahtevanega znanja,
ucˇenja in strategij, ki so odvisne od izkusˇenj posameznika in se lahko stalno
spreminjajo. Za posameznika, ki dosezˇe zahtevana merila oziroma opravlja
dolocˇena opravila kakovostno, lahko recˇemo, da je kompetenten za dolocˇeno
opravilo. Pojem kompetenc je zelo sˇirok, zato so se oblikovali razlicˇni pri-
stopi za kategoriziranje kompetenc. V organizacijah najpogosteje zasledimo
kategorije vedenjskih ter funkcijskih kompetenc [13].
V organizacijah poteka obvladovanje kompetenc z ocenjevanjem glede na
pricˇakovane ter dosezˇene kompetence. Pricˇakovane kompetence so potrebne
z vidika uspesˇnega opravljanja dolocˇene naloge ali vloge v organizaciji in so
delovno specificˇne glede na vrsto in podrocˇje dela ter samo vlogo posame-
znika pri procesu izvajanja delovnih nalog. Dosezˇene kompetence definirajo
posameznikovo sposobnost opravljanja dolocˇene naloge ali vloge v organiza-
ciji. Posameznik za dolocˇene delovne naloge ni usposobljen, cˇe za njih ne
dosega pricˇakovanih kompetenc, ki so potrebne za opravljanje dela. V orga-
nizaciji se lahko glede na dosezˇene kompetence zaposlenega odlocˇijo skupaj
z zaposlenim, da slednjega dodatno izobrazijo in s tem dosezˇejo pricˇakovano
stopnjo kompetenc za opravljanje dolocˇenega dela [13].
Kompetence se med seboj prepletajo in navezujejo. Za uspesˇno opravlja-
nje dolocˇenih opravil je potrebno imeti dolocˇeno sˇtevilo med seboj povezanih
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kompetenc za uspesˇno opravljanje opravila. Tako lahko recˇemo, da skupek
med seboj navezujocˇih se kompetenc tvori kompetencˇni profil. Kompetencˇni
profil tako predstavlja skupek kompetenc, ki jih potrebuje posameznik za
uspesˇno opravljanje posameznih nalog in opravil oziroma vlog v organizaciji.
Prav tako z vidika posameznika opisuje kaksˇen skupek kompetenc zadeva
posameznika ter za kaksˇno pozicijo, vlogo, nalogo ali opravilo je posameznik
kompetenten [13].
Za ocenjevanje kompetentnosti posameznikov se je oblikovalo veliko sˇte-
vilo metod. Vsem je skupno, da so naravnane v smeri predstavitve realnega
stanja kompetentnosti posameznika in zˇelijo prispevati k aktivnemu razvoju
posameznika. Ena izmed najpogosteje uporabljenih metod je metoda 360 sto-
pinj, pri kateri ocenjevanje poteka iz razlicˇnih perspektiv, kot so perspektiva
nadrejenega in podrejenega ter osebni pogled na svoje delo. S takim pristo-
pom dosezˇemo objektivnost rezultatov ocenjevanja, saj se uposˇteva mnenja
vseh posameznikov iz razlicˇnih perspektiv enakovredno [17].
2.1.1 Vedenjske kompetence
Kategorija vedenjskih kompetenc opisuje predvsem tako imenovane mehke
vesˇcˇine posameznikov in se ne osredotocˇa na strokovno podrocˇje posame-
znika. Mehke vesˇcˇine zajemajo splosˇna znanja, ki lahko bistveno pripomorejo
h kakovostnemu opravljanju delovnih nalog. Vse te kompetence se oblikujejo
pri posamezniku tekom odrasˇcˇanja in so odvisne predvsem od druzˇbeno-
socialnega okolja, v katerem zˇivimo. Vse zˇivljenje se spreminjajo in jih lahko
razvijamo in izpopolnjujemo z raznimi tehnikami izobrazˇevanj ter trenin-
gov [13].
2.1.2 Funkcijske kompetence
Funkcijske kompetence definirajo predvsem posameznikove trde vesˇcˇine ozi-
roma strokovna znanja in spretnosti z njegovega podrocˇja. Te kompetence
se lahko pridobi z izobrazˇevanji ter usposabljanji. Dandanes pridobivanje
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funkcijskih kompetenc poteka pretezˇno v izobrazˇevalnih ustanovah, kjer po-
teka vrednotenje kompetenc z ocenami, spricˇevali, nazivi, licencami ipd. V
uspesˇnih organizacijah s pomocˇjo vodenja kompetenc za posameznika po-
skrbijo, da poteka neprestani razvoj in izobrazˇevanje posameznikov tako na
osebni kot strokovni ravni [13].
2.2 Odgovornosti in pooblastila
V organizacijah je pomemben del organizacije dela in poslovnih procesov
tudi vodenje odgovornosti in pooblastil. Zaposlene se zadolzˇi za dolocˇeno
podrocˇje ter dodeli pooblastila. Pojem odgovornosti opredeljuje predvsem
podrocˇje dela, za katerega je posameznik zadolzˇen. Za dolocˇeno podrocˇje se
v organizaciji definira pooblastila, ki opisujejo, kaj lahko posameznik pocˇne
v sklopu dodeljene odgovornosti. Vodenje evidence odgovornosti in poobla-
stil zaposlenih je pomembno predvsem s pravnega staliˇscˇa. V primerih, ko
prihaja do nesoglasij v organizaciji in se ugotavlja pristojnost posameznikov
za dolocˇeno podrocˇje, je to evidentirano v sistemu. Zagotovo so odgovornosti
in pooblastila v organizaciji povezana tudi s pogodbo o zaposlitvi ter viˇsino
placˇe posameznika glede na zahtevnost posamezne odgovornosti in podrocˇje
dela v organizaciji.
2.3 Organizacijska struktura
V organizacijah, kjer zaposlujejo vecˇje sˇtevilo zaposlencev, se pojavi potreba
po organizacijski strukturi, ki pripomore k lazˇji koordinaciji, nadzoru ter
upravljanju podjetja. Organizacijska struktura definira nacˇin delovanja pod-
jetja ter kaksˇne cilje zˇeli dosecˇi. Tako imamo strukture, ki so namenjene
dolocˇeni usmeritvi, kot sta na primer produktno usmerjena, kjer se oblikuje
struktura, ki je usmerjena v razvoj in trzˇenje produkta, in projektno usmer-
jena, kjer se oblikujejo projektne strukture in so naravnane za resˇevanje in
izdelavo projektov. Vsem je skupno, da so hierarhicˇno naravnane in se za-
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posleni obicˇajno locˇijo glede na pozicijo oziroma vlogo v organizaciji.
2.4 Pregled obstojecˇih resˇitev
Po pregledu podrocˇja je opaziti, da se na trgu srecˇujemo z velikim nabo-
rom resˇitev na podrocˇju upravljanja z zaposlenimi (angl. human resource
management, HRM), tako v Sloveniji, kot globalno. Podrobneje smo si ogle-
dali bolj globalne resˇitve, ki se specializirajo za dolocˇena podrocˇja znotraj
kadrovskega sektorja. Tako so nekatere resˇitve usmerjene za razvoj in iz-
obrazˇevanja kadrov ter nagrajevanje, druge k administraciji in stratesˇkim
kadrovskim odlocˇitvam ter analizi in ocenjevanju zaposlenih. V nadaljevanju





Gecko HRM (Slika 2.1) je sistem, razvit s strani podjetja Agilcon in sloni na
platformi Salesforce [27]. Omogocˇa nabor sˇtirih razlicˇnih modulov. Prvi je
namenjen kadrovski administraciji in ponuja funkcionalnosti za upravljanje
z zaposlenimi, kot so na primer metoda 360 stopinj in upravljanje z odso-
tnostmi, potnimi nalogi ter organizacijsko strukturo. Sledi sklop upravljanja
s talenti, ki omogocˇa upravljanje s postopki zaposlovanja, delovne uspesˇnosti,
izobrazˇevanja ter nagrajevanje. Tretji sklop je imenovan
”
Employee Hub“,
ki omogocˇa pregled podatkov zaposlenim tako v spletni kot tudi mobilni
aplikaciji. Zadnji sklop je namenjen HR analizam in izdelavi porocˇil [8].
Resˇitev Gecko HRM tako nudi celostno resˇitev za kadrovski sektor v pod-
jetjih. Ena od prednosti oziroma slabosti sistema je delovanje v oblaku. V
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podjetjih so informacije o zaposlenih zaupni podatki. Tako morajo v pod-
jetjih sprejeti odlocˇitev, ali zaupajo v hranjenje obcˇutljivih podatkov v zu-
nanjih sistemih, ki niso vecˇ znotraj podjetja, temvecˇ v varovanih shrambah
v oblaku, kjer vselej ni popolnega nadzora, kaj se dogaja z njimi. Zagotovo
oblacˇna storitev ponuja veliko zmogljivost sistema, lazˇje vzdrzˇevanje ter do-
stopnost ob vsakem trenutku in neprestano posodabljanje ter razvoj sistema.
Slika 2.1: Logotip sistema Gecko HRM [8].
2.4.2 eKaPla HRM
Sistem eKaPla HRM (Slika 2.2) je specializirana resˇitev za podrocˇje upravlja-
nja z zaposlenimi. Glavni cilj resˇitve sistema eKaPla je omogocˇanje obracˇuna
placˇ ter sistema nagrajevanja. Ponuja tudi dodatne sklope, kot sta na primer
sklop za upravljanje zaposlovanja in sklop za upravljanje z znanji ter izo-
brazˇevanji. Sistem je namenjen predvsem kadrovski in racˇunovodski sluzˇbi
in ne ponuja vmesnika za zaposlene. Razvit je z Java programskim jezikom
in ponuja spletni vmesnik. Sistem je mogocˇe namestiti v zasebnem oblaku v
organizaciji [5].
Ena od slabosti sistema eKaPla HRM je, da sloni na precej stari tehno-
logiji, ki jo je tezˇje vzdrzˇevati, nadaljnji razvoj pa je s tem pocˇasen oziroma
lahko tudi onemogocˇen, saj sistem ne omogocˇa fleksibilnosti, ki bi bila nujna
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za taksˇen razvoj. Prednost resˇitve je zagotovo v hranjenju podatkov, saj osta-
nejo shranjeni v zasebnem oblaku narocˇnika, kar sicer ne zagotavlja nujno
vecˇje varnosti, vendar omogocˇa nadzor in upravljanje z obcˇutljivimi podatki
znotraj organizacije.
Slika 2.2: Logotip sistema eKaPla HRM [5].
2.4.3 HRM 4.0
Sistem HRM 4.0 (Slika 2.3) nudi celostno podporo stratesˇki kadrovski funk-
ciji. Sestoji iz kar dvanajstih modulov, ki se dotikajo vseh delov upravlja-
nja s kadri v organizaciji. Tako omogocˇa ocenjevanje zaposlenih po metodi
360 stopinj, izracˇun letnega dopusta, matriko kompetenc in usposobljeno-
sti, sistem nagrajevanja, ciljno vodenje, sistem upravljanja z izobrazˇevanji,
program mentorstva, sistem za spodbujanje inovacij zaposlenih, info desko
in upravljanje organizacijske strukture. Vse skupaj je ponujeno kot resˇitev
za uporabo na vseh vrstah naprav, tako v obliki spletne resˇitve, kot tudi
mobilne aplikacije [10].
HRM 4.0 je sistem, ki obsega veliko sˇtevilo funkcionalnosti. Slabost sis-
tema je predvsem v potrebi po dodatnem izobrazˇevanju ciljnih uporabnikov,
ki bodo uporabljali sistem, saj z vsem naborom mozˇnih funkcij ne ponuja
enostavne in intuitivne uporabe, kar predstavlja problem za nevesˇcˇe upo-
rabnike. Tako je koncˇnemu uporabniku uporaba take resˇitve lahko v vecˇje
breme, namesto da bi sistem pripomogel k optimizaciji in pohitritvi poslov-
nih procesov. Uporaba takega sistema z velikim sˇtevilom funkcionalnosti
pa lahko predstavlja tudi prednost, saj organizacija ne potrebuje dodatnih
sistemov za preostale potrebe, saj ima vse na enem mestu.
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Slika 2.3: Logotip sistema HRM 4.0 [10].
Poglavje 3
Pregled orodij in tehnologij
Pri razvoju aplikacije so bila uporabljena razlicˇna orodja ter tehnologije, ki
so predstavljena s sledecˇih podpoglavjih.
3.1 Razvojna orodja
Sam razvoj aplikacije je potekal v naslednjih razvijalskih okoljih:
 Visual Studio in ReSharper;
 Visual Studio Code;




3.1.1 Visual Studio in ReSharper
Visual Studio je integrirano razvojno okolje (angl. integrated development
environment, IDE), namenjeno razvoju aplikacij. Razvito je bilo s strani kor-
poracije Microsoft. Kot razvojno okolje ponudi razvijalcu celo vrsto uporab-
nih funkcionalnosti, v osnovi pa se locˇuje od preostalih klasicˇnih urejevalnikov
programske kode, tako da v osnovi ponuja urejanje, razhrosˇcˇevanje, grajenje
(angl. build), prevajanje in objavo (angl. deploy&publish) programske kode.
Poleg osnovnih funkcionalnosti pa razvijalcu ponudi zelo dobro razvijalsko
izkusˇnjo z vidika pisanja programske kode, saj ima sˇtevilna orodja, kot so na
primer orodja za samodejno dokoncˇanje kode, analizo ter podajanje predlo-
gov za optimalno napisano programsko kodo, cˇisto obliko (angl. formatting)
programske kode in enostavno zamenjavo (angl. refactoring) programske
kode. Poleg orodij ima integrirane sˇe pripomocˇke za povezovanje z zuna-
njimi sistemi, kot so podatkovne baze, oblak Microsoft Azure in sistem za
vodenje sprememb programske kode. V novejˇsih izdajah je Visual Studio na
voljo za Windows ter Mac operacijski sistem [35].
Visual Studio omogocˇa integracijo razlicˇnih razsˇiritev v sam urejevalnik
programske kode. Eno izmed njih je tudi orodje ReSharper razvito s strani
podjetja JetBrains. Namenjeno je predvsem izboljˇsanju produktivnosti ter
odlicˇni uporabniˇski izkusˇnji razvijalcev. Ponuja nekaj kljucˇnih prednosti
pri urejanju programske kode, kot je analiza kakovosti programske kode ter
mozˇnost preoblikovanja v realnem cˇasu za razlicˇne programske jezike, samo-
dejno eliminacijo napak in varno spreminjanje programske kode v celotnem
projektu [25, 26].
3.1.2 Visual Studio Code
Programsko okolje Visual Studio Code je odprtokodni urejevalnik programske
kode, razvit s strani korporacije Microsoft. Za razliko od Visual Studio IDE
je namenjen predvsem hitri vzpostavitvi razvojnega okolja za razhrosˇcˇevanje,
poganjanje in verzioniranje programske kode. Prilagojen je za uporabo na
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raznih platformah in ima zelo majhno namestitveno velikost. Ker je Visual
Studio Code odprtokodno programsko okolje, omogocˇa veliko prilagodljivost
po meri, kar je spodbudilo razne razvijalce, da razvijajo razsˇiritve in integra-
cije s programom [34].
3.1.3 SQL Server Management Studio (SSMS)
SQL Server Managment Studio je sistem za upravljanje in obvladovanje Mi-
crosoft SQL Server infrastrukture. Namenjen je dostopu, konfiguriranju,
upravljanju in administriranju komponent za Microsoft SQL Server, Azure
SQL podatkovno bazo in Microsoft SQL podatkovna skladiˇscˇa. Ponuja sku-
pek vizualnih orodij in urejevalnikov skript za obvladovanje Microsoft SQL
Server podatkovnega strezˇnika na vseh nivojih [29].
3.1.4 Git
Git je distribuiran sistem za upravljanje razlicˇic izvorne kode. Razvit je
bil s strani Linusa Torvaldsa in je odprtokodno programsko orodje. Deluje
na razlicˇnih platformah in je vkljucˇen kot razsˇiritev v razlicˇnih razvojnih
okoljih. Omogocˇa upravljanje razlicˇic izvorne kode in pregled zgodovine na
enem mestu. Poleg osnovne funkcionalnosti je zasnovan zelo fleksibilno in
ponuja visoko zmogljivost ter varnost sistema [9].
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3.2 Tehnologije na strani odjemalca
Pri razvoju danasˇnjih uporabniˇskih vmesnikov in spletnih aplikacij imamo
na voljo sˇirok spekter tehnologij. Vse bolj priljubljene postajajo tako ime-
novane enostranske aplikacije (angl. Single-page application, SPA), ki zˇelijo
uporabniku ponuditi neprekinjeno uporabniˇsko izkusˇnjo in hitrejˇse prehode
pri navigaciji po spletiˇscˇu. Nalaganje aplikacije poteka dinamicˇno, tako da se
pri navigaciji po spletiˇscˇu v ozadju nalozˇijo posamezni bloki, ki so potrebni
za prikaz nove podstrani. Tako ni potrebno celotno osvezˇevanje in nalaganje
pri navigaciji po spletiˇscˇu, ampak samo ob prvem dostopu na spletiˇscˇe.
V aplikaciji v sklopu diplomske naloge so bile uporabljene sledecˇe tehno-
logije za razvoj na strani odjemalca:




3.2.1 Angular in Typescript
V diplomski nalogi smo za razvoj aplikacije uporabili ogrodje Angular, ki
je razvito s strani korporacije Google in je namenjeno razvoju enostran-
skih aplikacij. Ogrodje uporablja za razvoj odprtokodni programski jezik
Typescript. Typescript je jezik, razvit s strani korporacije Microsoft. Po-
nuja boljˇso razvijalsko izkusˇnjo pri pisanju programske kode in pripomore k
lazˇjemu in hitrejˇsemu razhrosˇcˇevanju in uporabi sodobnih tehnik programi-
ranja, kot je to pri jeziku Javascript. Typescript omogocˇa uporabo naprednih
gradnikov, ki jih ponujajo novejˇse verzije Javascripta, kot je uporaba razre-
dov (angl. Class), vmesnikov (angl. Interface), modulov (angl. Module),
omogocˇa tipiziranje spremenljivk ter vecˇino funkcionalnosti, ki jih poznamo
iz bolj objektno orientiranih programskih jezikov, kot je Java, C#, Python.
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Ob poganjanju aplikacij, napisanih v Typescriptu, razvojno okolje poskrbi,
da se programska koda prevede v navadni Javascript, ki je zdruzˇljiv z vecˇino
sodobnih brskalnikov [31].
Primer Typescript programske kode je prikazan na sliki 3.1. Vidimo
lahko, da je koda podobna Javascript kodi, s to razliko, da imajo lahko
funkcije in spremenljivke tudi tipe, poleg tega pa vidimo, da v tej kodi upo-
rabljamo tudi izvazˇanje raznih programskih konstruktov.
Slika 3.1: Primer Typescript programske kode.
Ogrodje Angular za svoje delovanje potrebuje razlicˇne knjizˇnice. Nekatere
so obvezne za delovanje sistema, preostale lahko po potrebi vkljucˇi razvijalec,
glede na to, ali jih potrebuje v aplikaciji. V Angular aplikacijah so osnovni
gradniki komponente (angl. Components), storitve (angl. Services) in mo-
duli (angl. Modules). Komponente so namenjene komunikaciji uporabnika z
graficˇnim vmesnikom, ki je definiran v HTML datoteki. Komponente lahko
pridobijo podatke iz zunanjih virov preko storitev ali pa jih ustvarijo same.
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Storitve so namenjene predvsem pridobivanju podatkov iz zunanjih zalednih
sistemov, kot so API storitve. Moduli so uporabljeni za inicializacijo kom-
ponent in ostalih gradnikov ter usmerjanju med komponentami v Angular
aplikaciji. Osnovni potek komunikacije med gradniki je prikazan na sliki 3.2.
Slika 3.2: Osnovna komunikacija Angular gradnikov [3].
Gradnike je mogocˇe generirati s pomocˇjo knjizˇnice Angular CLI, ki s
pomocˇjo ukazov v ukazni vrstici pripravi datoteke po predpripravljenih pre-
dlogah. Tako je predloga komponent sestavljena iz sˇtirih osnovnih datotek,
HTML datoteke, stilskih predlog, Typescript datoteke, kjer definiramo lo-
giko komponente, ter datoteke za testiranje komponente, kot je prikazano na
sliki 3.3.
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Slika 3.3: Osnovne datoteke Angular komponente.
3.2.2 HTML
HTML (angl. Hyper Text Markup Language) je oznacˇevalni jezik, name-
njen izdelavi strukture in postavitvi spletnih graficˇnih vmesnikov. Elementi
HTML so sestavljeni iz znacˇk, ki so definirane z oznakami manjˇse (<) in
vecˇje (>). V diplomski nalogi je uporabljena HTML verzija pet, imenovana
tudi HTML 5. HTML 5 prinasˇa razsˇirjen nabor znacˇk za uporabo, kot so
znacˇke za vkljucˇevanje avdio in video vsebin ter podpora za mobilne naprave
in animacije na slikarskih povrsˇinah [11].
3.2.3 SCSS
Sass (angl. Syntactically Awesome Style Sheets) kaskadne stilske predloge
so nastale zaradi potreb, ko se je CSS zacˇel kopicˇiti v velike kolicˇine pona-
vljajocˇe se kode, ki postane zelo kompleksna in tezˇka za vzdrzˇevanje. Sass
ponudi uporabo funkcij, ki v obicˇajnih stilskih predlogah ne obstajajo, kot
so spremenljivke, gnezdenje, deklaracije za ponovno uporabo, racˇunske ope-
racije, zanke, dedovanje in razsˇiritve. Sass predprocesira napisane predloge
in jih prevede v osnovni CSS, ki ga je nato mogocˇe vkljucˇiti v HTML dato-
teke. Sass je definiran z dvema vrstama sintaks. Osnovna Sass sintaksa za
definicijo oblikovanja elementov uporablja kodne zamike v obliki presledkov.
Novejˇsa SCSS sintaksa pa za definicijo elementa uporablja zavite oklepaje.
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Primer sintaks je prikazan na sliki 3.4, kjer lahko vidimo tudi, kaksˇen je
prevod v CSS [28].
Slika 3.4: Primer sintaks skriptnega jezika Sass, SCSS ter prevod v CSS.
3.2.4 Bootstrap
Bootstrap [2] je odprtokodno ogrodje za izdelavo spletnih graficˇnih upo-
rabniˇskih vmesnikov. Osnovna ideja ogrodja Bootstrap je enostavna in-
tegracija in konsistentno graficˇno oblikovanja celotne aplikacije. Omogocˇa
zdruzˇljivost z vecˇino sodobnih brskalnikov in sloni na pristopu naprej mo-
bilno (angl. mobile-first), kar omogocˇa ucˇinkovito prilagodljivost za razlicˇne
vrste naprav, kot so mobilni telefoni, tablice, racˇunalniki. Zdruzˇuje zbirko
predpripravljenih stilskih predlog in graficˇnih gradnikov, ki omogocˇajo hitro
postavitev vsˇecˇnega in uporabnega graficˇnega uporabniˇskega vmesnika.
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3.3 Tehnologije na strani zalednih sistemov
Na strani zalednih sistemov so bile uporabljene sledecˇe tehnologije:
 .NET Core;
 Microsoft SQL Server.
3.3.1 .NET Core
.NET Core je ogrodje, ki je namenjeno razvoju aplikacij. Razvito je bilo
s strani korporacije Microsoft. .NET Core je podmnozˇica platforme .NET
Standard, ki je brezplacˇna, odprtokodna programska platforma, namenjena
razvoju na vseh platformah (angl. cross–platform). Platforma .NET Stan-
dard povezuje tri implementacije, in sicer .NET Framework, .NET Core
in Xamarin, kot je prikazano na sliki 3.5. Vsaka implementacija pokriva
dolocˇeno podrocˇje. Razvoj v .NET Standard omogocˇa nabor skupnih knjizˇnic
iz vseh implementacij, kar omogocˇa razvoj vseh vrst aplikacij, kot so spletne,
mobilne in namizne aplikacije, racˇunalniˇske igre in razvoj na podrocˇju inter-
neta stvari (angl. Internet of Things, IoT) [22]. Pisanje programske kode
je mogocˇe v treh razlicˇnih programskih jezikih: C#, ki je enostaven, sodo-
ben, objektno orientiran in staticˇno tipiziran (angl. type–save) programski
jezik; F#, ki je odprtokodni, funkcijsko usmerjen programski jezik, ki ponuja
opcijo uporabe objektno usmerjenega pristopa; in Visual Basic, ki je dogod-
kovno zasnovan, objektno orientiran ter staticˇno tipiziran in ima enostavno
sintakso. .NET Core je razvit predvsem za poganjanje spletnih in namiznih
aplikacij, strezˇnikov ter konzolnih aplikacij. Deluje na najbolj razsˇirjenih
platformah, kot so Linux, Windows in macOS [21].
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Slika 3.5: .NET ekosistem [23].
3.3.2 Microsoft SQL Server
Microsoft SQL Server je relacijski sistem za upravljanje s podatkovno bazo
(angl. relational database management system, RDBMS), razvit s strani kor-
poracije Microsoft, in je eden izmed najbolj razsˇirjenih sistemov podatkovnih
baz. Omogocˇa hranjenje velike kolicˇine podatkov na porazdeljeni arhitekturi
ter hiter dostop do podatkov in razna orodja, ki pripomorejo h kakovostni
storitvi. SQL Server razsˇirja standarden programski jezik SQL za interakcijo
s podatkovno bazo, s tako imenovanim Transact-SQL oziroma krajˇse T-SQL,
ki ima nabor lastnih programskih konstruktov. Deluje na platformi Windows
ter od verzije 2017 naprej tudi na platformi Linux [19].
Zgrajen je iz dveh glavnih komponent, in sicer iz pogona podatkovne baze
(angl. Database engine) in SQLOS (Slika 3.6). Pogon podatkovne baze se-
stoji iz relacijskega pogona (angl. Relational engine), ki procesira in poganja
poizvedbe, ter pogona za hranjenje (angl. Storage engine), ki upravlja s sa-
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mim nacˇinom hranjenja podatkov na disku, kot so datoteke, strani, indeksi,
transakcije ipd. Pogon podatkovne baze je prav tako odgovoren za poganja-
nje shranjenih procedur (angl. stored procedures), pogledov (angl. views)
in prozˇilcev (angl. triggers). Pod pogonom podatkovne baze deluje SQLOS
ali SQL Server operacijski sistem (angl. SQL Server operating system), ki
omogocˇa dostop do raznih storitev operacijskega sistema, kot so pomnilnik
in vhodno/izhodne operacije, ter vkljucˇuje storitve za upravljanje z izjemami
ter sinhronizacijo [18, 19].
Slika 3.6: Arhitektura Microsoft SQL Server [19].
SQL Server med drugim ponuja odlicˇne varnostne mehanizme, kot je
vedno sˇifriranje (angl. always encryption), ki omogocˇa urejanje sˇifriranih
podatkov brez predhodnega desˇifriranja, varnost na nivoju vrstic (angl. row
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level security, RLS), ki omogocˇa kontrolo dostopa do podatkov na nivoju





Pri razvoju aplikacije smo uporabili razlicˇne pristope. V sledecˇih podpoglav-
jih bo predstavljeno nacˇrtovanje, organizacija dela, arhitektura aplikacije,
primeri uporabe ter kljucˇni pristopi, ki so pripomogli pri resˇevanju problema.
Eden glavnih pristopov k resˇevanju problema je bila uporaba metodologije
vodenja Kanban, s katero smo organizirali proces razvoja resˇitve. Pri razvoju
same aplikacije smo uporabili pristope, kot je koda najprej (angl. code-first),
zahtevkovno vodena (angl. claim-based) avtorizacija, tokenizirana (angl.




4.1 Nacˇrtovanje in organizacija dela
Za nacˇrtovanje in organizacijo dela smo pri razvoju aplikacije uporabili me-
todologijo Kanban. Kanban je agilna metodologija za vodenje razvoja pro-
gramske opreme. Namenjena je fleksibilnemu planiranju delovnih nalog, hi-
trejˇsim rezultatom, jasnejˇsi osredotocˇenosti in preglednosti razvojnega cikla.
Za uporabo metodologije potrebujemo Kanban deske, ki nam vizualizirajo
razvojni proces. Kanban deske so sestavljene iz dveh kljucˇnih gradnikov, in
sicer:
 stolpcev, ki definirajo dolocˇene aktivnosti v delovnem procesu in
 kartic, ki predstavljajo uporabniˇske zgodbe in delovne naloge v agilnem
procesu razvoja programske opreme.
Razvoj sistema poteka tako, da se kartice premikajo iz zacˇetnih stolp-
cev do koncˇnih, kjer se koncˇa proces razvoja. Skupek koncˇanih kartic v
dolocˇenem cˇasovnem obdobju in s tem razvitih funkcionalnosti tvori razvojni
cikel. Pomemben del metodologije Kanban je tudi merjenje ucˇinkovitosti
in hitrosti razvoja funkcionalnosti skozi eno iteracijo. Kanban metodologija
stremi k neprestanemu izboljˇsevanju ucˇinkovitosti in uspesˇnosti ekipe v vsaki
iteraciji dela [14].
Kanban deske so lahko v razlicˇnih oblikah: tako fizicˇne, v obliki tabel
in lepljivih listicˇev, kot tudi v digitalni obliki, ki omogocˇa lazˇje in hitrejˇse
sodelovanje. V diplomski nalogi smo uporabili digitalno desko, ki jo ponuja
sistem Trello. Na sliki 4.1 so prikazani stolpci in kartice, ki smo jih uporabljali
v procesu razvoja aplikacije. Stolpce smo razdelili na sˇest razlicˇnih aktivnosti
v procesu razvoja, in sicer na:

”
Backlog“, kjer so kartice, za katere poteka sˇe zbiranje zahtev uporab-




To Do“, kjer imamo kartice, ki so bile potrjene s strani koncˇnih upo-




In progress“, kjer so kartice, ki jih razvijalci trenutno implementirajo;

”
Testing“, ki sluzˇi testiranju razvitih funkcionalnosti s strani koncˇnih
uporabnikov ter razvijalcev sistema;
 stolpec
”
Ready for release“, kjer imamo kartice, ki so pripravljene za
postavitev in zagon aplikacije na strezˇniku in
 stolpec
”
Done“, ki sluzˇi pregledu nad koncˇanimi oziroma razvitimi
funkcionalnostmi aplikacije.
Slika 4.1: Trello Kanban deska.
Stolpci so dolocˇeni glede na potrebe in kompleksnost razvojnega procesa
razvojne ekipe, vendar imamo vselej tri osnovna stanja, ki so del vsakega ra-







Kartice se tako pomikajo od zacˇetnega stanja, kjer pride do predlogov za
nove funkcionalnosti v sistemu, ter do koncˇnega stanja, kjer se implemen-
tacija funkcionalnosti zakljucˇi. Kanban predvideva tudi omejevanje sˇtevila
kartic v procesu izdelave, kar pripomore k vecˇji osredotocˇenosti pri delu in
vecˇji ucˇinkovitosti ter kakovosti izdelave samega produkta [15]. Kartice so
sestavljene iz opisov z razlicˇnih perspektiv. Prva je perspektiva koncˇnega
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uporabnika, ki predstavlja uporabniˇsko zgodbo, katera opisuje uporabnikove
zˇelje, potrebe in zahteve ter pogled na sistem. Te kartice so vodilo za nadalj-
nje korake razvojnega procesa. Druga pa je perspektiva razvijalcev sistema,
ki podajo strokovno mnenje ter specifikacijo tehnicˇnih zahtev za implementa-
cijo funkcionalnosti sistema. Pomemben del Kanban kartic so tudi vizualne
oznake, ki so lahko v obliki barv ali napisov. Te oznake lahko pomenijo pri-
oriteto izdelave dolocˇene kartice, kot na primer rdecˇa barva pomeni visoko
prioriteto in zelena nizko. Oznaka predstavlja del aplikacije oziroma sˇirsˇi





Na primeru na sliki 4.2 lahko vidimo, kako je kartica oblikovana. Vsaka
kartica ima naslov, iz katerega je mozˇno razbrati, o cˇem ta govori. Nato vi-
dimo oznake ter opis kartice, kjer imamo uporabniˇsko zgodbo ter specifikacijo
funkcionalnosti.
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Slika 4.2: Primer Kanban kartice.
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4.2 Arhitektura sistema
Pri razvoju aplikacije smo se odlocˇili, da postavimo sistem v obliki REST
API vmesnika, ki nudi storitev odjemalcem. Na sliki 4.3 lahko vidimo, kako
je postavljena arhitektura. Sloni na podatkovni bazi, ki jo poganja Microsoft
SQL Server, REST API spletni storitvi, ki jo poganja ogrodje .NET Core, ki
komunicira s podatkovno bazo ter se povezuje tudi na zunanja sistema Sˇpica
Time&Space in aktivni imenik, in stran odjemalca, ki je implementirana z
ogrodjem Angular.
Slika 4.3: Osnovna arhitektura sistema.
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4.2.1 Podatkovni model
Razvoja podatkovnega modela smo se lotili po pristopu koda najprej (angl.
code-first) [37]. Pristop koda najprej sloni na strukturi domensko vodene
oblike (angl. Domain-Driven Design, DDD) [1]. Zagotavlja nam organizacijo
poslovne logike in podatkovnega modela na enem mestu, kar omogocˇa lazˇjo
prenosljivost celotne aplikacije. Pristop koda najprej je sestavljen iz domen-
skih razredov, ki definirajo entitetne tipe v podatkovni bazi in so uporabljeni
v poslovni logiki. Za prenos definiranih entitetnih tipov v podatkovno bazo je
potrebno preslikati in generirati programsko kodo v SQL skripte, imenovane
migracije. Postopek preslikav in migracij se izvede avtomatizirano s pomocˇjo
ogrodij za objektno-relacijsko preslikavo (angl. Object-relational mapping,
ORM) [36]. Prednosti uporabe objektno-relacijskih preslikovalnih ogrodij
so, da omogocˇajo pisanje SQL stavkov v programskem jeziku, ki ga upora-
bljamo za razvoj aplikacije, prav tako postanemo neodvisni od uporabljenega
sistema za upravljanje s podatkovno bazo, saj omogocˇajo preslikovanje med
razlicˇnimi implementacijami SQL jezika. Slabosti uporabe ogrodij ORM so
na primer lahko manj optimizirane poizvedbe, potrebna zacˇetna konfiguracija
sistema in dodatno ucˇenje uporabe ogrodja [36].
Pri razvoju aplikacije po pristopu koda najprej, smo v aplikaciji upora-
bili ORM ogrodje za preslikovanje in dostop do podatkovne baze, imenovano
”
Entity Framework Core“ [6], skupaj z integrirano knjizˇnico LINQ (angl.
Language-Integrated Query, LINQ) [16] za poizvedovanje v programskem
jeziku C#. Na primeru na sliki 4.4 lahko vidimo, kako je videti domenski ra-
zred za entitetni tip podjetja. Domenski razred podjetja se nato uporabi pri
konfiguraciji entitetnega tipa podjetja, prikazanega na sliki 4.5, kjer lahko vi-
dimo, da lahko dolocˇimo parametre in omejitve domenskim spremenljivkam,
ki se nato uporabijo pri preslikovanju v SQL stavke.
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Slika 4.4: Primer domenskega razreda.
Slika 4.5: Primer konfiguracije entitetnega tipa.
Za ohranjanje enostavnosti in preglednosti aplikacije smo strukturirali do-
menske razrede in samo definicijo entitetnih tipov, migracij in osnovnih poi-
zvedb nad podatkovno bazo. Definirali smo jih v dveh razlicˇnih knjizˇnicah,
prikazanih na sliki 4.6, in sicer:

”
PersonalFolder.Domain“, kjer so glede na ime domenskega razreda
ustvarjene podmape z imeni pripadajocˇih domenskih razredov in pri-




PersonalFolder.Infrastructure“, kjer so definirane konfiguracije entite-
tnih tipov, ki so nato zdruzˇeni v skupnem razredu
”
PersonalFolderCon-
text“, in postavljena infrastruktura za migriranje podatkovne baze ter
izvajanje osnovnih SQL operacij nad podatkovno bazo.
Slika 4.6: Struktura map za upravljanje s podatkovno bazo po pristopu koda
najprej.
Podatkovni model je tako sestavljen iz 30 enititetnih tipov. Na sliki 4.7
lahko vidimo entitetno-relacijski model (angl. entity-relationship model, ER
model), kjer lahko opazimo osrednji entitetni tip zaposlenega, iz katerega
izhajajo preostali entitetni tipi. Opazimo tudi entitetni tip
”
EFMigration-
sHistory“, ki je generiran s strani ORM ogrodja za upravljanje z migracijami
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podatkovnega modela.
Slika 4.7: ER model podatkovne baze.
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4.2.2 API
Aplikacijski vmesnik smo zasnovali na REST arhitekturi. REST (angl. Re-
presentational state transfer, REST) arhitektura sloni na uporabi protokola
HTTP, kjer v obliki zahtevkov z uporabo metod GET, POST, PUT, DE-
LETE in naslovov URI (angl. Uniform Resource Identifiers, URI) dostopamo
do resursov in z njimi upravljamo. Pri razvoju REST spletne storitve smo
sledili sˇestim nacˇelom razvoja, ki omogocˇa razvoj tako imenovane RESTful
spletne storitve. Sˇest nacˇel REST arhitekture [38]:
 odjemalec–strezˇnik (angl. client–server), ki predvideva odjemalca locˇe-
nega od strezˇnika;
 brez stanja (angl. stateless), ki predvideva, da vsak zahtevek odjemalca
na strezˇnik vsebuje vse potrebne informacije za razumevanje zahtevka;
 shranjevanje odgovorov (angl. cacheable), ki predvideva definiranje
podatkov v glavi odgovora, ki sporocˇijo, ali je odgovor predpomnjen ali
ni predpomnjen;
 sistem v slojih (angl. layered system) predvideva, da ni mozˇno prepo-
znati, ali so zahteve poslane na koncˇni strezˇnik;
 koda na zahtevo (angl. code on demand) predvideva, da se omogocˇi
odjemalcu prilagoditev funkcionalnosti;
 uniformni vmesniki (angl. uniform interface), ki narekujejo locˇevanje
razvoja posameznih komponent.
Pri razvoju API vmesnika smo vzpostavili strukturo, prikazano na sliki 4.8,
kjer lahko vidimo tri sklope:
 osnovno konfiguracijo sistema v
”
PersonalFolder.API“, kjer imamo kon-
trolerje aplikacije, v katerih so definirane koncˇne tocˇke (angl. end–
points) vmesnika API;
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 poslovno logiko aplikacije v
”
PersonalFolder.Application“ in
 avtorizacijsko logiko aplikacije v
”
PersonalFolder.Authorization“.
Slika 4.8: Struktura API vmesnika.
Razvoj poslovne logike smo implementirali v obliki storitev, ki nudijo
funkcionalnosti za dolocˇen sklop aplikacije, kot je na primer sklop funkcij-
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skih kompetenc. Storitev nato uporabimo s pristopom injiciranja odvisnosti
(angl. dependency injection, DI), ki omogocˇa, da v konstruktorju razredov
vkljucˇimo vmesnike storitev (Slika 4.9), kjer so definirani podpisi metod, ka-
tere so dostopne za uporabo. Za pravilno delovanje injiciranja odvisnosti,
je potrebno registrirati storitve ob zagonu aplikacije. Pri registraciji storitev
dolocˇimo zˇivljenjski cikel storitve, ki je odvisen od namena uporabe storitve
v aplikaciji. Ogrodje .NET Core podpira tri zˇivljenjske cikle storitev:
 prehodni (angl. transient), ki predvideva, da ob vsaki zahtevi ustvarimo
novo instanco storitve in je najbolj uporaben za storitve, ki so enostavne
in so brez stanja;
 obsegajocˇ (angl. scoped), ki predvideva, da se instanca storitve kreira
enkrat na vzpostavljeno povezavo in se unicˇi ob prekinitvi povezave ali
po izteku maksimalno dovoljenega cˇasa;
 edinec (angl. singleton) nudi enotno instanco storitve za vse zahtevke
v aplikaciji in se kreira ob prvem zahtevku ter unicˇi ob zaustavitvi
sistema [4].
Slika 4.9: Primer injiciranja storitve v konstruktorju kontrolerja.
Pri razvoju smo zˇeleli optimizirati procesiranje zahtevkov na strezˇniku
in s tem izboljˇsati odzivnost sistema. Uporabili smo pristop zahtevkovno
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asinhronega programskega modela (angl. Task asynchronous programming
model, TAP). Asinhrono programiranje deluje na principu vecˇnitenja, kar
v nasprotju s sinhronim programiranjem omogocˇa porazdelitev blokirajocˇih
zahtevkov v vecˇ procesorskih niti, kar sprosti glavno nit za nadaljnje zah-





await“, ki omogocˇata uporabo asinhronih
operacij.
Slika 4.10: Primer asinhronega programiranja.
V aplikaciji smo implementirali avtentikacijo in avtorizacijo. Tako smo za-
snovali avtentikacijo in avtorizacijo, ki sloni na uporabi zˇetonov (angl. token-
based). Natancˇneje, v aplikaciji uporabljamo JWT (angl. JSON Web Token,
JWT) zˇetone. Zˇetoni so zasnovani tako, da vsebujejo vse potrebne podatke
v obliki JSON objektov. Generirani so na strani strezˇnika s pomocˇjo skri-
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tih kljucˇev, na primer z algoritmom HMAC, ali javno-zasebnimi kljucˇi, z
algoritmi RSA ali ECDSA. JWT zˇetone je potrebno posˇiljati ob vsakem zah-
tevku, za katerega je potrebna avtentikacija in avtorizacija, in sicer v glavi
zahtevka. Prejete zahtevke strezˇnik nato preveri in potrdi za nadaljnje akcije,
cˇe prejeti zahtevek vsebuje veljaven JWT zˇeton. JWT zˇetoni so sestavljeni
iz treh delov [12, 30]:
 glave (angl. header), ki po navadi sestoji iz dveh delov, in sicer vrste
zˇetona in vrste algoritma za podpisovanje;
 vsebine (angl. payload), kjer lahko razvijalci zapiˇsejo pare zahtevkov
(angl. claims), ki lahko predstavljajo na primer uporabnikov identifi-
kator ali zakodirano informacijo o avtorizacijskih pravicah v aplikaciji
in
 podpisa (angl. signature), kjer na strezˇniku s kodirano glavo, kodirano
vsebino in s skritim kljucˇem podpiˇsemo zˇeton; tako zagotovimo, da se
med uporabo zˇeton ne spreminja.
Vse dele zˇetona zakodiramo z Base64 kodirnim algoritmom in jih zdruzˇi-
mo v niz, locˇen s pikami, kot je prikazano na sliki 4.11. V sodobnih vmesnikih
API so zˇetoni pogosto uporabljen pristop za avtentikacijo in avtorizacijo
aplikacij, saj so enostavni za implementacijo, majhni in primerni za uporabo
skupaj s protokolom HTTP in API vmesniki [12].
Slika 4.11: Primer JWT zˇetona [12].
Pri razvoju vmesnika API smo uporabili programski paket
”
Swagger“, ki
nam omogocˇa generiranje dokumentacije koncˇnih tocˇk iz programske kode.
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Na sliki 4.12 vidimo generirano dokumentacijo, ki jo Swagger generira iz
kontrolerjev ter anotacij v vmesniku API.
Slika 4.12: Primer generirane dokumentacije s programskim paketom Swa-
gger.
4.2.3 Odjemalec
Na strani odjemalca smo razvili spletno aplikacijo v ogrodju Angular. Na
sliki 4.13, vidimo, da smo Angular aplikacijo strukturirali v funkcijske mo-
dule (angl. feature modules). Pristop predvideva tri osnovne module, in
sicer
”
app“ modul, ki je vstopna tocˇka v aplikacijo,
”
core“ modul, kjer so
implementirane funkcije, ki so pomembne za samo delovanje aplikacije, in
”
shared“ modul, kjer so implementirane funkcije, ki so nato uporabljene v
preostalih sklopih aplikacije. Poleg osnovnih modulov smo ustvarili za vsak
glavni sklop aplikacije funkcijski modul, ki vsebuje komponente, storitve, po-
datkovne modele in modul za usmerjanje za pripadajocˇi sklop v aplikaciji,





Slika 4.13: Struktura Angular aplikacije.
Pri razvoju graficˇnega uporabniˇskega vmesnika smo uporabili ogrodje Bo-
otstrap, ki nam omogocˇa ohranjanje zdruzˇljivosti in prilagodljivosti aplikacije
z razlicˇnimi brskalniki na razlicˇnih napravah.
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4.3 Zunanji sistemi
Pri razvoju aplikacije smo za avtentikacijo oziroma prijavo v aplikacijo in
pridobivanje podatkov o delovnem saldu in letnem dopustu zaposlenih upo-
rabili zunanje sisteme. Za vzpostavitev povezave z zunanjimi sistemi smo
potrebovali parametre, kot je URL (angl. Uniform Resource Locator, URL)
naslov ter skriti kljucˇ, ki omogocˇa dostop do sistema.
4.3.1 Sˇpica Time&Space
Sistem Sˇpica Time&Space je razvilo slovensko podjetje Sˇpica International,
ki se ukvarja z razvojem aplikacij na podrocˇju upravljanja z delovnim cˇasom,
kontrolo dostopa in upravljanjem oskrbovalne verige. Sistem Time&Space
nudi dve glavni funkcionalnosti, in sicer upravljanje s kontrolo dostopa v
podjetjih in registracijo ter evidenco delovnega cˇasa zaposlenih v podjetju.
Natancˇna evidenca delovnega cˇasa je temelj za celovito planiranje in upra-
vljanje delovnega cˇasa ter odsotnosti zaposlenih in obracˇuna placˇ. Kontrola
dostopa omogocˇa dostop do delovnih okolij in prostorov samo osebam, ki so
za to pooblasˇcˇene [20, 24]. Sistem Time&Space je zasnovan v obliki vme-
snika API. Dostop do podatkov omogocˇa tudi zunanjim sistemov, katerim se
dodeli dostop in generira skriti kljucˇ za dostop do sistema.
V diplomski nalogi smo s pomocˇjo dokumentacije in vmesnika API sis-
tema Time&Space pridobili podatke o dnevnem in mesecˇnem delovnem saldu
zaposlenega ter podatke o kolicˇini letnega dopusta iz tekocˇega in preteklega
leta.
4.3.2 Aktivni imenik
Aktivni imenik (angl. Active Directory, AD) je imeniˇska storitev, ki omogocˇa
avtentikacijo, upravljanje s pravicami, skupinami ter uporabniki in je razvit
s strani korporacije Microsoft. Za komunikacijo podpira uporabo protokolov
Kerberos in LDAP (angl. Lightweight Directory Access Protocol, LDAP),
ki omogocˇata komunikacijo preostalih zunanjih sistemov s strezˇnikom ak-
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tivnega imenika. Aktivni imenik omogocˇa tako imenovano enkratno prijavo
(angl. Single sign-on, SSO), ki omogocˇa, da za razlicˇne zunanje storitve upo-
rabljajo enoten vir za avtentikacijo. Sam protokol LDAP ponuja dve vrsti
avtentikacije – enostavno in SASL (angl. Simple Authentication and Security
Layer, SASL). Enostavna avtentikacija ponuja tri mehanizme za avtentika-
cijo v sistemu, in sicer anonimno, ne-avtenticirano prijavo ter avtentikacijo
z imenom in geslom. SASL avtentikacija se uporablja za posredovanje av-
tentikacijskih zahtev drugim sistemov, kot je Kerberos, ki so bolj varni za
avtentikacijo. Sam protokol LDAP privzeto posˇilja sporocˇila v obliki nava-
dnih sporocˇil (angl. plain text). Za vzpostavitev varne povezave potrebujemo
LDAPS, ki vkljucˇuje protokol SSL (angl. Secure Sockets Layer, SSL) ali TLS
(angl. Transport Layer Security, TLS) za sˇifriranje povezave [33].
V diplomski nalogi smo uporabili enkratno prijavo v aktivni imenik z
enostavno LDAP avtentikacijo z mehanizmom, ki uporablja ime in geslo.
Na podlagi uspesˇne avtentikacije in odziva strezˇnika aktivnega imenika se




V sledecˇih podpoglavjih je podrobneje predstavljena sama aplikacija in njene
funkcionalnosti. Aplikacija je razdeljena na sˇtiri osnovne sklope, in sicer po-
datke o zaposlenem, funkcijske kompetence, vedenjske kompetence ter odgo-
vornosti in pooblastila. Dodatno pa imamo tudi peti sklop, ki se navezuje
na upravljanje z aplikacijo.
Za dostop do aplikacije se morajo uporabniki najprej prijaviti v sistem z
uporabniˇskim imenom in geslom (Slika 5.1).
Slika 5.1: Prijavna stran aplikacije.
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5.1 Podatki o zaposlenem
Ob prijavi v sistem se uporabniku odpre pregled podatkov o zaposlenemu,
kot je primer na sliki 5.2. Najprej opazimo, da je aplikacija sestavljena iz
osrednjega dela, kjer se vsebina spreminja, ter stranskega in vrhnjega menija.
Na sliki 5.2 vidimo, da stranski meni sestavlja seznam podrejenih za-
poslenih in seznam zaposlenih, za katere je prijavljeni uporabnik zadolzˇen,
ter nastavitve, kjer lahko uporabnik z administratorskimi pravicami upra-
vlja z aplikacijo. Uporabnik lahko z izbiro zaposlenega v stranskem meniju
upravlja s prikazano vsebino v osrednjem delu aplikacije. V vrhnjem meniju
lahko vidimo iz leve proti desni gumb za skrivanje in prikazovanje stranskega
menija, naziv aplikacije, povezave na podstrani, prijavljenega uporabnika
ter gumb za odjavo iz aplikacije. V osrednjem delu imamo v prvem sklopu
osebne podatke in fotografijo zaposlenega ter podatke, vezane na vlogo v
organizaciji. Na desni strani vidimo sklop, ki se navezuje na delovni saldo in
odmero letnega dopusta. Delovni saldo se razdeli na dnevni, ki nam pove,
koliko ur moramo za trenutni dan sˇe oddelati oziroma za koliko smo presegli
dnevni plan opravljenih ur, ter mesecˇni, kjer imamo podatek, koliko ur smo
delali tekocˇi mesec. Nato imamo sˇe podatke o sˇtevilu odmerjenih dni letnega
dopusta iz tekocˇega in preteklega leta. Pod sklopom delovnega salda in od-
merjenega letnega dopusta vidimo sklop podatkov o pogodbi, kjer imamo
podane podatke o vrsti sklenjene pogodbe zaposlenega in njeni veljavnosti.
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Slika 5.2: Pogled podatkov o zaposlenem.
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5.2 Funkcijske in vedenjske kompetence
V vrhnji menijski vrstici izberemo pogled funkcijskih ali vedenjskih kom-
petenc. Odpre se nam pogled v osrednjem delu aplikacije, kot vidimo na
sliki 5.3. Pogleda funkcijskih in vedenjskih kompetenc sta si na prvi po-
gled identicˇna in tudi sta – edina razlika med njima je v razlicˇnih katalogih
kompetenc.
Pogled kompetenc, kot vidimo na sliki 5.3, je sestavljen iz naslova pogleda,
v katerega so vkljucˇeni ime in priimek zaposlenega, katerega smo izbrali v
stranskem meniju, zgodovina, kjer lahko izbiramo in vidimo izbrano verzijo
seznama kompetenc, gumbi za urejanje in kopiranje kompetenc ter seznam
kompetenc. Element seznama kompetenc je sestavljen iz naziva kompetence,
zahtevane ter dosezˇene ocene, indikatorja, ki prikazuje, ali je morda vne-
sen komentar, in morebitnega komentarja, ki ga je mocˇ prikazati z uporabo
pusˇcˇice na koncu elementa.
Slika 5.3: Pogled funkcijskih kompetenc.
Uporabnik s pravicami za urejanje pogleda kompetenc ima mozˇnost kli-
kniti na gumb
”
Uredi/dodaj“, kar odpre urejevalni nacˇin seznama kompe-
tenc, prikazan na sliki 5.4. V urejevalnem nacˇinu kompetenc se prikazˇe
Diplomska naloga 47
katalog kompetenc, kjer lahko izberemo kompetenco, ki jo zˇelimo dodati,
glede na podrocˇje in podpodrocˇje. Ko izberemo kompetenco, jo dodamo s
klikom na gumb dodaj. Nato se nam kompetenca prikazˇe na seznamu, tako
da lahko dodamo ocene ter komentar. Izbrano kompetenco lahko dodamo na
seznam samo v primeru, da sˇe ne obstaja enaka kompetenca. Vsak element
seznama je v urejevalnem nacˇinu mozˇno odstraniti s klikom na gumb
”
Iz-
briˇsi“. Ko zakljucˇimo urejanje kompetenc, jih masovno shranimo s klikom
na gumb
”
Shrani“, oziroma, cˇe zˇelimo zavrecˇi spremembe, kliknemo na gumb
”
Preklicˇi“. Ob shranjevanju seznama kompetenc poteka avtomatsko verzio-
niranje seznama kompetenc. Nova verzija seznama kompetenc se ustvari v
primeru, cˇe seznam kompetenc urejajo razlicˇni uporabniki, ali v primeru, da
urejanje poteka na drugi datum, kot je bila ustvarjena zadnja verzija. Pri
ustvarjanju nove verzije se shrani celoten urejen seznam kompetenc v novo
verzijo. Ko uporabnik shrani spremembe, ga aplikacija obvesti o uspesˇno ali
neuspesˇno zakljucˇenem shranjevanju.
Slika 5.4: Urejevalni nacˇin funkcijskih kompetenc.
V sklopu kompetenc nam aplikacija omogocˇa kopiranje seznama kompe-
tenc za lazˇjo prenosljivost kompetenc med zaposlenimi s podobnim kompe-
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tencˇnim profilom. Funkcionalnost kopiranja deluje tako, da ob kliku na gumb
”
Kopiraj“ shrani v lokalno shrambo brskalnika, imenovano
”
localstorage“,
JSON objekt s seznamom kompetenc na trenutnem pogledu. Ob uspesˇnem
kopiranju se v aplikaciji izpiˇse obvestilo, prikazano na sliki 5.5, in prikazˇe
gumb
”
Prilepi“. Nato lahko uporabnik izbere iz stranskega menija drugega
zaposlenega in s klikom na gumb
”
Prilepi“ sprozˇi zdruzˇevanje obstojecˇega
seznama izbranega zaposlenega z seznamom, ki smo ga kopirali. Pri leplje-
nju se odpre urejevalni nacˇin in iz kopiranega seznama se ob zdruzˇevanju
seznamov odstranijo duplikati obeh seznamov. Uporabnik lahko nato uredi
seznam in shrani spremembe. Uporabnik lahko v aplikaciji vecˇkrat ponovno
kopira seznam, kar pa prepiˇse obstojecˇe vrednosti z novimi.
Slika 5.5: Obvestilo v aplikaciji.
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5.3 Odgovornosti in pooblastila
V vrhnjem meniju ima uporabnik mozˇnost izbrati pogled odgovornosti in
pooblastila. Na pogledu odgovornosti in pooblastil lahko opazimo podob-
nosti s pogledoma kompetenc. Na sliki 5.6 lahko vidimo, da je pogled prav
tako sestavljen iz naslova, zgodovine in seznama odgovornosti. Element se-
znama je sestavljen iz naziva odgovornosti, pooblastila, imenovanega ocena,
ter komentarja. Na pogledu odgovornosti in pooblastil ob shranjevanju prav
tako poteka avtomatsko verzioniranje seznama odgovornosti. Funkcional-
nost kopiranja in urejanja seznama poteka na enak nacˇin kot na pogledih
kompetenc.
Slika 5.6: Pogled odgovornosti in pooblastil.
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5.4 Upravljanje z aplikacijo
V aplikaciji imamo v stranskem meniju razdelek nastavitev. V razdelku lahko









Sklop izjem je namenjen upravljanju z zadolzˇitvami zaposlenih. V sle-
dnjem sklopu lahko zaposlenemu urejamo seznam zaposlenih, za katere je
zadolzˇen. Urejanje poteka tako, da najprej izberemo zaposlenega, za ka-
terega zˇelimo videti seznam izjem, ter nato, cˇe zˇelimo dodati novo izjemo,
izberemo zaposlenega in kliknemo gumb
”
Dodaj“. Zaposlene lahko odstra-
nimo iz seznama z gumbom
”




V sklopu skupin nam aplikacija omogocˇa upravljanje dostopov v aplika-
ciji. Za vsako podstran v aplikaciji imamo mozˇnost urejanja dostopa. Tako
imamo za pogled funkcijskih kompetenc mozˇnost pravice prikaza pogleda
ter mozˇnost pravice urejanja pogleda. V sklopu skupin ustvarimo skupine z
dolocˇenimi pravicami, ki omogocˇajo dostop do dolocˇenih sklopov v aplikaciji.
V sklopu oznak imamo mozˇnost ustvariti oznake, ki jih nato dodelimo
zaposlenim. Oznake v aplikaciji predstavljajo dodaten nivo pravic, ki ureja
podrocˇje dostopov prijavljenega uporabnika za podrejene zaposlene in zapo-
slene, za katere je uporabnik zadolzˇen. Z oznakami lahko definiramo, kako
naj bo zaposleni prikazan v aplikaciji, ko je v vlogi podrejenega ali izjeme
zaposlenega. Oznake so lahko skrite ali vidne. Namen skritih oznak je ureja-
nje pravic za zaposlenega. Vidne oznake, poleg urejanja pravic, nudijo prikaz
oznake v aplikaciji ob imenu in priimku zaposlenega v stranskem meniju.
Sklop avtorizacij v aplikaciji pa nudi mozˇnost dodeljevanja skupin in
oznak zaposlenim. Dodeljevanje poteka tako, da najprej izberemo zaposle-
nega, kateremu zˇelimo dodeliti skupino in oznako. Nato iz spustnega seznama
izberemo skupino in oznako zaposlenega ter pritisnemo shrani. Aplikacija nas
obvesti, ali so bile spremembe uspesˇno shranjene.
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5.5 Primeri uporabe
Aplikacijo lahko uporabimo z razlicˇnih zornih kotov, kot je prikazano na
sliki 5.7, saj glede na dodeljene pravice v aplikaciji lahko vidimo samo dolo-
cˇene sklope.
Iz vidika osnovnega zaposlenega imamo dodeljene pravice za vidnost vseh
pogledov. Tako ima mozˇnost pregleda in urejanja pogledov za dodeljene
izjeme, in sicer pogleda kompetenc ter odgovornosti in pooblastil. Poleg teh
ima sˇe mozˇnost pregleda podatkov o zaposlenem.
V vlogi direktorja v organizaciji imamo poleg vseh funkcionalnosti in pra-
vic, ki jih ima osnovni zaposleni, sˇe mozˇnost pregleda in urejanja podrejenih.
V organizaciji imamo po navadi zaposlenega, ki upravlja z informacijskimi
sistemi. Slednji ima v aplikaciji administratorske pravice, ki omogocˇajo upra-
vljanje z aplikacijo. Tako ima administrator mozˇnost urejanja skupin, oznak
in izjem ter dodeljevanje avtorizacij v aplikaciji.
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Slika 5.7: Diagram primerov uporabe.
Poglavje 6
Zakljucˇek in sklepne ugotovitve
V diplomski nalogi smo predstavili podrocˇje upravljanja s cˇlovesˇkimi viri v
organizacijah. Podrobneje smo se dotaknili podrocˇja upravljanja kompetenc
zaposlenih, ki smo jih razdelili na funkcijske in vedenjske kompetence, ter
evidentiranja odgovornosti in pooblastil. Rezultat diplomske naloge je apli-
kacija, ki omogocˇa ocenjevanje in evidentiranje kompetenc ter odgovornosti
in pooblastil. Za uspesˇno uporabo aplikacije v organizacijah smo analizirali
organizacijsko strukturo organizacij ter vzpostavili sistem, ki je primeren za
velike in majhne organizacije. Tako smo zasnovali strukturo podrejenih in
nadrejenih ter dopustili mozˇnost izjem. Kljub naboru razlicˇnih funkcional-
nosti smo sistem ohranili enostaven in pregleden za uporabo. Vzpostavili
smo tudi administrativni nivo aplikacije, ki omogocˇa upravljanje z aplikacijo,
kot je dodeljevanje pravic in oznak, ustvarjanje izjem ter urejanje skupin.
Administrativni nivo je namenjen naprednim uporabnikom ter skrbnikom
informacijskega sistema.
Pri razvoju aplikacije smo uporabili razlicˇne tehnologije, orodja in pri-
stope. Tako smo razvili aplikacijo na strani odjemalca z ogrodjem Angular
ter na strani strezˇnika z ogrodjem .NET Core. V aplikacijo smo integri-
rali tudi zunanje sisteme, ki so nam omogocˇili prijavo v sistem z obstojecˇo
infrastrukturo v organizacijah, ter pridobivanje podatkov o delovnem saldu
in letnem dopustu zaposlenih. Za nacˇrtovanje in organizacijo dela smo pri
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razvoju aplikacije uporabili metodologijo Kanban.
6.1 Ideje za nadaljnji razvoj
Za nadaljnji razvoj aplikacije na podrocˇju upravljanje s cˇlovesˇkimi viri imamo
sˇe veliko odprtih opcij, saj je podrocˇje zelo sˇiroko in se neprestano razvija.
Tako lahko izpostavimo nekaj zanimivih sklopov, ki bi jih lahko razvili in bi
pripomogli k optimizaciji poslovnih procesov znotraj organizacij, kot so na
primer:
 ciljno vodenje, ki bi nadrejenim omogocˇalo zastavljanje ciljev svojim
podrejenim za dolocˇeno obdobje;
 upravljanje z odsotnostmi, kar bi omogocˇalo, da zaposleni v sistemu
oddajo prosˇnjo za koriˇscˇenje letnega dopusta ali bolniˇsko odsotnost, ki
jo nato pregledajo in odobrijo nadrejeni;
 ocenjevanje delovne uspesˇnosti in nagrajevanje zaposlenih.
Poleg novih sklopov pa bi lahko v aplikaciji obstojecˇim funkcionalnostim
dodali mozˇnost izvoza podatkov v tabelaricˇnem formatu za uporabo na pri-
mer v programu Microsoft Excel. Integrirali bi lahko tudi vecˇ razlicˇnih zuna-
njih sistemov za avtentikacijo v sistemu, kot na primer z racˇunom Google ali
Microsoft. Poleg izboljˇsav in novih sklopov bi lahko razvili tudi domorodno
(angl. native) aplikacijo za mobilne naprave, ki bi bila bolj intuitivna za
uporabo na mobilnih napravah poleg odzivne spletne aplikacije.
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