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U svijetu web-aplikacija sve je popularniji trend pomicanja aplikacijske logike na klijent-
sku stranu, uz web-stranice koje simuliraju klasicˇne aplikacije sa stolnih racˇunala. Kod
takvih web-aplikacija, sav kod se dohvac´a jednim zahtjevom prema web-serveru, a dodatni
resursi se na stranicu ucˇitavaju i dodaju dinamicˇki, obicˇno kao reakcija na akcije korisnika.
Ovakav pristup rezultira znatno slozˇenijim kodom na klijentskoj strani web-aplikacije, pa
su se pojavili brojni razvojni okviri koji olaksˇavaju njezinu izradu. Jedan od najpopularni-
jih je Angular, koji kroz koncepte komponenti i modula daje elegantnu tehniku za slozˇene
klijentske aplikacije.
Cilj ovog diplomskog rada je opisati platformu Angular i istaknuti razliku u dizajnu
web-aplikacija koje prenose aplikacijsku logiku na klijentsku stranu u odnosu na klasicˇne
web-aplikacije. Uz sami Angular, upoznat c´emo se sa programskim jezikom TypeScript,
jezikom u kojem je Angular napisan, te c´emo istaknuti neke razlike izmedu njega i jezika
od kojeg je nastao i u kojeg se prevodi – JavaScript-a.
Moguc´nosti Angular-a demonstrirat c´e se izradom web-aplikacije za prikaz vremenske
prognoze. Aplikacija c´e sa servera dohvac´ati podatke o vremenskim prognozama koji su
prethodno dohvac´eni sa visˇe razlicˇitih web servisa, a zatim ih usporedivati medusobno i sa





Angular je razvojni okvir (engl. framework) namijenjen razvoju klijentskih web aplikacija.
Pisan je u programskom jeziku TypeScript, otvorenog je koda (engl. open source), a razvio
ga je Google. Zadnja sluzˇbena verzija Angular-a je verzija 4.1.x.
Za izradu aplikacija koriste se HTML i TypeScript. Angular aplikacije pisˇu se kom-
ponirajuc´i HTML predlosˇke, pisˇuc´i klase za komponente koje upravljaju tim predlosˇcima,
dodajuc´i logiku aplikacije u usluge i pakirajuc´i komponente i usluge u module. Aplikacija
se pokrec´e tako da se pokrene njezin glavni modul. Angular zatim prezentira sadrzˇaj apli-
kacije u internet pregledniku i reagira na interakcije korisnika pratec´i instrukcije koje su
mu dane.
1.2 Povijest
Prva verzija Angular-a bila je AngularJS. AngularJS dostupan je od 2010. godine, a zadnja
verzija iz 2017. je verzija 1.6.x. On je pisan u JavaScript-u, a mnoge svjetski poznate web
stranice ga koriste i danas, na primjer Paypal, Netflix, The Guardian i druge. Detaljnije o
AngularJS-u mozˇemo pronac´i na [9].
Angular 2.0 objavljen je u drugoj polovici 2014. godine. Angular 2.0 je napisan (pre-
pisan) iz pocˇetka, koristec´i TypeScript. AngularJS i Angular 2.0 nisu kompatibilni, pa
se zato pod nazivom Angular podrazumijeva svaka verzija Angular-a vec´a od 2.0. Na taj
nacˇin izbjegavaju se zabune i jasnije se razlikuje AngularJS od Angular-a. Alpha i beta
verzije Angular-a 2.0 objavljivane su kroz 2015. godinu, a u rujnu 2016. godine objavljena
je prva sluzˇbena verzija. Sluzˇbena web stranica Angular-a je: https://angular.io/.
Vec´ krajem 2016. godine najavljen je Angular 4. Verzija 3 je preskocˇena, kako bi
se izbjegli nesporazumi povezani s nekim paketima cˇija verzija je vec´ bila objavljena kao
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v3.3.0. Posljednja dostupna verzija Angular-a je 4.1.0, objavljena u travnju 2017. godine.
Iako se skok sa verzije 2 na verziju 4 cˇini velik, u Angular-u 4.0 nema tako drasticˇnih
promjena kao sˇto je bilo u Angular-u 2.0, u odnosu na AngularJS. Politika verzioniranja
je takva da, zbog brzine izlaska novih verzija, svaku novu verziju Angular-a (4.0, 5.0, ...)
zapravo mozˇemo gledati kao podverzije (1.4, 1.5, ...).
Izlazak Angular verzije 5.0 planira se u rujnu 2017. godine, a verzije 6.0 i 7.0 vec´ su
najavljene za ozˇujak i rujan 2018. godine. Bitno je napomenuti da su sve verzije Angular-a
vec´e od 2.0 kompatibilne s prethodnim verzijama (do verzije 2.0), a taj princip planira se
slijediti i dalje.
U ovom radu proucˇavat c´emo izradu web-aplikacija koristec´i verziju Angular-a 2.0.
1.3 Prednosti
Web aplikacije
Angular koristi moguc´nosti modernih web platformi kako bi web stranice prikazao u obliku
aplikacija, a za razvoj samih aplikacija nije potreban pristup mrezˇi, dok se instalacija po-
trebnog softvera obavlja u jednom koraku.
Generiranje programskog koda
Angular iz predlozˇaka generira programski kod koji je optimiziran za danasˇnje JavaScript
virtualne strojeve. Na taj nacˇin dobivaju se sve prednosti rucˇno pisanog koda, uz visoku
produktivnost koju pruzˇa razvojni okvir.
Univerzalan
Angular aplikacije pokrec´u se na posluzˇiteljima node.js, .NET, PHP i drugim, a iscrtavaju
se u web-pregledniku koristec´i samo HTML i CSS.
Dijeljenje koda
Aplikacije u Angularu koriste automatsko dijeljenje programskog koda, sˇto omoguc´ava
korisniku da ucˇita samo one dijelove koda koji su mu potrebni za iscrtavanje trenutnog
dijela aplikacije.
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Razvojne okoline
Razvoj aplikacije u nekoj od popularnih razvojnih okolina (WebStorm, Visual Studio ili
Angular IDE) donosi prednosti kao sˇto su prijedlozi programskog koda, trenutni prikaz
gresˇki i ostale povratne informacije.
Predlosˇci
Brzo stvaranje dijelova korisnicˇkog sucˇelja koristec´i jednostavnu, ali moc´nu sintaksu pre-
dlozˇaka.
1.4 TypeScript
TypeScript je besplatan jezik otvorenog koda, razvijen i odrzˇavan od strane Microsoft-a.
Sintaksa mu je strogi nadskup JavaScript-a. TypeScript podrzˇava pisanje programskog
koda u JavaScript-u, korisˇtenje biblioteka za JavaScript i pozivanje TypeScript koda iz
samog JavaScript-a. Drugim rijecˇima, svaki JavaScript program je zapravo i TypeScript
program. TypeScript se pomoc´u specijalnog programa, tzv. transpiler-a prevodi u cˇisti
i jednostavan JavaScript programski kod koji se lako pokrec´e u bilo kojem internet pre-
gledniku i na bilo kojem JavaScript pokretacˇu (engl. engine) koji podrzˇava standard EC-
MAScript 3 ili noviji. TypeScript se koristi za razvoj klijentskih JavaScript aplikacija, ali i
serverskih (Node.js) aplikacija.
Glavne prednosti programskog jezika TypeScript su to sˇto je objektno orijentiran i to
sˇto su tipovi svih varijabli poznati u vrijeme prevodenja. Na taj nacˇin prevoditelj (engl.
transpiler) mozˇe otkriti velik broj trivijalnih pogresˇaka vec´ u najranijim fazama razvoja.
Ova svojstva olaksˇavaju razvoj srednjih i velikih aplikacija. S obzirom da je JavaScript
podskup TypeScript-a, programeri dobivaju dodatne moguc´nosti kombiniranjem eleme-
nata ta dva programska jezika. TypeScript takoder donosi mnoge moguc´nosti standarda
ECMAScript, kao sˇto su lambda funkcije, moduli i klase.
Promotrimo jedan jednostavan primjer koda u TypeScript-u, kako bismo ustanovili raz-
like u odnosu na JavaScript:
1 c l a s s P e r so n {
2 name : s t r i n g ;
3 c o n s t r u c t o r ( message : s t r i n g ) {
4 t h i s . name = message ;
5 }
6 pr in tName ( ) {
7 r e t u r n ” Hel lo , ” + t h i s . name ;
8 }
9 }
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Ovdje mozˇemo vidjeti deklaraciju klase Person, te eksplicitno navodenje tipa varijabli
name i message. Deklaracije funkcija ne zahtijevaju kljucˇnu rijecˇ function.
Odgovarajuc´i JavaScript kod:
1 v a r Pe r so n = ( f u n c t i o n ( ) {
2 f u n c t i o n Pe r so n ( message ) {
3 t h i s . name = message ;
4 }
5 Pe r s on . p r o t o t y p e . pr in tName = f u n c t i o n ( ) {
6 r e t u r n ” Hel lo , ” + t h i s . name ;
7 } ;
8 r e t u r n P e r so n ;
9 } ) ( ) ;
Uvodenjem klasa u TypeScript dosˇlo je do potrebe za dopunjavanjem i mijenjanjem
postojec´ih JavaScript klasa (engl. class) i cˇlanova klasa novim moguc´nostima. Upravo to
su omoguc´ili dekoratori (engl. decorator). Dekorator je poseban oblik deklaracije koji se
mozˇe pridruzˇiti deklaraciji klase, metode, funkcije za pristup svojstvu (engl. accessor),
svojstva (engl. property) ili parametra. Dekoratori imaju oblik @izraz, gdje je izraz
funkcija koja c´e se pozvati tijekom izvodenja aplikacije. Dekoratori primjenjeni na razlicˇite
deklaracije unutar klase se primjenjuju sljedec´im redoslijedom:
1. dekoratori parametara, metoda, funkcija za pristup svojstvu i svojstava za cˇlanove
instance (engl. instance member);
2. dekoratori parametara, metoda, funkcija za pristup svojstvu i svojstava za staticˇke
cˇlanove;
3. dekoratori parametara za konstruktor;
4. dekoratori klase su primijenjeni na klase.
Dekorator svojstva
Dekorator svojstva deklarira se neposredno prije deklaracije svojstva. Izraz dekoratora
pozvat c´e se kao funkcija, sa dva argumenta:
1. konstruktor klase za staticˇne cˇlanove, ili prototip klase za cˇlanove instance;
2. ime cˇlana.
1 f u n c t i o n ReadOnly ( t a r g e t : any , key : s t r i n g ) {
2 O b j e c t . d e f i n e P r o p e r t y ( t a r g e t , key , { w r i t a b l e : f a l s e } ) ;
3 }
4
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5 c l a s s T e s t {
6 @ReadOnly
7 name : s t r i n g ;
8 }
9
10 l e t t = new T e s t ( ) ;
11 t . name = ’myName ’ ;
12 c o n s o l e . l o g ( t . name ) ; / / ’ u n d e f i n e d ’
U primjeru iznad, varijabli name smo pridruzˇili dekorator ReadOnly i na taj nacˇin one-
moguc´ili pridruzˇivanje nove vrijednosti toj varijabli, tj. ispisat c´e se undefined.
Dekorator klase
Dekorator klase deklarira se neposredno prije deklaracije klase. Dekorator klase primje-
njuje se na konstruktor klase, a koristi se za proucˇavanje, modificiranje ili zamjenu defi-
nicije klase. Izraz dekoratora klase c´e biti pozvan s konstruktorom dekorirane klase kao
jedinim parametrom. Ako dekorator klase vrati vrijednost, ona c´e zamijeniti deklaraciju
klase s pridruzˇenim konstuktorom. Brojne primjere dekoratora klase vidjet c´emo nesˇto
kasnije, u radu s Angular-om.
Dekorator metode
Dekorator metode deklarira se neposredno prije deklaracije metode. Primjenjuje se na opis
svojstva (engl. property descriptor) metode. On se koristi za proucˇavanje, modificiranje
ili zamjenu definicije metode. Izraz dekoratora metode pozvat c´e se kao funkcija, s tri
argumenta:
1. konstruktor klase za staticˇne cˇlanove, ili prototip klase za cˇlanove instance;
2. ime metode;
3. novi opis svojstva metode.
Dekorator funkcije za pristup svojstvu
Dekorator funkcije za pristup svojstvu deklarira se neposredno prije deklaracije funkcije
za pristup svojstvu. Primjenjuje se na opis svojstva funkcije za pristup svojstvu, te prati,
modificira ili zamjenjuje definiciju funkcije za pristup svojstvu. Izraz dekoratora pozvat c´e
se kao funkcija, sa tri argumenta:
1. konstruktor klase za staticˇne cˇlanove, ili prototip klase za cˇlanove instance;
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2. ime cˇlana;
3. novi opis svojstva cˇlana.
Ne mozˇemo dekorirati i get i set funkcije za pristup svojstvu istog cˇlana. Umjesto toga,
svi dekoratori cˇlanova moraju biti primjenjeni na prvu funkciju za pristup svojstvu u doku-
mentu.
Dekorator parametra
Dekorator parametra deklarira se neposredno prije deklaracije parametra. Primjenjuje se
na konstruktor klase ili deklaraciju metode. Izraz dekoratora pozvat c´e se kao funkcija, sa
tri argumenta:
1. konstruktor klase za staticˇne cˇlanove, ili prototip klase za cˇlanove instance;
2. ime metode;
3. indeks parametra u listi parametara funkcije.
Povratna vrijednost dekoratora parametra se ignorira, tj. dekorator parametra mozˇe se ko-
ristiti samo za proucˇavanje parametra.
1 f u n c t i o n l o g P o s i t i o n ( t a r g e t : any , p r o p e r t y K e y : s t r i n g , p a r a m e t e r I n d e x :
number ) {
2 c o n s o l e . l o g ( p a r a m e t e r I n d e x ) ;
3 }
4
5 c l a s s T e s t C l a s s {
6 t e s t F u n c t i o n ( f i r s t P a r a m : s t r i n g , @ l o g P o s i t i o n secondParam : b o o l e a n ) {




11 new T e s t C l a s s ( ) . t e s t F u n c t i o n ( ’ h e l l o ’ , f a l s e ) ;
12 / / o u t p u t : 1 ( n e w l i n e ) h e l l o
U primjeru iznad, parametru secondParam smo pridruzˇili dekorator logPosition
koji ispisuje poziciju tog parametra u listi parametara funkcije. Mozˇemo vidjeti da se
dekorator pozvao prije tijela funkcije.
Visˇe primjera koda u TypeScript-u i dekoratora nalazi se na [8].
Poglavlje 2
Arhitektura Angular-a
U ovom poglavlju c´emo za pocˇetak samo pobrojati i definirati osnovne elemente koji cˇine
aplikaciju u Angular-u, te neke njegove dodatne moguc´nosti. U iduc´em poglavlju slijedi
primjer osnovne aplikacije u kojem c´e postati jasna uloga i medudjelovanje osnovnih ele-
menata, dok c´e se ostali pojmovi objasniti u zadnjem poglavlju.
Slika 2.1: Struktura aplikacije u Angular-u
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2.1 Moduli
Moduli
Aplikacije u Angular-u su modularne i Angular ima svoj sustav modula (engl. modularity
system) koji se naziva NgModules. Svaka aplikacija sadrzˇi barem jednu klasu modul (engl.
module class) koji nazivamo korijenski modul (engl. the root module), u kodu obicˇno na-
zvan AppModule. On je dovoljan samo za jako male aplikacije. Vec´e aplikacije s visˇe
moguc´nosti sadrzˇe vec´i broj modula, a svaki taj modul predstavlja blok koda posvec´en
jednoj znacˇajki aplikacije.
Modul je klasa koja ima @NgModule dekorator. NgModule je dekoratorska funkcija
koja uzima jedan metapodatak objekt (engl. metadata object) cˇija svojstva opisuju modul.
Neki od najvazˇnijih svojstva kojima opisujemo module su:
• declarations - klase pogleda (engl. view classes) koje pripadaju modulu. Angular
ima tri tipa takvih klasa pogleda, a to su komponente (engl. components), direktive
(engl. directives) i pipes.
• exports - podskup deklaracija koje bi trebale biti vidljive i upotrebljive u predlosˇcima
komponenata (engl. component templates) iz drugih modula.
• imports - moduli cˇije su izvozne klase (engl. exported classes) potrebne predlosˇcima
komponenata deklariranih u ovom modulu.
• providers - popis usluga (engl. services) koje ovaj modul pruzˇa. Te usluge postaju
dostupne svim dijelovima aplikacije.
• bootstrap - glavni pogled aplikacije, koji se naziva korijenska komponenta (engl.
the root component). On sadrzˇi sve ostale poglede aplikacije. Samo glavni modul,
tj. AppModule smije postaviti ovo svojstvo.
1 i m p o r t { NgModule } from ’ @angular / core ’ ;
2 i m p o r t { BrowserModule } from ’ @angular / p l a t f o r m −browser ’ ;
3 @NgModule ( {
4 i m p o r t s : [ BrowserModule ] ,
5 p r o v i d e r s : [ Logger ] ,
6 d e c l a r a t i o n s : [ AppComponent ] ,
7 e x p o r t s : [ AppComponent ] ,
8 b o o t s t r a p : [ AppComponent ]
9 } )
10 e x p o r t c l a s s AppModule { }
Aplikacija se pokrec´e podizanjem (engl. bootstrapping) modula AppModule.
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1 i m p o r t { p la t fo rmBrowserDynamic } from ’ @angular / p l a t f o r m −browser −
dynamic ’ ;
2 i m p o r t { AppModule } from ’ . / app / app . module ’ ;
3
4 p la t fo rmBrowserDynamic ( ) . b o o t s t r a p M o d u l e ( AppModule ) ;
Aplikacije su najcˇesˇc´e namijenjene izvodenju u internet pregledniku, pa tako i ovdje pozi-
vamo funkciju bootstrapModule koja se nalazi unutar modula platformBrowserDyna-
mic, i kojoj kao parametar proslijedujemo glavni modul nasˇe aplikacije.
Moduli u JavaScript-u
JavaScript takoder sadrzˇi svoj sustav modula za upravljanje kolekcijama objekata. On se
u potpunosti razlikuje od sustava modula Angular-a i nije povezan s njim. U JavaScript-u,
svaka datoteka je modul i svi objekti definirani u toj datoteci pripadaju tom modulu. Takav
modul deklarira neke objekte javnima (engl. public) pomoc´u kljucˇne rijecˇi export, dok
pomoc´u kljucˇne rijecˇi import modul pristupa javnim objektima drugih modula.
1 i m p o r t { NgModule } from ’ @angular / core ’ ;
2 i m p o r t { AppComponent } from ’ . / app . component ’ ;
1 e x p o r t c l a s s AppModule { }
Biblioteke u Angular-u
Angular dolazi kao kolekcija JavaScript modula. Mozˇemo ih zamisˇljati kao biblioteke
(engl. library) u drugim programskim jezicima. Ime svake biblioteke u Angular-u zapocˇinje
prefiksom @angular.
1 i m p o r t { Component } from ’ @angular / core ’ ;
2.2 Komponente
Komponenta upravlja nekim dijelom ekrana koji se naziva pogled. Logika komponente
aplikacije definira se unutar klase. Ta klasa komunicira s pogledom pomoc´u svojstava i
metoda. Angular automatski stvara, osvjezˇava i unisˇtava komponente kako se korisnik
krec´e kroz aplikaciju.
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2.3 Predlosˇci
Pogled jedne komponente unutar aplikacije definira se pomoc´u njemu pripadnog predlosˇka
(engl. template). Predlozˇak je kod napisan u HTML-u obogac´en direktivama koje signali-
ziraju Angularu kako prikazati komponentu.
1 <!−− app . component . h tml −−>
2
3 <h2>T i t l e < / h2>
4 <p>< i >Choose c i t y : < / i ></p>
5 <ul >
6 < l i ∗ ngFor =” l e t c i t y o f c i t i e s ” ( c l i c k ) =” s e l e c t e d C i t y ( c i t y ) ”>
7 { { c i t y . name } }
8 </ l i >
9 </ ul >
10 < c i t y − d e t a i l ∗ n g I f =” s e l e c t e d C i t y ” [ c i t y ]=” s e l e c t e d C i t y ”></ c i t y − d e t a i l >
Kao sˇto vidimo u kodu, predlozˇak je u osnovi HMTL datoteka, ali on zapravo prosˇiruje
sintaksu HTML-a Angular-ovom sintaksom. U kodu kao primjer Angular-ove sintakse
imamo: *ngFor, {{city.name}}, (click) i <city-detail>. selectedCity je za-
pravo metoda unutar komponente AppComponent, dok je city objekt unutar iste kompo-
nente. Tag <city-detail> je posebni element koji predstavlja Angular-ovu komponentu
CityDetailComponent.
Angular-ova sintaksa smjesˇta se unutar HTML elemenata. To znacˇi da se unutar jedne
HTML datoteke mijesˇaju Angular-ova i HTML sintaksa.
2.4 Metapodaci
Unutar Angular-a, pojam metapodaci (engl. metadata) oznacˇava podatke koji govore
Angular-u kako procesirati odredenu klasu. Vec´ smo vidjeli da su komponente u Angular-u
zapravo obicˇne klase, ali iz definicije te klase nigdje se ne mozˇe vidjeti veza s Angular-om.
Zapravo, svaka komponenta je samo klasa u programskog jeziku TypeScript, sve dok se
Angular-u ne kazˇe da ona postoji. Kako bi Angular znao da je odredena klasa zapravo
komponenta, pridruzˇujemo joj metapodatke.
1 @Component ( {
2 s e l e c t o r : ’ c i t y − d e t a i l ’ ,
3 t e m p l a t e U r l : ’ . / c i t y − d e t a i l . component . html ’ ,
4 p r o v i d e r s : [ MyService ]
5 } )
6 e x p o r t c l a s s C i t y D e t a i l C o m p o n e n t {
7 . . .
8 }
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U TypeScript-u, metapodatke pridruzˇujemo pomoc´u dekoratora. Ovdje vidimo dekorator
@Component, koji klasu napisanu neposredno ispod njega oznacˇava kao Angular kompo-
nentu. Dekoratorska funkcija @Component kao parametar prima konfiguracijski objekt
(engl. configuration object) s informacijama koje su Angular-u potrebne za stvaranje i pri-
kaz komponente, te njoj pripadnog pogleda. Ovo su neke od najvazˇnijih konfiguracijskih
opcija @Component dekoratora:
• selector - govori Angular-u da stvori i umetne instancu ove komponente na sva-
kom mjestu unutar pripadne HTML datoteke na kojem pronade odgovarajuc´i tag
(<city-detail></city-detail>).
• templateUrl- relativna adresa predlosˇka ove komponente
(’./city-detail.component.html’).
• providers - niz pruzˇatelja usluga za usluge koje su potrebne ovoj komponenti.
Kasnije c´emo rec´i visˇe o uslugama i jednom od vazˇnih dijelova Angular-a, koji se
naziva dependency injection.
Slika 2.2: Pogled
Predlozˇak, metapodaci i komponenta zajedno opisuju jedan pogled. Postoje razni drugi
dekoratori poput @Injectable, @Input i @Output koji na slicˇan nacˇin preko metapoda-
taka odreduju ponasˇanje aplikacije.
2.5 Vezanje podataka
Jedna od vazˇnih prednosti Angular-a je njegovo takozvano vezanje podataka (engl. data
binding). Pojam vezanje podataka oznacˇava mehanizam koji koordinira dijelove predlosˇka
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s dijelovima komponente. To se postizˇe korisˇtenjem posebnih oznaka unutar HTML predlosˇka
koje govore Angular-u kako ga povezati s komponentom.
Slika 2.3: Vezanje podataka
Na slici 2.3 mozˇemo vidjeti cˇetiri nacˇina vezanja podataka. Svaki od njih ima razlicˇiti
smjer: prema DOM-u, od DOM-a ili u oba smjera.
1. Ako u komponenti imamo cˇlana name, tada u predlosˇku te komponente mozˇemo
pisati:
1 <p>C i t y name : { { name } } < / p>
Na mjestu {{name}} ispisat c´e se vrijednost cˇlana name.
2. Ako u komponenti imamo cˇlana isHelloVisible, tada u predlosˇku te komponente
mozˇemo pisati:
1 <d i v [ h i dd en ]=” i s H e l l o V i s i b l e ”>H e l l o World ! < / div>
Vidljivost ovog elementa ovisit c´e o vrijednosti boolean cˇlana isHelloVisible.
3. Ako u komponenti imamo funkciju onButtonClick(), tada u predlosˇku te kompo-
nente mozˇemo pisati:
1 <b u t t o n ( c l i c k ) =” o n B u t t o n C l i c k ( ) ”> C l i c k me </ b u t t o n >
Ako pritisnemo ovaj element, pozvat c´e se funkcija onButtonClick() unutar od-
govarajuc´e komponente.
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4. Najvazˇniji od njih je dvostrano vezanje podataka (engl. two-way data binding), tj.
zadnji primjer na slici. Kada na ovaj nacˇin povezˇemo podatke, svaka promjena vari-
jable unutar komponente automatski c´e se vidjeti u samom pogledu aplikacije, ali i
obrnuto, svaka promjena koju korisnik napravi unutar aplikacije automatski c´e pro-
mjeniti vrijednost varijable unutar komponente. Ako u komponenti imamo varijablu
name, tada u predlosˇku te komponente mozˇemo pisati:
1 < i n p u t [ ( ngModel ) ]=” name”>
Svaka izmjena u input objektu od strane korisnika automatski c´e izmjeniti varija-
blu name, ali i obrnuto, svaka izmjena varijable name odmah c´e se vidjeti u input
objektu.
Osim sˇto ima vazˇnu ulogu u komunikaciju izmedu predlosˇka i komponente, vezanje
podataka takoder je vazˇno za komunikaciju izmedu komponenti roditelja i djece.
2.6 Direktive
Sljedec´e bitno svojstvo predlozˇaka u Angular-u je to sˇto su dinamicˇni (engl. dynamic).
Kada ih Angular iscrtava na ekran, on mijenja elemente DOM-a s obzirom na instrukcije
koje mu dolaze od direktiva. Direktiva je klasa definirana pomoc´u dekoratora @Directive.
Zapravo, komponenta u Angular-u je spoj direktive i predlosˇka, tj. dekorator @Component
je zapravo @Directive dekorator prosˇiren sa znacˇajkama predlosˇka. Dakle, iako je kom-
ponenta tehnicˇki direktiva, komponente u Angular-u su toliko karakteristicˇne i predstav-
ljaju sredisˇta aplikacija, da se sa stajalisˇta arhitekture moraju odvojiti jedna od druge.
Postoje josˇ dvije vrste direktiva: strukturalne (engl. structural) i atributne (engl. attri-
bute). Strukturalne direktive mijenjaju izgled stranice tako sˇto dodaju, brisˇu ili zamjenjuju
elemente unutar DOM-a.
1 <ul >
2 < l i ∗ ngFor =” l e t c i t y o f c i t i e s ” > { { c i t y . name } } < / l i >
3 </ ul >
Strukturalna direktiva *ngFor govori Angular-u da ispisˇe onoliko elemenata <li> koliko
lista cities ima cˇlanova. Josˇ jedan primjer strukturalne direktive je *ngIf.
1 <d i v ∗ n g I f =” c i t y ” > { { c i t y . name } } < / div>
*ngIf ispituje izraz u navodnicima. U ovom primjeru, element div bit c´e vidljiv samo ako
objekt city postoji.
Atributne direktive utjecˇu na izgled ili ponasˇanje postojec´eg elementa. One izgledaju
kao obicˇni HTML atributi. Jedan od primjera atributne direktive je direktiva ngModel,
koja implementira dvostrano vezanje podataka. ngModel modificira ponasˇanje postojec´eg
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elementa, najcˇesˇc´e <input> elementa, tako sˇto istovremeno prikazuje vrijednost varijable
i odgovara na dogadaje kao sˇto su promjena vrijednosti unutar <input> elementa. Josˇ neke
direktive su: ngSwitch (strukturalna), ngStyle i ngClass (atributne). Takoder, moguc´e
je napisati i vlastite direktive. Visˇe o direktivama mozˇemo pronac´i na [3].
2.7 Usluge
Usluga (engl. service) je sˇiroka kategorija koja obuhvac´a bilo koju vrijednost, funkciju
ili moguc´nost koju aplikacija treba. Usluga je obicˇno klasa s usko definiranom svrhom.
Na primjer, to mogu biti: usluga logiranja, podatkovna usluga ili kalkulator poreza. U
Angular-u nema posebne definicije usluge, niti nema bazne klase (engl. base class) za us-
luge, ali svejedno, usluge su neizostavan dio svake Angular aplikacije.
Usluge unutar aplikacije su najcˇesˇc´e korisˇtene od strane komponenti. Cilj je da kompo-
nente budu sˇto jednostavnije, odnosno da se uslugama prepuste svi slozˇeniji zadaci kao sˇto
su dohvac´anje podataka sa servera ili validacija korisnicˇkog unosa. Naime, komponenta
bi trebala biti posrednik izmedu pogleda koji se iscrtava koristec´i predlozˇak, i logike apli-
kacije. Dobro napisana komponenta sadrzˇi samo varijable i metode za vezanje podataka,
a sve netrivijalne zadatke prenosi uslugama. Zanimljivo je da Angular nigdje ne namec´e
ovakav stil razvoja aplikacije, ali bitno olaksˇava prac´enje ovih smjernica, tj. prebacivanje
logike aplikacije na usluge, te korisˇtenje tih usluga unutar komponenti.
2.8 Dependency injection
U softverskom inzˇenjerstvu, dependency injection je cˇesto korisˇteni oblikovni obrazac koji
sluzˇi kako bismo novoj klasi A omoguc´ili korisˇtenje metoda iz postojec´e klase B, bez po-
trebe da eksplicitno stvorimo objekt klase B kao cˇlana od A. Jedna od tehnika implemen-
tacije ovog obrasca jest da se konstruktoru klase A proslijedi postojec´a instanca klase B.
Kod Angular-a, dependency injection se koristi kako bismo novim komponentama davali
pristup uslugama koje su im potrebne. Kako bi saznao koje usluge odredena komponenta
treba, Angular gleda tipove parametara u konstruktoru komponente.
1 c o n s t r u c t o r ( myServ ice : MyService ) {
2 t h i s . c i t i e s = myServ ice . g e t C i t y L i s t ( ) ;
3 }
Ova komponenta zahtjeva uslugu MyService. Kada Angular kreira komponentu, prvo od
injektora (engl. injector) saznaje koje usluge ta komponenta zahtjeva. Injektor odrzˇava
spremnik (engl. container) svih instanci pojedinih usluga koje su vec´ ranije kreirane. Ako
trazˇena usluga vec´ nije u spremniku, injektor kreira novu instancu te usluge i dodaje ju u
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spremnik. Nakon sˇto su sve trazˇene usluge kreirane, Angular poziva konstruktore kompo-
nenti s trazˇenim uslugama kao argumentima. Ovo je nacˇin na koji je u Angular-u imple-
mentiran dependency injection.
Slika 2.4: Injektor
Kako bi injektor znao koje usluge su mu dostupne i kako ih kreirati, potrebno je re-
gistrirati pruzˇatelja usluge za svaku uslugu. Pruzˇatelj usluge samo kreira ili vrac´a uslugu,
obicˇno instancu klase odredene usluge. Najbolje je pruzˇatelje usluge dodati u glavnom
modulu, na taj nacˇin biti c´e dostupne svim dijelovima aplikacije. Osim toga, pruzˇatelja
usluge je moguc´e registrirati i samo na razini komponente, unutar svojstva providers
metapodatka dekoratora @Component. Na ovaj nacˇin c´e se za svaku instancu komponente
takoder stvoriti i nova instanca usluge.
Ukratko, dependency injection je dio Angular-a i koristi se na mnogo mjesta unutar
koda web-aplikacije. Injektor je glavni mehanizam - on odrzˇava spremnik s instancama
usluga koje je kreirao, a nove instance usluga stvara pomoc´u pruzˇatelja usluga. Pruzˇatelj
usluge je kao recept za stvaranje usluge. Pruzˇatelje usluge potrebno je registrirati pomoc´u
injektora.
2.9 Usmjeravanje
Za navigaciju izmedu pogleda unutar aplikacije zaduzˇen je dio Angular-a koji nazivamo
usmjernik (engl. router). Kao primjer, promotrimo navigaciju internet preglednika:
• unosom URL adrese internet preglednik otvara odabranu web stranicu;
• pritiskom na poveznicu unutar web stranice internet preglednik otvara odgovarajuc´u
web stranicu;
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• pritiskom na tipku natrag ili naprijed unutar internet preglednika, on navigira
kroz povijest posjec´enih web stranica.
Angular-ov usmjernik ima puno slicˇnosti s ovim modelom. Angular mozˇe interpreti-
rati URL adresu internet preglednika kao instrukciju za navigaciju do odredenog pogleda
aplikacije. Na isti nacˇin, komponenti ciljanog pogleda mogu se proslijediti opcionalni pa-
rametri pomoc´u kojih c´e komponenta odrediti koji sadrzˇaj prikazati u pogledu. Angular-ov
usmjernik mozˇe se povezati poveznicama unutar aplikacije koji vode do odgovarajuc´ih
pogleda ako korisnik na njih klikne. Takoder je moguc´e navigirati do nekog pogleda kao
reakciju na neku korisnikovu aktivnost kao sˇto je pritisak tipke ili odabir stavke padajuc´eg
izbornika. Navigacija izmedu pogleda se biljezˇi u povijesti internet preglednika, tako da
automatski rade preglednikove tipke natrag i naprijed.
Prva stvar koju je potrebno napraviti je unutar datoteke index.html dodati element
<base> kao prvo dijete elementa <head>. Tada c´e usmjernik znati kako pravilno slagati
navigacijske URL-ove. Najcˇesˇc´e je direktorij app u korijenskom direktoriju aplikacije i u
tom slucˇaju <base> tag mora izgledati ovako:
1 <base h r e f =”/”>
Nakon toga u datoteku app.module.ts uvozimo potrebne klase iz biblioteke
@angular/router:
1 i m p o r t { RouterModule , Rou tes } from ’ @angular / r o u t e r ’ ;
Kada se URL adresa internet preglednika promijeni, usmjernik c´e potrazˇiti odgova-
rajuc´u rutu (engl. route) iz koje mozˇe odrediti koju komponentu mora prikazati. Rute
definiramo unutar app.module.ts datoteke, a u sljedec´em primjeru mozˇemo vidjeti
pet razlicˇitih nacˇina za definiranje ruta:
1 c o n s t appRoutes : Rou tes = [
2 { p a t h : ’ c i t y − l i s t ’ , component : C i t yL i s tCo mpone n t } ,
3 { p a t h : ’ c i t y / : id ’ , component : Ci tyComponent } ,
4 { p a t h : ’ c i t i e s ’ ,
5 component : C i t i e sComponen t ,
6 d a t a : { t i t l e : ’ C i t i e s page ’ }
7 } ,
8 { p a t h : ’ ’ ,
9 r e d i r e c t T o : ’ / c i t i e s ’ ,
10 pa thMatch : ’ f u l l ’
11 } ,
12 { p a t h : ’∗∗ ’ , component : PageNotFoundComponent }
13 ] ;
14
15 @NgModule ( {
16 i m p o r t s : [
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17 RouterModule . f o r R o o t ( appRoutes )
18 ] ,
19 . . .
20 } )
Niz appRoutes je niz ruta koji opisuje kako navigirati izmedu komponenti. Taj niz
proslijeduje se metodi RouterModule.forRoot, koja zatim konfigurira usmjernik. Svaka
ruta je zapravo preslikavanje URL putanje u komponentu. Putanje mogu biti relativne, kao
u primjeru, a usmjernik c´e pretvoriti te putanje u apsolutne.
Token :id u drugoj ruti je token za parametar rute. Na primjer, ako imamo putanju
/city/13, tada c´e vrijednost parametra id biti 13. Odgovarajuc´a komponenta
CityComponent imat c´e pristup tom parametru.
Unutar svojstva data u trec´oj ruti smjesˇtaju se podaci vezani za konkretnu rutu.
U cˇetvrtoj ruti vidimo praznu putanju koja odgovara pocˇetnoj putanji aplikacije. Ta
pocˇetna putanja preusmjerava se na putanju /cities, pa c´e pri otvaranju aplikacije biti
prikazan CitiesComponent.
U zadnjoj ruti putanja ** predstavlja sve ostale putanje koje nisu obuhvac´ene prethodno
definiranim putanjama. Tada mozˇemo korisnika preusmjeriti na pocˇetnu stranicu ili mu
prikazati prikladnu poruku o nepostojanju stranice na toj putanji.
Kako bismo povezali usmjernik s predlosˇkom koristimo sljedec´i element:
1 < r o u t e r −o u t l e t ></ r o u t e r −o u t l e t >
Element postavljamo na zˇeljeno mjesto u predlosˇku, a usmjernik c´e na to mjesto ubaciti od-
govarajuc´u komponentu. Odgovarajuc´i pogled prikazuje se neposredno nakon prethodnog
elementa. Nakon sˇto smo implementirali rute, preostaje nam omoguc´iti navigaciju koja je
najcˇesˇc´e vezana za URL poveznice ili gumbe (engl. button) unutar pogleda.
1 <nav>
2 <a r o u t e r L i n k =” / c i t y − l i s t ” r o u t e r L i n k A c t i v e =” a c t i v e ”> C i t y l i s t < / a>
3 <a r o u t e r L i n k =” / c i t i e s ” r o u t e r L i n k A c t i v e =” a c t i v e ”> C i t i e s page < / a>
4 </ nav>
U ovom primjeru mozˇemo vidjeti dvije URL poveznice, a pritiskom na neku od njih otvara
se odgovarajuc´i pogled.
Detaljnije informacije o elementima aplikacije u Angular-u, te o dodatnim moguc´no-
stima mozˇemo pronac´i na [10].
Poglavlje 3
Priprema okruzˇenja i osnovna aplikacija
3.1 Instalacija
Aplikacije u Angular-u najbolje je razvijati lokalno, na vlastitom racˇunalu. Prvi korak je
instalacija paketa node.js i npm.
Node i npm paketi esencijalni su za razvoj modernih web aplikacija u Angular-u, ali i na
drugim platformama. Node je potreban za izgradnju (engl. build) same aplikacije, a paket
npm je zaduzˇen za instalaciju dodatnih JavaScript biblioteka. Node i npm mogu se zajedno
preuzeti sa: https://docs.npmjs.com/getting-started/installing-node.
Angular zahtjeva verziju node-a v4.0.0 i vec´u, dok je najmanja potrebna verzija npm-a
3.0.0. Verzije je moguc´e provjeriti u terminalu ili konzoli, pokretanjem naredbi node -v i
npm -v.
Nakon instalacije node-a i npm-a, potrebno je napraviti sljedec´e:
1. Kreirati direktorij projekta;
2. Klonirati ili preuzeti minimalni projekt sa github-a, koji se naziva QuickStart
(https://github.com/angular/quickstart/);
3. Izvesti naredbu npm install;
4. Za pokretanje izvesti naredbu npm start.
1 g i t c l o n e h t t p s : / / g i t h u b . com / a n g u l a r / q u i c k s t a r t . g i t q u i c k s t a r t
2 cd q u i c k s t a r t
3 npm i n s t a l l
4 npm s t a r t
19
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QuickStart seed
QuickStart projekt je baza za lokalni razvoj svake nove Angular aplikacije. Sada c´emo
opisati strukturu i dijelove tog projekta. Tri najbitnije TypeScript datoteke u projektu su
main.ts, app.module.ts i app.component.ts.
Gotovo svaka aplikacija trebala bi sadrzˇavati te tri bazne datoteke. Svaka od njih ima
odredenu svrhu, i mijenja se neovisno o drugima kako aplikacija raste.
Datoteke izvan direktorija src/ su namjenjene za izgradnju, pusˇtanje u pogon (engl.
deploy) i testiranje aplikacije. Osim toga, tamo se nalaze konfiguracijske datoteke i vanjske
biblioteke potrebne nasˇoj aplikaciji.
Datoteke unutar direktorija src/ pripadaju aplikaciji. Unutar tog direktorija dodajemo
nove TypeScript, HTML ili CSS datoteke (obicˇno unutar src/app/ direktorija). Sada
c´emo opisati tri datoteke koje smo naveli na pocˇetku:
• app.component.ts (src/app/app.component.ts) - ovdje definiramo baznu kom-
ponentu AppComponent koja c´e zapravo postati stablo ugnjezˇdenih komponenti kako
se aplikacija razvija.
• app.module.ts (src/app/app.module.ts) - u ovoj datoteci definiramo glavni
modul aplikacije, AppModule. Za sada modul sadrzˇi samo komponentu AppCompo-
nent.
• main.ts (app/main.ts) - pomoc´u datoteke main.ts prevodimo aplikaciju i podi-
zˇemo AppModule koji se pokrec´e u internet pregledniku.
3.2 Jednostavna aplikacija
Kreirat c´emo jednostavnu aplikaciju, bez korisˇtenja QuickStart projekta, koja na zaslon
ispisuje tekst. Kroz razvoj aplikacije upoznat c´emo se s osnovnim dijelovima Angular-a.
Detaljnije, pokazat c´emo:
• sˇto su komponente;
• kako uvoziti (engl. import) programski kod iz drugih datoteka i koristiti ih u aplika-
ciji;
• kako programski kod aplikacije razdvojiti u Angular module;
• kako Angular aplikaciju prebaciti na server i pokrenuti u internet pregledniku.
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Komponenta
Aplikaciju zapocˇinjemo stvaranjem datoteke hello.component.ts, te u njoj moramo
kreirati klasu HelloComponent.
1 c l a s s Hel loComponent {
2 }
Kao sˇto smo naveli u prethodnom poglavlju, da bi klasa postala komponenta, moramo
joj pridruzˇiti metapodatke koristec´i dekorator @Component.
1 @Component ( {
2 s e l e c t o r : ’ h e l l o ’
3 } )
4 c l a s s Hel loComponent {
5 }
Na ovaj nacˇin povezali smo komponentu HelloComponent sa HTML tagom <hello>.
Kada god Angular naide na HTML kod oblika <hello></hello>, na tom mjestu instan-
cira objekt klase HelloComponent.
Imports
Prije nego sˇto koristimo dekorator @Component, moramo ga uvesti.
1 i m p o r t { Component } from ’ @angular / core ’ ;
Ovako uvozimo kod za dekorator Component iz modula @angular/core.
Predlozˇak
Kako bismo prikazali i koristili nasˇu komponentu, moramo dodati tag <hello></hello>
u HTML datoteku (index.html).
1 <body>
2 <h e l l o ></ h e l l o >
3 </ body>
Za sada se josˇ nisˇta ne prikazuje na ekranu. Zˇelimo da Angular zamijeni tagove
<hello></hello> nekim HTML predlosˇkom.
Dakle, sljedec´e c´emo napraviti datoteku hello.component.html u kojoj c´emo napi-
sati HTML predlozˇak.
1 <h1> H e l l o World ! </h1>
Zadnje sˇto preostaje je povezati ovaj HTML predlozˇak s komponentom HelloCompo-
nent. Za to koristimo atribut dekoratora @Component, kljucˇne rijecˇi templateUrl.
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1 @Component ( {
2 s e l e c t o r : ’ h e l l o ’ ,
3 t e m p l a t e U r l : ’ . / h e l l o . component . html ’
4 } )
5 c l a s s Hel loComponent {
6 }
Moduli
Aplikacija kakvu smo implementirali do sada i dalje nije funkcionalna. Definirali smo
svoju komponentu, povezali ju s predlosˇkom i dodali tag komponente u svoju HTML da-
toteku, ali i dalje nismo rekli Angular-u da ga zˇelimo koristiti na ovoj datoteci. To c´emo
napraviti kreiranjem glavnog modula AppModule. Napravimo datoteku app.module.ts.
1 i m p o r t { NgModule } from ’@ a n g u l a r / core ’ ;
2 i m p o r t { BrowserModule } from ’@ a n g u l a r / p l a t f o r m −browser ’ ;
3 @NgModule ( {
4 i m p o r t s : [ BrowserModule ] ,
5 d e c l a r a t i o n s : [ Hel loComponent ] ,
6 b o o t s t r a p : [ Hel loComponent ]
7 } )
8 e x p o r t c l a s s AppModule {
9 }
Ovdje smo kreirali klasu AppModule kojoj smo pridruzˇili dekorator @NgModule. Naj-
bitniji atribut je bootstrap koji govori Angular-u da se pri pokretanju aplikacije pokrec´e
komponenta HelloComponent. Atribut deklaracije sadrzˇi listu komponenti koje pripadaju
ovom modulu.
Jedino sˇto nam preostaje je napraviti datoteku main.ts u kojoj pokrec´emo aplikaciju
pomoc´u modula AppModule.
1 i m p o r t { p la t fo rmBrowserDynamic } from ’ @angular / p l a t f o r m −browser −
dynamic ’ ;
2 i m p o r t { AppModule } from ’ . / app . module ’ ;
3 p la t fo rmBrowserDynamic ( ) . b o o t s t r a p M o d u l e ( AppModule ) ;
Ovdje vidimo funkciju platformBrowserDynamic() koju koristimo za pokretanje apli-
kacije u internet pregledniku. Zadnje sˇto je potrebno je stvoriti datoteku index.html.




4 < t i t l e >HelloApp < / t i t l e >
5 <base h r e f =” / HelloApp / s r c /”>
6 <meta c h a r s e t =”UTF−8”>
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7 <meta name=” v i e w p o r t ” c o n t e n t =” wid th=dev i ce −width , i n i t i a l − s c a l e =1”>
8 < l i n k r e l =” s t y l e s h e e t ” h r e f =” s t y l e s . c s s ”>
9
10 <!−− P o l y f i l l ( s ) f o r o l d e r b r o w s e r s −−>
11 < s c r i p t s r c =” h t t p s : / / unpkg . com / core − j s / c l i e n t / shim . min . j s ”></ s c r i p t >
12 < s c r i p t s r c =” h t t p s : / / unpkg . com / zone . js@0 . 8 . 4 ? main=browse r ”></ s c r i p t >
13 < s c r i p t s r c =” h t t p s : / / unpkg . com / systemjs@0 . 1 9 . 3 9 / d i s t / sys tem . s r c . j s
”></ s c r i p t >
14 < s c r i p t s r c =” s y s t e m j s . c o n f i g . j s ”></ s c r i p t >
15
16 < s c r i p t >
17 System . i m p o r t ( ’ main . j s ’ ) . c a t c h ( f u n c t i o n ( e r r ) { c o n s o l e . e r r o r ( e r r ) ;
} ) ;









Razvoj slozˇenije web aplikacije
U ovom poglavlju c´emo opisati jednu slozˇeniju web-aplikaciju izradenu pomoc´u Angular-
a za potrebe ovog diplomskog rada. Svrha aplikacije je omoguc´iti laku usporedbu kvalitete
vremenske prognoze koju daje nekoliko poznatih web-servisa.
Aplikacija se sastoji od dva glavna dijela: serverske i klijentske strane. Klijentska
aplikacija napisana je u Angular-u, ali zbog potrebe za prikazom vec´eg broja moguc´nosti
Angular-a, napisana je i manja serverska aplikacija preko koje Angular aplikacija dohvac´a
podatke koje koristi.
4.1 Opis web aplikacije
Klijentska aplikacija je aplikacija koja prikazuje vremensku prognozu, a korisnik mozˇe
birati za koji dan i koju vrstu prognoze zˇeli vidjeti. Prikazuje se vremenska prognoza
dohvac´ena s pet razlicˇitih web stranica ([1], [7], [5], [2], [4]), i moguc´e je medusobno us-
porediti te prognoze. Postoje tri grupe prikaza vremenske prognoze: vremenska prognoza
za buduc´nost, vremenska prognoza za jucˇer, te vremenska prognoza kroz vremensko raz-
doblje u prosˇlosti. Takoder, postoje tri tipa vremenske prognoze: minimalna i maksimalna
dnevna temperatura zraka, maksimalna dnevna brzina vjetra, te dnevna temperatura zraka
po satima.
Vremenska prognoza za buduc´nost jednostavno prikazuje vremensku prognozu. Te
prognoze su kratkorocˇne (odnose se na sutrasˇnji dan), srednjerocˇne (tri dana unaprijed)
i dugorocˇne (sˇest dana unaprijed). Za svaki dan dodatno mozˇemo birati jedan od tri tipa
vremenske prognoze.
Kod prikaza vremenske prognoze za jucˇer, korisnik mozˇe vidjeti jucˇerasˇnju prognozu
vremena zajedno sa stvarnim podacima o vremenu. Na taj nacˇin, odredivanjem odstupanja
izmjerene i prognozirane temperature zraka i brzine vjetre, moguc´e je odrediti tocˇnost
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Slika 4.1: Pocˇetni prikaz klijentske aplikacije
Slika 4.2: Dnevna temperatura zraka po satima
pojedine prognoze. Stvarni podaci o vremenu dohvac´aju se sa svakog web servisa na kraju
dana, kada su ti podaci poznati. Ovdje su stvarni podaci uvijek fiksirani, ali mozˇemo vidjeti
sˇto su za jucˇer web stranice prognozirale jedan, tri ili sˇest dana prije. Dodatno, za svaki
prikaz mozˇemo birati jedan od tri tipa vremenske prognoze.
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Slika 4.3: Dnevna brzina vjetra
Vremenska prognoza kroz vremensko razdoblje u prosˇlosti donosi nam prikaz vremen-
skih prognoza za prosˇli tjedan i za prosˇli mjesec, za pojedinu web stranicu. Kod ovog
prikaza mozˇemo vidjeti koliko je pojedina web stranica bila tocˇna u svojem prognozira-
nju, kroz vremensko razdoblje. Za svaku web stranicu i za svaki dan u tjednu/mjesecu
prikazana je predvidena vremenska prognoza i uz nju stvarni podaci o vremenu. Ovdje su
stvarni podaci takoder fiksirani, ali mozˇemo vidjeti sˇto su za konkretni dan web stranice
prognozirale jedan, tri ili sˇest dana prije. Za svaki prikaz mozˇemo birati izmedu dva tipa
vremenske prognoze: minimalna i maksimalna dnevna temperatura zraka, ili maksimalna
dnevna brzina vjetra.
Svaki od ovih prikaza vremenske prognoze dostupan je za sljedec´e gradove: Zagreb,
Split, Rijeka, Osijek.
U aplikaciji josˇ mozˇemo vidjeti statistiku o tocˇnosti web stranica u svojoj prognozi.
Statistika se odnosi na tocˇnost u prognoziranju temperature zraka i brzine vjetra. Na te-
melju odstupanja vrsˇi se i rangiranje, odnosno, mozˇe se odrediti koja web-stranica daje
najbolju kratkorocˇnu, srednjorocˇnu ili dugorocˇnu prognozu.
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Slika 4.4: Vremenska prognoza za vremensko razdoblje u prosˇlosti
4.2 Serverska strana aplikacije
Serverska strana napisana je u programskom jeziku PHP, a podaci o vremenskim progno-
zama spremaju se u bazu podataka. Postoje cˇetiri tipa vremenske prognoze koju spremamo
u bazu. To su dnevna vremenska prognoza, vremenska prognoza po satima u danu, stvarni
danasˇnji podaci o vremenu i stvarni danasˇnji podaci o vremenu po satu. Svaki od tih po-
dataka preuzima se sa svake web stranice za prognozu vremena svakodnevno, za svaki od
cˇetiri grada.
Baza podataka
Baza podataka sastoji se od cˇetiri tablice koje odgovaraju tipovima prognoze. To su:
Forecast, TodayForecast, HourlyForecast i CurrentHourlyForecast.
Tablice Forecast i HourlyForecast odgovaraju podacima o dnevnoj vremenskoj
prognozi i podacima o vremenskoj prognozi po satima u danu. Tablice TodayForecast
i CurrentHourlyForecast odgovaraju stvarnim podacima o vremenu u nekom danu i o
vremenu po satu u danu.
Dio atributa u sve cˇetiri tablice je isti, a to su webpage (web stranica od koje preuzimamo
podatke), date (datum vremenske prognoze) i city (grad za koji je vremenska prognoza).
U tablici Forecast dodatno imamo atribute minTemp i maxTemp (minimalna i maksimalna
dnevna temperatura), daysBefore (koliko dana ranije je preuzeta prognoza za taj dan),
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rain (predvidena kolicˇina kisˇe ili vjerojatnost da c´e pasti kisˇa), isRainProbability
(oznacˇava da li atribut rain sadrzˇi kolicˇinu kisˇe ili vjerojatnost da c´e pasti kisˇa) i wind
(brzina vjetra). U tablici TodayForecast imamo sve atribute iste kao u tablici Forecast,
osim atributa daysBefore. Taj atribut nije nam potreban, jer stvarne podatke o vremenu
za neki dan preuzimamo tocˇno na taj dan. Tablica HourlyForecast ima zajednicˇke atr-
ribute webpage, date i city, te dodatne atribute temp (temperatura u tom satu) i hour
(sat u danu za koji preuzimamo temperaturu). Tablica CurrentHourlyForecast ima sve
atribute iste kao i tablica HourlyForecast.
Za spremanje podataka korisˇtena je MySQL baza podataka. Za spajanje na bazu i do-
hvac´anje podataka iz nje korisˇteno je sucˇelje PDO unutar programskog jezika PHP.
Ostale datoteke
Skripta save.php sadrzˇi neke pomoc´ne funkcije za spremanje podataka u bazu poda-
taka. Funkcije save(), saveToday(), saveHourly() i saveCurrentHourly() koris-
timo za unos podataka redom u tablice Forecast, TodayForecast, HourlyForecast
i CurrentHourlyForecast. Osim ovih funkcija, datoteka sadrzˇi josˇ neke funkcije koje
vrac´aju odredene datume u formatu koji je pogodan za spremanje u bazu podataka.
Za preuzimanje dnevne vremenske prognoze koristimo skripte zagreb.php, split.-
php, rijeka.php i osijek.php. U svakoj od njih preuzimamo podatke za taj grad, sa
svake od pet web stranica koje pratimo. Podatke preuzimamo za jedan, tri i sˇest dana una-
prijed. Dodatno preuzimamo podatke o vremenskoj prognozi po satu s dvije web stranice
na kojima su ti podaci dostupni. Tri od pet stranica koje pratimo imaju dostupan bespla-
tan API preko kojeg se dohvac´aju podaci. S ostale dvije stranice podaci se preuzimaju
parsiranjem izvornog HTML koda.
Stvarni podaci o vremenu u nekom danu preuzimaju se pomoc´u skripte saveToday.php.
Za svaku web stranicu i za svaki grad u njoj postoji funkcija koja preuzima podatke za tu
web stranicu i za taj grad, te ih posprema u bazu podataka u tablicu TodayForecast. Kao
i u prethodnoj datoteci, podaci s nekih web stranica dohvac´aju se preko API-ja web stra-
nice, a neki se parsiraju iz izvornog HTML koda web stranice. Stvarni podaci o vremenu
po satu u nekom danu preuzimaju se pomoc´u skripte saveCurrentHour.php. Ovdje pos-
toje samo dvije web stranice koje imaju dostupne podatke, pa se za njih i za svaki grad
podaci pospremaju u bazu podataka u tablicu CurrentHourlyForecast.
Skripte navedene iznad automatski se pozivaju koristec´i uslugu cron svakog dana u
odredeni sat. One nam sluzˇe za dohvac´anje podataka sa web-servisa i pospremanje u bazu
podataka. Sada c´emo navesti ostale skripte koje se pozivaju kada netko koristi aplikaciju.
One nam sluzˇe za dohvac´anje podataka o vremenskim prognozama sa servera.
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Skripta get.php dohvac´a sve podatke o vremenskoj prognozi za odredeni datum u
odredenom gradu. Parametri datum i grad su proslijedeni preko GET zahtjeva toj skripti.
Ako zˇelimo dohvatiti stvarne podatke o vremenu na taj dan (u prosˇlosti), tada parametar
today postavimo na true. U suprotnom, ako zˇelimo podatke o vremenskoj prognozi za taj
dan, tada parametar today postavimo na false. U prvom slucˇaju, podaci se dohvac´aju iz
tablice TodayForecast, dok se u drugom slucˇaju podaci dohvac´aju iz tablice Forecast.
Skripte getHourly.php dohvac´a sve podatke o vremenskoj prognozi po satu za odre-
deni datum u odredenom gradu. Parametri i postupak dohvac´anja je identicˇan kao u dato-
teci get.php, samo sˇto se u ovom slucˇaju podaci dohvac´aju iz tablica CurrentHourly-
Forecast i HourlyForecast (ovisno o parametru today).
Skripte getLastWeek.php i getLastMonth.php dohvac´aju sve podatke o vremen-
skoj prognozi u odredenom gradu unutar odredenog vremenskog okvira, tj. u zadnjih
tjedan dana ili zadnjih mjesec dana, ovisno o datoteci. Datoteka prima parametar city
koji oznacˇava grad i parametar today koji oznacˇava zˇelimo li stvarne podatke ili po-
datke o vremenskoj prognozi. Ovisno o parametru today dohvac´aju se podaci iz tablice
TodayForecast, odnosno tablice Forecast.
Skripta getLastTwoWeeks.php dohvac´a sve podatke o vremenskoj prognozi u zadnja
dva tjedna. Ovi podaci sluzˇe nam za statistiku o tocˇnosti web stranice.
Skripte getCityList.php i getWebpageList.php vrac´aju nam redom popis svih
gradova i popis svih web stranica za koje imamo podatke u bazi podataka.
4.3 Klijentska strana aplikacije
Pocˇetna datoteka koja se ucˇitava otvaranjem web stranice je index.html. U njoj prvo
navodimo biblioteke koje su potrebne za pokretanje aplikacije napisane u Angular-u:
1 < s c r i p t s r c =” node modules / core − j s / c l i e n t / shim . min . j s ”></ s c r i p t >
2 < s c r i p t s r c =” node modules / zone . j s / d i s t / zone . j s ”></ s c r i p t >
3 < s c r i p t s r c =” node modules / s y s t e m j s / d i s t / sys tem . s r c . j s ”></ s c r i p t >
4 < s c r i p t s r c =” s y s t e m j s . c o n f i g . j s ”></ s c r i p t >
Dodatno navodimo biblioteku za crtanje grafova ([6]) koja je potrebna za prikaz vre-
menske prognoze.
1 < s c r i p t s r c =” node modules / c h a r t . j s / d i s t / C h a r t . bu nd l e . min . j s ”></ s c r i p t >
Zatim ucˇitavamo datoteke koje koristi nasˇa aplikacija:
1 < s c r i p t >
2 System . i m p o r t ( ’ main . j s ’ ) . c a t c h ( f u n c t i o n ( e r r ) { c o n s o l e . e r r o r ( e r r ) ;
} ) ;
3 </ s c r i p t >
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Na samom kraju, unutar elementa <body> postavljamo glavni element koji predstavlja
nasˇu aplikaciju:
1 <body>
2 <my−app>Loading . . . < / my−app>
3 </ body>
main.js je jednostavna JavaScript datoteka unutar koje navodimo glavni modul apli-
kacije, tj. AppModule.
AppModule je definiran unutar datoteke app.module.ts. U njemu smo pobrojali sve
dodatne module i komponente koje koristimo unutar aplikacije. Niz imports je niz mo-
dula koje aplikacija koristi. Niz declarations je niz komponenti od kojih se sastoji nasˇa
aplikacija.
1 d e c l a r a t i o n s : [ AppComponent , ChartTypeComponent , S t a t i s t i c s C o m p o n e n t ,
AppMenuComponent , Fo recas tCha r tComponen t , Yes te rdayChar tComponent ,
H i s to ryCha r tComponen t ]
Unutar niza providers nalazi se samo ForecastService, usluga koja c´e nam do-
bavljati sve podatke o vremenskim prognozama. Na kraju navodimo glavnu komponentu
koja predstavlja aplikaciju, tj. AppComponent.
Komponente
Komponenta AppComponent je deklarirana unutar datoteke app.component.ts. Ta kom-
ponenta nema cˇlanskih varijabli niti funkcija, vec´ nam sluzˇi za iscrtavanje glavnog pri-
kaza koji sadrzˇi ostale komponente nasˇe aplikacije. Kao predlozˇak koristi se datoteka
app.component.html. U njoj mozˇemo vidjeti podjelu aplikacije na tri dijela: navigacija
aplikacije, glavni dio aplikacije s grafovima vremenskih prognoza, i statistika o tocˇnosti.




5 <d i v c l a s s =” mainChar tMidd le ”>
6 < r o u t e r −o u t l e t ></ r o u t e r −o u t l e t >
7 </ div>
8
9 <d i v c l a s s =” s t a t i s t i c s R i g h t ”>
10 < s t a t i s t i c s ></ s t a t i s t i c s >
11 </ div>
Element <app-menu> predstavlja komponentu AppMenuComponent definiranu u dato-
teci app-menu.component.ts. Ova komponenta sluzˇi nam za navigaciju kroz aplikaciju.
Pomoc´u nje odabiremo vrstu vremenske prognoze i web stranicu koju zˇelimo analizirati u
povijesnom prikazu vremenske prognoze.
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Slika 4.5: Navigacija
Komponenta izgleda ovako:
1 @Component ( {
2 moduleId : module . id ,
3 s e l e c t o r : ’ app−menu ’ ,
4 t e m p l a t e U r l : ’ . / app−menu . component . html ’ ,
5 s t y l e U r l s : [ ’ . / app−menu . component . c ss ’ ]
6 } )
7 e x p o r t c l a s s AppMenuComponent {
8 webpageL i s t : s t r i n g [ ] ;
9 c o n s t r u c t o r ( p r i v a t e f o r e c a s t S e r v i c e : F o r e c a s t S e r v i c e ) { }
10 n g O n I n i t ( ) : vo id {
11 t h i s . f o r e c a s t S e r v i c e . ge tWebpageL i s t ( ) . t h e n ( webpageL i s t => t h i s .
webpageL i s t = webpageL i s t ) ;
12 }
13 }
Ovdje mozˇemo vidjeti primjer korisˇtenja usluge ForecastService. Za prikaz na-
vigacije potrebna nam je lista web stranica koje mozˇemo odabrati u povijesnom prikazu
vremenske prognoze. Tu listu dohvatit c´emo pomoc´u usluge ForecastService. Us-
lugu navodimo u konstruktoru komponente, kako bi Angular-ov injektor znao da je ovoj
komponenti potrebna ta usluga. Funkcija ngOnInit automatski se poziva u trenutku kada
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je komponenta inicijalizirana i spremna za korisˇtenje. Unutar te funkcije stvaramo poziv
instanci usluge ForecastService, koristec´i njezinu funkciju getWebpageList. Kada
je usluga spremna i trazˇeni podaci su joj dostupni, tada se jednostavnom lambda funkci-
jom lista web stranica posprema u cˇlansku varijablu, tocˇnije niz webpageList. Uslugu
ForecastService detaljnije c´emo opisati kasnije.
Predlozˇak komponente AppMenuComponent nalazi se u datoteci app-menu.componen-
t.html. Unutar nje mozˇemo vidjeti primjer korisˇtenja usmjernika. Prvi link unutar navi-
gacije vodi na prognozu vremena u buduc´nosti:
1 <a r o u t e r L i n k =” / f o r e c a s t ” r o u t e r L i n k A c t i v e =” a c t i v e ”> F o r e c a s t < / a>
Drugi link vodi na jucˇerasˇnju vremensku prognozu:
1 <a r o u t e r L i n k =” / y e s t e r d a y ” r o u t e r L i n k A c t i v e =” a c t i v e ”>Y e s t e r d a y wea ther < /
a>
Za navigaciju po prikazu vremenskog razdoblja korisimo Angular-ovu direktivu ngFor:
1 < l i ∗ ngFor =” l e t webpage o f webpageL i s t ”>
2 <a [ r o u t e r L i n k ] = ” [ ’ / h i s t o r y ’ , 7 , webpage . webpage ] ” r o u t e r L i n k A c t i v e =”
a c t i v e ” > { {webpage . webpage } } < / a>
3 </ l i >
Ovdje mozˇemo vidjeti primjer dva parametra. Prvi je broj 7, koji oznacˇava da zˇelimo
prikaz prognoze tjedan dana unatrag, a drugi je ime web stranice za koju zˇelimo prikaz.
ngFor direktiva c´e za svaku web stranicu unutar niza webpageList stvoriti po jednu po-
veznicu. Kljucˇna rijecˇ routerLink oznacˇava nam putanju koju c´e ruter obraditi i prikazati
odgovarajuc´u komponentu.
Usluga ForecastService implementirana je u datoteci forecast.service.ts. Ona
sadrzˇi funkcije za dohvac´anje raznih vrsta vremenske prognoze. Sve funkcije su medusobno
slicˇne, a kao primjer pogledat c´emo funkciju getForecast:
1 g e t F o r e c a s t ( c i t y : s t r i n g , d a t e : s t r i n g ) : Promise<F o r e c a s t [] > {
2 c o n s t u r l = ‘ $ { t h i s . f o r e c a s t U r l } g e t . php ? c i t y =$ { c i t y }& d a t e=$ { d a t e } ‘ ;
3 r e t u r n t h i s . h t t p . g e t ( u r l , t h i s . o p t i o n s )
4 . t o P r o m i s e ( )
5 . t h e n ( r e s p o n s e => r e s p o n s e . j s o n ( ) a s F o r e c a s t [ ] )
6 . c a t c h ( t h i s . h a n d l e E r r o r ) ;
7 }
Ova funkcija kao ulaz prima ime grada i datum za koji zˇelimo vremenske prognoze. Po-
vratni tip ove funkcije je objekt tipa Promise koji je parametriziran kao niz objekata tipa
Forecast. Ovdje koristimo tip Promise zato sˇto niz vremenskih prognoza dohvac´amo
iz baze podataka, pa nam taj niz nec´e biti dostupan odmah, nego nakon nekog vremena.
Podaci c´e se dohvatiti asinkrono, u pozadini, a tek kad budu dostupni bit c´e vrac´eni na
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mjesto poziva funkcije. Podatke dohvac´amo jednostavnim GET pozivom serverske skripte
get.php opisane u prethodnoj sekciji. Kao odgovor dobiti c´emo niz vremenskih prognoza
u JSON formatu, koje pospremamo u niz objekata tipa Forecast[].
Sredisˇnji dio aplikacije je usmjernik koji prikazuje odgovarajuc´e komponente s grafo-
vima o vremenskoj prognozi. Usmjernik je definiran u datoteci chart-routing.module.-
ts. On se sastoji od cˇetiri jednostavne rute.
1 c o n s t r o u t e s : Rou tes = [
2 { p a t h : ’ ’ , r e d i r e c t T o : ’ / f o r e c a s t ’ , pa thMatch : ’ f u l l ’ } ,
3 { p a t h : ’ f o r e c a s t ’ , component : F o r e c a s t C h a r t C o m p o n e n t } ,
4 { p a t h : ’ y e s t e r d a y ’ , component : Yes te rdayChar tComponen t } ,
5 { p a t h : ’ h i s t o r y / : days / : webpage ’ , component : H i s to ryCha r tComponen t }
6 ] ;
Prva ruta je ruta pocˇetne stranice, koja je preusmjerena na putanju /forecast. Sljedec´e
tri rute predstavljaju nam tri grupe prikaza vremenske prognoze. Prva od njih je putanja
forecast, a pridruzˇena joj je komponenta ForecastChartComponent. Druga je puta-
nja /yesterday, a pridruzˇena joj je komponenta YesterdayChartComponent. Zadnja
putanja history/:days/:webpage je putanja koja sadrzˇi dva parametra koja smo opisali
ranije. Ona vodi do komponente HistoryChartComponent.
Svaka od tih komponenti sadrzˇava pomoc´nu komponentu za odabir tipa vremenske
prognoze. To je komponenta ChartTypeComponent, a definirana je u datoteci chart-typ-
e.component.ts. Njezin predlozˇak (chart-type.component.html) sadrzˇi samo tri
elementa <button> koji predstavljaju jedan od tri tipa vremenske prognoze: dnevna tem-
peratura, temperatura po satu i jacˇina vjetra. Na pritisak nekog od njih poziva se onSelect
metoda komponente. Klasa drugog <button> elementa postavlja se automatski ovisno o
vrijednosti varijable hourlyButtonClass pripadne komponente. Neke vremenske prog-
noze nemaju dostupan drugi tip, pa na taj nacˇin mozˇemo onemoguc´iti odabir drugog tipa
vremenske prognoze, mijenjajuc´i samo klasu elementa <button>. Sama komponenta iz-
gleda ovako:
1 e x p o r t c l a s s ChartTypeComponent {
2 s e l e c t e d T y p e : Number = 0 ;
3 h o u r l y B u t t o n C l a s s : s t r i n g = 0 ;
4
5 @Output ( ) o n T y p e S e l e c t = new E v e n t E m i t t e r <Number > ( ) ;
6
7 o n S e l e c t ( newSe lec tedType : Number ) {
8 t h i s . s e l e c t e d T y p e = newSelec tedType ;
9 t h i s . o n T y p e S e l e c t . emi t ( newSe lec tedType ) ;
10 }
11 }
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Slika 4.6: Primjer nedostupnog tipa vremenske prognoze (temperatura po satima je zasiv-
ljena)
Varijabla selectedType sadrzˇi trenutno odabrani tip vremenske prognoze. Unutar
metode onSelect pridruzˇujemo joj novu odabranu vrijednost. Ovdje takoder emitiramo
novi dogadaj preko varijable onTypeSelect. Svaka komponenta koja sadrzˇi ovu kom-
ponentu mozˇe pratiti dogadaj onTypeSelect i na taj nacˇin c´e biti obavijesˇtena o svakoj
promjeni tipa vremenske prognoze.
Sve tri glavne komponente medusobno su slicˇne, a kao primjer c´emo analizirati kompo-
nentu ForecastChartComponent. Ona je implementirana u datoteci forecast-chart.-
component.ts, a njezin predlozˇak nalazi se u datoteci forecast-chart.component.-
html. Predlozˇak se sastoji od dva dijela, odabira tipa vremenske prognoze i grafa koji
prikazuje vremensku prognozu.
1 <c h a r t − t y p e ( o n T y p e S e l e c t ) =” o n T y p e S e l e c t ( $ e v e n t ) ”></ c h a r t − type >
Na mjesto ove linije ubacit c´e se komponenta ChartTypeComponent i omoguc´iti bi-
ranje tipa prognoze. Nakon ovog elementa nalaze se tri tipke za odabir koliko dana una-
prijed zˇelimo vidjeti vremensku prognozu. Na odabir neke od njih poziva se funkcija
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OnChange(). Odabrani broj dana povezan je s varijablom selectedDaysBefore, ko-
ristec´i dvostrano vezanje podataka. Osim toga, mozˇemo birati i grad za koji zˇelimo vi-
djeti vremensku prognozu. Odabir dana implementiran je pomoc´u elementa <select>
Slika 4.7: Odabir gradova
i Angular-ove direktive ngFor. Odabrani grad povezan je s varijablom selectedCity,
takoder koristec´i dvostrano vezanje podataka.
1 < s e l e c t [ ( ngModel ) ]=” s e l e c t e d C i t y ” ( change ) =”OnChange ( ) ”>
2 <o p t i o n ∗ ngFor =” l e t c i t y o f c i t y L i s t ” v a l u e = { { c i t y . c i t y } } > { { c i t y . c i t y
} } < / o p t i o n >
3 </ s e l e c t >
Na kraju predlosˇka vidimo primjer grafa. Svi parametri grafa povezani su s varijablama
komponente, i na taj nacˇin graf prilagodavamo odredenoj vremenskoj prognozi.
Komponenta prati sve dogadaje koje korisnik pokrene, kao sˇto su promjena tipa vre-
menske prognoze ili promjena grada. Funkcija onTypeSelect poziva se kada korisnik
promjeni tip vremenske prognoze u komponenti ChartTypeComponent. Tada pozivamo
metodu OnChange koja c´e se pobrinuti o novim promjenama. Ovdje mozˇemo vidjeti pri-
mjer korisˇtenja usluge ForecastService.
1 t h i s . f o r e c a s t S e r v i c e . g e t F o r e c a s t ( t h i s . s e l e c t e d C i t y , t h i s . g e t D a t e S t r i n g (
t h i s . s e l e c t e d D a y s b e f o r e ) ) . t h e n ( f o r e c a s t s => t h i s . Upda t eCha r t (
f o r e c a s t s ) ) ;
Od usluge trazˇimo sve prognoze vezane za odabrani grad i za odabrani datum. Kada
su prognoze dostupne, pozivamo funkciju UpdateChart koja osvjezˇava graf novim poda-
cima.
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Za crtanje grafova koristimo biblioteku u JavaScript-u Chart.js. Ona omoguc´uje
jednostavnu implementaciju grafa na sljedec´i nacˇin:
1 <d i v c l a s s =” c h a r t −wrapper ”>
2 <c an va s b a s e C h a r t c l a s s =” c h a r t ”
3 [ d a t a s e t s ]=” ma inChar tDa ta ”
4 [ l a b e l s ]=” m a i n C h a r t L a b e l s ”
5 [ o p t i o n s ]=” m a i n C h a r t O p t i o n s ”
6 [ c o l o r s ]=” m a i n C h a r t C o l o r s ”
7 [ l e g e n d ]=” mainChar tLegend ”
8 [ c h a r t T y p e ]=” mainChar tType ”
9 ( c h a r t H o v e r ) =” c h a r t H o v e r e d ( $ e v e n t ) ”
10 ( c h a r t C l i c k ) =” c h a r t C l i c k e d ( $ e v e n t ) ”>
11 </ canvas >
12 </ div>
Atribute grafa (datasets, labels, options, colors, legend, charType) definiramo
preko pripadnih cˇlanova komponente koja koristi predlozˇak sa grafom. Na taj nacˇin omo-
guc´eno nam je dinamicˇko mijenjanje grafa. Na kraju navodimo i dva dogadaja, chartHover
i chartClick koji pozivaju funkcije chartHovered i chartClicked pripadne kompo-
nente kada korisnik prelazi kursorom misˇa iznad grafa, odnosno, kada klikne na graf.
Na primjer, chartData mogao bi izgledati ovako:
1 {
2 l a b e l : ’ Zagreb ’ ,
3 d a t a : [ 1 2 , 19 , 3 , 17 , 6 , 3 , 7 ] ,
4 backg rou ndCo lo r : ” rgba ( 1 5 3 , 2 5 5 , 5 1 , 0 . 4 ) ”
5 } ,
dok bi chartLabels mogao izgledati ovako:
1 [ ’ Pon ’ , ’ Uto ’ , ’ S r i ’ , ’ Cet ’ , ’ Pet ’ , ’ Sub ’ , ’Ned ’ ]
Na kraju imamo prikaz statistike o tocˇnosti vremenskih prognoza. Predlozˇak statistike
sastoji se od tri liste koje popunjavamo Angular-ovim direktivama ngFor.
1 < l i ∗ ngFor =” l e t webpage o f s t a t i s t i c s [0]” >
2 <h4> { { webpage [ 0 ] } } </h4>
3 </ l i >
Podatke dohvac´amo korisˇtenjem servisa ForecastService, odmah nakon sˇto se apli-
kacija pokrene.
1 t h i s . f o r e c a s t S e r v i c e . getLastTwoWeeks ( ) . t h e n ( f o r e c a s t s => t h i s . OnLoad (
f o r e c a s t s ) ) ;
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Slika 4.8: Statistika
Ovim smo opisali strukturu aplikacije i neke njezine vazˇnije implementacijske detalje.
Potpuni izvorni kod aplikacije dostupan je na CD-u prilozˇenom uz ovaj rad, a aplikacija se
nalazi na: http://somniumgames.com/diplomski/ngApp/src/index.html.
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U ovom diplomskom radu predstavljeni su dijelovi i arhitektura razvojnog okvira Angular.
Upoznali smo se sa programskim jezikom TypeScript, te smo istaknuli neke razlike izmedu
njega i jezika od kojeg je nastao i u kojeg se prevodi, JavaScript-a. Opisali smo kompo-
nente, osnovne gradevne jedinice Angular-a, te nacˇin na koji se komponente pakiraju u
module. Sintaksu Angular-a smo upoznali i kroz predlosˇke, tj. HTML datoteke obogac´ene
dodatnim direktivama koje Angular koristi za prikaz komponente na ekranu.
Kako bismo laksˇe prikazali funkcionalnosti Angular-a, kreirali smo web aplikaciju za
prikaz vremenske prognoze. Web aplikacija sa servera dohvac´a podatke o vremenskim
prognozama, a koje je server vec´ ranije pohranio u svoju bazu podataka koristec´i visˇe web-
servisa specijaliziranih za vremenske prognoze. Zatim medusobno usporeduje podatke sa
razlicˇitih web servisa, a vremenske prognoze iz prosˇlosti uporeduje sa stvarnim podacima o
vremenu. Na taj nacˇin mogu se usporediti tocˇnosti prognoza pojedinih web servisa. Osim
sa komponentama i predlosˇcima, kroz aplikaciju smo se upoznali i sa usmjernikom, tj.
dijelom Angular-a koji koristimo za navigaciju kroz komponente.
Summary
In this thesis we presented parts and architecture of the Angular framework. We introdu-
ced the TypeScript programming language, and we highlighted some differences between
TypeScript and the language from which it originated and to which it compiles – JavaScript.
We described components, the basic building blocks of Angular, and how the components
are packed into modules. We got acquainted with Angular syntax through templates – the
enriched HTML files that Angular uses to display the components on the screen.
To make it easier to show Angular features, we created a web application for displaying
weather forecasts. The web application retrieves weather data from the server, which has
already downloaded it from multiple web services and stored it in a database. The web
application then compares the data from different web services, and it also compares the
past weather forecasts with actual, measured data. This way we can compare the accuracy
of individual web services. Apart from the components and templates, through the app we
also studied the router – a part of Angular that is used for navigation between components.
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