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RESUMO
A` medida que a computac¸a˜o avanc¸a novas formas de se desenvolver sistemas sa˜o discutidas
a fim de que a sustentabilidade esteja sempre presente e seja cada vez mais aprimorada. A
computac¸a˜o em nuvem veio se desenvolvendo de tal forma que, atualmente, sa˜o oferecidos
recursos para implantac¸a˜o de sistemas sustenta´veis, escala´veis e acess´ıveis a todos os que
queiram desenvolver, ale´m de um baixo custo para o investimento inicial. Este trabalho tem
por objetivo desenvolver uma aplicac¸a˜o mobile com todo o processamento de backend sendo
feito na nuvem, mantendo a confiabilidade, baixa lateˆncia, escalabilidade o que ira´ garantir
uma o´tima experieˆncia ao usua´rio. Sera˜o apresentados e discutidos me´todos de arquitetura
sem servidor e controle de acesso na nuvem, ale´m de tecnologias como bancos de dados na˜o
relacionais e execuc¸a˜o de co´digo sem provisionamento de servidores. O sistema proposto sera´
implantado na nuvem da Amazon Web Service.
Palavras-chave: Computac¸a˜o em nuvem. Serverless. IaaS. Microsservic¸os
ABSTRACT
As computing evolve, new ways of developing are discussed in a way that sustainability be
always present and increasingly improved. Cloud computing evolved to a point that it is able
to offer many resources for systems implementation in a sustainable, scalable and accessible
way for everyone who wants, besides a low cost for the initial investiment. The objective of
this work it’s develop a mobile application with all its backend processing run in the cloud,
keeping the reliability, low latency and scalability, witch it will grant a great user experience.
Serverless architecture methods and access control in the cloud it will be presented along with
technologies like non relational databases and code execution without server provisioning. The
proposed system will be implanted in the AWS cloud environment.
Keywords: Cloud Computing. Serverless. IaaS. Microservices
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1 INTRODUC¸A˜O
A computac¸a˜o em nuvem vem crescendo cada vez mais nos u´ltimos anos e ocupando um
espac¸o importante no mercado de desenvolvimento de sistemas para a internet. As expectativas
sa˜o tamanhas que grandes nomes da computac¸a˜o e informac¸a˜o, tais como Google, Amazon e
Microsoft ja´ voltaram suas atenc¸o˜es para tais tecnologias e oferecem servic¸os tanto implantados
como para implantac¸a˜o na nuvem.
Com esse grande crescimento da computac¸a˜o em nuvem surgiram me´todos que ajudam
o desenvolvedor a implementar e gerenciar aplicac¸o˜es de dimenso˜es e complexidades diferentes.
Conceitos como computac¸a˜o serverless e Infrastructure as a Service ou Infraestrutura como
servic¸o (IaaS) ajudam no desempenho da codificac¸a˜o da aplicac¸a˜o e reduz a complexidade da
implantac¸a˜o e gerenciamento se comparados aos cena´rios fora da nuvem (GIENOW, 2018).
Para o desenvolvedor existem diversas vantagens de se implantar sistemas na nuvem.
Algumas dessas principais vantagens sa˜o apontadas pela Amazon Web Services (AWS) como:
a) Facilidade: toda a configurac¸a˜o pode ser feita online atrave´s do console AWS, a
plataforma de gerenciamento da AWS. A empresa ainda oferece o Amazon Lightsail,
um servic¸o que apresenta uma interface amiga´vel para facilitar ainda mais o processo
de implantac¸a˜o de sistemas na nuvem.
b) Flexibilidade: as ferramentas, linguagens de programac¸a˜o, sistemas operacionais
e bancos de dados utilizados ficam todos a criterio do desenvolvedor, ja´ que a
plataforma de nuvem da AWS fornece suporte a diversos tipos de tecnologia.
c) Confiabilidade: a AWS possui uma infraestrutura global e escala´vel com redun-
daˆncia e backups automa´ticos, o que garante aos usua´rios uma aplicac¸a˜o confia´vel
e segura.
d) Escalabilidade e desempenho: sa˜o oferecidos recursos de escalabilidade automa´-
tica e balanceamento de carga para garantir que a aplicac¸a˜o responda rapidamente
a`s requisic¸o˜es e esteja sempre dispon´ıvel aos usua´rios.
e) Seguranc¸a: a AWS garante seguranc¸a aos seus clientes e suas aplicac¸o˜es atrave´s
de criptografia, registros de logs, firewalls, identidades, controle de acesso e va´rios
outros recursos de seguranc¸a que o desenvolvedor na˜o precisara´ se preocupar em
desenvolver.
f) Economia: uma das vantagens mais marcantes e convenientes ao desenvolvedor e´ o
fato de na˜o haver necessidade de provisionar recursos de hardware como investimento
inicial, podendo-se simplesmente mensurar quantos e quais recursos a aplicac¸a˜o
demanda e a empresa que oferece o servic¸o de nuvem ira´ forneceˆ-los a um prec¸o
acess´ıvel.
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Em termos financeiros, o custo para manter a aplicac¸a˜o tambe´m e´ mais baixo se
comparado aos sistemas tradicionais pois o cliente, que, no caso, e´ o desenvolvedor da
aplicac¸a˜o, so´ e´ cobrado pelo tempo em que a aplicac¸a˜o esteve em execuc¸a˜o, ao passo que nas
arquiteturas tradicionais ha´ diversos custos essenciais e vital´ıcios, tais como energia ele´trica,
internet, ma˜o de obra e outros; ale´m da total responsabilidade sobre poss´ıveis imprevistos e
acidentes.
Diante dessa mudanc¸a de paradigma, profissionais e pesquisadores se questionam sobre a
transic¸a˜o dos tradicionais sistemas monol´ıticos para esse novo conceito de arquitetura distribu´ıda
em microservic¸os, bem como a implantac¸a˜o serverless. Sabendo dessas questo˜es acerca do
desenvolvimento de sistemas fazendo uso dos novos conceitos de computac¸a˜o em nuvem,
este trabalho propo˜e uma aplicac¸a˜o mobile com todo o seu processamento, armazenamento e
autenticac¸a˜o rodando na nuvem atrave´s dos servic¸os fornecidos pela AWS a fim de demonstrar
e discutir a implementac¸a˜o de um sistema serverless na nuvem.
A aplicac¸a˜o proposta faz uso do servic¸o de autenticac¸a˜o Amazon Cognito, bem como
func¸o˜es Lambda para processamento, DynamoDB como banco de dados na˜o relacional para
armazenamento e persisteˆncia de dados, Amazon Identity Access Manager (IAM) para controle
de acessos e Amazon API Gateway para orquestramento das requisic¸o˜es Hypertext Transfer
Protocol (HTTP) feitas ao backend. Todos os servic¸os citados sa˜o oferecidos pela AWS.
O frontend, por sua vez, sera´ um aplicativo multiplataforma a ser desenvolvido atrave´s do
framework React Native.
Para construc¸a˜o do ambiente na nuvem foi utilizado o framework Serverless. Essa
ferramenta fornece recursos para desenvolvimento de Application Programming Interface (API)s
altamente escala´veis na nuvem. Oferece suporte de desenvolvimento a diversos ambientes em
nuvem, tais como AWS Cloud, Microsoft Azure e outros.
Por fim foi desenvolvido uma aplicac¸a˜o mobile multiplataforma para utilizac¸a˜o dos
usua´rios utilizando o framework React Native. A conexa˜o entre frontend e backend foi
feita utilizando o AWS Amplify, uma biblioteca oferecida pela AWS para desenvolvimento de
aplicac¸o˜es web e mobile integradas com backends implantados em ambiente de nuvem da
AWS.
1.1 OBJETIVOS
Os objetivos dessa monografia foram divididos entre gerais e espec´ıficos.
1.1.1 Objetivos Gerais
O objetivo deste trabalho e´ estudar e desenvolver um sistema cujo backend e´ inte-
gralmente implantado em nuvem de forma segura, confia´vel, dispon´ıvel, com baixa lateˆncia,
utilizando arquitetura de um sistema orientado a func¸o˜es e servic¸os oferecidos pela AWS.
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O projeto proposto e´ um aplicativo mobile multiplataforma capaz de programar reunio˜es
corporativas envolvendo va´rios usua´rios.
1.1.2 Objetivos Espec´ıficos
– O sistema deve permitir autenticac¸a˜o segura e consistente independentemente do dispositivo
utilizado pelo usua´rio.
– Controle de acesso dos usua´rios aos recursos do ambiente na nuvem.
– Armazenamento e resgate de dados de forma confia´vel e ra´pida utilizando um banco de
dados na˜o relacional.
– Utilizac¸a˜o de arquitetura orientada a func¸o˜es.
– Processamento feito em nuvem sem provisionamento de hardware por parte do desenvolvedor.
– Implantac¸a˜o automatizada do sistema no ambiente de nuvem.
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2 FUNDAMENTAC¸A˜O TEO´RICA
A AWS define computac¸a˜o em nuvem como“a entrega sob demanda de poder compu-
tacional, armazenamento de banco de dados, aplicativos e outros recursos de Tecnologia da
Informac¸a˜o (TI) pela internet com uma definic¸a˜o de prec¸o conforme o uso”. Sendo poss´ıvel
entregar poder de processamento e outros recursos conforme o uso, uma se´rie de benef´ıcios
podem surgir tanto para os pequenos como para os grandes desenvolvedores.
Grandes empresas, tais como Google, Microsoft e Amazon, enxergaram uma oportuni-
dade de mercado nessa nova ideia de entrega de recursos sob demanda e comec¸aram a investir
no assunto. Algumas dessas empresas chegaram a um alto n´ıvel de refinamento dos servic¸os
de computac¸a˜o em nuvem, tornaram-se refereˆncia no assunto e comec¸aram a fazer disso um
nego´cio que vem transformando o desenvolvimento e a implantac¸a˜o de aplicac¸o˜es na internet.
2.1 SERVIC¸OS BASEADOS NA COMPUTAC¸A˜O EM NUVEM
Com o mercado de software e infraestrutura aquecido devido ao investimento das
grandes empresas nos servic¸os de entrega sob demanda baseados em nuvem, novos termos
surgiram para definir o que sa˜o esses servic¸os. Sa˜o eles: IaaS, Platform as a Service ou
Plataforma como servic¸o (PaaS) e Software as a Service ou Software como servic¸o (SaaS),
Figura 1.
2.1.1 IaaS
Trata-se de fornecer recursos computacionais como servic¸o a um cliente que deseja
implantar uma aplicac¸a˜o.
O desenvolvedor pode definir qual o poder de processamento sua aplicac¸a˜o demanda
Figura 1 – IaaS, PaaS e SaaS (AZURE, 2019c). Adaptado
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e a empresa que oferece o servic¸o tomara´ as provideˆncias para forneceˆ-lo, seja um recurso
virtual ou um hardware dedicado. O provedor de servic¸os gerencia o hardware e o software
demandado pela aplicac¸a˜o e ainda e´ capaz de garantir a seguranc¸a, persisteˆncia de dados,
confiabilidade e baixa lateˆncia (AZURE, 2019a).
A AWS possui datacenters em va´rias localidades do mundo, sendo poss´ıvel iniciar va´rias
instaˆncias da aplicac¸a˜o em diferentes pontos geogra´ficos a fim de atender clientes de diferentes
regio˜es com a menor lateˆncia poss´ıvel. Tais recursos sa˜o facilmente escala´veis tanto horizontal
quanto verticalmente, ou seja, os recursos sa˜o mais flex´ıveis que no modelo de implantac¸a˜o
tradicional (AWS, 2019m).
Se compararmos com os me´todos tradicionais de hospedagem e implantac¸a˜o, as
diferenc¸as sa˜o grandes, especialmente nos aspectos financeiros. Para o desenvolvedor que esta´
comec¸ando um novo nego´cio baseado no modelo SaaS, providenciar recursos para suportar
um sistema que ainda esta´ sendo desenvolvido pode ser bastante penoso e especulativo, de
forma que o servidor provisionado pode possuir um poder de processamento abaixo daquele
realmente demandado pela aplicac¸a˜o, gerando assim problemas de lateˆncia ou ate´ mesmo perda
de informac¸a˜o, como tambe´m pode possuir poder de processamento muito acima do exigido
pela aplicac¸a˜o, o que acarretara´ em ociosidade de recursos que poderiam ter sido economizados
no orc¸amento.
Em um modelo pay-per-use (pague por uso) e com escalabilidade flex´ıvel esses problemas
na˜o ocorrem, o que gera uma grande economia ao desenvolvedor que esta´ comec¸ando seu
nego´cio, tornando mais via´vel e conveniente implantar seu software em um servidor baseado
em nuvem com entrega de recursos sob demanda.
2.1.2 PaaS
Sa˜o plataformas de gerenciamento fornecidas pela empresa provedora dos recursos de
infraestrutura na nuvem. Atrave´s do PaaS o pro´prio desenvolvedor pode executar todo tipo
de tarefas que sejam importantes para o ciclo de vida da sua aplicac¸a˜o, tais como testes,
provisionamento de recursos extra nos hora´rios de maior carga de requisic¸o˜es, controle de
acessos dentre outras.
O PaaS engloba o conceito de IaaS por que e´ atrave´s da plataforma que o desenvolvedor
dara´ suporte a` sua aplicac¸a˜o e administrara´ todos os recursos de infraestrutura que a mante´m
funcionando. Ale´m dos recursos ba´sicos de infraestrutura, frequentemente encontramos, em
ferramentas PaaS, recursos de Business Inteligence (BI) que auxiliam o desenvolvedor a tomar
deciso˜es importantes para alinhamento tanto de projeto como de sua empresa (AZURE, 2019b).
Plataformas PaaS sa˜o comumente acessadas pelo navegador de internet e possuem
interfaces amiga´veis, economizando tempo, dinheiro e esforc¸o dos responsa´veis pela aplicac¸a˜o.
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2.1.3 SaaS
Trata-se de um modelo de licenciamento e entrega de softwares que sa˜o hospedados no
servidor de uma empresa que fornec¸a o servic¸o de infraestrutura, o software chega aos clientes
via internet (AWS, 2019l). Os clientes podem realizar uma assinatura do software, e acessa´-lo
pela rede atrave´s do navegador em qualquer dispositivo, uma vez que na˜o ha´ necessidade de
instalar um programa para utilizar o servic¸o. Alguns exemplos de softwares como servic¸o sa˜o
aplicativos de e-mail baseados na web , agendas e calenda´rios (AZURE, 2019c).
Atualmente existe uma se´rie de ferramentas que facilitam e automatizam o processo
de deploy de aplicac¸o˜es modelo SaaS em servidores, o que deixa a implantac¸a˜o mais ra´pida.
Um exemplo de ferramenta que auxilia nesse processo e´ o Docker, que permite uma completa
customizac¸a˜o do ambiente a ser implantado, centralizando os recursos e dependeˆncias da
aplicac¸a˜o em uma estrutura de conteˆineres que otimiza a execuc¸a˜o da aplicac¸a˜o em diferentes
ambientes, ale´m de ocupar menos espac¸o em hardware (AWS, 2019k).
O SaaS tambe´m possui a vantagem de ser um modelo pay-per-use e facilita a ampliac¸a˜o
do pu´blico alvo da empresa a um n´ıvel global, ja´ que o sistema implantado pode ser oferecido
em qualquer parte do mundo (AWS, 2019l).
O modelo SaaS engloba tambe´m os conceitos de IaaS e PaaS, afinal, o SaaS e´ o
produto final que chega ate´ o cliente.
2.2 ARQUITETURA
Arquitetura de um sistema e´ a forma como o sistema e´ organizado e estruturado.
Tambe´m envolve como as partes do sistema se comunicam.
Os sistemas tradicionais possuem uma arquitetura monol´ıtica, onde o servidor e´ com-
posto por um bloco u´nico. Geralmente as aplicac¸o˜es tradicionais que adotam uma arquitetura
monol´ıtica sa˜o divididas em treˆs grandes partes: uma interface de usua´rio (frontend), um
servidor (backend) e um banco de dados (FOWLER; LEWIS, 2014).
Nessa estrutura, o servidor recebe requisic¸o˜es, comumente requisic¸o˜es HTTP, e as
manipula a fim de executar uma lo´gica do sistema. Dessa forma, sa˜o realizadas operac¸o˜es no
banco de dados, e ao concluir a tarefa, o servidor envia uma resposta a` interface de usua´rio de
acordo com os resultados da operac¸a˜o. (FOWLER; LEWIS, 2014).
Apesar de a arquitetura monol´ıtica ser a mais comumente utilizada, existe um novo
modelo para se construir sistemas que vem sido bastante explorada nos u´ltimos anos.
2.2.1 Arquitetura de Microsservic¸os
A arquitetura de microservic¸os e´ uma abordagem para desenvolvimento de uma u´nica
aplicac¸a˜o como um conjunto de pequenos servic¸os rodando seus pro´prios processos e se comuni-
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cando atrave´s de mecanismos leves e ra´pidos. Na˜o se trata de um modelo vertical e centralizado
como o anterior e seus componentes (servic¸os) podem ser implantados independentemente e o
processo de implantac¸a˜o e´ facilmente automatizado (FOWLER; LEWIS, 2014).
Uma estrutura bastante comum em sistemas baseados em microservic¸os e´ composta
por uma API que recebe requisic¸o˜es HTTP e dispara func¸o˜es espec´ıficas atreladas a rotas
bem definidas de acordo com o que a requisic¸a˜o pede. A biblioteca Flask utiliza essa ideia
para o desenvolvimento de aplicac¸o˜es baseadas em microservic¸os utilizando a linguagem de
programac¸a˜o Python. Ja´ a AWS oferece o recurso denominado API Gateway, que segue o
mesmo princ´ıpio ao disparar func¸o˜es Lambda de acordo com a rota especificada na requisic¸a˜o.
A arquitetura de microservic¸os (tambe´m conhecida como arquitetura orientada a servic¸os
ou arquitetura orientada a func¸o˜es) vem ganhando bastante espac¸o no mercado, tanto nas
grandes quanto nas pequenas empresas. Isso se deve a`s suas caracter´ısticas, benef´ıcios e
praticidades:
a) Autonomia: Cada componente pode ser desenvolvido, implantado, operado e
escalado individualmente sem afetar os demais. Na˜o compartilham co´digo com
outros servic¸os e se comunicam atrave´s de APIs bem definidas (AWS, 2019j).
b) Especializac¸a˜o: Cada microservic¸o e´ designado a uma tarefa u´nica, o que deixa seu
co´digo fonte menor, mais fa´cil de se compreender e desenvolver. Como consequeˆncia
disso, sistemas constru´ıdos nessa arquitetura possuem uma menor complexidade
em relac¸a˜o aos sistemas monol´ıticos, pois estes possuem todos os servic¸os concen-
trados em um u´nico processo e tendem a ficar mais complexos a` medida que sa˜o
incorporadas novas funcionalidades, o que dificulta a manutenc¸a˜o do sistema (AWS,
2019j).
c) Agilidade: Uma empresa pode ter va´rios times, onde cada um trabalha desen-
volvendo e mantendo um u´nico servic¸o. Assim as equipes trabalham de forma
independente e com maior eficieˆncia e organizac¸a˜o (AWS, 2019j).
d) Escalabilidade Flex´ıvel: Os servic¸os podem ser escalados de forma independente
e flex´ıvel tanto horizontal quanto verticalmente, como mostra a Figura 2, diferente-
mente da arquitetura monol´ıtica, onde a escalabilidade depende da aquisic¸a˜o de
novas ma´quinas. Assim, e´ poss´ıvel prover recursos para atender exatamente o que
cada servic¸o demanda, mesmo em hora´rios de picos de demanda (AWS, 2019j).
e) Fa´cil Implantac¸a˜o: Uma vez que podem ser derrubados e implantados de forma
automatizada e sem afetar os demais servic¸os, e´ mais via´vel realizar testes de novas
funcionalidades ou de correc¸o˜es na aplicac¸a˜o, ja´ que o custo e risco sa˜o mais baixos
que em um sistema monol´ıtico, onde para implantar uma nova funcionalidade e´
necessa´rio parar todo o sistema e implanta´-lo novamente. Esse processo costuma
ser feito fora do expediente dos funciona´rios por serem hora´rios com baixa demanda,
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Figura 2 – Aplicac¸a˜o Monol´ıtica X Microservic¸os, (FOWLER; LEWIS, 2014). Adaptado
o que e´ custoso tanto para os funciona´rios como para a empresa.
f) Variedade de tecnologias: Por serem independentes, os servic¸os podem ser
feitos utilizando tecnologias distintas, o que abre ao desenvolvedor uma gama de
possibilidades, dado que ferramentas diferentes sa˜o adequadas para tarefas diferentes.
Assim, um microservic¸o relacionado a processamento gra´fico pode ser desenvolvido
em C++ (linguagem de programac¸a˜o comumente utilizada para esse tipo de tarefa),
enquanto outro que faz ana´lise de dados pode ser desenvolvido em Python (que
possui diversas ferramentas utilizadas em Data Analisys).
g) Reutilizac¸a˜o de co´digo: Ao dividir o sistema em pequenas partes e´ poss´ıvel
chamar servic¸os ja´ implementados dentro de outros servic¸os, reaproveitando co´digo
ja´ desenvolvido, o que tambe´m contribui para a agilidade do desenvolvimento (AWS,
2019j).
h) Resilieˆncia: Devido a` independeˆncia dos servic¸os, a aplicac¸a˜o e´ mais resistente a
falhas, diferente da arquitetura monol´ıtica, onde a falha de um u´nico servic¸o pode
comprometer todo o sistema. Para manutenc¸a˜o, so´ e´ preciso parar o servic¸o com
defeito enquanto o restante da aplicac¸a˜o continua a funcionar (FOWLER; LEWIS,
2014).
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2.3 NOSQL
O Bancos de dados tradicionais, chamados relacionais, sa˜o compostos por tabelas que
mapeiam entidades fortemente relacionadas entre si atrave´s de um esquema de dados. Assim
oferecem recursos de relacionamento extremamente confia´veis e manteˆm o registro de dados
consistente. Entretanto, tamanho cuidado na consisteˆncia e confiabilidade da informac¸a˜o
e´ negativamente refletido no desempenho do banco, que, dependendo da aplicac¸a˜o, fica
comprometido. O custo de lateˆncia para administrar esses relacionamentos pode ser alto
demais caso a aplicac¸a˜o precise de uma resposta ra´pida e tambe´m pode levar a uma sobrecarga
ate´ mesmo em tarefas relativamente simples (JUNIOR et al., 2018).
Assim, em 1998 surgiu pela primeira vez o termo Not Only SQL (NoSQL), na apre-
sentac¸a˜o do Strozzi NoSQL, que, introduzido por Strozzi, era um banco de dados relacional
que na˜o utilizava o Structured Query Language (SQL), linguagem de consulta utilizada nos
bancos de dados tradicionais (TAMANE, 2016). Posteriormente, em 2009, o termo foi utilizado
novamente por Johan Oskarsdon, na confereˆncia conhecida como ”NoSQL Meetup”, pore´m,
dessa vez, ja´ referenciando bancos de dados na˜o relacionais (CATTELL, 2011).
Os bancos de dados conhecidos como na˜o relacionais, ou NoSQL veˆm sendo cada vez
mais utilizados para suprir essas dificuldades de desempenho. Foram projetados para lidar com
grandes quantidades de dados e armazena´-los de forma distribu´ıda e na˜o possuem um tipo fixo
como os esquemas definidos nos bancos de dados tradicionais (JUNIOR et al., 2018).
Entretanto, manter a confiabilidade e consisteˆncia da informac¸a˜o e´ um ponto crucial
para a TI, de forma que os bancos de dados na˜o relacionais na˜o vieram para extinguir os bancos
de dados relacionais ou a linguagem SQL, mas sim para que os dois tipos de bancos de dados
sejam usados de forma combinada, para oferecer respostas ra´pidas, consistentes e estruturadas
(ABRAMOVA; BERNARDINO, 2013).
Alguns bancos de dados na˜o relacionais ja´ existentes possuem fundamentos diferentes
entre si, o que leva o desenvolvedor a estudar a fundo o banco de dados escolhido para o seu
projeto, e esses diferentes fundamentos implicam em diferentes formas de suprir as dificuldades
encontradas nos bancos NoSQL, principalmente as atreladas a` auseˆncia do relacionamento e
referenciamento. No decorrer deste trabalho sera˜o apresentados alguns conceitos e fundamentos
utilizados pelo DynamoDB, servic¸o de banco de dados na˜o relacional da AWS, para lidar grandes
quantidades de dados distribu´ıdos e na˜o relacionados.
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3 TECNOLOGIAS E ME´TODOS
Esse cap´ıtulo descreve todas as tecnologias utilizadas na implementac¸a˜o e implantac¸a˜o
da aplicac¸a˜o serverless na nuvem. Tambe´m sa˜o apresentados recursos dedicados a` manutenc¸a˜o
e gerenciamento do sistema que podem ser usados tanto em ambiente de desenvolvimento
como de produc¸a˜o.
3.1 AWS
Amazon Web Services, ou simplesmente AWS e´ um conjunto de ferramentas e servic¸os
oferecidos pela empresa Amazon.com voltados para desenvolvimento e manutenc¸a˜o de sistemas
em nuvem. Atualmente, a AWS e´ reconhecida pela qualidade dos seus servic¸os e alcanc¸ou um
grande espac¸o no mercado de software pela sua exceleˆncia em servic¸os de nuvem, sendo assim
uma das plataformas mais utilizadas para se trabalhar com cloud computing no mundo (AWS,
2019i).
A plataforma de Nuvem AWS possui mais de 165 servic¸os distintos, incluindo cerca de
40 servic¸os que na˜o sa˜o oferecidos por outras empresas do segmento (AWS, 2019i). Alguns
exemplos sa˜o processamento remoto, virtualizac¸a˜o de ambientes em nuvem, controle de acesso,
autenticac¸a˜o, inteligeˆncia artificial, armazenamento de dados e arquivos, dentre outros.
A seguir sera˜o expostos os servic¸os da AWS que foram utilizados na construc¸a˜o deste
trabalho.
3.1.1 Amazon API Gateway
O Amazon API Gateway e´ um servic¸o da AWS que permite criar, publicar e gerir APIs
que sigam tanto baseadas em Representational State Transfer (REST) quanto em WebSocket.
Atrave´s desse servic¸o e´ poss´ıvel criar APIs que acessem outros servic¸os AWS ou servic¸os externos
da web (AWS, 2019a). O modelo de API escolhido para este trabalho foi o REST.
O REST (Representational State Transfer) e´ uma representac¸a˜o abstrata da arquitetura
web que define regras para transfereˆncia de informac¸o˜es pela rede. Utilizando REST uma API
pode ser consumida por aplicac¸o˜es implantadas em diferentes plataformas via me´todos HTTP
(GET, POST, PUT, PATCH e DELETE) (PIRES, 2017).
3.1.2 Lambda
O AWS Lambda e´ um servic¸o de computac¸a˜o oferecido pela AWS que permite execuc¸a˜o
de co´digos na nuvem com cobranc¸a sob demanda, sem provisionamento de servidores e
escalabilidade automa´tica. O servic¸o oferece alta disponibilidade e realiza automaticamente
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tarefas relacionadas manutenc¸a˜o de servidor e sistemas operacionais, provisionamento de
capacidade de processamento e ate´ mesmo monitoramento de co´digo e registro de logs de
operac¸o˜es. Ale´m disso sa˜o varias as linguagens de programac¸a˜o compat´ıveis com o servic¸o e
que podem ser utilizadas (AWS, 2019h).
Os trechos de co´digo executados pelo servic¸o sa˜o chamados de func¸o˜es Lambda, e
podem ser chamados em respostas a eventos disparados por outros servic¸os da AWS; por
requisic¸o˜es HTTP intermediadas pelo API Gateway ; ou mesmo diretamente da interface de
usua´rio, utlizando um Software Development Kit (SDK) oferecido pela AWS (AWS, 2019h).
Na aplicac¸a˜o aqui proposta, func¸o˜es Lambda sera˜o executadas atrave´s de requisic¸o˜es
HTTP feitas pelo cliente atrave´s de um smatphone, e que sera˜o gerenciadas pelo API Gateway
a fim de padronizar as chamadas de API.
3.1.3 Amazon Cognito
O Amazon Cognito e´ um servic¸o de autenticac¸a˜o e gerenciamento de usua´rios fornecido
pela AWS. Utilizando o servic¸o, usua´rios da aplicac¸a˜o podem efetuar login atrave´s de e-mail
e senha ou atrave´s de contas em redes sociais, tais como Facebook e Google. Os principais
componentes do Amazon Cognito sa˜o os grupos de usua´rios e os grupos de identidades , que
podem ser utilizados separadamente ou em conjunto (AWS, 2019c).
– Grupos de Usua´rios sa˜o direto´rios de usua´rios que fornecem opc¸o˜es de cadastro e login
para os usua´rios da aplicac¸a˜o. Com os grupos de usua´rios, cada usua´rio possui um perfil
de direto´rio, o que garante uma experieˆncia de usua´rio consistente, independentemente
do dispositivo utilizado pelo cliente naquele momento. Ale´m disso, os grupos de usua´rios
fornecem recursos de seguranc¸a como a Autenticac¸a˜o Multifator (MFA), que verifica a
existeˆncia de credenciais comprometidas, protec¸a˜o de aquisic¸a˜o de conta e verificac¸a˜o de
e-mail e telefone (AWS, 2019c).
– Os Grupos de Identidades permitem a criac¸a˜o de identidades para os usua´rios e os autentica
com provedores de identidade federada. Com uma identidade federada, e´ poss´ıvel obter
credenciais tempora´rias, com privile´gios limitados para acessar com seguranc¸a outros servic¸os
da AWS, tais como Amazon DynamoDB, e Amazon API Gateway, utilizados na aplicac¸a˜o
(AWS, 2019c).
Ao efetuar com sucesso um login no aplicativo atrave´s de um grupo de usua´rios (que
garantira´ consisteˆncia e seguranc¸a das informac¸o˜es do usua´rio), o Amazon Cognito fornece um
token ao cliente, que esta´ atrelado a uma identidade federada (em um grupo de identidades).
Essa identidade conte´m uma relac¸a˜o de servic¸os e recursos que o usua´rio, agora autenticado,
podera´ acessar temporariamente.
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3.1.4 IAM
O IAM e´ o servic¸o utilizado para fornecer, de forma segura, acessos aos recursos da
AWS utilizados pela aplicac¸a˜o. E´ usado para controlar a autenticac¸a˜o dos usua´rios e para
controlar os acessos de cada um. Uma empresa que assina a plataforma de nuvem da AWS
pode utilizar o IAM para criar diferentes perfis de acesso de acordo com as ocupac¸o˜es dos
funciona´rios. Aos empregados, por sua vez, sa˜o atribu´ıdos os perfis criados de forma que cada
funciona´rio consiga manipular apenas os recursos que lhe competem (AWS, 2019g).
Outro recurso interessante do IAM e´ a criac¸a˜o de roles, ou func¸o˜es do IAM. Uma
func¸a˜o do IAM e´ uma relac¸a˜o de acessos que podem ser atribu´ıdas a um determinado servic¸o
AWS. Ao atribuir uma role a uma func¸a˜o Lambda, por exemplo, pode-se especificar com quais
servic¸os a func¸a˜o Lambda podera´ interagir e quais as ac¸o˜es a func¸a˜o podera´ executar sobre
aquele servic¸o, como, por exemplo, registrar um log no Amazon Cloud Watch.
3.1.5 Amazon Cloud Watch
Servic¸o que monitora os demais recursos da AWS em tempo real. O Amazon Cloud
Watch mante´m registradas todas as informac¸o˜es relacionada a`s execuc¸o˜es de func¸o˜es lambda
e operac¸o˜es realizadas por outros servic¸os AWS (AWS, 2019b). Na realizac¸a˜o deste trabalho
foi fundamental na gerac¸a˜o de logs para desenvolvimento, deploy e testes do backend da
aplicac¸a˜o e na comunicac¸a˜o entre o frontend e o API Gateway.
3.1.6 DynamoDB
O DynamoDB e´ um servic¸o de bancos de dados distribu´ıdos NoSQL utilizado para
armazenamento e persisteˆncia de dados na nuvem da AWS. Os dados armazenados pelo
DynamoDb sa˜o salvos em Discos de Estado So´lido (SSD) e replicados em diversas zonas
de disponibilidade em uma regia˜o da AWS, o que garante tanto uma alta displonibilidade e
confianc¸a quanto uma baixa lateˆncia na troca de informac¸o˜es (AWS, 2019d).
Bem como os demais servic¸os da AWS, o DynamoDB e´ automaticamente escala´vel.
Tambe´m conta com criptografia em repouso, o que deixa a responsabilidade da seguranc¸a
das informac¸o˜es armazenadas com a AWS, e na˜o com o desenvolvedor. Ale´m disso e´ poss´ıvel
realizar backups sob demanda das tabelas Recuperac¸a˜o point-in-time (PITR), o que protege o
banco de poss´ıveis operac¸o˜es acidentais dentro dos u´ltimos 35 dias (AWS, 2019d).
No DynamoDB, os dados sa˜o organizados em tabelas, itens e atributos. Uma tabela e´
uma colec¸a˜o de itens, um item e´ uma colec¸a˜o de atributos identificado por uma chave prima´ria.
E´ uma estrutura de certa forma semelhante a` dos bancos de dados relacionais tradicionais.
Entretanto, o DynamoDB na˜o possui esquemas, o que permite que cada item tenha atributos
diferentes e u´nicos. A estrutura de armazenamento das tabelas pode ser comparada a` estrutura
de um Javascript Object Notation (JSON) como fica evidente na Figura 3a (AWS, 2019e).
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(a) Tabela People com apenas chave de
partic¸a˜o
(b) Tabela Music com chave de partic¸a˜o
e chave de classificac¸a˜o
Figura 3 – Representac¸a˜o de itens em tabelas do DynamoDB, (AWS, 2019d). Adaptado.
Na tabela People vista na figura 3a, a chave prima´ria e´ o atributo PersonID. Esse e´
o u´nico atributo obrigato´rio para a inserc¸a˜o de um novo item na tabela. Todos os demais
atributos sa˜o dispensa´veis, e podem ser variados.
Entretanto, ha´ dois tipos de chaves prima´rias que podem ser utilizadas no DynamoDB,
as chaves de partic¸a˜o e as chaves de classificac¸a˜o.
– Chaves de partic¸a˜o sa˜o chaves simples compostas por apenas um atributo como identifica-
dor u´nico. Internamente a chave de partic¸a˜o e´ usada como identificador para uma func¸a˜o de
hash, a sa´ıda dessa func¸a˜o hash indica o local do armazenamento f´ısico daquele item (AWS,
2019d).
A tabela People e´ um exemplo de tabela com chave de partic¸a˜o. Esse tipo de chave permite
a busca de um item espec´ıfico na tabela fornecendo apenas o valor de sua chave.
– Ja´ as Chave de partic¸a˜o e chave de classificac¸a˜o sa˜o compostas por dois atributos e
por essa raza˜o sa˜o conhecidas como chaves prima´rias compostas. O primeiro atributo e´
conhecido como chave de partic¸a˜o e o segundo como chave de classificac¸a˜o. Devido ao seu
uso interno, a chave de partic¸a˜o de um item tambe´m e´ conhecida como seu atributo de hash
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(AWS, 2019d).
A chave de partic¸a˜o e´ utilizada como entrada para a func¸a˜o hash interna do DynamoDB
assim como no item anterior, definindo a posic¸a˜o f´ısica onde o item sera´ armazenado. Pore´m,
com a chave de classificac¸a˜o, todos os itens com a mesma chave de partic¸a˜o sa˜o armazenados
juntos, em sequeˆncia, de acordo com o valor de suas chaves de classificac¸a˜o. Ou seja, em
uma tabela com esse tipo de chave, dois itens podem possuir o mesmo valor de chave de
partic¸a˜o desde que possuam chaves de classificac¸a˜o diferentes (AWS, 2019d).
Essa estrutura de chaves fornece maior flexibilidade para consultar dados de uma tabela,
pois caso seja fornecido o valor de uma chave de partic¸a˜o, todos os itens com aquela chave
de partic¸a˜o sera˜o retornados sem que hajam grandes atrasos na consulta, uma vez que esses
itens esta˜o fisicamente pro´ximos no banco de dados (AWS, 2019d).
Um exemplo de tabela com uso de chave de partic¸a˜o de chave de classificac¸a˜o e´ visto tabela
Music, na Figura 3b. Devido ao seu uso interno como a forma como o DynamoDB armazena
os dados pro´ximos uns dos outros, a chave de classificac¸a˜o de um item tambe´m e´ conhecida
como seu atributo de intervalo (AWS, 2019d).
3.1.7 Serverless Framework
O Serverless framework e´ uma ferramenta que abstrai os principais conceitos de
computac¸a˜o sem servidor para facilitar a implantac¸a˜o de sistemas serverless, o que faz com
que o desenvolvedor na˜o tenha que se preocupar com a dif´ıcil tarefa de implantar um complexo
sistema serverless, ja´ que esse processo e´ abstra´ıdo e automatizado pelo Serverless Framework.
Dessa forma, a equipe de desenvolvimento passa a maior parte do tempo, de fato,
codificando, o que aumenta a eficieˆncia e agilidade do trabalho de implementac¸a˜o e implantac¸a˜o.
O framework utiliza um arquivo YAML, que descreve toda a estrutura da aplicac¸a˜o sem servidor.
Uma vez com o arquivo pronto, basta um comando para que se inicie o processo de deploy
em um provedor de nuvem. Ale´m disso, o Serverless permite fazer controles de versa˜o,
possibilitando reverter o processo em caso de erro de implantac¸a˜o. O Serverless possui suporte
para diversas plataformas de nuvem, tais como AWS Cloud, Google Cloud, Azure, dentre outros
(SERVERLESS, 2018).
3.1.8 AWS Amplify
O AWS Amplify, ou simplesmente Amplify, e´ uma biblioteca fornecida pela pro´pria AWS
para ser usada em aplicac¸o˜es desenvolvidas para Android, iOS, web (suporta alguns frameworks
Javascript, como Angular e ReactJS) e React Native integradas com ambientes na nuvem. O
Amplify oferece recursos e me´todos prontos para serem utilizados, tornando fa´cil a integrac¸a˜o
do frontend com o backend na nuvem. Tambe´m oferece uma interface de linha de comando
que pode ser utilizada para setup e deploy de recursos de nuvem para o backend (AWS, 2019f).
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3.2 REACT NATIVE
O React Native e´ um mo´dulo do framework React, que foi introduzido no mercado
atrave´s da Facebook Inc., sua desenvolvedora e distribuidora, e teve grande sucesso no
desenvolvimento de aplicac¸o˜es web devido a` sua versatilidade, eficieˆncia e reaproveitamento de
co´digo. Pensando em uma ferramenta equivalente para desenvolvimento mobile multiplataforma,
a empresa tambe´m desenvolveu o React Native, que permite desenvolvimento de aplicac¸o˜es
mobile usando elementos fundamentais de interface de usua´rio nativos das plataformas Android
e iOS. O React Native utiliza a mesma estrutura do React, o que torna muito mais fa´cil criar
uma soluc¸a˜o web para o projeto em um trabalho futuro (FACEBOOK, 2017).
Levando em conta seu espac¸o cada vez mais crescente no mercado, o React Native foi
escolhido como framework para desenvolvimento da aplicac¸a˜o proposta neste trabalho.
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4 DESENVOLVIMENTO
Esse cap´ıtulo descreve a organizac¸a˜o da aplicac¸a˜o, tanto frontend quanto backend, de
forma um pouco mais detalhada, mostrando as te´cnicas e deciso˜es de projeto adotadas em
termos de processamento, armazenamento, seguranc¸a, comunicac¸a˜o e implantac¸a˜o.
4.1 ARQUITETURA DO SISTEMA
A arquitetura do sistema e´ apresentada na Figura 4. Trata-se de uma aplicac¸a˜o mobile
, onde, apo´s a autenticac¸a˜o do usua´rio atrave´s do Amazon Cognito, sera´ poss´ıvel realizar
requisic¸o˜es HTTP ao API Gateway. Este, ira´ manipular as requisic¸o˜es a fim de disparar a
func¸a˜o Lambda atrelada a` rota especificada na requisic¸a˜o. A func¸a˜o Lambda, por sua vez,
recebera´ os paraˆmetros enviados via HTTP e executara´ uma lo´gica a fim de realizar operac¸o˜es
de escrita e/ou leitura em tabelas do DynamoDB. Apo´s realizar a respectiva tarefa, a func¸a˜o
Lambda retorna o resultado da operac¸a˜o ao API Gateway, que devolve a informac¸a˜o a` interface
de usua´rio.
4.1.1 Autenticac¸a˜o
Ao se cadastrar na aplicac¸a˜o, e´ feita a inclusa˜o de um usua´rio em um user pool, essa
inclusa˜o fica aguardando uma confirmac¸a˜o da parte do usua´rio. O cadastro e´ realizado atrave´s
de um enderec¸o de e-mail va´lido, portanto, essa informac¸a˜o deve ser u´nica para cada usua´rio.
Figura 4 – Arquitetura simplificada do sistema
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Ao realizar o cadastro e´ enviado ao e-mail informado um co´digo de ativac¸a˜o, que deve ser
recuperado pelo usua´rio e enviado de volta via aplicativo ao user pool do Amazon Cognito a
fim de validar o cadastro do usua´rio.
Uma vez com o cadastro realizado e validado, o usua´rio podera´ efetuar login na
aplicac¸a˜o. Ao entrar, o usua´rio recebera´ um token de utenticac¸a˜o que o associa a um identity
pool que o concede acesso tempora´rio a recursos da aplicac¸a˜o na nuvem. Para este caso, o
u´nico recurso que o usua´rio possui acesso com o token de autenticac¸a˜o sa˜o os servic¸os API
Gateway e Amazon Cognito .
4.1.2 Comunicac¸a˜o com a API
Uma vez autenticado, o usua´rio pode realizar requisic¸o˜es HTTP ao API Gateway. As
chamadas de API sa˜o realizadas a` medida que o usua´rio interage com a aplicac¸a˜o. Cada
chamada de API sera´ recebida e manipulada pelo API Gateway que, por sua vez, ira´ disparar o
microservic¸o correspondente a` rota informada na requisic¸a˜o HTTP. Uma lista com as chamadas
de API para cada microservic¸o, suas rotas, func¸o˜es Lambda relacionadas e tabelas DynamoDB
alteradas e´ mostrada no Apeˆndice A.
Ao API Gateway e´ concedida uma role do IAM, assim, ao receber uma requisic¸a˜o
HTTP e identificar qual o microservic¸o associado a` rota daquela requisic¸a˜o, o API Gateway
e´ capaz de invocar a func¸a˜o Lambda correspondente. Para esse caso, foi concedido ao API
Gateway acesso total a`s func¸o˜es Lambda do backend, a fim de que seja poss´ıvel invoca´-las e
receber suas respostas.
4.1.3 Processamento
Ao ser acionada pelo API Gateway, a func¸a˜o Lambda recebe os paraˆmetros envi-
ados na requisic¸a˜o e que sera˜o utilizados para realizac¸a˜o das operac¸o˜es nos bancos de
dados. Em cada func¸a˜o e´ executado um o co´digo que inicializa uma instaˆncia da classe
AWS.DynamoDB.DocumentClient, importada do pacote AWS-SDK e realiza operac¸o˜es de
inserc¸a˜o, alterac¸a˜o, delec¸a˜o e consulta a`s tabelas do DynamoDB.
4.1.4 Armazenamento
O armazenamento foi feito com o DynamoDB, foram utilizadas quatro tabelas, as
quais sa˜o mostradas e detalhadas no Apeˆndice B. Os esquemas de chaves e atributos foram
escolhidos pensando nas funcionalidades da aplicac¸a˜o. Foram adotadas duas estrate´gias de
relacionamentos um para muitos, uma discussa˜o dos pros e contras de cada uma no DynamoDB
sera´ apresentada no cap´ıtulo seguinte.
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4.2 DESENVOLVIMENTO DO BACKEND
Uma vez definidas as tecnologias e me´todos a serem utilizados, iniciou-se a implemen-
tac¸a˜o do backend da aplicac¸a˜o na nuvem. A seguir sa˜o listadas as fases deste processo.
4.2.1 Usua´rio do IAM
O processo de criac¸a˜o de um usua´rio IAM e´ bastante simples e intuitivo, pode ser feito
integralmente atrave´s do console da AWS, que e´ a plataforma online para gerenciamento de
recursos e servic¸os AWS. Basta acessar o console com a conta AWS, procurar pelo servic¸o
IAM e adicionar um novo usua´rio. Ao iniciar o processo de criac¸a˜o sera´ poss´ıvel escolher entre
o tipo de acesso que o usua´rio possuira´: pragma´tico ou acesso ao console de gerenciamento
AWS, como e´ visto na Figura 5.
Figura 5 – Criac¸a˜o do usua´rio IAM e tipos de acesso do usua´rio IAM
– Acesso pragma´tico e´ um tipo de acesso que gera uma chave ID de acesso (access key
ID) e uma chave de acesso secreta (access secret key), as quais permitem a integrac¸a˜o do
usua´rio IAM a ferramentas de desenvolvimento de aplicac¸o˜es, tais como AWS-SDK, AWS
Amplify dentre outras.
– Acesso ao console de gerenciamento AWS fornece uma senha para que os operadores
consigam acessar o console da AWS e gerenciar os recursos da nuvem para manutenc¸a˜o da
aplicac¸a˜o desenvolvida.
Como a aplicac¸a˜o ainda esta´ sendo desenvolvida, o acesso escolhido foi o pragma´tico.
Em seguida, e´ necessa´rio anexar uma pol´ıtica de permisso˜es ao usua´rio IAM, a pol´ıtica de
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acesso ira´ definir quais acessos esse usua´rio possuira´. Conforme a Figura 6 sera´ anexada a
pol´ıtica de administrador, que concedera´ ao usua´rio do IAM total acesso aos recursos de nuvem
da aplicac¸a˜o.
Figura 6 – Anexac¸a˜o de pol´ıticas de permissa˜o ao usua´rio IAM
4.2.1.1 Chaves de acesso
Em seguida e´ feita uma revisa˜o do usua´rio que sera´ criado, e, ao confirmar a criac¸a˜o,
sera´ disponibilizada a chave ID de acesso e a chave de acesso secreta. Essas chaves devem ser
armazenadas em um local espec´ıfico para que sejam usadas no processo de criac¸a˜o e deploy
das aplicac¸o˜es a serem desenvolvidas. Para essa configurac¸a˜o foi utilizada a ferramenta AWS
CLI, uma interface de linha de comando oferecida pela AWS para gerenciamento de aplicac¸o˜es
baseadas na nuvem da AWS. Via prompt de comando, foi executado o comando:
1 $ aws configure
Apo´s seguir o passo a passo mostrado no fluxo do comando e inserir as chaves
geradas na criac¸a˜o do usua´rio IAM as chaves de acesso esta˜o conFiguradas e passara˜o a ser
automaticamente utilizadas em aplicac¸o˜es a serem desenvolvidas.
4.2.2 User pool
O pro´ximo passo foi a criac¸a˜o de um User pool. O processo tambe´m e´ feito atrave´s do
console AWS, na pa´gina do servic¸o Amazon Cognito. Para criar um user pool e´ necessa´rio
nomea´-lo e em seguida e´ poss´ıvel atribuir uma se´rie de propriedades, tais como atributos, tipos
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de verificac¸a˜o de conta, pol´ıticas de privacidade dentre outras. Para o user pool da aplicac¸a˜o
foi determinado que seria utilizado o atributo e-mail como propriedade de login e verificac¸a˜o.
Apo´s concluir o processo de criac¸a˜o, sa˜o fornecidas duas informac¸o˜es importantes: o
pool id e o ARN do user pool. A primeira propriedade e´ um identificador do recurso localmente
(dentro da conta AWS), ja´ a segunda e´ um identificador global do recurso, a sigla ARN significa
AWS Resource Name (Nome de Recurso AWS). Essas informac¸o˜es, bem como a regia˜o em
que o user pool foi criado sera˜o necessa´rias posteriormente.
4.2.2.1 Adicionar uma aplicac¸a˜o cliente
Apo´s finalizado o processo de criac¸a˜o do user pool sera´ adicionada uma aplicac¸a˜o como
cliente do recurso criado. Dessa forma e´ gerada uma chave de aplicac¸a˜o cliente (App client
ID) que posteriormente sera´ conFigurada na aplicac¸a˜o na nuvem, a fim de atrelar a aplicac¸a˜o
ao user pool criado.
4.2.3 Tabelas do DynamoDB
A criac¸a˜o de tabelas no DynamoDB tambe´m e´ simples, intuitivo e pode ser realizado
atrave´s do console da AWS. Apo´s definidas as tabelas e seus esquemas de chaves basta criar a
tabela na pa´gina do servic¸o DynamoDB conforme a Figura 7.
Figura 7 – Criac¸a˜o da tabela eventos
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4.2.4 Codificac¸a˜o das APIs
Com as conFigurac¸o˜es anteriores conclu´ıdas foi iniciada a codificac¸a˜o das APIs com
o Serverless Framework. Ao instalar a ferramenta com um u´nico comando e´ criado um novo
projeto Node.js baseado no ambiente de nuvem da AWS.
1 $ serverless create −−template aws−nodejs −−path \textit{mobile} −serverless−app
Apo´s a criac¸a˜o do projeto, sa˜o gerados dois arquivos importantes: handler.js e server-
less.yml.
– O handler.js e´ o arquivo que conte´m os co´digos das func¸o˜es que, de fato, sera˜o publicadas
como func¸o˜es Lambda.
– O serverless.yml possui a descric¸a˜o da estrutura e configurac¸a˜o dos servic¸os AWS que sera˜o
implantados.
Para cada func¸a˜o criada e´ necessa´rio configurar seu endpoint de API no arquivo
serverless.yml. Um trecho do arquivo serverless.yml contendo informac¸o˜es de configurac¸a˜o de
ambiente e de uma func¸a˜o Lambda e´ disponibilizado no Apeˆndice D.
Uma vez com o ambiente constru´ıdo e conFigurado, para implantar o backend constru´ıdo
basta executar o comando a seguir:
1 $ serverless deploy
4.2.5 Identity Pool
Para finalizar o backend da aplicac¸a˜o e´ necessa´rio criar um identity pool, que, como
visto anteriormente, ira´ especificar a quais recursos os usua´rios tera˜o acesso ao efetuar login
na aplicac¸a˜o. O processo de criac¸a˜o do identity pool pode ser realizado atrave´s do console
da AWS na pa´gina do Amazon Cognito. Para cria´-lo e´ necessa´rio especificar um nome e os
provedores de autenticac¸a˜o suportados, nesse caso o provedor sera´ o pro´prio Amazon Cognito.
Ao utilizar o Amazon Cognito como provedor de autenticac¸a˜o sera´ necessa´rio especificar o user
pool da aplicac¸a˜o informando o pool id e o ARN do user pool gerados na criac¸a˜o do user pool.
Por fim, e´ necessa´rio associar duas roles do IAM a` identidade federada criada, uma
para usua´rios autenticados e outra para usua´rios na˜o autenticados. Para os usua´rios na˜o
autenticados foi definida uma role que na˜o concede nenhuma permissa˜o de acesso os recursos
da aplicac¸a˜o, a fim de que, para realizar qualquer ac¸a˜o, o usua´rio precise estar autenticado via
Amazon Cognito. Ja´ para os usua´rios autenticados, a fim de agilizar o desenvolvimento, foi
definida uma role padra˜o que concede acesso total aos recursos da aplicac¸a˜o.
Ao finalizar a criac¸a˜o do identity pool e´ disponibilizado um identificador para o recurso,
chamado identity pool id, que tambe´m sera´ utilizado na integrac¸a˜o com o frontend.
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4.3 INTERFACE DE USUA´RIO
Para finalizar o sistema foi implementada uma aplicac¸a˜o mobile para interac¸a˜o com
o ambiente na nuvem. A interface da aplicac¸a˜o foi dividida em dez telas que se encontram
listadas no Apeˆndice C, juntamente com as informac¸o˜es de quais APIs populam cada tela quais
servic¸os sa˜o chamados em cada tela e uma breve descric¸a˜o. A seguir sa˜o listadas as etapas de
criac¸a˜o da interface e sua integrac¸a˜o com o ambiente na nuvem.
4.3.1 AWS Amplify
A fim de permitir que a aplicac¸a˜o Mobile consiga se comunicar com o backend, e´
necessa´rio incluir no projeto React Native a biblioteca AWS Amplify e configura´-la.
A configurac¸a˜o e´ feita no arquivo config.js na pasta raiz do projeto mobile conforme
mostrado no Trecho de co´digo fonte 4.1
Trecho de Co´digo 4.1 – Conteu´do do arquivo de configurac¸a˜o config.js







8 USER POOL ID: ”COGNITOUSERPOOLID”,
9 APP CLIENT ID: ”COGNITOAPPCLIENTID”,
10 IDENTITY POOL ID: ”IDENTITYPOOLID”
11 }
12 };
Analisando o arquivo config.js fica evidente que os u´nicos Servic¸os aos quais o aplicativo
Mobile possui acesso sa˜o o Amazon Cognito e o API Gateway. O valor APIGATEWAYURL e´ a
URL do API Gateway, essa URL e´ gerada ao se implantar o backend e pode ser consultada
atrave´s da pa´gina do API Gateway no console AWS. Ja´ os valores COGNITOUSERPOOLID,
COGNITOAPPCLIENTID e IDENTITYPOOLID sa˜o, respectivamente, o pool id, App client
ID e identity pool id, todos citados anteriormente.
Com a configurac¸a˜o realizada e´ adicionado um trecho de co´digo no ponto de entrada
da aplicac¸a˜o para iniciar a conexa˜o entre frontend e backend.
O co´digo de configurac¸a˜o mostrado no Trecho de co´digo 4.2 evidencia que o cadastro
na aplicac¸a˜o e´ obrigato´rio atrave´s da propriedade mandatorySignIn. O valor APINAME e´ o
nome do servic¸o API Gateway, conforme especificado no arquivo serverless.yml.
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Trecho de Co´digo 4.2 – ConFigurac¸a˜o da conexa˜o frontend-backend no entrypoint da
aplicac¸a˜o Mobile
13 import Amplify from ”aws−amplify”;






20 userPoolId: config.cognito.USER POOL ID,
21 identityPoolId: config.cognito.IDENTITY POOL ID,














Finalmente foi poss´ıvel criar e implantar a aplicac¸a˜o conforme especificado. Esse
cap´ıtulo tratara´ sobre poss´ıveis dificuldades na implementac¸a˜o do projeto e os resultados
obtidos. Imagens mostrando a aplicac¸a˜o funcionando sa˜o apresentadas no Apeˆndice E.
5.1 API GATEWAY
Na˜o houve grandes complicac¸o˜es para configurac¸a˜o do servic¸o API Gateway, uma vez
que o processo e´ integralmente automatizado pelo Serverless Framework desde que o arquivo de
configurac¸a˜o serverless.yml tenha sido criado corretamente descrevendo todos os microservic¸os
e suas rotas. Ainda assim, a fim de explorar os resultados, e´ poss´ıvel acessar a pa´gina do API
Gateway no console AWS, logado com a conta AWS, e realizar testes de requisic¸o˜es HTTP
para a API, conforme apresentado na Figura 8.
Figura 8 – Teste de me´todo get-usuario via console AWS
Entretanto, um ersultado diferente e´ obtido ao tentar realizar a mesma chamada atrave´s
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do software Postman. Nesse caso a requisic¸a˜o e´ feita sem as informac¸o˜es de autenticac¸a˜o.
Como resultado, e´ retornada uma simples mensagem com o texto ”Missing Authentication
Token”conforme a Figura 9. Esse teste comprova que a API so´ e´ acessada por usua´rios
autenticados.
Figura 9 – Teste de me´todo get-usuario via Postman
5.2 LAMBDA
No desenvolvimento das func¸o˜es Lambda tambe´m na˜o houve grandes dificuldades, ja´
que o deploy tambe´m e´ automa´tico e, principalmente, devido ao suporte de va´rias tecnologias
e linguagens de programac¸a˜o oferecido pela AWS, permitindo que o desenvolvedor trabalhe
com as tecnologias com as quais possui afinidade.
Atrave´s do console AWS e´ poss´ıvel visualizar algumas informac¸o˜es sobre as func¸o˜es
implantadas. Uma delas e´ o esquema de acessos de cada func¸a˜o, conforme Figura 10. A`
esquerda sa˜o listados os servic¸os que podem disparar a func¸a˜o e a` direita os servic¸os que podem
ser acessados pela func¸a˜o. Tambe´m e´ poss´ıvel adicionar gatilhos e acessos da func¸a˜o atrave´s
do console.
As func¸o˜es podem ser disparadas apenas pelo API Gateway e podem acessar o Dyna-
moDB para realizar as transac¸o˜es com o banco de dados, e o Amazon Cloud Watch para
registrar logs de execuc¸a˜o a fim de auxiliar o desenvolvimento e a manutenc¸a˜o. Atrave´s do
console tambe´m e´ poss´ıvel monitorar as execuc¸o˜es da func¸a˜o Lambda e modificar seu co´digo.
5.3 DYNAMODB
Apesar dos resultados satisfato´rios em termos de lateˆncia, o modelo de banco de dados
proposto trouxe uma se´rie de complicac¸o˜es em termos de relacionamento. Algumas das te´cnicas
de associac¸a˜o de entidades adotadas foram semelhantes a`s dos bancos de dados relacionais,
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Figura 10 – Esquema de acessos da func¸a˜o getUsuario visualizado atrave´s do console
AWS
e, uma vez que o relacionamento em bancos de dados NoSQL na˜o e´ consistente como nos
bancos de dados tradicionais, cabe ao desenvolvedor implementar uma lo´gica que garanta a
consisteˆncia e confiabilidade da melhor forma poss´ıvel.
Bancos de dados na˜o relacionais costumam ser minimalistas em termos de nu´mero de
tabelas. No modelo proposto foram adotadas te´cnicas de aninhamento de algumas propriedades
para reduzir o nu´mero de tabelas. Pore´m, para relacionamentos de muitos para muitos foram
criadas tabelas intermedia´rias. Essa estrate´gia elevou a complexidade do sistema ale´m do
necessa´rio, complexidade esta que poderia ser reduzida adotando-se um modelo mais simples,
com apenas duas, ou ate´ mesmo uma u´nica tabela, o que implicaria tambe´m em um menor
nu´mero de microservic¸os.
Outra poss´ıvel estrate´gia para reduzir o nu´mero de tabelas, e, consequentemente, a
complexidade do sistema seria a utilizac¸a˜o de ı´ndices secunda´rios, um recurso oferecido pela
AWS onde os dados da tabela sa˜o duplicados com esquemas de chaves de partic¸a˜o e classificac¸a˜o
diferentes da tabela original, dando assim, mais flexibilidade para as consultas sem a criac¸a˜o de
novas entidades. Apesar de ser cogitado o uso desse recurso no modelo adotado, foi decidido
na˜o utilizar ı´ndices secunda´rios devido aos custos financeiros, os quais seriam incrementados
para manter os ı´ndices, ja´ que os mesmos sa˜o, na verdade, duplicac¸a˜o de dados, e, portanto,
exigem mais recursos de hardware para serem mantidos.
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6 CONCLUSA˜O
A computac¸a˜o em nuvem vem oferecendo a desenvolvedores de diversos lugares e
n´ıveis de experieˆncia novas soluc¸o˜es para problemas antigos, deve-se, portanto apresentar as
vantagens e desvantagens dessas novas opc¸o˜es.
Em termos gerais a aplicac¸a˜o atingiu os objetivos almejados, apresentando uma experi-
eˆncia de usua´rio segura e consistente e um tempo de resposta reduzido e satisfato´rio.
6.0.1 Vantagens
Cabe ressaltar como grandes vantagens dos me´todos utilizados a auto escalabilidade dos
servic¸os de processamento e armazenamento utilizados, o que tira das ma˜os do desenvolvedor
a preocupac¸a˜o com recursos de infraestrutura. Outro ponto de vanta´gem e´ o sistema de
conbranc¸a pay per use, que reduz os custos de processamento, levando o desenvolvedor a pagar
apenas pelo tempo em que o servic¸o foi executado.
Outra vantagem de sistemas implantados em nuvem e´ a facilidade de configurac¸a˜o,
implantac¸a˜o e manutenc¸a˜o oferecida atrave´s de frameworks especializados no assunto bem
como atrave´s da plataforma da empresa provedora dos servic¸os de nuvem. Ate´ mesmo uma
pessoa com pouco conhecimento em computac¸a˜o poderia ser treinada para monitorar uma
aplicac¸a˜o atrave´s do console AWS grac¸as a`s facilidades que este oferece aos seus clientes.
6.0.2 Desvantagens
Entretanto, como principal desvantagem em desenvolver um sistema utilizando os
servic¸os aqui utilizados esta´ a grande diferenc¸a de ana´lise na elaborac¸a˜o de um modelo de dados
para armazenamento de informac¸o˜es. Ao modelar um banco de dados para o DynamoDB deve-
se partir da suposic¸a˜o de que ja´ sa˜o conhecidas as funcionalidades da aplicac¸a˜o e estabelecer
tabelas de forma a alimentar o frontend conforme as funcionalidades (AWS, 2019d). Essa
ana´lise pode parecer estranha a uma pessoa acostumada a trabalhar com bancos de dados
relacionais e implicar em uma longa curva de aprendizado, ou ate´ mesmo, dra´sticas mudanc¸as
de projeto apo´s ja´ iniciado o desenvolvimento da aplicac¸a˜o.
6.1 TRABALHOS FUTUROS
Durante o desenvolvimento do projeto e da escrita deste texto foram encontrados
pontos que poderiam ser tratados para melhoria da aplicac¸a˜o e da experieˆncia do usua´rio. Esses
pontos sa˜o listados abaixo.
Cap´ıtulo 6. Conclusa˜o 40
– No identity pool, ao especificar os acessos que os usua´rios federados possuiriam ao se
autenticarem na aplicac¸a˜o foi definido que possuiriam, temporariamente, acesso total aos
recursos de nuvem da aplicac¸a˜o. Essa na˜o e´ uma boa pra´tica, o ideal seria especificar
cada um dos recursos os usua´rios poderiam acessar, bem como os seus n´ıveis de acesso
a cada recurso, ou seja, quais ac¸o˜es o usua´rio poderia executar em cada recurso. Assim,
seria interessante especificar permissa˜o para chamar me´todos do API Gateway e algumas
permisso˜es do Amazon Cognito, tais como alterac¸a˜o de senha, por exemplo.
– Outro ponto a ser melhorado no futuro e´ realizar uma remodelagem do banco de dados para
uma estrutura mais simples. Bancos de dados bem estruturados que utilizam o DynamoDB
comumente possuem apenas uma tabela (AWS, 2019d). Ao remodelar o banco de dados
com o objetivo de simplifica´-lo estaremos tornando as transac¸o˜es com o DynamoDB mais
seguras, confia´veis e mais fa´ceis de serem implementadas.
– Uma alternativa ao banco de dados na˜o relacional seria o uso de um banco de dados
relacional escala´vel. A AWS oferece o servic¸o Relational Database Service (RDS) que
facilita o gerenciamento de bancos de dados relacionais possibilitando implanta´-los com alta
escalabilidade e disponibilidade. O RDS e´ compat´ıvel com diversos bancos de dados, tais
como Oracle, Microsoft SQL Server, MySQL e Postgres e oferece recursos que auxiliam na
migrac¸a˜o de bancos ja´ existentes para a nuvem.
– Uma vez remodelado o banco de dados seria necessa´rio realizar uma adaptac¸a˜o das func¸o˜es
para o atendeˆ-lo. Um nu´mero menor de func¸o˜es Lambda seria necessa´rio, o que implicaria
em menores custos para manter o sistema.
– Tambe´m seria interessante a utilizac¸a˜o do servic¸o Simple Notification Service (SNS), um
servic¸o da AWS que envia notificac¸o˜es quando ocorrem eventos em alguns servic¸os AWS.
Dessa forma pode-se disparar uma notificac¸a˜o ao realizar alguma ac¸a˜o em tempo real. Isto
pode ser interessante para manter a consisteˆncia entre os registros do banco de dados, pois
seria poss´ıvel, por exemplo, disparar uma func¸a˜o Lambda que insere convidados e convites
sempre que um novo evento fosse adicionado, ou ainda deletar as informac¸o˜es relacionadas
a um evento nas demais tabelas assim que ocorra uma delec¸a˜o na tabela de eventos.
– A fim de melhorar ainda mais a experieˆncia do usua´rio, poderia-se incluir um sistema de envio
de e-mails para os usua´rio cadastrados sempre que o usua´rio em questa˜o fosse convidado a
um novo evento. A AWS possui um servic¸o de envio de e-mails, denominado Simple E-mail
Service (SES), que pode facilmente ser acionado quando um evento ocorrer.
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APEˆNDICE A – RELAC¸A˜O DE MICROSERVIC¸OS DO BACKEND
Tabela 1 – Microservic¸os do sistema.
Func¸a˜o Rota Me´todo Descric¸a˜o
putUsuario put-Usuario POST Insere/Atualiza um usua´rio na tabela usua-
rios
getEvento get-Evento GET Busca um evento na tabela eventos atrave´s
da chave de partic¸a˜o idEvento
putEvento put-Evento POST Insere/Atualiza um evento na tabela eventos
listEvento list-Evento GET Busca uma lista de eventos na tabela eventos
atrave´s da chave de partic¸a˜o criador
listMeusConvites list-meus-
convites
GET Busca os convites enviados ao usua´rio na




PUT Insere/Atualiza um convite na tabela meus-
convites
respostaConvite resposta-convite PUT Envia confirmac¸a˜o ou rejeic¸a˜o de convite
a um evento inserindo ou alterando a ta-
bela convidados-evento e deletanto na tabela
meus-convites
listConvidados list-convidados GET Busca os convidados a um evento na tabela
convidados-evento atrave´s da chave de clas-
sificac¸a˜o
putConvidado put-Convidado PUT Insere/Atualiza na tabela convidados-evento
e na tabela meus-convites
getUsuario get-Usuario GET Busca um usua´rio na tabela usuarios atrave´s
da chave de partic¸a˜o
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APEˆNDICE B – RELAC¸A˜O DE TABELAS NO DYNAMODB
Tabela 2 – Tabelas DynamoDB.






usuarios username Armazena os usua´rios no sistema, o valor
da chave de partic¸a˜o username e´ o e-mail
utilizado para cadastro. Tambe´m sa˜o arma-
zenados nesta tabela os atributos agenda
(uma lista de eventos e contatos (uma lista
de usernames de usua´rios))
eventos criador idEvento Armazena os eventos. A chave de parti-
c¸a˜o idEvento e´ utilizada para recuperar um
evento individual e a chave de classificac¸a˜o
para recuperar os eventos criados por um
usua´rio. Tambe´m sa˜o armazenados nesta
tabela a data, local, descric¸a˜o e nome do
evento.
meus-convites usernameConvidado idEvento Armazena a relac¸a˜o de convites enviados
a cada usua´rio. A combinac¸a˜o das chaves
de classificac¸a˜o e partic¸a˜o permite recupe-
rar os eventos para os quais um usua´rio foi
convidado para popular a tela Convites do
frontend. Outras informac¸o˜es contidas nesta
tabela sa˜o: o usua´rio que enviou o convite




idEvento username Armazena a relac¸a˜o de quais usua´rios foram
convidados a cada evento. Sua combinac¸a˜o
de chaves permite listar os usua´rios convida-
dos a cada evento a fim de que o usua´rio
que criou o evento tenha acesso a` relac¸a˜o de
convidados que ainda na˜o responderam ao
convite, os que aceitaram e os que negaram.
Uma outra informac¸a˜o armazenada nesta ta-
bela e´ o atributo confirma, que e´ a resposta
ao convite. Se o atributo na˜o estiver presente
para um registro significa que o convidado
ainda na˜o respondeu.
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APEˆNDICE C – RELAC¸A˜O DE TELAS DA INTERFACE DE USUA´RIO
Tabela 3 – Telas da Interface de usua´rio.





Cadastro Populada pelo usua´-
rio
Servic¸os de





Tela para realizar cadastro de usua´rio via
e-mail e confirmac¸a˜o do cadastro atrave´s
de um co´digo de verificac¸a˜o enviado para o
e-mail informado.






Realiza login na aplicac¸a˜o com e-mail e senha





Lista os eventos na agenda do usua´rio auten-
ticado. Estes eventos sa˜o armazenados no
atributo agenda da tabela usuarios de forma
aninhada. Ao clicar em um item da lista e´
chamada a API getEvento para buscar as
informac¸o˜es do evento selecionado e invocar
a tela Visualizar Evento.
Contatos Microservic¸o getU-
suario
Lista os contatos do usua´rio autenticado. Es-
tes contatos sa˜o armazenados no atributo






Lista os eventos criados pelo usua´rio auten-
ticado. Estes contatos sa˜o armazenados na
tabela eventos. Ao clicar em um item da
lista e´ invocada a tela Visualizar Evento.
Visualizar evento Microservic¸o getE-
vento e Microser-
vic¸o listConvidados
Mostra os detalhes do evento selecionado
eventos criados pelo usua´rio autenticado e
os usua´rios que foram convidados ao evento,





Lista os convites enviados ao usua´rio auten-
ticado e que ainda na˜o foram respondidos.
Ao clicar em um item da lista e´ chamada a
tela Visualizar convite.





Mostra os detalhes do evento para o qual o
usua´rio foi convidado. E´ poss´ıvel responder
ao convite, aceitando ou recusando.




Inclui um evento na tabela eventos.




Inclui um contato no atributo contatos da
tabela usuarios.
47
APEˆNDICE D – EXEMPLO DE ARQUIVO SERVERLESS.YML PARA
CONFIGURAC¸A˜O DE APIS
Trecho de Co´digo D.1 – Exemplo de arquivo serverless.yml para configurac¸a˜o da apli-
cac¸a˜o e nuvem
1 #Nome da aplicacao na nuvem
2 service: mobile−serverless−app
3


















22 # Configuracoes do IAM
23 iamRoleStatements:
24 # Neste caso a configuracao permite que as funcoes executem as seguintes acoes









34 # Recursos nos quais as acoes sao permitidas (todos os bancos na regiao us−east−1)
35 Resource: ”arn:aws:dynamodb:us−east−1:∗:∗”
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36
37 # Funcoes desenvolvidas
38 functions:
39 # Funcao PutUsuario
40 PutUsuario:
41 # Arquivo onde a funcao se encontra
42 handler: handler.PutUsuario
43 # Eventos que disparam a funcao
44 events:
45 − http:
46 # Rota de API para a funcao
47 path: put−usuario
48 # Metodo HTTP suportado
49 method: post
50 # Permite CORS
51 cors: true
52 # Autorizada pelo usuario do IAM configurado
53 authorizer: aws iam
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APEˆNDICE E – TELAS DO APLICATIVO MOBILE
Figura 11 – Tela de cadastro Figura 12 – Tela de login
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Figura 13 – Tela de agenda Figura 14 – Tela de listagem de eventos
Figura 15 – Tela de criac¸a˜o de eventos Figura 16 – Tela de listagem de contatos
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Figura 17 – Tela criac¸a˜o de novo contato Figura 18 – Tela de listagem de convites
Figura 19 – Tela de visualizac¸a˜o de
evento
Figura 20 – Tela de visualizac¸a˜o de con-
vite
