We study the scheduling problem for data collection from sensor nodes to the sink node in wireless sensor networks, also referred to as the convergecast problem. The convergecast problem in general network topology has been proven to be NP-hard. In this paper, we propose our heuristic algorithm (finding the minimum scheduling time for convergecast (FMSTC)) for general network topology and evaluate the performance by simulation. The results of the simulation showed that the number of time slots to reach the sink node decreased with an increase in the power. We compared the performance of the proposed algorithm to the optimal time slots in a linear network topology. The proposed algorithm for convergecast in a general network topology has 2.27 times more time slots than that of a linear network topology. To the best of our knowledge, the proposed method is the first attempt to apply the optimal algorithm in a linear network topology to a general network topology.
Introduction
Wireless sensor technologies have been used to collect data using inexpensive, battery-powered (hence, limited energy), tiny sensors. A wireless sensor network is comprised of thousands of sensor nodes, which are distributed in the harsh area and one or more sink nodes. Deployed sensors collect, process and distribute data through the network. Generally, when sensors are spread out, they start to sense the information and forward it to the sink node using multi-hop paths. Wireless sensor networks (WSNs) use broadcast, multicast, unicast and convergecast messages, just like other networks. The broadcast method is used to distribute a message from one node to all the other nodes in the networks. Multicast is used to distribute a message from one node to a group of nodes, and unicast is used to send a message from one node to another. Convergecast is the process in which every node sends a message to the sink node. In the convergecast process, a sink node gets the collected information from each sensor, and the collected information can be analyzed and integrated as useful information. One of the challenging problems is to reduce the number of transmissions to preserve the limited energy in WSNs. Thus, the convergecast problem is to find the minimum scheduling time to send a message from every node to the sink node. We are interested in the convergecast problem in WSNs, because most of the WSN applications use the many-to-one communication pattern; in other words, many or all sensors send data to the sink node. WSN applications require periodic data aggregation and quick delivery to conserve energy. This can be accomplished by minimizing the number of transmissions [1] . Fast and accurate data delivery also guarantees the improvement of the network performance [2] .
We are motivated to find the minimum scheduling time using the optimal solution of a linear topology by Choi et al. [3] . Finding the minimum scheduling time for convergecast is proven to be NP-hard in general graphs [4] . Other researchers have also studied the problem of finding the minimum number of time slots for a general topology in WSNs [5] [6] [7] [8] [9] [10] [11] [12] , but they have barely succeeded, because of the high data rate originating from multiple hops to deliver a message to the sink node. However, Choi et al. [4] proved that the minimum scheduling time for the optimal transmission can be calculated if the deployed sensor nodes are organized in either line-or tree-based topologies. Using the optimal solution in linear topology guarantees the minimum time slots if we construct several minimum spanning trees from the general topology, even though it takes longer hops to reach the sink node. Therefore, in this paper, we study the problem of finding the minimum scheduling time for convergecast in WSNs by developing a heuristic algorithm that applies the optimum algorithm for line topology and the minimum weight spanning tree to general graphs.
The convergecast problem has been widely researched over a couple of decades. We discuss more details in Section 2. The rest of the paper is organized as follows. In Section 3, we formulate the convergecast problem using graph theory, propose a heuristic algorithm in Section 4, show the result of the simulation in Section 5 and conclude in Section 6.
Related Work

Minimum Scheduling Time for Convergecast
Gandham et al. [13] proposed a scheduling algorithm for convergecast in WSNs and proved that it requires 3n time slots, where n is the number of nodes. They demonstrated the validity of their claims by simulation and showed that the actual time slot needed is 1.5n. Choi et al. [4] developed an optimal algorithm for line and tree topology to get the minimum scheduling time. The authors proved that the time slot needed is 3(n -2), where n is the number of nodes. They also proved that finding the optimal scheduling time for a general graph topology is NP-hard. Annamalai et al. [5] developed a tree-based heuristic algorithm that includes both broadcasting and convergecasting to approach the optimal scheduling time for the convergecast problem. Zhang et al. [14] performed a study to obtain the optimal scheduling and channel assignment and proved that the minimum time slot for convergecast in a wireless HART (Highway Addressable Remote Transducer Protocol) network is 2n -1 and that the minimum number of channels is ⎾n/2. Incel et al. [8] performed a study to find the minimum number of time slots in a single frequency channel and combined transmission power and scheduling for convergecast. They showed that controlling the transmission power helps reduce the minimum number of time slots and gave a lower bound by max (2n-1, N) , where n is the number of nodes and N is the number of slots. They also showed that constructing a minimum spanning tree and a degree-constraint spanning tree enhanced the scheduling performance significantly. Suh et al. [15] constructed a fusion rate-based spanning tree for convergecast. They showed that their proposed method is better than the shortest path spanning tree or minimum spanning tree in any range of fusion rates, where the fusion rate is quantified from zero to one (0 = no fusion; and 1 = full fusion). Ghosh et al. [1] proved two NP-hard problems: (1) minimizing the scheduling time for a random network with multiple frequencies; and (2) finding the minimum number of frequencies to remove all interference links in a random network. They developed an approximation algorithm to minimize the scheduling time and that gives an upper bound (Δ (G c ) + 1), where Δ (G c ) is the maximum node degree in constraint graph G c for the maximum number of frequencies required. Tsai and Chen [16] proposed a conflict free convergecast scheduling method and simulated their method with two structures-breadth first search tree and load balanced tree [17] -to show that it reduced the time slots effectively. Bechkit et al. [6] showed that the shortest path spanning tree approach to finding the minimum number of time slots is inappropriate. They proposed a new weighted shortest path tree, which is based on a weighted cost function that they suggested, and showed that the proposed method increased the network lifetime to 17% compared to the shortest path spanning tree approach. Malhortra et al. [18] studied the scheduling problem for aggregation convergecast. They proposed the balanced shortest path tree (BSPT) algorithm and found the lower bound to the scheduling problem. They showed that their algorithm saved 15% of the scheduling time.
Power Control Strategies for Convergecast
Many researchers have investigated the effect of power in enhancing the network capacity, because the transmission range depends on power. Luo et al. [19] considered finding the maximum lifetime for the shortest path aggregation tree. They converted the problem to the load balancing scheme at each level of the fat tree, and they proved that the problem is solved by the min-cost max-flow approach in polynomial time. They validated that their approach is optimal if the produced shortest path tree is optimal, and the performance is better than the random scheme by simulations. Gomez et al. [20] compared fixed-range and variable-range transmission power control and demonstrated that variable-range transmission power control performs better than fixed-range transmission power control.
Kawadia et al. [21] measured several metrics, such as throughput, delay and energy consumption, and demonstrated the effect of power control on variable parameters in contention-based wireless ad hoc networks. ElBatt et al. [22] developed two algorithms to solve multiple access problems. One is a simple scheduling algorithm to get an admissible set of users, and the other is a power control algorithm to satisfy their transmission. They applied these two algorithms to two types of networks, TDMA and TDMA/CDMA wireless ad hoc networks. Kesselman and Kowalski [23] studied the tradeoff between the scheduling time and power consumption. They developed a heuristic algorithm and proved that their algorithm consumes a maximum of O(nlogn) times the minimum power. Huang and Zhang [24] studied the packet loss problem originating from the congestion and collision during convergecast in WSNs. They showed the performance for the new protocols in comparison with other existing convergecast protocols and the trade-off among reliability, latency, throughput and power consumption.
Problem Statement
Our network model is described as a graph G = (V, E), where V is the set of vertices (sensor nodes) and E is the set of edges (links between nodes). An edge e = (u, v) Є E exists if and only if any two nodes u, v Є V, and they are in the transmission range of each other. If a node, u i , sends a message to its neighboring node, v i , within its transmission range, other nodes, ∀ u j (j ≠ i), around these two nodes within their transmission range cannot send a message to others ∀ v j (j ≠ i), because they are in an interference range. Many researchers assume that the interference range is the same as the transmission range [4, 11, 13, 25] or that the interference range is greater than the transmission range [26] [27] . The interference range can be varied depending on factors, such as distance between nodes, power and the signal-to-noise ratio [26] . In this paper, we assume that the transmission range is fixed (meaning it is not controllable after all the nodes are deployed in Euclidian space), the interference range is the same as the transmission range and two different nodes can transmit a message simultaneously, unless they are in an interference range. 
Proposed Scheduling Algorithm
The problem we defined is proven to be NP-hard in a general topology [4] . We propose a heuristic algorithm to find the minimum scheduling time for convergecast in a general topology (FMSTC). The algorithm we propose finds several trees first, where each tree is constructed based on the nodes within a one-hop distance from the sink node. We assume that each tree is an independent set after constructing the line topology for each tree. The algorithms of Choi et al. [3] are applied to find the minimum scheduling time for a general topology. The details are discussed in Section 4.1 and 4.2.
The Finding Minimum Scheduling Time for Convergecast (FMSTC) Algorithm
In this section, we describe the proposed algorithm to find the minimum scheduling time in a general topology. Table 1 described the algorithm based on the assumptions in the previous section. • If the node v i which is in the transmission range of s is in the transmission range of the other node 
until it has a complete set of ST.
3
For each tree in ST, reconstruct to a line topology based on the distance between nodes of the tree.
4
Get the minimum scheduling time for the given network applying Choi et al.
(2011) algorithm.
In step 1, the algorithm constructs the node set (Ns), which has nodes around the transmission range of the sink node (s). The algorithm selects a node that is closer to the sink node. Once it has the complete set of nodes, Ns, it starts to construct the minimum spanning tree for each node in Ns that will be the root of each spanning tree. There are algorithms for constructing minimum spanning trees [9, 10, 17, 28] . However, those algorithms are not suitable for WSNs, because WSNs are energy-constraint sensor networks. Therefore, we modified Khan's algorithm, which is adaptable in WSNs, to get the minimum spanning tree from each node in Ns. Khan et al. [29] constructed a minimum spanning tree based on a rank function, which is decided by the random number and the unique id for each node. In this study, we use the weight of each distance instead of a random number, i.e., transmission range and node ids. The proposed algorithm constructs a minimum cost spanning tree; referred to as FMLSP (find minimum low cost spanning tree). Once the algorithm constructs all the minimum cost spanning trees, we assume that each of the trees is an independent set, i.e., each tree; there is no conflict to send a message because of the transmission range. The algorithm (referred to as FMLSP) is described in Table 2 . 
2
While there exists a branch in the given independent minimum spanning tree t i , repeat
Step 1(b) through 1(d) within the independent minimum spanning tree t i to construct the sub-tree t ij .
The algorithm finds the minimum spanning tree set, t i , for each node in Ns. First, it finds all neighbor nodes in its transmission range. If two nodes are in the same transmission range, it calculates the weight for each link from a root node to a neighboring node. The algorithm selects the smaller weight to add to the node to the tree. If the weight of the link is the same for both of the nodes, the algorithm selects the node with the smaller id to add it to the tree. If the algorithm finds that a node is in the ranges of both of the trees, it measures a weight for each link and adds the node to the tree that has the smaller weight link. The algorithm also adds the node to the tree that has the smaller id if the weights of two links are the same in the case of a node that is in range of both of the trees. The algorithm repeats, until it gets the complete independent set of tree t i . After it gets a complete set of tree t i , it starts to find sub-tree set t ij from t i . This process is for the next step of the FMSTC algorithm. The FMSTC algorithm builds the line topology after constructing a minimum spanning tree. This sub-tree set, t ij , allows us to complete an independent set of tree t i by repeating the process described above. Figure 3 explains the sub-tree set environment. In Figure 3 , the spanning tree, t 1 , has Nodes v 1 , v 2 , v 7 , v 8 , v 9 and v 10 ; t 1 = {v 1 , v 2 , v 7 , v 8 , v 9 , v 10 }. A node, v 1 , is connected to sink node, and Nodes v 2 and v 7 are connected to v 1 . With a tree, t 1 , we can produce two sub-trees t 11 = {v 7 , v 8 } and t 12 = {v 2 , v 9 , v 10 }, i.e., t 11 ⊂ t 1 and t 12 ⊂ t 1 .We eventually construct the line topology in the given minimum spanning tree set with this process. Figure 4 explains the algorithm to produce minimum spanning tree set t i . There are three minimum spanning trees: t 1 , t 2 and t 3 . Three nodes (v 1 , v 3 , v 5 ) are selected from a sink node. The FMSTC algorithm starts to construct a minimum spanning tree rooted from each node (v 1 , v 3 , v 5 ). It produces three spanning trees, which are t 1 , t 2 and t 3 . The tree, t 1 , has two leaf nodes, which need to be divided into two sub-spanning trees. The algorithm produces the sub-trees, t 11 and t 12 , from t 1 . Therefore, there are five spanning trees produced in the graph: 
the node, v 10 , is in the spanning tree, t 12 , because it is close to Node v 9 , even though it is also in the transmission range of v 11 , which is in t 2 .
Applying Linear Structure to Get the Minimum Scheduling Time for Convergecast
The algorithm produces the line structure of each spanning tree. We applied the algorithm of Choi et al. [3] to get the minimum scheduling time. The authors have proposed an optimal convergecast scheduling algorithm based on the line topology with a fixed transmission range. The developed algorithm consists of four different algorithms. When the number of sensors is in a range less than the transmission range, the SIMPLE algorithm is used to send a message to the sink node directly. If the number of sensors is placed in the p ≤ n ≤ p(p + 1) range, where n is the number of sensors and p is the transmission power, then apply the TABLE and ADJUST algorithms. If the number of sensors is placed in the p (p + 1) < n range, then apply the REDUCE algorithm first to use TABLE and ADJUST. The algorithms, SIMPLE, TABLE, ADJUST and REDUCE, are described in more detail as follows:
(1) If n < p, then apply the SIMPLE algorithm, which can allocate n time slots for the messages (m i , 1 ≤ i ≤ n) to send a message from node i to the sink node at time slot i, because each node directly sends the message to the sink node in the given condition.
(2) If p ≤ n ≤ p(p + 1), then apply the TABLE and ADJUST algorithms. The TABLE algorithm allows us to allocate 2p(p + 1) − p time slots to deliver any p(p + 1) messages; on the other hand, the ADJUST algorithm reallocates it for p(p + 1) nodes and then allocates the time slots for n nodes.
(3) If p(p + 1) < n, then apply the REDUCE algorithm with (n − p) nodes and then apply the TABLE and ADJUST algorithms. Table 3 explains the minimum time schedule for using these algorithms. The above table is the output of the TABLE algorithm and function TABLE, with 11 nodes, including the sink node and three transmission ranges. We want to deliver the individual contents to the sink node, where the content number is the message originating from the cell number. The algorithms assumed that they can use virtual nodes, which are not physically used. The virtual node numbers used in this algorithm are {11, 12, 13, 15, 16, 18, 19}. In the table, the content "0" means there is no message delivered at the assigned time slot. For example, for the node number "1" and time slot "1", there is content from the node "4". For the node number "8" and time slot "1", there is content from the node "11", which is the virtual node.
When we send Contents 4, 5 and 6 to Nodes 1, 2 and 3, we move the non-conflicting messages in the same time slot as follows:
When sending 4 to 1, then move 11 to 8, and 18 to 15, and so on, up to n + p 2 (here, 10 + 9 = 19); when sending 5 to 2, then move 12 to 9 and 19 to 16, when sending 6 to 3; then move 13 to 10.
When we send Contents 1, 2 and 3 to the sink node, we also move the non-conflicting messages in the same time slot as follows:
When sending 1 to the sink node (0), then move 8 to 5 and 15 to 12; when sending 2 to the sink node (0), then move 9 to 6 and 16 to 13; when sending 3 to the sink node (0), then move 10 to 7.
When we send Contents 4, 5 and 6 to the sink node, we move non-conflicting messages as follows:
When sending 4 to 1, then move 11 to 5 and 18 to 12; when sending 5 to 1, then move 12 to 6 and 19 to 13; when sending 6 to 1, then move 13 to 7.
When we send Contents 8 and 9 to Nodes 2 and 3, we can move 15 to 9 and 16 to 10. When we send Contents 11 and 12 to Nodes 2 and 3, we can move 18 to 9 and 19 to 10. When we send Contents 8 and 9 to the sink node, we can move 15 to 6 and 16 to 7. After we send Content 15 to 3 in time slot 18 and 18 to 3 in time slot 19, Contents 15 and 18 arrive at the sink node in Time Slots 20 and 21. Table 4 is made, and it has p(p + 1) messages in the sink node, because n is always less than or equal to p(p + 1). Table 4 . Time schedule with ADJUST − (1) when n = 10, p = 3. In the sink node, we have messages, i.e., 1, 2, 3, 4, 5, 6, 8, 9, 11, 12, 15 and 18. That means we missed Messages 7 and 10. For 7, we find the smallest number, but greater than n (=10), among those received, which is 11.
After searching 11 among Column 7, 6 and 5, we can find it at Table (7, 5) and replace the content with 7. The next 11 is located in column 2 (5 − 3 = 2) which is the Table (12, 2) , and we replace the content with 7. The next, 11, is located in 0 (2 − 3 = −1, but the negative number is always 0 here), which is the Table (0, 16); replace Table (0, 16) with 7. We can execute the same algorithm for the content of 10. Then, we can get Table 5 . Table 5 . Time schedule with ADJUST − (2) when n = 10, p = 3. The next step of the algorithm deletes all numbers greater than n and deletes all rows that do not contain any number from one to n. Table 6 shows the minimum time schedule when the number of nodes n = 10 and the transmission range p = 3. Table 6 . Completed time schedule when n = 10, p = 3. The example we used is when the number of nodes is less than p (p + 1), n < p(p + 1). If the number of nodes is greater than p(p + 1), n > p(p + 1), the REDUCE algorithm is applied to make the condition, n < p(p + 1); then, use the TABLE and ADJUST algorithm to get the minimum time schedule. For example, If n = 14 and p = 3, we have nodes, n = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14}; then, make it n = {4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14} using Table 7 , as follows. Table 7 . Time schedule with REDUCE when n = 14, p = 3.
Time
Node 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14
After 2p + 1 = 7 steps, we have n = {4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14}. This is the same as the problem with n = 10 and p = 3 from this point. Then, we use the TABLE and ADJUST algorithms to get the minimum time schedule.
Simulation and Results
In this section, we evaluate the performance of our proposed algorithm (FMSTC) by numerical simulation. The simulation is programmed in Visual C++ language. We produced the connected network graphs by randomly distributing nodes in a 500 × 500 square board. We considered the networks with various numbers of nodes, i.e., 10, 20, 30, 40, 50, 60, 70, 80, 90 and 100 nodes. The power range (or transmission range) was fixed before the simulation was started, and different power ranges were considered. Here, we used the following power ranges: three, six, nine, 12 and 15 units. Once the simulation is started, a sink node is randomly selected. As mentioned in an earlier section, other researchers have tried to solve the convergecast problem. However, most of them make different assumptions and take different approaches than ours. No direct comparison with their work is possible. We first report the number of time slots required by the proposed algorithm and then represent the results, which are compared to the optimal scheduling algorithm in the linear topology developed by Choi et al. [3] . In Section 5.1, we show the results of the optimal solution for a linear topology. The simulation results of the proposed algorithm for the convergecast scheduling time in the general topology were shown in detail in Section 5.2. The performance evaluation follows in Section 5.3.
Optimal Solution for a Linear Topology
As we stated in the previous section, Choi et al. [3] proposed the optimal scheduling algorithm for convergecast in a linear network topology with a fixed transmission range, and we have applied their algorithm to a general network topology to get the minimum scheduling time. Their algorithm produces n times if n < p, 2n -p time if p ≤ n ≤ p(p + 1) and 2n − 2p + n / p -1 time if n > p(p + 1), where p is power (=transmission range). In this section, we show the minimum time if the given number of nodes are in a linear topology. Table 8 and Figure 5 represent the optimal time schedule for the given number of nodes in a linear network topology with fixed power. As Table 8 illustrates, when the power is three and 10 nodes are placed on the line, it needs 17 time slots. If 100 nodes are placed, it needs 226.33 time slots, which is the maximum. As the power is increased, time slots are decreased, as is shown in Figure 5 . When the power is 12 or 15, the time slots are 10 with 10 nodes, because the number of nodes are less than the power (n < p). 
Scheduling Time for Convergecast in General Topology
Each simulation experiment for getting the scheduling time for convergecast in a general topology was repeated 30 times based on the number of nodes, and the average values of all trials for each are reported. The simulation displays randomly distributed nodes. The FMSTC algorithm chooses nodes that are closer to the sink node. It shows a fully connected graph and constructs the minimum spanning trees, which are independent sets to get the line topologies. Additionally, it starts sending messages to the sink node. Figure 6 is an example of the simulation. Example of the simulation: 1, node distribution; 2, fully connected graph based on chosen nodes near the sink node; 3, constructing minimum spanning trees.
As shown in Figure 6a (1), 40 nodes are distributed in a 500 × 500 square area. We set up the transmission range to three units. After deciding on the sink node, the nodes construct the fully connected graph based on the chosen nodes near the sink node in Figure 6a (2) . Finally, the nodes in the square area can construct the minimum spanning tree using our proposed algorithm (FMLSP), as shown in Figure 6a (3) . We present the results of the overall simulation in Table 9 and Figure 7 .
As shown in Figure 7 , the more nodes, the more time slots in each power level. When the power is increased, the time slots decrease. Some of the time slots are increased by a greater number. For example, time slots increased more than 100, from 60 nodes to 70 nodes, for Power Levels 6, 9 and 12. This increase is due to the fact that more sub-spanning trees are made during the simulation. That means that the proposed algorithm may generate more branches when the node number is increased. 
Performance Evaluation
The performance is evaluated by comparing FMSTC scheduling time to scheduling time in a linear topology (scheduling time is optimal in a linear topology). Figure 8 shows the relationship between power, the number of nodes and optimal time slots in a linear topology. Figure 8 . Power vs. the number of nodes vs. optimal time slots in a linear topology.
We notice that the number of time slots required increases as the number of nodes is increased and the allocated power is decreased, as shown in Figure 8 . Notice that the number of time slots is increased monotonically with respect to the variations of power and node numbers. Figure 9 shows the relationship among power, the number of nodes and time slots in the general topology. We notice that the number of time slots required in the general topology is increased as the number of nodes increases and the allocated power decreases, as shown in Figure 9 . Be aware that there exists a little bit of a steep increase between nodes Number 60 and 70, due to the additional sub-spanning trees made during the simulation. This steep increase, however, does not affect the overall performance of scheduling allocation with respect to the linear topology. We will show that in the following table. Table 10 represents the ratio with the result of the simulation and the optimal scheduling time in the linear topology. As shown in Table 10 , when the power is three with 10 nodes, the ratio is 3.24, meaning that in the general topology, it needs 3.24 times more time slots than the linear topology to get all the messages from each node. The average of the ratio is 2.69 when the power is three, 2.80 when the power is six, 2.78 when the power is nine, 2.77 when the power is 12 and 2.57 when the power is 15. The average ratio for the scheduling times of the steep increase is 2.55 for node Number 60 and 2.87 for node Number 70, respectively.
The ratio difference is negligible, as is shown in Table 10 . The highest ratio is when the power is six with 10 nodes (3.25), and the lowest ratio is when the power is 15 with 50 nodes (2.28). The overall average ratio is 2.72.
Conclusion
In this work, we studied the convergecast problem for a general network topology with fixed transmission power in a wireless sensor network. We first proposed the scheduling algorithm (FMSTC) to find the minimum time slots for convergecast in a general topology using a line-and tree-based topology and evaluated the performance of our approach by the simulations. The results of the simulation showed that when the power is increased, the time slots decreased. The maximum time slot is 588.93 with 100 nodes when the power is three, and the minimum time slot is 23.20 with 10 nodes when the power is 15. We have compared our simulation results to the optimal time slots in the linear network topology. The highest ratio was 3.25 when the power was fixed to six with 10 nodes, and the lowest ratio was 2.28 when the power was fixed to 15 with 50 nodes. The results showed that the convergecast in the general topology has more than twice the time slots compared to the linear topology. The overall ratio was 2.27, which means that the proposed algorithm (FMSTC) for convergecast in the general network topology has 2.27 times more time slots than that of the linear network topology.
In this study, we showed that the linear network topology that gets the optimal scheduling time can be extended to the general network topology to get the minimum scheduling time. The result of this study is extracted from an iterative trial of the simulation. To our best knowledge, the proposed method is the first trial to apply the use of the optimal algorithm in a linear network topology to a general network topology. This study showed that the average number of required time slots for a general topology is less than 2.27 times the number of required time slots for a linear topology. This result is the best minimum scheduling time for a general topology known so far.
