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V diplomskem delu je predstavljen postopek izdelave stilske predloge za sistem za 
urejanje vsebin WordPress na osnovi predložene celostne grafične podobe (CGP). Cilj 
izdelave predloge je omogočiti enostavno upravljanje s spletno vsebino tudi tistim 
uporabnikom, ki niso vešči uporabe spletnih tehnologij in programiranja. 
V nalogi so predstavljeni različni sistemi za upravljanje vsebin (CMS) in vzrok, zakaj so 
postali tako razširjena in priljubljena orodja. Opisane so funkcionalnosti, ki jih premorejo vsi 
sodobni CMS-ji in nekaj osnovnih pojmov, na katere naletimo pri upravljanju z njimi. 
V praktičnem delu naloge je opisan postopek izdelave lastne stilske predloge. Prvi 
korak opisuje pripravo osnovne statične spletne strani, ki se nato pretvori v stilsko predlogo 
za WordPress. V zaključku je predstavljen kratek povzetek dela s sistemom WordPress, 
lastna izkušnja na tem področju in nekaj idej za nadaljevanje dela. 





This thesis describes the procedure of making a theme for WordPress, a content 
management system based on graphic user interface. The goal is to allow a more simple way 
of managing web based content (CMS) even to users who are not skilled in the use of web 
technologies and programming. 
In the thesis are presented various content management systems and the reasons for 
their widespread use and popularity. The thesis describes various functionalities of all 
modern CMSs as well as some of the more basic concepts that are used when working with 
them.  
The practical part of the thesis describes the design and implementation process of a 
new custom theme for WordPress. The first step describes the preparation of a static web 
page which is then transformed into a theme for WordPress. The conclusion contains a short 
summary of working with WordPress along with my own personal experience and ideas for 
further development of this work.  



















Do nedavnega so bile spletne strani postavljene statično; največkrat je šlo za spletno 
stran, napisano izključno z označevalnim jezikom HTML, ki je prikazovala tekst, opremljen z 
nekaj slikami in povezavami, katerih izgled je določala kaskadna stilska podloga CSS. Za 
izdelavo spletne strani na tak način, se je porabilo veliko časa, obvezno pa je bilo tudi odlično 
poznavanje uporabljenih programskih jezikov.  
Prikazana spletna stran je bila enaka, ne glede na vrsto naprave, na kateri je bila 
prikazana (računalnik z velikim zaslonom ali mobilni telefon), držalo pa je tudi, da je velika 
bila večina spletnih strani dostopana le preko osebnih računalnikov z relativno velikim 
zaslonom.  
V zadnjih nekaj letih pa se je situacija močno spremenila. Zniževala se je cena prenosa 
podatkov in posledično cena dostopa do interneta oz. spleta, naraščali pa sta prenosna 
hitrost in razpoložljivost internetne povezave [1]. Skupaj s porastom števila mobilnih naprav 
je naraščal tudi odstotek ogledov spletnih strani, dostopanih preko pametnih telefonov in 
tabličnih računalnikov, lani oktobra pa je delež spletnih strani obiskanih preko mobilnih 
naprav celo prerastel delež tistih, obiskanih preko osebnih računalnikov [2]. 
Kot posledica števila obiskov s pomočjo mobilnih naprav je bilo potrebno prilagoditi 
način prikaza spletnih strani na zaslonih manjših dimenzij. Skupaj z CSS3 so se razvili tudi stili 
prilagojeni tipu odjemalca (ang. media queries) [3]. Slednji nam omogočajo različen prikaz 
enake vsebine glede na tip odjemalca (računalniški zasloni, mobilne naprave, tiskalniki, 
projektorji). To je seveda zelo koristno, vendar pa za implementacijo strani, ki je prilagojena 
vsaki napravi oziroma njeni velikosti, potrebujemo še nekaj dodatnih vrstic kode, kar poveča 
čas razvoja spletne strani. 
Skupaj s tehnološkim razvojem in večjo razširjenostjo internetne povezave se je razvijal 
tudi način izdelovanja spletnih strani. Razvili so se tako imenovani sistemi za upravljanje 
vsebin, oziroma bolje poznani kar pod angleškim imenom CMS – Content Management 
System. Ti imajo številne prednosti v primerjavi z drugimi načini izdelovanja spletnih strani; 
enostavnost uporabe (ni potrebnega predznanja programskih jezikov), omogočajo hkratno 
delo večjega števila uporabnikov, vzdrževanje in kasnejše spremembe so enostavnejše, 




Cilj diplomske naloge je pojasniti prednosti uporabe sistemov za upravljanje vsebin, ter 
opisati postopek izdelave stilske predloge oziroma teme za sistem za upravljanje vsebin 
WordPress po predlogi celostne grafične podobe (prilogi A in B). 
Tema bo služila kot predstavitvena predloga za izdelavo spletnih strani posameznih 
laboratorijev znotraj Katedre za informacijske in komunikacijske tehnologije Fakultete za 




2 Sistemi za upravljanje vsebin – CMS 
2.1 Nastanek in razvoj sistemov za upravljanje vsebin 
Še nekaj let nazaj je bilo za postavitev funkcionalne spletne strani obvezno poznavanje 
ustreznih programskih jezikov, najmanj HTML in CSS. Seveda ne govorimo o dinamični 
spletni strani, o možnosti prijave ali pa morda ustreznem prikazu na mobilnih napravah, kjer 
je tudi danes potrebno napisati kakšno vrstico kode, pač pa samo o osnovni statični spletni 
strani. Pisanje kode je zamudno, natančno in vsekakor delo, ki ga brez ustreznega znanja ne 
moramo opraviti.  
Iz naštetih razlogov razvoj orodij, ki predstavljajo CMS, segajo v 90. leta prejšnjega 
stoletja [4] (FileNet, RAINMAN ipd.), ko so ugotovili, da bi bilo koristno imeti sistem, kjer bi 
bile spletne datoteke pregledno organizirane in bi bilo upravljanje z njimi hitrejše, 
preglednejše in enostavnejše. Četudi so bila začetna orodja izredno omejena in jih danes 
verjetno niti ne bi označili kot CMS, pa so zaradi njihovega potenciala orodja s podobno 
oziroma nadgrajeno funkcionalnostjo do danes postala splošno razširjena in močna orodja 
pri načrtovanju in izdelavi spletnih strani ter tudi njihovem upravljanju. 
Razširjena so postala celo do te mere, da si danes spletne strani brez sistema za 
upravljanje vsebin skoraj ne znamo več predstavljati. V primeru, da je naša spletna stran 
majhna (ko imamo le osnovno stran in morda nekaj podstrani), se nam lahko sama koda zdi 
še nekako sprejemljiva. Popolnoma drugačna situacija pa nastane v primeru, ko gre za 
obsežno spletno stran, z več sto podstranmi, z mnogo tipi vsebin (članki, videi, infografike, 
razni obrazci), kjer postane neobvladljivo že število vsebin, kaj šele njihove stalne 
spremembe, medsebojna povezanost vsebin, statusi objav, itd.  
Danes poznamo najrazličnejša orodja za ustvarjanje spletnih strani, od enostavnih, a 
prav zato množično uporabljanih, spletnih orodij (Wix, Squarespace, Weebly ipd.), ki 
uporabljajo sistem WYSIWYG (what you see is what you get – kar vidiš, to dobiš), pa do 
izredno zmogljivih, razširljivih in prilagodljivih sistemov za upravljanje vsebin. 
Po definiciji so sistemi za upravljanje vsebin (ang. Content management system) 
računalniški programi, nameščeni na strežniku ali osebnem računalniku, ki omogočajo 




popularnih sistemov za upravljanje vsebin je tudi WCM (tudi WCSM, ang. web content 
management system), kar pomeni, da so ustvarjeni za upravljanje s spletnimi vsebinami. 
2.2 Funkcionalnost in prednosti sistemov za upravljanje vsebin 
Delovanje sistemov za upravljanje vsebin lahko v grobem ločimo na dva dela; strežniški 
del (ang. back-end) in odjemalski del (ang. front-end), pri čemer strežniški del skrbi za 
informacije shranjene v podatkovni bazi, s katerimi upravljamo preko skriptnih jezikov (npr. 
PHP), odjemalski del pa skrbi za prikaz podatkov uporabnikom in upravljalcem spletne 
vsebine preko grafičnega vmesnika, do katerega dostopamo preko brskalnika. 
2.2.1 Osnovni pojmi v sistemu za upravljanje vsebin 
Podatkovna baza (ang. database) CMS-ja hrani podatke o vsebini (kontekst, lastnosti 
prikaza, pravice za dostop do posameznih vsebin, njihovih verzijah, statusu itd.), uporabnikih 
(uporabniška imena in gesla za dostop, njihove pravice ipd.), dostopnih podatkih strežnika in 
njegovih konfiguracijah.  
Gonilnik predloge (ang. template engine) je namenjen izvajanju zahtevkov in za svoje 
delovanje uporablja enega izmed programskih jezikov (eden izmed bolj uporabljanih je PHP). 
Zahtevke obdela (podatke lahko pridobiva tudi iz podatkovne baze) in uporabniku posreduje 
vsebino v obliki, ki jo je brskalnik sposoben prikazati (npr. HTML, XML, PDF). 
Grafični uporabniški vmesnik za urejanje vsebine prikazuje seznam vsebin, njihove 
predstavitvene predloge, pravice dostopa in verzije. Omogoča ustvarjanje novih strani, 
njihovo kategoriziranje, posodabljanje in spreminjanje lastnosti prikaza strani. Običajno je 
zasnovan uporabniku (moderatorju vsebine) prijazno, kar pomeni, da je enostaven za učenje 
in uporabo. Do njega dostopamo z uporabniškim imenom in geslom preko brskalnika.  
Tema oziroma stilska predloga je datoteka ali skupek datotek (običajno napisana z 
jezikom CSS), ki skrbi za izgled celotnega spletnega mesta. Definira izgled elementov 
(razporeditev, razmiki, velikost, barve) in pisav (tipografija, velikost in barve) na spletni 
strani. 
Predstavitvena predloga (ang. presentation template) skrbi za prikaz vsebine končnemu 




Predlogo za urejanje (ang. authoring template) bi lahko opisali kot obrazec za dodajanje 
nove vsebine. Običajno imamo dve predlogi: eno za izgled samega obrazca in tekstov za 
pomoč (kjer je to potrebno) ter drugo za dodajanje nove vsebine. Predloge za urejanje so 
uporabne predvsem zaradi stalne oblike, preglednosti in hitrejšega dodajanja vsebine, saj 
imamo v naprej pripravljena vnosna polja. Prav zaradi stalne oblike je takšno vsebino tudi 
enostavno prikazati na strani s pomočjo predstavitvene predloge, saj je struktura 
nespremenljiva. 
Vtičniki (ang. plugins) so deli programske kode, ki razširijo ali spremenijo delovanje 
CMS-ja in so razviti ločeno od le-tega (pri brezplačnih CMS-jih so tudi njihovi razvijalci drugi).  
2.2.2 Prednosti CSM-jev 
V primerjavi s klasičnim načinom izdelave (ustvarjanje spletnih strani izključno samo s 
programskimi jeziki), imajo spletne strani narejene preko sistemov za upravljanje vsebin 
številne prednosti: 
- izredno enostavno urejanje vsebine zaradi urejevalnikov WYSIWYG (ang. What You See Is 
What You Get – "kar vidiš, to dobiš"); ti omogočajo dodajanje vsebine na podoben način 
kot npr. program Microsoft Word (z vsebino upravljamo grafično in ne s kodo). To 
pomeni, da lahko vsebino dodajajo in posodabljajo tudi ljudje, ki ne poznajo programskih 
jezikov, 
- sodelovanje - z vsebino lahko hkrati upravlja več uporabnikov, kateri morajo imeti za to 
dodeljene pravice. S tem se delo lahko ustrezno porazdeli, 
- predstavitvene predloge (ang. presentation template) so ločene od vsebine, zato njihovo 
urejanje ne vpliva na vsebino in je preprosto izvedljivo, 
- različne stopnje objave vsebine (osnutek, čakanje na odobritev, objavljeno, pretekla 
objava ipd.) omogočajo enostaven prevzem in predajo le-te naprej ter objavljanje 
vsebine šele na določen datum, 
- sledenje verzijam (omogoča pogled v popravke – kdo jih je naredil, kaj je spremenil, 
datum spremembe), 
- oddaljen dostop (omogoča urejanje vsebine kadarkoli, če le imamo dostop do interneta), 
- višja stopnja varnosti (le-to zagotavlja že sam CMS), 




- omogočajo drugačen prikaz vsebine različnim odjemalcem (lahko glede na pravice 
dostopa ali glede na tip odjemalske naprave). S tem se prilagodi optimalno prilagodi 
prikaz, lahko pa se tudi zmanjša velikost strani, ki jo je potrebno prenesti in 
- omogočajo podporo uporabnikom v različnih oblikah (forumi, videi, datoteke za učenje, 
plačljivi CMS-ji imajo običajno tudi strokovnjake z namenom pomoči uporabnikom). 
2.3 Najpopularnejši CMS-ji 
Danes lahko brez posebnega truda na spletu najdemo širok nabor orodij za izdelavo 
lastne spletne strani. Izbiramo lahko tako med preprostimi orodji, ki omogočajo postavitev 
spletne strani v nekaj minutah, pa vse do sistemov, ki so namenjeni izdelavi kompleksne in 
popolnoma prilagodljive spletne strani. Četudi se omejimo le na orodja, ki imajo 
funkcionalnosti sistemov za upravljanje vsebin, je tudi teh še vedno preko sto [5]. 
Delež spletnih strani, ki so narejene z najbolj uporabljanimi sistemi za upravljanje vsebin  
prikazuje spodnji graf (podatki iz oktobra 2017 [6]), za tem pa sledi kratek opis treh CMS-jev 
z največjim deležem spletnih strani in njihove medsebojne primerjave. 
 





























Uporaba CMS-jev za izdelavo splenih strani





WordPress je zaradi svoje enostavnosti za uporabo najbolj razširjen sistem za 
upravljanje vsebin. To najbolje potrdi podatek, da sta skoraj dve tretjini spletnih strani, ki za 
svoje delovanje uporabljajo sistem za upravljanje vsebin, narejeni z WordPress-om [6]. 
 
Slika 2.1: WordPress logotip 
Je brezplačni odprtokodni sistem za upravljanje vsebin, zasnovan na jezikih PHP in 
MySQL. Omogoča nam izdelovanje spletnih strani, celo brez poznavanja označevalnega 
HTML jezika, kar pomeni da je primeren tudi za začetnike. 
Četudi je njegova osnovna funkcionalnost izredno omejena, pa je široko uporabljan 
zaradi vtičnikov (ang. plugins), ki razširijo njegovo funkcionalnost glede na naše potrebe.  
Več o WordPress-u bo pojasnjeno kasneje, saj je to CMS, ki je uporabljen za izdelavo 
stilske predloge v praktičnem delu diplomske naloge.  
2.3.2 Joomla! 
Joomla je bila predstavljena kot brezplačni odprtokodni CMS s strani razvijalcev sistema 
za upravljanje vsebin Mambo leta 2005. Danes je drug najbolj uporabljan sistem za 
upravljanje vsebin, svojo popularnost pa je pridobil predvsem zaradi svoje hitrosti delovanja, 
visoke varnosti in enostavne prilagodljivosti. Podobno kot pri WordPress-u lahko tudi z 
Joomlo izgled in vsebino prilagajamo brez posebnih tehničnih znanj. 
 
Slika 2.2: Joomla! logotip 
Je objektno zasnovan CMS, ki sloni na najbolj razširjenem skriptnem jeziku PHP. 
Joomlo odlikujejo tudi nadpovprečna prilagodljivost tem in večjezična podpora že ob 




vtičnikov ali modulov.  Omembe vredna je tudi skupnost uporabnikov, ki predstavlja 
možnost iskanja pomoči na spletnih forumih, številne datoteke za učenje in obširna, 
pregledno in enostavno berljiva dokumentacija, ki močno olajša prilagajanje spletne strani. 
2.3.3 Drupal 
Tretji najbolj razširjen CMS je brezplačni odprtokodni sistem za upravljanje vsebin 
Drupal. Priljubljen je zaradi svoje popolne prilagodljivosti, ki omogoča ustvarjanje izredno 
kompleksnih spletnih strani, kar z večino ostalih sistemov za upravljanje vsebin ni mogoče. 
Lahko bi trdili, da je z Drupalom mogoče narediti vsako spletno stran, ne glede na njeno 
kompleksnost in količino vsebin na njej. 
 
Slika 2.3: Drupal logotip 
Njegova dobra lastnost je tudi odlična taksonomija uporabnikov, ki omogoča enostavno 
dodeljevanje pravic le-tem (posamično ali skupinam). Omogoča tudi, da določeni uporabniki 
ne vidijo nepotrebnih vsebin in opcij, ki zanje niso pomembni. 
Tako kot drugi, bolj uporabljani sistemi za upravljanje vsebin, ima tudi Drupal obsežno 
dokumentacijo (zaradi številnih funkcij in kompleksnosti je ta obvezna) in forume z redno 
aktivnimi uporabniki, kjer lahko brez večjih težav najdemo odgovor na naše vprašanje ali 
pomoč pri reševanju težave. 
Zaradi njegove kompleksnosti, oziroma toliko različnih vidikov uporabe, pa je nekoliko 
težji za začetne uporabnike. Potrebujemo nekoliko dlje časa, da sistem osvojimo, obstajajo 
pa tudi funkcije sistema, kjer je potrebno vsaj osnovno znanje programiranja. 
2.3.4 Primerjava treh najbolj uporabljanih sistemov za upravljanje vsebin 
Ob široki paleti obstoječih CMS-jev imamo marsikdaj težavo izbrati "najboljšega". Na 
spletu bomo našli število zagovornikov njihovega najljubšega sistema in njihove izpovedi, 
zakaj je prav ta boljši od ostalih ter njegove ključne prednosti.  
V realnosti pa "najboljšega" sistema za upravljanje vsebin ni. Pri izbiri ustreznega CMS-ja 




uporabljati. Če nameravamo ustvariti preprost blog, največkrat ni smiselno izbrati 
kompleksnega sistema za upravljanje vsebin, v primeru izredno kompleksne in obsežne 
spletne strani pa niti ni možno izbrati enostavne platforme.  
Določenih kompleksnih stvari ni mogoče izvesti na najosnovnejših platformah, oziroma 
bi morali uporabiti nepregledno število vtičnikov, kjer bi lahko prišlo do problemov z 
združljivostjo in do počasnega delovanja spletne strani. 
Upoštevati moramo predvsem namen, kompleksnost in obsežnost spletne strani, ki jo 
nameravamo ustvariti, pri čemer pa ne smemo zanemariti nivoja našega znanja programskih 
jezikov, ter morebitnih izkušenj z delom s sistemi za upravljanje vsebin. Na izbiro imamo tudi 
plačljive CMS-je, ki običajno ponujajo pomoč uporabnikom. 
Za boljšo preglednost so podatki o treh najpogosteje uporabljanih CMS-jih zbrani v 
spodnji tabeli.  
 WordPress Joomla! Drupal 
Št. spletnih 
strani 
75 000 000 2 800 000 1 148 900 
Št. vtičnikov 52 500 8 700 38 000 
Št. tem 4 000 1000 2 500 
Uporaben 
za 
Blog, manjše do srednje 
velike spletne strani 
Srednje velike spletne 
strani, spletne trgovine 
Prilagodljiv vsem 
















Bolj napredne razširitve 
so lahko plačljive 









Petrol, Tesla, Al 
Jazeera, Cisco, NBA 




Primerjavo lahko zaključimo z povzetkom v sliki, kjer vidimo, da je WordPress 
najenostavnejši za uporabo, a zaradi tega najmanj prilagodljiv, Drupal mu je z največjo 
stopnjo prilagodljivosti, a zato tudi zahtevnosti nasproten. Med njima je Joomla, ki 
predstavlja kompromis med omenjenima lastnostnima.  
 
Slika 2.4: Primerjava treh najpopularnejših CMS-jev 
2.4 Stilske predloge oziroma teme 
Eden izmed ključnih elementov sistemov za upravljanje vsebin so stilske predloge 
oziroma teme. Z njimi je določen stil prikaza vsebine (razporeditev elementov, razmiki, 
barve, pisave), torej grafična podoba, kot jo brskalnik prikaže končnemu uporabniku. 
Za uporabnika je to eden izmed bistvenih vidikov pri všečnosti določene spletne strani. 
Ljudje smo vizualna bitja in smo sposobni spregledati kakšno manjšo napako v primeru, da 
sistem izgleda grafično dovršen. 
Poleg tega si s podobo spletne strani zagotovimo tudi prepoznavnost ter z njo lahko 
odražamo vrednote (npr. inovativnost, zanesljivost, resnost ali pa morda razigranost, 
drugačnost) katere želimo predstavljati. 
Stilske predloge so skupki datotek, ki jih kopiramo v direktorij CMS-ja, da bodo skrbele 
za želen prikaz in delovanje elementov spletne strani. Uporabljajo jih prav vsi sistemi za 
upravljanje vsebin, četudi ima vsak izmed njih lastne posebnosti. 
Vsaj ena izmed datotek teme vsebuje CSS kodo, ki brskalniku pove kako mora vsebino 
prikazati, običajno pa le-te vsebujejo tudi logotipe in slike, brez katerih si danes spleta 




Za izdelavo svoje stilske predloge se odločimo, ko želimo imeti specifičen izgled spletne 
strani, značilen samo za nas. S tem lahko izbiramo zaporedje in položaj elementov na strani, 
uporabimo značilne barve, poleg tega pa lahko z obstojem lastne teme vsebino poljubno 
filtriramo in uporabimo le komponente, ki jih potrebujemo.  
Prav iz naštetih razlogov je izdelava lastne teme primerna za spletno stran Laboratorijev 
Katedre za informacijske in komunikacijske tehnologije, kateri so predlogo za novo podobo 
spletne strani dobili v obliki celostne grafične podobe z definiranimi elementi spletne strani. 
2.5 Sistem za upravljanje vsebin WordPress 
2.5.1 O WordPressu 
Začetki WordPress-a segajo v leto 2003, ko je bil javnosti predstavljen kot preprosta blog 
platforma, s katero so uporabniki lahko pisali tekst, objavljali slike in povezave na druge 
spletne strani. Odprtokodnost in razširjenost programskega jezika njegovega jedra sta 
pripomogli k razvoju sistema v CMS z najrazličnejšimi funkcionalnostmi, kot ga poznamo 
danes. 
Za svoje delovanje uporablja skriptni jezik PHP, ki je široko razširjen, saj je enostaven za 
učenje in uporabo, to pa je še dodatno pripomoglo k razširjenosti WordPress-a.  
2.5.2 Teme 
WordPress mora za prikaz vsebine imeti aktivno temo, ki vsebuje PHP funkcije z 
WordPress-u lastno sintakso, HTML kodo za strukturiranje strani in CSS kodo za določitev 
stila prikaza vsebine. 
Ob namestitvi WordPress-a se bo samodejno aktivirala najnovejša obstoječa različica 
privzete teme (npr. "twentyseventeen").  
V iskalniku tem lahko izberemo številne lastnosti, ki jih želimo imeti na strani (npr. 
število stolpcev, prilagodljivost barv, navigacija na levi strani, …) in namen le-te, izbiramo 




2.5.3 Vtičniki (plugins) 
WordPress je bil v osnovi zasnovan kot blog platforma, kar je za dobrodošlo posledico 
pustilo enostavnost njegovega skriptnega jezika. Zaradi tega je mogoče na enostaven način 
spremeniti ali razširiti njegovo delovanje, tudi v obliki vtičnikov.  
Pri pisanju vtičnikov, pa si lahko olajšamo delo z namestitvijo vtičnika, ki je namenjen 
prav pisanju PHP kode. Eden izmed teh je vtičnik "Timber"[13], ki skrajša sintakso, kodo pusti 
preglednejšo ter omogoča uporabo TWIG gonilnika predloge.  
Četudi nam vtičniki v večini primerov drastično olajšajo potrebno količino dela in časa za 
dodajanje določene funkcionalnosti strani, pa se moramo vseeno zavedati, da imajo tudi 
svoje negativne lastnosti.  
Ker lahko vtičnike skupnosti prispeva vsak, to pomeni da so ti lahko neoptimizirani in 
lahko posledično upočasnijo delovanje spletne strani. Ni nujno, da so kompatibilni z vsemi 
drugimi vtičniki, lahko predstavljajo varnostni problem ali pa morda ne bodo več podprti, ko 
bo izšla novejša različica WordPress-ovega jedra. 
To pomeni, da moramo pri vtičnikih biti pozorni in premisliti ali jih nujno potrebujemo. 
2.5.4 Namestitev 
Za namestitev sistema za upravljanje vsebin WordPress na naš računalnik potrebujemo 
lokalni spletni strežnik, za delovanje katerega lahko uporabimo kar naš osebni računalnik, na 
katerega namestimo komplet programske opreme, ki simulira delovanje lokalnega spletnega 
strežnika. 
2.5.4.1 Orodje XAMPP in spletni strežnik 
Za spletni strežnik lahko torej uporabimo program, ki je pravzaprav komplet programske 
opreme za vzpostavitev delovanja spletnega strežnika, podatkovne baze in interpreterja za 
izbrani skriptni jezik. V nekaterih primerih poleg naštetih funkcionalnosti ti programi 
vsebujejo tudi operacijski sistem Linux. V takem primeru jih imenujemo LAMP – Linux 
Apache MySQL PHP. Programov z naštetimi funkcijami je mnogo, pogosteje uporabljeni pa 




Našteti programi so si podobni v naboru funkcionalnosti, nekateri delujejo tudi na 
različnih operacijskih sistemih, sama pa sem za odločila za uporabo XAMPP-a, saj sem z njim 
že delala v preteklosti in mi je njegova namestitev in delovanje poznano. 
XAMPP za svoje delovanje uporablja Apache strežnik, MariaDB podatkovno bazo ter 
interpreterja za programska jezika PHP in Perl. 
Za namestitev XAMPP-a si le-tega prenesemo iz spletnega naslova 
https://www.apachefriends.org/index.html, kjer imamo na voljo programe za različne 
operacijske sisteme. Izberemo datoteko za ustrezen operacijski sistem ter sledimo 
navodilom namestitvenega programa. Ob koncu namestitve nas program vpraša, če želimo 
odpreti nadzorno ploščo XAMPPa, katero prikazuje spodnja slika. 
 
Slika 2.5: Nadzorna plošča programa XAMPP 
Zaženemo Apache in MySQL modul (v stolpcu 'Actions' izberemo 'Start'), nato pa v 
brskalniku odpremo http://localhost/phpmyadmin/. Če se spletna stran prikaže, pomeni da 
je bila namestitev uspešna, ter lahko nadaljujemo z namestitvijo modula za WordPress. 
2.5.4.2 WordPress 
Za namestitev WordPressa na naš lokalni računalnik lahko le-tega prenesemo iz spletne 
strani https://wordpress.org/download/ ali pa to storimo preko spletne strani bitnami 





Slika 2.6: Spletna stran bitnami z moduli za XAMPP 
Sama sem se odločila za namestitev preko modula za XAMPP, saj bosta tako programa 
že medsebojno povezana ter ne bo potrebno spreminjati morebitnih dodatnih nastavitev za 
medsebojno konfiguracijo. 
Ob nameščanju nas program povpraša po željenem uporabniškem imenu in geslu za 
dostop do administrativnega računa. 
 
Slika 2.7: Ustvarjanje administrativnega računa ob nameščanju WordPress-a 
V času nameščanja WordPress-a moramo obvezno imeti prižgan MySQL strežnik 
(program XAMPP), v nasprotnem primeru nas program sam obvesti in počaka z 




Ob koncu uspešne namestitve nas program vpraša, če želimo odpreti spletno stran, ki jo 
gosti naš novo-nameščeni strežnik. V primeru, ko izberemo da, jo tudi odpre. 
Na dnu prikazane strani imamo možnost prijave, kamor se lahko vpišemo z 
uporabniškimi podatki, ki smo jih vnesli ob nameščanju. Kot administratorju strani se nam ob 
prijavi odpre WordPress-ov vmesnik za upravljanje spletne strani.  
 




3 Cilji praktičnega dela diplomske naloge 
Cilj diplomske naloge je bil ustvariti funkcionalno stilsko predlogo za sistem za 
upravljanje vsebin WordPress, njen končni izgled pa bo tak, kot je določen v celostni grafični 
podobi (prilogi A in B). 
Povzetek tipografij in njihove uporabe, kot jo določa celostna grafična podoba, je 
predstavljen v spodnji tabeli. 
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Tabela 2: Povzetek tipografij iz CGP-ja 
Vnaprej so določene tudi barve, ki bodo predstavljale posamezne laboratorije znotraj 
Katedre za informacijske in komunikacijske tehnologije. 
 HEX Izgled Logotip laboratorija 





Laboratorij za sevanje in optiko #94be32   
Laboratorij za telekomunikacije #0077ae   
Laboratorij za multimedijo #cc0000   
Laboratorij za uporabniku 









CGP predvideva dvojezično stran (izbira jezika naj bi bila v zgornjem levem kotu strani), 
za kar bo potrebno namestiti vtičnik, ki omogoča omenjeno funkcijo, ter ga konfigurirati za 
slovenski in angleški jezik.  
Na straneh laboratorijev morata biti vidna tudi logotipa Katedre za IKT in Fakultete za 
elektrotehniko Univerze v Ljubljani.  
Predloga bo vsebino sposobna prilagoditi različnim velikostim odjemalskih naprav, kar je 
delno prikazano v celostni grafični podobi. Opazimo, da so za manjše dimenzije 
prikazovalnikov predvidene manjše velikosti pisave, manjši odmiki vsebine od levega in 
desnega robu prikazovalnika ter drugačen navigacijski meni. 
Cilj je izdelati stilsko predlogo uporabno za vse laboratorije znotraj Katedre za IKT, s 
katero bo tudi uporabnik, ki ne pozna ustreznih programskih jezikov in delovanja sistemov za 
upravljanje vsebin, sposoben dodati novo ali pa posodobiti obstoječo vsebino na strani.  
Za lažje razumevanje kode, vstavljene v praktični del besedila, si lahko pomagamo s 
spodnjo tabelo. V njej je razložen pomen barv različnih delov kode. 
 Primer Uporaba Jezik 
Glavna barva jezika HTML <head> HTML značke HTML 
Lastnosti HTML elementov class="a" Lastnost in njena vrednost HTML 
Naslavljanje elementov div  CSS 
Naslavljanje preko ID #hamburger  CSS 
Naslavljanje preko razreda .open  CSS 
Naslavljanje psevdo lastnosti :first-child Naslavljanje elementa z psevdo 
razredi 
CSS 
Določanje lastnosti elementa width: 100% Lastnost in njena vrednost CSS 
JavaScript koda navTop  JS 
PHP koda wp_nav_menu  PHP 




4 Izdelava lastne stilske predloge za WordPress 
4.1 Izdelava statičnega dela spletne strani 
Četudi bo napisana koda kasneje postala stilska predloga za WordPress, pa je zaradi 
samega postopka dela, za izhodišče bolje uporabiti statično vsebino, ter spletno stran v 
stilsko predlogo spremeniti kasneje. 
Začeli bomo s pisanjem statične vsebine za domačo stran Katedre za IKT (informacijske 
in komunikacijske tehnologije). Sledile bodo strani laboratorijev, za katere bo pravzaprav 
zadostovala že ena sama stran, saj bosta delovanje in osnovni izgled spletnih strani vseh 
laboratorijev znotraj Katedre IKT enaka, razlikovale pa se bodo le v barvah in logotipih.  
Nato bomo pogledali zgradbo navigacijskega menija, katerega bo predstavljal 
neoštevilčen seznam v HTML kodi. Njegov stil v CSS datoteki bo poskrbel za njegovo 
preglednost in prikaz navigacijskega menija, kot smo ga navajeni na vseh sodobnih spletnih 
straneh.  
Sledila bo prilagoditev izgleda obeh omenjenih strani za manjše prikazovalnike. Na strani 
Katedre IKT bo šlo le za popravke razporeditve elementov na strani, na spletni strani 
laboratorijev pa bo potrebno prilagoditi tako razporeditev elementov, kot tudi prikaz 
navigacijskega menija, kjer bo zadeva postala nekoliko bolj kompleksna zaradi mobilnih 
naprav – potrebno bo uporabiti jQuery.  
Za konec naredimo malenkostne popravke znotraj kode, ki nekoliko optimizirajo njeno 
delovanje ter olajšajo kasnejše popravke, še posebno če popravkov ne bomo delali mi sami. 
4.1.1 Osnovna oblika glavne strani Katedre IKT 
Začnemo s standardno obliko HTML dokumenta, ki ga z značko <link 
rel="stylesheet" type="text/css" href="css/stil.css"/> povežemo z novo-
ustvarjeno stilsko CSS datoteko. 
Napišemo ogrodje HTML kode in stran razdelimo na logične enote, katere predstavljajo 





Slika 4.1: Shema porazdelitve vsebine osnovne strani 
Začnemo s stilom glave strani (ang. header). Ta bo sestavljena iz levega in desnega dela, 
katera bosta potisnjena vsak na svojo stan, med njima pa bo prazen prostor. 
To dosežemo s pomočjo razporejanja elementov (layout) predstavljenega v CSS3, 
imenovanega flexbox (zasledimo tudi izraz Flexible boxes) [14]. V primerjavi z starim 
načinom je flexbox precej enostavnejši, hitrejši in bolj učinkovit način razporejanja 
elementov. 
V flexbox-u lahko več elementov enostavno razporejamo znotraj elementa v katerem se 
nahajajo. Eden izmed načinov je, da starševskemu elementu v CSS kodi dodamo lastnost 
justify-content, znotraj katere izberemo želeno razporeditev elementov v njem. Izbiramo 
lahko med: flex-start, flex-end, center, space-between, space-around, učinek 
posamezne izbire pa je prikazan na spodnji sliki. 
 




Za razporeditev elementov v glavi torej uporabimo space-between. 
Poleg sredinske razporeditve elementov v vodoravni smeri pa elemente v glavi v 
centriramo tudi navpično. Tudi to najlažje naredimo s pomočjo flexbox-ovega align-items, 
ki ga lahko primerjamo z justify-content, le da ima slednji učinek v navpični smeri.  
Njegove možnosti so: flex-start, flex-end, center, stretch in baseline, 
prikazuje pa jih spodnja slika.  
 
Slika 4.3: Možne razporeditve elementov z align-items [14] 
V glavi spletne strani želimo imeti elemente v navpičnem središču, torej uporabimo 
center. 
Telesu strani (ang. body) v datoteki s stilom CSS za ozadje nastavimo sliko, ter njeno 
velikost določimo preko celotnega razpoložljivega prostora. Uporabimo CSS ukaze     
background-image, background-size, height in width z ustrezno vrednostjo parametrov. 
Enak postopek, kot za razporejanje elementov v glavi, sledi tudi za razporejanje 
podelementov v glavnem delu (na sliki 4.1 označen z zeleno), kjer elemente ponovno 
postavimo v središče horizontalno in vertikalno. Elementu nastavimo belo ozadje z nekaj 
prosojnosti (background: rgba(255, 255, 255, 0.8)), da se bo preko njega videla slika 
ozadja, a bodo elementi v njem še vedno berljivi. Stopnjo prosojnosti nam pove četrta 
spremenljivka barve, pri čemer 1 predstavlja polno barvo, 0 pa popolno prosojnost 
elementa. 
Za tem nastavimo še nekoliko manjšo stopnjo prosojnosti za element znotraj blokovnega 




lebdimo z miškinim kazalcem (ang. hover). Učinek lebdenja preko Laboratorija za LSO lahko 
vidimo na spodnji sliki. 
#main img:hover { 
    background: rgba(255, 255, 255, 0.4); 
} 
 
Slika 4.4: Izgled glavne strani Katedre za IKT  
Nazadnje ustvarimo nogo strani <footer> (ang. footer), v kateri bodo umeščene razne 
aktivnosti in promocije Katedre.  
Podobno kot pri glavi strani, bodo tudi tu elementi razvrščeni s pomočjo flexbox-a v 
vodoravni smeri. Razlika bo v tem, da tu elementi ne bodo razmaknjeni vsak na svojo stran, 
pač pa bodo le ti enakomerno zapolnjevali vso razpoložljivo širino. 
 




4.1.2 Osnovni izgled strani laboratorijev 
Sledila je postavitev izgleda strani za laboratorije Katedre za IKT. Kot omenjeno, bodo vsi 
uporabljali isto datoteko s stilom CSS, medsebojno pa se bodo razlikovali le v osnovni barvi. 
Zopet se zgledujemo po CGP-ju (celostni grafični podobi), kjer je predviden osnovni 
izgled spletne strani.  
 
Slika 4.6: Domača stran laboratorija v celostni grafični podobi 
Ponovno začnemo s postavitvijo glave spletne strani (ang. header). V značko <header> 
umestimo tri blokovne <div> elemente; prvi izmed njih bo prikazoval jezik spletne strani, 
drugi logotip IKT, zadnji pa logotip Fakultete za elektrotehniko. 
Znački <header> dodelimo lastnost prikaza flex (display: flex) ter razporejanje 
elementov znotraj nje na način, ki poskrbi da je med njimi enakomeren prostor (justify-
content: space-between). Glavi določimo tudi stalno višino in odmike od robov, slikam v 
njej pa le nespremenljivo višino. 
Pod glavo je predviden prikaz naslovne slike (ang. banner), ki zavzema celotno širino 
zaslona. Ustvarimo nov blokovni element <div> z razredom "banner", vendar znotraj njega 
ne umestimo nobene vsebine, saj mu sliko dodamo znotraj stilske datoteke, da bomo lahko 
kasneje le-to spremenili glede na širino prikazovalnika. 
V CSS datoteki mu določimo širino preko celotnega zaslona in višino elementa 300 




Ker se bo velikost slike spreminjala skupaj s širino okna, jo postavimo v središče 
blokovnega elementa (background-position: center center) ter ji glede na razpoložljivo 
velikost prikazovalnika pripišemo ustrezno spreminjanje razmerja med širino in višino 
(background-size: 100% auto).  
Za sliko sledi logotip z imenom laboratorija, ki ga umestimo v nov blokovni element 
<div> in mu za vsebino nastavimo želeno sliko. V stilski datoteki mu nastavimo stalno širino 
in višino (width: 100, height: 100px), podobno kot prej z naslovno sliko (ang. banner). 
Naslednji element na strani je navigacijski meni, ki pa bo za svoje delovanje potreboval 
nekoliko več kode. Začasno na njegovo mesto postavimo le prazen blokovni element <div>. 
Dodelimo mu razred "main-nav", nastavimo željeno višino in barvo ozadja (zeleno), nato pa 
nadaljujemo z izdelavo preostalih elementov spletne strani. 
 
Slika 4.7: Trenutni izgled vrha strani Laboratorija IKT 
Naslednja elementa sta glavna vsebina in noga strani (ang. footer), ki bosta delovala 
podobno. Oba bosta imela vsebino umeščeno na sredini ter imela enak odmik od levega in 
desnega robu. Vsebina ne bo imela barve ozadja (oziroma bo le-to ostalo belo), ozadje noge 
strani pa bo sivo. 
V celostni grafični podobi je predvideno, da ne glede na širino strani vsebina nikoli ne 





Slika 4.8: Predvidena širina vsebine strani laboratorijev 
Ustvarimo dva blokovna elementa <div>, enega za vsebino (dodelimo mu razred 
"content-container") ter drugega za nogo strani (razred "footer-container").  
Za omejitev širine bi pri nogi zadoščal že <footer> element, vendar pa je zanjo 
predvideno sivo ozadje preko celotne širine zaslona. Za ta namen bo enostavneje uporabiti 
dva elementa, umeščena eden v drugega, saj bomo na ta način lahko uporabili isto CSS kodo 
za vsebino in nogo strani. 
Obema razredoma nastavimo velikost naslovov in ostalih pisav, nogi strani pa še barvo 
pisave in ozadja. Za tem sledi omejevanje širine glavne vsebine in vsebine noge strani na 800 
slikovnih točk ter postavitev le-te na sredino (width: 800px, margin: auto, box-sizing: 
border-box).  
Vsebina v nogi strani bo razporejena v treh enako širokih stolpcih, za kar ustvarimo tri 
blokovne <div> elemente, ter starševskemu elementu (<footer>) dodelimo lastnost prikaza 
flex. Elemente v le-tem želimo razporediti vodoravno, z enakomernim razmakom med njimi 
(justify-content: space-between). 
Kot je to značilno za vse spletne povezave, se tudi v nogi naše strani prikazujejo z 
tipičnim izgledom; napis je podčrtan in vijoličen. Tega izgleda ne želimo, zato odstranimo 
podčrtanost (text-decoration: none) v povezavah in jim dodelimo enako barvo pisave 
(color) kot je predvidena za normalen tekst. 
Za bolj povezan izgled spletne strani pa barvo povezav spremenimo v ustrezno barvo 
tudi v glavni vsebini strani. Za barvo povezav uporabimo kar barvo laboratorija (color: 






Slika 4.9: Izgled strani laboratorija brez delujočega navigacijskega menija 
4.1.3 Izdelava izgleda navigacijskega menija 
Naslednji korak je bila izdelava navigacijskega menija, kakršen je predviden v celostni 
grafični podobi. Tudi meni bo po funkcionalnosti enak za vse laboratorije, med seboj pa se 
bodo razlikovali v barvah.  
 




4.1.3.1 Stalna vidnost navigacijskega menija 
Pri načrtovanju izgleda spletne strani moramo vedno pomisliti na uporabnike, ki bodo 
stran uporabljali. 
Ena izmed lastnosti, katere pripomorejo k prijaznosti do uporabnika, je stalna prisotnost 
navigacijskega menija [15][16]. Zaželeno je, da je navigacijski meni stalno viden na strani; 
običajno na vrhu. To omogoči, da lahko uporabnik ne glede na to, kje na spletni strani se 
nahaja, z enim samim klikom izbere element v navigaciji. S tem uporabniku prikrajšamo 
nepotreben čas premikanja z drsnikom na vrh vsebine ter mu zagotovimo stalen pregled nad 
razpoložljivimi možnostmi na strani. 
Ker je zaporedje elementov spletne strani v naprej določeno v celostni grafični podobi, 
navigacijskega menija ne moremo enostavno premakniti na sam vrh strani in mu določiti 
fiksne pozicije na vrhu (position: fixed), kot je to običajno. 
Potrebno je torej ohraniti zaporedje elementov na strani (navigacijski meni mora biti 
pod glavo strani in naslovno sliko), vendar ne želimo, da bi bili vedno vidni tudi glava strani in 
naslovna slika (ang. banner). 
Za dosego omenjenega efekta sam CSS ne zadostuje, ampak je potrebno napisati tudi  
kratko jQuery funkcijo.  
jQuery [17] je najbolj uporabljana JavaScript-ova knjižnica [18], ki omogoča enostavno 
manipuliranje HTML objektov, obravnavo dogodkov in animiranje. Knjižnico lahko 
prenesemo na svoj računalnik ter jo v HTML datoteko vključimo lokalno ali pa jo vključimo 
kar preko spletne povezave (<script src="http://code.jquery.com/jquery-
latest.min.js" type="text/javascript"></script>), s čimer poskrbimo, da je vedno 
vključena najnovejša izdana različica. 
V jQuery funkciji ustvarimo spremenljivko navTop, v kateri bomo beležili razdaljo med 
vrhom strani in navigacijo (blokovni element <div> z unikatnim selektorjem id="main-
nav").  
Funkcija preverja ali je trenutni navpični odmik strani (drsnik, ang. scroll) večji od odmika 
navigacije od vrha (shranjenega v spremenljivki navTop). Če je pogoj izpolnjen, bo navigaciji 




naš položaj na strani, v nasprotnem primeru pa bo način prikaza statičen (position: 
'static') – element bo prikazan med ostalimi elementi na stani. 
$(function(){ 
    // preveri razdaljo med vrhom strani in navigacijo 
    var navTop = $('#main-nav').offset().top; 
    $(window).scroll(function(){ 
        if( $(window).scrollTop() > navTop ) { 
            $('#main-nav').css({position: 'fixed', top: '0px'}); 
        } else { 
            $('#main-nav').css({position: 'static', top: '0px'}); 
        } 
    }); 
}); 
 
Slika 4.11: Vedno viden navigacijski meni 
Z dodano funkcijo je element, ki bo vseboval navigacijski meni, vedno viden na strani. 
Sledi izdelava funkcionalnega navigacijskega menija. 
4.1.3.2 Izgled elementov v navigacijskem meniju 
Zaradi enostavnejšega kasnejšega stilskega urejanja celotno kodo menija začnemo pisati 
znotraj novo ustvarjenega <div> elementa, ki mu dodelimo lasten id (id="main-nav"). S 
tem zagotovimo, da ga bomo v stilski predlogi lahko specifično naslavljali.  
Vanj umestimo značko <nav>, ki predstavlja navigacijo, v njej pa ustvarimo neoštevilčen 
seznam (ang. unordered list) <ul>. Znotraj seznama elemente naštevamo z <li>. Elemente v 
morebitnih podmenijih gnezdimo v enakem zaporedju. 
<div id="main-nav"> 
    <nav> 
        <ul> 
            <li><a href="#">Domov</a></li> 
        </ul> 





Ko to navigacijo prikažemo v brskalniku, je le-ta brez stila, posledično pa njena oblika 
popolnoma drugačna od želene. Vsi elementi so prikazani v enakem nivoju, brez kakršnihkoli 
zamikov ali alinej, kar je posledica ničelnih razmikov med elementi (margin in padding sta 
0px). Ker ne želimo spreminjati stila že obstoječih elementov, za sezname dodamo izjemo 
omenjenemu stilskemu pravilu (:not(ul)). 
 
Slika 4.12: Dodajanje izjeme za razmike v CSS datoteki 
Za tem celoten div z navigacijo postavimo na sredino, za kar uporabimo flexbox. 
Besedilo znotraj navigacijskega menija spremenimo v tekst, sestavljen izključno iz velikih 
tiskanih črk, ne glede na vnos (text-transform: uppercase). 
Belo ozadje zamenjamo s predvideno barvo (#008b3b), barvo pisave pa spremenimo v 
belo (#fff) ter odstranimo tipično podčrtanost in barvo povezav v meniju.  
Glavna razlika med željenim in do sedaj narejenim menijem pa je njegova usmerjenost. 
Trenutno so elementi razporejeni eden pod drugim, medtem ko je cilj elemente razporediti v 
vodoravni smeri, torej eden poleg drugega. Za ta namen uporabimo razvrščanje elementov 
display: inline za glavni nivo menija, za podelemente pa display: inline-block, saj 
bomo njihovo širino in višino nekoliko kasneje določili fiksno v slikovnih pikah.  
Ko elemente razporejamo kot inline oz. inline-block elemente, le-ti izgubijo alineje 
in jih moramo dodati na drug način.  
Pred vsak element seznama dodamo piko ter dva presledka (li a:before { content: 
"\2022 \00a0 \00a0"; }), da je med njima nekaj prostora. V CSS datoteko ne moremo 
prilepiti simbola iz odložišča, ampak moramo namesto njega poiskati njegovo šifro, ki jo bo 
brskalnik prikazal kot željeni simbol. Sezname simbolov za različne programske jezike lahko 




Trenutno so v meniju naenkrat prikazani prav vsi elementi in podelementi, vendar pa 
želimo brez interakcije z menijem videti le njegove glavne kategorije.  
Podelemente skrijemo z lastnostjo visibility: hidden, nato pa je potrebno urediti, 
da ko z miško lebdimo nad osnovnim elementom v meniju (ang. hover), le-ta prikaže svoje 
podelemente, če jih ima. Uporabimo HTML5 psevdo-razred :hover, ki ga pripišemo 
starševskemu razredu, medtem ko urejamo prikaz podelementa. 
nav ul li:hover > ul { 
    visibility: visible; 
} 
Elementi so v osnovi prikazani na istem mestu kot starševski element in so neberljivi, saj 
se prekrivajo, kar rešimo s premikanjem elementov. Prvi podelement premaknemo nižje od 
starševskega (za višino starša top: 45px), drugi nivo podelementa pa zamaknemo v desno 
za širino prvega podelementa (left: 180px).  
Nazadnje dodamo še spreminjanje barve pisave in ozadja elementa, da ko z miško 
lebdimo nad njim, uporabnik nazorno in brez truda dobi povratno informacijo, kje točno se 
nahaja. 
nav > ul > li:hover > a { 
    background: #47a56f; 
    color: #000; 
} 
Izgled navigacije je s tem končan, funkcionalne povezave pa bodo vanj dodane kasneje, 
preko WordPressove teme s posebnimi, za to namenjenimi funkcijami. 
 





4.1.4 Prilagoditve izgleda za različne prikazovalnike 
Ko oknu brskalnika spreminjamo velikost ali pa si stran ogledamo preko mobilnih naprav 
opazimo, da prikaz strani na manjših dimenzijah ni ustrezen. Nekateri elementi so premajhni, 
da bi bili berljivi, drugi pa ohranjajo svojo fiksno velikost in se začnejo prekrivati z drugimi. 
Kot omenjeno v uvodu, tega ne moremo enostavno prezreti, saj je vse več spletnih 
strani obiskanih preko mobilnih naprav. To dejstvo moramo torej upoštevati ob samem 
načrtovanju strani. Prilagodimo velikost elementov in slik (za hitrejše nalaganje na mobilnih 
napravah lahko uporabimo tudi ločene slike manjših dimenzij), menijski prikaz (običajno 
hamburger meniji), velikost pisave, obseg ali zaporedje prikazane vsebine in razmike.  
4.1.4.1 Prilagoditev osnovne strani 
Za začetek se moramo odločiti koliko velikostnih razredov želimo imeti in katere 
dimenzije prikazovalnikov bodo mejniki med njimi. 
V primeru, ko smo spletno stran načrtovali v osnovi za velike prikazovalnike 
(računalniške zaslone) je razrede najlažje določiti glede na kontekst, ko vidimo do katere 
velikosti lahko pomanjšamo okno brskalnika, ne da bi se elementi na strani začeli prekrivati 
med seboj.  
Za spletno stran Katedre IKT bodo zadostovali štirje velikostni razredi z naslednjimi 
velikostnimi razredi: 
- nad 1500 slikovnih pik, 
- 1200 – 1500 slikovnih pik, 
- 1200 – 900 slikovnih pik 
- in pod 700 slikovnih pik. 
Velikostne razrede v CSS kodi naslavljamo preko @media [20], ter v soležen oklepaj 
zapišemo mejno dimenzijo (npr. max-width: 1500px). Znotraj razreda veljajo enaka pravila 
naslavljanja kot običajno (naslovimo element in njegovo lastnost, ter zapišemo želeno 
vrednost). 
Posameznim velikostnim razredom spremenimo oddaljenost med vsebino in robom 
(ang. padding), razdaljo med robom in zunanjo mejo (ang. margin), višino glave strani (ang. 




Četudi je manjšanje razdalje med elementi v glavnem meniju strani delovalo dobro, pa 
je bilo treba popraviti tudi prikaz, oziroma bolje rečeno razporeditev elementov v nogi strani, 
na manjših dimenzijah zaslona. 
   
Slika 4.14: Neprimerna razporeditev elementov v nogi osnovne strani 
Ker je noga strani oblikovana s pomočjo flexbox-a, bo popravek izredno enostaven. 
Uporabimo lastnost flex-direction, ki  določa smer, v kateri bodo elementi razporejeni 
znotraj starševskega elementa. Njegove možnosti so row (od leve proti desni), row-reverse 
(od desne proti levi), column (elemente razporeja enega pod drugega – od zgoraj navzdol)  
in column-reverse (elemente razporeja enega nad drugega – od spodaj navzgor). 
 
Slika 4.15: Razporejanje elementov z flex-direction [14] 






Slika 4.16: Popravljena razporeditev elementov v nogi osnovne strani 
Uveljavljeno spremembo lahko testiramo tudi z mobilnim telefonom, vendar pa tu novo 
razvrščanje elementov ne deluje.  
 
Slika 4.17: Nepravilen prikaz strani na mobilni napravi 
Večina današnjih pametnih telefonov se ponaša z visoko (HD) ločljivostjo (1920 x 1080 
slikovnih pik ali celo višjo). To predstavlja oviro za njihovo naslavljanje preko velikosti v 




Rešitev za omenjeno težavo je več.  
Uporabimo lahko naslavljanje preko @media handheld, vendar se večina telefonov 
zaradi zadostne pasovne širine in ločljivosti zaslonov odloči stran prikazati kot standardni 
odjemalec, zato to žal ni celovita rešitev.  
Druga opcija je naslavljanje mobilnih naprav preko device-pixel-ratio [21], ki 
predstavlja razmerje med fizičnim številom slikovnih pik zaslona naprave ter tako 
imenovanimi "device-independent pixels (dips)". Slednji omogočajo prikaz in delovanje 
vsebine istih velikosti (v slikovnih pikah) na različnih velikostih zaslona. Slaba lastnost tega 
načina je nekoliko daljša koda. 
@media (max-width: 900px),  
@media (min-resolution: 1.5dppx),  
(min-resolution: 144dpi),  
(-webkit-min-device-pixel-ratio: 1.5),  
(-o-min-device-pixel-ratio: 3/2) { 
        footer { 
        flex-direction: column; 
    } 
} 
Najučinkovitejša in pogosto uporabljana rešitev pa je dodati "<meta name="viewport" 
content="width=device-width, initial-scale=1,  maximum-scale=1.0, user-
scalable=no">"[22] v glavo elementa. 
 




Brez omenjene vrstice kode mobilne naprave stran prikažejo z vsemi razpoložljivimi 
slikovnimi točkami in jo oddaljijo, torej nam velikostni razredi (@media-screen) prav nič ne 
pomagajo.  
Atribut width=device-width poskrbi, da je prikazana vsebina široka le toliko, kot je 
vidnih slikovnih pik (ang. viewport) na zaslonu. Torej vsebina ne bo oddaljena, pač pa bo 
prikazana tako, kot smo zanjo zapisali v CSS velikostnih razredih. 
Atribut initial-scale=1 poskrbi, da se ohrani enako razmerje med elementi ter da ne 
glede na približevanje vsebine, le ta ne bo zašla izven vidnega polja prikazovalnika. 
Zadnji atribut user-scalable=no onemogoča približevanje vsebine z njenim 
povečevanjem. Na ta način lahko naša spletna stran na mobilni napravi uporabniku povzroči 
občutek, da uporablja aplikacijo načrtovano posebej za mobilne naprave in ne le da se 
nahaja na spletni strani.  
 
4.1.4.2 Prilagoditev strani za posamezne laboratorije 
4.1.4.2.1 Splošna prilagoditev 
Tudi za spletno stran laboratorijev ustvarimo več velikostnih razredov. 
Za začetek prilagodimo prvi element na strani, torej glavo. Potrebno je zmanjšati višino 
elementa <header> in slik v njem ter zmanjšati razdaljo med robom elementa in robom 
vsebine. 
Kljub popravkom velikosti elementov pa je oviro še vedno predstavljal prvi <div> 
element znotraj glave (element z izbiro jezika za prikaz strani), saj je njegova vsebina (napis) 
precej dolga glede na razpoložljiv prostor. Zdi se popolnoma sprejemljivo, da bo na manjših 
zaslonih prikazano le "-SLO- -ENG-", na večjih pa bo napis prikazan v celoti "LANGUAGE: -
SLO- -ENG-". 
V HTML kodi odstranimo  besedo "LANGUAGE:" in jo dodamo preko CSS datoteke le na 
prikazovalnike širše od 700 slikovnih točk (content: "Language: "). 
Na mobilnih napravah stran potrebuje nekoliko dlje časa za nalaganje naslovne 




skrajšamo tako, da uporabimo dve na videz enaki fotografiji, ki imata različni ločljivosti – 
večja bo služila za prikaz na računalniških zaslonih in manjša za prikaz na mobilnih napravah, 
kjer bi večjo fotografijo v vsakem primeru pomanjšalo. 
Iz HTML kode odstranimo statično ozadje blokovnega elementa, ter le tega dodamo 
znotraj CSS kode (background-image). Glede na velikost prikazovalnika se bo uporabniku 
prikazala večja ali manjša slika. Pri tem ne gre samo za spreminjanje prikazane velikosti iste 
slike, pač pa za dve ločeni fotografiji različnih ločljivosti. S tem manjšim napravam 
prihranimo nalaganje fotografije velike ločljivosti po nepotrebnem, manjša fotografija se iz 
spleta prenese hitreje, ločljivost fotografije na velikih prikazovalnikih pa ostaja enaka. 
Slike ozadja pri spreminjanju velikosti za privzeto izhodišče uporabljajo kot zgoraj levo, 
izbrana fotografija pa ima več elementov na desni strani, ki ob spreminjanju velikosti okna 
brskalnika niso več vidni. Izhodiščno točko skaliranja slike nastavimo z background-
position, kjer prva spremenljivka predstavlja vodoravno druga pa navpično os 
(background-position: center center). 
Ozadju določimo še širino preko celotne razpoložljive širine in avtomatsko skaliranje 
višine slike za ohranjanje razmerja med njima (background-size: 100% auto). Za tem 
določimo višino blokovnega elementa <div>, v katerem se prikazuje naslovna slika, pri 
različnih širinah prikazovalnikov.  
 
Slika 4.19: Izgled glave in naslovne slike strani na manjših prikazovalnikih 
V velikostne razrede zapišemo tudi lastnosti za prikaz vsebine v glavni vsebini in nogi 
strani (ang. footer) pri različnih velikostih prikazovalnika. Določimo ustrezno širino prikazane 
glavne vsebine in noge strani (footer) oziroma njun odmik od obeh robov prikazovalnika in 
velikost pisav. 
Zapišemo tudi, da bodo prikazovalniki, ožji od 600 slikovnih točk, vsebino v nogi 






4.1.4.2.2 Navigacijski meni 
Nekoliko bolj problematičen za popravke pa je bil navigacijski meni na strani 
laboratorijev. Četudi imajo telefoni zadostno ločljivost zaslonov, da se posamezni elementi 
znotraj menija ne prekrivajo, pa je problem predstavljala velikost pisave in odzivnost 
zaslonov na dotik.  
Višina navigacijskega menija je za namizno verzijo nastavljena fiksno, s slikovnimi 
točkami, torej je meni tako prikazan tudi na mobilnih napravah. Pisava v meniju se ustrezno 
zmanjša na velikost, ki je premajhna za enostavno berljivost, kar je še posebej opazno pri 
pokončni usmerjenosti naprave. 
 
Slika 4.20: Neustrezen prikaz navigacijskega menija na mobilni napravi 
Meni za velike prikazovalnike temelji na načinu interakcije kot ga poznamo na 
računalnikih – lebdenje z miško nad elementom (ang. hover) in klik. Mobilne naprave 
koncepta lebdenja nad elementi ne poznajo, torej bo potrebno navigacijski meni zasnovati 
drugače – ne le v izgledu, ampak tudi v funkcionalnosti.  
Najmanj zapletov zaradi medsebojnih razlik interakcije bomo imeli, če CSS kodo za prikaz 




Torej, navigacijski meni ne bo drugačen le zaradi njegovih stilskih lastnosti, pač pa bo za 
mobilni prikaz uporabljal neodvisni velikostni razred, ki ne bo dedoval stilskih lastnosti 
menija za velike prikazovalnike. 
Za izgled navigacije za mobilne naprave je predviden tako imenovan hamburger meni 
[23], ki je svoje ime dobil zaradi svojega izgleda. V skritem stanju so vidne samo njegove tri 
vodoravne črte, ki z nekoliko domišljije lahko spominjajo na hamburger. 
 
Slika 4.21: Izvor imena hamburger meni [24]  
V osnovnem stanju je meni skrit, vidimo lahko le tri črte, ob kliku nanj pa se prikažejo 
elementi menija. 
Ko bomo imeli navigacijo odprto, bo zavzemala celotno širino zaslona, nekoliko zaradi 
estetike, predvsem pa zaradi funkcionalnosti. Mobilne telefone največkrat držimo v eni roki 
[25] in se po vsebini premikamo s palcem iste roke, kar pomeni, da bi bilo nepraktično in 
lahko celo moteče za uporabnika, če bil navigacijski meni na drugi strani naprave kot je 
njegov prst.  
 
Slika 4.22: Različna težavnost dosega vsebine s palcem na mobilnih napravah [25] 
Za začetek bomo prilagodili samo navigacijo, na koncu pa dodali še hamburger gumb, ki 




4.1.4.2.2.1 Stil prikaza navigacijskega menija na manjših zaslonih 
Četudi bi lahko za razporejanje elementov v meniju uporabili display: flex z 
atributom flex-direction: column, bomo predvsem zaradi kasnejšega dodajanja simbola 
plus ob elemente menija, ki imajo podelemente, uporabili display: block. 
Kot nam pove že njegovo ime, display: block izbrani element spremeni v blokovni 
element, kot je na primer odstavek <p>. To pomeni, da element ne zavzema le prostora, ki 
ga potrebuje za prikaz vsebine v njem, pač pa vedno, ne glede na vsebino, zavzame celotno 
vrstico.  
Razliko med prikazom elementa znotraj vrstice (display: inline) in blokovnim 
načinom prikaza (display: block) pojasnjuje spodnja slika. 
 
Slika 4.23: Razlika med "inline" in "block" načinom prikaza HTML elementov 
S tem so vsi elementi, kot tudi podelementi, v meniju zavzeli celotno razpoložljivo širino 
in bili posledično umeščeni v stolpec. 
 
Slika 4.24: Elementi menija kot blokovni elementi 
Za tem je sledilo nastavljanje notranjih presledkov (margin), barve pisave in 




Za nastavljanje velikosti elementov pa uporabimo box-sizing: border-box, ki poskrbi, 
da sta pri prikazu elementa padding in border všteta v njegovo izrisano velikost.  
 
Slika 4.25: Popravljene barve, vidnost elementov in razmaki med njimi 
Podelementom spremenimo barvo ozadja, da jih bomo lahko že po videzu razlikovali od 
osnovnih elementov menija. Zaradi razmeroma svetlega novega ozadja spremenimo tudi 
barvo pisave. 
 
Slika 4.26: Spremenjen izgled podelementov 
Za vse podnivoje uporabimo različne odtenke sive, kot je to predvideno v celostni 




Sledilo je dodajanje malih simbolov plus desno od elementov menija, ki vsebujejo 
podnivoje.  
Npr. osnovni nivo menija "DOMOV" nima podnivojev, torej znaka plus ob njem ne bo. 
Nasprotno velja za "ŠTUDIJ", ki vsebuje kar nekaj podelementov, torej ob njem znak bo. 
Omenjeni opciji bo torej potrebno ločiti v HTML kodi, da bomo v stilski datoteki lahko simbol 
dodali le k elementom, ki ga potrebujejo. 
Kasneje, ko bo meni generiran samodejno znotraj WordPress-a, se bodo dinamično 
dodajali tudi razredi. Trenutno v ta namen elementom menija, ki imajo podnivoje, začasno 
razrede "has-sub" dodamo kar v HTML kodo. 
Ideja o delovanju simbola plus je sledeča: v zaprtem stanju podelementov je prikazan 
simbol plus (uporabniki vemo da se lahko sekcija razširi/odpre), ob odpiranju pa se le-ta 
zavrti za 45° in nastane križec.  
 
Slika 4.27: Ideja o rotaciji simbola 
Za dosego omenjenega delovanja imamo dve opciji. 
Lahko uporabimo ikono, ki bi jo nato s pomočjo CSS-ja zasukali. Način je razmeroma 
enostaven, žal pa nekoliko neprilagodljiv. Ker so različni nivoji menija različnih barv, bi torej 
potrebovali kar nekaj različnih ikon, da bi le te sovpadale z ozadjem, poleg tega pa bi ob 
spreminjanju barv (različni laboratoriji) najverjetneje potrebovali nov set ikon. 
Iz omenjenih razlogov se zdi primernejša druga opcija, kjer uporabimo dva blokovna 
<div> elementa, pravokotna drug na drugega (njuno barvo lahko brez težav spreminjamo v 
CSS datoteki), tako da bosta sestavljala znak plus oziroma križec glede na njuno usmerjenost. 
Ta opcija bo sicer vsebovala nekoliko več kode, a bo kasneje precej enostavnejša ob 
morebitnih dodatnih spremembah barv. Upoštevati je namreč treba, da bo stilska predloga v 




Ker oba znaka sestavljata dve črti pravokotni druga na drugo, lahko eno črto dodamo 
preko CSS3 pseudo razreda before, drugo pa z after. 
Črtama nastavimo fiksno velikost (width, height) in absoluten položaj, ki omogoča 
postavitev izbranega elementa relativno glede na starševski element. Za tem oba elementa 
prestavimo na želen položaj s pomočjo odmika od vrha (top) in desne (right) strani 
starševskega elementa. Sledita še dva estetska popravka; zaokroževanje robov (border-
radius) in sprememba barve ozadja (background), ki je pravzaprav barva celotnega 
elementa. 
Ker HTML ne prikazuje določenih elementov brez vsebine, je bilo elementoma potrebno 
dodati tudi navidezno vsebino, za kar lahko uporabimo CSS ukaz content: "" . 
S tem smo pridobili želen prikaz znaka plus, vendar pa je potrebno simbol ob kliku 
(takrat se mu bo dodal tudi HTML razred "open") tudi zavrteti (transform: 
rotate(45deg);).  
 
Slika 4.28: Sprememba znaka plus v križec ob kliku elementa 
Še zadnji popravek prikaza simbolov pa je bil čas animacije. Zaenkrat se simbol spremeni 
v trenutku, cilj pa je, da se element zasuka s tako hitrostjo, ki jo lahko naše oko opazi. 
Črtama, oziroma bolje rečeno razredoma before in after dodamo CSS prehod, ki bo 





CSS prehodi [26] so bili dodani CSS3 jeziku. Omogočajo enostavno in tekoče prehajanje 
med vrednostmi atributov HTML elementov. Prva vrednost prehoda predstavlja lastnost, ki 
jo želimo zamenjati, npr. širina elementa. Drugo vrednost predstavlja čas, v katerem se bo 
prehod izvedel. Zadnja vrednost pa nam poda časovno funkcijo prehoda (npr. linearno). 
Kot že omenjeno, bodo posamezni nivoji menija za pravilen prikaz potrebovali razreda 
"has-sub" in "open". Če razmišljamo nekoliko v naprej, ko bo ta koda postala tema za 
WordPress, lahko ugotovimo, da bo razrede težko dodajati posameznim elementom menija. 
Da se bomo morebitni težavi izognili naprej, napišemo kratko jQuery skripto, ki bo razrede 
omenjenim elementom dodajala samodejno.  
Z dodatkom te kode je osnovno delovanje menija za manjše velikosti ekrana zaključeno, 
sledi pa izdelava tako imenovanega hamburger menijskega gumba, ki bo ob kliku prikazoval 
oziroma skrival menijske elemente. 
4.1.4.2.2.2 Dodajanje hamburger meni gumba 
Za začetek je potrebno ustvariti nov blokovni element <div>, ki bo vseboval logotip 
laboratorija (na levi) in hamburger gumb (na desni).  
Blokovnemu elementu dodelimo unikatni selektor id="hamburger-container", da ga 
bomo lahko v datoteki s stilom in JavaScript-ovih funkcijah naslavljali specifično, ter element 
znotraj CSS datoteke skrijemo (display: none) za vse prikazovalnike ožje od 1000 slikovnih 
pik. 
Tako logotip kot tudi gumb umestimo v ločen <div>, ter ju s pomočjo flexbox-a 
razmaknemo vsakega ob svoj rob razpoložljivega prostora. 
Drugemu podelementu (ta bo vseboval hamburger gumb) dodelimo še en unikatni 
selektor (id="hamburger"), nastavimo mu fiksno širino in višino, da bo pripravljen prostor za 
<span> elemente, barvo ozadja in zaokroženost robov. Znotraj elementa ustvarimo tri 
elemente <span>, ki bodo služili za prikaz treh črt hamburger gumba. 
Zaradi morebitnega prikaza na računalniških monitorjih (npr. pomanjšano okno 
brskalnika) za ponazoritev interaktivnosti oziroma možnosti klika nad element dodamo tudi 




Trenutno so vsi trije <span> elementi popolnoma identični ter na istem mestu. Da bi 
elemente ločili med seboj (prikaza eden pod drugim) naslovimo vsakega posebej ter jim 
določimo odmik od vrha (top) starševskega elementa (id="hamburger"). 
 
Slika 4.29: Izgled vrstice z hamburger gumbom  
S tem je izgled vrstice z zaprtim hamburger gumbom končan, sledi pa izdelava gumba za 
odprto stanje menija. 
Delovanje hamburger gumba bo naslednje: ob vstopu na stran bodo vidne tri vzporedne 
črte gumba, navigacija pa bo skrita. Ob kliku na hamburger gumb se mu bo dodal razred 
"open", ki bo tri vzporedne črte spremenil v križec ter odprl meni.  
Za skrivanje menija napišemo kratko jQuery kodo, ki skrije njegove elemente 
(#navigacija) v primeru, ko je hamburger gumb viden. Če bi navigacijo samo skrili brez 
omenjenega pogoja, bi ukaz skril tudi elemente navigacije na velikih prikazovalnikih, kjer pa 
nimamo hamburger gumba, ki nam bi jih ponovno prikazal. 
Sledila je izdelava križca za zapiranje menija na osnovi spreminjanja dveh izmed treh 
<span> elementov znotraj ustreznega elementa <div> (id="hamburger"). Cilj je, da se 
zgornja in spodnja črta hamburger gumba zasukata navznoter za 45° (s središčem rotacije na 





Slika 4.30: Ideja o transformaciji hamburger gumba 
Privzeta os CSS3 transformacij je sredina elementa (pri 50 % širine in 50 % višine). Po 
specifikaciji lahko točko, iz katere bo izhajal prehod, nastavimo preko lastnosti transform-
origin [27], ki ima običajno dve vrednosti ("x" in "y" os). V primeru, da gre za 3D element, 
dodamo še tretjo vrednost, ki predstavlja globino ("z" os). 
Nastavitve osi transformacij vrednosti "x" osi so lahko naslednje: left (leva), center 
(sredina), right (desna), length (fiksna dolžina) ali % (odstotek širine). Podobno velja za os 
"y", le da vrednosti left in right nadomestimo z top (vrh) in bottom (dno).  
Ker želimo imeti za zgornjo in spodnjo črto gumba os rotacije na desni strani elementov, 
uporabimo ukaz transform-origin: right.  
Nato vsem trem <span> elementom določimo stil za njihovo aktivno stanje: zgornji in 
spodnji črti nastavimo kot in smer vrtenja (transform: rotate(-45deg)), sredinski črti pa 
njeno prosojnost (opacity). 
Določimo še časovni potek spremembe, s čimer sta izgled hamburger gumba in 
blokovnega elementa, v katerega je ta umeščen, končana. 
Sledi jQuery koda, ki bo skrbela za ustrezno delovanje menija; zaznavanje klikov, 
ustrezno dodajanje in odstranjevanje razredov ("has-sub" in "open"), odpiranje in zapiranje 
elementov ter animacije ob tem. 
Naslednji korak k prijaznosti menija do uporabnika je zapiranje menija ne le z gumbom / 
križcem, ampak tudi s klikom kamorkoli na stran, kjer ni menija [28]. 
Ko bi uporabnik kliknil na hamburger gumb, bi se mu odprl meni. Če bi vseeno želel 
nadaljevati z ogledom trenutne strani, ne bi rabil klikniti križca za zapiranje menija, ampak bi 




Tudi za to funkcionalnost uporabimo jQuery ($(body).on('click',function(e)), 
vendar pa za delovanje omenjene funkcionalnosti postaneta oviri klikanje na elemente 
menija z podelementi in nezmožnost preusmeritve ob kliku na povezavo (zaradi funkcij 
e.stopPropagation(); in e.preventDefault();). 
Povezave v meniju, ki imajo podelemente, ni mogoče klikniti. Klik na njih le prikaže ali 
skrije podelemente, ni pa mogoče dostopati do strani, na katero naj bi nas preusmerila 
povezava.  
Za primer vzemimo stran "domov", ki prikazuje novice, vendar pa ima tudi tri 
podelemente oziroma strani ("o nas", "člani" in "kontakt"). 
Rešitev je popravek delovanja kode. Klik na simbol plus in njegovo bližnjo okolico bo 
prikazal/skril njegove podelemente, klik na ime v meniju pa nas bo preusmeril na izbrano 
stran/podstran. 
 
Slika 4.31: Simbol plus in njegova okolica kot ločen element 
4.1.4.2.2.3 Ostale spremembe za delovanje navigacijskega menija 
Funkcija, ki skrbi za spreminjanje prikaza navigacijskega menija na fiksno pozicijo na vrhu 
strani, preverja odmik blokovnega elementa <div id="main-nav"> od vrha strani. To je 
popolnoma sprejemljivo pri prikazovalnikih širših od 1000 slikovnih točk, vendar pa smo za 
prikaz z hamburger menijem (prikazovalniki ožji od 1000 slikovnih točk) navigacijo umestili v 
nov blokovni element <div id="hamburger-container">, ker omenjena funkcija napačno 
beleži odmik navigacije od vrha strani. 
Kodi dodamo pogojni stavek, ki preverja širino prikaza ter v isto spremenljivko zabeleži 
ustrezno vrednost odmika pravilnega elementa.  
Pri testiranju delovanja opazimo, da se prikaz menija ne osvežuje v primeru 




neustrezno, zato dodamo jQuery funkcijo za klicanje pravilne oblike menija in odmika od 
vrha strani, ki se izvedle vsakič, ko uporabnik spremeni velikost okna brskalnika. 
4.1.5 Optimizacija kode 
Nazadnje naredimo še nekaj malenkostnih popravkov, ki ne bodo vplivali na prikaz ali 
delovanje strani, vendar so to primeri dobre prakse [29]. 
Celotno jQuery skripto umestimo v $(document).ready(function(), ki zagotovi, da se 
bo koda začela izvajati šele ko bo stran v celoti naložena.  
Poleg tega vsem elementom, ki jih znotraj skripte naslavljamo mnogokrat, dodelimo 
spremenljivke. S tem olajšamo morebitne kasnejše popravke, saj v primeru sprememb 
unikatnih selektorjev (npr. id="hamburger") ni potrebno pregledovati celotne skripte ter je 
spreminjati, pač pa spremenimo le vrednost spremenljivk. Na ta način koda postane tudi bolj 
pregledna in lažje berljiva.  
4.2 Pretvorba statične vsebine v stilsko predlogo za WordPress 
Ko imamo statično vsebino končano, jo lahko začnemo pretvarjati v funkcionalno stilsko 
predlogo za WordPress. Odstranili bomo ves statičen kontekst ter ga nadomestili z 
posebnimi WordPress funkcijami [30], katere bodo vsebino na stran dodajale dinamično, 
glede na vnose v sistemu za upravljanje vsebin. Poleg samih vsebin pa bo dinamično 
generiran tudi navigacijski meni.  
Zadnja zahteva spletne strani je dvojezičnost, kar bomo dosegli z namestitvijo 
ustreznega vtičnika (ang. plugin). 
4.2.1 Izdelava osnovnih datotek za WordPress stilsko predlogo 
Da WordPress-ova nadzorna plošča datoteke prepozna kot stilsko predlogo (temo) je 
potrebnega izredno malo dela. 
V mapi "themes", ki se nahaja v direktoriju, kamor smo namestili WordPress, je 
potrebno ustvariti novo mapo z željenim imenom teme (v našem primeru LaboratorijIKT). 
Znotraj novo narejene mape ustvarimo dva dokumenta: "index.php" in "style.css". V 





Theme Name: Laboratorij IKT 
Author: Katja Pečar 
Description: Tema zasnovana na osnovi CGP datoteke. 
Version: 1.0 
*/ 
 Najboljši pokazatelj uspešnosti postopka je kar WordPress-ova nadzorna plošča, ki 
skupek ustvarjenih datotek in map prepozna kot temo in jo prikaže med drugimi stilskimi 
predlogami, ki jih imamo na voljo. 
 
Slika 4.32: Novo ustvarjena stilska predloga znotraj nadzorne plošče WordPress-a  
S tem je stilska predloga prepoznana v nadzorni plošči, ampak v primeru njene aktivacije 
še ne bi prikazovala ničesar. Za ustrezno vzpostavitev prikaza vsebine bo potrebno dodati 
nekaj funkcij v datoteko "index.php" in za želen izgled vsebine dodati kodo za izgled vsebine 
v CSS datoteko. 
Kot lahko opazimo na zgornji sliki, naša tema nima slike oziroma grafične ponazoritve 
teme za lažjo predstavo in hitrejšo prepoznavnost. Sliko teme lahko dodamo v mapo teme 
"themes" (poleg datotek "index.php" in "style.css"), za prepoznavo pa jo moramo 
poimenovati "screenshot.png". 
4.2.2 Spremembe v napisani kodi 
Celotno do sedaj napisano HTML kodo, kopiramo v novo-ustvarjeno "index.php" 




znotraj glave "index.php" datoteke, kot to zahteva WordPress-ova sintaksa 
(bloginfo('stylesheet_url')).  
Za dinamično izpisovanje imena spletne strani v imenu zavihka brskalnika uporabimo 
WordPress-ovo funkcijo za izpis imena spletne strani (bloginfo('title');) in funkcijo za 
izpis naslova vsebine spletne strani (the_title()). 
Kot lahko opazimo na sliki spodaj, sta s tem datoteki uspešno povezani (stil prikaza je 
ustrezen). Deluje tudi izpis imena strani v zavihek brskalnika, vendar pa brskalnik še ne uspe 
prikazati slik. 
 
Slika 4.33: Povezani "index.php" in "style.css" datoteki 
Znotraj mape ("LaboratorijIKT")m kjer se nahaja stilska predloga, ustvarimo novo mapo z 
imenom "images" (ang. izraz za slike) ter vanjo prekopiramo vse potrebne slike. Za tem 
moramo slikam popraviti pot. Uporabiti je potrebno WordPress-ovo funkcijo, ki generira 
ustrezno pot do statičnih datotek (bloginfo('template_url')). 
<img src="<?php bloginfo('template_url'); ?>/images/IKT.png"> 
4.2.3 Ustvarjanje vsebin 
Sledi ustvarjanje vsebin na spletni strani preko WordPress-ovega vmesnika. Za primer 




ustvarimo strani z enakimi naslovi, kot jih ima obstoječa stran (pomagamo si z navigacijskim 
menijem strani). 
 
Slika 4.34: Obstoječe vsebine na spletni strani Laboratorija za informacijske tehnologije [31] 
Postopek ustvarjanja strani je sledeč: v nadzorni plošči WordPress-a izberemo "Pages" 
(strani) in "Add New" (dodaj novo). Odpre se stran za ustvarjanje nove strani, kjer lahko 
strani določimo naslov in ji dodamo vsebino (vizualno ali preko pisanja HTML kode). Na desni 
strani imamo nastavitve za objavo vsebine (osnutek, javnost, datum objave) ter opcijo 
dodelitve starševske strani (ang. parent), s čimer postane novo ustvarjena stran podstran 
izbrane strani.  
 
Slika 4.35: Ustvarjanje nove strani preko WordPress-a 
Vsebine znotraj noge strani ("footer") moramo ločiti od glavnih strani, zato jih dodamo 




Objavo ustvarimo z klikom na "Posts" in nato "Add New". Vmesnik za dodajanje objave 
je zelo podoben vmesniku za dodajanje strani, razlikuje se le v opcijah, ki jih lahko nastavimo 
na desni strani.  
Pri objavah imamo na voljo razporejanje v kategorije, česar pri ustvarjanju strani 
nimamo. Za objave, ki bodo umeščene v nogo strani, s klikom na "+ Add New Category" 
ustvarimo novo kategorijo imenovano "footer" in jo obkljukamo. S tem je ta objava dodana v 
novo-ustvarjeno kategorijo. 
 
Slika 4.36: Kategorije objav 
Kategorije se bodo izkazale za bistvene v naslednjem koraku, ko bomo želeli v nogo 
strani dodati le objave ustrezne kategorije in ne vseh obstoječih. 
4.2.4 Vzpostavitev delovanja dinamičnega navigacijskega menija 
Do sedaj se je navigacijski meni na strani prikazoval statično (vsak njegov element je bil 
vanj vstavljen posamezno preko HTML kode), vendar pa tak način prikaza za spletno stran, 
kjer se bodo vsebine stalno spreminjale ni primeren. 
V datoteki "index.php" izbrišemo blokovni element <div id="main-nav">, znotraj 
katerega se je nahajala koda za prikaz menija ter ga nadomestimo z WordPress-ovo funkcijo 
(wp_nav_menu( array('menu_id' => 'main-nav',) );), ki izpiše seznam vseh naslovov 
strani. Zaradi naslavljanja elementa znotraj CSS datoteke je pomembno, da element ohrani 
isti unikatni selektor, kot ga je navigacija imela v statični HTML kodi ('menu_id' => 'main-
nav'). 
Četudi je unikatni selektor id ostal nespremenjen, je vseeno potreben malenkostni 
popravek v stilski datoteki ("style.css"). Sedaj se navigacijski meni generira nekoliko drugače 




elemente. Iz istega razloga je naslavljanje potrebno spremeniti tudi v jQuery skripti, ki skrbi 
za pravilno delovanje menija. 
S tem je bil prikaz navigacijskega menija pravilen (enak izgled kot prej s statično HTML 
kodo), vendar pa je zaporedje prikazanih elementov drugačno. Običajno so menijski 
elementi razporejeni po uporabnosti ali priljubljenosti, prav na vseh spletnih straneh pa smo 
navajeni, da je gumb "domov" vedno na prvem mestu. 
Zaporedje elementov lahko uredimo z klikom na "Edit" pod naslovom posamezne strani 
(ang. izraz za urejanje) znotraj seznama obstoječih strani ("Pages") v WordPress-ovi nadzorni 
plošči. 
 
Slika 4.37: Gumb za urejanje že obstoječe strani 
V odprtem urejevalniku obstoječe strani (ali takoj ob ustvarjanju nove strani) na desni 
strani znotraj okna "Page Attributes" v okno "order" (ang. izraz za zaporedje) vpišemo 
poljubno število, ki bo določalo zaporedje prikaza strani v navigacijskem meniju in na 
seznamu vseh strani. Število nič (0) predstavlja prvo mesto zaporedja, vsako nadaljnje, večje 
število pa pomeni kasnejše zaporedno mesto. 
 





Slika 4.39: Delujoč dinamično generiran navigacijski meni na velikem prikazovalniku 
 
Slika 4.40: Delujoč dinamično generiran navigacijski meni na majhnem prikazovalniku 
4.3 Prikaz ustvarjene vsebine na spletni strani 
Podobno kot v glavi "index.php" dokumenta, tudi za dinamičen prikaz vsebine 
uporabimo WordPress-ovi funkciji the_title() in the_content(). Uporabimo zanko, ki 
CSM pregleda za obstoječe strani ter znotraj ustreznih HTML značk izpiše njihovo vsebino. 
<div class="content-container"> 
    <?php while(have_posts()){ 
        the_post(); 
 
        if (in_category('footer')) { 
            //če so objave namenjene vsebini v footerju jih ne prikažemo 
        } else { 
        ?>           
            <h1> <?php the_title(); ?> </h1> 
            <p><?php the_content(); ?></p> 
    <?php }  





Za tem sledi še prikaz objav (ang. posts) znotraj noge strani. Poleg običajnih funkcij za 
prikaz vsebine je vsebino noge potrebno prej filtrirati in prikazati le objave z kategorijo 
"footer". 
Kot je prikazano na spodnji sliki, je s tem je prikaz vsebine uspešno zaključen, kot je 
prikazano na spodnji sliki. Vidimo, da je izgled prikaza enak kot prej, pri HTML strani s 
statično vsebino. 
 
Slika 4.41: Dinamičen prikaz vsebine in menija preko WordPress-a 
4.3.1 Dvojezična spletna stran – vtičnik Polylang 
Zadnja stvar, ki je predvidena v celostni grafični podobi, je možnost prikaza vsebine na 
spletni strani v dveh jezikih; slovenščini in angleščini. 
Četudi ima WordPress v osnovi izredno malo funkcionalnosti, pa lahko skoraj za vsako 
stvar, ki jo želimo imeti na spletni strani, najdemo že narejen vtičnik (ang. plugin) z izbrano 
funkcionalnostjo. 
Vtičnikov, ki omogočajo večjezično spletno stran ima WordPress kar nekaj [32]. Imajo 
podobne funkcionalnosti, vsak ima svoje prednosti in slabosti, na obstoječi stani pa bomo 
uporabili vtičnik Polylang [33], ki ga trenutno uporablja preko 300 000 spletnih strani. Ta 




Izredno enostavnost WordPress-a opazimo tudi pri nameščanju vtičnikov. Za namestitev 
v levem meniju kliknemo na "Plugins" in nato izberemo "Add New". V iskalnik vpišemo ime 
izbranega vtičnika (Polylang) ter kliknemo "Install Now" (namesti zdaj). 
 
Slika 4.42: Nameščanje vtičnika 
Počakamo nekaj sekund, da WordPress namesti vtičnik, za tem pa je ta že pripravljen za 
uporabo. Znotraj levega menija se pojavi nova kategorija imenovana "Languages" (jeziki), ki 
omogoča hiter dostop do nastavitev Polylang vtičnika. 
Za dodajanje novega jezika le-tega izberemo iz padajočega menija na osnovni strani 
vtičnika. Ob kliku na potrdi oziroma "Add new language" (dodaj nov jezik) nam vtičnik 
ponudi opcijo, da novo dodani jezik nastavimo kot privzeti jezik. S tem določimo jezik že 





Slika 4.43: Dodajanje jezika z vtičnikom Polylang 
Poleg slovenščine, ki smo jo nastavili kot privzet jezik, v vtičnik dodamo tudi angleški 
jezik. 
 
Slika 4.44: Seznam nameščenih jezikov v vtičniku Polylang 
Sedaj lahko z nameščenim vtičnikom Polylang na seznamu obstoječih strani (v vrstici z 
podatki o le-teh) opazimo simbola zastav nameščenih jezikov. V stolpcih pod zastavama 
kljukica simbolizira stran, ki v tem jeziku obstaja, plus pa lahko uporabimo za dodajanje 





Slika 4.45: Spremembe po namestitvi vtičnika na seznamu obstoječih strani 
Vmesnik za dodajanje prevoda izgleda enako, kot če bi ustvarili novo stran. 
Za ponazoritev funkcionalnosti nameščenega vtičnika dodamo prevod dveh strani 
("domov" in "o nas"), za tem pa spletno stran odpremo v brskalniku. Opazimo, da 
navigacijski meni še vedno (pravilno) prikazuje le obstoječe strani v izbranem jeziku, saj se 
generira dinamično.  
 
Slika 4.46: Angleška različica spletne strani 
Angleška različica strani trenutno še ne prikazuje noge strani (footer), ker je tudi ta 




Četudi lahko jezik zamenjamo s spreminjanjem URL naslova, pa to za uporabnike ni 
sprejemljivo. Izbira jezika mora biti naloga, ki jo lahko izvedejo z enim samim klikom.  
V glavo strani (ang. header), kot je to predvideno v CGP-ju, dodamo ustrezno funkcijo, 
kot jo zahteva vtičnik Polylang (pll_the_languages();) [34].  
Funkcija imena jezikov izpisuje kot neoštevilčen seznam, zato je v CSS datoteki potrebno 
zapisati, da naj ne uporablja alinej za naštevanje (list-style: none) in da elemente 
seznama izpisuje v eno samo vrstico (display: inline). 
Funkcija izpiše imena jezikov s celo besedo ("slovenščina" in "english"), vendar pa je 
predvideno, da so uporabljene le kratice ("slo" in "eng"). 
Imamo dve možnosti. Ustvarimo lahko kratko skripto, ki bi besedama prikazovala le 
začetne tri črke ali pa znotraj vtičnika spremenimo imena jezikov, kar je enostavnejše. 
V nadzorni plošči WordPress-a v levem meniju kliknemo "Languages" (jeziki), nato pa v 
seznamu jezikov izberemo "edit" ob imenu jezika, katerega ime želimo spremeniti. Zapišemo 
novo ime in shranimo spremembe. 
 
Slika 4.47: Spreminjanje imena jezika v vtičniku Polylang 
S tem je stilska predloga končana in pripravljena za uporabo. Datoteke je potrebno 






Pred izdelavo diplomske naloge je bil Drupal edini sistem za upravljanje vsebin, ki mi je 
bil poznan. Njegovo učenje je bilo dolgotrajno, delo z njim se mi je kot začetnici zdelo težko, 
vendar sem se ga po nekaj tednih vsakodnevne uporabe privadila. Pravzaprav mi je postal 
zelo všeč zaradi njegove popolne prilagodljivosti. 
Pri izdelavi stilske predloge za WordPress pa je bila moja izkušnja ravno nasprotna. 
Sistema sem se privadila v nekaj minutah, nadzorna plošča se mi je zdela skrajno pregledna 
in celo brez branja dokumentacije sem znala urediti vsako stvar, ki sem si jo zamislila. Ko sem 
začela dodajati bolj specifične funkcije, pa sem spoznala, kako zna biti WordPress omejen s 
funkcionalnostmi in da določenih stvari z njim ni možno narediti.  
Kljub nekaterim pomanjkljivostim je njegova glavna lastnost še vedno enostavnost 
uporabe in hitro učenje, s čimer vsekakor upraviči svojo veliko priljubljenost in prevlado nad 
ostalimi sistemi. 
Za vzpostavitev delovanja strani s sistemom za upravljanje vsebin sem porabila nekoliko 
več časa (kodo je bilo potrebno še dodatno prilagoditi) kot če bi spletno stran naredila brez 
njega. Uporaba sistemov za upravljanje vsebin se je tudi v praksi izkazala kot ključnega 
pomena pri izdelavi spletnih strani, saj se mi je čas večkratno povrnil ko sem na spletno stran 
dodajala vsebine in jih urejala. Poleg prihranjenega časa sem z uporabo CMS-ja strani 
omogočila funkcionalnost, ki brez tega ne bi uspela (vtičnik za večjezičnost). 
Rezultat diplomske naloge je delujoča stilska predloga za laboratorije, ne pa tudi njihova 
vsebina. Na spletni strežnik laboratorijev bi bilo potrebno namestiti WordPress ter vsako 
posamezno stran dodati preko njegovega vmesnika. Za to bi porabili nekaj časa in truda, 
vendar verjamem, da bi se na dolgi rok oba izplačala. 
Oblikovanje stilske predloge mi je omogočilo vpogled v tehnično stran WordPress-a, kjer 
sem lahko brez predznanja sistema z ustrezno dokumentacijo naredila funkcionalno temo in 
spoznala njegove dobre in slabe lastnosti. Pridobljeno znanje mi bo vsekakor koristilo, saj 
lahko sedaj primerjam oba poznana sistema za upravljanje vsebin. Vem, kaj je z njima 





A Celostna grafična podoba - zasnova 
B Celostna grafična podoba – priročnik 






Literaturo in potrebne podatke sem iskala na spletu – in ne v knjižnicah – saj se mi glede 
na tematiko tak način zdi ustreznejši, predvsem zaradi ažurnosti podatkov. Spletne 
tehnologije se stalno nadgrajujejo in spreminjajo, enako pa velja za njihovo priljubljenost in 
dokumentacijo. 
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