This article gives a direct formula for the computation of B (n) using the asymptotic formula
The need for a single computation
This algorithm came once in 1996 when the authors wanted to compute large Bernoulli numbers using a well-known computer algebra system system like Maple or Mathematica. These programs used Faulhaber's recurrence [2, 5] formula which is nice but unsuitable for large computations. We quickly came to the conclusion that B(10000) was out of reach even with a powerful computer. This is where we realized that for n large the actual formula is simply B (n) = 2 n! π n 2 n where n is even and not counting the sign, for n=1000 the approximation is good to more than 300 decimal digits where B (1000) is of the order of 1770 digits. To carry out the exact computation of B (1000) one has only to compute first the principal term in the asymptotic formula and secondly just a few terms in the Euler product (up to p = 59). The second idea was that the fractional part of the Bernoulli numbers can also be computed very fast with the help of the Von Staudt-Clausen formula. So finally, the need is only to compute B n with enough precision so that the remainder is < 1 and apply the Von Staudt-Clausen formula for the fractional part to finally add the 2 results. Note : Mathematica now uses a much more efficient algorithm partly due to these results presented here.
The Von Staudt-Clausen formula
The formula is, for k ≥ 1,
The sum being extended over primes p such that (p − 1)|2k [5] . In other words, for B(10) the sum is
In terms of computation, when n is of the order of 1000000 it goes very fast to compute the fractional part of B n . The only thing that remains to be done then is the principal part or integer part of B n .
The Euler product
The Euler product of the zeta function is
Where s > 1 and p is prime. This is the error term in B n . For any given n there are n ln(n) primes compared to n. Translated into the program it means less operations to carry, the program stops when p k is of the order of B (n).
The final program
The Maple program uses a high precision value of 2π and a routine for the Von StaudtClausen formula. That program held the record of the computation of Bernoulli Numbers from 1996 to 2002, after that others made more efficient programs using C++ and high precision packages like Kellner and Pavlyk (see table 1 ) and could reach B(5, 000, 000). The program was used in 2003 to verify Agoh's conjecture up to n=49999 by the authors. Agoh's conjecture is pB p−1 ≡ −1 mod p is true iff p is prime. The congruence is not obvious since pB p−1 is a fraction. The standard method reduces first the numerator mod p, then re-evaluates the fraction, then reduces the numerator mod p. The final fraction is always smaller than 1 and the result of a/b mod p is solved by finding k such that a ≡ bk mod p. There are 3 parts in the main program which may take time. First the computation of (2π) n and n!. Secondly, the evaluation of the Von Staudt-Clausen formula and thirdly the computation of the Euler product. On a medium sized computer (Pentium 2.4 Ghz with Maple 10 and 1 gigabyte of memory). The run time for B(20000) is about 9 seconds and the number is 61382 digits long including 1 second to read the value of π to high-precision from the disk. Here are the timings for that run : A value of π to several thousands digits is necessary. Maple can supply many thousands but a file containing 1 million is easily found on the internet and is much faster. In this program π is renamed pi with no capitals. The Bernoulli numbers up to n = 100 are within the program mainly for speed when n is small. BERN:=proc(n::integer) local d, z, oz, i, p, pn, pn1, f, s, p1, t1, t2; global Digits; lprint('start at time' = time()); if n = 1 then -1/2 elif n = 0 then 1 elif n < 0 then ERROR('argument must be >= 0') elif irem(n, 2) = 1 then 0 elif n <= 100 then op(iquo(n, 2), [ + trunc(evalhf((lnGAMMA(n + 1) -n*ln(2*Pi))/ln(10))) + length(n); lprint('using ' . d . ' Digits'); s := trunc(evalhf(exp(0.5*d*ln(10)/n))) + 1; Digits := d; p := 1; t1 := 1.; t2 := t1;
