Introduction
Software Engineering is more industry-led than most other areas of Computer Science research. An example is the adoption of object-oriented technology-a paradigm change driven by perceived benefits and positive case studies rather than by prior academic research. Similarly, although very little empirical research has been conducted on code-level collaboration, both Integrated Development Environment (IDE) vendors and end users appear enthusiastic about the current trend of tool support for collaborative development. Consequently, it is worthwhile to undertake empirical software engineering research in order to investigate and quantify the perceived benefits of Collaborative Software Engineering (CSE).
In this paper, we report a user evaluation focused on the use of CSE tools for a number of specific tasks. Participants worked in pairs to perform software maintenance activities. Two versions of the tools, based on those described further elsewhere [4] were used. The single-user tools required the users to collaborate using a version control system. The fully collaborative version included realtime Computer Supported Collaborative Work (CSCW) features which allowed users to edit the same components simultaneously. In all other respects, the tool interfaces and capabilities were identical.
To our knowledge, no comparable evaluations have thus far been made.
We believe that enabling CSE through appropriate tool support will raise the level of real-time communication available to developers and this, in turn, should lead to improvements in productivity and quality. The scenarios used in our evaluation were developed to help us determine the validity of this premise.
It is challenging to define objective criteria for assessing the relative merits of single-user and fully collaborative tools. "Better" may involve faster task completion rates, greater usability, lower defect density in the products, greater potential to support large groups, faster and more accurate program comprehension, better awareness of other programmers' actions and more effective communication between developers.
No single evaluation can consider all relevant aspects. Factors such as the size and difficulty of tasks, the experience of participants and the features of the tools used will potentially affect any evaluation. We have attempted to set realistic values for such parameters.
The evaluation presented in this paper focuses on the objective measurement of completion times for precisely defined tasks carried out by pairs of collaborating subjects. Subjects follow written instructions and collaborate using one of the versions of our tools. We also collect subjective measures such as user preferences.
Our hypothesis is that fully collaborative tools give task completion times superior to those obtained using their single user counterparts for the specified coding scenarios. The rationale is that enhanced awareness of the actions of other developers allows potential conflicts to be identified, avoided and resolved more quickly and effectively.
The remainder of the paper is structured as follows. Section 2 gives a brief overview of CSE and related tools. Section 3 presents the CSE tools used within the evaluation. Section 4 briefly describes the evaluation method, and Section 5 reports the full results from the user trial. Section 6 provides a discussion of the evaluation. Finally, conclusions and topics for future work are presented in Section 7.
Background
In the last year many of the major commercial IDEs have taken significant steps towards code-level real-time collaboration. Of the five Java IDEs that have the largest market share, three now support shared development facilities, and all five vendors promise new collaborative features in the next major release.
Eclipse [9] is arguably the most popular development environment for Java, and has the support of many of the industry's largest corporations. While Eclipse itself does not support code-level collaboration, an emerging subproject called the Eclipse Communication Framework [11] aims to allow the Eclipse project model and artifacts to be shared and collaboratively edited. The API to perform basic sharing is available now, along with example client applications.
Borland's JBuilder [5] is another of the main IDEs in the Java development market. It supports real-time remote refactoring and integrates the StarTeam project management suite. Similarly, Sun's JSE [10] already supports a collaborative code editor and instant messaging channels, with more plans for code-level collaboration in the next release.
A range of other related topics are also receiving attention. Palantír [13] addresses collaborative change impact reporting. Augur [6] provides visualisations of activity in large shared code bases. For web-based shared UML editing, Rosetta is a well known tool [7] , and for distributed eXtreme Programming a new framework called Moomba has been recently been developed [12] .
The tools described above differ from our approach in a number of ways. Typically users interact only indirectly via a version control system, leading to coarser-grained communication involving larger units of both code changes (files rather than characters) and temporal interaction (milliseconds rather than checkout).
Despite the flow of ideas for collaborative tools and frameworks, there have been very few empirical evaluations of CSE tools, technologies and concepts. Much empirical research has been published in CSCW and HumanComputer Interaction. However CSE adds domain-related functionality and is thus harder to evaluate effectively.
Tool Overview
The authors of the Concurrent Versioning System (CVS) say "CVS is no substitute for communication" [1] . We concur, and know of no other code repository systems that do any better. Therefore, the motivation for our CAISE framework and tools is to allow programmers to work collaboratively without sacrificing communication. The CAISEbased CSE tools achieve this by keeping programmers' actions synchronised in real-time, and at the same time providing user awareness and project state information.
The CAISE architecture [4] allows for the rapid development of fully featured CSE tools. Our tools are designed to support best what code repositories do not provide: communication between developers and tools during fine-grained real-time collaboration.
Our system is ideal for distributed pair programming, although when using our tools we call it N-programming as there is no theoretical limit to the number of people and types of tools that can collaborate at any point in time.
We have worked intensively on two existing CAISEbased tools to provide a realistic Software Engineering environment; the tools used in this evaluation appear in Fig • A relaxed-WYSIWIS display for all tools with roundtrip engineering
• An adjustable level of collaboration when compiling to avoid interference from programmer crosstalk
• The artifacts panel now displays the current compilation state of each artifact
• The editor provides remote modification highlighting, tele-cursors and collaborative undo
• Visual awareness of the constantly changing state of each user's display
• Integrated CVS to allow flexible use with code repositories when required
Video clips showing the tools in use on tasks such as those used in the evaluation are available at www. cosc.canterbury.ac.nz/clc/cse. This includes a demonstration of the tools operating in conventional single user mode as users encounter and resolve a typical code repository merge conflict.
Experimental Design
It is a challenging task to design a valid software engineering experiment of any kind. All too often, empirical evaluations are left to fields such as Computer-Human Interaction, where the number of variables are fewer and the difficulty of isolating them is considerably less. When designing a credible software engineering experiment, the first step is to determine precisely what to measure: in this study we focus on task completion times. Subjective measures such as perceived effort and frustration may also be identified. Following that, we may need to either isolate or explicitly control independent variables such as the scope and type of the task, participants' familiarity with the tool set, team size and individual rôles. Additionally, we need to address potentially confounding factors such as programmer abilities and learning effects. Without isolating the independent variables and addressing confounding factors, our results could be distorted.
Space constraints prevent full description of the experimental design here. These are addressed in an expanded version of this paper [3] , which gives full details including the evaluation methodology, sample tasks and survey questions.
Six pairs of collaborating programmers took part in this evaluation. Each pair used our CAISE-based CSE tools in two modes:
conventional single-user mode with a built-in interface to a code repository system collaborative real-time sharing mode, avoiding the need for any code repository system.
Having the same tools operate in both modes negated confounding tool effects and enabled a fair comparison of collaborative and conventional software engineering. The tasks required each user to make at least one change. The set of changes for each task caused some form of conflict that required resolution. In conventional mode, users were alerted to conflicts via the version control system. In collaborative mode, users' ability to see the locations and actions of others enabled them to identify conflicts asor even before-they happened. In both modes, users were able to discuss their changes without seeing each other's screens.
Two types of tasks were evaluated. Between files tasks required changes to be made in two or more separate files, introducing conflicts arising from dependencies. For example, changing the name of a method in one file requires a corresponding change in each invocation. Within file tasks required independent code edits in close proximity in the same file, causing a merge conflict for conventional mode or requiring very close programmer interaction in collaborative mode.
One-way ANOVA was used to detect any differences between the mean task completion times of code modifications for each tool mode and task type. Each group was used as both the control and treatment, using different sets of tasks to counter any learning effect.
Evaluation Results

Task Completion Times
The task completion times for the tools in collaborative mode were at least twice as fast as the times recorded for the tools in conventional mode. The comparative differences are presented in Figure 2 . For within file tasks the differences were highly significant, (F 1,10 = 38.3, p<0.01) as were the between file differences (F 1,10 = 34.2, p<0.01). These significance levels give us confidence that the results were not obtained by chance; we expect to achieve the same result for 99.9% of trials that repeat this experiment. Table 1 presents the findings of the survey given at the end of each task within the evaluation sessions. The survey is based on the NASA-TXL index [8] with a 20 point Likert scale, where possible values range from 1 (low) to 20 (high). From the table we see that for both task types, participants felt strongly that they understood the changes of others better and it was markedly easier to control source files using the tools in collaborative mode.
Subjective Assessment
For perceived frustration, effort and awareness of local changes, there was a statistically significant difference between the mean response in one of the two task types in favour of the collaborative tool mode. For the remaining task type in each survey question, the difference was still favourable towards collaborative mode, but the difference was not statistically significant. For the perceived success survey question, neither task type gave a significantly difference in mean response, although the participants again showed an apparent preference for the tools in collaborative mode. Table 2 presents the findings of the survey given at the end of each evaluation session. This survey focused on general user preferences using a 20 point Likert scale, again where possible values range from 1 (low) to 20 (high). The questions within this survey are also presented in Table 2 The results of the user preferences survey are encouraging-all responses ranged from positive to extremely positive. The participants see the collaborative tools as being useful in both co-located and distributed settings, they find the real-time synchronisation of code helpful, the feedback support was also perceived as useful, and they would use CSE tools such as the those used in the evaluation often if made available.
User Preferences
User Comments
Instances of recurring comments made upon completion of the tasks are listed in Table 3 . Of the positive comments we conclude that all users enjoyed using the system, and they claim that they would use it for most situations given the opportunity. They also stated that they liked having the source code managed for most tasks. These comments are corroborated by the results of the user preferences survey reported in Section 5.3. 3) (4.0, 5.7) ***<.01; *<.05 ***,-***,*** ***,*** -,* -,--,* Table 1 . Summary of the subjective measures for tasks: NASA-TLX workload ratings.
Type Comment "The system made coding more enjoyable." "I liked the concept of real-time development." "The collaborative [user] tree was really helpful." "The [editor] lag was a bit annoying." "A private work area is needed for offline [development] spikes." "The editor needs tele-scrollbars to give a better indication of where other users are within the same file." Table 3 . Common post-task user comments.
Of comments to help improve the system, a private work facility is now at the top of our list for future work; we had considered the idea before and users appear to be asking for it as well. The remaining comments for improvement were all related to usability issues we are already aware of and intend to address in the next development phase.
Discussion
The good results obtained for task completion rates and subjective measures were pleasantly surprisingly since the tools are research prototypes. We were very confident that there would be some difference between the two tool modes, in favour of collaborative mode, due to elimination of tedious code repository routines. We were, however, surprised and delighted that the differences in completion rates were so large. Even more pleasing were the subjective results which showed that users liked using the system and agreed with our own perceptions of the potential benefits to software engineering from CSE. It was always a concern that even though the users could perform the tasks faster, they might not particularly like using the tools in collaborative mode.
In collaborative mode, a larger gain was made for within files tasks than for between file tasks. A likely explanation for this is that with the awareness features provided it is easier to avoid potential within file conflicts than it is to detect impending conflicts arising from dependencies between files. Similarly, when conflicts occur, the cause still needs to be discovered and corrected. Regardless of the relative difference between the two tool modes, between files tasks are still considerably faster in collaborative mode than conventional mode because the error is immediately exposed, not after a file merge and rebuild.
An interesting observation during the experiments was that when participants did not stop and talk with each other in collaborative mode for within files tasks, they still managed to accomplish their code changes without noticeable hindrance. They simply engaged in a brief 'editing war' where even though their changes were being interrupted, both users very soon had their code changes in place. Under normal circumstances we would expect users to slow down and discuss collaborative edits that occur in the same region of code, but some participants in this experiment were highly task oriented due to the nature of the evaluation. While this is practicable for pairs of programmers, more verbal communication will be required as the group size increases.
We feel confident that our results are applicable in wider contexts. Given larger numbers of users within a group, a wider range of users, and different types and sizes of tasks, we believe that our tools will produce similar results to those reported in this paper. Certainly some commonly occurring tasks, such as algorithm design and development, should be performed in a private work area, but the majority of software engineering tasks are likely candidates for CSE tools such as ours. While an increase in the number of developers within a group increases the amount of collaborative user activity, the same problem ultimately faces teams that use conventional tools.
Conclusions and Future Work
Synchronous CSE, including associated tools, is an area of active interest in both academia and industry.
We have developed the CAISE framework and used it to implement one of the first sets of general-purpose tools to engineer software both collaboratively and in real-time.
Many questions arise from these tools and the associated modes of collaborative work.
In our future work, we intend to explore the most effective ways to use CSE in practice. This requires consideration of group sizes, styles of collaborative work, obstacles to acceptance of CSE, performance issues and other factors.
Objective evaluations are important in order to establish that CSE has a rôle outside the research environment and we encourage others to undertake similar studies.
Through our evaluations we have shown examples where our set of CSE tools not only significantly outperform their conventional counterparts, but users prefer using them, their perceived success is higher, and their perceived effort and frustration levels are lower. Our results strongly suggest that collaborative tools such as text editors can improve the productivity of software development. Subjective results also suggest that providing users with a constantly updated global project state appears to help developers rather than hinder them. Most other aspects of participant feedback were highly positive as well.
Our empirical results confirm the anecdotal assumption that moving software engineering tools into the realm of computer supported collaborative work has real benefits in terms of task completion rates, and other perceived benefits as well. We have also shown that our tools stand up to testing with users that have had no previous exposure or experience with them, even when completing considerably comprehensive tasks within non-trivial source code. From the results of this statistical evaluation, previous positive feedback from associated researchers and software engineers, and continual refinement from heuristic evaluations [2] , we are strongly encouraged to continue further research and development of collaborative tools for software engineering.
