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1. Introducció 
Avui en dia, les solucions al Cloud milloren constantment la nostra qualitat de vida mentre 
converteix els nostres ordinadors en portes a un nou món de possibilitats. Aquest projecte té 
com a objectiu canviar la forma en que estem acostumats a treballar amb els editors de codi. 
Avui en dia, quan volem fer ús d’un editor de codi concret, el procediment per poder-lo emprar 
en el nostre equip sol passar per instal·lar localment el programari. Partint d'aquest punt, el 
projecte TeamCode busca moure aquest programari per localitzar-lo al servidor. Amb aquest 
moviment, els nostres dispositius s'alliberaran d'una càrrega que fins ara es donava per 
descomptada i amb la qual havíem de fer-nos a la idea. Termes com ara les actualitzacions, 
les especificacions del dispositiu o fins i tot el mateix dispositiu, deixaran de suposar un 
impediment. A més, la investigació sobre tecnologies com ara els WebSockets proporcionarà 
un canal de comunicació estable el qual podrà ser emprat per introduir tot un seguit de serveis 
per a un sistema de col·laboració en línia complet orientat a donar suport a les pràctiques de 
programació basades en modalitats d'equip. 
 
Amb aquesta idea busquem situar el centre d'atenció en els programadors, tot intentant 
facilitar, encaminar i perfeccionar les seves tasques de treball, individualment o 
col·lectivament. La finalitat d'aquest projecte radica en proporcionar una nova plataforma de 
programació en el núvol. A causa d'aquesta acció, TeamCode estén la mà a situacions com 
ara la incorporació d'equips fins ara obsolets, l'increment del rendiment del nostre equip o 
l'accés als teus arxius en tot lloc i en qualsevol moment. 
1.2. Motivacions 
La idea d'aquest projecte prové de les metodologies de treball emprades per treballar en grup 
durant l'etapa formativa de l'E.S.O i Batxillerat. En els primers anys el món de les eines 
col·laboratives era escàs i més aviat desconegut. El primer contacte va resultar ser amb 
Dropbox, amb aquesta eina es va dur a terme la introducció al món dels espais de treball 
compartits. Més endavant va aparèixer Google Docs, el seu revolucionari sistema d'edició en 
línia, en temps real i per diversos usuaris donava tants avantatges que va passar a ser una 
l'eina a tenir en compte pel del dia a dia. En tots dos casos, un cop s'entenien els avantatges 
de l'eina, aquesta passava a formar part del nostre repertori tot substituint el mètode de treball 
emprat fins al moment. En aquell moment no enteníem el perquè d'aquestes eleccions però 
sense adonar-nos estàvem optimitzant recursos. En treballar tots a la vegada i en un mateix 
document, reduïm significativament el temps que abans s'invertia a combinar tots els treballs, 
establir un format comú i solucionar incoherències. 
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Finalitzades aquestes dues etapes, es va iniciar la carrera universitària d'Enginyeria 
Informàtica. En aquest punt, van haver-se de realitzar les primeres pràctiques grupals on va 
aparèixer el problema que més endavant passaria a ser la llavor que donaria lloc a aquest 
projecte. 
Per intuïció, en tractar-se d'un problema viscut amb anterioritat, la mentalitat dels estudiants 
buscava tractar aquest obstacle tot emprant aquelles metodologies i eines amb les quals 
estaven familiaritzats. Malgrat això, l'àmbit de treball ja no era el mateix, ara era necessari 
disposar d'un editor de codi i les eines d'edició en línia estaven pensades només per l'edició 
de text. Arribats a aquest punt, els grups improvisen tot simulant unes primerenques 
metodologies de programació (de forma totalment inconscient). 
 
a. Treballar dos alumnes en l’ordinador d’un d’ells. (Pair Programming1) 
b. Treballar cadascú en el seu ordinador i compartir els avenços a través de correu, disc 
en el núvol o dipositius de memòria extraïbles. (Control de Versions) 
 
En qualsevol cas, la metodologia de treball emprada no era òptima. En el cas (a) un dels dos 
alumnes sol quedar-se enrere perquè no posa a prova els seus coneixements programant. 
L'intercanvi de torns provinent del Pair Programming no està assolit i sovint la situació s'acaba 
resolent deixant programar al que més en sap. En el cas (b) la frustració és encara major 
perquè requereix entendre i combinar el codi de l'altre company (el nostre primer contacte 
amb el famós codi heretat o legacy code). Tots dos casos sovint desemboquen en cerques 
per tal de trobar eines col·laboratives d'edició de codi en línia. Una tecnologia que era poc 
coneguda i les poques eines disponibles en el mercat requerien entendre prèviament els 
Sistemes de Control de Versions. 
 
Arrel d’aquesta experiència viscuda i traient profit dels coneixements que s’han assolit al llarg 
de la carrera, ara es busca donar solució  a aquesta necessitat tot generant una nova eina. 
  
                                               
1 Pair Programming: Técnica de desenvolupament formada per dos programadors. Un d’ells pren el 
rol d’escriptor i l’altre de lector. La finalitat d’aquest model és agilitzar al màxim el desenvolupament 
de codi tot reduint el temps que, en situacions normals, s’empra resolent dubtes i detectant errors 
humans. 
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1.3. Objectius 
Aquest projecte disposa el seu objectiu en ajudar als programadors a l'hora de programar o 
ensenyar el seu codi a altres usuaris mitjançant un editor de codi en línia. Cal remarcar que 
aquest editor de codi no buscarà executar taques de compilació, se centrarà només en l'edició 
i el ressaltat d'aquest codi. Per tant, TeamCode proporcionarà un editor de codi en línia, 
deixant oberta la possibilitat d'implementar funcionalitats pròpies d’un IDE2 com la compilació 
o la depuració del codi en el treball futur. 
 
Aquest propòsit pretén enfocar-se en aquells programadors que duen a terme tècniques 
populars de desenvolupament de codi. Entre aquestes tècniques trobem l'anteriorment 
esmentat Pair Programming tot permetent variacions com ara el VirtualPairProgramming o el 
ProjectorProgramming per tal de cobrir un públic més extens. Tanmateix, l'aplicació també 
pot ser emprada a forma de repositori al núvol per tal de disposar d'un projecte el qual podrem 
editar des de qualsevol equip amb connexió internet. 
 
La finalitat és proporcionar una eina per aquest usuari amb la necessitat d'ensenyar el seu 
codi. Actualment en el mercat se'ns ofereixen diverses eines per treballar en grup de forma 
controlada i compartir els avenços que realitzem. El problema que busca tractar-se és la forma 
en què aquestes eines permeten la interacció dels diferents col·laboradors entre ells. L'àmplia 
majoria opta pel refresc amb el temps o l'edició en solitari tot compartint una còpia del 
document. 
 
A priori, l'eina TeamCode busca millorar aquesta experiència de programació tot 
proporcionant espais de treball compartibles on els usuaris poden crear arxius, editar-los, 
compartir-los i observar-los en temps real. 
1.4. Descripció del projecte 
El projecte TeamCode impulsa la creació d'un lloc web per intercanviar dades entre grups de 
treball emprant un editor de codi. Aquest servei ofereix un seguit d'habitacions o sales de 
treball les quals són creades per hostatjar la comunicació entre els membres d'un equip. 
Aquestes sales de treball conserven la informació realitzada sobre l'edició d'un document i la 
fan pública tan sols als membres de l'equip que en formen part. 
 
Un cop es disposa de l'estructura base formada per aquestes habitacions agrupant equips de 
treball en elles, queda facilitar tot un seguit d'eines per tal de millorar l'experiència d'ús en 
l'aplicació. 
 
Dins d'aquestes eines s'incorporarà la gestió d'arxius tot permetent-nos crear projectes. 
Aquests projectes passaran a ser la base per generar una sala de comunicació. Un cop es 
disposa d'un projecte creat, automàticament entrarà en joc la propietat d'aquest projecte. En 
disposar de la propietat d'un projecte, encadenem l'addició de nous col·laboradors en aquest 
projecte tot permetent l'entrada de nous invitats a la sala de col·laboració. 
                                               
2 IDE (Integrated Development Environment): Es tracta d’una aplicació informàtica entesa com a 
Entorn de Desenvolupament Integrat la qual proporciona als desenvolupadors i programadors un 
seguit de serveis integrals per poder desenvolupar el prrogramari. 
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Dins les sales de col·laboració tindrà lloc l'edició d'arxius mitjançant un editor de codi. Aquesta 
edició inclou accions com ara la creació, esborrat, modificació i desplaçament d'arxius, totes 
elles comunicades en temps real a la resta de col·laboradors. Cal ressaltar que l'edició es 
durà a terme disposant del suport mitjançant el text ressaltat per diversos tipus d'arxiu. 
 
Un cop explicada la funcionalitat essencial que fa de TeamCode una eina d'edició en línia, 
queda explicar que fa de l'eina una comunitat. Com a tal l'aplicació no només busca atreure 
a equips de treball sinó també a gent que vol col·laborar o té un problema que vol resoldre. 
Introduint aquesta situació trobem la privacitat dels projectes, en tot moment el propietari d'un 
projecte pot canviar la privacitat d'aquest fent-lo públic o privat. Els projectes públics, 
juntament amb un motor de cerca d'aquests, obren la porta a la col·laboració entre usuaris 
(gestionada amb les eines adients per evitar conflictes) tot generant una nova comunitat. 
Aquesta col·laboració no requereix invitacions prèvies, per aquest motiu podrà agrupar en un 
projecte nous usuaris que fins ara eren desconeguts tot donant-los una oportunitat. 
 
La gestió del desenvolupament del projecte es durà a terme utilitzant tècniques de 
desenvolupament de software basades en cicles de treball o sprints. Cada sprint presentarà 
un objectiu fixe a assolir, amb l'arribada d'aquest obtindrem un nou punt de partida per assolir 
la següent meta. Un cop coberts tots els sprints, el resultat del procés resultarà en un nou 
producte el qual complirà amb els requeriments previs que hàgim especificat. Aquests 
requeriments s'extrauran d'un estudi de mercat seguit d'una anàlisi de requeriments 
directament i indirectament relacionats amb el projecte. 
 
Un cop assolit el producte final s'analitzarà la situació en què es troba i es generaran nous 
objectius que per assolir-los en un futur pròxim. La intencionalitat del projecte un cop acabat, 
és publicar-lo sota una llicència per tal que la mateixa comunitat decideixo com encaminar-lo. 
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1.5. Estructura del document 
La documentació relativa al desenvolupament del projecte TeamCode s'ha dividit en dos 
apartats de major pes precedits per una planificació temporal del temps destinat a cada 
activitat. 
 
1.5.1. Planificació 
La planificació temporal pretén dur a terme una estimació del cost temporal de cada activitat. 
D’aquesta forma, extreure’n si l’execució de totes elles és possible en el marc de temps 
concedit. 
 
I. Estudi de tasques a realitzar 
En la primera secció de la planificació té lloc un estudi de totes les tasques a realitzar segons 
l'àmbit al qual pertanyen. Les dades referents a les activitats a realitzar provenen d'una anàlisi 
de requeriments realitzada al llarg del projecte.  
La disposició d'aquest contingut de forma prèvia a l'anàlisi pretén actuar a tall d'introducció 
presentant les tasques que es tractaran al llarg del document. 
 
II. Planificació temporal 
Un cop presentades les activitats a realitzar, es realitzarà un una planificació d'aquestes. Per 
tal de facilitar la comprensió aquestes activitats seran agrupades segons la seva finalitat en 
etapes.  
La planificació presenta aquestes etapes en espais temporals formats per quinzenes 
començant pel dia 1 de cada mes (tractant els mesos de forma equitativa sense fer distinció 
pel nombre de dies). 
 
1.5.2. Estudi de mercat 
El tercer apartat d’aquesta documentació contempla l’estudi de mercat. Aquest engloba una 
anàlisi del Context Social i una anàlisi del Context Econòmic. La finalitat d'aquests subapartats 
és comprendre la posició en què se situarà l'aplicació un cop hagi sortit al mercat. Aquesta 
posició inclou tenir informació detallada i actualitzada sobre punts clau del mercat (clients 
potencials, competència, punts forts i punts febles). 
 
1.5.3. Desenvolupament 
L'últim apartat que conforma aquesta introducció al cos de la documentació tracta el 
desenvolupament de les activitats presentades en la secció d'"Estudi de tasques a realitzar". 
 
I. Anàlisis de requeriments amb prototipat 
Com s’ha introduït prèviament en l’apartat 5.1.1. (ref.) les activitats presentades en l'estudi 
per la planificació temporal provenen d'una anàlisi de requeriments. 
Aquesta anàlisi de requeriments té lloc dins la secció de desenvolupament. Aquest fet és 
possible gràcies a la tècnica de desenvolupament anomenada "Cerca amb prototipat". La 
cerca amb prototipat involucra una anàlisi previ de requeriments per tal d'extreure tants 
requeriments com sigui possible. 
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Partint d'aquest primer grup de requeriments s'inicia el desenvolupament d'un prototip. És 
important remarcar que el prototip no serà l'aplicació final. La raó de l'existència del prototip 
és ficar a prova els requeriments inicials per tal d'extreure aquells requeriments que no poden 
ser detectats a primera vista. 
Aquesta cerca de requeriments amb prototipat és compatible amb metodologies SCRUM. Els 
diferents cicles que conformen el desenvolupament del producte iteren sobre el prototip. 
D'aquesta forma, a la vegada que avança el desenvolupament, generem nous requeriments 
que fins al moment no es podien detectar. Un tret característic d'aquesta cerca amb prototipat 
és l'existència de l'activitat de portar els sistemes implementats en el prototip a l'aplicació final. 
Una acció que sol recaure sempre en l'últim cicle de desenvolupament. 
 
Per realitzar aquesta cerca és important disposar d'una plantilla per forçar l'aparició d'aquests 
requeriments. D'altra forma el que estaríem fent és un desenvolupament arriscat i amb 
possibilitat d'implicar una reestructuració completa del projecte en qualsevol moment. Fet que 
comportaria un excedent en les hores i el treball necessari i per consegüent, el fracàs del 
projecte. 
La plantilla emprada en aquest projecte s'ha d'aplicar per cada cicle de desenvolupament i 
està formada per quatre apartats "Objectiu", "Opcions", "Desenvolupament" i "Conclusions". 
 
● Objectiu 
En aquest apartat l'objectiu és redactar per escrit què es vol obtenir en finalitzar el cicle de 
desenvolupament. Aquest apartat pot estar format per un grup heterogeni de sistemes, 
requeriments, solucions, marques temporals, etc. 
Amb la redacció d'aquests no només es busca deixar constància de les tasques a realitzar 
sinó també forçar al fet que apareguin conflictes o dependències noves mentre es redacten. 
D'aquesta forma podrem preveure els problemes abans que tinguin lloc estalviant-nos una 
gran quantitat de temps. 
 
● Opcions 
En l'apartat d'opcions s'ha de deixar per escrit les diferents formes que existeixen per donar 
solució a un problema, prèviament plantejat en l'apartat d'Objectius. Amb aquesta redacció 
es busca forçar a deixar per escrit què es vol dur a terme i com es durà a terme. D'aquesta 
forma poden sortir nous requeriments o dependències que havíem eludit en l'apartat anterior. 
 
● Desenvolupament 
L'apartat de desenvolupament és la redacció escrita del procediment emprat per resoldre els 
objectius prèviament plantejats. Aquest procediment neix de les opcions plantejades en 
l'apartat anterior. Inclou una explicació amb els resultats que es van obtenint i com s'uneixen 
en el prototip o l'aplicació final. 
Sovint durant el desenvolupament de les diverses opcions plantejades aquestes acaben per 
generar dificultats o noves dependències. En cas de passar, aquests punts també són 
redactats per deixar constància. 
 
● Conclusions 
Les conclusions són un recull de les modificacions o alteracions realitzades sobre el projecte 
durant el transcurs del cicle de desenvolupament. En aquest punt s'analitza el perquè de les 
variacions i com afectaran futures iteracions. També es duu a terme un tractament especial 
per explicar les modificacions que s'ha decidit realitzar sobre l'aplicació un cop el 
desenvolupament ha acabat. 
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2. Planificació 
La planificació està dividida en un total de dos apartats. L’Estudi de tasques a realitzar 
i la planificació temporal d’aquestes mateixes tasques. 
Pel que fa al primer apartat, en ell es desglossen totes aquelles tasques planificades per dur-
se a terme al llarg del període que comprendrà aquest treball. Aquestes tasques que 
componen el projecte es troben compreses en etapes. Per l'altra banda, en el segon punt es 
disposen les tasques anteriorment esmentades sobre una plana cronològica amb la finalitat 
d'extreure'n una correcta distribució temporal. 
2.1. Estudi de tasques a realitzar 
El propòsit d'aquest treball és construir una aplicació per gestionar projectes sense la 
necessitat d'instal·lar cap programari en el nostre ordinador. Indirectament, aquest propòsit 
aporta una sèrie d'avantatges com ara l'edició i compilació ràpida de codi des de dispositius 
mòbils degut que l'accés a l'entorn de desenvolupament tan sols requereix disposar d'un 
navegador. Tanmateix, aquests avantatges i aquest objectiu ens marquen una sèrie de 
tasques a complir per anar aportant increments de funcionalitats sobre el producte. Per 
facilitar aquest procés de creació i portar un control més exhaustiu, distribuirem les tasques 
en diferents iteracions. 
 
Etapa Tasca 
Estudi i preparació 
Recopilació d’informació sobre els editors 
col·laboratius o Coeditors. 
Estudi de mercat 
Estudi del context social (clients, tendències, 
expectatives i comportaments). 
Estudi del context econòmic (Idea del producte). 
● Interès. 
● Descripció. 
● Situació i Problema. 
● Avantatges i desavantatges. 
● Competència per part del mercat de IDE’s. 
○ Entorns de desenvolupament locals, plugins 
en temps real i web. 
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Etapa Tasca 
Estudi de mercat 
Estudi del context econòmic (Anàlisi SWOT3 de la 
competència). 
● Entorns de desenvolupament locals. 
● Entorns de desenvolupament locals amb 
plugins en temps real. 
● Entorns de desenvolupament en la web. 
Anàlisi de requeriments 
Anàlisi de requeriments previs centrat en l’estudi de 
competidors. 
Cerca amb prototipat: 
Anàlisi de requeriments i 
desenvolupament 
Primer cicle de prototipat: Versió desplegada d’un 
editor de text. 
● Selecció d’un framework per al 
desenvolupament del client i el servidor. 
● Procés de prova i error aplicat a diferents IDE’s 
web. 
● Definició prèvia dels models de la base de 
dades. 
● Integració de funcionalitats aplicades a 
projectes (login d’usuaris, integració amb 
Github, etc). 
● Conclusions extretes, mesures preses en 
relació i redacció de la documentació. 
Segon cicle de prototipat: Sistema de comunicació en 
temps real bassat en inserció de text. 
● Creació d’una API REST centrada en el model 
de dades previ. 
● Redefinició dels models de la base de dades si 
s’escau. 
● Estudi sobre tècniques de transmissió de 
dades en temps real i elecció d’una d’elles. 
● Desenvolupament del sistema de transmissió 
de dades. 
● Conclusions extretes, mesures preses en 
relació i redacció de la documentació. 
  
                                               
3 SWOT: Analisis de Punts forts (Strengths), Punts febles (Weakness), Oportunitats (Opportunities) i 
Amenaces (Threats). 
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Etapa Tasca 
Cerca amb prototipat: 
Anàlisi de requeriments i 
desenvolupament 
Tercer cicle de prototipat: Integració de components. 
● Enllaç del Sistema d’edició de codi amb el 
Sistema de transmissió de dades en temps 
real. 
● Redefinició dels models de la base de dades si 
s’escau. 
● Conclusions extretes, mesures preses en 
relació i redacció de la documentació. 
Integració del prototip 
Integració del prototip a l’aplicació final. 
● Desplaçament del prototip aconseguit en la 
tercera etapa de prototipat a l’aplicació final. 
● Realització de crides des del Client al servidor 
per integrar les funcionalitats dels espais de 
treball. 
● Redefinició dels models de la base de dades si 
s’escau. 
● Conclusions extretes, mesures preses en 
relació i redacció de la documentació. 
 
Redacció final 
Finalitzar la redacció de la documentació 
Crear el guió per la defensa del treball. 
Crear la presentació per a la defensa del treball. 
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2.2. Planificació temporal de tasques a realitzar 
Els inicis de la planificació temporal es remunten al mes d’Octubre del 2018. Com des d’un 
principi ja es tenia bastant clara l’idea sobre la qual partir, es va optar per destinar els mesos 
de diferència entre la matriculació del mes d’Octubre i la matriculació del mes de Febrer per 
dur a terme tasques de recerca, planificació i anàlisis. Tot i no constar dins del període de 
matriculació del treball, aquest període ha estat contemplat i afegit tot estenent la duració total 
d’aquest projecte. 
 
Per facilitar la representació de la relació entre les tasques realitzades i el temps destinat a la 
seva realització, s’ha optat per fer ús d’una taula Tasques/Temps on el temps transcorre en 
quinzenes per facilitar la lectura. 
 
Etapa Octubre Novembre Desembre Gener 
1-15 16-31 1 - 15 16-30 1-15 16-31 1-15 16-31 
Estudi i preparació 
 
        
Estudi de mercat 
 
        
Anàlisi de 
requeriments 
        
Cerca amb 
prototipat 
        
Iteracions de la 
cerca 
      Primera 
iteració 
 
Etapa Febrer Març Abril Maig Juny 
1-15 16-28 1 - 15 16-31 1-15 16-30 1-15 16-31 1-30 
Cerca amb 
prototipat 
         
Iteracions de 
la cerca 
Primera 
iteració 
Segona iteració Tercera iteració 
  
Integració 
del prototip 
         
Redacció 
final 
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2.3. Valoració econòmica del projecte 
En aquest apartat es durà a terme una valoració simulant quin cost tindria portar a executar 
el projecte TeamCode per fer d’ell un producte empresarial. Per tal de realitzar aquesta 
valoració s’adaptarà el treball realitzat a un escenari empresarial real involucrant la creació i 
gestió d’una empresa. Aquesta decisió s’ha pres degut que l’anàlisi que es realitzaria sobre 
el treball realitzat al llarg del projecte no seria tan precís i realista. La totalitat de les eines 
emprades disposaven de llicències gratuïtes i l’únic punt que aportaria valor al projecte 
serien les hores de programació emprades. Aquestes hores de treball involucren molts llocs 
de treball que quedarien eclipsats per la figura d’un sol desenvolupador tot privant-los de la 
importància que tenen en el món laboral. 
 
2.3.1. Valoració de l’aplicació en un entorn profesional 
En la fase inicial del projecte, es presenta la figura de l'empresari amb la idea d’un projecte i 
una empresa. En aquesta posició el producte és tan sols una idea i no s'ha realitzat cap mena 
d'anàlisi de requeriments. Per tant el CEO de l'empresa no disposa de cap guia per ajudar-lo 
a marcar un perfil per la contractació del personal necessari. Per resoldre aquesta situació, 
es contractarien els serveis d'una consultoria informàtica. 
En aquest escenari el CEO presentar la idea de que és i que pretén TeamCode a la 
consultoría. Un cop estudiada la proposta, la consultoria ofereix un total de tres plans a 
l'empresari. 
 
- Pla 1: Diagnòstic del projecte i el disseny d’un pla d’acció. 
- Pla 2: Pla 1 i implementació del pla d’acció. 
- Pla 3: Pla 1, pla 2 i anàlisi i tractament del SEO4, SEM5 i XXSS6 de l'empresa. 
 
Com l’empresari vol disposar del seu equip treballant físicament en les oficines de l'empresa 
tan sols contracta el primer pla. El resultat d’aquest pla és una anàlisi positiva de la viabilitat 
del producte gràcies a un estudi de mercat (similar al efectuat en aquesta documentació) . A 
més a més, la consultoria dissenya tot un pla d’acció que inclou el període de temps (9 mesos) 
i les tasques a realitzar per poder portar a terme el projecte.  
Amb aquest diagnòstic i pla d’acció en mà, l’empresari passa a adquirir un full de ruta a partir 
del qual començar a formar el seu equip de treball. Dins d'aquest pla d’acció la consultoria 
específica la contractació d'especialistes en el seu sector. Aquest requeriment és clau segons 
la consultora per tal de assegurar la viabilitat del projecte en l’espai de temps de 9 mesos. Un 
cop analitzades les tasques del pla d’acció l'empresari elabora un llistat amb aquelles tasques 
amb major i menor implicació temporal per tal d’extreure si serà necessària la contractació de 
més d’un especialista. 
 
                                               
4 SEO (Search Engine Optimization): És el procés d’augmentat la qualitat i quantitat de trànsit d’una 
pàgina web a través de millorar la visibilitat d’aquesta pàgina en els motors de cerca. 
5 SEM (Search Engine Marketing):  Promou el material del lloc web per afavorir la seva ubicació en 
els resultats dels diferents motors de búsqueda. 
6 XXSS (Xarxes Socials): Tracten l’administració i visibilitat del conjunt format pels diferents comptes 
de l'empresa en les Xarxes Socials. 
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Un cop finalitzat el llistat d’implicació s’extreuen aquelles vacants per tal de dur a terme les 
contractacions. 
 
- 1 Especialista de Recursos Humans 
- 1 Director de projectes o Project Manager 
- 2 Desenvolupadors senior de back-end 
- 2 Desenvolupadors senior de front-end 
- 1 Especialista en sistemes informàtics 
- 1 Especialista en HCI (Human Computer Interaction) 
- 1 Especialista en seguretat informàtica 
- 1 Especialista en SEO i SEM 
- 1 Administradors de les XXSS 
 
Les contractacions es duen a terme en dues fases. La primera d’elles tan sols inclou la 
contractació de l’especialista en Recursos Humans. Aquest és contractat un mes abans que 
la resta per poder estudiar candidats i efectuar la resta de contractacions. 
 
Un cop contractat tot l’equip, es presenta el projecte tot ficant al Project Manager com a cap 
de les operacions. Arribats a aquest punt es posa fi a l’escenari d’actuació ja que el CEO de 
l'empresa (objecte per presentar el cas d'estudi) passa a prendre un paper secundari. Tot i 
això, ajudarà a l'equip amb qualsevol gestió interna o relacionada amb la visibilitat de 
l’empresa. 
 
El resultat d’aquest plantejament és un recull aproximat de les despeses generades fins al 
moment sumades a les despeses que se generaran al llarg dels nou mesos de treball per 
aquest equip7. Hem de tenir en compte que desenvolupar el producte TeamCode de forma 
correcta per poder optar a posar-lo al mercat requereix de moltes despeses no relacionades 
amb l’equip de desenvolupadors. Aquestes despeses ha de ser sumades igualment, sinó 
estarem donant una idea equivocada de valor del projecte. 
 
Despeses Valor econòmic 
Inscripció de l’empresa en el registre Mercantil 240€ 
Registre de l’empresa per un notari8 (Poders en General) 30,05€ 
Obrir el compte de banc de l’empresa 3.000€ 
Redactar els estatuts i constitució de l’empresa amb un notari (Actes) 
500€ + 150€  
+ 36,06€ 
Contractació dels serveis de la consultoria 790€ 
Lloguer oficines (200m2) 5.050€ 
 
                                               
7 Per calcular els salaris dels equips s’ha emprat el promig de salari en Espanya ja que les dades 
empresarials també treballen en el mateix àmbit. 
8 Per fer els càlculs de despeses generats per la contractació d’un notari s’ha fet ús del document 
d’Aranzels Notarials d’Espanya i el tipus de documents sense quantia. [Font.] 
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Despeses (9 mesos) Valor econòmic 
Especialista de Recursos Humans 16.200€ 
Director de projectes o Project Manager 33.750€ 
Desenvolupadors senior de back-end 60.000€ 
Desenvolupadors senior de front-end 45.000€ 
Especialista en sistemes informàtics 33.750€ 
Especialista en HCI (Human Computer Interaction) 33.750€ 
Especialista en seguretat informàtica 45.000€ 
Especialista en SEO i SEM 31.875€ 
Administradors de les XXSS 12.571€ 
Total creació del projecte: 321.692,11€ 
Manteniment del projecte/any: 420.911€ 
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3. Estudi del mercat i el seu context 
Aquesta idea d’aplicació web se centra en l'àmbit de la programació en línia i en temps real 
entre diferents usuaris. Aquest és un mercat en el qual actualment estan començant a 
aparèixer cada cop més competidors. Pàgines web com Codementor, Collabedit o Floobits ja 
ofereixen actualment la base dels serveis que TeamCode pensa oferir des d’un principi. Raó 
de pes per la qual s’ha d’estudiar amb detall aquest mercat i intentar-se desmarcar del que 
tothom ofereix. 
Pel que fa al context, el podem dividir en context social i context econòmic. 
3.1. Context Social 
Clients 
Dins del context social trobem al públic destinatari del producte, ens trobem amb un col·lectiu 
extremament definit (àmbit de la programació). Si intentéssim estendre el producte a altres 
sectors més generals oferint, per exemple, un sistema Markdown d’edició de text entraríem 
en conflicte amb nous competidors. Per tant, el públic destinatari estarà fixat des d’un inici. 
Els avantatges que aquesta decisió comportarà són: 
 
- Conèixer des d’un principi a l’audiència que farà ús de la nostra aplicació. 
- Poder adaptar l’aplicació a necessitats i aficions concretes del públic. 
- Tracte més proper amb l’usuari per tal de fer-li saber que l’escoltem. 
 
Característiques Demogràfiques 
Client Gènere Edat Capital/any Factors de fidelitat 
Estudiants M(88%) - F(12%)9 30 0€ - 9.600€ 
Preu, Disponibilitat, Avantatges 
i característiques respecte la 
competència. 
Programadors 
freelance 
M(59%) - F(41%)10 26 58.856€ 
Qualitat del Servei, 
Disponibilitat, Avantatges i 
característiques respecte la 
competència. 
Programadors 
contractuals 
M(53%) - F(47%)2 40 79.989€11 
Depenen de l’opinió de 
l'empresa. 
Caps de 
projecte 
M(70%) - F(30%)12 40 90.434€ 
Depenent de l’opinió de 
l'empresa. 
 
                                               
9 Segons l’article realitzat per Computerscience sobre l’estat actual del grau en informàtica. 
10 Dades extretes del portal d’estadístiques Statista. 
11 Dades extretes de la web d’estadístiques sobre Estats Units Datausa. 
12 Informació provinent del Scrum Master Salary Report del 2017. 
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Característiques geogràfiques dels clients 
Tipus d'àrea Localització Població Factors geogràfics 
Rural Petites 
localitats, 
Zones aïllades 
1000 habitants 
o menys 
Difícil disposar d’un punt d’accés a 
internet, Mala intensitat de senyal, Alt 
temps de resposta, Poca familiarització 
amb els recursos web. 
Suburbana Petites ciutats, 
Zones 
residencials 
100.000 
habitants 
Pocs punts d’accés a internet diferents 
de la residència propia, Bona intensitat 
de senyal. 
Urbana Grans ciutats 
amb una alta 
relació 
d'habitants/m2 
+100.000 
habitants 
Molts punts d’accés a internet, 
Excel·lent intensitat de senyal. 
 
 
Característiques psicològiques 
Client Estil de vida Personalitat Motivacions 
Estudiants Desinteressat, 
Sensible, 
Saludable, 
Estalviador, 
Acomodat, 
Centrat 
Ocupat, Bromista, 
Despistat, Motivat, 
Lideratge, 
Organitzat, Agitat, 
Tranquil, 
Respectuós, 
Desorganitzat. 
Facilitat a l’hora de treballar en 
equip, Facilitat a l’hora de 
programar, Actualitzacions 
constants. 
Programadors 
freelance 
Atent, Saludable, 
Estalviador, 
Acomodat, 
Centrat 
Ocupat, Despistat, 
Motivat, Tranquil, 
Respectuós, 
Desorganitzat. 
Nous clients, Facilitat a l’hora 
de programar, Feedback, 
Organització. 
Programadors 
contractuals 
Saludable, 
Estalviador, 
Acomodat, 
Centrat 
Ocupat, Despistat, 
Motivat, Tranquil, 
Respectuós, 
Desorganitzat. 
Salari, Facilitat a l’hora de 
treballar en equip, Facilitat a 
l’hora de programar, Ascendir 
en l’empresa. 
Caps de 
projecte 
Transparent, 
Atent, Centrat, 
Entregat, 
Estalviador, 
Acomodat 
Ocupat, Despistat, 
Motivat, Tranquil, 
Respectuós, 
Lideratge, 
Desorganitzat. 
Salari, Facilitat per gestionar 
els equips i projectes, 
Informació sobre el transcurs 
del projecte, Organització. 
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Anàlisis de les possibles necessitats dels clients 
Client Emocionals Motivacionals Lingüístiques Específiques 
UdL Proporcionar les 
últimes 
tecnologies als 
estudiants. 
Qualitat, Preu.  Suport lingüístic per 
a qualsevol país 
dins del pla 
d’ERASMUS. 
Bona 
discoverability per 
facilitar 
l'aprenentatge 
per als nous 
estudiants. 
Petites i 
mitjanes 
empreses 
Millorar 
l’eficiència del 
seu personal. 
Qualitat, Preu, 
Servei 
Personalitzat 
Suport lingüístic 
corresponent als 
idiomes oficials de 
l’empresa. 
Servei d’atenció 
per a futures 
implementacions 
que el client 
sol·licita. 
Grans 
empreses 
Facilitar al 
màxim la feina 
als seus 
treballadors. 
Qualitat, Preu, 
Escalabilitat, 
Singularitat. 
Multilingüe. Compatibilitat 
amb comptes de 
Google. 
GitHub Proporcionar als 
usuaris una 
edició de codi en 
línia. 
Qualitat, Preu, 
Escalabilitat, 
Compatibilitat 
amb qualsevol 
dispositiu. 
Multilingüe. Compatibilitat 
amb comptes de 
gitHub. 
 
Ajustament del producte al client 
Client Necessitat Funcionalitat 
UdL 
Gestió dels projectes per part d’un 
professor/alumne que complirà amb el 
rol de cap de projecte. 
Sistema de creació i gestió de 
projectes. 
Comunicar-se dins del projecte. Sala de xat integrada en l’aplicació 
amb canal públic per a tots els 
integrants de l’equip i missatges 
privats. 
Afegir tasques o activitats a realitzar. Llistat de TODO dins de cada projecte 
per tal de comunicar als integrants què 
queda per realitzar. 
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3.2. Context Econòmic 
Aquest context es desenvoluparà al llarg de l’escena del mercat degut que és el més afectat 
per les decisions que haurem de prendre sobre l’aplicació. 
 
3.2.1. Idea del producte: 
I. Interès 
L’objectiu d’aquest treball se centra a donar resposta als problemes que apareeixen quan 
s’intenta dur a terme programació en grup a distància.  
 
II. Descripció 
El producte pretén oferir una plataforma de gestió d'equips, de projectes i d’edició de codi en 
línia i amb suport per a treballar amb diversos usuaris en temps real. 
 
III. Situació i problema 
En l’actualitat gràcies a eines com Google Docs, Overleaf o Sharelatex (tot i que aquesta 
última ara forma part de Overleaf) podem arribar a desentendre’ns d’eines que fa uns anys 
eren gairebé essencials en els nostres ordinadors com ara Microsoft Word. És cert que el fet 
de disposar de les eines en versió web pot limitar el nombre de funcions que ens pot oferir 
però amb el pas del temps aquest marge és cada cop més reduït. 
En canvi, en l'àmbit dels entorns de desenvolupament, els programadors opten per instal·lar 
l’IDE en el seu ordinador i treballar en local. La programació fent ús d’eines web no és un 
àmbit conegut i això provoca que la comunitat no es planteja fer ús d’elles per desconfiança i 
per comoditat amb el format actual. TeamCode, tot i no implementar totes les funcionalitats 
que ofereix un IDE intenta donar solució al problema de comunicació existent pel fet de 
treballar localment oferint una edició de codi amb ressaltat. Amb aquest precedent TeamCode 
pot suposar el primer pas per obtenir un IDE col·laboratiu, aquest fet es tractarà amb més 
profunditat en el treball futur d'aquest projecte i només seria possible si s’implementessin 
aquelles funcionalitats vitals dels entorns de desenvolupament integrat com ara les 
execucions dels programes o la compilació i depuració del codi entre d’altres. 
 
IV. Avantatges del producte 
· No requereix d’instal·lació prèvia. 
· L’usuari no ha de descarregar contingut ni guardar-lo en el seu ordinador. 
· No es troba limitat a la compatibilitat amb certs sistemes operatius. 
· Multidispositiu. 
· Extremadament lleuger per al dispositiu, aquest no requereix altes prestacions. 
· Actualitzacions gairebé instantànies i sense preocupar als clients. 
· Els problemes de compatibilitat entre versions desapareixen degut que tothom treballa amb 
una única versió, la del servidor. 
 
  
 20 
V. Desavantatges del producte 
· Requereix connexió a la xarxa. 
· La informació està en constant moviment per la web per tant, requereix importants  
  mesures de seguretat. 
· L'accessibilitat web suposa molt treball. 
· El temps de resposta és més lent (tot i que les tecnologies com ara AJAX redueixen  
  cada cop més aquest marge). 
 
VI. Competència en el mercat 
La competència en el mercat ve donada per dos productes: Els entorns de desenvolupament 
locals i els entorns de desenvolupament allotjats en la web.  
Tots dos suposen competència perquè tracten amb clients objectius de la nostra idea de 
producte i és per això que s’han d'analitzar. 
 
VII. Entorns de desenvolupament locals 
En la part referent als IDE distribuïts com a software el qual requereix una instal·lació prèvia 
en el nostre dispositiu, el nostre producte disposa d’un interessant llistat d’avantatges sobre 
ells. Tot i així suposen competidors indirectes perquè disposen dels clients als quals va dirigit 
el nostre producte. 
Analitzant el transcurs en el camp de l'edició de text podem observar com els programes web 
amb el pas del temps i aportant característiques innovadores sobre la competència han pogut 
obtenir una important part de la quota de mercat. 
Si ens basem amb aquest fet i afegim les constants millores que s’estan introduint al camp de 
les tecnologies web junt amb el fet d’aportar innovacions, podem afirmar que el nostre 
producte tindrà un considerable impacte en el mercat. 
 
Exemples: Android Studio, Atom, Eclipse, Jetbrains, NetBeans, SublimeText, Visual Studio, 
entre d’altres. 
 
VIII. Entorns de desenvolupament locals amb plugins que ofereixen programació en 
línia en temps real 
Tot i ser un sector extremadament concret suposa el principal competidor directe. Disposen 
dels avantatges d’un entorn de programació local junt amb una de les principals innovacions 
que aporta el nostre producte sobre els entorns de programació tradicionals. En aquesta 
situació tindrem analitzar els seus productes i extreure característiques innovadores a partir 
dels avantatges que tenen les aplicacions web sobre les locals. 
 
Exemples: Atom, EMACS, IntelliJ, Sublime text i Vim amb plugins com Mote Pair, Atom Pair, 
Floobits Atom, Remote Sublime i Subliminal Collaborator. 
 
IX. Entorns de desenvolupament en la web 
Aquests competidors també són considerats directes degut que en primera instància 
ofereixen un producte base igual al nostre. És per aquest motiu haurem de realitzar més 
anàlisis en el camp dels entorns de programació en la web per saber si el nostre producte 
disposa de possibilitats en cas de sortir al mercat. 
 
Exemples: Air Pair, Codementor, Collabedit, Floobits, Sharecode, entre d’altres.  
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3.2.2. Anàlisis SWOT de la competència: 
En aquest apartat es durà a terme una anàlisis dels diferents productes que actualment es 
troben en el mercat i que ocupin part de la quota de mercat amb la que el nostre producte ha 
de treballar en un futur. 
 
I. Entorns de desenvolupament locals: 
Anàlisis realitzat sobre els principals entorns de desenvolupament segons el portal web 
InfoWorld13. 
 
 
Visual Studio 
22.4 % 
 
 
 
Eclipse 
20.38 % 
 
 
 
NetBeans 
4.75 % 
Strengths Weakness 
Actualitzacions Freqüents: 
Els usuaris mai haurien de 
preocupar de quedar-se en un 
entorn de programació obsolet. 
 
Multiplataforma: 
Els productes de VS estan 
disponibles per als principals 
Sistemes Operatius (Windows, 
Linux i macOS). 
 
Open Source: Mentalitat que dóna 
lloc a una comunitat sòlida. Aquesta 
retorna la confiança dipositada en 
ella en forma de valuoses 
aportacions. 
Actualitzacions Freqüents:  
Les actualitzacions constants són 
una arma de doble fil. Mantenen els 
errors controlats però provoquen 
llargues llistes d’incompatibilitats. 
 
Productes semblants:  
El fet de competir en un mercat amb 
demanda pot ser una oportunitat. 
Però, la gran quantitat d'opcions 
amb característiques semblants no 
fan més que dificultar la 
supervivència del producte. 
Opportunities Threats 
Plugins: 
Productes com Visual Studio Code 
proporcionen un seguit de plugins 
creats per tercers o per la mateixa 
comunitat. Això extén les 
funcionalitats del IDE i crea 
comunitat, fet que és essencial per 
a un bon projecte de software. 
IDEs en línia: 
Per a un entorn de 
desenvolupament dissenyat per ser 
instal·lat en l’equip, els IDEs en línia 
poden ser una amenaça. Això es 
deu que no requereixen espai en el 
disc ni uns requeriments d’equip 
mínims. 
 
  
                                               
13 Article on es mostren els principals llenguatges de programació del 2017. 
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Android Studio 
9.87 % 
Strengths Weakness 
Mercat recolzat: 
Android és un sistema operatiu 
recolzat per Google i Open Handset 
Alliance. El renom de totes dues 
organitzacions donen credibilitat i 
valor al sistema operatiu. 
 
Mercat monopolitzat: 
Aquest mercat està extremadament 
marcat, fins al punt en què està 
dividit en dues grans potències: 
Android i IOS. Altres sistemes com 
Windows Phone ja van sofrir les 
conseqüències d'aquest mercat 
monopolitzat. 
 
Actualitzacions Freqüents. 
 
Multiplataforma 
Mercat sense competència: 
No tenir competència és un 
avantatge per a l'organització però 
un problema per als usuaris. El no 
tenir competència pot desembocar 
en un relaxament del contingut que 
es va introduint en el producte. 
 
Centrat en dispositius mòbils: 
La principal finalitat del IDE és 
donar resposta a tots aquells 
programadors de la plataforma 
Android. 
Opportunities Threats 
Mercat en desenvolupament: 
El mercat dels sistemes operatius 
per telèfons és jove. Això genera 
curiositat per part dels usuaris. 
Finalment s’acabarà traduint en 
més usuaris i més activitat. 
IOS: 
El sistema operatiu d’Apple és el 
seu principal competidor. La seva 
mentalitat aposta per la 
privatització del codi i la simplicitat 
de cara a l’usuari. Android 
representa tot el contrari. 
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Vim 
8.02 % 
Strengths Weakness 
Antiguitat: 
És un dels primers editors que van 
aparèixer. Els usuaris que el 
segueixen fent anar són fidels a ell i 
aporten contingut de valor al 
projecte. 
 
El fet de pertànyer a una generació 
anterior també el fa independent a 
la dependència de noves 
tecnologies com ara el punter. 
 
Rapidesa: 
La versió més simple d’aquest IDE 
prescindeix de factors que puguin 
alentir-lo (plugins, temes pesats o 
eines de tercers). Amb aquest 
plantejament aconsegueix una 
funcionalitat bàsica, útil i funcional. 
 
Multiplataforma 
Antiguitat: 
El fet de treballar amb tecnologies 
antigues pot fer perdre l'interès dels 
usuaris que busquen novetats 
constantment. 
 
Treballar amb comandes de 
terminal, combinacions de tecles i 
altres mecanismes provinents de 
les primeres interfícies provoca que 
els usuaris puguin no trobar atractiu 
el producte. 
 
Productes semblants. 
Opportunities Threats 
Complexitat: 
La complexitat de l’editor pot tirar 
enrere als nous usuaris però també 
el fa un dels lleugers i ràpids. 
 
Lleuger: 
Al tractar-se d’un IDE construït a 
baix nivell i amb funcionalitats molt 
concretes. Obté com a 
compensació una mida més 
reduïda. 
Nous IDEs: 
Els nous entorn de 
desenvolupament ofereixen 
innovadores interfícies i 
funcionalitats més adaptades a 
l'experiència de l'usuari 
expressament pensades perquè els 
usuaris s'acostumin a les seves 
facilitats deixant enrere els antics 
editors de text. 
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Apple Xcode 
4.35 % 
Strengths Weakness 
Mercat recolzat: 
Apple Xcode disposa de suport 
directe d’Apple. És el seu propi 
entorn de desenvolupament, 
destinat a la programació 
d’aplicacions per a dispositius iOS. 
 
Codi parcialment alliberat: 
Apple ha anat alliberant segments 
concrets del kernel d’iOS però 
aquests fragments segueixen fent 
impossible que la comunitat pugui 
desenvolupar o recercar per obtenir 
nous productes. Eliminant qualsevol 
tipus de competència. 
 
Mercat monopolitzat. 
Centrat en dispositius iOS: 
El IDE està centrat únicament a la 
programació d’aplicacions per al 
Sistema Operatiu IOS. 
 
Codi parcialment alliberat: 
Per una part aconsegueixen 
eliminar la competència. Però, per 
l'altra part, limiten a la comunitat. 
Alliberar la totalitat del codi podria 
donar lloc a noves implementacions 
o inclús millores sobre la 
implementació actual. 
Opportunities Threats 
Sense competència: 
Sols Apple disposa de la major part 
del codi. Tan sols ells disposen de la 
informació per tirar endavant un 
S.O. iOS. Això limita qualsevol 
classe d’intent de competència en el 
mercat iOS. 
Android: 
iOS disposa d’una gran part del 
mercat però no s’ha d’oblidar del 
seu principal competidor, Android. 
Ambdós tenen mentalitats diferents 
i busquen conservar els seus 
usuaris oferint un producte 
diferenciat. 
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JetBrains 
4.69 % 
 
 
 
Komodo 
4.33 % 
Strengths Weakness 
Actualitzacions freqüents: 
Disposar d’una injecció fixa de 
capital ajuda a tenir una forta base 
de recerca i innovació per al 
producte. Això es tradueix en 
constants millores. 
 
Multiplataforma 
Preu en el mercat:  
El producte en el mercat té un preu 
el qual tira enrere al programador 
aficionat o novell. Això provoca que 
aquest programador creixo adaptat 
a un IDE gratuït, cosa que suposa 
un client perdut. Cal remarcar que 
JetBrains soluciona aquest  
problema oferint la seva versió 
completa als universitaris. 
 
Productes semblants. 
Opportunities Threats 
Versions de prova: 
Es tracta d’un IDE el qual, tot i 
requerir ser comprat, també aposta 
per una versió de prova per introduir 
als usuaris. 
 
Finançament: 
El fet de tenir un preu en el mercat 
suposa una injecció de capital per a 
l’empresa la qual cosa pot 
desembocar en un millor servei. 
 
Plugins. 
Entorns de desenvolupament 
gratuïts: 
La seva principal amenaça en 
bassa en què els usuaris poden 
trobar en un IDE gratuït les 
mateixes facilitats que ofereix el 
seu producte. Per evitar aquesta 
amenaça opten per aportar 
actualitzacions, millores, innovació, 
etc. Entre altres mètodes. 
 
  
 26 
 
Sublime Text 
3.94 % 
Strengths Weakness 
Senzillesa: 
Es tracta d'un editor de text amb 
reconeixement de codi. És una eina 
útil a tall d'introducció a la 
programació sense haver d'entrar 
en contacte amb tota la força d'un 
IDE. 
 
Multiplataforma. 
Senzillesa: 
La senzillesa pot ser útil al 
començament per aprendre a 
programar però si els usuaris no 
disposen d'una eina bàsica, 
optaran per utilitzar un altre 
producte sense dubte. 
 
Productes semblants. 
Opportunities Threats 
Easy-to-learn: 
La mateixa senzillesa li atribueix el 
factor clau per ser fàcil d'aprendre i 
habituar-se a ell. 
 
Plugins. 
 
Lleuger. 
IDEs complexes: 
La seva principal amenaça són els 
IDEs complexes. Tot i així, és una 
amenaça coneguda i han 
demostrat que poden seguir 
convivint amb ella amb l’ús de 
plugins i presentant el producte 
com una alternativa més senzilla 
als actuals productes del mercat. 
 
 
Xamarin 
3.46 % 
Strengths Weakness 
Mercats amb alta demanda: 
Treballar amb aplicacions Android i 
iOS al mateix temps amplia 
enormement el mercat d’usuaris i 
redueix el temps de treball. 
 
Multiplataforma. 
Complexitat: 
Xamarin conté una gran quantitat 
de dependències que poden 
resultar molestes per als usuaris 
novells. 
Opportunities Threats 
Android i iOS: 
Xamarin permet crear aplicacions 
que poden ser utilitzades tant per 
sistemes Android com iOS. 
 
Plugins. 
Android i iOS:  
Competir en el camp dels dos 
principals sistemes operatius pot 
ampliar el mercat però també els 
competidors.  
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II. Entorns de desenvolupament locals amb plugins que ofereixen programació en 
línia en temps real: 
 
 
Part els entorns de desenvolupament locals analitzats anteriorment aconsegueixen la 
programació en línia en temps real fent ús de plugins. A continuació explicarem els més 
dominants en el mercat d’usuaris i obviarem aquells que han deixat de tenir suport per part 
dels creadors o la comunitat. 
 
Plugins SWOT analysis 
 
Floobits 
Strengths Weakness 
Disponibilitat: 
Aquest plugin disposa de diferents 
versions adaptades a IDEs d’ús 
popular com poden ser: Atom, 
JetBrains, Vim, SublimeText i 
EMACS. 
 
Suport web: 
La mateixa organització disposa 
d’un IDE en línia. 
 
Codi obert. 
Inactivitat: 
Com a tal, l’organització Floobits ha 
deixat de tenir activitat en pàgines 
com GitHub des de fa un any. 
La seva web data l’última noticia del 
2016. 
 
Versions limitades: 
L’usuari mai disposarà de tot el 
potencial del producte si no 
adquireix una versió 
comercialitzada d’aquest. 
Opportunities Threats 
Producte únic: 
Dins del món dels plugins 
col·laboratius per a IDEs Floobits 
presenta un producte que pretén 
adaptar-se al programador perquè 
aquest no hagi de deixar d'utilitzar el 
seu IDE. 
 
Competència inactiva:  
En el sector dels plugins 
col·laboratius per a IDEs s'han 
desenvolupat les principals 
característiques i s’ha abandonat la 
investigació de noves. 
 
Mercat per explotar:  
És un mercat apte per a investigar i 
trobar eines que encara no 
coneixem però poden esdevenir 
essencials. 
Projectes actius: 
Altres projectes de plugins 
disposen d’actualitzacions més 
constants i un cicle de vida actiu. 
 
Comunitats: 
Els mateixos usuaris saben quan 
un projecte és inactiu. Com a 
usuaris, busquem el suport i les 
actualitzacions en el programari 
que utilitzem. 
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Plugins SWOT analysis 
Atom Pair 
Strengths Weakness 
Senzillesa: 
Basa tot el seu funcionament en fer 
pública una clau privada per tal de 
compartir el contingut del teu entorn 
de desenvolupament. 
 
Codi obert. 
Senzillesa: 
Oferir els serveis mínims és un punt 
feble respecte altres competidors 
dins del mateix camp. 
 
Inactivitat. 
Opportunities Threats 
Competència inactiva. 
 
Mercat per explotar. 
Projectes actius. 
 
Comunitats. 
Atom Teletype 
Strengths Weakness 
Activitat: 
El projecte Atom Teletype consta 
amb actualitzacions de fa sis 
mesos. Es pot considerar actiu 
respecte els seus principals 
competidors. 
 
Senzillesa. 
 
Codi obert. 
Activitat:  
Segons la informació del projecte 
consta de dotze contribuïdors, sis 
d’ells extremadament actius en la 
comunitat. Actualment consta de 
seixanta issues i set pull requests 
obertes per la qual cosa, podem 
intuir activitat. 
 
Senzillesa. 
Opportunities Threats 
Competència inactiva. 
 
Mercat per explotar. 
Projectes actius. 
 
Comunitats. 
TMUX 
Strengths Weakness 
Actiu: 
Actualment el projecte TMUX 
continua actiu a plataformes com 
GitHub amb data de dos mesos 
enrere. 
 
Codi obert. 
Plugin focalitzat: 
El tractar-se d’un pugin centrat a 
donar suport al IDE Vim tanca la 
porta a altres oportunitats de negoci 
i nous competidors. 
Opportunities Threats 
Competència inactiva. 
 
Mercat per explotar. 
Plugins multi-plataforma: 
Plugins com ara Floobits amb 
característiques multi-plataforma. 
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III. Entorns de desenvolupament en la web: 
En aquest apartat tindrem especial cura, d’aquests models de producte en podem extreure 
valuoses idees. Tots aquests productes han sorgit d’una mateixa premissa, la programació 
en línia en temps real. Com a resultat, actualment són els entorns de desenvolupament en 
cloud (cloud IDEs) més utilitzats. 
 
IDE SWOT analysis 
 
Cloud9 
Strengths Weakness 
Suport d’Amazon: 
El IDE disposa del suport de AWS 
(Amazon Web Services) un dels 
gegants dels  serveis web 
actualment. 
 
Integració de AWS: 
Els projectes inclouen una terminal. 
 
Varietat de característiques: 
Depurador, Suport per programació 
de servidors, terminal integrada, xat 
incorporat, compatibilitat amb IDEs 
(Eclipse i Visual Studio), historials 
de revisions entre d’altres. 
 
Amplia varietat de llenguatges: 
Disposa de resaltat de text per més 
de 19 llenguatges14. 
 
Multiplataforma. 
IDEs online: 
Els usuaris sols poden accedir al 
IDE si disposen d’una connexió de 
red. 
 
Al dependre d’un servidor s’ha 
d’adaptar als problemes que pot 
comportar(gestió d’usuaris, 
projectes, comunicacions, etc). 
 
Opportunities Threats 
Gestió de projectes: 
Gestionar els projectes en el cloud 
té un pes null per l’usuari i la 
informació pot ser accedida per 
qualsevol dispositiu. 
 
Independent de l'equip: 
Al tractar-se de programari 
hospedat en servidors l'usuari rep 
un pes mínim de la càrrega de 
treball del IDE. Això permet ser 
usable per gairebé qualsevol equip. 
Plugins per a IDEs locals. 
Els plugins actualment ja 
implementen la programació 
concurrent en línia amb tota la 
potència d’un IDE local. 
 
Repositoris git: 
Les eines git permeten disposar del 
contingut en tot moment gràcies a 
l’ús de la web. 
  
                                               
14 Suport de llenguatges per Cloud9 [Font.] 
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Codeanywhere 
Strengths Weakness 
Varietat de característiques: 
Amplia personalització, Terminal 
integrada, Arxius compartits, 
historials de revisions entre d’altres. 
 
Amplia varietat de llenguatges15: 
Accepta la sintaxis de més de 120 
llenguatges de programació. 
 
Multiplataforma. 
IDEs online. 
 
Llenguatges tractats 
superficialment: 
Tot i disposar d’una gran quantitat 
de llenguatges reconeguts tan sols 
proporciona autocompletat per a 
js, php, html i css. 
Opportunities Threats 
Docker: 
Integra el suport de contenidors. 
Plugins per a IDEs locals. 
 
Repositoris git. 
Codenvy 
Strengths Weakness 
Fort suport: 
Codenvy és una iniciativa recolzada 
per Eclipse i recentment 16 ha estat 
adquirit per RedHat. 
 
Varietat de característiques: 
Introdueix la possibilitat de prendre 
captures (snapshots) dels projectes, 
debugger, integració de git. 
 
Amplia varietat de llenguatges17: 
Suport per a més de 80 llenguatges 
de programació. 
 
Multiplataforma. 
 
Open Source. 
Programació en línia amb retràs: 
Codenvy implementa la 
programació en línia. Aquesta 
incorpora un retràs considerable 
format per guardat d’arxiu, 
compilació i enviament de 
modificacions. 
 
IDEs online. 
Opportunities Threats 
Docker: 
Integra el suport de contenidors. 
 
Integració de plugins. 
Plugins per a IDEs locals. 
 
Repositoris git. 
 
  
                                               
15 Suport de llenguatges per Codeanywhere [Font.] 
16 L’operació va ser notificada al Maig del 2017.  
17 Suport de llenguatges per Codeanywhere [Font.] 
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Amb aquesta anàlisi obtenim la situació que presenten un grup seleccionat de les principals 
competències que es troben actualment en el mercat. Amb aquesta informació es pot adreçar 
la direcció que ha de prendre el nostre producte per estar ben ubicat. 
S'ha de tenir present que els clients potencials sempre preferiran les eines ja existents. La 
solució implica fer un estudi d'aquells punts forts, punts febles, amenaces i oportunitats més 
presents en el sector. Amb aquests es pot obtenir un model ideal de quines tasques 
implementar fer tal que els clients sentin que no perden funcionalitats sinó que en realitat 
n’estan guanyant de noves. 
 
- Punts forts: Formen la base de funcionalitats a implementar si volem que els usuaris 
sentin que no perden característiques al cambiar de plataforma. 
- Punts febles: Representen sectors a explotar per tal de acertar en aquelles possibles 
mancances que els usuaris busquen cobrir. 
- Oportunitats: Representen sectors amb un gran potencial encara per explotar. 
- Amenaces: Representen punts a tenir en compte a l’hora de tractar l’entrada en un 
sector concret.  
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4. Desenvolupament 
Seguint el format de la metodologia SCRUM i un cop la anàlisis de mercat ha estat realitzada. 
Disposem de dades sobre els clients, els competidors, les tecnologies més usades i possibles 
aplicacions del producte. Amb aquesta informació es pot proseguir tot generant l'anàlisi de 
requeriments. La missió d’aquest és extreure totes les necessitats o condicions a complir per 
un nou producte o l’alteració d’un preexistent. En aquest procés es sol involucrar al client o 
els que seran els usuaris finals. 
 
TeamCode al no disposar d’un client aquestes necessitats i condicions seran extretes de la 
funcionalitat que ofereixen les aplicacions més utilitzades del mercat. Això serà possible 
gràcies a l’anàlisi de mercat realitzar anteriorment. Un cop fixats els requeriments, utilitzarem 
la cerca amb prototipat per trobar d’entre les eines que disposem aquella que compleix més 
requeriments o, que s’adapta millor a ells. 
 
El procediment de desenvolupament com a tal es durà a terme emprant la cerca amb 
prototipat. Es tracta d’una tècnica d'obtenció de requeriments involucrada en la creació de 
software i centrada en la generació i anàlisi de prototips. La finalitat és generar una versió 
extremadament preliminar del producte final per tal d'extreure'n conclusions de viabilitat i 
requeriments. En aplicar cerca amb prototipat, també es busca provar una sèrie d'eines i 
tecnologies les quals inicialment poden proporcionar un mateix servei i extreure'n la millor pel 
projecte. En aquest projecte la cerca amb prototipat es dividirà en un seguit d'iteracions 
anomenades cicles de prototipat. 
4.1. Estudi de mercat 
Com s’ha tractat amb anterioritat, l’estudi de mercat no tan sols pretenia obtenir informació  
sobre oportunitats, fortaleses, debilitats i amenaces d’aquest. També busca adreçar la 
correcta creació del projecte TeamCode. Partint d’aquells productes més exitosos i aquells 
que han obtingut un ràpid creixement, obtenim punts de ruta a seguir per tal de disposar d’una 
sólida base per l’aplicació. Aquesta sólida base la podem representar amb una taula que 
transforma la sinopsis de les anàlisis SWOT en una nova taula formada a partir de la projecció 
d’aquests camps en la futura situació de l’aplicació. 
 
Candidat a futur requeriment 
Candidat a futur requeriment per evitar 
situacions de feblesa 
- Actualitzacions Freqüents 
- Multiplataforma 
- Open Source 
- Varietat de llenguatges 
- Latència 
- Pèrdua de connexió 
- Portabilitat de projectes preexistents 
Candidat a futur requeriment opcional 
Candidat a futur requeriment per evitar 
futures confrontacions 
- Competència jove 
- Mercat per explotar 
- Lleuger i ràpid 
- Actualitzacions Freqüents 
- Plugins d’edició col·laborativa 
- Entorns de desenvolupament gratuïts 
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4.2. Estudi de requeriments 
Un cop es disposa d’unes bases a tenir en compte, aquestes poden ser aplicades al camp 
d’actuació de l’aplicació. Amb la informació resultant d’aquest procés d’adaptació s’extrauran 
requeriments classificats en prevists i opcionals.  
Els requeriments prevists són aquells que s’han de complir quan el projecte hagi finalitzat. La 
seva existència és important per al correcte desenvolupament de l'aplicació un cop surto al 
mercat. 
Els requeriments opcionals busquen aportar més valor a l’aplicació. Gràcies a l’estructuració 
de les oportunitats en la sinopsi de l’estudi de mercat, si aquests requeriments opcionals 
s'aconsegueixen assolir, suposarà un avantatge amb el qual destacar respecte la resta de 
competidors. 
 
4.2.1. Requeriments prevists 
Com s’ha introduït prèviament, basarem els requeriments prevists en la funcionalitat i els 
serveis oferts per les aplicacions d’edició de codi en línea més utilitzades segons el mercat 
de competidors, aquests requeriments esdevindràn una part essencial de l’aplicació final 
degut a la seva importància. 
 
 
Producte Serveis oferts Avantatges / Inconvenients 
Floobits 
Multi Editor: 
Al tractar-se d’un plugin, 
s’adapta a tot un seguit 
d’editors de codi. 
Avantatges: 
- No força al client o, usuari a adaptar-se a 
un nou editor, pot seguir usant el seu 
editor de preferència. 
 
Inconvenients: 
- El ser un plugin limita el seu potencial. Si 
tingués suport web es pot anar escalant 
el producte i, en iteracions futures afegir 
funcionalitats com comunitat, professors, 
etc. 
Espais de treball: 
El plugin permet tractar 
el concepte de carpetes. 
Un espai de treball on 
diferents usuaris tenen 
accés a un seguit 
d’arxius compartits. 
Avantatges: 
- Redueix el temps d’accés entre arxius 
compartits com és el cas de ShareCode. 
- Augmenta l’organització de projectes 
complexes. 
- Permet el tractament per importar arxius. 
 
Inconvenients: 
- L’integració de funcionalitats com ara 
l’importació d’arxius requereix de més 
treball si es volen notificar els errors. 
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Producte Serveis oferts Avantatges / Inconvenients 
Floobits 
Organitzacions/ 
Equips: 
Tot i no estar integrat en 
el plugin, les 
organitzacions estan 
suportades en la web i 
disposen de plans 
personalitzats. 
Avantatges: 
- Fa del producte una opció més atractiva 
per a equips de desenvolupadors. Al cap 
i a la fi és dels serveis més importants 
perquè la nostra motivació és compartir el 
codi amb un equip. 
 
Inconvenients: 
- Com a tal, l’integració d’un equip no 
suposa dificultats en la base de dades. 
L’únca dificultat tindria lloc si s’integra un 
sistema d’amistat amb relacions cícliques 
de usuari a usuari. 
 
 
4.2.2. Requeriments addicionals 
Els següents requeriments són addicions sobre el producte anteriorment especificat. Aquests 
pretenen afegir contingut un cop la base de l'aplicació hagi estat consolidada. A efectes finals 
els requeriments addicionals no es plantegen com requeriments establerts amb el nostre 
client. Si no com a millores a tenir en compte abans d'alliberar el producte. Aquestes millores 
pretenen augmentar l'experiència d'usuari juntament amb el valor final de producte. 
Aquests requeriments cal especificar-los en les primeres fases del projecte, junt amb els 
requeriments principals per tal d'enfocar el desenvolupament del projecte en la direcció 
correcta. Tot evitant requeriments d'última hora que poden capgirar el projecte. 
 
Producte Serveis oferts Avantatges / Inconvenients 
Cloud9, 
Coder18 i 
Theia19 
Terminal integrada: 
Gràcies a disposar del 
suport d'Amazon Web 
Services. Els projectes 
disposen de terminals 
corrent instàncies Unix. 
Això permet als usuaris 
un control total sobre el 
mateix IDE i els arxius 
que aquest conté. 
 
Avantatges: 
- Permet als usuaris tractar i executar 
comandes sobre el seu espai de treball. 
Al disposar del sistema de gestió de 
paquets "npm" integrat en la terminal, 
obre les portes a treballar amb projectes 
tot usant en ells dependències del registre 
"npm". 
 
Inconvenients: 
- Forçar l’ús d’un únic gestor de paquets 
(npm), pot forçar al client a treballar en un 
entorn que no li agrada. 
  
                                               
18 Coder: Projecte Open Source d’IDE en línia, nascut de Visual Studio Code. (ref.) 
19 Theia: Alternativa a l’eina Coder, també Open source i partint de Visual Studio Code. (ref.) 
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Producte Serveis oferts Avantatges / Inconvenients 
Visual 
Studio Live 
Share 
Terminals 
Compartides: 
Es tracta d’una millora 
sobre el sistema 
anterior. Visual Studio 
Live Share va un pas 
més enllà i, aprofitant les 
terminals del propi IDE 
implementa un plugin 
per poder-les compartir. 
 
Avantatges: 
- El principal avantatge és la 
personalització. Aquesta característica 
permet córrer múltiples instàncies de les 
terminals amb diferents permisos, rols o 
fins i tot cambiar d’una terminal Windows 
a una terminal Linux. 
 
Desavantatges:  
- La personalització no controlada sempre 
pot donar lloc a incongruències. Tot i així, 
amb una eina per alertar de qui utilitza (o 
està autoritzat a utilitzar) cada terminal, 
no tindria perquè haver cap problema. 
Visual 
Studio Live 
Share 
Sistema de xat: 
Integrat dins d’aquest 
plugin es troba un 
sistema de comunicació 
per text entre els 
col·laboradors. 
 
Aquest és un 
requeriment capaç de 
reutilitzar el sistema en 
temps real de l’espai de 
treball per enviar 
missatges. Per tant, 
seria un requeriment 
fàcilment assolible i serà 
analitzat amb major 
detall. 
Avantatges: 
- Permetre la comunicació entre els 
membres de l'equip (en la mesura de lo 
possible) sempre és un punt a favor. 
D’altra forma, forçarem a l'usuari a tenir 
que fer ús d’eines de tercers per poder 
incorporar comunicació dins l’entorn de 
treball. 
 
Desavantatges: 
- Els xats són una eina molt potent però té 
que ser gestionable. El xat ha de poder 
mostrar en tot moment qui està parlant, 
no perdre dades en la transmissió 
(implicaria tenir que tornar a enviar el 
missatge, generant “spam”) i tenir els 
missatges aïllats els uns dels altres per 
evitar solapaments a l’hora de rebre’ls per 
el client. 
- A més a més hem de tenir en compte que 
estem desenvolupant una eina de treball. 
El xat suposara una gran distracció per al 
programador. Per tant, ocupar visió a 
l’usuari, tenir pop-ups o bombolles de 
notificació quedaria descartat fins tenir 
l'opinió del client. 
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Producte Serveis oferts Avantatges / Inconvenients 
Visual 
Studio 
Live 
Share 
Trucada entre 
col·laboradors: 
 
Avantatges: 
- En altres sistemes de comunicació suposa 
desentendre’s del teclat i parlar amb més 
fluïdesa. En el nostre sistema suposa al 
programador no tenir que deixar el codi en cap 
moment per comunicar-se amb l’equip. 
 
Desavantatges: 
- El fet de permetre comunicar-se en tot moment 
reviu el problema contemplat i controlat en el 
xat de text. El programador parlarà amb l’equip 
un baix percentatge del temps que destinarà a 
l’aplicació. La resta del temps buscarà 
concentració. Per tant, el xat de veu ha de 
disposar d’un sistema de desconnexió. 
 
- El sistema de desconnexió obliga al xat de veu 
a dependre d’una eina complementaria com ara 
un xat de text. Un cop desconnectats, l'equip ha 
de disposar d’alguna eina per notificar-nos que 
ens requeriexen a 
Cloud9 
Sistema de cursors 
múltiples: 
Representació en 
temps real de la 
ubicació dels cursors 
dels col·laboradors 
dins de l'àrea de text 
del document de 
treball. 
Avantatges: 
- Facilita casos en què el suport per veu no és 
suficient. Els usuaris poden fer-se valer de la 
selecció de text per referir-se a parts concretes 
del codi. 
 
Inconvenients: 
- Si es pretén integrar el projecte per a grans 
equips de desenvolupadors. Per exemple a tall 
de diapositiva interactiva. El fet de representar 
els cursos de tots els espectadors pot acabar 
essent molest per a l'experiència del client. 
Cloud9 i 
Codenvy 
Sistema de debug: 
Integració d’un 
programa el qual 
permet depurar o 
netejar els errors d'un 
altre programa 
informàtic 
Avantatges: 
- Proporciona una gran quantitat de valor a 
l’aplicació final. En cas d’implementar-ho 
l’usuari ja no tindria que debugar utilitzant 
tècniques rudimentàries o en un editor a part. 
 
Inconvenients: 
- No tots els editors de text HTML proporcionen 
una funcionalitat de debug. Implementar aquest 
sistema amb la funcionalitat completa des de 
zero pot ser extremadament costós quant a 
temps invertit. Tot comprometent la resta de 
requeriments del projecte. 
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4.2.3. Objectius generals 
Tenint present els requeriments prevists i addicionals introduïts amb anterioritat es pot marcar 
el transcurs de la resta del apartat de Desenvolupament. Els requeriments prevists formaran 
part de l’aplicació  final de forma segura, degut a la seva alta importància. Mentre que els 
requeriments addicionals són aquells que aporten valor al producte final però no són 
essencials pel correcte desenvolupament de les seves funcionalitats. Amb aquest 
plantejament, presentem un recull de les parts que requerirá l’aplicació TeamCode. 
 
Funcionalitats a implementar Funcionalitats addicionals 
Editor de codi 
Terminal integrada 
Terminal compartida 
Espais de treball 
Sistema de xat 
Sistema de trucada per veu 
Organitzacions o Equips de treball 
Sistema de cursors múltiples 
Sistema de depuració de codi 
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4.3. Primer cicle de prototipat 
En lo referent al primer cicle de prototipat, la seva funcionalitat esdevé més aviat d’investigació 
i experimentació. Aquest cicle tan sols busca obtenir una versió estable això si, escollint les 
tecnologies emprades amb detall i sota un estudi que les corrobora. 
 
4.3.1. Objectiu 
L'objectiu fixat per aquesta iteració de prototipat és obtenir una versió desplegada d’un editor 
de text del qual podem extreure el contingut que s’escriu en cada moment per l’usuari. La 
finalitat és trobar d’entre les opcions aquella que ofereix un millor servei i usabilitat. 
 
4.3.2. Opcions 
Les opcions proposades es classificaran segons el framework20 en el què s’han de 
desenvolupar. La finalitat és obtenir informació sobre com treballa cada eina per quedar-nos 
amb la més viable i extreure’n uns requeriments plausibles a partir d’ella. 
 
ReactJS: 
- SlateJS21:  
Presenta un framework d’edició de text enriquit personalitzable. Actualment és una opció 
escollida per la gent a l’hora de treballar amb websockets i connexions en temps real. 
 
- Ace IDE22: 
Editor de text amb una funcionalitat tan sols accessible a través de JavaScript per a la web. 
Suporta les característiques pròpies d’editors com Sublime, Vim o TextMate.  
 
- Codemirror23: 
Implementació en JavaScript d’un editor de text enriquit. Està especialitzat en l’edició de codi. 
També inclou diversos mòduls d'idioma i complements com ara l’autocompletat usant (Ctrl + 
Space) que implementen una funcionalitat d'edició més avançada. 
 
Angular: 
- StackBlitz24:  
Producte derivat de Visual Studio Code. Utilitza el codi base de l'aplicació d'escriptori feta 
amb Electron per poporcionar una versió web d'aquesta en Typescript. 
 
- Froala25:  
Editor de text per a la web bassat en JavaScript. Tot i estar creat sota JavaScript, gràcies al 
treball del seu equip disposa d’una àmplia gamma de ports als frameworks de 
desenvolupament web més comuns.  
                                               
20 Framework: Conjunt estandarditzat de conceptes, pràctiques i criteris per enfocar un tipus de 
problemàtica particular que serveix com a referència, per enfrontar i resoldre nous problemes 
similars. 
21 SlateJS: Framework personalitzable per a la creació de editors de text enriquits. (ref.)  
22 Ace IDE: Editor de codi integrable en pàgines web escrit en JavaScript. (ref.) 
23 Codemirror: Editor de text versàtil implementat en JavaScript i pensat per al navegador. (ref.)  
24 StackBlitz: Editor de text online pensat per al desenvolupament de frameworks web. (ref.)  
25 Froala: Editor de text basat en JavaScript de ràpida integració i fàcil ús. (ref.) 
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- Monaco26:  
Va ésser la versió preliminar a partir de la qual va néixer Visual Studio Code. Es troba llicenciat 
sota la Llicència MIT i és compatible amb IE11, Edge, Chrome, Firefox, Safari i Opera. L'editor 
Monaco no és compatible amb els navegadors mòbils o els marcs web mòbils. 
 
4.3.3. Desenvolupament 
Aquesta secció busca recollir el procediment seguit per implementar una versió desplegada 
de cada opció presentada anteriorment. S'ha donat preferència a aquells entorns de 
desenvolupament que disposen de suport per al framework Angular principalment per la seva 
estructura centrada en components. Aquesta facilitarà a la llarga les tasques de reutilització, 
interpretació, depuració i manteniment, augmentant la qualitat general del producte i facilitant 
la integració de més gent en el projecte. 
La idea és desenvolupar el producte sobre aquesta plataforma. A excepció d'un impediment 
o de limitacions en les funcions, procurarem donar prioritat al suport amb Angular sense 
descartar qualsevol de les opcions que funcionen sota ReactJS o JavaScript pur per si el cicle 
de prototipat no obtingués els resultats desitjats. 
 
StackBlitz: 
S’ha fet ús del Javascript SDK del pròpi StackBlitz. El SDK ens dóna control total sobre la 
StackBLitz  VirtualMachine permetent-nos inicialitzar instàncies de l’editor en el nostre 
projecte. 
 
1. Per obtenir el SDK hem de crear la dependència: 
$ npm install --save @stackblitz/sdk 
 
 
2. Tot seguit enllacem  el component amb el nostre projecte a través del app.module.ts: 
import { StackBitzComponent } from './stack-bitz/stack-
bitz.component'; 
 
@NgModule({ 
  declarations: [ 
    StackBitzComponent 
  ] 
}) 
 
  
                                               
26 Monaco: Editor web base del actual IDE Visual Studio Code i amb el suport de Microsoft. (ref.) 
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3. Definim l’estructura de l’editor que volem crear: 
const code = `import moment from 'moment'; 
 
document.getElementById('time').innerHTML = moment().format('MMMM Do 
YYYY, h:mm:ss a'); 
`; 
 
const html = `<h1>I was created on <span id='time'></span></h1>` 
 
export const project = { 
 files: { 
   'index.ts': code, 
   'index.html': html 
 }, 
 title: 'Dynamically Generated Project', 
 description: 'Example project', 
 template: 'typescript', 
 tags: ['stackblitz', 'sdk'] , 
 dependencies: { 
   moment: '*' // * = latest version 
}}; 
 
4. Introduïm el component StackBlitz dins d’un component del nostre projecte. 
import sdk from '@stackblitz/sdk' 
 
import { project } from './project/project-info'; 
 
export class StackBitzComponent implements OnInit { 
  constructor( 
    public router: Router 
  ) {} 
 
  ngOnInit(){ 
    sdk.embeddedProject('editor', project) 
  } 
} 
 
5. Establim un enllaç entre el Typescript i el HTML mitjançant un identificador. 
<div id="editor"></div> 
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El resultat obtingut ha estat l’esperat, proporcionant-nos un editor de codi completament 
operable i amb els seus corresponents arxius creats de forma dinàmica. 
 
 
  
Vista general de l’editor de codi 
Arxius creats de forma dinàmica 
emprant el sistema de càrrega de 
projectes del SDK 
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Froala: 
Froala disposa d’una integració ràpida i senzilla amb els diferents frameworks webs. En 
aquest cas tan sols hem de fer ús del Mòdul pensat per a Angular2. 
 
1. Obtenim el component de Froala: 
$ npm i angular-froala-wysiwyg 
 
2. Tot seguit enllacem  el component amb el nostre projecte a través del app.module.ts: 
// Modules 
import { FroalaEditorModule, FroalaViewModule } from 'angular-froala-
wysiwyg'; 
 
// Components 
import { FroalaComponent } from './froala/froala.component'; 
 
@NgModule({ 
  declarations: [ 
    ..., 
    StackBitzComponent, FroalaComponent 
  ], 
  imports: [ 
    ..., 
    FroalaEditorModule.forRoot(), 
    FroalaViewModule.forRoot() 
  ] 
}) 
 
3. Introduïm el editor Froala directament en el HTML: 
<div [froalaEditor]>Hello, Froala!</div> 
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Monaco: 
Aquest editor disposa d’algunes dependències amb JavaScript que dificulten la seva 
integració en frameworks com ara Angular. Tot i així, seguint una sèrie de passos podem 
integrar aquest component gràcies a la dependència amb el Mòdul ngx-monaco pensat per 
adaptar Monaco en Angular. 
 
1. Creem la dependència amb el mòdul mitjançant: 
$ npm install ngx-monaco-editor --save 
 
2. Degut que hi ha dependències amb arxius JavaScript del editor hem de integrar 
aquestes dins del projecte en el arxiu angular.json: 
 
"assets": [ 
  {  
    "glob": "**/*",  
    "input": "./node_modules/ngx-monaco-editor/assets/monaco",  
    "output": "./assets/monaco/" }, 
    ... 
], 
 
3. Un cop fixades, ja podem introduir Monaco dins dels nostres components: 
// Modules 
import { MonacoEditorModule } from 'ngx-monaco-editor'; 
 
// Components 
import { MonacoComponent } from './monaco/monaco.component'; 
 
@Ngmodule({ 
  declarations: [ 
    FroalaComponent, 
    MonacoComponent 
  ], 
  imports; [ 
    FroalaViewModule.forRoot(), 
    MonacoEditorModule.forRoot() 
  ] 
}) 
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4. Finalment enllacem el nostre component amb el HTML: 
<ngx-monaco-editor  
  class="my-code-editor"  
  [options]="editorOptions"  
  [(ngModel)]="code"> 
</ngx-monaco-editor>  
 
4.3.4. Conclusions 
Un cop dut a terme el primer cicle de prototipat i tenint en compte els objectius d’aquest, 
s’obté el següent resum: 
 
Editor Llenguatges base Desplegament Extracció de dades 
StackBlitz 
HTML 
CSS 
SCSS 
Typescript 
Javascript 
LESS 
JSON 
Markdown 
Si Si 
Froala Markdown Si Si (DOM27) 
Monaco Typescript Si Si (DOM) 
 
Llenguatges Base: 
Froala queda descartat com a opció del projecte a causa del seu limitat support. El fet 
d’implementar el reconeixement de caràcters i paraules tot aplicant a aquests codis de colors 
suposaria un increment imprevist en la càrrega de treball. 
Pel que fa amb Monaco, soporta de forma nativa Typescript, tot i així, a partir de 
configuracions, el portal web de Monaco assegura el reconeixement de més de 52 llenguatges 
de programació. 
StackBlitz resulta ser l’opció que suporta més llenguatges de forma nativa. Això és degut al 
fet de suportar la gestió d'espais de treball permetent la creació d’arxius i carpetes. Cal 
remarcar el fet de que StackBlitz també soporta la integració de dependències. Per defecte 
està carregada la versió 1.2.0 del SDK de StackBlitz el qual inclou tot lo esmentat 
anteriorment. En futures iteracions del cicle de prototipat buscarem aquells editors que donen 
suport a més llenguatges de programació ficant a prova aquesta opció. 
 
  
                                               
27 DOM: Document Object Model: En aquest context fa referència a que l’extracció de dades tan sols 
pot ser duta a terme a través de l’accés als elements del HTML. 
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Desplegament: 
Les conclusions extretes del desplegament han tornat a deixar en mala posició l’opció de 
Froala. Aquest editor detecta quan està corrent en un lloc web informant de que es requereix 
d’una llicència si es vol fer un ús comercial del producte. 
 
Tant el desplegament de Monaco com el desplegament de StackBlitz han estat possibles. En 
el cas de Monaco, treballa com una instància de l’editor cridada des del propi HTML gràcies 
als scripts. En la situació actual del projecte això no suposa un avantage ni un desavantatge 
peró en un futur pot esdevenir un tret negatiu si s’ha de tractar des del nostre arxiu Typescript.  
Per l’altra part, StackBlitz funciona gràcies a crides sobre un SDK. En el desplegament s’ha 
trobat un punt negatiu sobre el funcionament d’aquest editor. Per tal de treballar amb ell des 
del nostre lloc web hem d’utilitzar la versió incrustada o, embed. En el cas contrari, si volem 
fer ús de la versió en pantalla completa el editor sobre en una nova finestra sobre una URL28 
fora del nostre abast perdent tot el control d’Angular sobre el codi. Per tant, la solució trobada 
i emprada passarà per fer ús d’un editor incrustat sobre un element del HTML que abasti la 
totalitat de la pantalla. Tot i aixì, la diferència a ulls dels usuaris sera imperceptible i el 
funcionament i rendiment no tenen per què veure's alterats. 
 
Extracció de dades: 
En el cas de StackBlitz, el punt negatiu tractat anteriorment en el Desplegament té una part 
positiva. El fet de córrer l’editor de forma incrustada ens permet treure’n profit. Si en la 
generació de l’editor realitzem una crida ‘then’ recollint així l’objecte que es crea, podem 
arribar a guardar una instància d’aquest en el nostre codi: 
 
ngOnInit() { 
   sdk.embedProject('editor', project, { 
     openFile: 'sampleProject.ts' 
   }).then( vm => { 
     this.virtualMachine = vm; 
   }) 
 } 
 
  
                                               
28 URL (Uniform Resource Locator): Localizador de Recursos Uniforme. 
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Un cop disposem d’aquesta virtualMachine, s’obren un seguit de noves funcionalitats sobre 
el editor: 
 
Control de la Màquina Virtual 
Mètode Descripció Exemple 
applyFsDiff(diff) 
Funcionalitat: 
Aquest mètode permet aplicar 
actualitzacions sobre el Sistema 
d’Arxius (File System). Tot permetent 
modificar-lo afegint creacions o 
destruccions d’arxius. 
 
Paràmetres: 
- (param) diff: Diccionari format per 
dues claus, create i destroy. 
 
- (key) create: Diccionari format per 
parelles de clau valor on la clau és 
el nom de l’arxiu a crear i el valor 
el contingut d’aquest. 
 
- (key) destroy: Diccionari format 
per un Array de Strings 
corresponents al nom d’un arxiu 
preexistent el qual es vol borrar. 
this.virtualMachine 
  .applyFsDiff({ 
    create: { 
      
'sampleProject.ts':      
      `// Hello World! ` 
    }, 
    destroy: [''] 
  }); 
getFsSnapshot() 
Funcionalitat: 
La finalitat d’aquest mètode és 
purament informativa. La maquina 
Virtual realitza una captura de l’estat 
actual del sistema d’arxius i la retorna 
en forma d’Objecte. 
 
Return: 
- snapshot: 
       Object { 
__zone_symbol__state: true 
__zone_symbol__value: Object 
       } 
 
- files: 
       __zone_symbol__value: Object { 
“file.extension”: “content”, 
       } 
 
this.virtualMachine 
  .getFsSnapshot() 
  .then( 
    snapshot => { 
      this.workspace =  
      workspaceFactory( 
        snapshot 
      ); 
    } 
  ); 
 
 
Object { 
    "index.html":  
    "<h1>Hi!</h1>", 
    "index.ts":  
    "console.log('Hi!')" 
} 
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Pel que fa a l’editor Monaco, com s’ha esmentat anteriorment, tracta el codi inserint-lo 
directament sobre els objectes HTML usant el tag “code”. A continuació es proporciona un 
exemple d’un editor Monaco reproduint codi Typescript. 
 
<div class="col-xl-3 card"> 
  <h3>Typescript</h3> 
  <ngx-monaco-editor code=" 
    export class Animals { 
      private name: string; 
      constructor(name) { 
        this.name = name; 
      } 
    } 
  " [options]="{language:'typescript'}"> 
  </ngx-monaco-editor> 
</div> 
 
L'extracció de dades tan sols es pot dur a terme accedint directament a l’objecte del DOM 
(Document Object Model) del HTML el qual conté inscrit el codi desitjat. Dins de les formes 
d’extracció disposem dos tipus d’accés. 
 
● Angular DOM access: 
La forma més habitual per accedir i editar el DOM és utilitzant la classe ElementRef. Tot i 
això, la documentació d’Angular especifica l’ús d’aquesta classe com a últim recurs per 
accedir al contingut del DOM. La raó es deu a que pot ocasionar vulnerabilitats tot permetent 
atacs XSS (Cross-site scripting) si s’utilitza com a únic mètode per la recopilació d’elements. 
La primera versió efectuada en el prototip es va dur a terme utilitzant la classe ElementRef. 
Finalment ha estat modificada utilitzant la API29 Render2 recomanada per la propia 
documentació de Angular. 
 
constructor( 
  private el: ElementRef, 
  private renderer: Renderer2 
) { } 
 
ngOnInit() { 
  this.renderer 
    .setStyle(this.el.nativeElement, 'code', '>>New Code<<'); 
} 
 
 
  
                                               
29 API: Conjunt d'ordres, funcions i protocols informàtics que permeten als desenvolupadors crear 
programes específics per a certs sistemes operatius. 
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● JQuery DOM access: 
Tot i poder fer-ne ús important JQuery dins del component aquesta pràctica no es 
recomanable. Es tracta d’una pràctica no intuïtiva dins de l’entorn d’Angular i es considera un 
anti-patró de disseny. Per aquest motiu l’opció ha quedat exclosa de ser probada dins del 
cicle de prototipat. 
4.4. Segon cicle de prototipat 
El segon cicle també realitza investigació i experimentació però buscarà finalitzar amb un 
prototip estable llest per ser transferit a l'aplicació final. Els components, sistemes i 
tecnologies que conformen el prototip ajudaran a crear una aplicació final sobre una base 
consolidada i estable. 
 
4.4.1. Objectiu 
L’objectiu del segon cicle de prototipat és crear un sistema de comunicació en temps real 
bassat en inserció de text des d’un component. La finalitat és, un cop acabat aquest cicle de 
prototipat, connectar tota la funcionalitat del sistema de comunicació amb el sistema del editor 
de codi el qual ja tenim enllestit. 
 
4.4.2. Opcions 
En aquest apartat seguirem fent ús del framework Angular. Tot i així, la diversitat d'opcions 
en el client d’aquest framework no serán tan nombroses com en la primera iteració. Per la 
part del servidor podem escollir entre fer ús d’un backend distribuït en dos servidors (dades i 
comunicació) o un mateix servidor. L’eficiència del primer cas radica en el fet que el pes de 
la comunicació constant es quedaria distribuïda, tot dividint la càrrega de treball en dos 
servidors. Per l’altra part, disposar tota la càrrega en un mateix servidor ens permet dur a 
terme la comunicació i tractar el domini estalviant-nos les peticions entre servidors. 
En qualsevol dels dos casos, els servidors dins l’etapa de prototipat s’implementaran utilitzant 
Spring Boot com a framework per al seu desenvolupament i MongoDB per a la base de dades. 
En el referent al tipus de comunicació existent entre el client i el servidor, aquesta  també serà 
objecte d’estudi durant l’apartat de desenvolupament. La finalitat d’aquest estudi serà obtenir 
quin és el tipus de comunicació més adient pel projecte que busquem realitzar. 
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4.4.3. Desenvolupament 
La finalitat serà generar una API REST30 per al tractament de tots els models del projecte. La 
versió preliminar tan sols contemplarà un total de 5 models: 
 
- Usuari 
- Workspace 
- File 
- Review 
- Update 
 
El model de domini provisional quedaria especificat de la següent forma: 
 
 
 
En quant a l’elecció d’un format de servidor, es desenvoluparà seguint el model del servidor 
centralitzat. Si el projecte final esdevé reeixit, com tot el sistema estarà construït sobre una 
API REST, no suposaria un problema afegir aquest nou servidor per fer proves sota un domini 
web controlat. 
Junt amb la API REST es generarà un sistema de comunicació en temps real usant SockJS 
en el client i STOMP 31en el servidor.  
                                               
30 REST: REpresentational State Transfer, es tracta d’un estil arquitectònic per proporcionar 
estàndards entre sistemes informàtics a la web. 
31 STOMP: Simple (or Streaming) Text Oriented Messaging Protocol. 
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API REST: 
Per al desenvolupament d’aquest apartat s’han afegit un seguit de dependències sobre el 
projecte. Entre elles trobem: 
 
- Spring Boot (Web, Data JPA, Mongodb, Data rest, Websocket) 
- Lombok 
- JSON 
 
Spring Boot i Lombok s’han utilitzat conjuntament per proporcionar suport REST a la API. Un 
cop creat el projecte usant Spring, és necessari crear les classes que representaran el model 
del domini anteriorment introduït. En aquest punt Lombok facilita en gran mesura el treball 
gràcies  als seus tags per auto-generar constructors, getters i setters a partir dels paràmetres 
de la classe. 
 
Un cop s’han creat els models del domini, es procedeix a crear el repositori referent al model 
d’un Workspace per tal donar resposta a l’objectiu d’aquesta iteració de prototipat. 
 
@RepositoryRestResource(collectionResourceRel = "workspaces",  
                        path = "workspaces") 
public interface WorkspaceRepository  
    extends CrudRepository<Workspace,Serializable> { } 
 
El tag “RepositoryRestResource” s’encarrega de definir el domini web enllaçat al recurs 
Workspace i sobre el que s’hauran d’efectuar les peticions HTTP. 
 
En aquest punt la API REST esta llesta per treballar amb la següent gamma de peticions: 
 
Petició Ruta Funció 
GET 
http://localhost:8080/api/workspaces/ Obtenir la llista de Workspaces. 
http://localhost:8080/api/workspaces/id/ Obtenir el Workspace indicat. 
POST http://localhost:8080/api/workspaces/ Crear un nou Workspace. 
PUT http://localhost:8080/api/workspaces/id/ Sobreescriure o editar un Workspace. 
PATCH http://localhost:8080/api/workspaces/id Editar certs camps d’un Workspace. 
DEL http://localhost:8080/api/workspaces/id/ Esborrar el Workspace indicat. 
 
Per la part referent al Client tan sols cal crear els models del domini respectant els models 
creats anteriorment i efectuar peticions http utilitzant la llibreria HttpClient proporcionada per 
Angular.  
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Per crear un nou recurs fem ús de la petició post passant per paràmetre un objecte de tipus 
Workspace: 
 
this.http.post<Workspace>('http://localhost:8080/api/workspaces', ws, 
                          httpOptions); 
 
Per obtenir recursos podem fer ús de la petició get tot tractant el contingut obtingut per 
mapejar-lo al seu Objecte corresponent. 
 
this.http.get('http://localhost:8080/api/workspaces/',  
              httpWorkspaceOptions) 
     .pipe( 
       map( (data:any) => { 
         return data._embedded.workspaces as Workspace[]; 
       }) 
     ) 
     .subscribe( workspaces => { 
       this.localWorkspaces.next(workspaces); 
     }); 
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Sistema de comunicació en temps real: 
Aquest apartat tracta els requeriments escollits per implementar el flux de dades en temps 
real, el procés de desenvolupament seguit per complir amb els requeriments estipulats, les 
excepcions i solucions aplicades en el transcurs i finalment, les conclusions de l'apartat. 
 
● Tècnica de transmissió de dades 
El sistema de comunicació ha de ser capaç mantenir una connexió en temps real entre 
usuaris. Actualment hi ha diverses formes d’obtenir aquest propòsit: 
 
- WebSockets 
- Server-sent events (Event Sources) 
- Long polling 
 
Per abordar aquests conceptes primer cal entendre ón s’ubiquen els protocols TCP/IP i HTTP 
en la distribució de les 7 capes del model OSI32. Aquest model defineix les diferents fases per 
les quals han de passar les dades per viatjar d'un dispositiu a un altre sobre una xarxa de 
comunicacions. 
 
 
 
Cada cop que realitzem un enviament de dades entre dispositius usant peticions HTTP les 
dades segueixen el fluxe prèviament vist, des de la Capa 1 fins a la Capa 7. El projecte es 
veu obligat a funcionar seguint aquest funcionament per sota. Per aquest motiu, cal tenir clara 
l’ubicació de cada protocol abans de tractar amb les definicions de les tècniques de 
transmissions de fluxos de dades. 
 
  
                                               
32 Model OSI: Open System Interconnection, és un model de referència per als protocols de la xarxa. 
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a. Long polling: 
Abans que hi haguessin els Server-Sent Events, la solució passava per recórrer a un llarg 
sondeig per rebre dades "en temps real" del servidor. Tot i així, encara se'n fa ús d’aquesta 
tècnica. 
Per sota utilitza peticions HTTP basades en un sondeig. Aquest consisteix en un client, el 
qual sol·licita dades a un Servidor. Aquest Servidor respón immediatament si hi ha dades que 
enviar. Si no hi ha dades, el Servidor treballa en la generació de la resposta mentre el client 
espera. En el moment que les dades requerides estan disponibles, el servidor les envia 
immediatament al client. Quan aquest Client rep  les dades, automàticament, realitza una 
nova sol·licitud per restablir la connexió. 
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b. Server-sent events (Event Sources): 
Aquesta tècnica es centra en l’ús d’una eina proporcionada pel mateix protocol HTTP, els 
EventSources. 
Els esdeveniments enviats pel Servidor, utilitzen fluxos regulars d’octets HTTP33. Al treballar 
amb HTTP es troben limitats pel límit de 6 connexions HTTP concurrents per Servidor. 
Proporcionen una forma estable d’iniciar transmissions de dades del Servidor al Client a 
través d’HTTP sempre que el Client prèviament hagi establit aquesta connexió. El major 
desavantatge es que no proporcionen un mecanisme per detectar quan el Client es 
desconnecta. 
 
 
 
  
                                               
33 Octets HTTP: Representen el valor predeterminat per un arxiu binari. També es coneixen pel tipus 
MIME application/octet-stream. 
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c. WebSockets: 
Els WebSockets es caracteritzen per permetre l’enviament de dades en qualsevol direcció 
(Servidor-Client o CLient-Servidor) sense sense necessitat de crear peticions per a cada 
transmissió de dades.Aquesta característica s’anomena “full-duplex” i altres mitjans de 
comunicació ampliament coneguts com ara el tlèfon també l’implementen. 
Per permetre la connexió full-duplex els WebSockets funcionen com una API que actua sobre 
els navegadors permetent-nos utilitzar el protocol WebSocket.  
Aquest protocol trenca amb el funcionament comú del protocol HTTP permetent la 
comunicació full-duplex. Tot i així, requereix del protocol HTTP per establir la transmissió de 
dades per al WebSocket. Aquest procediment es caracteritza per un “handshake” inicial entre 
el Client i el Servidor. Un cop aquest és completat i confirmat, s’obté un canal de comunicació 
bidireccional i full-duplex sobre un únic socket TCP. 
 
 
D’entre les opcions a escollir, el següent recull ens proporciona una visió general de les 
possibilitats i els beneficis o inconvenients que ens aporten: 
 
34 WebSockets Server Sent Events Long Polling 
Nº de connexions 
paral·leles des del 
navegador 
1024 6 per servidor 6 per servidor 
Equilibri de càrrega i 
proxies 
No 
estandarditzada / 
Complicada 
Estandarditzada / 
Senzill 
Estandarditzada 
/ Senzill 
Support en navegadors 
Si (90%) 
No (84% - Internet 
Explorer i Edge) 
Si (100%) 
Detecció de Clients caiguts Si No No 
Tractament de reconnexió No Si Si 
                                               
34 Font: [Blog] Do you really need WebSockets? (ref.) 
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Com es pot apreciar en la taula, tant els WebSockets com el Long Polling són tècniques de 
transmissió de dades a tenir en compte. Tot i això, la tècnica del Long Polling es troba molt 
limitada respecte el nombre de connexions paral·leles. Aquestes representen un total de 6 
connexions paral·leles respecte les 1024 que ens proporcionen els WebSockets. D’aquesta 
anàlisi en podem extreure un nou requeriment per al projecte. Tot fixant els WebSockets 
com l’eina per implementar la comunicació en temps real de l’aplicació. 
 
Aquesta comunicació busca compartir text entre múltiples usuaris. El mida dels grups de 
treball no ha estat fixat però, indirectament es trobaria fixat a un màxim de 1024 persones a 
causa de l’ús de WebSockets. Això suposaria tenir un WebSocket obert per a cada sala de 
treball o, Workspace. Per a la primera versió de l’aplicació les sales de treball estarien fixades 
a potències de dos arribant a un màxim de 8 persones per espai de treball. Fixant els grups 
en potències de dos aprofitarem la totalitat dels espais que els WebSockets ens proporcionen 
i tractem els espais de treball com un objecte de mida constant, facilitant-nos la inserció o 
modificació dels seus usuaris. 
 
Els espais de treball consten de Col·laboradors. Aquests són els únics que tenen permès 
veure el contingut de la sala de treball. Tan sols el propietari de la sala de treball pot afegir 
nous col·laboradors mitjançant el menú multifunció de l’editor. 
 
Sistema de transmissió de dades: 
Per dur a terme la transmissió de dades el projecte s’ha recolzat principalment en el protocol 
de missatgeria STOMP el qual facilita en gran quantitat aquest procés. Aquest protocol 
proporciona una línia de comunicació per tal de que els clients STOMP es puguin comunicar 
amb l’agent de missatgeria STOMP. La finalitat és proporcionar una interoperabilitat de 
missatgeria fàcil i estesa entre molts idiomes i plataformes. 
 
Per la part del client, Typescript disposa d’una llibreria STOMP. Sumada a la llibreria SockJS 
ens permet complir amb el nostre objectiu de transmetre dades a través d’un WebSocket en 
temps real. Tot això ho disposem dins d’un servei d’Angular per facilitar la seva reutilització 
des de diferents components pensant ja en un disseny més escalable. L'esquelet d’aquest 
procés estaria format per: 
 
1. Inicialització de la connexió. 
2. Handshake (Acord bassat en HTTP per establir les connexions amb WebSockets). 
3. Subscripció al flux de dades resultant d’aquest handshake. 
4. Tractament de dades rebudes. 
5. Enviament de dades. 
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El resultat d’aquest plantejament seria un funció d’inicialització de la connexió amb 
WebSockets. 
 
initializeWebSocketConnection() { 
   let ws = new SockJS(backendSocketURL); 
   this.stompClient = Stomp.over(ws); 
 
   this.stompClient.connect({'UserID': this.userUID}, () => { 
     this.stompClient.subscribe("/chat/" + this.roomID, (message) => { 
       if (message.body || message.body === "") { 
         message.headers.UserID != this.userUID ?  
           this.receiveMessage(message) : null; 
       } 
     }); 
   }); 
   return this.message; 
} 
let ws = new SockJS(URL); 
Punt 1: Establiment d’un Socket sota una 
URL base la qual compartirà amb el 
Servidor per poder-se comunicar. 
this.stompClient = Stomp.over(ws); 
Punt 1: Establiment del protocol STOMP 
sobre un WebSocket ja creat. 
this.stompClient.connect(headers, data); 
Punt 2: Inicialització del procés de 
“Handshake”. 
this.stompClient.subscribe(URL, data); 
Punt 3: Subscripció al flux de dades 
resultant del PUNT 2. 
this.receiveMessage(message); 
Punt 4: Tractament de dades rebudes. 
Aquest funció tan sols actualitza el valor 
del missatge que tenia el client. 
sendMessage(message) { 
   this.stompClient.send( 
     URL, 
     HEADERS,  
     message 
   ); 
 } 
Punt 5: Aquest punt té una funció 
clarament diferenciada. Per tant, ha de ser 
tractat com una funció a part dins del 
Servei d’Angular. Especifiquem la ruta 
sobre la que es vol llançar el missatge i el 
Servidor serà l’encarregat de controlar-la. 
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Per la part del Servidor, el framework de Spring junt amb les llibreries de Sockets i missatgeria 
ens permeten crear l’estructura necessària per crear un canal de comunicació amb el Client. 
L’esquelet d’aquest procés estaria format per: 
 
1. Configuració del Websocket, el protocol STOMP i l’agent de missatges35. 
2. Configuració del controlador per estipular que escolta i com actua el WebSocket. 
3. Tractament de l'entrada i pèrdua de connexions sobre el WebSocket. 
 
@Configuration 
@EnableWebSocketMessageBroker 
public class WebSocketConfiguration implements 
WebSocketMessageBrokerConfigurer { 
   @Override 
   public void registerStompEndpoints(StompEndpointRegistry registry) { 
       registry.addEndpoint("/socket") 
               .setAllowedOrigins("*") 
               .withSockJS(); 
   } 
 
   @Override 
   public void configureMessageBroker(MessageBrokerRegistry registry) { 
       registry.setApplicationDestinationPrefixes("/app") 
               .enableSimpleBroker("/chat"); 
   } 
} 
@EnableWebSocketMessageBroker 
Punt 1: Annotació per habilitar la missatgeria 
amb suport d’Agent de missatges a través de 
WebSocket. 
registry.addEndpoint("/socket") 
Punt 1: Establir el endpoint o ruta final sobre 
la qual treballa el protocol STOMP. 
registry 
.setApplicationDestinationPrefixes("/ap
p").enableSimpleBroker("/chat"); 
 
Punt 1:  
Establir també la configuració relativa a 
l’Agent de missatges. Aquesta inclou 
l’especificació de dues rutes: 
- “/app” per especificar aquells 
missatges STOMP entrants que han 
de ser enviats als mètodes de gestió 
de missatges. 
- “/chat” per especificar un tema. 
Gràcies a aquest, l’Agent de 
missatges és capaç d’emetre un 
missatge relatiu a un topic tan sols a 
aquells d’usuaris subscrits a aquest 
topic. 
 
                                               
35 Agent de missatges: Es tracta d’un programa intermedi que tradueix els missatges del protocol de 
l'emissor a missatges del protocol del receptor. 
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@Controller 
public class WebSocketController { 
   private final SimpMessagingTemplate template; 
 
   ... 
 
   @MessageMapping("/send/message") 
   public void onReceivedMessage(SimpMessageHeaderAccessor accessor,  
       String message) { 
       Map<String, String> rcvHeaders; 
 
       Object nativeHeaders = 
accessor.getMessageHeaders().get("nativeHeaders"); 
       String[] fields = (nativeHeaders != null) ?  
           nativeHeaders.toString().split("[,[ ]{}*]") : new String[] {}; 
 
       rcvHeaders = this.parseHeaders(fields); 
       this.template.convertAndSend( format("/chat/%s", 
           rcvHeaders.get("room_id")),  
           message, HEADERS);    
   } 
} 
this.template.convertAndSend(URL, 
msg, HEADERS); 
Punt 2: Un cop rebut un missatge, es fa un 
broadcast sobre una URL. Tots aquells clients 
subscrits a ella rebrà el missatge. 
 
@Component 
public class WebSocketEventListener { 
   private SimpMessageSendingOperations messagingTemplate; 
   ... 
 
   @EventListener 
   public void handleWebSocketConnectListener(SessionConnectedEvent event) { 
       ... 
   } 
 
   @EventListener 
   public void handleWebSocketDisconnectListener(SessionDisconnectEvent event) 
{ 
       ... 
   } 
} 
handleWebSocketConnectListener( 
SessionConnectedEvent event) 
Punt 3: Captura i tractament d’una connexió al 
WebSocket. 
handleWebSocketDisconnectListener( 
SessionDisconnectEvent event) 
Punt 3: Captura i tractament de una 
desconnexió del WebSocket. 
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Gràcies a la implementació realitzada sobre el Client i el Servidor disposarem d’un sistema 
de missatgeria en temps real utilitzant WebSockets. Aquest permet enviar el contingut d’una 
modificació realitzada sobre un document des d’un Client a la resta de Clients escoltant el 
mateix document gràcies a que el Servidor actua d'intermediari entre ells. 
 
 
 
Sistemes de control sobre el projecte: 
En addició al sistema d'escolta i propagació de canvis, el prototip també buscarà atorgar als 
usuaris control sobre el projecte en el que es troben. Aquests sistemes inclouen: 
 
- Tractament d’equips. 
- Tractament d’arxius i projectes provinents de Github. 
 
Tots dos sistemes es sumen a la ja existent unitat de control i enviat dels canvis explicada en 
l’apartat posterior. 
 
● Tractament d’equips: 
Aquest procés obra la porta a una àmplia gama de tractaments possibles i enfocats a diferents 
nivells de granularitat.  
Podem disposar de equips lligats al sistema d’usuaris i per tant, reproduir la popular estructura 
de les Xarxes Socials36. Aquest tipus de xarxes socials tenen un tractament més general i és 
degut al seu àmbit d’actuació. Les Xarxes socials centren la seva funcionalitat en compartir 
dades entre xarxes d’usuaris. Per aquest motiu, la granularitat de les xarxes és més baixa, 
arribant a un tractament d’usuari a usuari. 
  
                                               
36 Estructura de les Xarxes Socials: El model al que es fa referència s’explica en l’article publicat 
per F.N. Stokman en el 2001, Social Network Structure (ref.) 
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Per la nostra aplicació, el sistema d’usuari a usuari no seria el més indicat. La principal raó 
radica en que en la nostra aplicació l’objecte de treball no són els usuaris sinó els Projectes 
(Workspaces). Per tant, passen d’un sistema on els usuaris estan enllaçats entre ells creant 
xarxes d’usuaris a un sistema d’usuaris enllaçats entre ells a nivell de projecte. Les amistats 
no són el focus d’atenció sinó les relacions entre equips de treball. És per aquest motiu que 
aquests equips de treball es poden traduir en xarxes d’usuaris a nivell de projecte, conduint 
així a un sistema de relacions entre usuaris amb una granularitat més alta. 
 
Sistema usuari-usuari: 
 
 
Sistema projecte-usuari-usuari: 
 
 
Aquest sistema d’equips per tant, ha de permetre l’addició i supressió de membres o, 
Col·laboradors (nom atorgat al objecte dins del projecte de TeamCode) respecte d’un 
projecte. 
L’addició de Col·laboradors passa per una crida HTTP concretament de tipus PATCH des del 
Client al Servidor amb la intenció de modificar el camp Col·laboradors d’un Projecte. Aquest 
procés implica la sobreescritura del camp Col·laboradors per una versió actualitzada d’aquest. 
 
@PatchMapping(value = "/workspaceAddCollaborator", consumes = 
MediaType.APPLICATION_JSON_VALUE) 
public PersistentEntityResource 
workspaceModifyCollaborator(@RequestBody  
    Workspace body, PersistentEntityResourceAssembler 
resourceAssembler)  
    throws ValidationException { 
    // Control de paràmetres erronis 
    workspaceRepository.save(body); 
} 
 
De la mateixa forma, el mètode pot ser reutilitzat per contemplar la supressió d'usuaris. En 
tractar-se d'una sobreescriptura, el cos del missatge contindrà tan sols la versió actualitzada 
dels Col·laboradors. Aquesta versió comparada amb l'anterior marcarà quina ha estat 
l'operació realitzada (addició o supressió). 
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● Tractament d’arxius i projectes provinents de Github: 
La finalitat d’aquest sistema és proveir a l’usuari d’un total de dues eines per millorar la seva 
experiència d’ús amb l’aplicació. Aquesta meta busca reduir en la mesura de lo possible (i 
dins els marges de temps el projecte) la tasca de importació de fitxers dins del projecte. 
L’editor extret de les comparatives i testing del primer cicle de prototipat (StackBlitz) porta 
incorporat de forma nativa un sistema de drag-and-drop. Tot i així, s’ha de contemplar el punt 
de vista de la portabilitat de l’aplicació TeamCode, un dels seus grans avantatges. Per tant, 
no sempre disposarem d’una versió en local del arxiu per pujar-la al editor. Aquest punt 
provoca que el usuario tingui que accedir al seu espai de disc en el núvol, descarregar-se els 
arxius i pujar-los a l’editor. 
Aquesta funcionalitat se centra en rellevar a l’usuari dels dos últims pasos explicats 
(descàrrega dels documents i publicació en el editor). Per fer-ho l’aplicació ha contemplat els 
diferents sistemes de desat de documents al núvol (principalment Google Drive, Github, 
Bitbucket, Gitlab i Dropbox). D’aquests s’han filtrat aquells que estan destinats a la 
programació i enfocats al públic objectiu. D'entre les opcions resultants (Github, Bitbucket i 
Gitlab) com no es treballa de forma directa amb l’aplicació i tan sols ens interessa la comunitat 
que hi ha radere de cadascuna, s’ignoraran els avantatges i inconvenients que les diferencien. 
En el seu lloc, es durà a terme un estudi de popularitat37 de cadascuna le les eines 
esmentades. 
 
Bitbucket Github Gitlab 
Stacks Votes Jobs Stacks Votes Jobs Stacks Votes Jobs 
10.4K 2.8K 414 35.5K 10K 3.6K 9.1K 2K 387 
H.N.P.38 Reddit StackO39 H.N.P. Reddit StackO Reddit StackO 
3.7K 6.1K 5.9K 749.1K 131.1K 33K 9.9K 7.2K 
 
De l’estudi en podem extreure que el sistema més rentable i que satisfarà a més usuaris és 
Github. Per tant, es farà ús de la seva API per carregar fitxers i, aprofitant la funcionalitat de 
càrrega de projectes del editor StackBlitz, també donarem suport per la càrrega de repositoris 
web sencers. 
 
  
                                               
37 Estudi de popularitat: Realitzat utilitzant l’eina de comparació Stackshare.io (ref.). 
38 H.N.P: Abreviatura utilitzada per referir-se als Hacker News Points. Punts atorgats en el lloc web 
de notícies centrades en la informàtica HackerNews. 
39 StackO: Abreviatura utilitzada per referir-se al lloc web Stack Overflow. 
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La càrrega d’arxius es duu a terme mitjançant la crida des del client a la API de Github: 
 
obtainGithubFile(fileURL: string): Subject<File> { 
  var file: Subject<File> = new Subject(); 
  var fileData = this.parseGithubURL(fileURL); 
   
  this.http.get(fileData.apiUrl, {responseType: 'text'}).subscribe( 
    response => { 
      file.next( 
        fileFactory(fileData.file_name, userFactory(userId,  
          fileData.owner), response) 
     ); 
    } 
    // Tracament d’error 
  return file; 
} 
 
El procés passa per crear un objecte Subject i realitzar una petició HTTP. Gràcies al 
asincronisme, el mètode retorna aquest Subject i segueix realitzant accions mentre la petició 
HTTP es processa. Un cop es resol la petició HTTP, aquesta realitxa un next sobre l’objecte 
Subject tot despertant el codi del Observador per a que pugui procedir a introduir el File dins 
del sistema d’arxius del editor. 
 
Pel que fa a la càrrega de projectes Web, al tractar-se d’una funcionalitat del propi IDE haurem 
de fer ús de la màquina virtual capturada en la creació del editor. 
 
loadGithubWorkspace(repositoryURL: string) { 
 sdk.embedGithubProject('editor', repositoryURL, { 
   clickToLoad: false, 
   view: 'editor', 
   hideNavigation: false, 
   forceEmbedLayout: true, 
   openFile: 'README.md', 
   hideExplorer: false, 
     height: this.height + 300 
 }).then( vm => { 
   this.virtualMachine$.next(vm); 
 }) 
  } 
 
En aquest cas la funcionalitat és molt més senzilla al tractar-se d’una API integrada dins del 
propi editor de codi. Tan sols hem de proveir els atributs necessaris i carregar les opcions 
amb les que s’obrirà el IDE i especificar l’altura d’aquest amb un Observer apuntant a l’actual 
altura de la pantalla provinent d’un Servei que proveeix: window.innerHeight.  
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4.4.4. Conclusions 
L’implementació d’aquest sistema ha comportat un seguit d’impediments i dificultats. Entre 
aquests es destaca: 
 
API REST 
● Omissió de dades en les peticions al servidor. 
Per defecte Spring Boot protegeix els recursos de la base de dades impedint la publicació del 
seu identificador en les peticions de tipus GET. La solució s’ha implementat tot estipulant que 
aquests models de la Base de Dades poden publicar el seu identificador. 
 
@Override 
public void 
configureRepositoryRestConfiguration(RepositoryRestConfiguration 
config) { 
   config.exposeIdsFor(Workspace.class); 
} 
 
Els identificadors són un recurs valuós perquè amb ells es pot accedir a una sala de treball. 
Tot i així el sistema contempla aquesta vulnerabilitat amb el paràmetre “Col·laboradors” d’una 
sala de treball. La petició que realitza un Usuari comunica al servidor el seu identificador.  
El servidor decideix si el recurs li pot ésser cocedit tot comprovant si l’identificador del usuari 
es troba entre el dels col·laboradors de la sala a la que vol accedir. 
 
Sistema de comunicació en temps real 
● Errors generats a l’adaptar una llibreria Javascript (stompJS) a Angular2. 
En primer lloc es requereix establir les dependències amb la llibreria “net”. 
 
$ npm i net -S 
 
Tot seguit caldrà establir la definició del paràmetre “global” en la secció dels headers del fitxer 
“index.html” per tal de que heredo a la resta de components tot passant a ser utilitzable per 
cadascun d’ells. 
 
<script> 
    var global = window; 
</script> 
 
● Errors generats pels CORS40. 
El propi protocol STOMP controla els recursos basant-se en els CORS. Per modificar aquesta 
propietat cal estipular-ho en la configuració del WebSocket. 
 
                                               
40 CORS: Cross-Origin Resource Sharing, mecanisme el qual permet sol·licitar recursos des d'un 
domini fora del domini des del qual es va publicar el recurs. 
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@Override 
public void registerStompEndpoints(StompEndpointRegistry registry) { 
   registry.addEndpoint("/socket") 
           .setAllowedOrigins("*") 
           .withSockJS(); 
} 
 
● Tractament de dades en temps real. 
Dins del tractament dels fluxos de dades en temps real hi ha un punt el qual requereix d’una 
menció especial. Com s’ha presentat anteriorment, el servidor treballa recollint peticions i 
reenviant-les a la resta d’usuaris. Dins d’aquesta modalitat de treball el servidor no duu a 
terme cap distinció temporal ni cap control de versions amb les dades que li arriben i reenvia. 
Com a tal això no suposava  ningún problema mentre es construïa i es provava l’aplicació 
degut que sempre era un usuari el que interactuava amb ella en tot moment. Per tant, 
l’esquema d’interacció i el flux d’informació sempre era d’un emissor a diversos receptors. 
 
 
 
 
 
 
Com es veu en l’exemple i com anteriorment s’ha esmentat, les dades enviades per un sol 
usuari mai generen problemes. Això és degut que arriben sequencialment per part del 
Emissor i s’envien sequencialment a cada Receptor connectat al WebSocket. 
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Com s’aprecia en el segon cas (dos emissors, quatre receptors). La comunicació s’ha vist 
totalment compromesa. El missatge de l'Emissor 1 i el missatge de l'Emissor 2 s’han vist 
alterats a causa de l’arribada en forma de fluxos de dades paral·lels i el sistema no ha sapigut 
controlar la situació, tot tractant-la com un cas seqüencial perdent dades o alterant-les. 
 
Una possible solució que implicaria canviar a un servidor que utilitzes asincronisme en 
comptes de concurrència seria: 
 
1. Tractament de la concurrència guardant la posició en que s'està inscerint la lletra en 
qüestió i enviar-la juntament amb aquesta lletra al servidor. 
2. El servidor rep paquets de lletra-posició i ha d’actuar en relació a aquests. 
3. El cas senzill és rebre una lletra “a” i una posició “3” i inscerir-la al text sobre el que la 
gent treballa “exemple” per crear la solució “exemple”. 
4. El cas complicat és rebre més d’una petició “c,0”, “ ,3” i “b,3” sobre el text “asa”. El 
servidor hauria de conservar el text localment i no tornar-lo als usuaris fins que no hi 
hagués un període de “tranquilitat” en el que les sol·licituds es relaxessin. Localment 
el servidor aplica el primer canvi sobre el text. Abans d’efectuar-lo comprova si hi s’han 
efectuat modificacions sobre el text original. Com la comprovació retorna fals 
procedeix a inserir la primera petició i obté “casa” i procedeix a afegir el següent 
caràcter, aquest abans d'inserir-se comprova si la seva posició d'inserció és superior 
o igual a alguna inserció anteriorment feta. La comprovació retorna cert i el nombre de 
lletres és 1, per tant procedeix a sumar 1 sobre la posició de la inserció tot obtenint “ 
,4”. Tot seguit aplica el canvi i obté “casa ”, el següent cas “b,3” després d’efectuar la 
mateixa comprovació pasasaria a ser “b,5” i el resultat seria “casa b”. 
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L’altra solució passa per l'ús de mecanismes per controlar dades concurrents. Un exemple 
serien els tipus de dades CDT (Conflict-free Rerrplicated Data Type) els quals es tractaran de 
forma especial en la secció destinada a treball futur d’aquest mateix treball. 
 
La solució finalment implementada ha estat l’establiment d’una clau d’escriptura única. Tan 
sols aquells usuaris amb possessió d’aquesta clau (Writer) tindran dret a poder editar el 
contingut dels fitxers d’un projecte. La resta d’usuaris (Auditors) adopten un rol d’espectadors 
per tal d’ajudar com ho faria el company a l’hora de realitzar tècniques de programació com 
el Pair Programming.  
Per a la transferència d’aquesta key s’ha reutilitzat el WebSocket ja obert per realitzar la 
transferència de canvis dels documents. Això és possible gràcies als diferents canals que ens 
permet definir l’API de Websockets i les capçaleres dels propis missatges. 
En aquest cas s’ha implementat un sistema de doble seguretat. Per una part, els missatges 
STOMP generats per la modificació d’un arxiu passaran a incorporar la capçalera “writer”. 
Aquesta capçalera es privada i refresca el seu valor si l’estat Writer de l'usuari canvia. Per 
l’altra part, quan un usuari decideix transferir la clau d’escriptura, actualitza el valor de l’estat 
Writer, tant el seu (false) com el del seu company (true), al que ha transferit la clau. 
En la implementació del servidor, ha suposat realitzar una rèplica del endpoint destinat al 
canvis dels document afegint-hi una modificació sobre la Base de dades. La modificació més 
agresiva ha estat el tractament dels missatges rebuts via WebSocket pel Client ja que aquest 
no és capaç de diferenciar de quin punt arriba el missatge propagat. Això ha suposat  tenir 
que propagar el missatge amb una capçalera que identifica la seva intenció des del Servidor.  
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4.5. Tercer cicle de prototipat 
El tercer cicle busca adaptar els sistemes del prototip a la interfície final tot dotant-la d'aquelles 
característiques que siguin necessàries per satisfer als possibles usuaris. En aquest punt 
també s'integraran aquells requeriments opcionals per tal de dotar l’aplicació de més valor. 
 
4.5.1. Objectiu 
Aquest tercer cicle disposa de dos objectius principals: 
 
- El primer d’ells es integrar una Base de Dades Mongo en el sistema de transmissió de 
dades amb WebSockets que tenim implementat fins al moment. Això requerirà d’un 
sistema de buffer en la part del Servidor. Per aquest es valorarà fer ús d’una llibreria 
existent o dissenyar-ne una nova partint de l’idea del seu comportament i seguint el 
disseny guiat per proves de software (TDD41). 
 
 
 
- El segon objectiu tracta d’integrar la totalitat de la funcionalitat desenvolupada fins 
aquest punt dins la interfície final destinada als clients. Es tracta de recollir cada 
sistema implementat fins al moment en el prototip i afegir-lo als components de la nova 
aplicació Angular. Tot això important les dependències, models i estructura del 
projecte prototip.  
                                               
41 TDD (Test-Driven Development): Procés de desenvolupament de software que es basa en la 
repetició d’un cicle de desenvolupament molt curt. Els requisits es converteixen en casos de prova o, 
test-cases molt específics. A partir d’aquests el programari es desenvolupa i millora per passar per 
noves proves. 
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4.5.2. Opcions 
Integració de la Base de Dades: 
Per tal de complir amb aquest objectiu s’ha de contemplar en quina situació ens trobem 
donades les característiques que el projecte ha anat acumulant. Fins al moment tenim un 
sistema de comunicació en temps real que transmet l’escriptura d’un usuari a tots els 
col·laboradors d’un espai de treball.  
Aquest sistema d’enviament utilitza l’API User Input42 que proporciona Angular. Més 
específicament el trigger amb el nom de keyup. Aquest trigger es dispara cada cop que 
l’usuari deixa de prémer una tecla. Un cop el trigger captura l’esmentat event, fa ús de la 
funcionalitat del Servei de Xat (encarregat de controlar la comunicació entre usuaris un cop 
es troben dins d’un espai de treball) per enviar un missatge STOMP al servidor. 
El contingut del missatge enviat del Client al Servidor es un punt a tenir en compte degut que 
la seva longitud, estructura i complexitat poden afectar al rendiment general. Per tant, s’han 
contemplat múltiples opcions recollint els beneficis i inconvenients de cadascuna per arribar 
a una conclusió. 
 
 Tipus de tractament 
Propietat Lletra a lletra Paraula a paraula 
 
Totalitat del 
contingut 
Mida de l’objecte Petita Petita Gran 
Temps 
d’enviament 
≈ Equitatiu 
Temps 
d’escriptura43 
≈ Equitatiu 
Tractament Altament Complexe Complexe Simple 
Informació 
addicional 
Identificador de l’espai 
de treball 
 
Identificador del 
document 
 
Tipus d’acció 
(inserció/supressió) 
 
Posició de la 
inserció/supressió 
Identificador de l’espai 
de treball 
 
Identificador del 
document 
 
Tipus d’acció 
(inserció/supressió) 
 
Posició de la 
inserció/supressió 
Identificador de 
l’espai de treball 
 
Identificador del 
document 
 
                                               
42 API User Input: Recopilació de triggers proporcionats per el propi framework Angular. Aquests es 
poden insertar en el HTML per recollir events i/o actuar en conseqüència executant funcionalitats. (ref.) 
43 Temps d’escriptura equitatiu: En les Bases de Dades la major despesa de temps es dona en 
l’accés a elles. A més a més, al tractar-se d’una Base de Dades MongoDB, hem de considerar que les 
addicions es duen a terme al final del document. Tot donant més suport a aquest argument. Per tant, 
tots tres casos accedeixen per igual, cap d’ells aporta diferencia sobre la resta. 
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 Tipus de tractament 
Propietat Lletra a lletra Paraula a paraula Totalitat del 
contingut 
Tractaments 
addicionals 
Tractament de accions 
amb múltiples lletres 
implicades 
(Text copiat/suprimit) 
Tractament d’accions 
amb múltiples paraules 
implicades 
(Text copiat/suprimit) 
 
Tractament d’accions 
especials (enter, 
suprimir, inserir, etc.) 
com a paraules 
-- 
 
Per tant, un cop observada la comparació. Observem que els avantatges que poden oferir els 
tractaments lletra-lletra o paraula-paraula es veuen compromesos per la complexitat de tractar 
amb la informació. Com a conseqüència, si estudiem la relació entre els temps d'enviament i 
tractament de la totalitat del text. Veiem que resulta força acceptable. Sobretot tenint en 
compte la complexitat i gran quantitat d'excepcions que pot arribar a presentar la 
competència. En conclusió, procedirem a seguir amb la implementació del tractament de la 
totalitat del text. 
 
Partint de que el missatge STOMP enviat del Client al Servidor contindrà la totalitat del codi 
que s’està editant obtenim un nou punt d’estudi. Es posible conservar un històric de l'últim 
text enviat per aplicar-hi una selecció de diferents amb el text que s’està enviant per tal 
d’obtenir el mínim text necessari a enviar? 
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Com podem apreciar, involuntàriament s’obtenen tots aquells paràmetres i funcionalitat que 
s’intentaven evitar en escollir el tipus de tractament per la totalitat del text. Per tant, intentar 
aplicar aquesta optimització tan sols portaria el projecte a l’alta complexitat i difícil tractament 
dels sistemes paraula a paraula o lletra a lletra. 
 
Arribats a aquest punt i segons l'estructura del sistema fixada. Per cada tecla premuda en el 
Client, el Servidor realitzarà un accés a la Base de Dades per guardar el contingut del 
missatge rebut com a nou contingut del document.  
Si arribem a implementar aquest sistema esmentat, el nostre Servidor acabaria per presentar 
problemes a causa de l’acumulació de peticions d’accés i escriptura a la Base de Dades. Tot 
i així, existeix una altra forma d’optimitzar aquest procés d’enviament i escriptura a la base de 
dades.  
Aquesta omptimització consistiria en l’ús d’un buffer i passaria per sacrificar persistència a 
canvi d’un millor rendiment en el Servidor. Si col·loquem aquest buffer en l’arribada del 
missatge per part del Client, permetrà augmentar l’espai de temps entre peticions d’escriptura 
tot relaxant el pes d’operacions entre el Servidor i la Base de Dades. 
 
Integració del prototip en la versió final 
Per realitzar la portabilitat de l'estructura completa del prototip resultant d'aquestes iteracions 
s'han de tenir en compte diversos factors: 
 
- Dependències 
- Esquema de funcionalitats 
- Serveis 
- Components 
 
Per realitzar aquesta portabilitat es farà ús del mateix framework per al desenvolupament 
d’aplicacions web emprat en la creació del prototip (Angular v.7.2.2). 
 
La integració del prototip en l'aplicació final destinada al client també pot suposar l'aparició de 
nous component, serveis o fins i tot, dependències. Si aquest és el cas, cadascun d'ells serà 
tractat en detall en el desenvolupament. Aquests fets estaven prevists i es deuen al fet 
d'introduir el client com a destinatari de l'aplicació. 
Fins ara, les dues primeres iteracions han estat centrades en posar a prova i decidir quina 
tecnologia emprar. Aquest fet es deu a haver treballat amb un prototip i no amb l’aplicació 
final. Tanmateix, la tercera iteració treballa sobre un nou escenari tot integrant la tecnologia 
especificada fins al moment en una versió final estable i destinada a ser usable per la figura 
de l’usuari final. 
 
L’últim punt a tractar dins del producte final involucra el disseny de l’aplicació final. Les 
aplicacions web poden classificar la distribució del seu contingut segons dues estructures: 
Single Page44 i Multi Page45. 
  
                                               
44 Single Page: Aplicació web la qual tan sols consta d’una sola pàgina HTML. Tot el seu contingut es 
descarregat en primera instància fent l’experiència de navegació molt més agradable. 
45 Multi Page: Aplicació web la qual distribueix el seu contingut en diverses pàgines HTML. Basa la 
seva navegació en redireccions entre pàgines HTML on cada nova pàgina és carregada in situ. 
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El framework emprat (Angular) es caracteritza per emprar el model de càrrega impacient o 
ansiós (eaguer) dels seus mòduls. Aquest és el més emprat i provoca que la pàgina web 
carregui els continguts desitjats juntament amb la primera crida per obtenir el HTML. Tot i 
això, Angular també presenta eines per dur a terme càrregues de tipus mandrós (lazy) on 
carrega el contingut sota demanda i precàrrega (preload) on els mòduls pare poden definir si 
carregar o no els seus mòduls fill. 
 
En el framework Angular treballa per defecte amb una estructura de tipus Single Page. Aquest 
sistema funciona emprant els imports realitzats en el fitxer “appmodule.ts”. Dins aquest fitxer 
s’especifiquen tots aquells recursos que volem carregar en primera instància, en la primera 
crida. Tot i això, Angular disposa d’un sistema per recrear l'estructura Multi Page. La principal 
diferència la localitzem en el mòdul de routing “app-routing.module”. En aquest podem 
realitzar una càrrega en la primera instància o una càrrega sota demanda. 
 
Es valorarà la possibilitat d’implementar una aplicació web Single Page (SPA) o Multi Page 
(MPA) per extreure’n quina aporta més beneficis donat que el tipus de web que estem 
desenvolupant no és un projecte comú d’Angular.  
 
Aquesta valoració consistirà en un recull dels avantatges i desavantatges que cada estructura 
web presenta. D’aquesta manera, comparant aquests punts amb els requeriments del 
projecte, se n’extraurà l’opció més profitosa. 
 
 Single Page Multi Page 
Avantatges 
Simplifica la pàgina web eliminant 
el desordre 
Ofereix escalabilitat ilimitada 
gràcies a la infinitat de subpàgines 
que pot hostatjar 
Facilita el compliment dels 5 
principis d’usabilitat46 per millorar 
l’experiència de l’usuari 
Utilitzant les eines i convencions 
d’estil estandarditzades amb el 
temps la navegabilitat es fácil de 
seguir Contribueix a una navegabilitat 
intuïtiva 
Facilita la concentració de l’usuari 
evitant distreure’s en el contingut 
 
Quantes més subpàgines presenta 
un lloc web, millor fitat està el seu 
contingut. Per tant és més fàcil de 
dur a terme SEO sobre el lloc web 
Ajuda a fer més senzilla 
l'adaptació del contingut web per 
a dispositius mòbils 
Desavantatges 
Els llocs web Single Page no són 
els més fàcils per dur a terme 
SEO. Dificultant la seva ubicació 
en les llistes de resultats. 
L’augment en la quantitat de 
contingut del lloc web també 
suposa una responsabilitat a l’hora 
de dissenyar-la i actualitzar-la 
 
  
                                               
46 5 principis d’usabilitat: 5 principis a tenir en compte per obtenir una correcta usabilitat. (ref.) 
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Desavantatges 
Els llocs web Single Page no són 
els més fàcils per dur a terme 
SEO. Dificultant la seva ubicació 
en les llistes de resultats. 
L’augment en la quantitat de 
contingut del lloc web també 
suposa una responsabilitat a l’hora 
de dissenyar-la i actualitzar-la 
La seva capacitat d’escalabilitat 
es limitada. 
Tenir sempre en compte el site's 
bounce rate o, la tassa de rebot del 
lloc web. Aquesta indica quants 
salts han de dur a terme els usuaris 
per arribar al contingut que 
desitgen. Com més alta és, més 
augmenta la probabilitat que els 
usuaris abandonin el lloc web. 
Disposar tot el contingut web en 
una sola URL dificulta la creació 
de pàgines web amb una 
funcionalitat diferent a la de 
presentació. 
En general és més difícil d’adaptar 
el seu contingut a dispositius 
mòbils a causa de la gran quantitat 
de funcionalitats i contingut que 
presenten. 
 
Un cop analitzades totes dues opcions. Les pàgines web Single Page presenten avantatges 
de navegació per als usuaris però estan limitades a l’hora d’afegir contingut. Per l’altra banda, 
les pàgines web Multi Page són escalables i més fàcils de donar a conèixer. Però, aquestes 
impliquen un treball de creació i gestió més complex per part del desenvolupador. 
Si contemplem el model que presenta Angular amb el model de càrrega eager i la distribució 
del contingut web com a Multi View aconseguim extreure’n el millor de cada disseny sota la 
responsabilitat de tenir una càrrega de treball major en dissenyar l’estructura de la web. Per 
tant, el model que se seguirà utilitzarà l’arquitectura per defecte del framework Angular. 
 
4.5.3. Desenvolupament 
Integració de la Base de Dades 
La finalitat de l’apartat és convertir les dades que actualment són enviades a través del 
WebSocket en dades persistents gràcies a l’ús d’una Base de Dades i duent a terme 
escriptures en ella. 
 
Com hem vist en la secció d’Opcions del Tercer cicle de prototipat (ref.). L’opció escollida pels 
avantatges que aporta i beneficis que suposa passa per utilitzar l’enviament de la totalitat del 
missatge com a tractament. Tot seguit, gestionar la freqüència amb què aquest missatge és 
escrit en la Base de Dades mitjançant un búffer i d’aquesta forma, relaxar el pes de peticions 
d’escriptura entre el Servidor i la Base de Dades. 
 
La creació d’aquest Buffer es durà a terme mitjançant TDD. En primer lloc, definirem el 
comportament desitjat per al buffer per així enfocar el problema i trobar la millor estructura 
possible. 
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La primera opció plantejada consistia en un buffer implementat seguint el patró de disseny 
Singleton. La finalitat d’aquesta decisió és dur a terme una única creació de l’objecte i fer que 
totes les dependències que en fan ús treballin amb la mateixa instància.  
 
 
 
Com podem apreciar. Tothom fa ús del mateix Buffer provocant sobreescriptura de les dades 
d'altres workspaces o, filtració de dades (en el millor dels casos). Per tant, per implementar 
aquest disseny dins del buffer es requerirà una estructura de dades per classificar el contingut 
segons qui realitza la demanda d’aquest. 
 
Per tant, necessitem un Objecte SingletonFileBuffer més potent, capaç d'entendre qui l'està 
reclamant i quin objecte ha de retornar. Per aquest farem ús de l'identificador de la sala. En 
el codi es crearà un objecte SingletonFileBuffer passant per paràmetre l'identificador (ID) de 
la sala. Amb aquest ID el SingletonFileBuffer consultarà un Map local del tipus key: roomID, 
value: FileBuffer. Si la key està dins del diccionari, retornarà el value corresponent a ella 
(l'objecte FileBuffer) per així dur a terme l'actualització del contingut del buffer. Per l'altra 
banda, si no està disponible, crearà una nova entrada amb un nou objecte FileBuffer. 
 
 
 
Un cop es disposa d’una estructura definida correctament, es pot procedir a determinar el 
comportament d’aquest SingletonFileBuffer dins el controlador de WebSockets. 
Un cop en aquest punt, no es disposa de cap referència per part del prototip. Per aquest 
motiu, com s’ha introduït en apartats anteriors, es durà a terme TDD per tal de desenvolupar 
aquest component aïllat de la resta del projecte. Un cop la seva funcionalitat sigui correcta, 
es procedirà a introduir-lo en el WebSocketController, concretament en el WebSocket 
encarregat d’escoltar les peticions provinents de les sales de Workspaces. Aquest TDD 
consistirà d’un total de 6 tests. 
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- singletonFileBufferGeneralTest: Tan sols es busca comprovar l’obtenció d’un objecte 
FileBufferSingleton. 
 
EnumFileBufferSingleton.INSTANCE.getInstance() 
 
- fileBufferTextInsertionAllGoesOkTest: Comprovar l’inscerció de text. 
 
FileBuffer fileBuffer = new FileBuffer(fileId); 
fileBuffer.insertBuffer("Sample Text"); 
 
- fileBufferTextInsertionIncorrectParamsProvidedTest: Comprovar el tractament de dades 
incorrectes introduïdes al fer una inserció. 
 
FileBuffer fileBuffer = new FileBuffer(fileId); 
fileBuffer.insertBuffer(null); 
 
- singletonFileBufferCorrectInstanceCreationTest: Comprovar la correcta creació d’un objecte 
FileBuffer. 
 
// Crear l'espai de treball i l'arxiu mitjançant una petició 
fileBufferSingleton.getFileBuffer("workspaceA", "file1"); 
fileBufferSingleton1.getWorkspaceContainers().containsKey("workspaceA"))
; 
fileBufferSingleton1.getWorkspaceContainers().containsKey("workspaceA"))
; 
 
- singletonFileBufferIncorrectInstanceCreationTest: Comprovar el tractament de dades 
incorrectes introduïdes al obtenir un FileBuffer. 
 
fileBufferSingleton1.getFileBuffer("workspaceA", null); 
 
- singletonFileBufferSameInstanceUsageTest: Comprovar les funcionalitats d’obtenció i desat 
sobre un FileBuffer de forma conjunta. 
 
fileBuffer1 = fileBufferSingleton1.getFileBuffer("workspaceA", "file1"); 
fileBuffer1.insertBuffer("Sample Text"); 
fileBuffer2 = fileBufferSingleton2.getFileBuffer("workspaceA", "file1"); 
assertEquals(fileBuffer2.getBuffer(), "Sample Text"); 
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Un cop disposem de la classe llesta per ser utilitzada, procedirem a introduir-la en el Controller 
encarregat d’escoltar les peticions entrants per part dels espais de treball. La funcionalitat 
d’aquest WebSocketController heretada del prototip tan sols disposava del tractament dels 
headers i el reenviament d’aquests a la resta d’espectadors de la sala.  
Pel que fa a les funcionalitats de recollida i reenviament de les capçaleres tenim dues 
implementacions a destacar: 
 
Object nativeHeaders =  
    accessor.getMessageHeaders() 
    .get("nativeHeaders"); 
String[] fields = (nativeHeaders 
!= null) ?  
    nativeHeaders.toString() 
    .split("(?! )([, {}*]+)") :  
    new String[] {}; 
Map<String, String> rcvHeaders =  
    this.parseHeaders(fields); 
- Tractament headers entrada: 
Recollida i anàlisis gramatical de les 
capçaleres entrants per poder-les 
transformar a un objecte útil de Java, 
concretament un Map de tipus clau 
String, valor String. 
Map<String, Object> sndHeaders = 
buildSendHeaders(rcvHeaders); 
- Tractament headers sortida: 
Creació d’un nou objecte de tipus Map 
amb clau i valor de tipus String. La 
finalitat d’aquest map es proporcionar 
als oients de l'espai de treball tan sols 
aquelles capçaleres que són 
necessàries i afegir-ne de noves 
calculades pel servidor. Aquesta 
funcionalitat queda delegada a una 
funció la qual realitza un total de 
quatre “put” per afegir els camps: 
 
- userID 
- roomID 
- fileID 
- action 
 
L'últim d’aquests camps, “action” 
s’utilitzarà per comunicar al client si 
l’acció que esta rebent implica a un 
Writer o a un Auditor. 
 
La funcionalitat referent al reenviament del missatge a tots aquells usuaris subscrits a la 
sala tan sols implica una línia de codi. Aquesta s’encarrega de propagar el missatge 
utilitzant com a template o plantilla l'objecte de missatgeria atorgat per la llibreria STOMP. 
 
this.template.convertAndSend( 
format("/chat/%s",  
    rcvHeaders.get("room_id")), 
message, sndHeaders); 
- Reenviament als oients: 
Propagar el missatge rebut per 
WebSocket als oients d’una sala 
definida per la ID del workspace. 
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Amb la introducció del codi referent als FileBufferSingleton l'aplicació passa de forma 
persistent el contingut dels nostres documents. Aquest codi tracta en especial la funcionalitat 
vista en el test: singletonFileBufferSameInstance UsageTest, introduïda tot just després de 
capturar les capçaleres del missatge rebut per WebSockets. Aquestes capçaleres contenen 
la informació essencial per poder saber de quin fitxer s'està parlant, d'altra manera, entrarem 
en els tests d'error també tractats anteriorment en la secció de TDD. 
 
@Controller 
public class WebSocketController { 
  . . . 
  @MessageMapping("/send/message") 
  public void onReceivedMessage(SimpMessageHeaderAccessor accessor,  
  String message) { 
    // Tractament headers entrada 
 
    EnumFileBufferSingleton fileBufferSingleton =  
      EnumFileBufferSingleton.INSTANCE.getInstance(); 
    enumFileBufferSingleton 
      .setWorkspaceRepository(this.workspaceRepository); 
 
    FileBuffer fileBuffer = enumFileBufferSingleton.getFileBuffer( 
      rcvHeaders.get("room_id"), rcvHeaders.get("file_id")); 
    fileBuffer.insertBuffer(message); 
 
    // Tractament headers sortida 
    // Reenviament als oients 
  } 
  . . . 
} 
 
Com s'ha mencionat en l'inici d'aquest apartat, la implementació d'un buffer propi també 
buscava permetre'ns afegir control sobre el seu comportament i d'aquesta forma relaxar la 
càrrega de peticions d'escriptura sobre la Base de Dades. Aquesta implementació passa per 
la creació d'un control del total de caràcters afegits o suprimits per l'usuari. La funcionalitat 
d'aquest control es basa en tres punts. 
 
1. Obtenció i desament de l'actual text del document dins del FileBuffer de forma local. 
2. Comparació de longituds amb el text entrant per la funció insertBuffer i posterior 
sobreescriptura del documentLocal pel documentEntrant. Aquesta funció utilitza la 
següent operació per calcular el nombre d'inputs donat un text: 
 
𝑛º 𝑑′𝑖𝑛𝑠𝑒𝑟𝑐𝑖𝑜𝑛𝑠 = | 𝑑𝑜𝑐𝑢𝑚𝑒𝑛𝑡𝐿𝑜𝑐𝑎𝑙. 𝑙𝑒𝑛𝑔𝑡ℎ()  −  𝑑𝑜𝑐𝑢𝑚𝑒𝑛𝑡𝐸𝑛𝑡𝑟𝑎𝑛𝑡. 𝑙𝑒𝑛𝑔𝑡ℎ() |  
 
3. Finalment, aquest "nº d'insercions" se suma a un acumulador situat de forma local dins 
la instància FileBuffer. Quan aquest acumulador assoleix una xifra important, a partir 
de la qual es pot considerar perillosa la pèrdua d'unes dades, es realitza la petició 
d'escriptura sobre la Base de Dades.  
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Integració del prototip en la versió final - Serveis de detecció i actuació 
Aquest apartat contindrà la introducció de tota funcionalitat provinent del prototip i no relativa 
al desament del contingut dels documents en la Base de Dades. 
 
- Detecció de canvis en els documents del IDE. 
- Disseny d’una barra de navegació 
- Tractament d’equips. 
- Tractament d’arxius i projectes provinents de Github. 
- Sol·licitud i transmissió de la clau d’escriptura entre Col·laboradors. 
 
Entre aquests punts es contempla també l’addició de nous requeriments, sempre amb la 
finalitat de facilitar el treball a l’usuari. Per aquesta raó, s’inclouen noves funcionalitats 
anteriorment tractades en els requeriments addicionals com ara el Sistema de missatgeria 
entre els usuaris d’un projecte. 
 
A més a més, totes aquestes noves funcionalitats s'hauran d'afegir sobre una interfície 
(encara per concretar). Aquesta requerirà un disseny i estructura propis basats en els 
prototips realitzats en el primer cicle de prototipat. Segons aquest disseny l’aplicació 
disposaria d’un total de set noves funcionalitats: 
 
- Sistema de visibilitat (pública/privada) d’un projecte. 
- Sistema de missatgeria dins d’un projecte 
- Selector de projectes. 
- Sistema de subscripció a canvis sobre els projectes (Feed). 
- Sistema d’estadístiques sobre projectes. 
- Sistema de búsqueda de projectes públics. 
- Vista de “Public Projects”. 
- Vista de “About Us”. 
 
● Detecció de canvis en els documents del IDE 
Aquesta era una funcionalitat pressuposada per part del prototip on es fa ús del ja esmentat 
sistema d'on-key-up d'Angular per registrar quan s'ha introduït un caràcter en el text-area. A 
l'hora de portar la implementació a l'aplicació final i disposar la funcionalitat on-key-up sobre 
l'editor de text ha resultat per no funcionar. El principal motiu és degut al tipus d'inserció que 
utilitza StackBlitz per carregar el seu IDE. Un cop la llibreria StackBlitz té llest l'objecte, 
l'introdueix dinàmicament sobre el DOM mitjançant una "ID" en forma d'iframe. Si com a 
usuaris canviem el focus de la pàgina web a aquest iframe (realitzant un clic en l'editor), 
Angular perd el control sobre que passa dins d'aquest nou iframe. Per tant, passa a ser 
incapaç de capturar els esdeveniments de tipus on-key-up anteriorment esmentats tot 
impossibilitant l'enviament d'informació. 
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L'explicació d'aquest fenomen ve donada pel tipus d'objecte que emmagatzema l'editor de 
codi StackBlitz. En tractar-se d'un iframe aquest es contempla com una nova pàgina web 
sobre la qual Angular ja no té cap control de què està passant dins. 
Tot i això es podria intentar fer ús de Jquery per tal de capturar quan l'editor ha estat carregat 
i, a continuació, accedir al seu contingut per afegir un script de captura d'esdeveniments. 
Aquesta segona opció també queda descartada a causa que el DOM de StackBlitz es troba 
protegit per CORS. Com hem vist anteriorment l'única solució implicaria contactar amb 
StackBlitz per tal que afegissin el nostre domini com una adreça de confiança o, intentar 
realitzar un bypass. Com anteriorment s'ha mencionat en el projecte, la meta de TeamCode 
és arribar a poder ser un projecte independent de programes o scripts de tercers a excepció 
del mateix IDE vital per al funcionament de la pàgina web. Amb aquest requisit busquem no 
dependre d'una fuita de seguretat o de la versió concreta d'un script per fer funcionar la pàgina 
web. Volem que sigui estable i 100% funcional. 
 
 
 
En l'escenari que ens trobem, no queden més opcions disponibles quant al tractament per 
esdeveniments de teclat. A causa d'això, es va decidir d'implementar tot un nou sistema 
d'observació basat en una funcionalitat anteriorment introduïda però no utilitzada. Aquesta és 
la funció "getSnapshot()" proporcionada pel mateix IDE de Stackblitz i la qual ens deixa 
capturar instantànies de què està passant al projecte en una estructura d'Objecte però en 
format de text. 
 
{ 
    "testFolder/test.ts" : "// Line1: This is the content of a  
                           Typescript File\n", 
    "README.md": "# Welcome to TeamCode\n## Table of contents:\n ..." 
} 
 
Com podem apreciar, realitza distinció de carpetes i el seu contingut a més a més de 
tractament de caràcters especials com ara els “enters” o “\n”. A primera vista compleix tots 
els requisits per muntar sobre aquesta funció tot un sistema d’observació. 
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Aquest sistema d’observació neix en el component Typescript destinat a allotjar l’editor de 
codi StackBlitz. A més a més, pel seu correcte funcionament necessita accés a l'arxiu 
StackBlitzService, el qual conté la captura de la màquina virtual StackBlitz sobre la qual es 
poden realitzar funcions (concretament “getSnapshot”). En aquest punt, el component crea 
una funció la qual serà executada pel conmstructor del mateix component en carregar-se. 
Aquesta funció desperta la funció de captura d'instantànies sobre el projecte en què ens 
trobem (això és possible gràcies al fet que StackBlitzService és capaç de distingir en quin 
projecte ens trobem). Aquestes instantànies passen per un procés de tractament de dades 
per convertir el text que les conforma a un Objecte útil de Typescript. Un cop acabat aquest 
tractament passem de tenir un text amb format d’objecte a tenir tot un Array d’objectes de 
tipus File. Aquests objectes són la unitat de model amb la qual TeamCode treballa per 
carregar i llegir arxius a l’editor per tant, ja es pot treballar i extreure dades d’ells. El següent 
pas és sobreescriure el valor d’una variable local de tipus BehaviorSubject47<Array<File>> 
anomenada localFiles$ utilitzant la funcionalitat .next(files). Amb aquest sistema 
d’Observables permet notificar cada canvi al segon servei implicat, WorkspaceService. La 
funcionalitat d’aquest és, mitjançant tota la informació que emmagatzema relativa als 
projectes d’un usuari, crear la nova versió de l’espai de treball amb els canvis s’han dut a 
terme en aquesta nova notificació (si se n’han dut a terme). 
 
 
 
Cada cop que el Workspace Service rep una notificació de canvi en l’espai de treball, crida al 
tercer Servei implicat, ModificationsService, encarregat de comparar les noves instantànies 
amb versions anteriors per extreure’n tres tipus d’alteracions (fitxers afegits, fitxers esborrats 
i fitxers actualitzats). 
 
 
 
  
                                               
47 BehaviorSubject: Tipus de dades complexes estretament lligades al tipus Observeble i Subject. Tots 
tres tipus de dades actuen seguint el patró Observer pel qual existeix un Observable el qual és notificat 
cada cop que l'Observer canvia de valor. La principal diferència que presenta respecte de les dues 
anteriors és el seu mètode ".getValue()" que permet capturar el seu valor actual sense necessitat d'una 
subscripció. 
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Les alteracions són comunicades novament al WorkspaceService, el qual efectua tractaments 
per editar l'estructura de la versió local de l'espai de treball i enviar el missatge corresponent 
a l'alteració via WebSockets utilitzant el servei encarregat d'aquesta tasca, ChatService i el 
stompClient. Un cop les dades han arribat al servidor, aquest actualitza la Base de Dades en 
relació als canvis i propaga el missatge als oients de la sala. El client de cada usuari fa ús de 
la seva subscripció als canvis sobre el stompClient per detectar i processar el missatge 
prèviament propagat pel Servidor. A continuació, segons la informació de la capçalera, si 
aquesta informació és relativa a l'alteració de fitxers, procedeix a actualitzar les seves 
variables locals BehaviorSubject. El seu funcionament és transmetre la informació sobre 
l'acció presa (creació, supressió o actualització) sobre un arxiu als Serveis que s'hi han 
subscrit. Aquests serveis subscrits són el WorkspaceService i el StackBlitzService, tot amb la 
finalitat de processar les alteracions i modificar les seves pròpies còpies locals donant lloc a 
una comunicació exitosa sense realitzar cap petició HTTP. 
 
Com es pot apreciar, la creació del sistema d'observació ha incrementat de forma pronunciada 
la dificultat respecte de la versió emprada en el segon cicle d'iteració la qual feia ús dels 
esdeveniments d'Angular. Aquest és un exemple de l'important que són les llibreries per 
facilitar el desenvolupament als programadors. Si una documentació es troba incompleta o 
no contempla l'ús per a situació en què ens trobem acaba per desembocar en la creació de 
tot un nou sistema com és el cas de treballar amb StackBlitz, Iframes, WebSockets i STOMP. 
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Integració del prototip en la versió final - Disseny de la interfície 
● Disseny d’una barra de navegació 
Abans de començar amb el disseny de la interfície com a tal, hi ha certs elements que no 
poden ser passats per alt. Un d’ells és el disseny i la creació d’una barra de navegació. Aquest 
punt és un fet tan comú en el dia a dia de les pàgines webs que arribem al punt de donar-lo 
per presuposat. 
 
Pel que fa al disseny de la navbar podem escollir entre el disseny vertical o horitzontal. En 
relació amb la pàgina web que volem dissenyar, tots dos tipus de barra són acceptables. Tot 
i això, destaquem la barra horitzontal per dues raons: 
 
- L’espai en pantalla que ocupa: En el disseny web està ben vist que en una pàgina 
hàgim de fer scroll vertical però no scroll horitzontal. Partint que les dues barres 
ocupen el mateix espai i que la barra vertical se superposa al contingut i no el 
redimensiona. La navbar vertical seguirà ocupant part de la width total obligant a 
comprimir un espai que de per si ja és limitat. 
 
 
 
- Les interfícies dels IDEs: Els mateixos editors de codi ja s'han pronunciat al respecte 
mantenint-se en el sistema utilitzat fins ara en les aplicacions d'ordinador (barra 
d'opcions horitzontal sota la finestra. En el cas de la nostra aplicació, no volem trencar 
aquests estàndards, ja que recauria en una gran confusió per als usuaris. 
 
A més a més de la posició, hem d'especificar el contingut d'aquesta barra de navegació. Cal 
distingir que hi ha dues situacions molt diferenciades on se situa la navbar. Aquestes es 
diferencien principalment per si l'usuari es troba en l'editor de codi o no. Si l'usuari no es troba 
en l'editor de codi, ens interessa tenir enllaços a la resta dels continguts web dins de la barra 
de navegació. D'altra forma, si ens trobem dins de l'editor, interessa disposar d'una informació 
totalment diferent aquest cop, centrada en el projecte (nom de l'espai de treball, opcions sobre 
el mateix i un únic enllaç de tipus back per poder sortir d'aquest editor). 
 
  
  
navbar 
n
a
v
b
a
r 
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● Tractament d’equips 
El tractament d’equips és un punt que ja ha estat tractat amb anterioritat en el 
desenvolupament del prototip dins el segon cicle de prototipat (ref.).  
Com la funcionalitat relativa a tractament de col·laboradors no ha canviat respecte del seu 
desenvolupament en el mencionat segon cicle de prototipat, en aquest cicle d'integració es 
procedirà a desenvolupar tan sols la interfície final. La finalitat d'aquesta interfície serà donar 
suport a l'addició, supressió i llistat de Col·laboradors. 
 
Per tractar tots tres punts sense trencar amb l'estètica d'un editor de codi convencional es 
procedirà a crear un dropdown d'opcions i reutilitzar la navbar com barra de tasques del 
mateix editor. 
 
 
La funcionalitat relativa a esborrar un Col·laborador ha estat disposada un nivell inferior 
situant-la dins del component de llistat d'usuaris. La finalitat és evitar un clic erroni a causa 
d'estar en el primer nivell d'interacció (dins del dropdown d'opcions). Pel que fa a les 
funcionalitats d'addició i llistat d'usuaris, han estat disposades dins d'aquest dropdown 
d'opcions com es pot veure en l'esbós de la interfície. Cal destacar que la funcionalitat d'afegir 
Col·laboradors tan sols estarà disponible per l'usuari propietari del projecte. 
Les vistes corresponents a tots tres apartats en troben situades en finestres de tipus pop-up 
(element emergent sobre la resta del contingut web) conformant un total de dues vistes. 
 
 
En el cas de la vista per a l'addició de nous usuaris, contindrà un breu tutorial per explicar que 
disposa d'una funcionalitat per inserir diversos e-mails a la vegada. La finalitat és no obligar 
a l'usuari a repetir la interacció d'afegir usuaris tants cops com usuaris conformen l'equip. 
 
StackBlitz IDE 
             Navbar Options 
 
         StackBlitz IDE 
             Navbar Options 
Add usr 
List usr 
Vista del Editor de 
Codi 
Vista dropdown 
desplegat 
Project Collaborators 
user email 
user email 
user email 
Llistat de Col·laboradors 
Add Collaborators 
How to add collaborators 
Addició de Col·laboradors 
Back 
user email 
Add Back 
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En la vista del llistat de Col·laboradors, unes creus vermelles en marquen l’accés a la 
funcionalitat d’esborrar un usuari. Si premem en una d’elles el contingut del pop-up s'altera 
per donar pas a un missatge de confirmació d’esborrat. 
 
 
Al llarg de totes les vistes descrites els colors en les botoneres busquen centrar l'atenció de 
l'usuari en aquella opció que normalment no interessa. D'aquesta forma incrementem les 
possibilitats que l'usuari en qüestió llegeixi la totalitat de les opcions abans d'efectuar una 
operació important. 
 
El resultat final de la implementació ha passat per reutilitzar el codi desenvolupat per al 
prototip fent especial ús del servei WorkspaceService. La principal raó radica en què aquest 
servei conté tots els logs i operacions a realitzar sobre l'estructura d'un projecte. Incloent les 
tres operacions base que conformen aquest apartat. 
 
      
 
 
 
Project Collaborators 
Are you sure? 
Supressió de Col·laboradors 
Confirm Back 
Llistat de Col·laboradors Supressió de Col·laboradors 
Addició de Col·laboradors 
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● Tractament d’arxius i projectes provinents de Github 
D'igual forma que en l'apartat anterior, el tractament d'arxius és una funcionalitat ja 
desenvolupada i heretada del segon cicle de prototipat. Per tant, aquesta secció es limitarà 
novament al disseny de la interfície. 
En tractar-se d'una funcionalitat molt puntual i fora de l'ús habitual de l'editor, s'ha optat per 
ubicar-la en una posició diferent del dropdown d'opcions (creat per introduir funcionalitats 
relatives al projecte). Per aquestes dues operacions de recopilació d'arxius de la plataforma 
Github s'ha optat per dissenyar el concepte d'una Github toolbox (Capsa d'eines de Github). 
Aquesta decisió de disseny s'ha enfocat pensant en una futura versió de TeamCode la qual 
pugui incorporar noves funcionalitats dins aquesta capsa d'eines. La Github toolbox aspira a 
contenir mecanismes per fer commit o push d'arxius específics situats dins del projecte sobre 
branques específiques d'un repositori Github aportant un control total sobre aquesta 
plataforma. 
 
 
 
 
La funcionalitat se centra en l'ús del servei GitHubService (encarregat de la interacció amb 
l'API de Github) i el servei StackBlitzService (encarregat de l'edició dinàmica del contingut de 
l'editor de codi). El resultat final és una botonera lateral en la qual el botó inferior actua com a 
desplegable de les dues opcions que conté. Totes dues opcions tenen àrees de tipus hover 
les quals en passar el cursor per sobre mostren una breu introducció a la seva funcionalitat i 
ús. 
 
  
Vista del Editor de Codi 
Vista Github Toolbox 
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● Sol·licitud i transmissió de la clau d’escriptura entre Col·laboradors 
Aquest apartat introduït i desenvolupat en les conclusions del segon cicle de prototipat també 
està pendent d'introduir-lo en la interfície final. En tractar-se d'una funcionalitat que utilitzarem 
amb freqüència, s'ha optat per introduir-la en el dropdown d'opcions. Aquest està situat en la 
navbar del editor de codi. Cal destacar que aquest dropdown disposarà de dos tipus de visions 
segons si disposem del rol Writer o Auditor. 
 
 
 
 
Pel que fa a la implementació en la versió final, cal remarcar que les peticions del token o 
permís d’escriptura i les cessions del mateix són vistes d'igual forma a ulls del servidor, tan 
sols es limita a efectuar els canvis corresponents segons el tipus d'emissor del missatge i 
propagar-lo als oients de la sala. És tan sols el client el que les sap diferenciar i reaccionar 
en cas d'estar implicat. 
 
 
 
Com es pot apreciar en el diagrama, una transferència de claus no afecta en absolut al 
correcte funcionament de les actualitzacions de contingut i tan sols els usuaris implicats 
reaccionen a elles. 
  
Vista dropdown desplegat 
(Writer) 
Vista dropdown desplegat 
(Auditor) 
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El resultat final quedarà determinat segons el rol que ocupem com a usuaris. Pel que fa a la 
vista del rol Writer. Al sobreposar el cursor (realitzar una acció de hover) sobre l'opció "Make 
writer", es desplegarà un segon dropdown amb les peticions d'escriptura ordenades per l'ordre 
de creació. En el cas de l'Auditor, aquest botó de "Make writer" queda rellevat per un botó de 
sol·licitud de clau d'escriptura anomenat "Ask for write". 
 
 
 
 
● Sistema de visibilitat (pública/privada) d’un projecte 
Com a funcionalitat afegida sobre les opcions d'un projecte (introduïdes al llarg dels punts 
anteriors) es va contemplar la modificació de la privacitat d'un projecte. Fins ara tots els 
projectes es contemplaven com a projectes privats. El codi Open Source està guanyant força 
amb pas del temps i es tracta d'una modalitat que a la llarga en beneficia a tots. Per tant, 
TeamCode buscarà proporcionar aquesta funcionalitat extra per tal de definir un projecte com 
a públic sota les condicions que això implica. Tots dos tipus de projectes han estat estudiats 
per tal d'enllaçar-los amb les funcionalitats actuals que presenten els projectes o workspaces 
de l'aplicació TeamCode. El resultat d'aquest estudi ha estat un pla de característiques 
presentat en forma de taula. Cal destacar la llegenda d'aquest per tal d'entendre la relació de 
cada característica amb el seu respectiu tipus de projecte. 
 
Característiques 
Projectes 
Públics 
Projectes 
Privats 
Disponible com a resultat d’una cerca   
Visible per Col·laboradors del projecte   
Visible per usuaris registrats (no Col·laboradors)   
 
  
Vista del rol Auditor 
controlat per un 
Vista del rol Writer controlat 
per un Collaborator 
Vista del rol Writer controlat 
per un Owner 
Vista del rol Auditor 
controlat per un Owner 
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Característiques 
Projectes 
Públics 
Projectes 
Privats 
Visible per usuaris no registrats   
Els Col·laboradors poden sol·licitar escriure   
Els usuaris no registrats o, registrats però no 
Col·laboradors poden sol·licitar escriure   
Els Col·laboradors tenen accés al xat del projecte   
Els usuaris no registrats o, registrats però no 
Col·laboradors tenen accés al xat del projecte   
Els Col·laboradors poden editar localment els 
fitxers del projecte   
Els usuaris no registrats o, registrats però no 
Col·laboradors poden editar localment els fitxers 
del projecte 
  
Els usuaris no registrats o, registrats però no 
Col·laboradors o, Col·laboradors poden afegir 
nous Col·laboradors 
  
El propietari d’un projecte pot afegir nous 
Col·laboradors al mateix   
 
Un cop especificades les diferències entre cada tipus de projecte tan sols queda introduir on 
s’inserirà aquesta nova característica i quin serà el seu funcionament. La funcionalitat de 
modificar la privacitat d’un projecte estarà disponible en la part inferior del menú d’opcions 
d’un projecte per l’usuari amb rol de propietari (Owner). 
 
 
 
 
Cal especificar que el diagrama anterior la funcionalitat de canvi de privacitat ha estat 
especificada com "Swap P" on "P" simbolitza "Privacy" o privacitat. Un cop s'interacciona amb 
aquest botó, el projecte canvia el valor de la seva privacitat al contrari del que actualment 
posseïa. 
  
Vista dropdown desplegat 
(Writer i Owner) 
Vista dropdown desplegat 
(Auditor i Owner) 
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En la versió final d'aquest menú d'opcions es va decidir canviar el cos del botó d'intercanvi de 
privacitat segons l'estat actual de la privacitat del projecte. La raó d'aquest canvi és simplificar 
la interfície i estalviar espai per tal de conservar un estil minimalista. Les interfícies amb poca 
complexitat faciliten l'aprenentatge degut que no sobreexposen a l'usuari a molta informació 
tot facilitant trobar abans el contingut que es desitja. 
Per aquest motiu quan el projecte és privat, el botó indica "Make project públic" (fer el projecte 
públic). Per l'altra banda, quan el projecte resulta ser públic, el cos del botó conté el missatge 
"Make project private" (fer el projecte privat) per tal d'evitar confusions. De totes maneres, si 
s'interacciona amb aquest botó, apareixerà un missatge de tipus toast per notificar-nos de 
l'estat de privacitat actual del projecte. 
 
             
 
● Sistema de missatgeria dins d’un projecte 
Un cop tenim definida la interfície relacionada amb l’editor de codi i les diferents funcionalitats 
que ens ofereix, sorgeix un nou problema originat pel fet d’estar treballant amb una eina 
col·laborativa. Aquest problema és la comunicació, un factor essencial si s’està treballant en 
modalitats grupals en diferents ubicacions.  
Per aquest motiu, es va decidir portar a terme el requeriment addicional d’un sistema de 
missatgeria integrat, presentat amb anterioritat en els requeriments addicionals (ref.). 
 
Un sistema de missatgeria en format de xat requereix disposar d'una connexió ràpida i gairebé 
instantània. Aquesta necessitat ens porta a novament fer ús dels WebSockets, concretament 
el canal obert per realitzar l'enviament dels canvis en els documents. D'igual forma que en 
l'apartat del Sistema de transmissió de la clau d'escriptura, un cop obert el canal TCP que 
utilitzen els WebSockets aquest pot ser reutilitzat per altres propòsits. En tractar-se d'un canal 
full-dúplex no hi ha cap impediment per enviar informació en qualsevol moment. La 
repercussió de definir un nou tipus de missatge dins d'un canal TCP ja definit torna a 
esdevenir la mateixa. Pel que fa al Servidor, treballarà amb un nou endpoint definit per tal 
d'obtenir els missatges de xat i propagar-los. 
 
 
  
Vista del rol Writer controlat per 
un Owner 
Vista del rol Auditor controlat per 
un Owner 
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@MessageMapping("/send/chat") 
public void onReceivedChatMessage(SimpMessageHeaderAccessor accessor,           
                                  String message) { 
    // Tractament headers entrada 
    // Tractament headers sortida     
    this.template.convertAndSend(format("/chat/%s",  
        rcvHeaders.get("room_id")), message, sndHeaders); 
} 
 
Tot i la clara semblança amb l’endpoint destinat a gestionar les actualitzacions en el contingut 
dels fitxers, aquestes dues rutes no poden ser definides com la mateixa. Els missatges de 
l'editor contenen molta més informació en els headers com ara l'escriptor, el projecte i l'arxiu 
involucrats a més a més d'un tractament especial per ser conservats a la Base de Dades 
mitjançant els objectes FileBuffer. 
En el relatiu a la repercussió en els Clients, aquesta resulta ser més agressiva. Els Clients 
per ells mateixos no són capaços d'extreure de quin endpoint prové el missatge que els arriba 
ni tampoc la finalitat del missatge. Per aquest motiu els headers cobren un paper fonamental. 
Gràcies a ells el missatge novament pren sentit ajudant als Clients a rebre i processar els 
missatges segons la seva finalitat. 
 
// Servidor: 
// Tractament headers de sortida 
sndHeaders.put("ideChat", rcvHeaders.get("ideChat"));  
 
// Client: 
(message.headers.ideChat) ?  
    this.receiveIdeChatMessage(message) :  
    /* other process */ 
 
Un cop realitzat aquest tractament, d’igual manera que passava amb el sistema de control de 
la clau d’escriptura, els missatges poden circular pel canal de comunicació sense cap 
impediment o pèrdua d’informació. 
 
L'últim punt per completar aquest procediment és la interfície del client per tal d'interaccionar 
amb el sistema de xat. En tractar-se d'una funcionalitat no relativa a les propietats del projecte 
no és correcte col·locar-lo en el menú d'opcions o dins la Github toolbox, ja que no 
comparteixen cap relació. Com a conseqüència s'ha de crear un nou espai en l'editor per 
situar-lo. Cal tenir en compte que el desplegament del xat en la mateixa zona on es troba 
ubicat el botó per obrir-lo és un punt a favor perquè no obligarà a l'usuari a canviar el focus 
d'atenció. Repassant la ubicació del contingut en l'editor podem observar que les zones de 
més importància (explorador d'arxius i editor de text) es troben en la part esquerra. 
Si a més a més tenim en compte l'espai per poder disposar el xat en el mateix punt que el 
botó de desplegament, no queda més espai que la part inferior dreta. 
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Respecte la interfície del xat com a tal, se seguirà un format semblant al que utilitza WhatsApp 
per a disposar d'una bona discoverability48. Això suposa la disposició del registre de missatges 
en la part superior tot presentant els missatges dels altres membres a l'esquerra i els nostres 
a la dreta. En la part inferior situem un input box per introduir el text seguit d'un botó 
d'enviament a la dreta. La mecànica per tancar el sistema de missatgeria serà una icona de 
dues fletxes apuntant a sota tot indicant que minimitzen el xat. 
 
 
             
 
 
 
En el disseny final s'han afegit observables sobre l'objecte encarregat de registrar i 
emmagatzemar els missatges rebuts. D'aquesta forma, quan arriba un missatge apareix una 
notificació en forma de cercle sobre la icona del botó de xat. Amb aquesta funcionalitat es 
busca implementar una forma poc agressiva per l'usuari per tal d'adonar-se de l'arribada d'un 
nou missatge. En tractar-se d'una eina de treball el xat pot resultar una fàcil distracció per 
tant, s'evitarà qualsevol mena de recompte de missatges o animació sobre aquest cercle. 
 
 
 
                                               
48 Discoverability: Grau amb el qual un contingut pot ésser descobert en un sistema. Referent a les 
interfícies, és el grau amb el qual una interfície és senzilla d’utilitzar en el primer contacte. 
Vista del sistema de xat 
Vista del sistema de xat 
minimitzat 
Vista del sistema de xat 
minimitzat amb 
Vista de la distribució del 
contingut en l’editor 
Vista del sistema de 
missatgeria 
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● Selector de projectes 
El següent punt a tractar introdueix el concepte de la interfície entesa com la primera vista un 
cop accedim a l'aplicació TeamCode. En els cicles anteriors havíem centrat el projecte en un 
total de dues vistes (selecció de projectes i editor). Això es deu a que l'única finalitat d’aquests 
cicles era extreure’n una versió funcional de la funcionalitat principal de l’aplicació (l’editor de 
codi). 
 
 
 
 
  
Vista del sistema de xat integrat en 
l’editor de codi 
Vista de la interfície d’entrada al prototip de l’aplicació 
i les redireccions que presenta 
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Com s’ha introduït en apartats previs del projecte, TeamCode busca proporcionar la millor 
experiència per als programadors a la vegada que es presenta escalable per la incorporació 
de noves funcionalitats. De fet, aquest era un dels precedents per escollir Angular i treure’n 
profit dels seus components. Partint d’aquesta introducció, buscarem realitzar un canvi en la 
vista de projectes anteriorment introduïda i convertir-la en un component. A la vegada, aquest 
component s'introduirà en una nova vista anomenada interfície. La finalitat d’aquesta vista 
d’interfície es agrupar totes aquelles idees de components (“+” en el diagrama) que puguin 
ajudar o facilitar el treball al programador. 
 
 
 
 
En el procés de disseny final es va estudiar quina informació proporcionar sobre cada projecte 
(en el diagrama anterior esmentats com: “P1”, “P2” i “P3”). Els trets característics que 
proporciona aquesta interfície als usuaris estan conformats per 4 apartats: 
 
- Nom del projecte 
- Propietari del projecte 
- Escriptor actual 
- Col·laboradors del projecte 
 
Aquesta informació té com a requisit no excedir els 20 caràcters (per evitar errors de 
presentació). A més a més, es va substituir la redirecció en prémer un projecte per dos botons. 
Un d'ells amb la icona d'una paperera per fer referència a l'acció d'eliminar el projecte i l'altre 
amb una icona de play per tal de redirigir-nos a l'editor amb el contingut del projecte. 
 
 
 
  
Vista de la interfície d’entrada en l’aplicació final i les 
redireccions que presenta 
Vista de la carta de presentació 
d’un projecte 
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D'aquesta forma, la complexitat de la interfície anteriorment introduïda es veu afectada en 
incorporar la supressió de projectes a través d'un pop-up. L'estructura d'aquest nou element 
emergent comparteix moltes similituds amb la supressió de Col·laboradors d'un projecte. La 
principal diferència es troba perquè no podem eliminar el projecte si no introduïm el nom 
d'aquest. D'aquesta forma ens assegurem que l'usuari és plenament conscient del projecte 
que està esborrant. 
 
 
 
El resultat final de portar els esquemes introduïts en aquest apartat ha resultat fidel a les 
primeres versions a excepció de tres punts. El primer d’ells ha estat la botonera que s’ha 
afegit sobre la carta amb la informació del projecte per tal d'introduir la funcionalitat d'esborrar 
un projecte. El segon punt ha estat la introducció d’un botó amb un símbol d’addició “+” 
acompanyant el títol del component de selecció de projectes per introduir la funcionalitat de 
crear un nou projecte. Aquesta nova interacció porta al seu propi element emergent per tal 
d’especificar el nom del projecte i confirmar l‘acció. L’últim punt ha estat l’addició d’un sistema 
de paginació sobre el component de selecció de projectes  per navegar còmodament entre la 
llista total de projectes. 
 
 
 
Vista de supressió d’un projecte 
Vista de creació d’un projecte 
Vista del component de selecció de 
projectes 
Vista de l’eliminació d’un projecte 
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● Sistema de subscripció a canvis sobre els projectes (Feed) 
Anteriorment s'ha introduït l'estructura de la interfície inicial de l'aplicació i l'especial menció 
en la importància que aquesta sigui escalable per introduir tota mena de nous components. 
Per tal d'escollir aquells components que més podien afavorir a l'usuari es va fer un estudi de 
les mancances que l'aplicació tindria si surt a producció en el seu estat actual. 
Aquest estudi va consistir en la presentació de la interfície a un grup reduït d'usuaris. Els  
usuaris van interaccionar amb aquesta interfície mitjançant una explicació senzilla sobre les 
opcions amb les quals es podia interaccionar. Amb les opinions obtingudes es va arribar a un 
conjunt de conclusions sobre l'estat actual de la interfície.  
La primera conclusió reporta que, tot i disposar de selecció, creació i esborrat de projectes, 
la quantitat de projectes pot acabar per ser perillosament elevada. Mantenir control sobre tots 
els projectes esdevindria una tasca difícil de dur a terme sense implicar-hi moltes hores. 
La segona aportació fa referència a les notificacions si ens trobem fora del editor. El cas més 
agressiu força l'usuari a descobrir els canvis realitzats sobre el projecte en el cas de canviar 
d’escriptor. Aquesta notificació que té lloc dins de l'editor i es perd un cop feta. 
D'aquest contacte en particular va néixer la idea d'un sistema de guardat de canvis efectuats 
sobre els projectes. Centrant-se en l'existència de dos tipus de carta amb la informació bàsica 
per a la versió final de l'aplicació. 
 
            
 
La primera d'elles soluciona el problema de perdre la notificació sobre la cessió de la clau 
d'escriptura en un projecte. En el cas de la segona carta, ens notifica sobre l'addició de nous 
col·laboradors dins d'un projecte del qual ja formàvem part. 
 
Pel que fa a la ubicació d'aquest nou component, tindrà lloc en un dels espais cedits en la 
interfície inicial de l'aplicació amb la intenció d'hostatjar noves eines integrades amb 
l'aplicació. Aquest component pren el nom de Feed49 per la similitud que comparteix amb 
aquesta funcionalitat. En aquesta comparació, el component del editor de codi actuaria com 
a web proveïdora de notificacions i el component de Feed com a web recol·lectora d’elles. 
 
 
  
                                               
49 Feed: Fa referència al que en un començament es coneixia com RSS. Es tracta d’un contingut web 
que pot ser exportat a altres llocs web (com ara Twitter o Facebook) i reclamat sota demanda. 
 
Action: Write Role Updated 
Status: Your status changed 
Workspace: Example 
Date: Jun 1, 2019, 10:55:24 PM 
Vista de la carta de notificació de canvis en 
un projecte 
 
Action: New Collaborators 
User: example@info.com 
Workspace: Example 
Date: Jun 1, 2019, 10:55:24 PM 
Vista de la carta de notificació sobre l’addició 
de Col·laboradors 
Vista de la interfície d’entrada en l’aplicació final 
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En aquest diagrama, les cartes de notificació anteriorment presentades agafarien el valor dels 
elements introduïts com “N1”, “N2” i “N3”. 
 
En disseny del component final s’ha obviat un sistema de paginació per imitar el funcionament 
de pàgines web com ara Twitter ón el contingut es va accedit a mesura que fem scroll. Per 
tant, quan les cartes de notificació assoleixen l’altura màxima del component entra en joc una 
barra de desplaçament vertical (o scroll) per tal d'accedir a notificacions anteriors en la línia 
temporal. A més a més, s’ha afegit una funcionalitat per fer interactives aquestes cartes. De 
tal forma que si premem el seu contingut serem redireccionats al projecte en el que ha tingut 
lloc la notificació. La finalitat d’aquesta última característica es reduir els temps de búsqueda 
dels projectes aprofitant que les notificacions més recents apareixen en la part superior del 
component Feed. 
 
 
 
● Sistema d’estadístiques sobre projectes 
En aquest apartat d’igual forma que en l’anterior, es busca afegir un component per tal de 
facilitar o millorar l’experiència de treball de l’usuari amb l’aplicació. Com la majoria de 
necessitats bàsiques estan cobertes, el component en qüestió se centrarà en millorar 
l’experiència d’usuari. 
Una opció que no es sol veure i ens aporta informació sobre el nostre treball són les 
estadístiques sobre projectes. Pàgines webs com ara Github ho implementen en format 
d’activitat, commits i línies aportades (entre d’altres valors). En el cas de TeamCode, ens 
centrarem en estadístiques per tal d’informar al usuari sobre dos aspectes en concret de la 
seva activitat en el lloc web.  
 
  
Vista del component de Feed o 
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El primer d’aquests aspectes és l’activitat basada en el nombre d’arxius dels projectes, tot 
proporcionant un gràfic amb nombre de fitxers (eix Y) i el projecte en qüestió (eix X). El segon 
tipus d’estadístiques es centra en informar-nos del tipus d’arxiu més emprat utilitzant un gràfic 
amb el nombre de fitxers (eix Y) i el tipus de fitxer (eix X). 
 
 
 
En la versió final del sistema d’estadístiques es va fer ús del motor de renderització de gràfics 
basat en el framework Material Design Bootstrap (MDB). Aquest framework proporciona tota 
una API per tal de definir i crear gràfics. El procediment per fer ús de la API ha resultat 
complicat degut que la documentació dona per pressupostades bastants aspectes de la API 
i es deixa de explicar d’altres tot forçant els programadors a consultar els fòrums. 
 
En primer lloc es requereix importar dos mòduls en el nostre fitxer appmodule.ts. 
 
import { ChartsModule, WavesModule } from 'angular-bootstrap-md' 
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Un cop especificats els imports, el següent pas és definir el punt del fitxer HTML en que 
seran inserits. Aquest pas el duem a terme amb l’objecte d’HTML conegut com canvas. 
 
<canvas mdbChart 
    [chartType]="chartType" 
    [datasets]="chartFilesDataset" 
    [labels]="filesNames" 
    [colors]="chartColors" 
    [options]="chartOptions" 
    [legend]="true" 
    (chartHover)="chartHovered($event)" 
    (chartClick)="chartClicked($event)"> 
</canvas> 
 
L’exemple resultant de la correcta implementació de l'objecte gràfic o chart en el HTML de 
l’aplicació final ens deixa veure certes configuracions a tenir en compte per la definició de 
l'objecte. 
 
- ChartType: Permet definir el tipus de gràfic d’entre una llista(barres, línies contínues, 
pastís, punts, etc). 
- Datasets: Es tracta d’un objecte de tipus Array permetent-nos definir el contingut 
d'aquest com qualsevol objecte dins dels tipus de dades representables en HTML. Els 
valors d’aquest Array es prendràn com els valors de l’eix ‘Y’ en el gràfic. 
- Labels: La variable labels també es tracta d’un Array i actua en relació amb els 
datasets. Els valors d’aquest Array conformen l’eix ‘X’ i seran enllaçats en ordre de 
posició amb els valors del Dataset per donar lloc a un punt en el gràfic. 
 
Labels[0] && Datasets[0] → punt(x,y) 
 
- Colors: La variable Colors també és introduïda en forma d’Array. En aquest cas, el 
contingut del Array es troba fixat a un Objecte amb els atributs backgroundColor, 
borderColor i borderWidth. En el cas dels dos primers, poden adoptar com a valor 
codis de colors. L’última variable tan sols fixa el grossor de les barres del gràfic en 
qüestió. 
 
{ 
    backgroundColor: 'rgba(105, 0, 132, .2)', 
    borderColor: 'rgba(200, 99, 132, .7)', 
    borderWidth: 2, 
} 
 
- Options: Options resulta ser la variable que més joc dona. Aquesa segueix una 
estructura d’objecte i permet definir dins seu tot un llistat de propietats editables 
relatives als gràfics (responsive, width, height, fillColor, percent, entre d’altres). 
- Legend: Es tracta d’una variable la qual pot prendre el valor de cert o fals i tan sols 
actua fent visible la llegenda amb el nom de que representen les dades dibuixades. 
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Un cop definit l’estil del gràfic tan sols queda recopilar les dades. Per aquesta tasca s’ha fet 
especial ús de dues rutes o endpoints sobre el servidor que hostatja l’aplicació. Aquestes 
rutes fan especial ús de la funció de búsqueda de projectes (workspaces) mitjançant la ID de 
l’usuari. Un cop disposen dels projectes implicats duen a terme les tasques de filtratge segons 
el nombre de fitxers d’un projecte i segons el nombre de fitxers lligats a una extensió. Un cop 
finalitzades aquestes tasques el resultat es retornat a l’usuari el qual processa les dades i les 
disposa ordenades dins d’un Array (datasets) de valors numèrics per presentar-les 
acompanyades d’una llegenda formada per una Array de caràcters (labels).  
El resultat final resulta ser l’incorporació de dos nous gràfics els quals es van actualitzant a 
mesura que naveguem i interactuem amb les opcions que ofereix l’aplicació. 
 
 
 
● Sistema de búsqueda de projectes públics 
Un cop especificades les funcionalitats centrals de l'aplicació, queda afegir aquells factors que 
afavoreixen l'experiència d'usuari. Aquestes preses de contacte amb els clients potencials 
seran tractades més endavant en les conclusions. Un d'aquests punts és la incorporació d'un 
motor de cerca per tal de poder cercar projectes públics. 
La funcionalitat de cercar projectes està en certa manera lligada a l’editor de codi i, al mateix 
temps, a la resta de la pàgina web. Per una part, estem acostumats a poder obrir o importar 
altres projectes des dels editors de codi. Però, per l’altra banda, també estem familiaritzats 
amb els buscadors en la majoria de pàgines web. Anteriorment s’ha parlat de l’estructura de 
la barra de navegació (ref.) i del seu estil definit segons dues vistes (dins de l'editor de codi i 
fora d’aquest). Per aquesta raó s’ha decidit d’integrar aquest motor de cerca dins la navbar. 
D’aquesta forma complim totes dues visions estalviant-nos temps de desplaçament entre 
vistes de la pàgina web i mantenint l’armonia del disseny de la web (al no haver de hostatjar 
el cercador en una vista específica obligant a l’usuari a trobar-lo). 
 
  
 100 
 
 
Com podem apreciar en l’esquema anterior, el tipus de vista no influeix en la presència del 
buscador, anomenat “Search”. D’igual forma, el cercador romandrà sempre en el mateix punt 
de la barra de navegació per mantenir la uniformitat de l'estil i no confondre a l’usuari. 
En la versió final podem apreciar com l’objecte Search ha estat substituït per un petit formulari 
acompanyat d’una icona que fa referència a l’acció de buscar. 
 
 
 
 
 
L'única diferència apreciable en la secció esquerra és el canvi dels enllaços a les diferents 
vistes de l'aplicació per un únic botó amb la funcionalitat de retornar-nos a la vista de la 
interfície d'usuari tractada amb anterioritat (ref.). Pel que fa a la secció dreta de la barra de 
navegació, la principal diferència és l'existència del dropdown d'opcions en la vista 
corresponent a l'editor el qual desapareix si sortim de l'editor. 
  
Part esquerra de la barra de navegació dins 
l’Editor de Codi 
Part esquerra de la barra de navegació 
fora l’Editor de Codi 
Part dreta de la barra de navegació dins l’Editor 
de Codi 
Part dreta de la barra de navegació fora l’Editor 
de Codi 
Vista dins l’Editor de Codi Vista fora l’Editor de Codi 
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● Vista de “Projectes públics” 
Enllaçant amb la mecànica introduïda en l'anterior apartat i seguint amb la temàtica de crear 
pàgines per millorar l'experiència de l'usuari en la pàgina web. El següent punt involucra al 
buscador de projectes, concretament la redirecció d'aquest a la vista de resultats. 
Amb motiu de l'addició d'un camp de privacitat en els projectes, han sorgit una sèrie de 
característiques (ref.) lligades amb aquest camp les quals hem de respectar. D'entre elles, 
existeix una característica que tot i ser certa, no hi ha forma de dur-la a terme o si es duu a 
terme, és un procés innecessàriament complicat. Aquesta característica és el fet de fer els 
projectes públics visibles per usuaris no registrats o registrats i no Col·laboradors. 
En el punt que ens trobem ara, des de dins l'aplicació, l'única forma d'accedir a un projecte 
públic (si no formem part d'aquest com propietari o col·laborador) és a través del buscador de 
projectes. El problema està en la necessitat de conèixer el nom del projecte, no hi ha cap 
mètode per explorar tots els projectes públics. L'única forma d'aconseguir aquesta 
funcionalitat d'exploració seria a través d'eines de tercers com ara fòrums o blogs. 
 
Per tant, el que busquem és la creació d'una pàgina on l'usuari pugui consultar tots els 
projectes públics dels quals disposa TeamCode. Si comparem aquesta idea de vista amb la 
vista que obtenim un cop fem ús del buscador de projectes públics ens adonem que es tracta 
de la mateixa. Per tant, el buscador sols actua com un filtre sobre el total d'aquesta llista de 
projectes i tan sols hem de crear l'enllaç a aquesta llista sense filtrar. 
 
 
 
Si l'usuari es troba explorant aquesta vista i realitza una cerca de projectes públics per nom, 
tan sols veurà reduït el nombre de projectes a aquells que compleixen les seves preferències. 
En el cas de no trobar-se en aquesta vista, l'usuari serà reencaminat a ella i directament veurà 
el contingut filtrat sense tenir opció a veure la llista de tots els projectes públics. 
 
Aquest sistema de filtratge s'aconsegueix a través de dues crides al Repositori d'espais de 
treball o Workspaces del Servidor: 
 
- findByPrivacyFalse(): Proporciona tots aquells objectes Workspace que compleixen 
amb el filtratge del seu camp privacitat a false. Indicant per tant que són projectes 
públics. 
- findByPrivacyFalseAndNameLike(): Cerca que parteix de l'anterior però resulta ser 
més precisa a l'incorporar el filtratge per caràcters continguts dins del nom del projecte. 
 
Vista d'exploració de projectes 
públics “Explore” 
Vista d’una carta d’informació 
d’un projecte 
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En la versió final, visitar la pàgina de visionament de projectes públics suposa una crida al 
mètode findByPrivacyFalse. Per l'altra banda, si realitzem una cerca en el motor de cerca de 
la barra de navegació estarem realitzant una redirecció a la pàgina de visionament de 
projectes públics (si no hi som ja) i una crida al segon mètode per tal d'obtenir una versió 
filtrada de la llista de tots els resultats. 
 
 
 
 
 
  
Vista d'exploració de projectes 
públics 
Vista amb detall de l’exploració de 
projectes públics amb filtratge 
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● Vista d’“About Us” 
L'últim punt a afegir en la secció de desenvolupament també segueix amb la meta de millorar 
l'experiència dels usuaris. En aquest cas, l'usuari objectiu és aquell que tot just ha arribat a 
l'aplicació i no sap què és o com funciona TeamCode.  
Les pestanyes d'"About us" o "Sobre nosaltres" busquen aportar la informació essencial per 
tal de conèixer la pàgina, la seva finalitat i com fer-ne ús. 
 
Per al disseny d’aquest vista tan sols s'explicaran els efectes més immediats sobre l’ús i la 
finalitat de TeamCode. Tot i així tamé s’introduirà una redirecció al projecte hostatjat a GitHub 
per tal de poder consultar el tutorial d’ús inclòs en el Readme del mateix repositori. D’aquest 
apartat en podem extreure tres punts de major importància. 
 
- Què és TeamCode? 
Pretén Introduir a l'usuari a la finalitat i motivació que impulsa el projecte a la vegada 
que introdueix les eines que l’aplicació posarà a la nostra disposició. 
 
- Com utilitzar TeamCode? 
Introduir la interacció basada en els comptes de GitHub i explicar els avantatges que 
aquesta decisió suposa (seguretat, integració de projectes i arxius i un futur control de 
versions integrat).  
 
- Introduir la mentalitat del projecte. 
Presentar TeamCode com un projecte Open Source (codi obert) completament obert 
a la comunitat. En aquest punt també s’introdueix la redirecció al projecte de GitHub 
per atreure els usuaris a col·laborar en el projecte. 
 
Un cop presentat el contingut de la vista, tan sols queda dissenyar un estil previ per guiar el 
desenvolupament web. Al tractar-se d’una vista sense interacció a part de la redirecció l’única 
complicació serà l’estil i conservar un responsive design50 a l’igual que s’ha anat realitzant 
amb la resta de vistes. 
 
 
                                               
50 Responsive design: També anomenat disseny adaptable. Es tracta d’una filosofia de disseny 
adherida a aquelles pàgines webs que mantenen una correcta disposició del seu contingut 
independentment del tamany del navegador. 
 
Vista de la pàgina d’introducció 
anomenada “About us” 
Què és? 
Com 
funciona? 
Mentalitat 
Navbar 
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4.5.4. Conclusions 
Al llarg del desenvolupament han sorgit una sèrie de problemes o esdeveniments remarcables 
els quals han comportat modificacions sobre l'estructura de certs apartats introduïts en la 
secció prèviament explicada. Aquestes modificacions o deduccions seran tractades amb més 
detall en aquest apartat. 
 
Integració de la Base de Dades 
En aquesta secció cal remarcar els beneficis que ha reportat el desenvolupament del 
component Filebuffer duent a terme el desenvolupament guiat per proves de Software. Tot i 
tractar-se d’un component molt aïllat de la resta del projecte, no ha estat necessari realitzar 
cap modificació en el codi implementat un cop aquest va complir amb totes les proves 
definides. Aquesta pràctica ha suposat un estalvi de temps que d’altra forma hagués estat 
invertit en debugar l’aplicació en busca d’anomalies del seu comportament. 
Vista de l’apartat 
“Què és 
Vista de l’apartat 
“Com funciona 
Vista de l’apartat “Com 
actua TeamCode?” 
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Com a sinopsi es pot assegurar l’extensió d’aquesta pràctica per a futures ampliacions del 
component FileBuffer. També es pot considerar la portabilitat de la pròpia pràctica per tal de 
crear nous Controllers en el Servidor, al tractar-se d’unitats aïllades l’una de l’altra i amb 
funcionalitats bastant detallades pot suposar un gran avantatge. 
 
Integració del prototip en la versió final 
● Disseny d’una barra de navegació 
La barra de navegació dissenyada fins al moment s'ajusta a una resolució de pantalla de 
dimensions estàndards. Tanmateix, si volem assegurar que la nostra pàgina disposa d’un 
disseny responsive, s’ha de poder adaptar a totes les resolucions. 
Per aquesta tasca es va fer ús d’un recull (ref.) de les resolucions més emprades actualment. 
Aquesta va ser presentada per Google un cop va alliberar oficialment el seu estil propi, 
Material Design51. Amb aquestes dades es va extreure la resolució mínima i màxima per les 
quals s'havia de donar suport sense incloure smartwatch (320px*480px del iPhone i 
5120px*2990px del iMac 5k). 
Dur a terme adaptabilitat tant de la barra de navegació com del contingut de tota la web no 
suposa un problema si tractem amb resolucions extremadament grans. Gràcies a propietats 
del CSS com ara Flexbox, podem definir objectes pare per controlar el comportament del 
contingut que emmagatzemen. Amb les propietats que ofereix ens permet distribuir els 
objectes fill interns per tal d’ocupar l’espai disponible reubicant-se si modifiquem la mida de 
la finestra. 
El problema arriba quan les dimensions de la pantalla són igual o més petit que els nostres 
objectes fill. En el cas de la navbar això passa amb els enllaços que ens ofereix un cop l'ample 
de la pantalla equival a la suma de l'ample de tots els enllaços. Arribats a aquest punt, la 
classe "navbar" proporcionada pel framework de disseny emprat (MDBootstrap) permet 
gestionar la situació a través d'un redisseny de la navbar. Aquesta es basa en l'ús de la 
tecnologia que ofereix Flexbox per dur a terme salts de línia quan un contingut ja no és visible 
per culpa de l'amplada del lloc web. La funcionalitat normal provoca que a poc a poc els fills 
que ja no poden ser visibles dugin a terme un salt de línia per tal d'ubicar-se sota de la seva 
anterior ubicació. 
 
 
 
La classe “navbar” reutilitza aquesta funcionalitat per ubicar tots els fills com un sol i així poder 
tractar el salt de línia de tot el contingut. Adjunt a aquest salt de línia duu a terme una 
modificació visual de l'estil dels enllaços per tal que la seva amplada sigui del 100% i afegeix 
un botó per visualitzar aquests enllaços els quals en primera instància sempre estaran ocults.  
 
  
                                               
51 Material Design: Es tracta de la proposta de disseny per aplicacions presentada per Google. 
Aquesta entra a competir amb altres propostes com ara Bootstrap o Cupertino Design. 
 
son son son 
 
son son 
son 
son 
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El resultat resulta ser el famós hamburguer menu que presenta les opcions horitzontalment 
en comptes de verticalment. 
 
 
 
Com es pot apreciar, la deducció realitzada mentre es buscava situar el sistema de 
missatgeria es repeteix. En els navegadors web l'amplada és un recurs molt valuós perquè 
no podem permetre'ns el desplaçament horitzontal. D'altra forma, l'altura és un recurs gairebé 
infinit perquè el desplaçament vertical està contemplat i acceptat com a bona pràctica en el 
disseny web. 
 
● Tractament d’equips 
Un cop exposada la funcionalitat davant d’un públic el qual poden arribar a ser clients en 
potència es van extreure algunes modificacions per tractar amb equips poc organitzats.  
 
- Sistema de proclamació com a Writer. 
- Sistema de Writer no connectat. 
 
La funcionalitat implementada fins al moment contemplava el treball en equips amb els rols 
ben definits i coordinats. Aquests sistemes busquen aportar noves eines als membres del 
projecte per facilitar la gestió i el treball en aquests. 
 
El primer dels dos sistemes busca poder tractar amb escriptors rebels o que no traspassen la 
clau d'escriptura quan els companys la sol·liciten. Donat aquest escenari, el propietari del 
projecte pot proclamar-se a ell mateix escriptor sense tenir que abans sol·licitar la clau 
d'escriptura mitjançant una funcionalitat de "Force writer" o forçar escriptor. 
La part relativa a la comunicació que implica aquest sistema s'ha decidit implementar utilitzant 
un missatge amb un nou camp anomenat "prioritat". Inicialment aquest camp tan sols serà 
emprat per especificar quan una sol·licitud prové de l'escriptor amb prioritat 1 la qual força al 
client a traspassar la clau d'escriptura sense haver d'acceptar la petició. La finalitat d'aquest 
sistema de prioritat serà disposar d'un sistema escalable per futures implementacions, com 
ara la creació de nous rols dins del projecte amb una prioritat associada. 
En la part referent a la interfície, tan sols serà necessari afegir una nova opció en el dropdown 
del editor de codi per poder emetre aquest missatge de prioritat 1. 
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En el segon sistema serà tractat amb més profunditat en la secció de treball futur. La finalitat 
d'aquest és poder reclamar la clau d'escriptura quan l'usuari amb rol de Writer no es troba 
connectat. Aquest sistema contempla els usuaris connectats i els corrobora amb la Base de 
Dades. Si l'usuari Writer no es troba entre els usuaris connectats, permet reclamar aquesta 
clau d'escriptura. Cal remarcar que aquesta característica pot arribar a permetre prendre la 
clau d’escriptura al propietari del projecte si aquest no es troba connectat. Per aquest motiu 
la funcionalitat romandrà deshabilitada i tan sols aquest propietari podrà habilitar-la tot essent 
informat de les conseqüències d’aquesta acció. 
 
● Sistema d’estadístiques sobre projectes 
Novament, la presa de contacte amb els usuaris va notificar irregularitats, aquest cop en el 
component d’Estadístiques. Aquestes irregularitats estan relacionades amb primer gràfic, 
referent a l’activitat dels nostres projectes segons el nombre d’arxius que presenten (eix “X”: 
nombre d’arxius, eix “Y”: nom del projecte). Podem destacar un total de dos errors en la 
presentació. 
 
- Format de presentació de les dades incorrecte. 
- Presentació de les dades en el eix Y poc intuïtiva. 
 
El primer problema radica en la presentació de les dades utilitzant un gràfic de tipus lineal. 
Aquests gràfics se solen utilitzar per a representar algun tipus de progressió sobre la unitat 
que representa l'eix "X". En el cas del gràfic de tipus núm.fitxers/projecte, la representació 
d'aquests projectes sobre l'eix "X" és un fet individual i aïllat l'un de l'altre. Per tant, es 
requeriria emprar un nou tipus de representació com ara els gràfics de barres tot seguint el 
model del segon gràfic (en aquest cas ben acceptat pels usuaris). 
 
 
Pel que fa al segon problema, es tracta d'una funcionalitat extra del motor de renderitzat de 
gràfics del framework MDBootstrap. Aquest pren les dades del set de dades proporcionat i 
per tal de crear l'eix "Y" utilitza com a punt de partida el valor més baix de dins aquest set de 
dades. Per aquest motiu, com el valor més baix d'arxius d'un projecte és un (el readme amb 
el tutorial introductori que es crea de forma automàtica), tots aquells projectes amb un sol 
arxiu no s'han introduït com a resultats en el gràfic. Aquesta decisió automatitzada pot 
Vista del component d’Estadístiques un cop realitzada 
la millora visual 
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comportar futures confusions i reports d'errors sobre un problema de visionament que en 
realitat és una característica del sistema. 
Per tal de solucionar i poder tractar amb aquesta característica per defecte del framework. 
L'única solució ha estat treure profit de la característica i introduir en el set de dades un 
projecte sense nom (per tal de no ser representat en el gràfic) amb el valor zero. D'aquesta 
forma el gràfic renderitza l'eix "Y" amb l'opció més baixa fixada a zero arxius tot mostrant 
aquells projectes que tan sols disposaven d'un arxiu. 
 
● Vista d’“About Us” 
En aquest apartat s'han introduït diversos punts per tal de presentar el projecte als nous 
usuaris a la vegada que s'incentiva a col·laborar tot informat-los de les intencions i la 
mentalitat que té fixades TeamCode. Tanmateix, el projecte hostatjat a GitHub presenta una 
incoherència. La pàgina web assegura que es tracta d'un projecte Open Source i com a tal el 
codi es troba disponible en la pàgina web de GitHub però fins al moment, cap llicència havia 
estat aplicada a aquest. El desconeixement sobre com actua GitHub quan un projecte no 
disposa de llicència ha estat l'arrel del problema. Segons les declaracions de Brian Doll 
(Vicepresident de Marketing de GitHub) no disposar de llicència situa el nostre projecte sota 
la protecció del Copyright, concretament en la categoria d'"All Rights Reserved". 
 
Code without an explicit license is protected by copyright and is by default All Rights 
Reserved. The person or people who wrote the code are protected as such. Any time 
you're using software you didn't write, licensing should be considered and abided. 
 
Simon Phipps, InfoWorld | Nov 30, 2012 
 
Com a resultat d'aquesta decisió i sota les declaracions de Brian Doll, tractant-se d'un projecte 
realitzat en la Unió Europea per una sola persona, s'aplicaran les lleis de la Propietat 
Intel·lectual. Aquesta llei busca protegir qualsevol creació intangible produïda per l'intel·lecte 
humà. Dins la propietat intel·lectual se situa la Propietat Industrial i el Copyright. La Propietat 
Industrial protegeix marques, patents, dissenys industrials i dibuixos. Per l'altra banda, el 
Copyright busca atorgar al creador d'una obra creativa i original un dret legal exclusiu per 
determinar quan i sota quines condicions el contingut de l'obra original pot ser copiat o utilitzat 
per altres usuaris. 
Al llarg del temps han existit llargues discussions per classificar el Software i Hardware dins 
la Propietat Industrial o el Copyright. Com a resultat es va decidir que el Hardware es trobaria 
protegit per la Propietat Industrial (en tractar-se d'idees, procediments, mètodes d'operació o 
conceptes matemàtics) i el Software pel Copyright (al tractar-se d'una expressió de l'intel·lecte 
humà com poden ser la música, la poesia o les novel·les). 
A causa d'aquesta decisió TeamCode estaria categoritzat com a Software i protegit per 
Copyright, més concretament per la Computer Programs Directive. Aquesta protecció li va ser 
atorgada des del moment en què va passar a ser una creació original. En tractar-se d'un 
projecte que partia des de zero, aquest interval inclou des del primer arxiu generat fins a la 
totalitat del projecte actual. La durabilitat d'aquest tipus de protecció s'estén fins 40 anys 
després de la defunció de l'autor. 
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Un cop presentada la situació, el problema radica en la diferència davant les intencionalitats 
del projecte i la protecció que regeix aquest. Segons la llei espanyola 16/1993, de 23 de 
desembre (BOE-A-1993-30621) la qual és la incorporació al dret espanyol de la Computer 
Programs Directive 91/250/CEE (ES018EN). Segons el contingut de l’article 6, tan sols el 
titular del programa en qüestió té els drets per realitzar o autoritzar: 
 
- La reproducció total o parcial d'un programa d'ordinador. Aquesta no podrà tenir lloc 
sense l'autorització expressa que obligatòriament ha d'atorgar el titular del dret. 
- La traducció, adaptació o qualsevol altra transformació d'un programa d'ordinador i la 
reproducció dels resultats d'aquests actes. 
- Qualsevol forma de distribució pública incloent el lloguer del programa d'ordinador 
original o de les còpies. 
 
Com podem observar, aquest no és el millor escenari per desenvolupar una comunitat de 
desenvolupadors activa entorn del projecte TeamCode. L'estat actual obligaria a cada 
desenvolupador que volgués realitzar un canvi a comunicar-se expressament amb el titular 
dels drets per garantir el permís d'aquesta d'acció. En cas de no realitzar-ho, el titular dels 
drets podria actuar legalment vers el desenvolupador, segons l'article 9 això pot desembocar 
en: 
 
- La petició per part del titular del cessament immediat de l'activitat il·lícita de l'infractor. 
A més a més de la possibilitat de sol·licitar una compensació econòmica pels danys 
materials i/o l'adopció de mesures cautelars de protecció. 
- Investigacions per corroborar la demanda que es realitza. 
- Les mesures cautelars poden comportar el requisat dels equips implicats. 
- El cessament de l’activitat il·lícita també pot comportar la inutilització i destrucció dels 
equips esmentats anteriorment. 
 
Aquestes repercussions poden fàcilment allunyar qualsevol intent de col·laboració o millora 
per part dels desenvolupadors. Per aquest motiu es decidirà adoptar una llicència de software. 
Amb aquesta es pretén subministrar el codi del projecte tot deixant per escrit aquells drets 
que regeixen el projecte, els que cedim i els que no garantim. 
Per dur a terme aquesta selecció s'ha fet ús del portal web tldrlegal. Aquest ofereix un recull 
on resum les llicències disponibles en el mercat a més a més d'un recull de les més populars. 
Amb aquesta informació s'ha elaborat un estudi per tal de seleccionar la que millor s'adapta 
al projecte TeamCode i així evitar futurs problemes legals. 
 
MIT License 
POT NO POT HA DE 
- Ús comercial 
- Modificar 
- Distribuir 
- Subllicenciar 
- Ús privat 
- Manteniment 
responsable 
- Incloure l’avís de 
copyright en totes les 
còpies o usos 
- Incloure l’avís de 
llicència en totes les 
còpies o usos 
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Apache License 2.0 
POT NO POT HA DE 
- Ús comercial 
- Modificar 
- Distribuir 
- Subllicenciar 
- Ús privat 
- Reclamacions de 
patents dels 
contribuents al codi 
- Fer garantia del 
programari amb 
llicència. 
- Manteniment 
responsable 
- Ús de marques 
comercials 
- Incloure l’avís de 
copyright en totes les 
còpies o usos 
- Incloure l’avís de 
llicència en totes les 
còpies o usos 
- Incloure informació dels 
canvis realitzats 
- Incloure fitxers d’avis 
 
GNU General Public License v3 (GPL-3) 
POT NO POT HA DE 
- Ús comercial 
- Modificar 
- Distribuir 
- Reclamacions de 
patents dels 
contribuents al codi 
- Fer garantia del 
programari amb 
llicència. 
- Subllicenciar 
- Manteniment 
responsable 
- Incloure l’original al 
realitzar edicions 
- Incloure informació dels 
canvis realitzats 
- Divulgar la font. 
- Incloure la llicència 
- Incloure el copyright 
- Incloure instruccions 
d'instal·lació. 
 
BSD 3-Clause License 
POT NO POT HA DE 
- Ús comercial 
- Modificar 
- Distribuir 
- Fer garantia del 
programari amb 
llicència. 
- Ús de marques 
comercials 
- Manteniment 
responsable 
- Incloure la llicència 
- Incloure el copyright 
 
Un cop estudiades les llicències més comunes trobem certs aspectes que ens interessa 
mantenir d'elles. Un exemple són les llicències GNU i GPL-3 amb la característica d'Incloure 
informació dels canvis realitzats. Aquesta és una característica interessant per tal de mantenir 
en tot moment constància de què s'ha modificat en el codi i evitar canvis no documentats.  
 111 
Tanmateix, acceptar qualsevol de les dues esmentades llicències implica permetre l'ús privat 
del projecte. Aquest és un tema delicat, ja que no ens interessa permetre l'ús privat del codi, 
volem concentrar tot el treball col·laboratiu dels desenvolupadors en un projecte. Permetent 
l'ús privatiu pot desembocar en segones versions i la fragmentació de la comunitat. 
Per aquest motiu, cap de les quatre llicències s'ajusta al que busca oferir el projecte. Tot i 
això, gràcies al buscador de llicències del portal web tldrlegal ha estat possible buscar una 
llicència que s'adaptés la que busquem. El resultat ha resultat ser la llicència Mozilla Public 
License 1.0 (MPL-1.0). 
 
Mozilla Public License 1.0 (MPL-1.0) 
POT NO POT HA DE 
- Ús comercial 
- Modificar 
- Distribuir 
- Subllicenciar 
- Fer garantia del 
programari amb 
llicència. 
- Manteniment 
responsable 
- Incloure la llicència 
- Incloure el copyright 
- Incloure informació dels 
canvis realitzats 
- Divulgar la font 
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5. Treball futur 
En aquesta secció es plantegen aquells projectes futurs que no ha estat possible realitzar a 
causa de la limitació de temps proposada. Així i tot, aquests es tractaran a continuació de 
forma teòrica per tal marcar el camí que seguirà l'aplicació tot i haver finalitzat l'objectiu de 
realitzar aquest treball de fi de grau. 
5.1. Noves pàgines de desenvolupament col·laboratiu 
Un fet destacat en seccions del desenvolupament ha estat la selecció forçada d’una sola 
pàgina web pel desenvolupament col·laboratiu. Aquesta decisió es va dur a terme degut que 
la integració amb totes les possibilitats no entrava dins del plantejament temporal. 
En futures iteracions del projecte es procuraria introduir, com a mínim dues opcions més. 
 
- BitBucket: S'escull aquesta plataforma per la seva característica estructura que fa de 
tots els projectes un projecte privat. Avui en dia Github també incorpora com a opció 
aquesta característica  però no podem oblidar-nos dels projectes que els usuaris ja 
tenien realitzats en la plataforma BitBucket i que no volen portar a Github. 
 
- GitLab: GitLab és una plataforma no tan estesa però disposa de molts contractes amb 
el món laboral. Integrar GitLab dins de TeamCode pot suposar un pas en la direcció 
correcta per aconseguir aproximar l'aplicació al món professional. 
 
El resultat d’aquesta integració finalitzarà en l’aparició d’un pop-up la primera vegada que 
entrem en l’editor de codi.  
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Un cop seleccionat el portal web que donarà suport al projecte es podrà canviar en qualsevol 
moment des del dropdown d’opcions. Per fer-ne ús tan sols hem de simular el procediment 
per accedir a la Github toolbox situada en la part baixa a la dreta de la pantalla. 
 
                                          
5.2. Integració completa de Git 
Un altre projecte pensat per ser implementat en un futur pròxim és la integració completa de 
Git dins de l'editor. Es pretenen introduir eines per realitzar commit dels arxius seleccionats, 
tot establint-hi un missatge, fer push dels commits locals i fer pull de canvis realitzats fora de 
l'aplicació. 
 
El sistema de commit funciona amb un conjunt de checkbox seguides pel nom dels diferents 
arxius del projecte. Aquells arxius seleccionats formaran part del commit un cop el validem 
atribuint-li un missatge i prement el botó de confirmació. 
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El sistema de push resulta molt més senzill, tan sols és un resum dels commits realitzats de 
forma local i el missatge de l'últim commit. Aquesta és la idea base per a una primera versió. 
No es descarta realitzar una segona versió per poder consultar el contingut específic de cada 
commit i transformar la interfície del “Project Push” en un recull de commits. 
 
 
 
Finalment, el sistema de pull s’encarrega de facilitar-nos les diferents branques del nostre 
repositori per tal que puguem escollir de quina d’elles descarregar els canvis. 
 
 
 
Implementar tota aquesta funcionalitat es duria a terme fent ús de les respectives APIs que 
ofereixen les plataformes web per als desenvolupadors. Aquesta funcionalitat donaria lloc a 
dos nous serveis en el client GitLabService i BitBucketService. La funcionalitat d’aquests 
seria equivalent a la del servei GitHubService però emprant les APIs corresponents de cada 
sistema. 
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5.3. Integració de la detecció d’usuaris connectats 
Actualment el Servidor reconeix els usuaris connectats a un espai de treball però no duu a 
terme res útil amb aquesta informació. La finalitat d'aquest apartat és donar-li sentit a 
aquestes dades tot implementant un sistema de sol·licitud de clau d'escriptor (Writer) el qual 
entregui la clau si el Writer del projecte no es troba connectat. 
La finalitat d'aquest sistema és no haver de dependre de l’últim membre que va estar treballant 
el dia anterior per seguir treballant l'endemà. Amb aquesta implementació, quan un 
Col·laborador del projecte demana la clau d'escriptura el sistema primer mira si el Writer es 
troba connectat. Si està connectat, aplica la funcionalitat normal tot generant-li una notificació 
de sol·licitud. Si no es troba connectat, el sistema concedirà la clau automàticament a l'usuari. 
És important remarcar que aquest sistema permet prendre la clau d'escriptura al propietari 
del projecte. Per aquest motiu, aquesta funcionalitat estarà per defecte desactivada i es podrà 
activar des del dropdown d'opcions de l'usuari amb el rol de Propietari. Aquesta última 
puntualització és necessària per tal de conservar l'ordre dins del projecte en tot moment. 
 
                            
 
5.4. Sistema d’edició concurrent 
Com s'ha remarcat en diversos punts del document, TeamCode ofereix edició mitjançant una 
key d'escriptura la qual es transmet mitjançant WebSockets. Aquest fet es deu al fet que els 
canvis efectuats per dos usuaris i enviats de forma concurrent al Servidor poden generar un 
problema de versions. 
Aquest problema és bastant semblant a com Git tracta els errors en intentar fer merge. En 
disposar d'una sola versió d'un document (documentA) i diversos usuaris editant-lo (usuariA 
i usuariB) aquesta interacció dóna lloc de forma irremeiable a dues versions del mateix 
document (documentA-usuariA i documentA-usuariB). Aquest fet es deu al fet que mai dos 
usuaris editaran un contingut de la mateixa manera. Tot i haver fixat un resultat final, factors 
com la velocitat d'escriptura, els errors, els signes de separació, etc. Tot fent de l'escriptura 
de cadascú de nosaltres una escriptura gairebé única. 
Aquest factor d'unicitat és el que genera conflictes al servidor. Quan aquest rep les dues 
versions del documentA no sap com actuar per tal d'acordar quina de les versions és la que 
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ha de propagar a la resta d'usuaris. Integrar un sistema com el que utilitza Git tampoc serveix 
com a solució. Aquest sistema depèn de generar una única versió incorporant una secció 
comentada amb les dues opcions per tal que nosaltres decidim la correcta. L'edició constant 
i en temps real fa que no puguem estar creant comentaris contínuament. Aquests comentaris 
és sobreescriurien els uns sobre els altres fent impossible la lectura. 
 
Abans de començar l’explicació teòrica d’aquest apartat és important atribuir els crèdits a 
l’autor Pierre Hedkvist ja que aquesta recerca i posterior adaptació s’ha dut a terme treballant 
sobre el seu article a Medium, Creating a collaborative app using CRDTs52. 
 
La solució implica fer ús dels anomenats Conflict-Free Replicated data type (CRDT). La 
traducció literal seria "Tipus de dades replicades sense conflictes". Es tracta d'un tipus de 
dades àmpliament utilitzades en sector de la computació distribuïda. Aquesta estructura de 
dades pot replicar-se dins d'una xarxa de computadors. En l'interior d'aquesta xarxa les 
rèpliques poden ser alterades simultàniament i de forma concurrent (portant-nos a l'exemple 
del documentA-usuariA i documentA-usuariB). Però gràcies a aquesta estructura, un cop 
recopilades totes les rèpliques es pot resoldre matemàticament qualsevol inconsistència que 
pugui resultar. 
 
Un cop introduïdes aquestes dades i veient que novament arribem al cas: 
 
𝑑𝑜𝑐𝑢𝑚𝑒𝑛𝑡𝐴 − 𝑢𝑠𝑢𝑎𝑟𝑖𝑋 𝑜𝑛 ∀𝑥, 𝑥 ∈ 𝑆[𝐴, . . . , 𝑍, 𝐴𝐴, . . . ) 𝛬 |𝑆| = 𝑛º 𝑢𝑠𝑢𝑎𝑟𝑖𝑠   
 
La diferència es troba en la resolució d'aquest conflicte. Aquesta resolució té lloc a cada 
instant, una situació difícil d'analitzar a causa del seu curt espai de temps. Per aquesta raó, 
és necessari imaginar que tots els usuaris deixen d'editar a la vegada. Si això passa en la 
versió que empra el sistema de Git, la resolució resulta ser un merge de les rèpliques i 
l'establiment d'una zona comentada per la selecció de la versió desitjada. Tanmateix, si això 
passa emprant les CRDT, el resultat és l'aplicació de l'algoritme matemàtic que les sosté per 
obtenir una única versió sense anotacions o ajudes per tractar les incongruències. 
 
Existeixen diversos algorismes pel tractament de rèpliques inconsistents, per aquest estudi 
es farà énfasis en l'algorisme anomenat d'igual manera que el tipus de dades, CRDT. Aquest 
segueix un total de tres propietats matemàtiques les quals s'han de tenir presents per seguir 
amb la introducció del apartat. 
 
1. Propietat commutativa: 𝑎 ∗ 𝑏 =  𝑏 ∗ 𝑎 
2. Propietat associativa: (𝑎 ∗ 𝑏) ∗ 𝑐 = 𝑎 ∗ (𝑏 ∗ 𝑐) 
3. Propietat idempotent: (𝑎 ∗ 𝑎)  =  𝑎, 𝑜𝑛 ′ ∗ ′ é𝑠 𝑢𝑛𝑎 𝑜𝑝𝑒𝑟𝑎𝑐𝑖ó 𝑏𝑖𝑛à𝑟𝑖𝑎 
 
Aquest tipus de dades, a l'estar governades per aquests principis, són considerades 
consistents. Les propietats commutativa i associativa ens permeten realitzar edicions sobre 
un document en qualsevol ordre. Tot seguit, permeten combinar (independentment de l'ordre 
en què es realitza aquesta combinació) les diferents versions del mateix document, tot 
afirmant que el resultat final sempre serà el mateix. Pel que fa a la propietat idempotent, en 
                                               
52 Article a Medium. [Font] 
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tractar-se d'operacions binàries (en el nostre cas, Unions “∪” de documents). Si apliquem la 
mateixa edició (Union “∪”) diverses vegades, el resultat hauria de ser el mateix. 
 
.  
 
 
 
Gràcies a aquestes tres propietats combinades, obtenim el que s’anomena una join-
semilattice.  
 
En aquest punt s’arriba a l'àrea matemàtica de la teoria de l'ordre. Per prosseguir, cal explicar 
abans què és un conjunt parcialment ordenat. Els conjunts parcialment ordenats són aquells 
que disposen de relacions binàries d’ordre per a certs elements del conjunt. No tots els 
elements han de complir la propietat, en cas de fer-ho seria un conjunt d’ordre total. 
 
 
És important remarcar que en matemàtiques tot conjunt parcialment ordenat dóna lloc a un 
conjunt parcialment ordenat dual o oposat. En el cas anterior, el conjunt parcialment ordenat 
oposat invertiria la direcció de totes les relacions de la figura.  
Test 
Test1 
Test2 
Test1
3 
Test21 
Test21
3 
Test21 
Test 
Test1 
Test2 
Test213 Test21 
Test213 
Test21 
∅ 
{x} 
{z} 
{y} 
{x,y} 
{x,z} 
{y,z} 
{x,y,z} 
Conjunt parcialment ordenat 
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Un cop presentat el concepte dels conjunts d’ordre parcial i conjunts d’ordre parcial dual, 
podem introduir les join-similattice i meet-similattice. Les join-similattice o semireticle-superior 
són aquells conjunts parcialment ordenats per als quals sempre existeix un suprem per a tot 
subconjunt no buit i finit, ubicat en l'última de les capes superiors. Les meet-similitance, són 
el conjunt parcialment ordenat oposat a les join-similattice. Per tant, són semireticles-inferiors 
els quals sempre disposaran d’un ínfim per a tot subconjunt no buit i finit, ubicat en l'última 
capa de les capes inferiors. 
Aplicat al projecte, l'estructura de dades treballa centrant-se amb els join-similattice. És més, 
l’exemple tractat amb anterioritat per demostrar les propietats commutatives i associatives 
mitjançant fitxers és un altre exemple de join-similattice (ref.). 
 
Amb els coneixements sobre com funciona la base de l’estructura, podem tractar amb més 
profunditat l’enviament de dades. Existeixen dos tipus de CRDT, state-based i operation-
based. El primer tipus envia la totalitat de l'estat en la transferència entre rèpliques. Per l’altra 
banda, el segon tipus opta per la transferència d'operacions úniques entre les diverses 
rèpliques. En el sistema de CRDT escollit per explicar el funcionament ha estat el tipus 
operation-based. En general el tipus operation-based sol ser millor degut que l’estat pot 
créixer fins al punt d’incrementar el temps d’enviament. 
 
Per tal de no estendre excessivament l’apartat, l'explicació finalitzarà tot tractant les 
Seqüències. Aquestes representen la interacció entre les diferents rèpliques gestionades per 
cada equip. La versió més senzilla d’una Seqüència implica dos factors, l’element introduït i 
la posició on s’ha produït la inserció (aquest sistema pot recordar a les conclusions deduïdes 
en el segon cicle de prototipat (ref.)). Cal remarcar que el esborrat també és registrat però 
com una etiqueta sobre la posició tot fent-la invisible a l'hora de mostrar-la als usuaris. 
 
 
 
Així i tot, si apliquem la versió més simplificada, obtindrem errors. Aquests errors apareixen 
quan dos usuaris produeixen una inserció en la mateixa posició, ja que el sistema requereix 
un mecanisme per poder trencar l'empat. Aquest sistema funcionarà tot atribuint una ID a 
cada rèplica. Arribat el moment de l'empat la posició es decidirà per l'ordre numèric d'aquests 
ID. 
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Per tant, amb una implementació basada en CRDT amb algorisme CRDT i sistema 
d’enviament operation-based podem afirmar que les dades s'envien correctament i arribant a 
una versió sense inconsistències. La resta de la implementació suposaria el tractament de 
l’aplicació pràctica d’aquest estudi.  
 
Dels apartats dins del treball futur aquest és el més ambiciós però també és el que reportaria 
un major benefici per l'usuari final. Tot i ser un sistema que a priori és millor, s'ha de tenir en 
compte que aquesta implementació entra en conflicte amb la implementació basada amb clau 
d'escriptura. Per tant, hem de contemplar que sempre poden haver-hi usuaris que prefereixen 
treballar amb l'antiga tecnologia. Bé sigui perquè els aporta més control i seguretat o bé 
perquè el seu equip pot haver-se acostumat a treballar de forma eficient emprant aquella 
tecnologia. La solució novament implica el dropdown d'opcions del projecte. En aquest 
dropdown situarem un botó amb doble funcionalitat segons l'estat que presenta el projecte. 
Aquest estat per defecte serà no concurrent i el botó presentarà el text "Make concurrent". En 
prémer aquest botó el projecte passarà a funcionar de forma concurrent i el text del botó serà 
canviat per "Make not concurrent". Cal remarcar que quan el projecte és concurrent les 
opcions "Make writer" i "Ask for write" desapareixeran del menú d'opcions. 
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5.5. Sistema de compilació i execució 
L'últim punt del treball futur introdueix pròpies d’un entorn de desenvolupament integrat al ja 
existent editor de codi. La compilació i execució de fitxers sempre es durà a terme pel servidor 
però cal tenir en compte que per compilar o executar un llenguatge és necessari disposar del 
compilador del llenguatge respectiu. 
 
Per tant, a ulls del Servidor, es crearà la interfície CompilerService. Aquesta interfície serà 
implementada per cada compilador, cadascun corresponent a un llenguatge concret. Aquest 
disseny ens facilitarà una estructura escalable tot permetent-nos treballar amb versions del 
CompilerService. Dissenyar des de zero aquest sistema pot suposar bastant  treball: 
 
- Recerca sobre possibles compiladors 
- Depurar el funcionament dels diferents compiladors 
- Sistema de tractament i reconeixement de fitxers 
- Contemplar dependències entre fitxers 
- Sistema de notificació d’errors obtinguts 
 
Aquestes tasques seran necessàries per cada llenguatge al que es vulgui donar suport des 
del editor. Per tant, és important fer un petit estudi sobre els llenguatges més populars als 
quals donar suport. A partir d’aquest estudi es podrà treure un full de ruta de l’aplicació 
TeamCode pel que fa al seu sistema de compilació.  
Cal remarcar que aquest estudi està subjecte a modificacions al tractar-se d’un treball futur. 
Aquest període de depuració de la tècnica de compilació i execució es contemplarà en el full 
de ruta. 
 
Llenguatge Tècnica 
JavaScript 
Emprar la lliberia “javax.script”. Aquesta proporciona la classe 
ScriptEngineManager. Cridant el mètode “getEngineByName()” 
podem obtenir una instància de la interfície ScriptEngine pel 
llenguatge JavaScript. Amb aquest engine podem executar el 
mètode “eval()” per tal de realitzar execucions de codi 
JavaScript. 
Java 
Novament fer ús de la llibreria “javax”. Tot i que aquest cop 
emprarem les seves eines bàsiques “javax.tools”. D’aquestes 
eines utilitzem la classe ToolProvider per extreure’n el 
compilador utilitzant el mètode “getSystemJavaCompiler()” i el 
desem com una interfície JavaCompiler. 
Per tal de compilar tan sols executem el mètode “run()” del 
compilador. 
Per tal de carregar les classes i executar els seus mètodes és 
necessari emprar la llibreria “java.net”, concretament la classe 
URLClassLoader. Aquesta permet carregar arxius “.class” i 
carregar aquestes classes en el codi en forma de tipus Class<?> 
amb el mètode “loadClass()”. 
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Llenguatge Tècnica 
Python 
Hi ha dues opcions: 
 
- Instal·lar Python en el servidor:  
D’aquesta forma, Java pot executar comandes de terminal 
cridant el mètode “getRuntime().exec()” de la classe 
Runtime provinent de “java.io”. 
Aquest tractament seria més rudimentari degut que 
implica lectura de fitxers compilats i captura de missatges 
de terminal. 
 
- Emprar un servidor Python: 
Realitzar crides HTTP a un segon servidor escrit en 
Python el qual tan sols disposa de dos endpoints 
(“/api/compile” i “/api/execute”). A aquests endpoints se’ls 
faciliten arxius “.py” en format “application/octet-stream”. 
Els resultats serien enviats de tornada en forma de 
resposta a la petició HTTP. 
 
C 
La principal solució passa per emprar novament Runtime (com 
en el primer cas de la versió amb Python) per tal d’executar les 
respectives comandes (compilar i executar). 
C# 
En el cas del llenguatge C# hi ha molt poca documentació 
relativa a possibles interífies utilitzables per Java. Com a 
conseqüència optarem per crear un segon servidor escrit en C# 
replicant la segona tècnica vista en el llenguatge Python. 
 
 
 
Com podem apreciar en el full de ruta. TeamCode proporcionarà una nova versió cada any i 
actualitzacions amb contingut cada 6 mesos i prioritzant el suport a aquells llenguatges dels 
quals l’editor disposa de resaltat de text. Aquests períodes de sis mesos es divideixen en: 
 
- 1 mes de recerca i investigació 
- 3 mesos d’implementació 
- 2 mesos de depuració d’errors 
 
Permetent continuar amb un desenvolupament basat en iteracions tractant als usuaris com a 
client.  
 122 
6. Agraïments 
Juan Manuel Gimeno: 
Per la gestió al llarg del projecte. Col·laborant amb l’ajuda en tasques de recerca i investigació 
per tal de donar forma a l’aplicació final. Amb el seu suport s’ha aconseguit aprofundir molt 
més en els editors de codi en línia i els tipus de dades CRDT. 
 
Juan Enrique Garrido: 
Per facilitar els medis per tal de poder portar a terme la idea d’aquest treball. Per les taques 
de cerca d’un tutor de treball per tal de desenvolupar i aprofundir en la temàtica a investigar. 
Amb aquesta ajuda ha estat possible el desenvolupament del la idea de TeamCode. 
 
Robert Sanfeliu: 
Per l’ajuda en la recerca de mètodes i tècniques de compilació d’arxius externs al projecte. 
Amb aquesta informació s’ha pogut establir com millorar l’aplicació encaminar la 
transformació del editor de codi en un IDE. 
 
Toni Granollers: 
Per l’ajuda en la gestió inicial del projecte i l’assistència en la presentació prèvia del treball.  
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7. Terminologia 
Pair Programming:  
Técnica de desenvolupament formada per dos programadors. Un d’ells pren el rol 
d’escriptor i l’altre de lector. La finalitat d’aquest model és agilitzar al màxim el 
desenvolupament de codi tot reduint el temps que, en situacions normals, s’empra resolent 
dubtes i detectant errors humans. 
 
IDE (Integrated Development Environment):  
Es tracta d’una aplicació informàtica entesa com a Entorn de Desenvolupament Integrat la 
qual proporciona als desenvolupadors i programadors un seguit de serveis integrals per 
poder desenvolupar el prrogramari. 
 
SWOT:  
Analisis de Punts forts (Strengths), Punts febles (Weakness), Oportunitats (Opportunities) i 
Amenaces (Threats). 
 
SEO (Search Engine Optimization):  
És el procés d’augmentat la qualitat i quantitat de trànsit d’una pàgina web a través de 
millorar la visibilitat d’aquesta pàgina en els motors de cerca. 
 
SEM (Search Engine Marketing):   
Promou el material del lloc web per afavorir la seva ubicació en els resultats dels diferents 
motors de búsqueda. 
 
XXSS (Xarxes Socials):  
Tracten l’administració i visibilitat del conjunt format pels diferents comptes de l'empresa en 
les Xarxes Socials. 
 
Coder:  
Projecte Open Source d’IDE en línia, nascut de Visual Studio Code. (ref.) 
 
Theia:  
Alternativa a l’eina Coder, també Open source i partint de Visual Studio Code. (ref.) 
 
Framework:  
Conjunt estandarditzat de conceptes, pràctiques i criteris per enfocar un tipus de 
problemàtica particular que serveix com a referència, per enfrontar i resoldre nous 
problemes similars. 
 
SlateJS:  
Framework personalitzable per a la creació de editors de text enriquits. (ref.) 
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Ace IDE:  
Editor de codi integrable en pàgines web escrit en JavaScript. (ref.) 
 
Codemirror:  
Editor de text versàtil implementat en JavaScript i pensat per al navegador. (ref.) 
 
StackBlitz:  
Editor de text online pensat per al desenvolupament de frameworks web. (ref.) 
 
Froala:  
Editor de text basat en JavaScript de ràpida integració i fàcil ús. (ref.) 
 
Monaco:  
Editor web base del actual IDE Visual Studio Code i amb el suport de Microsoft. (ref.) 
 
DOM:  
Document Object Model: En aquest context fa referència a que l’extracció de dades tan sols 
pot ser duta a terme a través de l’accés als elements del HTML. 
 
URL (Uniform Resource Locator):  
Localizador de Recursos Uniforme. 
 
API:  
Conjunt d'ordres, funcions i protocols informàtics que permeten als desenvolupadors crear 
programes específics per a certs sistemes operatius. 
 
REST (REpresentational State Transfer): 
Estil arquitectònic per proporcionar estàndards entre sistemes informàtics a la web. 
 
STOMP:  
Simple (or Streaming) Text Oriented Messaging Protocol. 
Model OSI: Open System Interconnection, és un model de referència per als protocols de la 
xarxa. 
 
Octets HTTP:  
Representen el valor predeterminat per un arxiu binari. També es coneixen pel tipus MIME 
application/octet-stream. 
Agent de missatges: Es tracta d’un programa intermedi que tradueix els missatges del 
protocol de l'emissor a missatges del protocol del receptor. 
 
H.N.P:  
Abreviatura utilitzada per referir-se als Hacker News Points. Punts atorgats en el lloc web de 
notícies centrades en la informàtica HackerNews. 
 
StackO:  
Abreviatura utilitzada per referir-se al lloc web Stack Overflow. 
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CORS:  
Cross-Origin Resource Sharing, mecanisme el qual permet sol·licitar recursos des d'un 
domini fora del domini des del qual es va publicar el recurs. 
 
TDD (Test-Driven Development):  
Procés de desenvolupament de software que es basa en la repetició d’un cicle de 
desenvolupament molt curt. Els requisits es converteixen en casos de prova o, test-cases 
molt específics. A partir d’aquests el programari es desenvolupa i millora per passar per 
noves proves. 
 
Single Page:  
Aplicació web la qual tan sols consta d’una sola pàgina HTML. Tot el seu contingut es 
descarregat en primera instància fent l’experiència de navegació molt més agradable. 
 
Multi Page:  
Aplicació web la qual distribueix el seu contingut en diverses pàgines HTML. Basa la seva 
navegació en redireccions entre pàgines HTML on cada nova pàgina és carregada in situ. 
 
Discoverability:  
Grau amb el qual un contingut pot ésser descobert en un sistema. Referent a les interfícies, 
és el grau amb el qual una interfície és senzilla d’utilitzar en el primer contacte. 
Feed: Fa referència al que en un començament es coneixia com RSS. Es tracta d’un 
contingut web que pot ser exportat a altres llocs web (com ara Twitter o Facebook) i 
reclamat sota demanda. 
 
Responsive design:  
També anomenat disseny adaptable. Es tracta d’una filosofia de disseny adherida a 
aquelles pàgines webs que mantenen una correcta disposició del seu contingut 
independentment del tamany del navegador. 
 
Material Design:  
Es tracta de la proposta de disseny per aplicacions presentada per Google. Aquesta entra a 
competir amb altres propostes com ara Bootstrap o Cupertino Design. 
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