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Motivació
La idea d’aquest projecte va començar a rondar-me el cap fa diversos anys quan vaig  començar
una relació laboral amb una escola de nivell infantil, primària i secundària on encara actualment hi
treballo.  Aquesta escola, històricament puntera en la formació en programació informàtica dels
seus alumnes, feia servir diversos llenguatges de programació per educar als seus alumnes en el
pensament lògic i en l’anàlisi seqüencial dels de la seva manera de pensar. En feien servir fins a 3
llenguatges de programació diferents, cadascún durant una etapa de la vida escolar. A grans trets,
els llenguatges s’havien fixat dins el següent projecte pedagògic:
1. Visual4: Primària IV i Primària V
2. Logo: Primària VI, ESO I i ESO II
3. Pascal: ESO III, ESO IV i  Batx I
Visual  4 és  un entorn  visual  de programació  per  point-and-click  creat  per  un antic  professor
d’informàtica de l’escola per a ús exclusiu de l’escola. És en realitat un programa de Logo on, en
executar-se, ofereix una finestra d’eines amb un seguit  de botons per realitzar accions visuals
simples com avançar la tortuga, girar i canviar el color. Així, l’alumne, sense cap coneixement de
programació,  pot  plantejar-se la  seqüència d’instruccions  que cal  clicar  per a realitzar un cert
dibuix i comprovar si la seva proposta és vàlida.
Logo i  Pascal segurament no requereixen de cap introducció. El primer és un entorn visual de
programació que té per objectiu realitzar dibuixos on existeix un cursor anomenat “tortuga” que és
mou  mitjançant  instruccions  de  programació  en  un  llenguatge  anomenat  òbviament  Logo,  la
sintaxi del qual és bastant simple. El segon és un llenguatge de programació professional on la
sintaxi bàsica és relativament simple i directa.
Després d’uns mesos vam començar a discutir aquest plantejament pedagògic amb un company,
cap del seminari d’informàtica. Ens preocupaven diversos punts:
● Visual4 no ofereix una eina per facilitar la “programació” dels botons que caldrà clicar per
realitzar el dibuix que es té per objectiu, els alumnes s’ho apunten en llibretes
● El pas de Visual4 a Logo, tot i ser el mateix entorn (cosa que ajuda a no espantar als
alumnes amb el salt)  no és salt  progressiu sinó que la relació entre Visual4 i  Logo és
reduïda ja que els alumnes mai havien vist una instrucció de programació durant la seva
formació amb Visual4
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● El llenguatge Logo, en el seu objectiu de simplificar la sintaxi, el que nosaltres considerem
un error  i  és no definir  gens bé on acaba una instrucció i  on comença la següent,  de
manera que sovint els errors son difícils de debugar pels alumnes, especialment si tenim
en compte que l’estructura del llenguatge incentiva unificar diverses instruccions en una
sola línia. A més la sintaxi no defineix explícitament els paràmetres de manera que els
alumnes freqüentment barregen instruccions amb paràmetres i no veuen l’error
● El pas de Logo a Pascal és un salt molt gran, que requereix començar pràcticament de
zero
● Pascal, en no ser un llenguatge orientat a objectes, suposa un gran desavantatge per als
alumnes en competicions de programació extra-escolars com les olimpíades informàtiques
on altres  llenguatges  ofereixen llibreries  estàndard amb moltes  estructures de dades i
algorismes ja programades
Plataforma FMSLogo
Vam començar a discutir com solucionar aquests problemes i en vam estar segurs que feia falta
crear  un entorn  nou  de programació  amb un llenguatge  propi  que,  sense perdre  cap de les
funcions dels  llenguatges anteriors,  adrecés els  problemes llistats.  Però la  manca de temps i
recursos va impedir que complíssim aquest objectiu. Això sí, vam adreçar el darrer punt substituint
el llenguatge de programació Pascal per  C++, permetent als alumnes interessats ser molt més
competitius a les competicions, però sacrificant simplicitat sintàctica.
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Al  poc  temps  va  arribar  al  nostre  coneixement  l’existència  de  Scratch.  Aquest  entorn,  que
segurament tampoc requereix de presentació, permet realitzar animacions i interactuar amb elles
amb un estil que evoca al Logo, però es progama fent servir blocs, cosa que impedeix la creació
de codis sintàcticament incorrectes. Això cobria la nostra principal preocupació de Logo. Sense
substituir  el  Logo vam començar a provar Scratch i  a fer-lo servir  a les classes de primària i
primers nivells de secundària amb una sensació agridolça pels problemes que vam descobrir que
obria:
● En introduir interessants opcions algorísmiques als alumnes, com les interrupcions i els fils
concurrents, els alumnes deixen de pensar abans de començar a programar per passar a
programar  i  després  adaptar  el  codi  per  que  faci  el  que  volen  aconseguir,  modificant
lleugerament  els  codis  fins  aconseguir  un  resultat  similar  al  que  s’havien  plantejat,
bàsicament mitjançant la configuració de petites modificacions per prova-i-error
A part, suposava que teníem encara un quart entorn, l’Scratch, entre Visual4 i Logo, augmentant
la confusió i requerint de més temps dedicat a la formació en un nou entorn, temps que no es pot
aprofitar  pel  que realment  interessa que és l’algorísmica:  formar en les estructures lògiques i
mentals bàsiques de la programació.
Scratch
És  a  dir,  continuàvem  convençuts  de  que  les  eines  de  que  disposàvem  per  formar  en  la
programació, l’algorísmica i el model mental eren
● confoses per als alumnes per la seva quantitat  i  varietat  (4 entorns totalment diferents
necessaris al llarg de tota la progressió escolar)
● cadascuna d’elles presenta importants errors en el seu ús per a educació
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● a nivell de formació infantil (parvulari i primers nivells de primària) no existeix cap solució
vàlida que tingui continuïtat intuïtiva per als nivells més grans
Així que en aparèixer la necessitat de presentar un projecte per finalitzar la meva titulació com a
enginyer superior en informàtica va sorgir l’oportunitat d’aprofitar el temps i recursos que havia de
dedicar al projecte final de carrera a fer realitat aquestes necessitats que feia anys que teníem i
que estic convençut que més centres educatius comparteixen.
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Objectius
El projecte consisteix en implementar una plataforma de programació intuïtiva, àgil i divertida que
permeti aprendre les bases de la lògica de la programació. L’objectiu d’aquesta plataforma és que,
amb el seu ús, l’usuari incorpori les estructures lògiques i mentals bàsiques que ofereix I requereix
la programació.
Però les estructures bàsiques de la programació no s’aprenen d’un dia per l’altre, requereixen de
la seva pràctica durant un temps prolongat. Aquesta plataforma, per tant, pretén acompanyar a
l’usuari en les diferents fases d’aquest aprenentatge, al llarg dels anys, podent-se adaptar a les
exigències que el  seu nivell  de coneixements requereixi.  Per una banda això ha de permetre
poder  anar  posant  en pràctica  cada vegada estructures  algorísmiques més complexes sense
perdre l’intuïtivitat de la plataforma. Per altra banda aquesta adaptació per nivells farà que l’usuari
no perdi interès.
Tot i així no basta amb oferir diversos entorns de programació en funció del nivell de coneixement
de l’usuari. El que realment farà que d’aquesta plataforma un entorn únic, distintiu i superior a la
resta  és  que la  transició  d’un  nivell  d’entorn  a  l’altre  sigui  fluid  i  intuïtiu,  mantenint  elements
comuns que mantinguin un paral·lelisme entre els diferents nivells.
Partint d’aquesta premissa calia definir molts més aspectes per acabar d’especificar com hauria
de ser l’entorn educatiu de programació que jo consideraria perfecte. La solució, a aquest primer
problema, com és habitual, va ser una pluja d’idees d’on va sorgir una llarga llista d’objectius que
va fer falta prioritzar per determinar les que s’implementarien dins el marc del projecte final de
carrera.
Creació visual
El que l’usuari podrà crear programant amb aquesta plataforma de programació seran dibuixos.
La creació de dibuixos permet desenvolupar la creativitat de l’usuari i permet aprendre i posar en
pràctica molts elements de les matemàtiques.
Mitjançant la creació de diversos dibuixos en diferents capes l’usuari podrà crear animacions i
interaccions.  No  obstant,  a  diferència  d’altres  entorns  de  programació  educatius,  aquestes
animacions  i  interaccions  hauran  de  respondre  a  raonaments  linials  i  estrictament  ordenats.
A més es posarà especial èmfasi en la capacitat de subdividir problemes grans en d’altres de més
petits, per tal de facilitar la seva resolució.
Per tal de permetre exercicis més interessants i més similars a la programació real, la plataforma
permetrà  la  creació  de  finestres  d’interacció  amb  l’usuari  que  executi  el  codi,  podent  així
programar preguntes, o accions que responguin al clic d’un botó entre d’altres esdeveniments.
Aquesta serà la única manera d’executar instruccions de manera asíncrona.
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Continuïtat
Donada  la  temprana edat  en  que  actualment  s’ensenyen  en algunes  escoles  la  programació
informàtica o,  sobretot,  la  robòtica,  la  plataforma ha d’oferir  un entorn  comú que serveixi  per
programar des de a un infant fins a un alumne en els primers anys de la seva vida adulta.
Això és contempla dividint la plataforma de programació en diferents entorns de programació, als
que en endavant anomenarem nivells.
Així, cada nivell estarà dissenyat per a una certa edat de l’usuari i una certa etapa de la seva
formació  en  programació  informàtica,  per  tal  que  a  cada  nivell  ofereixi  les  eines  mínimes  i
indispensables  en un entorn gràfic  ideal  per  a l’usuari  que l’esta fent  servir, facilitant  la  seva
comprensió i ús.
Per no barrejar l’objectiu de continuïtat amb la l’objectiu de cada nivell (facilitat d’ús) l’objectiu de
cadascun d’aquests es descriu en el següent punt.
Facilitat d’ús
Existirà  un  primer  nivell  de  programació  amb  un  entorn  molt  simple,  fàcilment  emprable  i
comprensible per nens d’educació infantil.
En aquest nivell l’usuari ha d’obtenir resultats immediats a les seves accions. Ha d’aprendre pel
mètode de prova i error, fent i desfent les seves accions fins aconseguir l’objectiu que se li havia
demanat. Per tant, donat que les accions de l’usuari han de tenir resultat immediat, només es
permetran instruccions linials, sense condicions ni iteracions.
Per tal de facilitar la seva comprensió l’entorn ha de ser molt gràfic, aquests gràfics han de ser
molt fàcilment comprensibles i no ha de permetre generar codis invàlids.
En un segon nivell, en que podem donar per conegudes per l’usuari les aptituds bàsiques de la
programació i l’ús del primer nivell de l’entorn de programació, l’entorn ha d’oferir un entorn similar
on els resultats no siguin immediats, sinó que l’entorn permeti i requereixi una planificació de les
accions a realitzar. Altra vegada, en ser una etapa temprana de la formació en la programació
l’entorn a d’impedir que l’usuari pugui generar codis invàlids.
Això sí, per tal d’aprendre dels seus errors o simplement per millorar, l’usuari podrà comprovar
instrucció  per  instrucció  el  funcionament  de  les  accions  que  ha  planificat  i  així  analitzar-les.
Aquest nivell estarà fet pensant en usuaris d’edats compreses entre els primers cursos d’educació
primària,  per  tant  encara  ha  de  mantenir  els  elements  gràfics  com  a  principal  vehicle  de
comprensió dels elements de l’entorn.
En un tercer nivell  l’entorn ha de perdre els elements gràfics per centrar-se en la programació
visual molt propera a la programació tradicional escrita, però encara evitant que l’usuari  pugui
generar codi invàlid.
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Aquest  entorn està orientat  a usuaris  en edat  escolar  primària i  secundària,  on els  elements
gràfics ja no haurien de ser una prioritat per al seu ús.
El quart  i  darrer nivell  permet introduir  el  codi directament per escrit.  L’usuari,  per tant,  ha de
dominar les estructures sintàctiques del llenguatge per generar codi vàlid,  ja que l’entorn no li
impedirà cometre errors sintàctics.
El moment del pas del tercer nivell al quart nivell és difícil de determinar i principalment respon a
les capacitats de l’usuari. Però cal pensar que l’afany de reptes d’un usuari jove farà que tan aviat
com pugui intentarà passar del tercer nivell al darrer.
El llenguatge ofert per la pròpia plataforma hauria de ser prou potent com per que a l’usuari, un
cop molt  familiaritzar amb aquest  llenguatge pugui  realitzar projectes reals i  complexos sense
requerir de l’aprenentatge d’un nou llenguatge.
De totes maneres amb la pràctica d’aquest nivell un usuari hauria d’estar preparat per començar a
programar amb qualsevol altre llenguatge de programació escrit de caràcter general com Java o
C++, si així ho requerís el seu desig o necessitat.
Fluïdesa en l’aprenentatge
Partint  del  punt  de  que existeixen  diferents  entorn  o  nivells  d’uns  d’una  única  plataforma de
programació el pas d’un nivell a l’altre a de ser pràcticament tan intuïtiu com no fer-lo. És a dir,
han d’existir  una sèrie majoritària d’element comuns entre els diferents nivells  i  s’ha de poder
passar  indistintament  entre els  diferents nivells  endavant  i  endarrere  sense cap impediment  i
sense limit de vegades.
Aquesta agilitat i facilitat a l’hora de canviar entre nivells té dos objectius:
● facilitar la progressió minimitzant el temps dedicat a la formació del nou entorn
● permetre a l’usuari curiosejar l’aspecte del seu codi en els diferents nivells superior, i fins i
tot  atrevir-se a realitzar uns primers tasts de la programació en nivells  superior  podent
tornar al seu nivell habitual sense dificultat i penalització de cap mena, fomentant el desig
per  créixer  en  coneixement,  permetent  una  familiarització  progressiva  amb  els  nivells
superiors i eliminant la por al canvi d’entorn
Sintaxi
Al final, tot el que es programi amb aquesta plataforma serà traduïble a un codi de programació
escrit amb una sintaxi simple. De fet, l’objectiu és que tot usuari de la plataforma arribi algun dia a
programar en aquest codi escrit (nivell 4) sense necessitat de passar pels nivells previs.
La sintaxi d’aquest llenguatge serà simple i no inclourà instruccions redundants. Les estructures
complexes com el tradicional “for”, “do… while” o “switch” no existiran o no es promouran.
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Limitar o eliminar els trucs anti-algorísmics
Un codi elegant normalment tindrà una estructura seqüencial molt ben definida, i en un entorn
educatiu on l’usuari encara s’està formant això és especialment important. Permetre una formació
errònia temprana tindrà una llarga influència en les creacions de l’alumne.
Així  l’entorn  hauria  de  limitar  o  evitar  en  la  mida  del  que  sigui  possible  les  interrupcions
seqüencials com “break”, “continue” o “exit”, postposant la seva introducció al moment en que les
estructures algorísmiques bàsiques ja estiguin ben assolides.
Així,  altres  estructures  algorísmiques  permeses  per  alguns  entorns  educatius  com  son  les
interrupcions o els fils concurrents considero que trenquen amb la lògica programativa algorísmica
bàsica i que no s’haurien d’ensenyar ni permetre. Si bé estic d’acord en que és interessant formar
en el pensament concurrent, com explicaré en parlar de l’objectiu “Simultaneïtat”, com he explicat
en el capítol anterior quan parlava de Scratch no crec que aquesta sigui la manera perquè es molt
fàcilment utilitzable per adreçar errors del codi sense solucionar el problema real, sinó fent nyaps
per adaptar el codi al que s’espera del programa.
El  que  en  un  entorn  de  programació  de  producció  és  indispensable  de  vegades  no
contraproducent  en  un  entorn  d’aprenentatge,  i  això  n’és  un  exemple.  No  obstant,  creient
fermament en la importància de la formació en simultaneïtat de les accions (i clarament és cap
aquí cap on s’adreça la programació informàtica dels darrers anys) aquest aspecte no és podia
obviar i no ha deixat de ser un objectiu d’aquest entorn tal s’adreça en el següent punt.
Simultaneïtat
La simultaneïtat  d’accions  és una pràctica de simple comprensió però que requereix  de gran
quantitat de pràctica i experiència per dominar-la. És un camp molt explotat en la programació
informàtica d’avui en dia (amb fils concurrents, diversos processadors, .etc) que no és pot obviar.
No existeix millor moment per formar en aquest aspecte que quan s'està en una edat jove.
No obstant  l’objectiu  és  que  aquest  aspecte  s’incorpori  sense  prejudici  de  la  formació  en  la
programació algorísmica bàsica.
Així l’objectiu és que l’entorn ofereixi diversos fils d’execució però no realment simultanis sinó que
l’usuari tingui un control molt estricte de la seva execució i pugui preveure amb facilitat l’ordre en
que s’executen les accions dels diferents fils. Donada la complexitat de la simultaneïtat aquesta
característica no hauria d’estar disponible en els primers nivells de la plataforma.
Divideix i venceràs
La capacitat  de la  ment  humana és limitada,  i  no només això  sinó que la  seva capacitat  de
concentrar-se en diversos temes al  mateix  temps és decididament  dispersa.  És per  això  que
freqüentment li costa resoldre un problema de complexitat mitjana o alta.
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Igual o més importància que la simultaneïtat té el formar a l’usuari en subdividir un problema en
petits  problemes  més  fàcilment  resolubles  i  assequibles,  una  pràctica  molt  habitual  en  la
programació informàtica. La plataforma ha de permetre encapsular instruccions per resoldre petits
problemes algorísmicament i permetre utilitzar i combinar en un altre codi aquestes instruccions
encapsulades per tal de facilitat la programació d’un algorisme més complex.
Estil
Programar  bé  es  una  part  molt  important  de  la  formació  d’un  programador,  però  també  és
important programar net, amb un estil correcte que faciliti el manteniment del codi i la seva lectura
en el futur o per altres programadors.
A  més  aquest  és  un  aspecte  de  l’educació  que  és  transversal:  no  només  serveix  per  la
programació o per la ordenació de les idees, sinó també pels hàbits i costums diaris. Cal ser net i
ordenat.
La plataforma sempre generarà el codi amb un estil definit i net, i en el nivell en que el codi el
genera l’usuari permetrà estilitzar el codi amb molta facilitat per tal que l’usuari vegi com hauria
d’haver escrit el codi en primera instància.
Velocitat
La programació de per sí  ja és prou complicada i de vegades irritant per un alumne com per
donar-li més excuses per desanimar-se. Un aspecte clau en tot entorn d’interacció amb l’usuari és
el  temps de resposta.  Si  es  program un codi  i  cada  cop  que  es  vol  provar  el  funcionament
d’aquest  resulta lent en iniciar  i/o lent durant l’execució l’usuari  difícilment trobarà la motivació
necessària per continuar la formació i disfrutar amb la creació d’algorismes.
La plataforma, per tant, oferirà un entorn d’execució molt ràpid, casi immediat (sempre depenent
de les capacitats del maquinari en que s’executi). A més les accions executades per les comandes
que l’usuari ordeni no requeriran de confirmació (a no ser que siguin irrevesibles) i tindran efecte
instantàniament.
Debugació
Igualment frustrant per un programador és, donat un error o un efecte imprevist del seu codi, no
trobar la cause d’aquest.
Per  tal  de  facilitar  el  control  de  l’execució  dels  codis  que l’usuari  generi  i  ajudar  en  la  seva
correcció la plataforma oferirà:
● un sistema d’execució step-by-step per observar la conseqüència de cada instrucció del
codi
● detecció de bucles i interrupció de infinits
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Flexible i ampliable
Una  de  les  limitacions  que  vam trobar  a  Scratch era  la  impossibilitat  (d’una  manera  simple)
d’amagar  o  limitar  l’ús  d’aquelles  instruccions  que  ofereix  a  l’usuari  que  a  nosaltres,  com  a
docents, no ens interessava que els alumnes fessin servir.
De fet està clar que les necessitats de cada escola i fins i tot de cada alumne son molt diferents.
La  meva  plataforma  permetrà  reduir  o  ampliar  el  ventall  d’instruccions  disponibles,  així  com
personalitzar els nivells, tot amb gran facilitat.
De fet també permetrà canviar totalment el llenguatge de programació que ofereix la plataforma
per tal de que es pugui fer servir i aprofitar el seu sistema de nivells i totes les seves propietats
amb un altre llenguatge de programació que sigui del grat d’un altre centre. Tot i que això no sigui
trivial, si serà factible.
Multi-plataforma
Un altre punt clau és el suport de la plataforma. Donat que està principalment orientat a educació,
cal esperar que el seu ús serà principal escolar. En cap cas seria raonable especificar que la
plataforma  de  programació  funcionarà  només  sobre  cars  suports  de  maquinari  de  darrera
generació o sobre la darrera versió de cap programari de pagament.
A les escoles trobem gran varietat de sistemes i configuracions,  sent absolutament impossible
trobar un patró comú o configuració homogènia que puguem donar per suposat que disposaran a
aquella escoa on es vulgui fer servir aquesta plataforma de programació.
El  que  sí  és  un  patró  comú  és  que,  sense  poder  definir  marques  ni  sistemes  operatius,
pràcticament totes les escoles disposen o bé de portàtils, o bé de tauletes o be d’ordinadors de
sobretaula. De fet, no te massa sentit pretendre formar uns alumnes en la programació informàtica
sense tenir algun d’aquests maquinaris disponibles.
Per tant la plataforma haurà de ser prou flexible com per poder funcionar sobre pràcticament
qualsevol  portàtil,  tauleta  o  ordinador  de  sobretaula  independentment  del  seu  tipus,  marca,
sistema operatiu, configuració o programari instal·lat.
A més, ens trobem que a les escoles les eines digitals principals actualment són les plataformes
educatives en línia com Moodle, per tant ha de ser fàcilment integrable en aquests entorns.
Fàcil distribució i instal·lació
Un aspecte molt important de la formació d’un estudiant és el treball a casa. Per tal que un alumne
pugui practicar a casa els coneixements adquirits cal que pugui disposar d’aquesta plataforma a
casa.
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Per tant la plataforma ha de ser fàcilment distribuïble i instal·lable, en el mínim de passes i a ser
possible amb un procediment tan comú que no calguin instruccions per a una usuari informàtic de
nivell mitg-baix.
Accessibilitat
Un aspecte que preocupa molt a les escoles i a les administracions públiques és l’atenció a les
persones amb deficiències físiques.
La plataforma cuidarà l’aspecte i la informació que mostra per tal que les persones amb dificultats
de visió puguin treballar amb el mínim de dificultats.
Nom de la plataforma
Es tracte d’un aspecte trivial  i  importantíssim al mateix temps. El nom de la plataforma ha de
respectar els següents requeriments:
● ha de ser fàcil de recordar
● ha de reflectir que es tracta d’una plataforma de programació
● ha d’evocar al seu caràcter educatiu
● donada la finalitat informàtica de la plataforma, ha de disposar d’un domini lliure amb el 
mateix nom
● ha de ser un nom internacional
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Desenvolupament
Definits els objectius del projecte cal estudiar com dur-los a terme complint dues condicions:
● respectar fidelment el principi que imposa aquest objectiu
● la implementació d’un objectiu no ha de suposar un conflicte amb el compliment de cap
altre objectiu
Addicionalment,  durant el  disseny d’implementació de molts d'aquestsobjectius sorgeixen nous
reptes de disseny que cal planificar, estudiar les diverses alternatives i decidir una ruta de treball
sòlida i consistent amb la definició de la resta dels objectius d'aquest mateix projecte.
Solució als reptes que ens plantegen els objectius
Un objectiu no és més que la definició d’una finalitat primordial que ha de tenir la plataforma i per
tant  defineix  el  “què”,  però  no  defineix  el  “com”,  per  tant  per  cada  objectiu  cal  decidir  com
s’aconseguirà que aquest objectiu es compleixi i que la plataforma obligui a l’usuari a respectar-lo.
Sovint resulta un repte de disseny i panificació molt més exigent del que a priori es té contemplat i
requereix una dedicació de temps superior a la prevista, posposant el disseny d’altres etapes del
projecte o obligant a redissenyar etapes que ja es donen per definides i completades.
Creació visual
Amb l’experiència que Logo m’havia donat el repte de dissenyar aquest objectiu no resulta en
principi difícil. No és pot dir que sigui un disseny original donat que està basat en aquell de Logo:
un panell on es mostra el resultat gràfic de les instruccions que l’usuari ha executat.
No obstant, si hi ha una sèrie d’elements que diferencien el disseny d’aquesta plataforma d’aquell
que ofereix Logo:
● l’espai per dibuixar és quadrat i  limitat.  De cara a l’usuari  novell  això suposa una gran
diferència respecte a Logo on l’espai per dibuixar és il·limitat: en Logo aquests usuaris es
troben amb relativa freqüència malbaratant temps cercant per l’espai “infinit” un tros de
dibuix, quan en realitat haurien d’estar estudiant per que el dibuix està fora dels marges de
visibilitat inicials.  Aquesta diferència en el disseny hauria de centrar l’usuari en allò que
interessa algorísmicament
● la mida de l’espai per dibuixar està ben definit des de l’inici de l’execució de la plataforma,
és constant independentment de la configuració del sistema on s’executa. En Logo, en
haver-hi un espai infinit de dibuix l’area de visibilitat inicial varia en funció d’aspectes com
la resolució de la pantalla on s’està veient,  les mides de la finestra, la configuració del
toolbox, etc, de manera que un codi que mostra un dibuix perfecte en un entorn pot veure’s
incomplet en un altre
● existeix una guia de coordenades visible durant la programació, d’aquesta manera l’usuari
pot preveure el moviment que suposarà una instrucció sense haver d’executar-la, reforçant
l’ús de la planificació, un valor fonamental del creixement personal i també de la pràctica
de la programació. La freqüència de les guies del sistema de coordenades (la distància a
la que es mostren els eixos) es pot definir en calent en funció de les necessitats d’anàlisi
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● és decisió de l’usuari mostrar o no el cursor, no és una decisió del programador. En Logo,
per  exemple,  existeix  una  instrucció  per  ocultar  el  cursor  (el  que  Logo  anomena  la
“tortuga”) per tant si un usuari executant un codi vol mostrar el cursor li cal modificar el
codi,  i  passa anàlogament si només vol veure el resultat sense el cursor pel mig. Això
resulta especialment útil  per un usuari que vol analitzar l’execució d’un codi d’una altra
persona. Similarment, la guia de coordenades es pot mostrar u ocultar arbitrariament per
un usuari mitjançant la interfície d’usuari per tal de poder simplement visionar el resultat o
pel contrari vol analitzar el funcionament del codi
● un “pas” (moviment mínim del cursor) correspon a la mida d’un píxel, altra vegada facilitant
la predicció del resultat de l’execució d’un codi ja que la mida és una mida real
Espai per dibuixar
Continuïtat
La plataforma es divideix en diferents entorns de programació, fins a quatre diferents (segons va
definir  l’objectiu  “Facilitat  d’ús” com s’explica més endavant),  en funció de l’edat o habilitat  de
l’usuari.
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Existeix  un  panell  de  programació  on  es  visualitza  el  codi  que  s’està  creant  en  l’entorn  de
programació actual. A sobre aquest panell existeix una filera de pestanyes des d’on es pot accedir
a cadascun dels diferents entorns de programació (en endavant “nivells”).
Canviar  d’un nivell  a un altre no suposa perdre cap detall  del  codi creat per l’usuari  sinó que
simplement  suposa  variar  els  detalls  de  complexitat  que  se  li  ofereixen  mostrant-ne  més  o
ocultant-ne alguns  (com es detalla  en l’explicació  del  desenvolupament  de l’objectiu  “Facilitat
d’ús”).
Aquest objectiu només exigeix poder promocionar d’un nivell al següent, no obstant, per no entrar
en conflicte amb l’objectiu de “Fluïdesa en l’aprenentatge” aquest canvi de nivells és bidireccional.
Canviar d’un nivell a un altre és fàcil i intuïtiu
La  màxima  continuïtat  s’aconsegueix  si  un  expert  usuari  d’aquest  entorn  és  inherentment
programador en un llenguatge de programació real. Per tant, l’objectiu últim s’aconsegueix fent
que  el  llenguatge  de  programació  que  hi  ha  sota  el  llenguatge  que  proposa  l’entorn  és  un
llenguatge de programació real.
Tant és així que, prenent la idea de Java amb el seu compilador i llibreries, la pròpia plataforma
està programada amb el seu mateix llenguatge,  de manera que un expert programador en la
plataforma pugui arribar a adaptar-la o millorar-la o simplement estudiar-la i aprendre de la seva
programació.
Facilitat d’ús
A nivell  global,  el  primer punt  per maximitzar la facilitat  d’ús en la programació és suprimir  la
diferència entre compilació i execució, per tant la decisió directa va ser que la plataforma o bé
compilava i executava amb el clic d’un sol botó o bé el llenguatge era interpretat. Com explicaré
més endavant a l’apartat “Sintaxi”, tot i que el llenguatge és interpretat en la majoria d’ocasions es
realitzarà una precompilació del codi abans d’executar-se, però de manera totalment transparent
per l’usuari.
Però allà on més destaca la plataforma és en la facilitat d’ús que ofereix a l’usuari en funció del
nivell de programació. Com ja s’ha explicat la decisió és distingir entre quatre nivells. A continuació
els detallo i explico la diferència entre els usuaris que utilitzen cada nivell.
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Panell d’instruccions disponibles als nivells 1, 2, 3 i 4
● Nivell 1
○ Usuari: menor de 6 anys
○ Capacitats  a  destacar:  desconeixement  de  la  lectura,  gran  capacitat  d’absorció
visual, tendència a tocar
○ Coneixements de programació: cap
○ Objectiu  del  nivell:  adquirir  la  capacitat  d’entendre  l’existència  d’instruccions  de
programació i la seqüenciació d’aquestes (ordenar-les correctament per aconseguir
un objectiu)
● Nivell 2
○ Usuari: entre 6 i 10 anys
○ Capacitats  a  destacar:  capaç  de  llegir,  dificultats  en  l’escriptura,  capacitat  de
raonament en creixement
○ Coneixements de programació: entén la seqüenciació d’instruccions sense salts
○ Objectiu  del  nivell:  descobrir  la  configuració  (parametització)  simple  de  les
instruccions  de  programació,  conèixer  l’existència  de  salts  en  la  seqüenciació
d’instruccions
● Nivell 3
○ Usuari: entre 10 i 14 anys
○ Capacitats a destacar: capaç de llegir i escriure sense dificultat, capaç de realitzar
operacions matemàtiques i de raonar
○ Coneixements de programació: entén la seqüenciació d’instruccions la necessitat
de parametritzar aquestes instruccions i els salts de seqüenciació a un nivell molt
bàsic
○ Objectiu del nivell: descobrir les variables i instroduïr-se a l’algorísmica
● Nivell 4
○ Usuari a partir de 14 anys
○ Capacitats  a  destacar:  gran  capacitat  de  lectura/escriptura,  coneixements
matemàtics avançats, gran capacitat de raonament
○ Coneixements  de  programació:  coneix  de  tots  els  elements  bàsics  de  la
programació
○ Objectiu  del  nivell:  crear  codis  sintàcticament  correctes,  permetre  aprendre  i
practicar algorismes complexos incloent la recursivitat
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Així, per a cada nivell es defineix un entorn de programació diferent, adaptat a les necessitats i
finalitats de l’usuari a qui va destinat.
Nivell 1
Per aconseguir  aquest  objectiu es fa servir  una estructura de programació per blocs. La idea
original era crear un joc de fitxes magnètiques idèntiques a les del nivell 2 de manera que com a
professor els hi pogués preguntar als alumnes quina seria la següent acció a realitzar amb un
objecte al terra i realitzar-la al mateix temps que sobre una superfície magnètica aniria enganxant
les fitxes en l’ordre en que m’indiquessin. Així quedaria un pseudo-codi que es podria modificar i
analitzar com canvia el resultat.
No obstant, és observable que tenint superfícies tàctils com les tauletes o les pissarres digitals
aquesta idea es podia integrar en la pròpia plataforma, com s’ha fet.
Les instruccions són blocs quadrats grans amb una icona que identifica perfectament l’acció que
realitza la instrucció.
Tot i que l’usuari segurament no és capaç de llegir, el nom de la instrucció apareix sobre la icona
del bloc de manera que l’usuari identifiqui la grafia (per ell no és més que un dibuix) amb la icona
de la instrucció i en el moment en que estigui en disposició de passar al següent nivell reconegui
amb facilitat la instrucció per familiarització de la grafia.
Els blocs, és a dir instruccions, estan disponibles a una finestra a la dreta de la interfície d’usuari i
son només un  reduït  subconjunt  del  total  d’instruccions  que la  plataforma ofereix,  per  tal  de
focalitzar  el  tipus  d’exercicis  que  l’usuari  d’aquest  nivell  farà  i  per  reduir  les  distraccions
improductives.
A  més  aquestes  instruccions  estan  predefinides  i  no  son  configurables,  és  a  dir,  venen
parametritzades  i  no  es  pot  canviar  aquest  paràmetre.  Per  exemple,  la  instrucció  “setColor”
s’ofereix com a 9 instruccions diferents, sent en realitat la mateixa instrucció amv el paràmetre
color  canviat:  vermell,  verd,  blau,  groc,  blau cel,  blanc,  negre,  gris,  gris  clar.  Similarment  les
instruccions d’avançar o girar s’ofereixen en tres varietats segons quant volem avançar o girar, i
així es fa amb totes les instruccions que s’ofereixen en aquest nivell.
En aquest nivell l’usuari l’entorn ofereix una pila d’instruccions, on cada instrucció clic a la finestra
de selecció d’instruccions s’executa immediatament i s’afegeix al final de la pila d’instruccions que
es mostra en una finestra al centre de la interfície d’usuari. No existeix la possibilitat de reendreçar
les instruccions, en tot cas, existeix la opció de desfer les darreres accions o refer-les.
Amb aquest sistema és s’impedeix que el codi generat per l’usuari pugui tenir errors sintàctics de
cap mena.
Nivell 2
En aquest nivell  es manté l’estructura de programació en blocs per impedir que l’usuari generi
codis  invàlids,  però  s’incorpora  la  possibilitat  de  parametritzar  les  instruccions,  per  tant  cada
instrucció només apareix una vegada a la finestra a la finestra de selecció d’instruccions i en
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afegir-la al codi demana quin valor se li vol donar als seus paràmetres, tot mostrant el nom del
paràmetre, oferint una descripció de la utilitat d’aquest paràmetre i un valor per defecte.
Un detall at important a l’hora de llegir el codi que ha escrit és que les icones de les instruccions
varien en funció de com ha estat parametritzada la instrucció, facilitant enormement la lectura del
codi. Això sí, aquestes icones son les mateixes que les mostra de en el nivell 1.
Exemples de com varien les icones de les instruccions varien en funció dels paràmetres:
setcolor forward turnLeft goTo setSize write
vermell 400 300 0,0 16 :)
blau fosc 100 180 200,400 8 Text
blanc 50 60 400,100 4 Text molt llarg
És molt important la diferència en la manera de programar en aquest nivell. Si en el primer nivell
l’usuari només podia afegir instruccions al final del codi i ho feia simplement fent clic sobre alguna
de  les  instruccions  a  la  finestra  d’instruccions  disponibles  en  aquest  nivell  cal  arrossegar  la
instrucció a la posició del codi on volem colocar-la, podent també reendreçar les instruccions si és
el nostre desig.
Igualment important és que les instruccions afegides no s’executen directament sinó que el codi
no s’executa fins que l’usuari no ho indica explícitament, obligant a planificar i raonar la seqüència
d’instruccions.
A més apareixen per primera vegada les instruccions condicionals i iteratives. Però no son les
úniques instruccions noves per l’usuari en aquest nivell. S’ofereixen altres noves instruccions per
exemple per escriure o per dibuixar línies arbitràries.
Donat  que  la  varietat  d’instruccions  comença  a  ser  elevada  aquestes  es  categoritzen  en
categories distingides per colors i aquesta categorització es manté als següents nivells.
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Com que a aquestes edats els infants ja poden llegir, el nom de les instruccions apareix als blocs
per començar a adaptar-se a ells de cara al següent nivell on les instruccions no tenen icones
associades.  De fet,  tal com s’ha comentat en descriure el  nivell  1,  el nom apareix ja al nivell
anterior per tal que l’usuari vagi familiaritzant la grafia amb la instrucció des del primer de d'ús de
la plataforma.
Nivell 3
En aquest nivell l’usuari ha de poder crear pràcticament qualsevol codi que volgués escriure però
es manté l’estructura de blocs per impedir els errors sintàctics.
Els blocs, però, ja no porten una icona associada, sinó que mostren els paràmetres com a text.
D’aquesta manera el codi que es genera ressembla perfectament aquell que caldria escriure si es
volgués crear el codi en un editor de text.
Amb la responsabilitat que s’assumeix que es pot donar a l’usuari s’introdueix la possibilitat de fer
servir variables, arrays i de crear funcions pròpies així com fer servir estructures complexes com
els if-else i introduir comentaris per facilitar la lectura del codi que s’està generant.
Per  mantenir  un  element  de  paral·lelisme  visual  amb  el  nivell  anterior,  a  part  d’evidentment
mantenir el nom de les instruccions, els blocs (instruccions) mantenen el color de categorització
del nivell anterior.
En  aquest  nivell  el  subconjunt  d’instruccions  que  s’ofereix  es  pràcticament  la  totalitat  de  les
instruccions  disponibles  al  llenguatge  de  programació,  amagant  només  les  instruccions  o
estructures més complexes.
Nivell 4
En aquest nivell s’entén que l’usuari ja és un programador madur i se li ha de permetre programar
amb total llibertat i aprendre a generar codis sintàcticament correctes sense ajudes.
Així en aquest nivell s'ofereix un quadre de text que no és més que un editor sintàctic del codi,
com a la programació clàssica.
Al  panell  d’instruccions  disponible  apareixen  pràcticament  totes les  instruccions disponibles  al
llenguatge definint no només el nom de cadascuna d’elles sinó també el noms i ordre dels seus
paràmetres i,  en cas de que sigui una estructura, la seva sintaxi.  Clicant sobre una instrucció
aquesta s’afegeix al codi en el punt en que es trobi el cursor de l’usuari en aquell moment dins
l’editor.
Altra vegada al  panell  d’instruccions disponibles aquestes instruccions venen classificades per
categories utilitzant el color de fons definit per a cada categoria.
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Elements comuns a tots els nivells
Per complir  amb l’objectiu  de continuïtat  explicat  anteriorment existeixen una sèrie d’elements
comuns a tots els nivells. Alguns d’aquests elements ja s’han descrit en el moment d’explicar cada
nivell, altres, en canvi, s’introdueixen nous a continuació en aquesta secció.
Un  d’aquests  elements  comuns  que  encara  no  s’ha  introduït  és  la  funció  d’ajuda  sobre  les
instruccions. Deixant el cursor sobre una instrucció al panell d’instruccions disponibles mostra un
text d’ajuda que explica la finalitat d’aquesta instrucció. Aquest text sempre va precedit pel nom de
la instrucció.
Text d’ajuda sobre una instrucció del panell d’instruccions disponibles al nivell 1
Tots els nivells disposen d’opció per desfer i refer les darreres modificacions que ha fet l’usuari al
codi.
Botons per desfer i refer les darreres modificacions al codi
Com ja s’ha explicat  anteriorment el  nom de les instruccions és constant a tots els nivells de
manera que és fàcilment identificable sigui el nivell que sigui. A més aquest nom és visible a tots
els nivells, inclòs el primer.
També s’ha explicat anteriorment que existeix una categorització de les instruccions i totes les
instruccions  estan  categoritzades.  Cada  categoria  té  un  color  associat.  La  configuració  de  la
categorització és la següent:
● turtle: instruccions que mouen el cursor
○ Exemples: forward, goTo, turnRight
○ Color: groc
● canvas: instruccions que modifiquen tot el dibuix
○ Exemples: clean, flipHorizontally, push
○ Color: lila
● draw: instruccions que dibuixen independentment del cursor
○ Exemples: image, lineAt, writeAt
○ Color: vermell
● objects: instruccions que creen variables o objectes
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○ Exemples: var, array, function
○ Color: negre
● flow: instruccions que alteren la seqüència d’execució d’instruccions
○ Exemples: if, while, repeat, return
○ Color: gris
● value: instruccions que retornen un valor
○ Exemples: exportCanvas, getSine, getX
○ Color: blau
● window: instruccions que permeten interacció del codi amb l’usuari
○ Exemples: windowButtonCreate, windowHide, windowUse
○ Color verd
● other: altres instruccions
○ Exemples: comentaris, objectes
○ Color: gris clar
● userdefined: funcions i objectes creats per l’usuari
○ Exemples: funcions i objectes creats per l’usuari
○ Color: gris fosc
Una instrucció als diferents nivells. Manté el nom de la instrucció i el color de la categoria
Fluïdesa en l’aprenentatge
La fluïdesa en l’aprenentatge  comença per  l’objectiu  de la  continuïtat  i  facilitat  d’ús  entre els
diferents nivells que ja s’ha explicat però una prioritat que s’ha explicat en el capítol “Objectius”
era poder canviar indistintament entre nivells tant cap amunt com cap avall permetent a l’usuari
tafanejar com es treballa amb el següent nivell, veure el seu codi en altres nivells i intentar fer-hi
modificacions.
A més aquesta facilitat permet al corrector veure el codi presentat per un alumne en un altre nivell
que li sigui més còmode per comprovar la seva correctesa, com pot ser el nivell 4 que mostra tot
el codi.
Per aconseguir aquesta facilitat tant el codi com parseja i s’emmagatzema en un arbre sintàctic
que després es pot bolcar en qualsevol dels nivells.
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El mateix codi vist als nivells 1, 2, 3 i 4
Sintaxi
És particularment important per un llenguatge docent que la sintaxi sigui simple i clara. Sobre
aquest punt es va fer una pluja d’idees a partir dels llenguatges de programació que coneixia:
● El llenguatge ha de permetre començar a programar sense necessitat d’utilitzar capçaleres
“misterioses”
● Com Logo, el llenguatge no hauria d’obligar a marcar el final d’una instrucció si aquesta és
la única que existeix a la línia
● Com JavaScript, no hauria de caler definir el tipus d’una variable
● Com C o JavaScript hauria de poder-se posar diverses instruccions en una sola línia però
separades explícitament per tal d’incentivar el codificar una instrucció per línia de codi
● Com C o JavaScript els paràmetres de les instruccions haurien d’estar encapsulats
● Com la majoria de llenguatges de programació les operacions matemàtiques elementals
(suma, resta, multiplicació, divisió i residu) haurien de poder ser expressades en notació
matemàtica tradicional
● La declaració d’arrays hauria de ser tan simple com la declaració d’una variable simple
● Com els  llenguatges  orientats  a  objectes  el  llenguatge  hauria  de suportar  la  creació  i
definició  d’objectes  per  formar  en  l’objectiu  “Divideix  i  venceràs”  com  s’explica  més
endavant
● Com la majoria de llenguatges tradicionals el llenguatge hauria de permetre la creació de
funcions noves a l’usuari també per formar en l’objectiu “Divideix i venceràs”
● Com la majoria de llenguatges tradicionals el llenguatge hauria de permetre la creació de
variables amb scopes diferents també per formar en l’objectiu “Divideix-i-venceràs”
● Com la majoria de llenguatges tradicionals el llenguatge hauria de ser “case sensitive”, és
a dir, considerar les lletres majúscules com a lletres diferents de les minúscules
 
En aquest punt per l’objectiu “Multiplataforma” ja era una prioritat casi decidida que la plataforma
s’executaria en entorn web. Per fortuna una mica de recerca en JavaScript em va dur a descobrir
dos aspectes generalment intrascendents però que en aquest cas han estat trascendentals:  a
JavaScript no és necessari fer servir punt i coma al final d’una instrucció si és la única a la linia, i
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JavaScript té un mode d’execució anomenat “strict” on cal declarar totes les variables abans de
fer-les servir o el codi retorna un error.
En  aquestes  circumstàncies  JavaScript,  o  millor  dit,  un  subset  de la  potència  de  JavaScript,
compleix amb tots els requisits del que considero el llenguatge educatiu ideal. Excepte la creació
simple  d’arrays  i  la  creació  simple  d’iteracions.  La  solució  a  aquest  problema  l’explico  més
endavant en aquesta mateixa secció.
A més fer servir JavaScript com a llenguatge de la plataforma reforça l’objectiu de “Continuïtat”
donat que és un llenguatge professional, i a més, en ser una plataforma web està programada
també en JavaScript de manera que en el darrer nivell l’usuari és capaç d’analitzar el codi de la
pròpia plataforma i amb una mica de sort és capaç de fer-li modificacions i millorar-la.
Partint, doncs, d’aquest llenguatge calia afegir-li tota una nova generació d’instruccions simples
per tal d’oferir una API per utilitzar l’espai per dibuixar de la plataforma.
Seguint el disseny RISC (Reduced Instruction Set Computing) aquesta API havia de ser reduïda
● per facilitar la seva memorització
● maximitzar la re-utilització de les instruccions i  així  forçar l’aprenentatge de l’ús de les
instruccions
● obliga a implementar instruccions amb el model definit a l’objectiu “Divideix i venceràs” (en
no existir instruccions per crear cercles o triangles caldrà que l’usuari les crei mitjançant les
instruccions existents)
Per tant s’han creat instruccions per les següents accions:
● Moviments del cursor que no deixen traça en el dibuix:  goTo, goToCenter, goToLowLeft,
goToLowRight, goToUpLeft, goToUpRight, turnLeft, turnRight, turnReset
● Moviments del cursor que deixen traça en el dibuix: forward, arc, line
● Modificar en el resultat de les accions de les properes instruccions del codi: beginShape,
endShape, setSize, setColor, setInvisible, unsetSize, unsetColor, unsetInvisible
● Escriptura de text  en el  dibuix:  write,  setBold,  setFont,  setItalic,  unsetBold,  unsetFont,
unsetItalic
● Alteren l’ús de les capes: use, pull, push, hide, show
● Alteren  irreversiblement  alguna  de  les  capes  del  dibuix:  clean,  move,  moveDown,
moveLeft, moveRight, moveUp, rotateLeft, rotateRight, flipHorizontally, flipVertically, scale
● Afegir elements al dibuix independentment de la posició del cursor: image, lineAt, writeAt
● Alterar el seqüenciament de les instruccions: stop
● Obtenir  el  valor  d’alguna  informació  de  l’entorn  en  execució:  exportCanvas,  getAngle,
getArccosine,  getArcsine,  getArctangent,  getCanvasHeight,  getCanvasWidth,
getCanvasLayerName,  getCanvasLayerVisibility,  getCosine,  getRGB,  getRandomColor,
getRandomNumber, getSine, getTangent, getX, getY
● Interactuar  amb  l’usuari:  windowButtonCreate,  windowButtonEdit,  windowButtonHide,
windowButtonRemove,  windowButtonShow,  windowHide,  windowImageCreate,
windowImageEdit,  windowImageHide,  windowImageRemove,  windowImageShow,
windowInputCreate,  windowInputEdit,  windowInputGet,  windowInputHide,
windowInputRemove,  windowInputShow,  windowRemove,  windowShow,
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windowTextCreate,  windowTextEdit,  windowTextGet,  windowTextHide,
windowTextRemove, windowTextShow, windowUse
L’explicació de la funcionalitat  de cadascuna d’aquestes instruccions i el seu ús no es defineix
aquí  ja  que  es  considera  que la  interfície  d’usuari  de  la  plataforma ja  proveeix  tota  aquesta
informació.
Per tal de poder fer això la interfície de la plataforma utilitza dos projectes externs com son
● Ace: Editor sintàctic web
● Jison: Parser generator per JavaScript
Per parsejar el codi JavaScript amb Jison m’he basat en la implementació del parser programat
per Colin J. Ihrig que està disponible dins el seu lloc web personal: http  ://  cjihrig  . com  / blog  / creating  -
a  - javascript  - parser  /
No  obstant  això  durant  el  desenvolupament  del  projecte  m’ha  calgut  realitzar  diverses
modificacions i correccions sobre el codi original de Colin J. Ihrig. Aquestes modificacions han
estat:
● Modificar el parser de manera que en bolcar l’arbre sintàctic només envolti els paràmetres
amb  parèntesi  si  és  estrictament  necessari  per  a  mantenir  les  prioritats  d’execució
d’instruccions del codi original
● Modificar  el  parser  per  que  no  descarti  els  comentaris  introduïts  per  l’usuari  al  codi  i
modificar el bolcat del parser per bolcar correctament els nodes de comentaris
● Modificar el parser per acceptar una nova paraula clau, “array”, que serveix per declarar
una array. En trobar aquesta paraula clau la substitueix per un node de creació d’array
amb el codi habitual de JavaScript
● Similarment modificar el parser per acceptar l’estructura “repeat”, que serveix per repetir un
codi un nombre determinat de vegades. En trobar aquesta paraula clau la substitueix per
un  node  repeat  amb  el  codi  habitual  de  JavaScript  I  a  més  declara  una  variable
repeatCount on es pot consultar el nombre d’iteració (aquest comptador s'inicalitza amb el
valor 0)
La primera modificació de la llista anterior, així com les diverses correccions d’errors que vaig anar
trobant se li va enviar a Colin J. Ihrig que les ha incorporat al seu codi original a repositori jsparser
de GitHub.
Limitar o eliminar els trucs anti-algorísmics
Com s’ha explicat anteriorment era un objectiu evitar instruccions com break, continue, exit o fer
servir fils simultanis d’execució o interrupcions.
Això  s’aconsegueix  simplement  ocultant  l’existència  d’aquestes  instruccions  (no  apareixen  al
panell  d’instruccions  disponibles)  fins  al  nivell  4  o,  en  el  cas  dels  fils  d’execució  simultània
simplement no implementant aquestes funcions.
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Simultaneïtat
Donat que la simultaneïtat és un objectiu però no es vol tenir fils de codi d’execució simultània
aquest objectiu s’aconsegueix complir oferint diverses capes simultànies de dibuix.
L’usuari pot crear i eliminar capes i tirar-les amunt en l’ordre de prioritats de visibilitat (pull) o avall
(push). Si dues capes tenen parts del dibuix que coincideixen es veuran les que corresponguin a
la capa que estigui més amunt en l’ordre de prioritats de visibilitat.
El cursor de cada capa es independent, és a dir, allà on queda el cursor en passar a fer servir una
altra capa seguirà quan es torni a la primera capa per continuar dibuixant, reforçant la formació en
la simultaneïtat i la planificació  i raonament que aquesta requereix.
Donat  que  aquest  objectiu  és  complex  de  cara  a  un  alumne  infant  les  instruccions  que  ho
permeten resten ocultes fins al nivell 3.
Divideix i venceràs
La  disponibilitat  de  capes  explicades  al  punt  anterior  “Simultaneïtat”  permet  dividir  un  dibuix
complexe en diverses parts més simples que es poden dibuixar de manera independent.
Addicionalment el llenguatge permet crear funcions, associant un nom a un bloc de codi que té
una finalitat específica i independent, altra vegada permetent dividir  un algorisme complicat en
diversos de més simples i un algorisme general que els fa servir resultant que aquest algorisme
general és al mateix temps també més simple.
Estil
Per estilitzar el codi escrit per un usuari al nivell 4 la solució més simple és parsejar el codi , crear-
ne l’arbre sintàctic i tornar a bolcar el codi a l’editor seguint unes normes d’estil.
Per no afegir botons ni altres elements a la interfície d’usuari, per tal de preservar la facilitat d’ús,
aquesta funcionalitat  no és explícita sinó que s’aplica quan l’usuari  executa el  codi o bé quan
canvia d’un nivell a un altre, d’una manera totalment transparent.
D’aquesta manera l’usuari, fins i tot sense voler-ho, es va acostumant a veure el codi net i 
organitzat amb un estil  definit i coherent.
Velocitat
Per tal d’aconseguir màxima velocitat calia que el llenguatge fos compilat o implícit en la 
plataforma.
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Com s’ha explicat al punt “Sintaxi” el llenguatge sobre el qual s’executen les instruccions es 
JavaScript. Donat que, com s’explica més endavant al punt “Multiplataforma”, la plataforma 
sencera s’executa en un navegador, i donat que els navegadors incorporen un intèrpret de 
JavaScript, aquesta velocitat d’execució és la màxima que es pot aconseguir sobre un navegador.
Codi executat en 0,065 segons. La velocitat d’execució és molt elevada
A més, la majoria de navegadors moderns precompilen de manera transparent el codi JavaScript 
abans d’executar-lo, oferint velocitats d’execució molt elevades que no tenen res a envejar a la 
que ofereixen els llenguatges de programació compilats tradicionals.
Debugació
Per la debugació de les capes del dibuix, existeix un panell de debugació que mostra totes les
capes existents, destaca en negreta la capa actualment en ús i permet mostrar o ocultar les capes
a més de permetre veure individualment una capa per analitzar millor cadascuna d’elles.
També permet canviar la capa actualment en ús clicant sobre qualsevol capa i permet executar
instruccions individuals sobre el dibuix actual sense modificar el codi existent.
Cal destacar que la plataforma és capaç de detectar bucles infinits de manera que quan detecta
aquesta cirumstància atura l’execució del codi i mostra un text advertint de la situació.
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L’entorn de debugació modificant la visiblitat d’algunes capes
Execució pas a pas als nivells 2, 3 i 4
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A  més,  existeix  un  mode  d’execució  pas  per  pas  que  permet  definir  quantes  instruccions
s’executaran cada vegada que es premi el botó d’execució, i és configurable dinàmicament. Per
facilitar encara més l’anàlisi del codi la darrera instrucció executada es ressalta amb un marge de
color diferent.
Flexible i ampliable
Com es veurà més endavant en el punt “Llicència” la plataforma està programada per poder ser
fàcilment modificable, sigui per ampliar-la a per personalitzar-la, per qualsevol usuari amb prous
coneixements de programació.
La plataforma està programada en diferents carpetes i arxius, destacant els següents:




A l’arxiu  index.html es pot modificar l’estructura general i col·locació dels elements estructurals i
estàtics de la interfície d’usuari de la plataforma. Cal respectar els nomes dels DIVs i el parentesc
dels nodes. Si això no es respecta caldrà fer modificacions a l’arxiu js/ui.js.
A l’arxiu css/ui.css es pot modificar el disseny dels elements estructurals i estàtics de la interfície
gràfica.
js/instructions.js
En aquest arxiu s’implementen les instruccions que estan disponibles per l’usuari, per tant és en
aquest arxiu on es pot ampliar el llenguatge o reduïr-lo (o, evidentment, modificar la funcionalitat
de les instruccions).
També és en aquest arxiu que es dfineix la taula (un array multidimensional) on es descriuen les
instruccions:
● el nom de cada instrucció
● la categoria a la que pertany la instrucció
● en quins nivells està disponible la instrucció
● un text descriptiu de la finalitat de l’instrucció
● el nom dels seus paràmetres
● el tipus de dades que espera rebre cadascun dels paràmetres
● un text descriptiu de cadascun dels paràmetres
● un valor per defecte per cadascun dels paràmetres
● com s’ha de mostrar  la  instrucció  en el  codi  (si  conté un codi  rodejat  de claus,  si  els
paràmetres van rodejats de parèntesis o no, etc)
● i algunes altres característiques més complexes però d’ús poc habitual, principalment d'ús
intern
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js/instructions-icons.js
Aquest arxiu conté una taula on estan definides les icones que corresponen a cada instrucció, és
a dir, la  representació gràfica de la  instrucció.  Aquestes icones es dibuixen  dinàmicament  en
funció dels paràmetres de la instrucció per tant la taula espera per a cada instrucció el nom de la
instrucció (per relacionar-la) i una funció que dibuixa la icona. Aquesta funció rep per paràmetre
els paràmetres de la instrucció.
També en aquest arxiu es defineix la taula especificant el color de cada categoria d’instruccions.
Multiplataforma
La  solució  més  obvia  per  aconseguir  que  la  plataforma  es  pugui  executar  sobre  qualsevol
maquinari  és que la plataforma s’executi  per web, amb una interfície polida i simple i  fàcil  de
manipular tant des de ordinadors amb ratolí com amb els dits en plataformes tàctils.
Sent el principal problema de la programació web la incompatibilitat dels navegadors la plataforma
està programada en HTML5 per minimitzar la dificultat del manteniment.
Això  permet  aconseguir  sense gaires  dificultats  aconseguir  que funcioni  amb una experiència
pràcticament  idèntica  en  ordinadors,  tauletes,  mòbils,  etc  sent  totalment  indiferent  el  sistema
operatiu  que  executa  sempre  que  tingui  un  navegador  instal·lat,  cosa  que  podem donar  per
suposada donat que tots els sistemes operatius distribuïts per us personal ho incorporen.
La plataforma executant-se en un telèfon Android 4.3 amb Browser
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Fàcil distribució i instal·lació
Sent una plataforma que s’executa en entorn web sobre un navegador no és raonable demanar
que pel seu ús offline calgui un servidor web, per tant la plataforma està programada emprant
només llenguatges d’execució local al navegador, sense emprar llenguatges d’execució al servidor
(com podria ser PHP o ASP).
Per tant tota la plataforma està programada en HTML5, CSS i JavaScript, i pot executar-se fent
servir tant sols un navegador i obrint amb ell el fitxer index.html.
Inherenment,  la seva distribució és tan fàcil  com fer  un “Guardar como” des del navegador o
comprimir la carpeta on està la plataforma i distribuint aquest arxiu comprimit que haurà de ser
descomprimit  pel  destinatari.  La  compressió  i  descompressió  d’arxius  és  una  pràctica  molt
habitual actualment i avui en dia tots els sistemes operatius d’ús personal incorporen funcions de
compressió i descompressió des de la primera instal·lació.
A més, donat que l’ús principal es per escoles, on és força habitual fer servir plataformes web com
Moodle per distribuir el material didàctic, realitzar exercicis, encarregar deures, corregir i publicar
qualificacions, programar aquesta plataforma de programació per que sigui executable en local
facilita al màxim la seva integració en aquestes plataformes web com Moodle, Drupal o Joomla:
● es pot integrar tot el codi dins una pàgina
● es pot crear un mòdul que inclogui tot el codi i altres funcions que es vulguin oferir com
desar  el  codi  al  servidor  i  permetre  qualificar  el  codi.  El  codi  de  la  plataforma  de
programació es pot emmagatzemar en un lloc apart al servidor web permetent actualitzar-
lo amb molta facilitat (com és habitual amb altres mòduls com CKEditor o Galleria)
Accessibilitat
Existeixen usuaris amb dificultats físiques que no es volen excloure de l’ús d’aquesta plataforma.
Aquestes persones tenen dificultat  per fer  servir  la plataforma i  cal  evitar  dissenys que els  hi
dificultin interactuar.
Així la selecció dels colors i el contrast entre colors adjacents s’ha cuidat de que sigui respectuós
amb els usuaris amb dificultats de visió.
Per aquelles persones invidents s’ha cuidat que a cada lloc on hi aparegui un dibuix i hagi també
un  text  descriptiu  del  que  figura  en  aquest  dibuix.  S’ha  tingut  especial  cura  d’això  a  les
instruccions.
Per les persones amb dificultat de moviment s’ha procurat que les icones siguin prou grans com
per poder accedir-hi a la seva interacció sense requerir de gran precisió.
S’entén que els sistemes que fan servir aquests usuaris disposen de tecnologia d’assistència com
lectura auditiva del text que apareix a la pantalla o dictat per veu dels valors que es volen introduir.
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Finalment,  per  tal  de  comprovar  i  certificar  que  s’ha  cuidat  aquest  aspecte  s’ha  validat  la
plataforma mitjançant el test del Web Accessibility Initative del W3C en el seu nivell  WCAG   2.0
( Level   AA  ).
Nom de la plataforma
Aquest  és  un  aspecte  trivial  per  la  seva  poca  utilitat  i  crucial  al  mateix  temps  per  la  seva
repercussió social.
Si un dels requisits era que havia d’haver-hi un domini web disponible amb el mateix nom de
seguida va quedar concretat en que havia d’estar disponible el domini web .com i .org ja que son
els dos que qualsevol persona provaria.
Seguint els requisits que es van fixar en aquest objectiu la opció principal era “easycode”. Pel
següents motius:
● en tenir només 8 lletres i dues paraules és fàcil de recordar
● la paraula “code” reflecteix que es tracta d’una plataforma de programació
● la paraula “easy” evoca el seu caràcter d’aprenentatge
● el nom en anglès li dona validesa internacional
Però no complia el requisit de tenir el domini .com disponible.
Després  d’estudiar  diverses  paraules  de 4 lletres  substituint  la  paraula  “easy”  i  no deixar-me
conver per cap vaig contemplar la possibilitat de jugar amb cacofonies de la paraula “easy”.
La combinació “e-” i “see” va sorgir es pronuncia en anglès de manera idèntica a la paraula “easy”,
i a més introdueix dos valors de la plataforma:
● e-: l’aposta per l’ús online
● see: la importància de la visualitat dels elements de la plataforma
● esee: l’objectiu de simplicitat d’ús
A més complint el requisit de facilitat de recordar el nom, tot i contenir 8 lletres, només en té 5 de 
diferents.
Així el nom queda definit com eSeeCode i es pot accedir a la plataforma a través del domini .com 
associat.
Altres reptes i decisions
El desenvolupament d’alguns dels objectius va obrir nous reptes de disseny que calia raonar, tot
estudiant les alternatives disponibles abans de prendre una decisió que afectaria a tot el projecte i
que en cap cas podia entrar en conflicte amb cap dels objectius que s’havien marcat inicialment.
Alguns d’aquests reptes, per la seva importància en el desenvolpuament del projecte, cal explicar-
los i justificar la decisió presa.
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Canvas vs SVG
El primer repte nou que es va plantejar va ser només començar. Havent decidit que la plataforma
s’executaria sobre un navegador i estudiant les possibilitats que HTML5 ofereix va sorgir el dubte
Canvas o SVG.
No pretenc fer  un llista  de les diferències entre les dues estratègies  (per  això ja  hi  ha molta
informació online) però si cal destacar-ne algunes:
Canvas SVG
defineix pixels defineix vectors
no permet “desfer” permet “desfer”
optimitzat integrat amb el DOM
L’impuls  inicial  va  ser  programar  la  plataforma en  SVG però  després  d’unes  quantes  proves
quedava clar  que entrava lleugerament en conflicte amb l’objectiu  de “Velocitat”  per tant calia
contemplar millor les dues possibilitats.
Un dibuix fet amb Canvas
Va ser el moment d’estudiar les diferències amb la llista d’objectius:
● La diferència entre definir  píxels o vectors és una diferència interna que no afectaria a
l’usuari ja que quedaria amagada per les instruccions. De totes maneres es atractiva la
idea de que els valors que l’usuari escriu quan programa es puguin entregar directament al
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codi intern de la plataforma i garantir que s’està complint amb precisió amb la voluntat de
l’usuari.
● El fet que Canvas no permeti "desfer" parts del dibuix no suposa un impediment a cap dels
objectius. Es més, per l’objectiu de “Divideix i venceràs” es dona especial importància a la
separació  en  capes,  podent  això  complir  amb  la  necessitat  de  “desfer”  si  l’usuari  ho
necessités. Permetre “desfer” parts del dibuix podria utilitzar-se per l’usuari com a drecera
anti-algorísmica en moltes ocasions. El codi ha de fer un dibuix de manera incremental i si
el resultat no és l’esperat analitzar on està l’error i corregir-lo.
● Canvas està dissenyat per fer dibuixos, simplement. Els navegadors estan optimitzats per
minimitzar  l’ús  de memòria  quan  es  programa amb Canvas.  En  canvi  SVG permet  (i
inherent i transparentment implementa) integració amb el DOM de la pàgina afegint una
enorme necessitat de memòria i recursos que mai es faran servir en aquesta plataforma.
Resulta doncs, tenint  en compte únicament els objectius del projecte, que  Canvas (un punt  a
favor, una preferència a favor i cap propietat en contra) és més adequat que  SVG (un punt en
contra, cap a favor).
Així doncs per implementar les instruccions de dibuix es fa servir Canvas. Així mateix, per complir
amb l’objectiu de “Continuïtat” les icones de la interfície també estan implementades amb Canvas,
de  manera que un usuari  avançat  pugui  llegir  el  codi  en que està programat  la  plataforma i
entendre’l.
Colorejar fons vs pintar forma
Durant la implementació de les instruccions de dibuix es va presentar un interessant dilema: per
pintar el fons d’una imatge Logo disposa en el seu conjunt d’instruccions d’una setfc que coloreja
d’un color específic tot allò que constitueixi una forma de color estable (invariant I continu) sota el
cursor.
Aquest plantejament de Logo personalment no m’ha agradat mai ja que no planteja correctament
l’objectiu de “Divideix i venceràs”; permet pintar un dibuix i després anar-lo colorejant en comptes
d’anar resolent cada part del dibuix abans de procedir al següent segment. A més en dibuixos on
es pinten moltes línies que es tallen entre sí resulta molt difícil programar correctament el codi
perquè pinti totes les àrees tancades per línies secants.
En comptes d’això la proposta d’aquesta plataforma és fixar un color de fons inicial i indicar que es
vol pintar una forma, dibuixar la forma i indicar que s’ha finalitzat aquesta forma per pintar el seu
fons.
Això obliga a l’usuari a definir els colors de fons en el moment de dibuixar la forma i per tant a
plantejar-se el dibuix com un conjunt de segments que cal dibuixar en ordre. A més no pot donar-
se la situació de que colorejar un segment doni un resultat inesperat (pintar més o menys espai
del que es tenia previst) perquè es pintarà exactament el segment que es definirà a continuació en
el codi.
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Màquina d’estats
Durant la definició de les instruccions que formarien el llenguatge de programació de la plataforma
es va donar la situació de decidir entre fer que les instruccions fossin independents unes de altres
o que l’execució d’una modifiqués el resultat de la següent (màquina d’estats). Per exemple, els
següents dos codis serien equivalents:
Instruccions independents Màquina d’estats




Hi ha dos motius pels quals la decisió final ha estat fer servir el sistema de màquina d’estats:
● Donat que en diversos entorns de programació professions és necessària la programació
com a màquina d’estats (per posar un exemple, a OpenGL), altra vegada per l’objectiu de
“Continuïtat” he optat pel sistema de màquina d’estats, al cap i a la fi la programació per
instruccions independents també existeix de manera inherent al llenguatge.
● En un llenguatge on totes les instruccions fossin independents les unes de les altres les
instruccions per fer dibuixos o per escriure serien massa llargues o complexes, havent de
definir molts aspectes (color, mida, origen, orientació, font, …).
● Tot  i  que això no ha estat  un factor  tingut en compte en la  decisió no està de menys
destacar que aquesta és la manera de programar també en Logo i Scratch.
Per no perdre de vista la importància de la independècia entre instruccions aquest aspecte només
s’aplica a les instruccions de dibuix i selecció de capa.
Origen de coordenades
Una altra decisió interessant va ser situar l’origen de coordenades.  Tant  Logo com  Scratch el
defineixen al centre de l’espai de dibuix.
Així s’obrien tres opcions justificables:
● Al centre: Per similaritat amb Logo i Scratch
● A la  cantonada superior  esquerra:  Per  coherència  amb el  llenguatges  de programació
tradicionals
● A la cantonada inferior esquerra: Per coherència amb la interpretació tradicional gràfica del
sistema de coordenades matemàtics
Altra  vegada,  amb  la  llista  d’objectius  a  la  mà,  per  no  entrar  en  conflicte  amb  l’objectiu  de
“Continuïtat” l’única opció possible és que l’origen de coordenades estigui a la cantonada superior
esquerra.
Això pot semblar una incomoditat i una desaventatge respecte a altres plataformes com Logo o
Sctach perquè en la majoria de casos requereix començar el codi amb la instrucció goToCenter().
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Si bé es cert que pot ser una incomoditat no és cert que sigui una desaventatge respecte a Logo o
Scratch:  en  aquestes  dues plataformes cal  sempre posar  una instrucció  a  l’inici  del  codi  per
començar a programar (“to …” en Logo i el bloc d’inici o bandera verda en Scratch) mentre que
aquesta plataforma no requereix de cap instrucció inicial.
Una conseqüència obvia d’aquesta decisió és que el cursor inicialment està a l’origen, és a dir, a
la cantonada superior esquerra.
La decisió de la orientació inicial del cursor també és interessant. Les opcions a estudiar eren:
● Orientat amunt: Com Logo
● Orientat a la dreta: Com Scratch, com actuen els llenguatges de programació tradicionals
Altra vegada la decisió, per complir amb l’objectiu de “Continuïtat”, és que inicialment el cursor
estigui orientat a la dreta. A més en aquest cas això també és coherent amb la respresentació
tradicional de les matemàtiques on la primera dimensió es representa d’esquerra a dreta.
L’origen de coordenades a la cantonada superior esquerra i el cursor orientat a la dreta
Compatibilitat
Un  dels  grans  reptes  del  projecte,  havent  decidit  per  l’objectiu  de  “Multiplataforma”  que  es
programés per entorn web, és la compatibilitat amb els diferents navegadors web existents i les
seves diferents versions.
Treballar amb HTML5 redueix considerablement els problemes d’interoperabilitat respecte a altres
versions  anteriors  del  mateix  llenguatge,  però  malauradament  no  eximeix  de  trobar-se  amb
diversos problemes. I el mateix passa amb JavaScript i l’ús de Canvas dins de HTML5.
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Em vaig fixar com a requisit de l’objectiu de “Multiplataforma” que fos compatible amb el 95% dels
usuaris (seguint les estadístiques de  StatCounter i  W  3  Counter). Així aquest objectiu ha quedat
completat i superat fent la plataforma compatible amb els següents navegadors (comprovats):
● Internet Explorer 11, Internet Explorer 10, Internet Explorer 9
● Chrome 33 (Windows),  Chrome 33 (Linux),  Chrome 33  (Android),  Chrome 32 (Linux),
Chrome 26 (iPad)
● Firefox 27 (Linux), Firefox 25 (Windows), Firefox 4 (Windows)
● Browser 4.3 (Android)
● Safari 7 (iPhone), Safari 7 (iPad), Safari 6 (iPad)
● Opera 19 (Windows), Opera 19 (Android), Opera 12 (Linux)
A més,  i  per  intentar  garantir  futures  compatibilitats  la  plataforma segueix  els  estàndards  de
certificació HTML5 i CSS3 i està validat pels diferents W  3  C   Validators. I per més garantia, donat
que el validador d’HTML5 és molt limitat, s’ha validat també modificant el DOCTYPE de la pàgina
per simular XHTML. Les validacions son exitoses sense mostrar ni errors ni advertències.
Aspecte gràfic
Un primer  repte  de qualsevol  disseny d’interfície  d’usuari  és  que resulti  còmode.  Per  això  la
plataforma està dissenyada per que tota la informació necessària sigui visible al mateix temps:
l’espai de dibuix, el panell on es crea el codi i el panell on es estan disponibles les instruccions.
Quan es canvia de nivell s’oculten els panells del nivell que s’estava utilitzant i es mostren només
els del nivell al que s’ha accedit.
Similarment, si s’empren instruccions de window en el moment d’executar el codi saltarà el panell
de  finestres  d’interacció  amb l’usuari  mostrant  en cada  moment  la  que  s’hagi  programat  per
mostrar a l’usuari. Aquest panell substitueix al panell d’instruccions disponibles del nivell, així que
en aquest cas sí que si es vol tornar a mostrar aquest panell cal fer-ho explícitament.
El panell de debugació és l’únic al que sempre cal accedir explícitament ja que no existeix cap
circumstància que requereixi oblogatòriament del seu ús sinó que el seu ús respon sempre a la
voluntat de l’usuari.
Un  altre  repte  igualment  important  de  qualsevol  disseny  que  costa  compatibilitazar  amb  la
comoditat de l’interfície és l’aspecte que ha de tenir per que resulti atractiu i el seu ús no avorreixi
a l’usuari.
Sense entrar en conflicte amb l’objectiu d’”Accessibilitat” s’ha procurat fer servir colors vistosos,
cantonades  arrodonides  i  suavitzades  i  el  dibuix  dels  botons  forma  un  aspecte  cilíndric
tridimensional.
A més  per  no cansar  hi  ha  àrees  discretes  de  la  plataforma que  tenen  un disseny  aleatori.
Aquestes àrees son:
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● El fons del panell on s’afegeixen els blocs de codi (es mostra un conjunt de 75 bombolles
on  la  mida,  la  col·locació  i  els  colors  son  valors  aleatoris,  tot  i  que  els  colors  només
variaran entre el gris clar i el gris per no prendre importància visual als blocs de codi)
● El fons del panell on apareixen els blocs d’instruccions disponibles (es mostren 10 línies
grises travessant el panell on els valors de l’origen, la orientació i el gruix de cadascuna de
les línies son aleatoris)
● En els nivells de blocs 1 i 2 la icona que apareix representant la instrucció “image” (mostra
15 angles on els paràmetres origen, angle, radi, posició i color son valors aleatoris)
● El color amb que el destaca la vora del darrer bloc que s’ha executat durant l’execució pas
a pas s’escull  de manera aleatòria (els valors dels components vermell,  verd i blau del
color son aleatoris)
En aquesta imatge es poden observar les imatges aleatòries de la interfíce:
la icona de la instrucció “image”, el fons de bombolles del panell de codi i el fons de línies
del panell d’instruccions
Llicència
La decisió de la llicència sota la qual es protegeix la propietat intel·lectual d’un projecte és sempre
complicada.
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En aquest cas un dels objectius és que qualsevol escola pugui adaptar la plataforma al seu ús. Si
ho portem a l’extrem i permetem que qualsevol escola pugui personalitzar totalment la plataforma
no només podran afegir  o suprimir instruccions sinó que podran també fer millores o corregir
errors, al cap i a la fi durant l’adaptació de la plataforma es crea una familiarització d’aquesta
persona amb el codi de la plataforma.
Així tant per permetre la personalització com per motivar la creació d’una comunitat que tingui per
objectiu  millorar  la  plataforma la  llicència  sota la  que es protegeix  el  projecte ha de ser  una
llicència lliure.
Per tant, per ser permissius amb la millora i modificació del projecte i simultaniament utilitzar una
llicència de coneixement popular el projecte està llicenciat amb la llicència GPL, prou coneguda i
que ha demostrat oferir una protecció sòlida.
Més específicament, per protegir-se de futures necessitats legals, el projecte està llicenciat amb la
versió 3 de la llicència GPL o qualsevol versió posterior (és a dir, la darrera que existeixi en cada
moment).
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Implementació
Segments
La implementació del projecte s’ha dividit en diversos segments independents que interaccionen
entre sí per conformar totes les careterístiques que el projecte requereix per oferir la seva total
funcionalitat.
Interfície
La  interfície  és  tot  allò  que  l’usuari  veu  en  fer  servir  l’aplicatiu  i  és  mitjançant  d’ella  que
interacciona.
En  ser  un  projecte  web  la  interfície  està  implementada  fent  servir  una  combinació  de  tres
llenguatges:
● HTML5: Per la part estàtica, és a dir, per definir les gràfiques visuals que existeixen a la
interfície.  Essencialment  defineix  l’esquelet  de  la  interfície  i  la  situació  dels  diferents
elements de la interfície en un ordre jeràrquic.
● CSS3: Per definir l’aspecte de cada element gràfic de la interfície. Al CSS s’han definit els
colors, distàncies, marges, vores, mides i altres moltes característiques. És mitjançant el
CSS que l’aspecte gràfic dels elements de la interfície prenen forma i s’ha dissenyat per
que aquests resultin agradables a l’usuari pel seu ús.
● JavaScript:  Per  tota  la  part  dinàmica  de la  interfície.  Això  inclou  principalment  efectes
visuals com l’arrossegament dels blocs però també la modificació dinàmica de l’aspecte
dels elements com a resposta a certes accions, com canviar el color de les vores del bloc
que s’està executant durant una execució pas a pas. També es fa servir per activar el codi
que realitza les accions internes quan s’activa un botó o qualsevol altre esdeveniment.
Instruccions
Les instruccions estan definides en dos subsegments separats ben diferenciats. Per una banda
està la definició d’aquestes per tal que la interfície les reconegui i les ofereix a l’usuari, i per altra
banda està la implementació d’aquestes dins el llenguatge de programació de l’entorn.
La definició de les instruccions es configura a l’array “instructionSet”  a l’arxiu  js/instructions.js.
L’array espera un element per cada instrucció.  Aquest element defineix  el  funcionament de la
instrucció i també com es mostrarà aquesta a la interfície. L’estructura d’aquesta definició és la
següent:
● name: nom de la instrucció
● category:  categoria  a  la  instrucció  (ha  de  correspondre  amb  una  categoria  a  l’array
“instructionCategories”)
● parameters: definició dels paràmetres que pot rebre la instrucció. Aquesta definició segueix
el següent format:
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Es tracta d’un array on cada element defineix un paràmetre. Aquests paràmetres
s’han d’introduïr a l’array en el mateix ordre en que la instrucció espera rebre’ls. El
format de cada element de l’array és el següent:
○ name: nom del paràmetre
○ type: tipus de valor que rebrà el paràmetre
○ default: valor per defecte del paràmetre
○ tip: text d’ajuda sobre la funció d’aquest paràmetre
● tip: text d’ajuda per facilitar a l’usuari l’enteniment de l’acció que executa
● show: espera un array on es llisten els nivells en que s’ha de mostrar aquesta instrucció al
panell d’instruccions disponibles
● nameRewrite:  espera un array on es llista per a cada nivell  el nom que ha de tenir la
instrucció. Només cal introduir el nom en aquells nivells en que canvia (per exemple, la
instrucció “ifElse” s’ha de mostrar com a “if” en tots els nivells)
● code:  defineix  l’estructura  de la  instrucció  dins  el  codi.  La  seva estructura  es  defineix
mitjançant un array que té la següent estructura:
○ noName:  valor  booleà que es defineix com a  true si  el  nom de la instrucció no
forma part del codi (per exemple les etiquetes al codi)
○ noInSpace: valor booleà que es defineix com a true si no es vol un espai entre el
nom de la instrucció i l’identificador (només quan hi ha validate)
○ space: valor booleà que es defineix com a true si el nom de la instrucció va seguit
d’un espai (per exemple la instrucció “case”)
○ noBrackets: valor booleà que es defineix com a true si el nom de la instrucció no va
seguit de parèntesis (per exemple les declaracions de variables)
○ prefix: permet definir un prefix a la instrucció (per exemple “}“ abans de “else”)
○ suffix: permet definir un sufix a la instrucció (per exemple “{“ després de “if”)
○ unindent:  valor  booleà  que  es  defineix  com  a  true si  la  instrucció  ha  d’anar
indentada un pas enrere (per exemple la instrucció “else” dins un bloc “if”)
● block: indica que la instrucció crea un bloc de codi. Cal definir  amb quina instrucció es
tanca aquest bloc (per exemple “if” finalitza amb la instrucció “endIf” que és un simple “}”, i
la instrucció “do” finalitza amb “endDo, formant “do { … } while()”)
● inorder: valor booleà que es defineix com a true si la instrucció ha d’anar enmig dels seus
paràmetre (per exemple la instrucció “=” o “+”)
● validate: afegeix un primer paràmetre a la instrucció, abans de la resta de paràmetres (si
en té). El valor de validate ha de ser una funció. A aquesta funció se li passarà el valor del
paràmetre que l’usuari introdueixi i la funció ha de retornar true o false depenent de si el
valor és vàlid o no
● dummy:  valor  booleà  que  es  defineix  com  a  true si  la  instrucció  no  ha  de  permetre
usabilitat per part de l’usuari (per exemple les instruccions “}” al final d’un bloc “if”)
Una  mateixa  instrucció  por  aparèixer  definida  diverses  vegades  si  es  vol.  Per  exemple,  per
mostrar al nivell 1 tres blocs de gir cadascun amb angles de gir diferents es defineix la instrucció
turnLeft tres  vegades  seguides  definint  a  cadascuna  d’elles  un  valor  per  defecte  diferent  al
paràmetre angle. Per no confondre a l’usuari també es defineix a cadascuna que només es mostri
al nivell 1. Finalment, per consistència el camp tip és modifica a cadascuna per expressar l’angle
que gira cadascuna d’elles.
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Per altra banda, dins el mateix arxiu s’implementen aquestes instruccions. La implementació es
tan simple i al mateix temps tan complicada com per a cadascuna crear una funció que implementi
l’acció que es vol que executi la instrucció en qüestió.
A més cal implementar una funció anomeada line2code() que rep esl següents paràmetres (en el
mateix ordre en que es llisten):
● line: un string que conté el text de la línia a executar tal com l’ha definida l’usuari
● reference: una identificació de la línia a la interfície d’usuari
La funció ha de retornar el codi JavaScript que haurà d’executar la plataforma per executar la
instrucció de l’usuari. Per tal de destacar els blocs o instruccions (en cas d’execució pas a pas o
en cas d’error durant l’execució) cal cridar la funció setHighlight(reference) en algun moment del
codi d’aquesta línia.
Això permet a la plataforma portar un control de l’execució de cada instrucció per destacar-la
durant l’execució pas a pas,  limitar  el  temps d’execució,  calcular  les estadístiques d’execució,
evitar bucles infinits i altres tasques de control d’execució.
També es permet una funció line2code() que rep per paràmetre una línia de codi i la retorna tal
com s’ha d’executar en JavaScript, per fer conversions de codi abans de l’execució.
Icones
Cada instrucció té una icona que l’identifica quan aquesta s’està representant en un bloc (als
nivells  1  i  2).  Aquesta  icona  pot  ser  estàtica  (sempre igual)  o  dinàmica  (varia  en funció  del
paràmetres que rep la instrucció.
Les icones no estan definides en arxius d’imatge externs sinó que es generen mitjançant HTML i
Canvas  permetent  representar  amb més fidelitat  l’acció  que  executarà  la  instrucció  a  la  que
representa.
Aquestes icones estan definides a l’array icons a l’arxiu js/instrucions-icons.js. Cada element de
l’array és una icona que va identificada pel nom de la instrucció a la que representa. El valor de la
icona és una funció que espera els següents paràmetres:
● ctx: un context de Canvas en 2D
● width: l’amplada de la icona
● height: l’alçada de la icona
● param: un array amb els paràmetres que es passaran a la instrucció que representa la
icona
Fer  servir  un  array  ens  permet  modificar  dinàmicament  aquestes  icones.  Una  avantatge
immediata és que es pot fer servir la mateixa funció generadora d’icones per a vàries instruccions,
per exemple ens permet compartir la funció entre les instruccions  line() i  lineAt() ). A més ens
permet  simplificar  algunes  funcions  generadores  d’icones  com  simplificar  la  de  la  instrucció
goToUpperLeft() a cridar la de goTo() amb els paràmetres 0,0.
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Arbre sintàctic i parser
Per a generar l’arbre sintàctic i per a fer el parsing del codi al nivell 4 s’ha utilitzat, com ja s’ha
introduït anteriorment, Jison.
Jison  és  una  plataforma  que  permet  crear  un  parser  i  un  analitzador  lèxic  sobre  qualsevol
llenguatge. Amb el codi parsejador de JavaScript per Jison creat per Colin J. Ihrig i amb unes
quantes modificacions la tasca de generar l’arbre sintàctic a partir d’un codi introduït per l’usuari
de manera totalment arbitraria com és el cas al nivell 4 resulta relativament simple d’implementar.
Les modificacions necessàries per adaptar el  codi de Colin  J.  Ihrig a les necessitats d’aquest
projecte han estat:
● Implementar la prioritat d’instruccions a les funcions que bolquen l’arbre sintàctic al codi
per minimitzar l’ús de parèntesis i mostrar un codi més net a l’usuari, ajudant en la seva
educació
● No descartar els comentaris durant l’elaboració de l’arbre sintàctic, creant un node nou per
a cadascun d’ells, i modificant les funcions de bolcat de l’arbre sintàctic al codi per tal que
interpretin aquests nous nodes
● Afegir  les paraules “array”  i  “repeat”  al  lèxic  del  llenguatge.  Durant  el  bolcat  de l’arbre
sintàctic a codi intern aquestes construccions es substitueixen pel un codi de creació d’un
array en JavaScript amb el nom que s’hagi passat per paràmetre
A més durant la implementació es van trobar i subsanar alguns errors:
● La  lectura  dels  parèntesis  era  incoherent  respecte  al  codi  que  bolcava  des de l’arbre
sintàctic de manera que en fer una doble conversió del  tipus “generar arbre”-”bolcar a
codi”-”generar arbre” podia interpretar que el codi era invàlid
● El bolcat de paràmetres era redundant, afegint parèntesis al voltant de cada paràmetre fent
que després de vàries conversions el codi estigués ple de parèntesis
● El  codi  original  descartava  la  part  fraccionaria  dels  nombres  en  coma  flotant  que
començaven per zero
Finalment, per fer les conversions de l’arbre sintàctic als nivells 1, 2 i 3 (nivells on les instruccions
es representen per blocs) va caler generar tot un joc de funcions per poder generar per a cada
tipus d’instrucció el bloc adequat amb els paràmetres adequats i generar les següents instruccions
dins d’aquest bloc o a continuació d’ell en funció del tipus d’instrucció de que es tractés, i en el cas
de blocs complexos (per exemple blocs que requereixen d’altres blocs anidats per completar-se
com la  instrucció  “doWhile”)  generar  correctament  els  blocs  anidats  virtuals  dins  la  jerarquia
correcta.
Conversió entre nivells
Disposar d’una representació del codi en un arbre sintàctic simplifica enormement la tasca de
convertir el codi entre els diferents nivells.
Al punt anterior ja s’ha explicat que mitjançant Jison la plataforma parseja el codi per representar-
lo en un arbre sintàctic. També s’ha explicat que s’han implementat les funcions necessàries per
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que aquest arbre sintàctic es pugui bolcar a codi (nivell 4) o a blocs (nivells 1, 2 i 3). Així tot el
necessari per passar d’un nivell a qualsevol altre està disponible amb aquesta implementació.
No obstant, donat que es vol motivar a que l’usuari jugui a curiosejar com és el seu codi en els
diferents nivells i, per tant, es vol que aquesta conversió sigui tan ràpida com sigui possible per no
desanimar l’usuari sinó incentivar-lo, les conversions entre els nivells 1, 2 i 3 no passen per l’arbre
sintàctic sinó que, sent tots tres nivells representacions en blocs, es modifiquen directament els
blocs per aplicar a cadascun d’ells els canvis necessaris per convertir-los en blocs del nivell al que
es vol passar. Per exemple, per passar del nivell 2 al nivell 3 s’eliminen les icones dels blocs, es
redibuixa cada bloc amb la mida adequada i es reescriu el nom de cada instrucció segons la
definició a l’array instructionSet.
Editor de codi
L’editor de codi és necessari per al nivell 4 de la plataforma de programació.
Com s’ha explicat anteriorment, aquest editor està implementat fent servir l’editor de codi Ace (que
implementat en JavaScript). Aquest editor s’integra en un textarea (element HTML) i pren el text
d’aquest textaerea per mostrar-lo en un entorn molt més amigable.
Tot  i  que la integració en general  no ha estat  difícil  sí  és cert  que la manca i  brevetat  de la
documentació que aporta Ace sobre la seva API ha comportat alguns reptes. Els més difícils han
estat:
● Implementar Ace amb un textarea d’amplada més petita de la mida mínima que preveu la
API d’Ace sense modificar el codi original d’Ace per permetre actualitzar Ace amb facilitat
● El highlighting de la línia actual en execució durant una execució pas a pas del codi per
part de l’usuari
Altres integracions que s’han aplicat, en aquest cas sense dificultat, han estat:
● la inclusió de text a una posició del text de l’editor (per afegir una instrucció a la posició del
cursor quan l’usuari fa clic sobre una instrucció del panell d’instruccions)
● la captura de la posició actual del cursor dins el text de l’editor (per implementar la funció
explicada al punt anterior)
● activar les accions de desfer i  refer de l’editor  fent clic els botons corresponents de la
interfície de la plataforma
Compatibilitat entre navegadors
Fer que la plataforma sigui compatible amb la majoria dels navegadores ha estat una tasca al
mateix simple i desmotivant.
Implementar la plataforma en HTML5 simplifica molt la compatibilitat entre navegadors comparat
amb els problemes que es presenten implementant amb HTML4 quant a les mides, jerarquia, etc.
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El codi està escrit directament amb JavaScript sense llibreries intermediàries donat que no volia
implementar la plataforma amb JQuery per disminuir les exigències de la plataforma (ja de per sí
prou  exigent)  i  maximitzar  la  velocitat  d’execució.  Haver  de  codificar  la  compatibilitat  entre
navegadores directament ha comportat alguns moments de gran desesperació.
Els problemes més difícils de manegar han estat l’event handling i alguns casos particulars durant
la generació d’icones amb Canvas.
En el cas d’event handling, a part de la dificultat habitual de compatibilitzar el codi JavaScript per
diferents navegadors s’ha afegit la dificultat de que el codi funcioni igual per una tauleta que per
un navegador. D’entrada no existeix ara mateix una manera fiable (sense mirar el UserAgent del
navegador) de detectar si el dispositiu que executa la plataforma disposa de pantalla tàctil o no.
Encara pitjor resulta que diferents navegadors actuen diferent respecte als touch event listeners,
alguns el disparen amb el clic d’un ratolí i altres no, per altra banda alguns navegadors de tauleta
disparen el clic event amb un touch event i altres no.
La solució que s’ha implementat finalment és actuar amb el primer event que es dispara i ignorar
els  esdeveniments  simultanis  (els  que s’encuen  mentre  s’executa  la  funció  que  ha activat  el
disparador). Aquesta solució funciona a la perfecció tot i que quan la causística que l’ha dut a
terme desaparegui, caldrà corregir-ho per simplificar la mantenibilitat del codi.
Pel motiu anterior va costar molt determinar una manera compatible amb tots els navegadors de
per permetre a l’usuari modificar la configuració d’un bloc (botó secundari en el cas d’un ratolí),
motiu pel qual finalment es va optar per un clic sense moure del bloc.
Quan  a  la  generació  d’icones  amb  Canvas  s’ha  donat  la  circumstància  del  que  el  darrer
navegador d’Internet Explorer comet errors molt greus i visibles durant la renderització d’imatges
amb fons transparent fetes amb que si aquestes es superposen a elements de colors i es mouen
per la pantalla. Això no afecta a l’espai de dibuix perquè no es mou però afecta als nivells 2 i 3 on
els  blocs  que  representen  les  instruccions  han  de  ser  arrossegats  del  panell  d’instruccions
disponibles al panell de codi i fins i tot dins el propi panell de codi.
Tot i que vaig informar d’aquest error a Microsoft i actualment ja està corregit l’error existeix a la
majoria de les darreres versions d’Internet Explorer, per tant per generar les icones no fa servir
fons transparent  sinó que es consulta el  color  de la  categoria de la  instrucció i  es calcula  la
degradació de color adequada en funció de la transparència prevista. Altra vegada, en el futur,
caldrà eliminar del codi aquesta solució per simplificar la seva mantenibilitat.
Diagrama de capes
En el següent diagrama de capes es representa visualment la independència entre els diferents
segments en que s’ha dividit el codi del projecte:
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Aquesta divisió per capes o segments permet que els canvis realitzats en un àrea no afectin a la
resta d’arees i facilita enormement la mantenibilitat i desenvolupament del codi.
Es pot observar com la interfície d’usuari, la representació del codi i l’instruction set son segments
totalment independents cosa que vol dir  que es podria canviar la interfície d’usuari,  el conjunt
d’instruccions o el llenguatge sense afectar al funcionament de la plataforma.
Cal  destacar  que  l’array  instructionSet  defineix  les  instruccions  i  la  seva  representabilitat  als
diferents nivells, per això està dividit entre els segments UI i Instruction Set.
Diagrama de Gantt
A continuació es mostra el diagrama de Gantt d'aquest projecte sepat per setmanes. Els caps de 
setmanes I festius de la facultat estan marcats en gris com establiria un protocol de treball real tot 
I que evidentment això no sempre ha estat així.
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Diagrama d’etapes
Les  etapes  no  sempre  son  seqüencials,  sinó  que  de  vegades  l’implementació  d’una  etapa
necessita  de  la  modificació  d’una  altra  etapa,  i  així  ha  estat  el  cas  durant  la  implementació
d’aquest projecte.
S’adjunt aquest diagrama per tal de representar aquesta circumstància amb més claredat i detall
del que pot oferir un diagrama de Gantt en aquest aspecte:
Cost
Per calcular el cost d’aquest projecte s’han fet servir els següents càlculs:
● No ha estat necessari cap material específic, fora del consum energètic elèctric per l’ús de
l’ordinador  per  programar  i  de  diferents  dispositius  electrònics  per  comprovar  el
funcionament de la plataforma, sent aquest un cost massa petit com per comptabilitzar-ho
● No  ha  estat  necessària  cap  instal·lació,  oficina,  ni  localització  o  desplaçament  per  la
realització del projecte
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● La durada en dies de les etapes marcada al  diagrama de Gantt  no correspon amb la
dedicació real en hores a cada etapa, donat que s’ha hagut de compatibilitzar amb altres
responsabilitats personals com ara les meves tasques laborals ordinàries que requereixen
gran part de la meva dedicació diària. Així, en el diagrama de Gantt per a cada etapa s’he
especificat  entre  parèntesis  una  quantitat  d’hores  reals  de  dedicació  que,  tot  i  ser
aproximades, segurament son força properes al temps de dedicació real
● El cost per hora d’un programador freelance s’ha definit en 20 euros per hora (bruts) fent
un promig de diferents ofertes trobades a Internet  per a encàrrecs de programació en
HTML+CSS+JavaScript
Observant el diagrama de Gantt  la quantitat  d’hores de dedicació reals suma un total de 369
hores.
Cal destacar que el diagrama de Gantt comença el 21 d’octubre perquè s’entén que un projecte
comença des del moment en que ja es té un projecte decidit i que, per tant, el temps dedicat a
pensar diferents opcions de projectes, cercar un director de projecte i altres tasques prèvies no
s’ha d’incloure com a temps dedicat al projecte.
En canvi el temps dedicat a realitzar el bloc d’exercicis d’exemple, la memòria i la presentació si
que s’inclouen  com a temps del  projecte  ja  que entenc que en un projecte  real  aquest  bloc
d’exercicis  donaria  valor  al  projecte,  l’encàrrec  també  requeriria  d’una  memòria  tot  i  que  la
naturalesa de la mateixa no fos la que té aquesta i el temps dedicat a preparar la presentació
seria el temps de formació al client.
Tanmateix s’afegeix una hora com a temps de reunió amb el client (corresponent a la hora de la
presentació del projecte), sumant un total de 370 hores.
Així doncs, sent la dedicació de temps l’únic cost del desenvolupament i implementació del 
projecte, i segons el cost per hora estipulat anteriorment, el cost d’aquest projecte complet per a 
un client seria de 7400 euros.
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Manual bàsic d’ús
La plataforma està disponible a http  ://  www  . eseecode  . com
Parts
En obrir la plataforma per primera vegada l’aspecte que mostra abans de començar a interactuar
amb ella és el següent:
Aspecte inicial
Aquesta és la única interfície de que disposa la plataforma. En ella podem observar el títol de
l’aplicació a la part superior i que la resta de la interfície està dividida en tres gran blocs quadrats
un al costat de l’altre.
Cadascuna  de les  tres parts  quadrades en que està dividida  la  interfície  disposa  d’un seguit
d’elements adjacents que permeten interactuar amb elles. Aquests elements es troben a sobre, a
sota o dins del propi quadrat enganxats a aquella part sobre la que actuen, ajudant a l’usuari a
relacionar-les amb el seu ús.
Cadascuna  d’aquestes  tres  parts  té  un  ús  específic,  no  obstant  l’ús  de  totes  tres  parts  és
depenent de les altres dues i és per això que la seva visualització simultània resulta molt pràctica.
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A1: Nom de la 
plataforma
A2: Autor de la 
plataforma, versió i 
llicència
A3. Obrir/desar un 
codi
B1: Panell de dibuix
B2: Configuació del 
seguiment del 
cursor
B3: Descàrrega del 
dibuix
C1: Panell de codi









D2: Selecció del 
panell interactiu
A la imatge anterior s’han marcat les diferents àrees d’elements interactius de la interfície.
Mitjançant els botons d’obrir i desar codi (A3) podem carregar un arxiu de codi emmagatzemat
localment  al  dispositiu  i  obrir-lo  a la  plataforma.  Similarment  amb el  botó  desar  codi  podem
descarregar al nostre dispositiu el codi amb el que estem treballant actualment.
Al  panell  de  dibuix  (B1)  es  mostrarà  el  resultat  del  codi  que es  carregui  o  programi  amb la
plataforma.
Mitjançant els botons de configuració del seguiment del cursor (B2) podem mostrar o ocultar el
cursor i les línies de la malla del panell de dibuix. Ambdues característiques tenen únicament la
finalitat d’ajudar a l’usuari a analitzar el resultat del codi que programa. La distància a la que es
mostra cada línia de la malla es pot configurar per adaptar-la millor a les característiques del codi.
L’enllaç a sota del panell de dibuix (B3) ens permet descarregar al nostre dispositiu el dibuix que
s’està mostrant actualment al panell de dibuix. Aquesta imatge uneix totes les capes del panell de
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dibuix i es descarrega en format PNG. És possible descarregar cada capa per separat, si aquesta
fós la voluntat de l’usuari, ocultant la resta de capes mitjançant el panell de debugació (com es
veurà més endavant) i descarregant mitjançant aquest enllaç cadascuna d’elles.
Al panell de codi (C1) podem programar el codi que volem executar. Més endavant s’explica com
es programa amb aquest panell.
Les pestanyes de selecció de nivell (C2) ens permeten canviar de nivell de programació adaptant
el codi amb el que estem treballant al nivell al que volem passar sense perdre cap detall de la
programació. Fent doble clic sobre elles maximitzem/restaurem la mida del panell de codi.
Els botons d’operacions sobre el codi (C3) ens permeten realitzar les següents accions amb el
codi actual (en l’ordre en que apareixen d’esquerra a dreta):
● Desfer el darrer canvi realitzar al codi (fins a un màxim de 20 canvis)
● Executar el codi
● Reiniciar l’execució del codi (esborra el dibuix del panell de dibuix)
● Esborrar tot el codi
● Refer el darrer canvi desfet
A sota dels botons d’operacions sobre el codi podem controlar l’execució del codi (C4). Disposa
de les següents opcions de control:
● Activar l’execució pas per pas podent a més configurar que no es pari a cada instrucció
sinó cada una certa quantitat d’instruccions. Aquest breakpoint es marcarà al codi i si es
necessarifa scroll per mostrar-lo. Cal tenir en compte que a cada pas s’executa tot el codi
des del principi fins al pas on està el següent breakpoint. Aquesta funció es pot fer servir
com a breakpoint i com a límit de nombre d’instruccions a executar
● Definir quin és el temps màxim (en segons) que pot estar executant-se el codi abans de
detenir la seva execució. Aquesta opció no es pot desactivar ja que és mitjançant ella que
la plataforma detecta els bucles infinits
● Després d’executar un codi indica quantes instruccions ha executat i quants segons ha
trigat a executar-lo
El  panell  d’instruccions  disponibles  (D4)  ens  mostra  a  cada  nivell  les  instruccions  de  que
disposem per generar codi. Aquestes instruccions varien en funció del nivell en que estem a cada
moment, afegint-ne més de més complexes a mesura que avancem d’un nivell al següent. En tot
cas sempre estan categoritzades per facilitar la seva cerca i es mostren agrupades per similitud
d’accions a la mateixa filera i per freqüència d’ús de dalt a baix. Cal destacar que deixant el cursor
sobre  una  instrucció  ens  mostra  un  text  d’ajuda  que  explica  la  funció  que  realitza  aquesta
instrucció.
Finalment  les  pestanyes  de  selecció  del  panell  interactiu  ens  permeten  ocultar  el  panell
d’instruccions disponibles per accedir al panell de finestres interactives o al panell de depuració.
Nivells
Tot  el  propòsit  de la  plataforma gira entorn a tenir  diversos entorns o nivells  de programació
adaptats  als  coneixements  de  programació  de  l’usuari.  El  funcionament  de  cada  nivell  és  el
següent:
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Nivell 1
En aquest nivell es parteix del punt que l’usuari té no s’ha introduït mai a la programació o té un
nivell de programació mínima per començar a familiaritzar-se amb les bases del seqüencialment
d’instruccions.
Aspecte de l’interfície executant un codi al nivell 1
L’usuari, en pressionar una instrucció (bloc) del panell d’instruccions disponibles automàticament
estarà executant aquesta instrucció i s’afegirà a al panell de codi.
Així l’aspecte del codi és el de unes fitxes a una pissarra.
L’usuari no pot alterar l’ordre de la seqüència d’instruccions, no obstant sí pot fer servir els botons
de desfer i refer per tant pot eliminar o tornar a incorporar la darrera instrucció afegida si el resultat
no  és  l’esperat.  També  pot  fer  servir  les  combinacions  de  tecles  CTRL+Z i  CTRL+Y  (o
CTRL+SHIFT+Z).
En  no  poder  configurar  les  instruccions  al  panell  d’instruccions  disponibles  es  disposa
d’instruccions  amb  paràmetres  estratègicament  definits.  Per  exemple,  la  instrucció  “forward”
apareix tres vegades: avançar 100, 50 i 25 passes endavant. Similarment les instruccions turnLeft,
turnRight,  setSize i  setColor aparèixen diverses  vegades cadascuna  amb valors  diferents  per
proporcionar prous valors per que l’usuari pugui realitzar codis interessants i variats en aquest
nivell.
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Per tal de no distreure l’atenció de l’usuari les instruccions que s’ofereixen son les mínimes per a
realitzar moviments amb el cursor al panell del dibuix, pintar línies, canviar el gruix de les línies i
canviar el color d’aquestes línies.
Nivell 2
En aquest nivell l’usuari entén la importància del seqüenciament correcte de les instruccions per a 
realitzar una tasca concreta.
Aspecte de la interfície executant un codi al nivell 2
Aquest  nivell  proporciona  les  eines  suficients  per  començar  a  realitzar  una  aproximació  a  la
programació real d’instruccions però encara d’una manera purament visual. Les novetats d’aquest
nivell son:
● L’usuari ha d’arrossegar els blocs des del panell d’instruccions disponibles al panell de codi
col·locant el bloc allà on convingui del panell de codi. Qualsevol moviment d’un bloc es pot
cancel·lar prement la tecla ESC
● El codi només s’executa quan l’usuari prem el botó d’execució de codi
● L’usuari por moure els blocs dins el panell de codi per reordenar les instruccions del codi
que està creant. A més si arrossega un bloc fora del panell de codi aquest s’elimina del
codi
● En afegir  o en clicar  un bloc al  codi  l’entorn li  demanarà que especifiqui  el  valor  dels
paràmetres d’aquella instrucció. Només demanarà els paràmetres imprescindibles per a
l’execució de la instrucció, oferint un text d’ajuda per recordar la funció de cada paràmetre
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que demana i mostrant el seu valor per defecte o actual, per tant aquesta tasca no ha de
resultar difícil per a l’usuari
● Les icones dels  blocs variaran automàticament  en funció dels  paràmetres definits  a la
instrucció reflectint amb millor precisió i visualitat la configuració de la instrucció
El nivell 2 demana el valor dels paràmetres quan s’afegeix un bloc al codi
Com  en  aquest  nivell  l’usuari  pot  configurar  els  paràmetres  de  les  instruccions  al  panell
d’instruccions  disponibles  només apareix  una vegada cada instrucció.  A més es proporcionen
noves  instruccions  com  les  iteracions,  les  condicions,  la  possibilitat  d’escriure  al  dibuix,  les
instruccions que permeten realitzar canvis sobre tot el dibuix o que permeten afegir elements al
dibuix sobre posicions amb valors absoluts (independentment de la situació del cursor).
Si l’usuari vol pot modificar els paràmetres d’un bloc del codi simplement clicant sobre ell sense
moure’l.
Cal destacar que la instrucció repeat genera una variable anomenada repeatCount que conté el
nombre d’iteració que s’està executant i pot ser utilitzada per l’usuari. La primera iteració dona el
valor  0 a la variable.  Si l’usuari  modifica el  valor  de la variable a la següent  iteració aquesta
prendrà el valor que li ha donat l’usuari incrementat en 1, i així successivament.
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En disposar  d’una quantitat  elevada d’instruccions  aquestes es mostren categoritzades per  la
repercussió de les accions que realitzen i la seva categorització és distingible pel color de fons del
bloc.
Donat  que l’usuari  pot  crear iteracions en aquest  nivell  apareix  la  possibilitat  de configurar  el
temps que triga la plataforma a aturar l’execució d’un codi per evitar en evitar bucles infinits.
Nivell 3
El nivell 3 introdueix un híbrid entre la programació visual per blocs i la programació escrita 
clàssica.
Aspecte de l’interfície executant un codi al nivell 3
Els blocs deixen de poder-se identificar per la seva icona i passen a ser identificats pel seu nom.
Cal recordar que el nom acompanya als blocs des del primer nivell.
En aquest nivell els blocs, en ser afegits al panell de codi i havent configurat els seus paràmetres,
mostren el text exacte que s’hauria d’introduir en la programació clàssica en text per a executar la
instrucció a la que correspon, per tant la pràctica en el seu ús resulta en el coneixement de la
programació real d’aquest llenguatge.
Aquest nivell introdueix moltes instruccions noves com la creació de variables (var), arrays (array)
i funcions (function) i la introducció de comentaris al codi, tot i que només els d’una sola línia, a
part de moltes altres com l’assignació de valors a variables, noves instruccions de dibuix, funcions
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que retornen informació de l’entron (getX(), getY(), getAngle()) o càlculs matemàtics (per exemple
getCosine() i getTangent() entre  altres),  funcions  per  generar  valors  aleatoris
(getRandomNumber(),  getRandomColor())  i  funcions  per  a  utilitzar  vàries  capes  en  el  dibuix
(use(), hide(), show(), push() i pull()).
Nivell 4
Aquesta és l’evolució final de l’educació en la programació d’aquesta plataforma. Per arribar a
aquest nivell  a l’usuari  no li  calia saber res del llenguatge.  En aquest nivell  li  cal per primera
vegada respectar les normes sintàctiques del llenguatge que ofereix la plataforma.
Aspecte de l’interfície executant un codi al nivell 4
És destacable que l’usuari, haver començat pel nivell 1 i haver arribat paulatinament fins aquest
nivell és molt possible que ja sàpiga programar en aquest llenguatge sense haver-li calgut cap
explicació sobre la sintaxi  del llenguatge (sense cap mena de dubtes l’haurà aprés al nivell  3
llegint el seu propi codi als blocs).
En aquest nivell l’usuari ha d’introduir el codi com a text sense restriccions sintàctiques que el
puguin guiar.
El panell  de codi és per tant  un simple editor de text que dona algunes facilitats com syntax
highlighting i tancament automàtic de parèntesis i claus.
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El panell d’instruccions disponibles mostra totes les instruccions que ofereix el llenguatge, moltes
de les quals son noves en aquest nivell com totes aquelles que permeten a l’usuari interactuar
amb el codi durant l’execució.
En clicar sobre una instrucció del panell d’instruccions disponibles el text estàtic de la instrucció
s’afegeix al codi allà on està el cursor.
L’editor fa “sintax highlighting” del codi per facilitar la seva lectura a més de tancar automàticament
els parèntesis, les claus i les cometes. Pels dispositius amb teclat físic disposa d’un cercador al
que es pot cridar amb la combinació de tecles CTRL+F i permet, a part de les funcions habituals
de cerca, cercar paraules, expressions regulars, fer la cerca inversa i fer cerca “case sensitive”.
En aquest nivell si succeeix un error sintàctic o semàntic, a part de detallar les causes de l’error,
es marca en vermell la línia on s’ha detectat l’error i es fa scroll fins aquesta línia.
Les modificacions realitzades amb blocs s’afegeixen o eliminen del codi i es poden fer i desfer
mitjançant els botons o prement tecles CTRL+Z i CTRL+Y (o CTRL+SHIFT+Z).
Un característica a destacar és que el codi que genera l’usuari es reestilitza automàticament quan
aquest executa el codi o bé quan canvia de nivell.
Debug
Cap plataforma de programació és completa si no ofereix eines per analitzar l’execució.
Ja s’ha explicat  que es pot  controlar  l’execució  pas a pas,  però  també existeix  un panell  de
debugació per analitzar les capes del dibuix.
Amb aquest panell de debugació podem ocultar o mostrar cada capa clicant sobre el quadrat a la
dreta del nom de la capa (si el quadrat està marcat es mostra la capa, sinó s’oculta).
A més  en passar el cursor per sobre del nom de la capa aquesta es mostra al panell de de dibuix
ocultant totes les altres, i mostrant el cursor. Si el cursor de la capa esta fora de l’espai visible de
dibuix es mostra un cursor vermell vora el marge indicant en la direcció on es troba el cursor.
Clicant sobre el nom d’una capa aquesta passa a ser la capa activa (essencialment equivalent a
fer servir la instrucció use()) i es pot veure on està colocat el cursor de la  capa.
Cal observar que els noms de les capes es llisten en el mateix ordre en que aquestes es troben
ordenades a la pila de capes, llistant primer la capa que més amunt està a la pila (més visible).
Finalment,  el  panell  de  debug  ofereix  un  quadre  de  text  on  executar  instruccions.  Aquestes
instruccions s’executen sobre el dibuix que es mostri en aquell moment al panell. Les instruccions
poden accedir a les variables i funcions declarades al codi i les modificacions que realitzen sobre
el context (variables, dibuix, etc) es mantenen després de l’execució de la instrucció.
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Panell de debugació amb una capa oculta
Llenguatge
És curiós que en un manual d’una plataforma de programació la darrera cosa de la que es parli
sigui  del  llenguatge  en sí,  però  de  fet  aquest  és  el  propòsit  d’aquesta  plataforma:  que  sigui
innecessari explicar el llenguatge.
El llenguatge segueix la sintaxi de JavaScript i tots els codis vàlids per JavaScript són vàlids en
aquesta plataforma amb una única excepció:
● No es permet un comentari en mig d’una instrucció. Pot estar abans, després, a sobre o a
sota, però no enmig
La plataforma afegeix les següents modificacions al llenguatge:
● Permet declarar un array mitjançant la instrucció “array”. Aquesta instrucció només permet
declarar un array cada vegada i no permet inicialitzar-lo a la vegada que es declara
● Permet  crear  iteracions  mitjançant  l’estructura  “repeat()  {  …  }”.  La  instrucció  rep  per
paràmetre el nombre de vegades que s’ha d’executar el codi envoltat en les claus. Aquest
paràmetre només pot ser un literal o una variable. Dins el codi del cos de la instrucció
repeat es pot accedir al valor de la variable repeatCount que conté el nombre d’iteració en
que s’està executant,  començant per  0.  Aquesta variable pot ser alterada per l’usuari  i
mantindrà  l’alteració  al  llarg  de les  iteracions  (incrementant-li  el  valor  a  cada iteració),
sense que això afecti al nombre de vegades que s’itera el codi
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Per ajudar en la programació la plataforma ofereix una API molt rica amb instruccions dissenyades
per facilitar:
● l’accés al panell de dibuix i la interacció amb ell
● la manipulació de capes del dibuix
● la interacció amb l’usuari que executa el codi
● l’obtenció de valors de l’entorn
● l’obtenció de resultats matemàtics
● la programació de tasques (simplificacions de construccions complexes com és el cas de
la creació d’arrays o d’iteracions)
Aquestes  instruccions  no  és  llisten  en  aquest  manual  ja  que  estan  disponibles  al  panell













Exemple d’un codi vàlid
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Conclusions
Avaluació personal
Sense pretendre resultar presumptuós considero que el projecte ha cobert els objectius inicials i
ha anat més enllà. De fet, la llista d’objectius mínims abastava només el llenguatge, un entorn per
dibuixar,  una plataforma mínima d’execució  i  la  possibilitat  d’executar  pas a pas,  i  en aquest
moments es disposa de quatre entorns de programació completament implementats (alguns amb
molta complexitat) un sistema de debugació, instruccions avançades com la separació de dibuixos
en capes i les instruccions per interactuar amb l’usuari,  la possibilitat  de carregar i  desar codi
local,  la possibilitat  d’integrar-se en altres plataformes web, la característica de ser compatible
amb pràcticament qualsevol plataforma i la compatibilitat amb usuaris amb dificultats visuals entre
altres que s’han llistat al primer capítol.
És  un motiu  d’orgull  veure,  i  això  personalment  suposa la  prova més consolidada  de que la
plataforma cobreix totalment el seu últim objectiu final, és que un usuari sense coneixements de
programació, a ser possible amb un petit guiatge per part d’un mentor a cada nivell pot passar de
no saber res de programació a programar en un llenguatge real sense necessitar de cap manual,
bastant només la seva paciència, curiositat i les ganes de provar i d’aprendre de l’alumne. Des del
primer  nivell,  on  les  instruccions  es  representen  visualment  fins  al  darrer  on  el  codi  s’escriu
directament la progressió és continua i fluïda. És fàcil veure que la pràctica en un nivell acaba fent
molt assequible l’ús del següent.
Un  punt  fort  i  no  previst  als  objectius  inicials  del  projecte  es  la  seva  enorme adaptabilitat  a
qualsevol llenguatge. Si bé és cert que certament es pretenia que qualsevol persona o escola
pogués adaptar l’entorn i les instruccions a les seves necessitats docents no es tenia per objectiu
que  la  plataforma  permetés  un  canvi  absolut  de  llenguatge.  No  obstant,  en  haver  separat
totalment  la  interfície  de  la  definició  del  llenguatge  la  plataforma  podria  funcionar  amb  un
llenguatge que no tingués res a veure amb l’estructura sintàctica de JavaScript, tot i  que això
requeriria un intèrpret complet i per tant no és tasca senzilla.
Full de ruta (com millorar)
No obstant per la complexitat  i  l’enorme mida del projecte en sí  algunes característiques han
quedat  fora  del  plaç  d’entrega,  com ja  es  tenia  previst,  ja  que son objectius  que  no  es  van
prioritzar.  Aquestes  característiques  i  millores,  per  tant,  queden  com  a  camp  per  millorar  la
plataforma.
De fet ja s’ha explicat al començament d’aquesta memòria que l projecte no és un projecte tancat
sinó que es pretén que sigui viu i que continuí evolucionant i millorant per tant és també motiu de
satisfacció tenir un full de ruta per on continuar el seu futur desenvolupament.
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Sense pretendre fer una llista exhaustiva aquestes son algunes de les característiques que tinc
pensat implementar a curt i mitjà termini (llistades sense cap ordre definit):
● La  introducció  del  valor  dels  paràmetres  del  nivell  2  podria  ser  totalment  visual.  Això
requereix definir a l’instructionSet per a cada paràmetre de les instruccions disponbiles al
nivell 2 el seu valor màxim i mínim. Alguns exemples d’aquesta implementació:
○ quan el  que s’està configurant  és un angle podria fer-se mitjançant  un element
lliscant que anés des de -360 fins a 360 i modifiqués la icona que mostrarà el bloc
dinàmicament al mateix temps que es llisca
○ similarment quan es vol definir una distància, una posició (coordenada X o Y) o una
mida el funcionalment hauria de ser equivalent
○ quan es vol definir un color s’hauria de mostrar una roda de colors (fent servir la
llibreria jscolor)
○ quan es vol definir un arxiu extern com per exemple una imatge un diàleg hauria
d’oferir  la  opció  de  pujar-la  del  dispositiu  local  o  accedir  a  una  externa,  i  en
qualsevol cas poder-la previsualitzar
● Actualment el codi programat amb la plataforma s’executa inline. Seria òptim que estigués
tot en un objecte que s’inicialitzés en el moment de fer-lo servir. Això permetria que tot el
codi,  incloent  les  variables  i  funcions  (excepte  aquelles  que  formen  part  de  la  API),
poguessin ser totalment independents del codi que executa l’usuari i  per tant no fossin
accessibles per aquest
● Seria interessant provar d’implementar un intèrpret pur del codi. Això permetria valorar la
velocitat  d’execució  i  comparar-ho  amb  l’avantatge  d’aconseguir  missatges  d’error
d’execució més intel·ligibles per a l’usuari
● La interfície haurà de ser traduïble a diferents idiomes. Això es molt simple d’aconseguir
(amb un hash de strings en els diferents idiomes, amb la llibreria i 18  next o amb diferents
distribucions de la  plataforma en funció  del  llenguatge  de l’usuari)  però no s’ha pogut
implementar encara per manca de temps i per no ser un objectiu prioritari. A part, caldria
estudiar la manera de reduir  el propi llenguatge de programació tal  com fa Logo, però
permetent interoperabilitat  entre codis de diferents llenguatges (amb una marca d’aigua
que defineixi l’idioma en que esta el codi per exemple). És una opció que encara està per
estudiar i valorar
● Als nivells 3 i 4 durant la programació l’entorn podrien oferir suggerències a l’usuari com
per exemple valors, variables o crides a funcions quan està editant els paràmetres d’una
funció
● La plataforma actualment no ofereix la opció d’incloure àudio als codis. Amb les noves
extensions webaudio d’HTML5 això és podria implementar, permetent a l’usuari codificar
sons i definir la seva durada, freqüència, timbre, etc. Aquesta extensió, però, encara no és
prou compatible amb diferents navegadors motiu pel quan no s’ha tingut en compte
● La plataforma es podria completar disposant d’un lloc web on oferir cursos per nivells de
dificultat  o  per  nivells  escolars  amb blocs  d’exercicis  de  programació  preparats.  Cada
exercici podria incloure una ajuda o una sèrie de pistes per ajudar a l’alumne a resoldre’l. A
més es podria proporcionar una manera de llistar alguns d’aquests exercicis sota blocs
personalitzats per un professors de manera que pogués oferir  aquests llistats als seus
alumnes  i  aquests  els  haguéssin  de  resoldre.  El  professor  aleshores  només  hauria
d’avaluar cada exercici i obtindria ràpidament una avaluació global de l’alumne. Això a més
facilitaria l’ús directe de la plataforma a les escoles i potenciaria el seu ús
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● Donat que l’entorn de programació del nivell 2 és molt similar al que proporcionen el robots
Lego Mindstorms NXT i que aquests son molt populars a les escoles es podria adaptar la
plataforma per generar codi vàlid per a aquests robots. A més cal tenir en compte que
Lego només proporciona la seva plataforma de programació per les plataformes Windows i
MacOS.
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Annex: Exercicis
Aquest annex pretén oferir alguns exercicis d’exemple de com es podria formar un alumne en la
programació amb aquesta plataforma.
Només es tracta d’exemples, i tot i que es presenta com un seguit d’exercicis seqüencials i de
dificultat incremental no pretén ser un curs complet sino una simple mostra de diferents exercicis
per a diferents nivells.
Per comoditat, la solució als exercicis s’ofereix sempre en text (nivell 4), tot i que s’espera que
cada exercici es resolgui en el nivell  per al que s’especifica. En tot cas el codi es pot copiar i
enganxar al nivell 4 i després passar al nivell corresponent de l’exercici per veure la solució de
codi proposada en aquell nivell.
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Parvulari (Nivell 1)
En aquest  primer bloc es parteix del  punt  de que l’alumne no té encara cap coneixement de
programació i esta en edat infantil. Per tant estan dissenyats per ser resoldre al nivell 1.
Exercici 1a
Enunciat: Dibuixar un quadrat.
Objectiu: L’alumne ha de jugar amb els botons per descobrir que el del gir gran és el que haurà










Solució a l’exercici 1a
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Exercici 1b
Enunciat: Dibuixar un quadrat amb costats de colos i mides diferents.
Objectiu:  L’exercici  anterior és prou simple com per que una vegada l’ha resolt  l’alumne se li















Solució a l’exercici 1b
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Exercici 2
Enunciat: Dibuixar un triangle.
Objectiu: Descobrir els angles d’un triangle és més complex que els del quadrat. L’objectiu és que
trobi una manera de fer-ho, I a ser possible un triangle isòsceles. No hi ha cap botó de gir que
permeti realitzar tots tres girs iguals per tant requerirà a l’alumne jugar amb els girs cap a les dues












Solució a l’exercici 2
Notes: Proposar: es pot fer una fogura de dos costats?.
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Exercici 3
Enunciat: Intentar fer la figura amb més costats possibles, realitzant sempre el mateix gir.
Objectiu: L’alumne ha d’observar que com més costats té la figura, més aprop es trobarà de ser
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Exercici 4
Enunciat: Des del centre fer un quadrat que ocupi exactament 4 quadrats del grid i dins d’aquest,
enganxat a la cantonada inferior esquerra, un altre que ocupi només un quadrat. Si pot, fer-ne un
que envolti a aquests de tamany 16 quadrats aliniat a la cantonada inferior esquerra.


























Solució a l’exercici 4
Notes: Es pot fer observar a l’alumne que un forward(100) son 4 caselles, un forward(50) son 2
caselles i un forward(25) és un casella, pero si ens movem en diagonal no correspon: el camí més
curt entre dos punts és la línia recta.
Jacobo Vilella Vilahur. PFC. Enginyeria en Informàtica, FIB, UPC 80
Desenvolupament d'un llenguatge i entorn de programació docent d'evolució linial i continu
Exercici 5
Enunciat: Fer una malla de quadrats de tamany 16 quadrats cadascun, essencialment fent una
nova malla de coordenades.
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Exercici 6
Enunciat: Fer un quadrat amb línies discontínues i disseny lliure.
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Primària: Inicial (Nivell 2)
Els següents exercicis van dirigits a alumnes amb coneixements molt elementals de programació i
en edat  encara infantil  però ja  en escolaritat  primària,  amb capacitat  per llegir  i  escriure molt
lentament. Per tant estan dissenyats per fer-se en el nivell 2 de la plataforma.
Exercici 7
Enunciat: Copiar el dibuix següent i fer el seu simètric respecte de l’eix vertical.
Objectiu: Familiaritzar-se amb la intruducció de valors als paràmetres de les instruccions, utilitzar
valor negatius i reordenar les instruccions. Per aquest exercici l’alumne segurament necessitarà
practicar amb l’execució pas per pas. Matemàticament i  en l’ensenyament de la lògica aquest
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Les primeres dues columnes del codi anterior imiten el dibuix de l’enunciat mentre que la tercera
realitza el dibuix simètric.
Solució a l’exercici 7
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Exercici 8a
Enunciat: Realitzar el dibuix d’un quadrat fent servir  el mínim d’instruccions (blocs) possibles.
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Jacobo Vilella Vilahur. PFC. Enginyeria en Informàtica, FIB, UPC 85
Desenvolupament d'un llenguatge i entorn de programació docent d'evolució linial i continu
Exercici 8b
Enunciat: Realitzar  el  dibuix  d’un triangle  equilàter  fent  servir  el  mínim d’instruccions  (blocs)
possibles.








Solució a l’exercici 8b
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Exercici 8c
Enunciat: Dibuixar una forma tancada de 10 costats. Aquest dibuix ha de poder veure’s sencer.
Objectiu: Descobrir  que en les formes tancades els  seus angles  sempre sumen 360 graus i







Solució a l’exercici 8c
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Primària: Avançat (Nivell 3)
Els següents exercicis estan orientats a alumnes amb fluïdesa amb el seqüenciament lògic de les
instruccions i amb pràctica amb la plataforma. Aquests alumnes estan en edat encara d’educació
primària però son capaços de llegir i escriure amb certa fluïdesa.
Exercici 9
Enunciat: Dibuixar un taulell d’escacs.
Objectiu: Introduïr l’ús de funcions pròpies i l’abstracció lògica de dividir un problema en diversos




  repeat (4) {
    forward(50)





  repeat (4) {
    quad()
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Exercici 10a
Enunciat: Crear un codi  capaç de dibuixar qualsevol forma tancada amb un nombre de costats
variable. Aquest nombre de costat només cal haver de definir-la una única vegada al codi.
Objectiu: Aprendre l’ús de variables i la seva utilitat. A més permet practicar les matemàtiques
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Exercici 10b
Enunciat: Realitzar l’exercici anterior garantint que el dibuix sempre es pot veure sencer.
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Exercici 11
Enunciat: Decidir una distància i avançar aquesta distància dividida entre dos, entre quatre, entre
vuit i així successivament diverses vegades. Observar el resultat obtingut: per més que s’avança
mai s’arriba a la distància que s’ha fixat (tot i que visualment pugui semblar que si).





var size = 200
repeat (70) {




arc(4, 360, 0, false)
}
Solució a l’exercici 11
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Secundària (Nivell 4)
Els següents exercicis suposen que els alumnes estan en edat d’escolaritat secundària i  per tant
no tenen problemes de lectura ni escriptura i son àgils amb les matemàtiques elementals.
Exercici 12
Enunciat: Dibuixar una cara.
Objectiu: Posar en pràctica l’ús de funcions i variables i desenvolupar la creativitat de l’alumne.
Solució:
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Exercici 13
Enunciat: Realitzar un joc del penjat. Les paraules no tindran cap lletra repetida.
Objectiu: Practicar amb diverses eines que la plataforma proveeix com l’ús de diverses capes al








var letter = windowInputGet("letter")
var pos = word.indexOf(letter)













rights = rights + 1




var layer = 2
while (getCanvasLayerVisibility(layer)) {




if (!(letters = windowTextGet("t3"))) {
windowTextCreate(1, "t3", "Failed letters: "+
letter, 20, 150, undefined, true)
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fails = fails + 1
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lineAt(200, 80, 250, 100)
hide()
}
var word = "word"
var fails = 0
var rights = 0
windowTextCreate(1, "t1", "Secret:", 20, 75, undefined, true)
windowInputCreate(1, "secret", 70, 75, 70, 15, "text")
windowButtonCreate(1, "b1", "Apply", 150, 75, "changeWord()")
windowTextCreate(1, "t2", "Try letter:", 20, 100, undefined, true)
windowInputCreate(1, "letter", 120, 100, 20, 15, "text")
windowButtonCreate(1, "b2", "Try", 150, 100, "tryLetter()")
restart()
Solució a l’exercici 13
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Bibliografia I materials
● El prjecte FMSLogo:
http://fmslogo.sourceforge.net
● El projecte Scratch:
http://scratch.mit.edu
● El manual de referència de HTML5 I Canvas de W3Schools:
http://www.w3schools.com/tags/
El manual de Canvas d'HTML5 de W3Schools:
http://www.w3schools.com/html/html5_canvas.asp
●  Els manuals de referència de JavaScript




● El manual de referència de la API de Ace:
http://ace.c9.io/#nav=api
● La documentació de Jison:
http://zaach.github.io/jison/docs/
● El projecte jsparser de C. J. Ihrig:
http://cjihrig.com/blog/creating-a-javascript-parser/
● Diversos materials escolars de l'asignatura d'informàtica molt amablement cedits per a la
realització  d'aquest  treball  per   l'escola  Aula  Escola  Europea a  qui  els  hi  ho  agraeixo
enormement
● I  Infinitat  d'altres  recursos  web  que  he  anat  consultat  puntualment  per  resoldre  cada
dificultat de disseny o d'implementació
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