We present a machine learning algorithm for building classifiers that are comprised of a small number of disjunctions of conjunctions (or's of and's). An example of a classifier of this form is as follows: If X satisfies (x 1 = 'blue' AND x 3 = 'middle') OR (x 1 = 'blue' AND x 2 = '<15') OR (x 1 = 'yellow'), then we predict that Y=1, ELSE predict Y=0. An attribute-value pair is called a literal and a conjunction of literals is called a pattern. Models of this form have the advantage of being interpretable to human experts, since they produce a set of conditions that concisely describe a specific class. We present two probabilistic models for forming a pattern set, one with a Beta-Binomial prior, and the other with Poisson priors. In both cases, there are prior parameters that the user can set to encourage the model to have a desired size and shape, to conform with a domain-specific definition of interpretability. We provide two scalable MAP inference approaches: a pattern level search, which involves association rule mining, and a literal level search. We show stronger priors reduce computation. We apply the Bayesian Or's of And's (BOA) model to predict user behavior with respect to in-vehicle context-aware personalized recommender systems.
(MAP) model. This approach is motivated by a theoretical bound that allows us to reduce the size of the computationally hard problem of finding the MAP solution so that it may be more manageable to solve in practice. This bound states that we need only mine patterns that are sufficiently frequent in the database. The second method uses a literal-based stochastic local search where a neighboring point is proposed by changing a literal in the current pattern set.
Each method has its own advantages and disadvantages: the first method has the disadvantage that it potentially requires generating and screening a huge number of patterns, but it is more likely to find an MAP solution, and the final model will be comprised of only high quality, prescreened patterns. The second inference method does not pre-screen the patterns, so it searches over a much larger space in theory, at the expense of a more difficult computation. In practice either method can be used, though if the user has a preference for patterns of shorter lengths, the first method could be substantially faster and lead to better solutions.
Our applied interest is to understand user response to personalized advertisements that are chosen based on the user, the advertisement, and the context. Such systems are called contextaware recommender systems (see surveys [1, 2, 5, 47] and references therein). One major challenge in the design of recommender systems, reviewed in [47] , is the interaction challenge: users typically wish to know why certain recommendations were made. Our work addresses precisely this challenge: our models provide patterns in data that describe conditions on which a recommendation will be accepted.
Related Work
The models we are studying have different names in different fields: "disjunctions of conjunctions" in marketing, "classification patterns" in data mining, and "disjunctive normal forms" (DNF) in artificial intelligence. Learning logical models of this form has an extensive history.
Valiant [45] showed that DNFs could be learned in polynomial time in the PAC (probably approximately correct) setting, and recent work has improved those bounds via polynomial threshold functions [23] and Fourier analysis [14] . However, these theoretical approaches often require unrealistic modeling assumptions and do not incorporate a user-control over interpretability.
In parallel, the data-mining literature has developed approaches to building logical conjunctive models. Associative classification methods (e.g., [10, 11, 26, 27, 31, 38, 51] ) mine for frequent patterns in the data and combine them to build classifiers, generally in a heuristic way, where patterns are ranked by an interestingness criteria and the top several patterns are used. Some of these methods, like CBA, CPAR and CMAR [10, 11, 26 , 51] still suffer from a huge number of patterns and do not yield interpretable classifiers, yet it is well-known that for many domains, the space of good predictive models is often large enough to include very simple models [20] .
Inductive logic programming [33] is similar, in that it mines (potentially complicated) patterns and takes the simple union of these patterns as the pattern set, rather than optimizing the pattern set directly. This is a major disadvantage over the approach we take here. Another class of approaches aim to construct DNF models by greedily adding the conjunction that explains the most of the remaining data [13, 16, 17, 28, 37] . Thus, again, these methods do not directly aim to produce globally optimal conjunctive models. There are few recent techniques that do aim to fully learn DNF models [18, 19] , which present integer programming approaches for solving the full problems, and also present relaxations for computational efficiency. These are very different from our work in that the method of Hauser et al. [19] is not generative and also does not have the advantage of reduction to a smaller problem that we have. The work of Goh and Rudin [18] is for real valued features only, whereas we focus mainly on categorical data, though binned or thresholded real-valued data would suffice where the bins need not be exclusive.
Note that logical models are generally robust to outliers and naturally handle missing data, with no imputation needed for missing attribute values. These methods can perform comparably with traditional convex optimization-based methods such as support vector machines or lasso (though linear models are not always considered to be interpretable in many domains).
Or's of and's models are also a special case of another form of interpretable model called Mof-N rules [12, 15, 35, 42, 44] The main application we consider is in-vehicle context-aware recommender systems. The most similar works to ours include that of Baralis et al. [7] , who present a framework that discovers relationships between user context and services using association rules. Lee at al. [24] create interpretable context-aware recommendations by using a decision tree model that considers location context, personal context, environmental context and user preferences. However, they did not study some of the most important factors we include, namely contextual information such as the user's destination, relative locations of services along the route, the location of the services with respect to the user's destination, passenger(s) in the vehicle, etc. Our work is related to recommendation systems for in-vehicle context-aware music recommendations, see [6, 49] , but whether a user will accept a music recommendation does not depend on anything analogous to the location of a business that the user would drive to. The setup of in-vehicle recommendation systems are also different than, for instance, mobile-tourism guides [34, 40, 43, 46] where the user is searching to accept a recommendation, and interacts heavily with the system in order to find an acceptable recommendation. The closest work to ours is probably that of Park et al. [36] who also consider Bayesian predictive models for context aware recommender systems to restaurants. They also consider demographic and context-based attributes. They did not study advertising, however, which means they did not consider the locations to the coupon's venue, expiration times, etc.
Bayesian or's of and's
We work with standard classification data. The data set S consists of {x n , y n } n=1,...N , where y n ∈ {0, 1} and {x n } n=1,...N has N observations and J attributes. S + is the class of observations with positive labels, and the observations with negative labels are S − . We use A to represent a set of patterns and a pattern in A is represented as a i , indexed by i ∈ {1, ..., |A|}. We define a boolean function h(x n , a) that evaluates if pattern a applies to data point x n . Then we can define a classifier built from A as f A .
As long as a data point satisfies at least one of the patterns in A, it is classified as positive. Figure 1 shows an example of a pattern set. Each pattern is a yellow patch that covers a particular area, and the pattern applies to the area it covers. In Figure 1 , the white oval in the middle indicates the positive class. Our goal is to find a set of patterns A that covers mostly the positive class, but little of the negative class. We present a probabilistic model for selecting patterns. Taking a Bayesian approach allows us to flexibly incorporate users' expectations on the "shape" of a pattern set through the prior. The user can guide the model toward more domain-interpretable solutions by specifying a desired balance between the size and lengths of patterns.
Prior
We propose two models for the prior. In the BOA-BetaBinomial model, the maximum length L of patterns is pre-determined by a user. Patterns of the same length are placed into the same pattern pool. The model uses L beta priors to control the probabilities of selecting patterns from different pools. In a BOA-Poisson model, the "shape" of a pattern set, which includes the number of patterns and lengths of patterns, is decided by drawing from Poisson distributions parameterized with user-defined values. Then the generative process fills it in with literals by first randomly selecting attributes and then randomly selecting values corresponding to each attribute.
We present the two prior models in detail.
Beta-Binomial prior
Notice that the pattern set we want to find should include patterns that describe only the positive class and also discriminate it from the negative class. Thus we need only rules from the positive data S + and not from S − . We use A S to represent a complete set of patterns mined from S + . A S 6 can be further divided into pattern pools indexed by lengths. A pool containing all patterns of length l is denoted as A
[l]
S . In this model, interpretability of a pattern is determined by its length, so that the a priori probability that a pattern of length l is selected depends only on l. We use a beta prior on the probability p l for the inclusion of a pattern in A [l] S to be in the pattern set A:
The parameters {α l , β l > 0|l ∈ {1, ..., L}} on the priors control the expected number of patterns of each length in the pattern set. Specifically, let A [l] denote the set of patterns selected from A
[l]
S , then the pattern set is represented by
. Therefore, if we favor short patterns, we could simply increase α l α l +β l for smaller l and decrease the ratio for larger l.
S . We integrate out the probability p l to get the probability of A [l] :
where the first line follows because each pattern is selected independently and the second line follows from integrating over the beta prior on p l . Thus the probability of A is:
where θ prior = {α l , β l } l . We usually choose α l β l so that BOA tends to choose a smaller M l for each l.
Poisson prior
We introduce a different prior for the BOA model. Let M denote the total number of patterns in A and L m denote the lengths of patterns for m ∈ {1, ...M }. There can be at least 0 and at most |A S | patterns in a set, and for each pattern, the length needs to be at least 1 and at most the number of all attributes J. We first draw M and L m from truncated Poisson distributions to decide the "shape" of a pattern set, then we fill in Draw the number of conditions in m-th pattern:
Randomly select L m attributes from J attributes without replacement 5 :
Uniformly at random select a value from K v m,k values corresponding to attribute v m,k
7:
end for
8: end for
We define θ prior = {λ M , λ L }, and normalization constant ω(λ M , λ L ), thus the probability of generating a pattern set A is
Likelihood
Let (x n , y n ) denote the n-th observation, let f A (x n ) denote the classification outcome for x n , and let y n denote the observed outcome. Recall that f A (x n ) = 1 if X obeys any of the patterns a ∈ A. We introduce likelihood parameter ρ + to govern the probability that an observation is a real positive class case y n = 1 when it satisfies the pattern set, and ρ − as the probability that y n = 0 when it does not satisfy the set.
The likelihood of data S = {x n , y n } n given a pattern set A and parameters ρ + , ρ − is thus:
where the four components in formula (6) represent four classification outcomes: true positive, false positive, true negative, and false negative. We place beta priors over ρ + and ρ − :
Here, α + , β + , α − , β − should be chosen such that E[ρ + ] and E[ρ − ] are close to 1 which means the classification outcomes agree with the observed outcomes. Integrating out ρ + and ρ − from the likelihood in (6), we get
where θ likelihood = {α + , β + , α − , β − }. The training data can be divided into four cases: true positives (TP
The above likelihood can be rewritten as:
We want to maximize the posterior, which is equivalent to maximizing the joint probability of S and A.
where θ = {θ prior , θ likelihood } and θ prior depends on which prior model is used.
Approximate MAP Inference
In this section, we describe a procedure for approximately solving for the maximum a posteriori or MAP solution to the BOA model. Inference in the BOA model is challenging because finding the best model involves a search over exponentially many possible sets of patterns: since each pattern is a conjunction of literals, the number of patterns increases exponentially with the number of literals, and the number of sets of patterns increases exponentially with the number of patterns. We propose two variations of stochastic local search algorithms, with different notions of a "neighboring" solution. The first method searches the space by adding or removing a pattern at every iteration, and uses only pre-mined patterns. The second method searches the space by adding or removing a literal at every iteration. Both methods use a simulated annealing approach with moves designed to quickly explore promising solutions.
Simulated Annealing
Maximizing the posterior is equivalent to minimizing the negative log joint probability:
We define Λ S as a complete set of all possible pattern sets:
Exhaustive evaluation of A over all Λ S will not be feasible; if we were to brute force search for the best classifier out of the whole set of possible classifiers, this would involve evaluating all possible subsets of patterns on the training data, and for candidate pattern set A S , there are |Λ S | = 2 |A S | such subsets.
Simulated annealing [22] presents an alternative, and is naturally suited to approximate optimization here.
Our simulated annealing steps are similar to the Gibbs sampling steps used by [25, 48] for rule-list models.
The search starts by randomly generating a pattern set. Then at each iteration, an example is randomly selected from the misclassified data points. If the example is positive, it means the current pattern set fails to cover it and we then find a neighboring solution that covers more data than the current solution, so we call the action "COVERMORE". If the example is negative, it means the current pattern set covers the wrong data so we need to find a neighbor pattern set that covers less, and we call the action "COVER-LESS". A t+1 is generated from the current A t using one of the two actions. How the action is carried out on A t depends on the level where a "neighbor" is defined. In a pattern level search, a change is made by either adding or removing a pattern; and in a literal level search, a change is made by either adding or removing a literal. We will elaborate on the actions on the two levels later in this section. To help avoid local minima, we use a scoring function to evaluate all the neighboring solutions, select the best solution with probability 1 − p, and select a random solution with probability p. Since the objective is to minimize E S , E S naturally becomes the scoring function to evaluate the neighboring solutions. To summarize:
• With probability p, move to a randomly selected neighboring position,
• Otherwise, move from to neighboring position with minimum E S (A t+1 ; θ).
Then the propoal A t+1 is accepted with probability min 1, exp −
, where T (t)
is the temperature and it follows a cooling schedule T (t) = T 0 log(1+t) . We repeat the search three times, from three random starting points, and we select the solution with the highest MAP. We present the general search in Algorithm 1, where the user can choose to do a pattern level search (see 4.2) or a literal level search (see 4.3).
Algorithm 1 Simulated Annealing for BOA 1: procedure SLSEARCH(maxSteps, p, level)
2:
A t ← a randomly generated pattern set, 3: step ← 0,
4:
S ← examples misclassified by A t
5:
while step<maxSteps and S = ∅ do 6:
ex ← a random example drawn from S
9:
if ex is a positive example then 10:
else 12:
end if
14:
A max ← max(A max , A t+1 )
15:
16:
A t+1 ← A t+1 , with probability α A t , with probability 1 − α
17:
end while 18: return A max 19: end procedure
Pattern Level Stochastic Search
For stochastic search over patterns, neighboring solutions are "one-pattern-different" from the current set.
The simulation chain moves to these positions by adding or removing a pattern from the current one.
Therefore the two actions are the following:
-With probability p, add a random pattern to A t .
-Else, evaluate the objective E S for all neighboring solutions where a pattern is added to A t and choose the one with the minimum score.
• COVERLESS("pattern", A t , p) -With probability p, remove a random pattern from A t .
-Else, evaluate the objective E S for all neighboring solutions where a pattern is removed from A t and choose the one with the minimum score.
We note that any reasonably accurate sparse classifier should contain largely accurate patterns. Rather than considering all patterns (exponential in the number of attributes), we use only the pre-mined patterns.
To efficiently search for the MAP solution, we require a minimum support to limit the number of patterns that are generated. This will greatly reduce the computational complexity and we will show in Section 5 that filtering out these patterns does not affect the MAP joint probability.
We consider both positive associations (e.g., x j ='blue') and negative associations (x j ='not green') as literals. (The importance of negative literals is stressed, for instance, by [9, 41, 50] .) We then mine for frequent patterns within the set of positive observations S + . To do this, we use the FP-growth algorithm [8] , which can in practice be replaced with any desired frequent pattern-mining method. Even when we restrict the length of patterns and the minimum support, the number of generated patterns could still be too large to handle. (For example, a million patterns are generated for one of the advertisement datasets the minimum support is 5% and the maximum length is 3). Therefore, we wish to use a second criterion to screen for the most potentially useful M 0 patterns. We first filter out patterns on the lower right plane of ROC space, i.e., their false positive rate is greater than true positive rate. Then we use information gain to screen patterns, similarly to other works [10, 11] . For a pattern a, the information gain is InfoGain(S|a) =
H(S) − H(S, a), where H(S) is the entropy of the data and H(S, a)
is the entropy of data that split on pattern a. Given a dataset S, entropy H(S) is constant; therefore our screening technique chooses the M 0 patterns that have the smallest H(S, a), where M 0 is user-defined. We illustrate the effect of screening Figure 2 : All patterns and selected patterns on a ROC plane on one of our advertisement data sets. We mined all patterns with minimum support 5% and maximum length 3. For each pattern, we computed its true positive rate and false positive rate on the training data, and plotted it as a dot in Figure 2 . The top 5000 patterns with highest information gains are colored in red, and the rest are in blue. As shown in the figure, information gain indeed selected good patterns as they are closer to the upper left corner in ROC space. For many applications, this screening technique is not needed, and we can simply use the entire set of pre-mined rules.
Literal Level Stochastic Search
For search on literal level, a neighboring solution is generated by either adding or removing a literal from the current pattern set. If the example is a positive case, it means the current pattern set fails to cover it.
In order to cover this example, we either remove a literal from a pattern or add a literal as a new pattern.
Both options increase the support of the pattern set to cover more data points. If the example is a negative case, it means the current pattern set covers the wrong data so we need to either remove an existing pattern or add a condition to a pattern to make it not cover the example.
• COVERMORE("literal", A t , p) -With probability 0.5, do as follows: with probability p, remove a random literal from a random pattern; else, evaluate the objective E S for all neighboring solutions where a literal is removed and choose the one with the minimum score.
-With probability 0.5, do as follows: with probability p, add a random literal as a new pattern; else, evaluate the objective E S for all neighboring solutions where a literal is added as a new pattern, choose the one with the minimum score.
• COVERLESS("literal", A t , p) -With probability 0.5, do as follows: with probability p, add a random literal to a random pattern; else, evaluate the objective E S for all neighboring solutions where a literal is added to a pattern in the set and choose the one with the minimum score.
-With probability 0.5, do as follows: with probability p, remove a random pattern, else, evaluate the objective E S for all neighboring solutions where a pattern is removed from the current set and choose the one with the minimum score.
The second action in COVERLESS removes a pattern. Intuitively it might make more sense to remove one literal at a time rather than removing a pattern, but actually, removing a whole pattern is often a more gradual change to the model than removing a single literal. A large pattern (consisting of several constraints on the input variables) affects fewer points than a small pattern (consisting of a single constraint).
Thus, removing a whole pattern can often be a more "local" move than removing a single literal.
This algorithm has some advantages over pattern level stochastic search, in that it does not need to pre-define a maximum length of patterns and does not need to generate patterns beforehand. This allows us to search the possibly huge space of patterns without enumerating all of them.
Guarantees on the MAP BOA Models from the Priors
We will show that the inclusion of the prior (which was designed to help with interpretability), provably assists with both computation and generalization performance. Recall the objective defined in Equation (10): E S (A; θ) = − log P (S, A; θ). The goal is to find an MAP pattern set A * that minimizes E S , which is equivalent to finding a MAP solution. We show that depending on the prior parameters and on the size of the data, we have deterministic (i) upper bounds on the sizes of MAP BOA models, and (ii) lower bounds on the support of rules we need to construct MAP BOA models. This means that practically, we need only mine and optimize over rules of a certain support level to obtain a MAP solution, which exponentially reduce the size of the BOA model computation. These bounds also directly lead to better generalization bounds on predictive performance. The proofs of all theorems in this section are in Appendix A.
We first provide an upper bound for the size of BOA models that depends on the priors. That is, when the priors are chosen to favor smaller models, we can place an explicit guarantee on the size of the MAP BOA model. This bound depends explicitly on the prior parameters, the number of observations and the number of attributes. The reason that the size of a MAP solution is bounded is that the prior places a penalty large enough so that the likelihood cannot overwhelm it. We first study the BOA-Poisson model.
Theorem 1. Take a BOA-Poisson model with parameters
The dataset S has J attributes, where the j-th attribute has K j values for j ∈ {1, ..., J}. Define A * ∈ arg min A E S (A) and
.
As we show in the proof,
is the likelihood of data given an empty set,
i.e., P (S|∅; θ). As P (S|∅; θ) increases, the bound becomes smaller, which means the model's maximum possible size is smaller. Intuitively, if an empty set already achieves high likelihood, adding rules will often hurt the prior term and achieve little gain on the likelihood. Assuming the ratio of S + and S − stays the same, as the amount of data increases, the term
becomes smaller and
becomes more negative. Since the denominator is negative and other terms stay the same, the bound becomes larger. The data overwhelm the prior on the size of the model.
We have a similar upper bound for the size of a MAP BOA-BetaBinomial pattern set.
Theorem 2. Take a BOA-BetaBinomial model with parameters
, and M * := |A * |. Whenever α l < β l , we have:
Similar intuition holds as for the BOA-Poisson model: the dependence on the number of observations is the same for the two bounds. Additionally, when α l is set to be small and β l is set to be large, the bound is smaller so we are guaranteed to choose a smaller number of rules overall. This is consistent with users' expectation when they set α l α l +β l to be small, as explained in Section 3.1.1.
In the BOA-BetaBinomial model, we pre-mine patterns to filter out those with small support. Let us not use information gain, and discuss the implications of using only low support rules. This is equivalent to the statistical assumption that the set of pre-mined patterns are sufficient to produce with posterior approximately the same as the MAP model. We will show something stronger than this. Namely, we show that finding a globally MAP pattern list (among all possible pattern lists) is equivalent, under weak conditions, to the pattern list found from only the pre-mined patterns. This yields a major computational benefit, as it tells us that we need only mine and optimize over rules of a certain minimum support in order to find the MAP solution. This eliminates an enormous number of rules and decreases the search space substantially. The stronger the prior, the more tractable the computation for this model.
We define a subset of A S containing patterns of support at least C as:
A C S is fully enumerated in the rule mining step. Ideally we would like to optimize over elements of A S , but it is only practical to optimize over A C S . We will thus prove that it is sufficient to do this in order to find a MAP solution; the MAP solution has only patterns that come from A C S . We define Λ C S as the set of all possible BOA models with support at least C for each pattern:
S is the set of all possible BOA models, Λ S as defined in (11).
Theorem 3. Take a BOA-BetaBinomial model with parameters
where m l is the upper bound computed in Theorem 2, then arg min
This theorem states that the quantity arg min If we solve for a minimizer of E S on these mined patterns, it is a global minimizer of E S across all pattern sets. This provides strong computational motivation for pre-mining patterns, since there are now weak conditions under which the "approximation" of using pre-mined patterns is not an approximation at all. We have a similar bound on the support for BOA-Poisson models.
Theorem 4. Take a BOA-Poisson model with parameters θ = {α + ,
So far our model has been focusing on properties of the a posteriori model. We now turn to generalization performance. The following result is algorithm independent. The true risk of a pattern set A is defined as:
where classifier f A (X) equals one when X obeys one of the patterns in A, and f A (X) equals zero otherwise. The true risk is the standard expected misclassification error.
Theorem 5. Consider Λ F which is the set of BOA models parameterized by {ρ
where the number of patterns of A ∈ Λ F obeys |A| ≤ M upper . With probability
This theorem states that the true risk is upper bounded by the empirical risk of data S, in particular the likelihood, and a complexity term. The complexity term increases with
, which is the number of all patterns. The value of M upper can come from either Theorem 1 or Theorem 2.
Simulation Studies
In this section, we present simulation studies to show that if data are generated from a fixed pattern set, our simulated annealing procedure can recover it with high probability. We also provide convergence analysis on simulated data sets to show that our model can achieve the MAP solution in a relatively short time.
Performance variation with different parameters
Given observations {x n } n=1,...N and assume there exists a true pattern set comprised of m patterns that classifies x n , and generates the outcome y n . We want to show that simulated annealing can discover this pattern set efficiently. Let there be a collection of patterns {a j } j=1,...M mined from the observations, and we can construct a binary matrix where the entry on n-th row and j-th column is the Boolean function h(x n , a j ), which represents if the n-th observation satisfies the j-th patterns. We need only to simulate this binary matrix to represent the observations without losing generality. Each entry is set to 1 independently with probability 0.1. Here are the most important variables in this simulation study:
• M : the number of candidate patterns
• m: the number of patterns in a true pattern set
• N : the number of observations in a data set
The binary matrix representing the data set has size N × M . We assume all patterns have the same length so we can ignore the priors. In our experiments, a true pattern set was generated by randomly selecting m patterns to form a pattern set. We used edit distance between the true pattern set and a generated pattern set as the performance measure. For each number of iterations from 5000, 10000 and 20000, we repeated experiments in the simulation 100 times. For each recovery problem, we then used simulated annealing as described in Section 4.1 with three different starting points. We reported the mean performance in Table 1 .
Performance with size of data set, N . In the first study, we set m = 5, M = 1000, and chose the sample size N from {100, 500, 1000, 2000, 3000, 4000}. The edit distance was computed for each of the 100 replicates and the means are reported in Table 1 . Our results show that as the number of iterations increases, the true pattern sets were recovered with higher probability. However, the number of observations N did not have a large influence on the result for N approximately greater than 500. The accuracy at N = 500 is similar to the accuracy at N = 4000. This result is quite intuitive since simulated annealing searches over the pattern space, and likely finds the same solution once N is sufficiently large.
Performance with size of pattern space, M . In the second study, we set m = 5, N = 2000, and chose the pattern size M from {100, 200, 500, 1000, 2000}. We repeated the above procedure and reported the mean over 100 replicates in Table 1 . The number of possible pattern sets of patterns is O(2 M ); therefore as M increases, searching the space becomes difficult for simulated annealing. (This does not mean, however, that prediction performance will suffer; as we increase the number of iterations, the mean edit distance decreases.) We can compensate for larger M by running the simulation for longer times in order to recover the underlying pattern.
Performance with size of true pattern set, m. In the third study, we set N = 2000, M = 1000 and chose the size of the true pattern m within {1, 2, 4, 6, 8}. increases, it becomes harder for the model to recover the true pattern set; however, performance improves over simulated annealing iterations.
Runtime analysis
We show how efficiently the performance improves as the our algorithm runs. We set the size of the data N to be 2000 and the size of the true pattern set m to be 5. We then ran simulated annealing and recorded the output at steps 100, 500, 1000, 2000, 5000, 10000 and 20000. We repeated this procedure 100 times and plotted the mean and variance of edit distances to true pattern sets in Figure 3 , along with running times in seconds. The algorithm is also very fast. Running times were less than one minute, even for 20000 iterations.
Experiments
We test our model on mobile advertisement datasets that we collected as well as other publicly available datasets. In situations where the ground truth consists of deterministic rules (similarly to the simulation study), our method tends to perform better than other popular machine learning techniques. 
Experiments on Mobile Advertisement Datasets
For this experiment, our goal was to determine the feasibility of an in-vehicle recommender system that provide coupons for local businesses. The coupons would be targeted to the user in his/her particular context. Our data were collected on Amazon Mechanical Turk via a survey that we will describe shortly.
We used Turkers with high ratings (95% or above) and used two random questions with easy answers to reject surveys submitted by workers who were not paying attention. Out of 752 surveys, 652 were accepted, which generated 12684 data cases (after removing rows containing missing attributes).
The prediction problem is to predict if a customer is going to accept a coupon for a particular venue, We will show that BOA does not lose too much accuracy on the mobile advertisement data sets (with respect to the highly complicated black box machine learning methods) even though we restricted the lengths of patterns and the number of patterns to yield very sparse models. We compared with other classification algorithms C4.5, CART, random forest, linear lasso, linear ridge, logistic lasso, logistic ridge, and SVM, which span the space of widely used methods that are known for interpretability and/or accuracy. The decision tree methods are representatives of the class of greedy and heuristic methods (e.g., [10, 11, 13, 16, 17, [26] [27] [28] 31, 37, 38, 51] ) that yield interpretable models (though in many cases decision trees are often too large to be interpretable). For all experiments, we measured out-of-sample performance using AUC (the Area Under The ROC Curve) from 5-fold testing where the MAP BOA from the training data was used to predict on each test fold. 1 We used the RWeka package in R for the implementations of the competing methods and tuned the hyperparameters using grid search in nested cross validation. For the pattern mining step for BOA-BetaBinomial models, we set the minimum support to be 5% and set the maximum length of patterns to be 3. We used information gain to select the best 5000 patterns to use for BOA. We ran simulated annealing for 50000 iterations to obtain a pattern set. In the We considered five separate coupon prediction problems, for different types of coupons. The AUC's for BOA and baseline methods for all five problems are reported in Table 2 . The BOA classifier, while restricted to produce sparse disjunctions of conjunctions, tends to perform almost as well as the black box machine learning methods, and outperforms the decision tree algorithms. The linear modeling methods 1 We do not perform hypothesis tests, as it is now known that they are not valid due to reuse of data over folds. were cross-validated, so even when they are not restricted to be sparse, the sparse BOA models perform comparably.
Interpretability of results
In practice, for this particular application, the benefits of interpretability far outweigh small improvements in accuracy. An interpretable model can be useful to a vender choosing whether to provide a coupon and what type of coupon to provide, it can be useful to users of the recommender system, and it can be useful to the designers of the recommender system to understand the population of users and correlations with successful use of the system. As discussed earlier, or's of and's classifiers are particularly useful for representing consumer behavior.
We show several classifiers produced by BOA in Figure 4 . We varied the hyperparameters α + ,β + ,α − ,β − to obtain different sets of patterns, and plotted corresponding points on the curve. Example pattern sets are listed in each box along the curve. For instance, the classifier near the middle of the curve in Figure 4 (a) has one pattern, and reads "If a person visits a bar at least once per month, is not traveling with kids, and their occupation is not farming/fishing/forestry, then predict the person will use the coupon for a bar before it expires." In these examples (and generally), we see that a user's general interest in a coupon's venue (bar, coffee shop, etc.) is the most relevant attribute to the classification outcome; it appears in every pattern in the two figures.
Experiments with UCI data sets
We tested BOA on several datasets from the UCI machine learning repository [4] , along with baseline algorithms, and Table 3 displays the results. We observed that BOA achieves the best performance on each of the data sets we used. This is not a surprise: most of these data sets have an underlying true pattern set that greedy methods would have difficulty recovering. For example in the tic-tac-toe data set, the positive class can be classified using exactly 8 conditions. BOA has the capability to exactly learn these conditions, whereas the greedy splitting and pruning methods that are pervasive throughout the data mining literature (e.g., CART, C4.5) and convexified approximate methods (e.g., SVM) have substantial difficulty with this. We also added 30% noise to the tic-tac-toe training set and BOA was still able to achieve perfect performance while performance of other methods suffered. Both linear models and tree models exist that achieve perfect accuracy, but the heuristic splitting/pruning and convexification of the methods we compared with prevented these perfect solutions from being found.
Monk 1 Mushroom Breast Cancer Connect4
Tic-tac-toe Tic-tac-toe (30% noise) As an example, we illustrate BOA's output on the breast cancer dataset. BOA took exactly 2 minutes on a laptop to generate the following pattern set:
if X satisfies (Marginal Adhesion ≥ 3 AND Uniformity of Cell Shape ≥ 3)
OR (Bland Chromatin ≥ 4 AND Uniformity of Cell Size ≥ 1 AND Clump Thickness ≥ 2) then Predict the tumor is malignant else Predict the tumor is benign.
end if
The out-of-sample accuracy of this model was 0.952, with true positive rate 0.974, and false positive rate 0.060. Or's of and's models could potentially be useful for medical applications, since they could characterize simple sets of conditions that would place a patient in a high risk category. This may be more useful in some cases than the typical scoring systems (linear models) used in medical calculators.
Conclusion
We presented a method that produces or's of and's models, where the shape of the model can be controlled by the user through Bayesian priors. In some applications, such as those arising in customer behavior modeling, the form of these models may be more useful than traditional linear models. Since finding sparse models is computationally hard, most approaches take severe heuristic approximations (such as greedy splitting and pruning in the case of decision trees, or convexification in the case of linear models).
These approximations can severely hurt performance, as is easily shown experimentally, using datasets whose ground truth formulas are not difficult to find. We chose a different type of approximation, where
we make an up-front statistical assumption in building our models out of pre-mined rules, and find the globally optimal solution in the reduced space of rules. We then find theoretical conditions under which using pre-mined rules provably does not change the set of MAP optimal solutions. These conditions relate the size of the dataset to the strength of the prior. If the prior is sufficiently strong and the dataset is not too large, the set of pre-mined rules is provably sufficient. We showed the benefits of this approach on a consumer behavior modeling application of current interest to "connected vehicle" projects. Our results, using data from an extensive survey taken by several hundred individuals, show that simple patterns based on a user's context can be directly useful in predicting the user's response.
[51] Xiaoxin Yin and Jiawei Han. Cpar: Classification based on predictive association rules. In SDM, volume 3, pages 369-376. SIAM, 2003.
A Proofs
We start with the following lemma that we will need later.
Proof. (Of Lemma 1) In order to bound g(l; λ, J), we will show that g(l; λ, J) is convex, which means its maximum value occurs at the endpoints of the interval we are considering. The second derivative of
since at least one of the terms 
Proof. (Of Theorem 1)
Let ∅ denote an empty set where there are no patterns and A * is the MAP pattern set. Since A * ∈ arg min A E S (A), we have
and the joint probabilities can be written as
P (S, ∅; θ) = P (∅; θ)P (S|∅; θ).
Now we bound priors and likelihoods for these two joint probabilities.
Step 1: Upper Bound for P (S, A * ; θ). We first look at the prior and likelihood for the MAP pattern set A * .
The lengths of patterns in A * are denoted as L m , m ∈ {1, ..., M * }, so the prior probability of selecting 
Combining (16) and (17) we have
The maximum likelihood of data is achieved when all points in the training set are classified correctly, and the likelihood is 1,
Combining (18) and (19) , the joint probability of S and A * obeys
Step 2: Lower Bound for P (S, ∅; θ). Next we bound the prior and likelihood for an empty set. The prior probability for selecting an empty set is
Therefore the joint probability of S and ∅ is:
Combine Steps 1 and 2. Now we use inequality in (13) , and substitute individual terms with (20) and (22), we get
For simplicity we define
. If M * ≤ λ M , the statement of the theorem holds trivially.
For the remainder of the proof we consider, if M > λ M , the left side of (23) becomes x M * M * ! and can be upper bounded by
where in the denominator we used
By the theorem's assumption, we have (24), using x λ M +1 < 1 to determine the direction of the inequality yields:
Now we compute the likelihood for the empty set BOA model. The empty set classifies all data points as
Combining (25) with (26) and also substituting x with its definition
. (27) Proof. (Of Theorem 2) Since the BOA-BetaBinomial and BOA-Poisson have the same likelihood model, the inequality (13) still holds and we can reuse the likelihood expressions (19) and (26) .
For an empty model, the likelihood is in (26) . The BOA-BetaBinomial prior for an empty set is
For the MAP solution A * , we define that there are M * l patterns selected from A
S for l ∈ {1, .., L}, and
The prior probability of selecting A * is
where we define
Now we apply the same inequality P (A * ; θ)P (S|A * ; θ) ≥ P (∅; θ)P (S|∅; θ) used for the proof for Theorem 1 and substituting in (19) , (26), (28) and (29) on individual terms, we find
We want to find a lower bound for g 2 (M * l ) for each l. To do this, we use
where we will trivially upper bound
To obtain this, we take the derivative of g 2 (M * l ) with respect to M * l , as follows:
since by the assumption of the theorem α l < β l , thus α l < |A
S |, which means each term in the summation is less than 0. Thus
. Therefore we can derive an inequality for each l:
Here, (35) follows because M * l ≤ |A
S |. Combining with (34), we have
Substituting in equation (26) and using α l < β l , we get
which holds for l ∈ {1...L}. Thus
Proof. (Of Theorem 3) For a pattern set A, we will show that if any pattern a z has support supp S (a z ) < C on data S, then A ∈ arg min
Assume pattern a z has support less than C and define A \z which has the z-th pattern removed from A:
Assume A consists of M rules, among which M l come from pool A
S of rules with length l, l ∈ {1, ...L}, and the z-th rule has length l so it is removed from A S . Define TP, FP, TN and FN to be the number of true positives, false positives, true negatives and false negatives in S given A. We now compute the likelihood for model A \z . The most extreme case is when pattern a z is an accurate rule that applies only to real positive data points and those data points satisfy only a z . Therefore once removing it, the number of true positives decreases by supp S (a z ) and the number of false negatives increases by supp S (a z ).
Step 1: Relate P (S|A \z ; θ) to P (S|A; θ).
where
Now we break down g 3 (TP, FP, TN, FN; α + , β + , α − , β − , supp S (a z )) to find a lower bound for it. The first two terms in (39) become
Equality holds in (40) when TP = |S + |, FP = 0. The last two terms in (39) become
Equality in (41) holds when TN = |S − |, FN = 0. Combining (39), (40) and (41), we obtain a lower bound
Following (38) ,
Step 2: Relate P (A \z ; θ) to P (A; θ). Since A \z consists of the same rules as A except missing one rule from A
[l ]
S , we multiply P (A \z ; θ) with 1 in disguise to relate it to P (A; θ). 
Step 3: Combine Step 1 and Step 2. Combining (42) and (43), the joint probability of S and A \z is bounded by P (S, A \z ; θ) = P (A \z ; θ)P (S|A \z , θ)
≥ min Step 1 is the same as in the proof for Theorem 3, we relate P (A \z ; θ) with P (A; θ). We multiply P (A \z ; θ) with 1 in disguise to relate it to P (A; θ):
where ( Then combining (42) with (46) , the joint probability of S and A \z is lower bounded by P (S, A \z ; θ) = P (A \z ; θ)P (S|A \z , θ) In order to get P (S, A \z ; θ) ≥ P (S, A; θ), we need 
Since ρ + , ρ − > 
where Λ F denotes the class of BOA models. |Λ F | can be computed by counting the number of patterns sets of different sizes up to M upper , which is in Theorem 1 and Theorem 2 for the two BOA models.
A S contains all patterns.
Combining (49), (50) and (51), we have R true (A) ≤ log P (S|A; ρ + , ρ − ) N log 
B Mobile Advertisement Datasets
The attributes of this data set include:
