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Este mtigo prop6e um pm·adigma pm·a o desenvolvimento de software distribuído, 
denominado Holoparadigma. O Holoparadigma possui urna semántica simples e distribuída. Senda 
assim, estimula a modelagem subliminar da distribuil;ao e sua explora9ao automática (distribuic;;ao 
implícita). A proposta é baseada em estudos relacionados com multiparadigma e m·quitetura de 
software. Inicialmente, o texto apresenta tópicos relacionados com a genese do paradigma. Logo 
após, discute-se sua semántica (Holosemántica), a distribuic;;ao e mobilidade no escapo do trabalho, 
o estilo arquitetonico proposto e os princípios de mna linguagem baseada no paradigma 
(Hololinguagem). Finalmente, aborda-se sua plataforma de desenvolvimento e execuc;;ao. 
Palavras-chave: Multiparadigma, Arquitetura de Software e Sistemas Distribuídos. 
Abstract 
This paper propases a development paradigm to distributed software, called Holoparadigm. 
Holoparadigm has a simple and distributed semantic. Therefore, it stimulates the subliminal 
modeling of the distribution and its automatic exploitation (implicit distribution). The proposal is 
based on multiparadigm and softwm·e architecture reseru.Thes. First of all, tapies related to genesis of 
paradigm are presented. After that, its semantic (Holosemantic), the distribution and mobility in the 
work's scope, the architecture style proposed and the principies of a language based on paradigm 
(Hololanguage) m·e discussed. Finally, a developement and execution plataform is described. 
Keywords: Multiparadigm, Software Architecture and Distributed Systems. 
1Professor na Universidade Católica de Pelotas (UCPel/RS), Tecnólogo em Processamento de Dados (UCPel/RS, 
1989), Engenheiro Eletricista (UCPel/RS , 1990), Especialista em Engenharia de Software (UCPel/RS, 1992), Mestre em 
Ciencia da Computa<;ao (UFRGS/RS, 1996), Doutorando cm Ciencia da Compula<;ao (UFRGS/RS, 2000). 
2Professor na Universidade Federal doRio Grande do Sul (UFRGS/RS), Engenheiro Mecánico (UFRGS/RS, 1978), 
Mcstrc cm Ciencia da Computa<;ao (UFRGS/RS, 1 986), Doutor cm Informática (Univcrsité Joscph Fouricr, Grcnohlc, 
Fran¡;a, 1991 ), Pós-doutorado em Informática (Université Joseph Fourier, Grenoble, Fran¡;a, 1996). 
1 lntrodu~ao 
Nos últimos anos o terna rnultiparadigrna vern senda pesquisado continuamente [PLA91, 
MUL95, NGK95, AMA96, CIA96, LEE97, ROY97, HAR98, HAR99, HOLOO]. Os pesquisadores 
deste tema propoem a cria~i.io de modelos de desenvolvimento de software através da integra~i.io de 
paradigmas básicos (principalmente, os paradigmas imperativo, ern lógica, funcional e orientado a 
objetos). Através desta proposta buscam dais objetivos, ou seja, a supera~ao das limita~oes de cada 
paradigma e a explora~i.io conjunta das suas caracteristicas consideradas benéficas. 
O paradigma imperativo dificulta a explora~ao automática do paralelismo. Este fato resulta do 
uso de comandos de controle e variáveis que suportam atribui~ao destrutiva. U m programa pode ter 
vários níveis de dependencias de dados e de controle. Por outro lado, os paradigmas nao 
convencionais possuern fontes implícitas e paralelismo, estimulando assirn sua explora~ao 
automática. Por exemplo, o paradigma em lógica suporta a explorac;;ao do paralelismo OU e 
paralelismo E [DUT99]. Por sua vez, o paradigma orientado a objetos permite a explorac;;i.io do 
paralelismo inter-objetos (entre objetos) e intra-objetos (entre métodos de urn objeto) [CIA96]. 
A integrac;;ao de paradigmas envolve a integrac;;ao de suas características. Em complemento, as 
caracteristicas de cada paradigma estilo relacionados com suas fontes de paralelismo implícito. 
Portanto, a integrac;;ao de paradigmas ocasiona a integrac;;ao de fontes de paralelismo. Surge assirn, o 
interesse no estudo da explorac;;ao automática de paralelismo no software multiparadigma [NGK95, 
CIA 96]. A amplia~i.io dos estudos nessa área conduz a considera~6es sobre sistemas distribuídos 
onde devern ser consideradas a rnobilidade [ROY97, IEE98, LAN98] , o uso de redes corno 
arquiteturas paralelas [JOU97, IEE98] e a heterogeneidade de hardware em redes [CAB97]. Atinge-
se assim, o interesse na cria~i.io de software distribuído com o uso de propostas multiparadigma 
[CIA96, ROY97, HAR98, HAR99]. 
Este artigo propoe o Holoparadigma (de forma resumida, Holo [HOLOO]). Halo é urn 
paradigma de software que possui uma semantica simples e distribuída. Este paradigma integra 
conceitos de paradigmas básicos e estimula a explora~i.io automática da distribui~i.io. Halo está 
senda desenvolvido no arnbito do projeto OPERA [OPEOO]. Este projeto iniciou suas atividades na 
Universidade Joseph Fourier (Grenoble/Franc;;a). Atualmente, encontra-se em desenvolvimento na 
Universidade Federal do Rio Grande do Sul (UFRGS) e na Universidade Católica de Pelotas 
(UCPel) urna rarnificac;;ao do OPERA. 
No ambito do OPERA/Brasil foram desenvolvidas diversas atividades visando a explorac;;ao 
do paralelimo implícito existente no paradigma em lógica. Entre os anos de 1997 e 1999, as 
atividades do OPERA forarn englobadas por urn projeto rnulti-institucional denominado APPELO 
[GEY 99, OPE 00]. As atividades do OPERA/APPELO servem de base e estímulo para a criac;;ao do 
Holoparadigma. O paradigma em lógica é um dos paradigmas integrados na proposta. 
O artigo está organizado ern nove sec;;oes. A segunda sec;;ao apresenta a genese do paradigma, 
ou seja, as principais considerac;;oes que motivaram sua criac;;ao. A sec;;ao tres descreve a semantica 
do Holo (Holosemantica). A qumta se~i.io é dedicada a distribui~i.io e mobilidade no paradigma. A 
sec;;ao cinco apresenta o estilo arquitet6nico proposto. A sexta sec;;ao descreve urna linguagern que 
implementa os conceitos do Halo (Hololinguagem). A sec;;ao sete apresenta a plataforma de 
desenvolvimento e execu~i.io. A oitava sec;;i.io discute trabalhos relacionados. Por sua vez, a sec;;i.io 
nove contérn conclusoes e trabalhos futuros. 
2 Genese do Holoparadigma 
A crias;ao do Holoparadigma pode ser percebida em tres níveis de temas (figura 2.1), ou seja: 
temas básicos, temas intermediários e tema final. Cada nível abrange os temas de pesquisa 
abordados durante a génese. O primeiro nível contém os temas básicos. Neste nível, cada par de 
temas origina um tema intermediário no próximo nível. Por sua vez, os temas intermediários servem 
de base para o surgimento do Holoparadigma. Essa ses;ao discute os dois primeiros níveis. 
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Figura 2.1 - Níveis da génese do Holoparadigma 
O paralelismo implícito propoe a detecs;ao automática do paralelismo e sua exploras;ao através 
de mecanismos inseridos no software básico dos sistemas computacionais. Diversos estudos 
mostram que a exploras;ao do paralelismo implícito em paradigmas nao convencionais é mais 
simples do que sua exploras;ao no paradigma imperativo [AZE99, DUT99, FER99]. Por sua vez, 
nos últimos anos os sistemas distribuídos tém recebido cada vez mais dedicas;ao tanto dos centros 
de pesquisa quanto das empresas. Entre os novos tópicos de pesquisa surgidos merecem destaque: 
uso de redes de computadores como arquiteturas paralelas [JOU97, IEE98], mobilidade de código e 
dados através das redes [ROY97, IEE98, LAN98] e tratamento da heterogeneidade de hardware nas 
redes de computadores [CAB97].Uma análise da situas;ao atual e das perspectivas futuras permite a 
previsao de que em breve os sistemas computacionais serao compostos por urna grande variedade 
de estas;oes de alto desempenho conectadas por redes de alta velocidade organizadas em topologías 
diversas. Neste contexto, torna-se interessante a unificas;ao dos temas paralelismo implícito e 
sistemas distribuídos em um tópico de pesquisa denominado distribuis;ao implícita (tema 
intermediário ). Este tópico busca a exploras;ao automática da distribuis;ao através de mecanismos 
inseridos no software básico. No ámbito da distribuis;ao implícita devem ser considerados temas que 
nao fazem parte dos estudos no paralelismo implícito, tais como, tratamento automático da 
mobilidade e heterogeneidade de hardware. 
O tema multiparadigma propoe a crias;ao de modelos de desenvolvimento de software através 
da integras;ao de paradigmas considerados básicos. Através dessa integras;ao busca-se a superas;ao 
das limitas;oes de cada paradigma e a exploras;ao das características consideradas benéficas. Além 
disso, na medida em que aumentam o tamanho e a complexidade do software, o projeto e a 
especificas;ao da estrutura dos sistemas tornam-se mais importantes do que a escolha de algoritmos 
e estruturas de dados [SHA96]. Entre os tópicos relacionados com o projeto estrutural de sistemas 
destacam-se: organizas;ao do sistema em componentes; protocolos de comunicas;ao, sincronizas;ao e 
acesso de dados; distribuis;ao física dos componentes; desempenho e evolus;ao dos sistemas. Neste 
contexto, surge a arquitetura de software [IEE95, GAR95, SHA96]. Este tema de pesquisa dedica-se 
a descris;ao de componentes, as interas;oes entre eles e os padr5es que guiam sua composis;ao. 
Existe urna interessante distins;ao entre os temas de pesquisa multiparadigma e arquitetura de 
software. A maioria das propostas relacionadas com o tema multiparadigma surgem na comunidade 
que pesquisa linguagens de programas;ao [NGK95, CIA96, LEE97]. Por outro lado, as propostas de 
arquitetura de software surgem na comunidade que pesquisa engenharia de software [SHA95, 
VRA95, ZAV96]. Ambos os temas de pesquisa dedicam-se ao desenvolvimento de software. No 
entanto, tratam de níveis diferentes de abstras;ao. A arquitetura enfoca a modelagem, posicionando-
se assim em um alto nível de abstras;ao. Por sua vez, as linguagens encontram-se em um baixo nível, 
pois enfocam a implementas;ao. Ambos podem ser unidos em urna única abordagem de pesquisa 
dedicada a crias;ao de novos paradigmas de software (tema intermediário). Um paradigma orienta 
todo o desenvolvimento de software, desde a modelagem até a implementas;ao. A semántica do 
paradigma deve permear todos os instrumentos a serem utilizados na crias;ao de sistemas 
computacionais. A unificas;ao dos temas de pesquisa no nível intermediário conduz a crias;ao do 
Holoparadigma. As próximas ses;oes sao dedicadas a sua descris;ao. 
3 Holosemantica 
A semántica do Holo é denominada Holosemántica. A Holosemántica estabelece a utilizas;ao 
de duas unidades de modelagem, ou seja: 
• Unidade de Existencia - Ente: toda existencia é modelada através de um ente; 
• Unidade de Informa..;ao - Símbolo: toda informas;ao é modelada através de símbolos. 
A modelagem em Holo utiliza somente essas unidades. Sendo assim, torna-se simples a 
crias;ao e compreensao dos modelos computacionais. O principal objetivo da Holosemántica é o 
estímulo a exploras;ao automática da distribuis;ao (distribuis;ao implícita). A figura 3.1 mostra urna 
representas;ao da semántica do Holo. 
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Figura 3.1 -Holosemfmtica aplicada a modelagem 
O ente é a principal abstras;ao do Holoparadigma. Existem dois tipos de entes: 
• Ente Elementar: ente atómico que nao possui níveis de composis;ao; 
• Ente Composto: ente formado pela composis;ao de outros entes. Nao existe limite para 
níveis de composis;ao. 
Um ente elementar (figura 3.2a) é organizado em tres partes: Interface, Comportamento e 
História. A interface descreve suas possíveis relas;oes com os demais entes. O comportamento 
contém as;oes que implementam sua funcionalidade. Por sua vez, a história é um espas;o de 
armazenamento compartilhado no interior de um ente. 
Um ente composto (figura 3.2b) possui a mesma organizas;ao, no entanto, suporta a existencia 
de outros entes na sua composis;ao (entes componentes). Cada ente possui urna história. A história 
fica encapsulada no ente e, no caso dos entes compostos, é compartilhada pelos entes componentes. 
Os entes componentes participam do desenvolvimento da história compartilhada e sofrem os 
reflexos das mudans;as históricas. Sendo assim, podem existir vários níveis de encapsulamento da 
história. Os entes acessam somente a história no seu nível. A figura 3.2c mostra um ente composto 
de tres níveis e exemplifica os níveis de encapsulamento da história. 
Um ente elementar assemelha-se a um objeto do paradigma orientado a objetos. Do ponto de 
vista estrutural, a principal diferens;a consiste na história, a qual atua como urna forma alternativa de 
comunicas;ao e sincronizas;ao. Além disso, existe maior enfoque na composis;ao e suporte implícito 
da mobilidade. Um ente composto assemelha-se a um grupo [BIR93]. Neste caso, a história atua 
como um espas;o compartilhado vinculado ao grupo. 
O símbolo é o átomo de informas;ao no Holoparadigma. Os símbolos sao utilizados para 
descris;ao dos entes (símbolo existencial) e de suas relas;oes (símbolo relacional). O 
Holoparadigma prop5e a utilizas;ao do processamento simbólico como a base para o tratamento de 
informas;oes. Essa característica é herdada do paradigma em lógica. Neste sentido, a variávellógica 
e o casamento de padr5es através da unificas;ao sao consideradas a base do tratamento de símbolos. 
Figura 3.2a- Ente Elementar Figura 3.2b- Ente Composto Figura 3.2c- Exemplo de composigao (3 níveis) 
4 Distribuic;ao e mobilidade 
O Holoparadigma busca a distribuis;ao implícita através da Holosemantica. Neste escapo, um 
ente pode assumir dois estados de distribui<;ao: 
• Centralizado: um ente está centralizado quando localiza-se em apenas um nodo de um 
sistema distribuído. Entes elementares estao sempre centralizados. Um ente composto está 
centralizado se todos os seus entes componentes estao centralizados; 
• Distribuído: um ente está distribuído quando localiza-se em mais de um nodo de um 
sistema distribuído. Entes elementares nao podem estar distribuídos. Um ente composto 
está distribuído se os entes componentes estao distribuídos. 
A figura 4.1 exemplifica urna possível distribuis;ao para o ente apresentado na figura 3.2c. O 
ente encontra-se distribuído em dois nodos da arquitetura distribuída. A história de um ente 
distribuído é denominada história distribuída. A distribuis;ao da história é baseada em técnicas de 
memória compartilhada distribuída [PR099]. 
Nivel O 
Figura 4.1 - Ente distribuído 
A mobilidade [ROY97, IEE98, LAN98] é a capacidade que permite o deslocamento de um 
ente. No ambito do Holoparadigma existem dois tipos de mobilidade: 
• Mobilidade Lógica: a mobilidade lógica relaciona-se com o deslocamento a nível de 
modelagem, ou seja, sem consideras;6es sobre a plataforma de execus;ao. Neste contexto, 
um ente se move quando cruza urna ou mais fronteiras de entes; 
• Mobilidade Física: a mobilidade física relaciona-se com o deslocamento entre nodos de 
urna arquitetura distribuída. Neste contexto, um ente se move quando desloca-se de um 
nodo para outro. 
A figura 4.2a exemplifica urna possível mobilidade lógica no interior do ente apresentado na 
figura 3.2c. Conforme exemplificado, após o deslocamento, o ente móvel nao possui mais acesso a 
história do ente origem. No entanto, passa a ter acesso a história do ente destino. Neste caso, 
somente acorrerá mobilidade física se os entes origem e destino estiverem alocados em diferentes 
nodos de urna arquitetura distribuída. As mobilidades lógica e física sao independentes. A 
ocorréncia de um tipo de deslocamento nao implica na ocorréncia do outro. Merece atens;ao o caso 
da mobilidade física nao implicar obrigatoriamente na mobilidade lógica. Considere-se o ente 
distribuído mostrado na figura 4.1. Se o ente elementar localizado no nível um, realizar um 
deslocamento físico conforme mostrado na figura 4.2b, nao haverá mobilidade lógica apesar de ter 
acorrido mobilidade física. Neste caso, o ente movido continua com a mesma visao da história 
(suportada pela memória compartilhada distribuída). 
5 Estilo Arquitetonico 
Um estilo arquitetónico define um padrao organizacional para o software [IEE95, GAR95, 
SHA96]. Shaw e Garlan [SHA96] discutem os estilos mais comumente utilizados. Neste contexto 
destaca-se o estilo denominado repositório. Neste estilo existem dois tipos de componentes, ou 
seja: urna estrutura de dados central que representa o estado corrente e urna coles;ao de componentes 
independentes que operam no armazenamento central. 
Figura 4.2a- Mobilidade lógica Figura 4.2b- Mobilidade física sem mobilidade lógica 
A interac;ao entre o repositório e os componentes pode variar de forma significativa. Se o 
estado corrente do repositório é a principal fonte de controle dos componentes, o repositório pode 
ser um blackboard [VRA95]. Este estilo é composto de tres partes (figura S. la): 
• Fontes de conhecimento (Knowledge Sources - KS): componentes da aplicac;ao que 
interagem ( comunicac;ao e sincronismo) somente a través do armazenamento central; 
• Armazenamento Central (Blackboard): armazena o estado da resoluc;ao do problema; 
• Controle: Controla o blackboard fazendo com que os KSs respondam a suas alterac;oes. 
Figura 5.1a- Modelo Blackboard Figura 5.1 b- Estilo Arquitetónico do Holo 
} lnvoca~rao Explícita 
} lnvoca~rao Implícita 
} 8/ackboard 
Este estilo é baseado na invoca..;ao implícita, ou seja, os componentes anunciam eventos 
através do blackboard. Neste caso, os componentes podem registrar seu interesse em um 
determinado evento. Sendo assim, quando um evento é anunciado, o controle invoca os KSs que 
aguardavam o anúncio. O anúncio pode invocar de forma implícita vários KSs. 
A implementac;ao do Holoparadigma depende da escolha de um estilo arquitetónico que 
suporte de forma adequada suas principais abstrac;oes. A organizac;ao de um ente composto 
assemelha-se a forma como os respositórios sao organizados, ou seja, vários componentes que 
compartilham um armazenamento. N este caso, os componentes sao entes e o repositório é a história. 
Em Holo, a história nao serve apenas para armazenamento de informac;oes compartilhadas. Parte do 
controle dos entes é responsabilidade da história. Essa característica é obtida com a utilizac;ao do 
estilo blackboard (invocac;ao implícita). Existem várias limitac;oes estabelecidas pelo uso da 
invocac;ao implícita [SHA96]. O uso da invocac;ao explícita conjuntamente com a invocac;ao 
implícita é salientando como urna soluc;ao para essas limitac;oes. Em Holo ambos os estilos de 
invocac;ao sao utililizados. Os entes influenciam outros entes através da história (invocac;ao 
implícita), mas também podem trocar informac;oes diretamente (invocac;ao explícita). O estilo do 
Holoparadigma é mostrado na figura S. lb. 
6 Hololinguagem 
A Hololinguagern (de forma resumida, Hola) é urna linguagern de prograrna9ao que 
implementa os conceitos propostos pelo Holoparadigma. Um programa em Halo é composto de 
descri~oes de entes (beings). A descri~ao de um ente é composta de duas partes: cabe~alho e carpo. 
Por sua vez, o carpo é organizado em cinco partes: creation, intefjáce, behavior, history e 
extinction. A figura 6.la mostra a organiza9ao de um being. 
being <rwme> inherit ( <nome>( <selertlo> ), .. ,<rwme>( <selerao> )) 
t 
creation 
,1ciJes automaticamente executadas na criacdo de um ente; 
interface 
C"'aheralho d{/s a~·cies que podem ser aces.md{ls por outros entes; 
behavior 
Arñes que descrevem a.funcionafidade de um eme; 
) 
history 
Arnucenamento mmpwtilhodo pelas arDes e emes componentes; 
} 
extinction 
A rOes automatícnrnente executndns na e.ttínrao de tmr ente: 
l'igura 6.la- Estrutura de um ente na linguagcm Holo 
programa -----:> ~ntc 1 ente programa 
ente --> cabe,alho carpo 
cab"'alho --> being <nome> 1 being <nome> inherit ( heran,a ) 
heranqa--> <nome> ( seleqao ) 1 <nome> ( seleqao ) , heran9a 
op<;iio 4 creation 1 interface 1 behavior 1 history 1 extinction 
corpo 4 criac;ft.o interface comportamcnto hist6ria cxtinc;Iio 
cria,ao --> e 1 crcation [ a.;oes } 
imerface--> interface [ ''Cabe¡-alhu de""'" a¡-ao" } 
cornpo1ta mento 4 beh•nior ( a9óes } 
história 4 history ( "Programa em TAir;ica") 
ex ti n<;ao 4 >: 1 extinction { ac;<>e" } 
39ilo--> ''A¡-ao lágica" 
1 ",1cdo lmperatim" 
1 ",1cdo Modular Lúgica " 
1 ",1cdo Modular Imperativa " 
1 ''ArUo Modular Multip{lradigma" 
Figura 6.1 h- Gramática "implificada da linguagcm Holo 
O cabe~alho contém o nome do being e urna descri~ao das heran9as. Holo utiliza heran9a 
múltipla seletiva. Um ente pode herdar de outros entes quaisquer urna de suas partes (por exemplo, 
intefjáce, behavior ou hístory de entes diferentes). No entanto, urna parte pode ser herdada de 
apenas um ente (por exemplo, a behavior nao pode ser herdada de dais entes). Na creation sao 
colocadas as a~6es que serao automaticamente executadas no momento de crias;ao de um ente. Na 
intefjáce sao inseridos os cabe9alhos das a~oes que podem ser acessadas por outros entes. Na 
behavior sao descritas as a96es que suportam a funcionalidade de um ente. Urna a9ao somente pode 
constar na interface se existe na behavior. A history é urna área de memória compartilhada pelas 
a96es descritas na behavior e pelos entes componentes. Nessa área sao arrnazenadas inforrna96es no 
formato de lógica, ou seja, predicados lógicos no formato Prolog. Por sua vez, a extinction contém 
a~6es que serao executadas no momento da extin~ao de um ente. A creation e a extinction sao 
opcionais. A nível organizacional um being nao explicita seu tipo, ou seja, elementar ou cornposto. 
Essa é urna característica que varia durante a execu~ao e sofre influéncia da mobilidade. 
Em Holo existem cinco tipos de a~6es, ou seja: a~6es lógicas (logic actions - LA), a~6es 
imperativas (imperative actions - lA), a96es lógicas modulares (modular logíc actions - MLA), 
a96es imperativas modulares (modular imperative actions - MIA) e a~oes multiparadigma 
modulares (nwdular multiparadignt actions- MMA). As LAs sao implementadas coma utiliza~ao 
de predicados lógicos. As lAs utilizam comandos imperativos adaptados para o Holo (mobilidade, 
acesso a história, envio e recebimento de mensagens). As MLAs e MIAs implementam módulos 
contendo a~6es lógicas e imperativas. Finalmente, as MMAs suportam módulos contendo a~6es 
lógicas e imperativas integradas. A figura 6.l.b mostra urna versao simplificada da gramática da 
Hololinguagem. A figura abstrai a descri<;ao das as;oes e o corpo da interface e history (colocadas 
entre aspas). 
7 Plataformas de desenvolvimento e execm;;ao 
Urna plataforma é um conjunto de software e hardware que suporta o desenvolvimento e a 
execus;ao de sistemas computacionais. A figura 7.1 a presenta a organizas;ao da plataforma do 
Holoparadigma (Holoplataforma). A Holoplataforma é composta de duas partes, ou seja: 
• Plataforma de desenvolvimento: conjunto de ferramentas de software utilizadas na 
construs;ao dos sistemas computacionais (ferramenta CASE e compilador); 
• Plataforma de execu~ao: conjunto de hardware e software utilizado como suporte a 
execus;ao de programas. A camada de software que interage como hardware é denominada 
ambiente de execu~ao. 
As abstras;oes propostas pelo Holoparadigma sao independentes de hardware. No entanto, 
existe urna orientas;ao do paradigma para as arquiteturas distribuídas. Quando o hardware for 
distribuído, as duas principais características a serem exploradas sao: 
• Suporte a mobilidade: o código virtual cría urna camada de abstras;ao que facilita o 
tratamento da mobilidade dos entes; 
• Suporte a DSM hierárquica e dinamica: a distribuis;ao envolve o compartilhamento de 
armazenamento (história) entre entes localizados em nodos diferentes. Existem vários 
níveis de história (hierárquica) e adaptas;ao a mobilidade durante a execus;ao (dinámica). 
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Figura 7.1 - Holoplataforma 
Placer [PLA91] e Muller et al [MUL95] apresentam resumas da evolus;ao dos trabalhos de 
pesquisa multiparadigma. Em ambos os textos destaca-se o interesse da comunidade científica na 
crias;ao de um modelo multiparadigma ideal que unifique os avans;os introduzidos pelos paradigmas 
básicos. Por sua vez, Ng e Luk [NGK95] apresentam urna interessante tabela que compara vinte e 
tres propostas multiparadigma. Conforme salientado por Placer, grande parte do esfors;o dedicado a 
pesquisa multiparadigma enfoca a integras;ao entre dois paradigmas básicos. Entre os primeiros 
trabalhos que seguiram essa tendencia destacam-se as propostas de integras;ao dos paradigmas em 
lógica e funcional. Hanus [HAN94] apresenta os conceitos básicos envolvidos na integras;ao desses 
paradigmas. Além disso, o texto descreve várias propostas para uso conjunto da lógica e funs;oes. 
Neste escapo, merecem destaque ainda os trabalhos de Chakravarty e Lock [CHA97] e Hanus 
[HAN97]. 
Bugliesi et al [BUG94] apresentam os esfors;os da comunidade científica em aplicar no 
paradigma em lógica os conceitos de modularidade. A modularizas;ao soluciona urna das principais 
limitas;oes do paradigma em lógica, ou seja, a falta de estrutura para desenvolvimento organizado de 
grandes sistemas. O surgimento do paradigma orientado a objetos fez com que a comunidade 
científica percebe-se a possibilidade de sua integras;ao com o paradigma em lógica. Davison 
[DA V93] apresenta um estudo sobre a integras;ao desses paradigmas destacando as motivas;oes, 
técnicas e modelos propostos. Wegner [WEG93] apresenta urna análise dos problemas existente na 
integras;ao objetos/lógica. Amandi e Price [AMA 96] prop5em a aplicas;ao dessa integras;ao na 
crias;ao de agentes. Por sua vez, Lee e Pun [LEE97] criam urna metodologia (OLI) que suporta a 
modelagem de sistemas com a aplicas;ao conjunta de lógica e objetos. 
Merecem destaque ainda, os esfors;os para o desenvolvimento de sistemas distribuídos 
baseados em modelos multiparadigma. Ciampolini et at [CIA96] descrevem urna proposta para 
crias;ao de objetos lógicos distribuídos (DLO). Por sua vez, o modelo ¡+ [NGK95] suporta a 
distribuis;ao de objetos que possuem métodos implementados com funs;oes ou predicados lógicos. 
Além disso, o modelo multiparadigma Oz [SM095] serve de base para crias;ao de urna plataforma 
distribuída denominada Mozart [ROY97, HAR98, HAR99]. 
A tabela 8.1 compara seis propostas multiparadigma (I+,OWB, DLO, OLI, Mozart e Holo). A 
tabela está organizada em quatro colunas: nome da proposta, paradigmas integrados, sistema de 
distribuis;ao e estilo utilizado na integras;ao. 
a e a -Tbl s1 e d 1 ompara¡;;ao entre mo e os mu tlpara 1gma 
Modelo Paradigmas integrados Distribuh;ao Estilo 
¡+ Objetos, Lógica e Funcional Objetos distribuídos Programa¡;;ao declarativa orientada a objetos, ou seja, 
[NGK95} especificac,;ao de objetos através da lógica ou func,;oes 
OWB Objetos e Lógica Nao enfoca Suporte a cria¡;;ao de agentes através da inser¡;;ao de lógica 
[AMA96} em objetos (nova classe LogicKnowledge) 
DLO Objetos e Lógica Objetos distribuídos Processos organizados em Objetos Lógicos 
[CIA96} implementados através de Cláusulas de Múltiplas Cabec,;as 
OLI Objetos e Lógica Nao enfoca Mapeamento de Objeto-+ Lógica (classe Pterm) e 
[LEE97} Lógica-+ Objeto (Enriched Herbrand Universe) 
Mozart Objetos, Lógica e Funcional Objetos distribuídos Tarefas conectadas através de um armazenamento 
[HAR98} compartilhado (constraint store) 
Rolo Objetos, Lógica e Imperativo Entes distribuídos Entes organizados em níveis hierárquicos e 
[HOLOO] comunica¡;;ao/sincroniza¡;;ao implícita (blackboard lógico) 
e explícita (mensagens) 
9 Conclusao 
Este artigo prop5e um paradigma para o desenvolvimento de software distribuído, 
denominado Holoparadigma. O paradigma possui urna semantica simples e distribuída. Sendo 
assim, estimula-se a modelagem subliminar da distribuis;ao e sua exploras;ao automática 
(distribuis;ao implícita). Destacam-se como pnnc1pa1s conclus5es surgidas durante o 
desenvolvimento do Holoparadigma: 
• a exploras;ao automática da distribuis;ao é estimulada com a utilizas;ao de um paradigma de 
desenvolvimento que possua urna semantica distribuída; 
• os temas multiparadigma e arquitetura de software podem ser integrados para a crias;ao de 
novos paradigmas de desenvolvimento de software; 
• a utilizas;ao de memória distribuída compartilhada permite a implementas;ao da história 
distribuída. No entanto, os níveis de composis;ao e a mobilidade necessitam de memória 
compartilhada hierárquica e dinamica; 
• as mobilidades lógica e física sao independentes e podem ser tratadas de forma distinta; 
• a utilizas;ao conjunta das invocas;oes implícita e explícita cria um estilo arquitetónico que 
permite a implementas;ao das principais abstras;oes (ente e história) propostas pelo 
Holoparadigma. 
Futuros trabalhos poderao aperfeir;oar a proposta. Durante o des en vol vimento do paradigma 
foi detectada uma analogia da organizar;ao em níveis dos entes com a organizar;ao hierárquica de 
arquiteturas distribuídas. Essa analogia deve ser pesquisada e formalizada com o intuito de 
aperfeir;oamento do mapeamento dos entes em nodos de sistemas distribuídos. Em complemento, 
deverá ser criado um ambiente de execur;ao que suporte os conceitos introduzidos pelo Holo, 
principalmente, mobilidades lógica e física independentes e memória distribuída compartilhada 
dinamica e com níveis hierárquicos. Por sua vez, a Hololinguagem deve ser aperfeir;oada através da 
inserr;ao do paradigma funcional e melhorias no compilador. 
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