Institutional investors usually employ mean-variance analysis to determine optimal portfolio weights. Almost immediately upon implementation, however, the portfolio's weights become sub-optimal as changes in asset prices cause the portfolio to drift away from the optimal targets. In an idealized world without transaction costs investors would rebalance continually to the optimal weights. In the presence of transaction costs investors must balance the cost of sub-optimality with the cost of restoring the optimal weights. We apply a quadratic heuristic to address the asset weight drift problem, and we compare it to a dynamic programming solution as well as to standard industry heuristics. Our tests reveal that the quadratic heuristic provides solutions that are remarkably close to the dynamic programming solutions for those cases in which dynamic programming is feasible and far superior to solutions based on standard industry heuristics. In the case of five assets, in fact, it performs better than dynamic programming due to approximations required to implement the dynamic programming algorithm. Moreover, unlike the dynamic programming solution, the quadratic heuristic is scalable to as many as several hundreds assets.
Introduction
Institutional investors usually employ mean-variance analysis to determine optimal portfolio weights. Almost immediately upon implementation, however, the portfolio's weights become sub-optimal as changes in asset prices cause the portfolio to drift away from the optimal targets. In an idealized world without transaction costs investors would rebalance continually to the optimal weights. In the presence of transaction costs investors must trade off the cost of sub-optimality with the cost of restoring the optimal weights. Most investors employ heuristics that rebalance the portfolio as a function of the passage of time or the size of the misallocation. Sun et al. (2006) employ dynamic programming to determine optimal rebalancing rules, and they demonstrate that their approach is significantly superior to standard industry heuristics.
Their approach is seriously limited, however, because it does not scale beyond a few assets. It suffers from the curse of dimensionality. Markowitz and van Dijk (2004) present a quadratic heuristic for rebalancing a portfolio to capture shifting views about the mean returns of portfolio assets. It has been shown previously that we can closely approximate a variety of utility functions with quadratic functions (see, for example: Levy and Markowtiz, 1979 , Kroll, Levy and Markowtiz, 1984 , Cremers, Kritzman and Page, 2003 , Cremers, Kritzman and Page, 2005 .
We adapt the Markowitz-van Dijk heuristic to address the asset weight drift problem, and we compare its solution to the unscalable dynamic programming solution as well as to solutions based on standard industry heuristics. Our tests reveal that the Markowitz-van Dijk heuristic provides solutions that are remarkably close to the dynamic programming solutions for those cases in which dynamic programming is feasible and far superior to solutions based on standard industry heuristics. In the case of five or more assets, in fact, it performs better than dynamic programming due approximations required to implement the dynamic programming algorithm. Moreover, unlike the dynamic programming solution, the Markowitz-van Dijk heuristic is scalable to as many as several hundred assets.
The General Portfolio Rebalancing Problem
We begin by assuming an investor with log-wealth utility wishes to select a set of portfolio weights that maximize expected utility over a forthcoming period. The expected utility E(U) of the portfolio is written as the weighted sum of the n security expected returns under m scenarios, each with associated p probability and denoted E(U*). With the passage of time asset prices change, and X deviates from X opt resulting in a loss of expected utility. Following Samuelson (2003) , for a given sub-optimal E(U) we quantify the loss in expected utility as the certainty equivalent cost (CEC), which for the log wealth investor is given by:
Doing so conveniently converts the portfolio's sub-optimality cost into monetary units that are directly comparable to transaction costs.
The transaction costs (TC) at period t are written as
where C is the cost of trading security j from the previous weights to the new weights .
The general portfolio rebalancing problem is therefore to minimize the combined costs associated with deviations from opt X as defined in (2) while also minimizing transaction costs as defined in (3). It is a multi-period problem, which is solved recursively.
The Dynamic Programming Solution
Bellman (1952) In our experiments we use a 28-processor grid computing platform. Grid computing relies on parallel processing to allocate process execution efficiently, thus enabling faster processing of large-scale computation problems. Even with access to a grid computer, deriving the optimal decisions associated with a 10 asset portfolio and a choice of 1% granularity is computationally intractable. On a regular workstation, for example, the computing time required to solve this problem would be nearly 12,000
times of times the age of the universe.
The Markowitz and van Dijk Heuristic
Table1 underscores the limitations of dynamic programming when we wish to consider more than a few assets. Markowitz and van Dijk (2004) propose an alternative approach for determining optimal rebalancing rules. Although they apply their heuristic to account for changing means in asset returns, we adapt it to address the asset weight drift problem.
As with the dynamic programming approach, we wish to minimize the combined costs of sub-optimality and rebalancing, taking into account the current period's costs as well as the discounted expected costs of future choices. However, we replace in (4) by a quadratic function of the current and optimal portfolio weights.
In general, a quadratic approximation Q to
has the following form:
To simplify our experiments, however, we conjecture that Q is separable and is minimized by the target portfolio, so that
The cost function (4) then becomes
We assume all d i s have the same value. To determine this value we use Monte Carlo simulations. We generate 200 possible incoming portfolios given the expected returns, variances, and covariances of the component assets of the initial optimal portfolio along with its weights. For a given coefficient d, we solve for a new portfolio for each of the incoming portfolios such that we minimize cost as defined in 7 3 . Given these new portfolios, we again apply Monte Carlo simulation to generate a new set of 200 incoming portfolios, and we solve for 200 cost-minimizing new portfolios. We proceed forward through 12 periods and accumulate the costs. We then calculate a figure of merit by taking the average of the 200 cumulative costs.
Next we select a new value for the coefficient d and repeat the process. We proceed in this fashion using a mesh approach to select new coefficients. We start with a relatively coarse mesh and gradually refine its granularity until we identify the coefficient which produces the best figure of merit. Computational intensity, which is low to begin with, remains manageable as we add more assets 4 .
Results
We test the relative efficacy of dynamic programming and the MvD heuristic with data on domestic equities, domestic fixed income, non-US equities, non-US fixed income, and emerging market equities. For these portfolios the expected portfolio return is ' 
is the set of expected returns on the n assets, ij σ is the covariance between assets i and j, and is the covariance matrix ( Table 2 shows our returns, standard deviations, and transaction cost assumptions.
[Insert Table 2 here] To estimate expected returns we solve for the implied returns under the assumption that the allocations in Table 4 are optimal under mean-variance utility and a fully invested budget constraint:
Here λ is the risk aversion parameter (7.5) and 1 is a vector of ones. We thus calculate the implied returns as follows: Table 3 here] We use domestic stocks and domestic fixed income for the two-asset case. We add non-US equities for the three-asset case, non-US fixed income for the four-asset case, and emerging market equities for the five-asset case. Table 4 shows the assumed optimal portfolio weights, which as stated before are optimal under the standard mean-variance utility function. We use mean-variance optimality for illustrative purposes. We could just as well substitute optimal weights based on other descriptions of expected utility.
[Insert Table 4 here]
We assume that we have a two-year investment horizon over which we wish to minimize the aggregate total cost; that is, the cumulative sum of trading costs and suboptimality costs. For the calendar heuristics, we fully rebalance the portfolio at predetermined time intervals. For the tolerance band heuristics, we fully rebalance the portfolio when asset weights breach pre-determined thresholds. Although we cannot extend the dynamic programming algorithm beyond five assets, we test the MvD heuristic and the other heuristics for portfolios of 10, 25, 50, and 100 assets using individual stocks, which are listed in the appendix. Table 5 summarizes the results. It shows that the MvD heuristic performs quite well compared to the dynamic programming solution for the two asset case and substantially better than other heuristics. As we increase the number of assets we find that the advantage of dynamic programming over the MvD heuristic shrinks and is reversed at five assets. We are not able to apply dynamic programming beyond five assets, but we are able to extend the MvD heuristic up to 100 assets. We find that the MvD heuristic reduces total costs relative to all of the other heuristics by substantial amounts. In the appendix we present a more detailed cost analysis that partitions costs into trading and sub-optimality components.
[Insert Table 5 here]
Although the performance of the MvD heuristic improves relative to the dynamic programming solution as more assets are added, this improvement reflects a growing reliance on approximation for the dynamic programming approach. For the two-asset case the dynamic programming solution searches within an interval of plus or minus 5%
around the optimal portfolio, and divides this range into 5,000 units. For greater than two assets, the search is confined to plus or minus 3% around the optimal portfolio, and this space is divided into increasingly coarser units, as shown in Table 6 .
[Insert Table 6 here]
We have no way of knowing how well the MvD heuristic would track the ideal but unobtainable dynamic programming solution, but we are encouraged that its advantage over the next best heuristic increases as we add more assets. Moreover, we would not know ex ante which heuristic is the next best; hence a fairer assessment of the relative efficacy of the MvD heuristic might be to compare it to the average result of the other heuristics.
Part V. Conclusion
Portfolio allocations drift from their optimal weights as prices shift. Most investors employ naïve heuristics to rebalance their portfolios. We describe how dynamic programming can be used to identify an optimal rebalancing schedule, which significantly reduces rebalancing and sub-optimality costs compared to naïve heuristics.
Unfortunately the curse of dimensionality prevents us from applying dynamic programming to more than a few assets. As an alternative we examine the efficacy of a more sophisticated heuristic called the MvD heuristic, which scales up to several hundred assets. Our tests show that the MvD heuristic performs almost as well as dynamic programming for up to four assets and better than dynamic programming for five assets.
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Appendix Table A1 shows the securities used to create the stock portfolios for the 10, 25, 50, and 100 asset cases. For example, the first 10 securities in column one constitute the 10 asset portfolio, and the securities in the first column constitute the 25 asset portfolio.
We determine the risks and correlations of the securities in Table A1 
