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System development PBL is performed at many information system university. Some PBLs continue for
several years and their project members may be changed. In such PBLs, students who handover the project
spend a lot of time to read source code in the project. The purpose of this study is to support students
to handover the project. As approach of this purpose, we suggest using the identier mixed Japanese with
English, and develop a tool to support naming. In this paper, we did a preliminary experiment to evaluate
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A B A B
グループ A
被験者 1 25 30 7 3
被験者 2 30 27 10 3
グループ B
被験者 3 30 22 6 2
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* @author b1013130 熊 谷 優 斗
*/
public class Unigram {
private HashMap <String , Integer > frequencyMap;
private int totalCount;
public Unigram () {
frequencyMap = new HashMap <String , Integer >();
}
public Unigram(ArrayList <String > text){
frequencyMap = new HashMap <String , Integer >();
totalCount = 0;




private void initializeUnigram(String sentence) {




private String [] splitSentenceBySpace(String sentence ){
String [] splitedSentence = sentence.split(" ");
return splitedSentence;
}
private void addTotalCount(String [] words){
totalCount = totalCount + words.length;
}
private void countWordsFrequency(String [] words){








private boolean isWordAppeardNotYet(String searchWord ){
i f (getFrequency(searchWord) == 0){
return true;
} else {
return fa l se ;
}
}
private void registerNewWord(String word){
frequencyMap.put(word , 1);
}
private void countUpWordFrequency(String word){
int frequencySoFar = frequencyMap.get(word);
frequencyMap.put(word , frequencySoFar +1);
}
public int getTotalCount () {
return totalCount;
}
public int getCardinality () {
return frequencyMap.keySet (). size ();
}
public int getFrequency(String searchWord) {






public stat ic Unigram add(Unigram u1, Unigram u2) {
Unigram newUnigram = new Unigram ();
newUnigram.addTwoUnigramFrequency(u1 , newUnigram );
newUnigram.addTwoUnigramFrequency(u2 , newUnigram );
newUnigram.totalCount = u1.totalCount + u2.totalCount;
return newUnigram;
}
private void addTwoUnigramFrequency(Unigram oldUnigram , Unigram newUnigram ){
for (Map.Entry <String , Integer > Item : oldUnigram.frequencyMap.entrySet ()) {
String word = Item.getKey ();
int frequency = Item.getValue ();
i f (newUnigram.isWordAppeardNotYet(word )){
newUnigram.registerNewWord(word , frequency );
} else {





private void registerNewWord(String word , int frequency ){
frequencyMap.put(word , frequency );
}
private void addTwoFrequency(String word , int frequency1 , int frequency2) {
frequencyMap.put(word , frequency1+frequency2 );
}
public stat ic void printWordTable(ArrayList <Unigram > unigramAry) {
HashSet <String > wordsSet = Unigram.createAllWordsSet(unigramAry );
String [] sortedWordsArray = Unigram.createSortedWordsArrayByWordsSet(wordsSet );
String row = "";
for (String word : sortedWordsArray ){




public stat ic HashSet <String > createAllWordsSet(ArrayList <Unigram > UnigramAry ){
HashSet <String > wordsSet = new HashSet <String >();
for( int i=0; i<UnigramAry.size (); i++){
for (Map.Entry <String , Integer > Item : UnigramAry.get(i). frequencyMap.
entrySet ()) {






public stat ic String [] createSortedWordsArrayByWordsSet(HashSet <String > wordsSet
){




public stat ic String createRowOfTable(ArrayList <Unigram > unigramAry , String word
){
String row = word;
for( int i=0; i<unigramAry.size (); i++){






package プ ロ グ ラ ム B;
import java.util .*;
/**
* @author b1013130 熊 谷 優 斗
*/
public class ユ ニ グ ラ ム {
private HashMap <String , Integer > 出 現 回 数 マ ッ プ;
private int 総 語 数;
public ユ ニ グ ラム() {
出 現 回 数 マ ッ プ = new HashMap <String , Integer >();
}
public ユ ニ グ ラ ム( ArrayList <String > テ キ スト){
出 現 回 数 マ ッ プ = new HashMap <String , Integer >();
総 語 数 = 0;
for( int i=0; i<テ キ ス ト. size (); i++){
ユ ニ グ ラ ム を 初 期 化( テ キ ス ト. get(i));
}
}
private void ユ ニ グ ラ ム を 初 期 化( String セ ン テ ン ス) {
String [] 単 語 一 覧 = セ ン テ ン ス を 空 白 文 字 ご と に 分 割( セ ン テ ンス);
総 語 数 を 加 算( 単 語 一覧);
単 語 の 出 現 回 数 を 数 え る( 単 語 一覧);
}
private String [] セ ン テ ン ス を 空 白 文 字 ご と に 分 割( String セ ン テ ンス){
String [] 分 割 済 み セ ン テ ン ス = セ ン テ ン ス. split(" ");
return 分 割 済 み セ ン テ ン ス;
}
private void 総 語 数 を 加 算( String [] 単 語 一覧){
総 語 数 = 総 語 数 + 単 語 一 覧. length;
}
private void 単 語 の 出 現 回 数 を 数 え る( String [] 単 語 一覧){
for( int i=0; i<単 語 一 覧. length; i++){
i f (単 語 が ま だ 出 現 し て い な い か( 単 語 一 覧[ i])){
新 し い 単 語 を 登 録( 単 語 一 覧[ i]);
} else {




private boolean 単 語 が ま だ 出 現 し て い な い か( String 調 査 単語){
i f (出 現 回 数 を 取 得( 調 査 単 語) == 0){
return true;
} else {
return fa l se ;
}
}
private void 新 し い 単 語 を 登 録( String 単語){
出 現 回 数 マ ッ プ. put(単語 , 1);
}
private void 単 語 の 出 現 回 数 を 加 算( String 単語){
int こ れ ま で の 出 現 回 数 = 出 現 回 数 マ ッ プ. get(単語);
出 現 回 数 マ ッ プ. put(単語 , こ れ ま で の 出 現 回数+1);
}
public int 総 語 数 を 取得() {
return 総 語 数;
}
public int 単 語 の 種 類 を 取得() {
return 出 現 回 数 マ ッ プ. keySet (). size ();
}
public int 出 現 回 数 を 取 得( String 調 査 単 語) {
i f (出 現 回 数 マ ッ プ. containsKey(調 査 単語)) {





public stat ic ユ ニ グ ラ ム 加 算( ユ ニ グ ラ ム ユ ニ グ ラム1 , ユ ニ グ ラ ム ユ ニ グ ラム2) {
ユ ニ グ ラ ム 新 し い ユ ニ グ ラ ム = new ユ ニ グ ラム();
新 し い ユ ニ グ ラ ム. 二 つ の ユ ニ グ ラ ム の 出 現 回 数 を 加 算( ユ ニ グ ラム1 , 新 し い ユ ニ グ ラ
ム);
新 し い ユ ニ グ ラ ム. 二 つ の ユ ニ グ ラ ム の 出 現 回 数 を 加 算( ユ ニ グ ラム2 , 新 し い ユ ニ グ ラ
ム);
新 し い ユ ニ グ ラ ム. 総 語 数 = ユ ニ グ ラム1.総 語 数 + ユ ニ グ ラム2.総 語 数;
return 新 し い ユ ニ グ ラ ム;
}
private void 二 つ の ユ ニ グ ラ ム の 出 現 回 数 を 加 算( ユ ニ グ ラ ム 古 い ユ ニ グ ラム , ユ ニ グ ラ
ム 新 し い ユ ニ グ ラム){
for (Map.Entry <String , Integer > Item : 古 い ユ ニ グ ラ ム. 出 現 回 数 マ ッ プ. entrySet
()) {
String 単 語 = Item.getKey ();
int 出 現 回 数 = Item.getValue ();
i f (新 し い ユ ニ グ ラ ム. 単 語 が ま だ 出 現 し て い な い か( 単語)){
新 し い ユ ニ グ ラ ム. 新 し い 単 語 を 登 録( 単語 , 出 現 回数);
} else {
新 し い ユ ニ グ ラ ム. 二 つ の 出 現 回 数 を 加 算( 単語 , 出 現 回数 , 古 い ユ ニ グ ラ ム. 出 現 回
数 マ ッ プ. get(単語));
}
}
}private void 新 し い 単 語 を 登 録( String 単語 , int 出 現 回数){
出 現 回 数 マ ッ プ. put(単語 , 出 現 回数);
}
private void 二 つ の 出 現 回 数 を 加 算( String 単語 , int 出 現 回数1 , int 出 現 回数2) {
出 現 回 数 マ ッ プ. put(単語 , 出 現 回数1+ 出 現 回数2);
}
public stat ic void 単 語 表 を 出 力( ArrayList <ユ ニ グ ラム > ユ ニ グ ラ ム 配 列) {
HashSet <String > 単 語 集 合 = ユ ニ グ ラ ム. 全 て の 単 語 の 集 合 を 作 成( ユ ニ グ ラ ム 配列);
String [] ソ ー ト 済 み の 単 語 配 列 = ユ ニ グ ラ ム. 単 語 集 合 か ら ソ ー ト 済 み の 単 語 配 列 を 作
成( 単 語 集合);
String 行 = "";
for (String 単 語 : ソ ー ト 済 み の 単 語 配列){




public stat ic HashSet <String > 全 て の 単 語 の 集 合 を 作 成( ArrayList <ユ ニ グ ラム > ユ ニ グ
ラ ム 配列){
HashSet <String > 単 語 集 合 = new HashSet <String >();
for( int i=0; i<ユ ニ グ ラ ム 配 列. size (); i++){
for (Map.Entry <String , Integer > Item : ユ ニ グ ラ ム 配 列. get(i).出 現 回 数 マ ッ プ.
entrySet ()) {
String 単 語 = Item.getKey ();
単 語 集 合. add(単語);
}
}
return 単 語 集 合;
}
public stat ic String [] 単 語 集 合 か ら ソ ー ト 済 み の 単 語 配 列 を 作 成( HashSet <String > 単
語 集合){
String [] 単 語 配 列 = 単 語 集 合. toArray(new String [0]);
Arrays.sort(単 語 配列);
return 単 語 配 列;
}
public stat ic String 行 の 文 字 列 を 作 成( ArrayList <ユ ニ グ ラム > ユ ニ グ ラ ム 配列 ,
String 単語){
String 行 = 単 語;
for( int i=0; i<ユ ニ グ ラ ム 配 列. size (); i++){





リスト 2 プログラム B
package programB;
import java.util.ArrayList;
public class TestUnigram {
private stat ic ArrayList <String > generateArrayText1 () {
ArrayList <String > text = new ArrayList <String >();
text.add("the other day , I met a bear ,");
text.add("a great big bear , a way up there . ");
text.add("he looked at me , I looked at him ,");
text.add("he sized up me , I sized up him .");
return text;
}
private stat ic ArrayList <String > generateArrayText2 () {
ArrayList <String > text = new ArrayList <String >();
text.add("he says to me , \" why don't you run ? \"");
text.add ("\" cause I can see , you have no gun . \"");
text.add("I say to him , \" that's a good idea . \"");
text.add("\" now let's get going , get me out of here ! \"");
return text;
}
public static void main(String [] args) {
ArrayList <String > text1 = generateArrayText1 ();
ArrayList <String > text2 = generateArrayText2 ();
Unigram d1 = new Unigram(text1 );
Unigram d2 = new Unigram(text2 );
Unigram d3 = Unigram.add(d1 , d2);
System.out.println ("# Frequency of each words ");









リスト 3 B のプログラムのテストクラス
