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In dieser Masterarbeit wird zunächst eine Deﬁnition für Social Coding hergeleitet. Danach
werden verschiedenen Ansätze für Social Coding in die drei Kategorien, Kommunikation,
Kooperation und Koordination des 3C-Modells sowie nach der grundlegenden Art des Ansatzes
eingeteilt. Zu den analysierten Ansätzen gehören Online-Plattformen wie Stack Overﬂow und
GitHub sowie Entwicklungsumgebungen und Erweiterungen davon wie Cloud9 und Visual
Studio Anywhere. Im Weiteren werden zwei Ansätze zur Erweiterung der statischen Code-
Analyse Software FindBugs um Social Coding vorgestellt. Die erste Erweiterung bietet dem
Benutzer die Möglichkeit gefundene Bugs zu Online-Plattformen zu exportieren während die
zweite Erweiterung ein eigenes Bug-Tracking-System mit dem Hauptaugenmerk auf einem
Kommentarsystem im Quellcode-Repository des Projekts abbildet und mit einer modernen
Oberﬂäche präsentiert.
English abstract:
A deﬁnition for the term social coding is derived ﬁrst in this thesis. Afterwards different
approaches for social coding are put in the three categories, communication, cooperation and
coordination of the 3C-Model as well as grouped by the kind of their approach. The analyzed
approaches consist of online platforms like Stack Overﬂow and GitHub and also development
environments and extensions of them like Cloud9 and Visual Studio Anywhere. Apart from
that two approaches that add social coding to the static code analysis software FindBugs are
being presented. The ﬁrst approach offers an export possibility to an online platform for bugs
whereas the second approach implements social coding itself in form of a bug-tracking-system
with focus on a commenting-system and presenting that through a modern user interface.
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Kapitel 1
Einführung
1.1 Prolog
In den letzten Jahren haben sich Web-Plattformen wie GitHub zu riesigen Beschleunigern der
Open-Source-Szene entwickelt. Viele Projekte haben nicht nur ihre Quellcode-Verwaltung dort
hin migriert, sondern auch ihre Issue-Tracker und Dokumentation. Dies liegt einerseits an der
einsteigerfreundlichen und trotzdem funktionsreichen Gestaltung und den Interaktionsmög-
lichkeiten der Webseite als Front-End für das Versionsverwaltungsprogramm git. Andererseits
an der großen Anzahl an registrierter Entwickler die für jedes Open-Source-Projekt und die
Interaktion erforderlich sind. Die Webplattformen können mittlerweile als soziale Netzwerke
für Entwickler angesehen und verwendet werden. In diesem Zusammenhang gibt es auch viele
weitere entwickelte und sich in der Entwicklung beﬁndliche Technologien für die Unterstützung
der Programmierer durch soziale Interaktion miteinander und dem Quellcode. Insgesamt sind
diese Technologien unter dem Begriff „Social Coding“ im Sprachgebrauch geläuﬁg.
Ein ganz anderes Gebiet ist die statische Code-Analyse. Damit wird, ohne das Programm auszu-
führen, versucht, nur auf Basis des Quellcodes bestimmte Arten von Fehlern in Programmen
zu ﬁnden. Das Ergebnis der statischen Code-Analyse ist eine Liste von möglichen Fehlern. Es
ist nicht für jeden Entwickler gleich einfach zu beurteilen, wie mit den gefundenen möglichen
Fehlern umzugehen ist. Insbesondere beﬁnden sich in der Liste heutzutage teilweise noch
eine große Anzahl an sogenannten false positives. Um unter anderem diese false positives
schneller erkennen zu können und das Verständnis über die gefundenen möglichen Fehler zu
erhöhen, könnte es sinnvoll sein, sich der Techniken des Social Codings für die automatische
statische Code-Analyse zu bedienen und diese damit um Interaktionsmöglichkeiten für die
Entwickler zu erweitern. Genau die Idee wird in dieser Masterarbeit behandelt.
1.2 Aufgabenstellung
Die Hauptaufgabe ist die Erörterung der Anwendung von Social Coding für die Bearbeitung der
Analyseergebnisse von statischen Code-Analysewerkzeugen. Diese Aufgabe soll dabei iterativ
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durch die Bearbeitung der folgenden Teilaufgaben abgearbeitet werden. Dazu gehört zunächst
die Schaffung eines Überblicks über die Ansätze des Social Coding und die Katalogisierung der
vorhandenen Ansätze. Des Weiteren sollen diese Ansätze auf die Eignung für die Erweiterung
der statischen Code-Analyse untersucht werden. Danach gilt es mindestens einen Ansatz zur
Erweiterung eines Code-Analyseprogramms zu Implementieren.
1.3 Verwandte Arbeiten
Aufgrund des erst vor wenigen Jahren entstandenen Forschungsbereich des Social Software
Engineering (SSE) (siehe Unterunterabschnitt 1.4.1.5) gibt es noch keine komplett gefestigte
Literaturbasis. Die meisten Arbeiten sind nur als wissenschaftliche Artikel und erst vereinzelt
als Bücher oder ähnliche umfangreiche Werke verfügbar. Des Weiteren ist das Thema dieser
Arbeit, vor allem wegen Kombination zwei unterschiedlicher Gebiete, in der Literatur bis jetzt
kaum behandelt worden. Dennoch gibt es einige nennenswerte Arbeiten, die hier vorgestellt
werden und eine umfassende Einführung in das Thema der sozialen Medien und ihren Beitrag
zur Softwareentwicklung bieten.
Mit „The (R) Evolution of Social Media in Software Engineering“ [1] haben Storey et al. einen
guten und aktuellen (2014) Überblick über die Rolle von sozialen Medien in der Softwareent-
wicklung geschaffen.
Ausgehend davon, dass Entwickler verschiedene Medien zur Kommunikation, Zusammenar-
beit, Koordination und zum Lernen verwenden, sagen sie eine grundsätzliche Änderung der
Denkweise (paradigm shift) in der Softwareentwicklung voraus, welche bereits jetzt jeden Tag
online miterlebt werden können. Danach formen sich (i) sogenannte soziale Programmierer
die sich aktiv in Online-Entwicklergemeinden beteiligen. Weiterhin soll es (ii) einen rasanten
Anstieg von neu erschaffenen und sich verteilenden Technologien sowie durch Crowdsourcing
erstellte Inhalte geben. Als letztes (iii) werden sich Ökosysteme um diese Technologien, Medi-
en, Inhalte und Entwickler formen, die günstige und hindernissfreie Möglichkeiten zum Teilen
eben dieser bieten. Dies führt zu einer neuen, sozialen, Ära.
Weitere wichtige Erkenntnisse zur Entstehung der sozialen Ära sind, dass die Diskussion von
Programmierproblemenmittlerweile häuﬁg direkt innerhalb der Diskussionssysteme der Code
Repositories stattﬁndet, anstatt per E-Mail o. ä. [2]. Nichtsdestoweniger sind wichtige Informa-
tionen zum Quellcode manchmal über mehrere verwendete Kommunikationskanäle verteilt.
Nach einer zwar schon etwas älteren (2004) Studie von Gutwin, Penner und Schneider war es
damals schwierig sicherzustellen, dass Informationen von den richtigen Leuten rechtzeitig
gelesen wurden. Durch die vielen Folge- und Hinweis-Möglichkeiten der Online-Plattformen
die wir in der Analyse kennen lernen, sehen wir dies für viele Projekte nicht mehr als komplett
korrekt an. Dennoch gibt es nun noch mehr Kommunikationskanäle die beobachtet werden
müssen.
In [4] wurde untersucht, inwiefern mit Quellcodebeiträgen zu Open-Source-Projekten auf
GitHub in Bezug zu Softwaretests umgegangen wird. Dabei haben Pham et al. durch eine
Umfrage herausgefunden, dass das unterschiedliche Vertrauen der Projektleiter in den von
verschiedenen Benutzern geschriebenen Code ein wichtiges Kriterium für den zu treiben-
den Aufwand bei der Integration und dem Review solcher Beiträge ist. Weiterhin geben sie
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Vorschläge, wie mehr und bessere Tests bei Quellcodebeiträgen gefördert werden können.
Der Vorschlag ist hauptsächlich generell anwendbar und lautet, die Hindernisse für Benutzer-
beiträge zu entfernen. Umgesetzt werden kann dies durch das Anbieten von Testvorgaben,
Beispiel-Tests und einer einfach einzurichtenden Test-Infrastruktur. Genau solche verringerten
Hindernisse sind auch der Grund für die sogenannten Drive-by-commits1 auf GitHub. Viele
Benutzer gaben in der Umfrage an, dass sie einen Pull-Request (Quellcodebeitrag) nur deshalb
machten, weil es so einfach und schnell möglich ist („Since it is so easy to send a pull request,
I contribute more changes that I would not have engaged in otherwise.“). Ein weiterer wich-
tiger Punkt ist, dass die soziale Transparenz auf GitHub die Aktionen der Entwickler leichter
nachvollziehbar macht. Genau diese Transparenz motiviert laut [5] andere etwas zum Projekt
beizutragen, trotzdem ist es gerade für nicht technische Benutzer nachweislich schwierig,
manche der Funktionen der Plattform zu verwenden [6] . Trotz der Abstraktion ist ein gewisses
Grundwissen über die Funktionsweise der Quellcodeverwaltung mit git nötig.
Ähnliches wurde von Tsay, Dabbish und Herbsleb in [7] herausgefunden. Projektleiter stützen
sich laut der durchgeführten statistischen Analyse sowohl auf die bisherige Interaktion mit
dem Projekt als auch auf die Stärke der sozialen Verbindungen des beitragenden Entwicklers
(Anzahl an anderen Entwicklern die diesem Entwickler auf GitHub folgen sowie Verbindung
zum Projektleiter), um zu Entscheiden einen Quellcodebeitrag zu akzeptieren. Des Weiteren
wurde herausgefunden, dass weniger kommentierte/diskutierte Beiträge tendenziell mit einer
höheren Wahrscheinlichkeit akzeptiert werden.
Kumar und Gupta versuchen in „Evolution of Developer Social Network and Its Impact on Bug
Fixing Process“ [8] anhand der zeitlichen Veränderung des sogenannten sozialen Netzwerks
der Entwickler (Developers Social Network (DSN)) der Eclipse Softwareentwickler herauszuﬁnden,
wie diese mit der Eﬃzienz des Bug-Fix-Prozess korreliert. Herausgekommen ist, dass die
durchschnittliche Zeit einen Fehler zu beheben stark mit der Anzahl an Cliquen2 des DSN
korreliert. Die Schlussfolgerung ist, dass je stärker die Kommunikationsstruktur modular, also
aufgeteilt in Module die in sich stark verbunden und untereinander wenig verbunden sind,
aufgebaut ist, desto mehr und schneller werden Fehler behoben.
Eine Untersuchung „Warum Entwickler Automatische Statische Code-Analyse (ASA) Tools
nicht verwenden“ ﬁndet sich in [9] von Johnson et al. Die durchgeführte Umfrage ergab, dass
sich Entwickler wünschen, dass sie nicht in ihrem Arbeitsablauf gestört oder unterbrochen
werden und/oder, dass sie die Ergebnisse schneller mitgeteilt bekommen. Eine Möglichkeit
dafür ist der Vorschlag die Code-Analyse als Hintergrundprozess oder nur an vorhandenen
Unterbrechungspunkten des Arbeitsablaufs wie beim Kompilieren laufen zu lassen. Eine
weitere Anmerkung war, dass sogenannte quick ﬁxes vorgeschlagen werden sollen inklusive
einer Ansicht, was sich dadurch im Code ändern würde. 19 von 20 Teilnehmer merkten
weiterhin an, dass die gefundenen Bugs nicht so präsentiert werden um ablesen zu können
was die Ursache des Problems ist und/oder was geändert werden muss um das Problem
zu beheben. Insgesamt liegt dies aber auch an vielen false positives bei denen eben nicht
sicher ist, ob es sich um einen Fehler handelt und somit schlechter beschrieben werden
1Mit Drive-by-commits werden Quellcodebeiträge bezeichnet, die von eigentlich nicht involvierten oder sichnormalerweise mit anderen Projekten beschäftigenden Entwicklern nebenher beigetragen werden.2Eine Clique beschreibt in einem ungerichteten Graphen eine Teilmenge von Knoten, die jeweils mit einer Kanteverbunden sind. Anzahl der Cliquen bedeutet hier für einen Knoten, in wie vielen Cliquen er enthalten ist. Knotenentsprechen Entwicklern und Kanten bedeuten, dass sich diese beiden Entwickler kennen oder miteinander zu tunhaben.
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kann was das Problem sein könnte und wann es kein Problem ist. Als Ziel für die zukünftige
Entwicklung von ASA-Tools soll eine bessere Integration in die Arbeitsabläufe von Entwicklern
und eine bessere Präsentation der gefundenen Fehler angestrebt werden. Mehr zur ASA gleich
in Unterabschnitt 1.4.3.
Nach [10] sind viele Benutzer von ASA-Tools auch an den Fehlern mit einer kleinen severity
(Schadensausmaß, Gewichtung) interessiert. Weiterhin ist es laut [11] nicht nur wichtig, wem
ein Bug zum Beheben zugewiesen wird, sondern auch wer die Zuweisung vornimmt.
Durch eine systematische Überprüfung vorhandener Literatur wurde von [12] herausgefunden,
dass sich die meisten Arbeiten aus dem Bereich Distributed Software Development (DSD)
zwischen 2006 und 2010 mit der Koordination (siehe 3C-Modell Unterunterabschnitt 1.4.1.2)
beschäftigen und die wenigsten mit der Kommunikation.
Neben den gerade vorgestellten Arbeiten, gibt es noch weitere die sich um noch detailliertere
Probleme kümmern. Diese werden aber in den im Zusammenhang stehenden entsprechenden
Abschnitten behandelt. Nachdem wir nun bereits einen guten Eindruck von den behandelten
Themen haben, werden im nächsten Kapitel wichtige Grundlagen dazu erläutert.
1.4 Grundlagen
Diese Arbeit verwendet viele Fachbegriffe aus dem Gebiet der Softwareentwicklung. Viele die-
ser Fachbegriffe werden auch nicht übersetzt, weil es im Deutschen keinen, den gleichen Sinn
wiedergebendes, Wort gibt oder das Wort nicht gebräuchlich ist. Für Begriffe und Ausdrücke
für die eine im Sprachgebrauch verwendete deutsche Bezeichnung geläuﬁg ist, werden diese
aber auch verwendet.
Einige der wichtigen verwendeten Fachbegriffe und Fachgebiete werden in diesem Abschnitt
näher erläutert. Insbesondere werden die umschließenden Forschungsgebiete und Themen
für den Begriff Social Coding hergeleitet. Diejenigen die sich aber schon mit Social Software
Engineering (SSE) und Automatische Statische Code-Analyse (ASA) auskennen, können den
Rest von diesem Kapitel überspringen und direkt in Kapitel 2 bei der Analyse vorhandener
Ansätze wieder einsteigen.
1.4.1 Social Coding und Kollaboratives Arbeiten
Um den Begriff Social Coding einführen zu können, werden zunächst weitere Begriffe die mit
Social Coding im Zusammenhang stehen erklärt. Die vorhandenen Begriffe überschneiden
sich thematisch stark. Trotzdem ist es wichtig hier darauf einzugehen, um später die richtige
Terminologie verwenden zu können.
1.4.1.1 Computer Supported Cooperative Work
Computer Supported Cooperative Work (CSCW) (dt. Rechnergestützte Gruppenarbeit) ist „ein
interdisziplinäres Forschungsgebiet aus Informatik, Soziologie, Psychologie, Anthropologie,
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[. . . ], Wirtschaftswissenschaften, Medienwissenschaft und verschiedenen weiteren Disziplinen
[. . . ], das sich mit Gruppenarbeit und Zusammenarbeit und den die Gruppenarbeit unterstüt-
zenden Informations- und Kommunikationstechnologien befasst“ ([13]). Dieses schon sehr
lange existierende Forschungsgebiet entspricht der äußeren Abgrenzung des Themengebiets
innerhalb dem sich die Arbeit nun im Folgenden weiter bewegt.
1.4.1.2 Collaborative Software/3C-Modell
Die Anwendung des Forschungsgebiets CSCW in konkreter Software wird als Groupware oder
collaborative software bezeichnet. Groupware wird oft anhand der drei Kategorien Kommu-
nikation (communication), Kooperation (cooperation) und Koordination (coordination) (3K-
bzw. 3C-Modell) klassiﬁziert [14]. Bei einer Einteilung in die Kategorien muss beachtet werden,
dass diese sich gegenseitig beeinﬂussen, siehe auch Abbildung 1.1. Dieses Modell wird auch
später in der Analyse (Kapitel 2) zur Einordnung der vorhandenen Ansätze verwendet.
Cooperation
Communication Coordination
ABBILDUNG 1.1: 3C (Kollaborations-)modell
1.4.1.3 Soziale Medien und soziale Netzwerke
Soziale Medien (social media) ist nach Kaplan und Haenlein: „eine Gruppe von Internetanwen-
dungen, die auf den technologischen und ideologischen Grundlagen des Web 2.0 aufbauen
und die Herstellung und den Austausch von User Generated Content ermöglichen“ [15]. Sozial
bedeutet in diesem Zusammenhang, dass Möglichkeiten zur Teilnahme durch die Transparenz
der Identität, Inhalte und Interaktion unterstützt und gefördert werden [5].
Mit den heutzutage verbreiteten Techniken, Webseiten und Apps einfach zugänglich zu Ge-
stalten, ist es möglich damit neue eigene Medien zu schaffen, welche sich mehr auf den
Benutzer konzentrieren und diesen stärker einbinden können. Per Browser als Webseite oder
als App auf mobilen Geräten verfügbar, bieten sie die unterschiedlichsten Möglichkeiten für
Kommunikation, Zusammenarbeit, Unterhaltung und Wissensmanagement. Sie zeichnen sich
vor allem durch eine hohe Benutzerfreundlichkeit und Zugänglichkeit sowie Multimedialität
aus. Als bekannte Beispiele für soziale Medien lassen sich soziale Netzwerke wie Facebook,
Twitter und Kollektivprojekte wie Wikipedia aufführen.
1.4.1.4 Social Collaboration und Social Software
Stark für die Unterstützung der Kommunikation zwischen Menschen ausgeprägte Groupware,
die vorrangig auf Basis des World Wide Web und im Zusammenhang mit sozialen Medien
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verwendet wird, wird als Social Software bezeichnet [16]. Die Arbeit mit Social Software wird
weiterhin als Social Collaboration bezeichnet.
1.4.1.5 Social Software Engineering (SSE)
SSE ist ein Forschungsbereich der Softwareentwicklung, welcher sich mit den sozialen Aspek-
ten der Softwareentwicklung und der Software befasst [17]. Dabei wird besonders die soziale
Integration von Entwicklern, soziale Aktivitäten sowie die Kommunikation, Kooperation und
Koordination (3C) betrachtet. Dazu fand bereits im September 2008 der erste internationale
Workshop für Social Software Engineering and Applications (SoSEA) statt. Mittlerweile ﬁnden
Konferenzen aber nur noch unter dem Namen SSE gemeinsam statt.
1.4.1.6 Social Coding
Der Begriff Social Coding wurde erstmals Ende 2007 mit der Veröffentlichung von Kogbox3
im Zusammenhang mit Softwareentwicklung verwendet [18]. Deutlich populärer wurde der
Begriff durch die den Begriff prägende, im Jahr 2008 veröffentlichte Plattform, GitHub4. GitHub
erzeugte eine Art soziales Netz um die dort verwalteten Open-Source-Projekte und damit
involvierten Entwickler. Es vereinfachte die häuﬁgen Aufgaben der Softwareentwicklung mit
git und machte diese für jeden interessierten Entwickler direkt verfügbar. Insbesondere das
schnelle Erzeugen und Verwalten von Forks (Abspaltungen) wurde sehr benutzerfreundlich
umgesetzt und damit wurde auch die Basis für die heutige starke Verbreitung von GitHub und
ähnlichen Plattformen geschaffen.
Eine konkrete Deﬁnition des Begriffs Social Coding wurde 2012 im Netz veröffentlicht:
Deﬁnition 1.1 Social Coding nach Rouse: „Social coding is an approach to software development
that places an emphasis on formal and informal collaboration.[. . . ] the term can be used to describe
any development environment that encourages discussion and sharing.“ [19]
Nach Deﬁnition 1.1 ist Social Coding ein auf formeller und informeller Zusammenarbeit
basierender Ansatz für die Softwareentwicklung. Im Folgenden möchte ich den Begriff etwas
genauer deﬁnieren und gleichzeitig einordnen:
Deﬁnition 1.2 Social Coding ist ein Modewort für aktuelle Quellcode-nahe Technologien und
Entwicklungen aus dem Bereich Social Software Engineering (SSE).
Damit kann Social Coding als Unterbegriff für SSE eingeordnet werden.
1.4.1.7 Social Coding Software
Nach Deﬁnition 1.2 ist Software, welche Social Coding anwendet oder unterstützt, damit eine
Art Social Software für die Unterstützung von Softwareentwicklern. Dazu zählen auch Social
Coding Seiten und -Plattformen wie GitHub und Bitbucket.
3http://kogbox.com (Besucht am 24.11.2014)4https://github.com/ (Besucht am 24.11.2014)
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Um die gerade eingeführten Begriffe schnell einordnen zu können, sind sie in Abbildung 1.2
dargestellt.
ABBILDUNG 1.2: Visualisierung für die Forschungsbereiche um Social Coding und die dazugehö-rige Anwendung in Software.
1.4.1.8 Kommunikationskanal
Mit Kommunikationskanal werden hier bestimmte Arten von direkter als auch indirekter, die
Zusammenarbeit in irgendeiner Weise unterstützenden, Kommunikationstechnologien be-
zeichnet. Das heißt also auch, dass ein Kommunikationskanal nicht nur für die Kommunikation
verwendet wird, sondern auch die Kollaboration und Koordination nach dem 3C-Modell unter-
stützt. Beispielsweise ist ein Chat ein normalerweise direkter und eine Kommentarliste ein
indirekter Kommunikationskanal. Dies hängt im Allgemeinen aber von der Implementierung
ab. Des Weiteren zählt auch die Darstellung und damit die Kommunikation von Informationen
durch die Software/Plattform für den Entwickler als Kommunikationskanal.
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1.4.2 Softwareorganisation
1.4.2.1 Bug-Tracker/Issue-Tracker
Für die in Kapitel 3 vorgestellte Implementierung wird hauptsächlich auf den Begriff Bug-
Tracker verwiesen. In einem Bug-Tracker werden im Allgemeinen alle zu einem Software-
projekt gehörenden und gefundenen Bugs eingetragen. Je nach verwendeter Bug-Tracker-
Software haben die eingetragenen Bugs verschiedene zugehörige Statusinformationen. Dazu
gehört häuﬁg der allgemeine Bearbeitungsstatus wie „Bearbeitet/Nicht bearbeitet“, „Unbestä-
tigt/Bestätigt“, eine Zuordnung zu einem verantwortlichen Entwickler sowie die Angabe der
Schwerwiegendheit des Bugs. Weiterhin werden im Rahmen von Social Coding Plattformen
häuﬁg nicht nur Bugs im Quellcode, sondern auch (neue) Anforderungen und Fehler in der
Dokumentation im selben, in dem Zusammenhang dann als Issue-Tracker bezeichneten, Bug-
Tracker verwaltet. Dazu kommt, dass neben der allgemeinen Beschreibung normalerweise
auch eine Diskussionsmöglichkeit im Rahmen von Kommentaren für einen Bug vorgesehen
ist.
1.4.2.2 Versionsverwaltung
Für die zweite Implementierung im Kapitel 4 werden viele Begriffe aus dem Bereich der
Versionsverwaltung verwendet. Ein grundsätzliches Verständnis wird im weiteren dann vor-
ausgesetzt.
Um einerseits den Entwicklungsverlauf zu dokumentieren und andererseits verschiedene
Versionen und Varianten einer Software wiederherstellen zu können und an diesen auch in
Zukunft Verbesserungen und Änderungen durchführen zu können, werden Versionsverwal-
tungssysteme eingesetzt. In diese wird normalerweise nach erfolgten Änderungen manuell
durch die Entwickler der neue Stand in Form vom Quellcode und zum Quellcode gehörenden
Dateien eingetragen. Das Versionsverwaltungssystem speichert die Änderungen und eventu-
elle Meta-Daten wie Datum, Autor und Kommentare für jede Eintragung mit ab. Die gesamten
Informationen werden in einem sogenannten Repository abgelegt.
Es gibt verschiedene Arten von Versionsverwaltungssystemen. Ein häuﬁg eingesetztes System
ist git5. Dieses ist dezentral aufgebaut und jeder Entwickler hat eine vollständige oder teilweise
Kopie des Repositories. Durch den dezentralen Aufbau können Entwickler ohne Zugriff auf eine
zentrale Instanz lokal ihre Änderungen eintragen und mit beteiligten einzelnen Entwicklern
austauschen. Normalerweise gibt es aber immer ein als Zentral deklariertes Haupt-Repository
in das alle Änderungen eingetragen werden. ImFolgenden wird das Eintragen in das Repository
als Commit bezeichnet. Um verschiedene Entwicklungszweige zu unterstützen wird dies mit
Abzweigungen in der Quellcodegeschichte realisiert. Diese Entwicklungs-Zweige, im folgenden
Branches genannt, können bei git zu jedem Zeitpunkt wieder zusammengeführt werden.
5http://git-scm.com/ (Besucht am 24.11.2014)
Kapitel 1 Einführung 17
1.4.3 Statische Code-Analyse
Automatische Statische Code-Analyse (ASA) ist ein Teil der allgemeinen Programmanalyse bei
der für verschiedene Anforderungen Computerprogramme automatisch analysiert werden.
Mit statischer Code-Analyse werden Software-Testverfahren bezeichnet, die ein, als Quelltext
vorliegendes, Programm anhand eben dieses Quelltextes auf bestimmte Fehler hin unter-
suchen. Im statischen Fall ohne das Programm auszuführen bzw. ohne Informationen zu
verwenden die erst zur Laufzeit zur Verfügung stehen würden. Die Code-Analyseverfahren
können teilweise von Hand durchgeführt werden, der Fokus liegt aber auf der automatischen
Code-Analyse durch Analysesoftware. Einen ausführlichen Einblick in das Thema der Program-
manalysen bietet das Buch Principles of Program Analysis von Nielson, Nielson und Hankin
[20].
Je nach Sprache gibt es mehr oder weniger Programme um die Automatische Statische Code-
Analyse (ASA) ausführen zu können. Einige Vertreter sind hier aufgelistet:
• FindBugs für Java. FindBugs hat sogar bereits eine Integration für Kommentare für die
Ergebnisse, siehe Unterabschnitt 2.3.2.
• Secure Programming Lint (Splint) für C
• Cppcheck für C++
• OClint für C, C++ und Objective-C
Viele Programme werden dabei noch als Linter (engl. für Fussel) bezeichnet, da das erste
Programm zur statischen Code-Analyse Lint genannt wurde. Eine umfangreiche Liste von
verfügbaren ASA-Programmen ﬁndet sich unter [21].
1.4.3.1 Code-Analyseverfahren
Je nach Programm werden unterschiedliche Code-Analyseverfahren unterstützt. Dies wirkt
sich auch in der Anzahl und Art der auﬃndbaren Fehler sowie in der Laufzeit aus. Die Code-
Analyseverfahren reichen von einfachem Style-Checking und Einhalten von Programmierrichtli-
nien bis zu formalen, mathematische Beweise nutzenden, Methoden. Die einfachen Verfahren
werden normalerweise von allen Programmen unterstützt und die Erklärung der Fehler bzw.
wie diese gefunden werden können sind einfach. Um weitere Fehler ﬁnden zu können, bedarf
es komplexerer Methoden welche im Folgenden angesprochen werden:
• Muster-basierte Code-Analyse: Für diese werden für eine bestimmte Art von Fehler
(im Sinne von schlechter Code, langsamer Code, falscher Code oder usw.) bestimmte Er-
kennungsmuster festgelegt. Auf Basis dieser wird der Code nach demMuster untersucht
und falls es gefunden wird, ein Fehler gemeldet. Hier können false positives dadurch
entstehen, dass das Muster nicht genau genug ist oder der Typ des Fehlers an sich eine
gewisse Ungenauigkeit hat.
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• Datenﬂussanalyse: Aufbauend auf dem Kontrollﬂussgraphen, der die zeitliche Abar-
beitungsreihenfolge der Befehle des Programms abbildet, werden Fakten über Werte
durch diesen Flussgraphen überall dorthin propagiert wo sie Gültigkeit besitzen. Dabei
werden diese Fakten in der Praxis häuﬁg nur am Ein- und Ausgang der Grundblöcke, in
denen keine Verzweigungen sondern nur ein sequentieller Fluss möglich ist, des Kontroll-
ﬂussgraphen gespeichert. Das grundlegende Vorgehen bei der Datenﬂussanalyse ist die
Erzeugung von einer Erzeuge- und einer Lösche-Menge pro Grundblock. Anhand diesen
Mengen kann nachvollzogen werden, welche Fakten von einem Grundblock erzeugt
oder gelöscht werden und damit je nach Fehlertyp ob die Fakten zu einem bestimmten
Fehler führen oder nicht. Aufmerksame Leser haben bemerkt, dass von Mengen geredet
wurde. Aufgrund dieser Tatsache kann es auch mehrere mögliche Fakten auf Basis der
statischen Analyse geben. Dies wird vor allem durch die gleich betrachtete Zeigeranalyse
deutlich. Bei manchen Fehlertypen führt dies dazu, dass ein Fehler wahrscheinlich ist,
aber nicht zu 100 % beim Ausführen des Programms auftreten muss.
• Zeigeranalyse: Ein wichtiges Konstrukt in Programmen sind Zeiger. Zeiger-Variablen
enthalten als Wert eine Speicheradresse an der sich das referenzierte Objekt beﬁndet.
Dies ermöglicht theoretisch eine Zuweisung von beliebigen Speicheradressen/-bereichen.
Um konkrete Aussagen treffen zu können gilt es herauszuﬁnden auf welche Objekte ein
Zeiger tatsächlich zeigen kann. Im Optimalfall wäre das Ergebnis ein einzelnes Objekt. In
der Praxis ist es aber eine Menge von möglichen Objekten. Die eingesetzten Verfahren
können dazu verschiedene Kriterien erfüllen. Dazu gehören hauptsächlich ob der Kon-
trollﬂuss, die Objektstrukturen und/oder der Kontext beachtet werden. Des Weiteren gibt
es Verfahren deren Ergebnisse nicht immer zutreffend sind und false positives enthalten.
Danach ergibt sich auch die Laufzeitkomplexität der Verfahren. Wichtige grundlegende
Verfahren sind zum Beispiel das Verfahren von Steensgaard [22] oder das von Wilson
und Lam [23].
• Abstrakte Interpretation: Bereits 1977 von Cousot und Cousot [24] beschrieben, geht
es bei der abstrakten Interpretation darum, durch gezieltesWeglassen von Informationen
(Abstraktion) eine Näherung an die Semantik des später ablaufenden Programms zu
erhalten. Beispielsweise kann ohne die konkreten Werte für die spätere Ausführung
der Variablen zu kennen, mit dem Typ der Variablen weiter gerechnet werden um den
Rückgabetyp einer Funktion zu ermitteln.
Eine wichtige Erkenntnis in diesem Zusammenhang ist, dass mit statischer Code-Analyse
nur die Anwesenheit von Fehlern bestätigt werden kann. Das bedeutet, dass nur solche
Fehler(-Klassen) gefunden werden, die man vorher allgemein deﬁniert hat. Noch unbekannte
Fehler werden nicht gefunden.
Der Grund warum es separate Programme für die statische Code-Analyse gibt und die Verfah-
ren nicht alle in vollem Umfang in Compiler eingebaut werden ist folgender. Compiler müssen
zwischen der Zeit die für das Kompilieren benötigt wird und den gemachten Optimierungen
abwägen. Sie dürfen nicht zu lange brauchen aber müssen trotzdem ein gut optimiertes
Programm abliefern. Des Weiteren enthalten die Ergebnisse der statischen Code-Analyse false
positives. Die Fehlerausgabe eines Compilers kann zwar angepasst werden, aber hier ist es für
den Benutzer möglicherweise verwirrend wenn Fehler angezeigt werden, die in Wirklichkeit
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keine sind. Deshalb ﬁndet man die Code-Analyseverfahren die false positives liefern können
hauptsächlich in separaten Code-Analyseprogrammen.
1.4.3.2 Fehlerarten
Die von statischen Code-Analyse Programmen gefundenen Fehler lassen sich je nach verwen-
deter und kombinierter Code-Analyseverfahren oder Programm verschiedenen Kategorien
zuordnen. Eine mögliche Einteilung nimmt FindBugs, welches auch in der Implementierung
verwendet wird, wie folgt vor:
• Korrektheit
• Schlechte Angewohnheiten
• Experimentell
• Internationalisierung
• Bösartige Schwachstellen
• Multithread Korrektheit
• Performanz
• Sicherheit
• Verdächtiger Code
Weiterhin können einzelne Fehler nach ihrer severity (Schadensausmaß, Gewichtung) eingeteilt
werden um schwerwiegende Fehler zuerst beheben zu können.
Einige Beispiele für von ASA gefundenen Fehlertypen sind Null Pointer Dereferenzierung
(Korrektheit), Undeﬁnierte Variablen (Korrektheit), Fehlende Typüberprüfungen (Sicherheit),
Speichermanagementfehler (Sicherheit, Performanz), Aliase (Zwei oder mehr Namen/Zeiger
auf die gleiche Speicherstelle) (Performanz, Sicherheit), Pufferüberläufe (Sicherheit) sowie
unbenutzter/unerreichbarer Code (Performanz, Schlechte Angewohnheiten).
1.4.3.3 Ergebnisse/Gefundene Bugs
Nachdem die ASA des Programms abgeschlossen ist, wird eine Liste mit möglichen Fehlern
vom Programm in irgendeiner Art dem Benutzer präsentiert. An diesem Punkt setzt diese
Arbeit an. Die Anzeige, und die damit verbundenen Interaktionsmöglichkeiten, dieser Ergeb-
nisse unterscheidet sich von Programm zu Programm stark. Als Beispiel wird das Eclipse
Plugin FindBugs verwendet. In Abbildung 1.3 sieht man eine teilweise ausgeklappte Liste
verschiedener möglicher Bugs der Literaturverwaltungssoftware JabRef. Man sieht wie die
Bugs per Voreinstellung nach ihrer severity und dann nach der Fehlerklasse sortiert sind.
Die Detailansicht eines der Bugs ist in Abbildung 1.4 dargestellt. Im linken Bereich werden
allgemeine Informationen zum Bug einfach dargestellt, im rechten Bereich gibt es alle weite-
ren, auf den verfügbaren Variablen der Java-Klassen-Repräsentation der Fehler basierenden,
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Informationen zum Bug. Die Benutzeroberﬂächen, falls existent, anderer Programme sind
vom Funktionsumfang vergleichbar und werden deshalb nicht weiter vorgestellt.
ABBILDUNG 1.3: Beispiel der Liste von möglichen Fehlern im Eclipse Plugin von FindBugs. DieseBugs wurden in der aktuellsten (03.11.14) Version von JabRef gefunden.
ABBILDUNG 1.4: Beispiel der Detailansicht eines möglichen Fehlers im Eclipse Plugin von Find-Bugs. Dieser Bug wurden in der aktuellsten (03.11.14) Version von JabRef gefunden.
Die bereits in den verwandten Arbeiten genannte Publikation „Why Don’t Software Developers
Use Static Analysis Tools to Find Bugs?“ [9] gibt Hinweise was verbessert werden muss.
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Nun soll herausgefunden werden, inwiefern mit Social Coding eine eﬃzientere Be- und Verar-
beitung der Ergebnisse möglich ist. Dazu werden im nächsten Kapitel zunächst vorhandene
Ansätze für Social Coding untersucht. Danach werden zwei geeignete Ansätze als Erweiterung
eines vorhandenen ASA-Programms auf Basis der Erkenntnisse aus der Analyse implemen-
tiert.

Kapitel 2
Analyse der Ansätze für Social
Coding
In diesem Kapitel werden vorhandene Ansätze für Social Coding bzw. Social Software Enginee-
ring analysiert. Zunächst werden dazu die Kriterien, anhand denen die Analyse vorgenommen
wird, vorgestellt. Danach folgen die Abschnitte in denen die Programme, Tools und Plattformen
analysiert werden.
2.1 Betrachtungspunkte bei der Analyse
2.1.1 Auswahl Unterstützter Kommunikationskanäle
Es werden nicht alle unterstützten Kommunikationskanäle untersucht, sondern nur diejenigen
die für eine soziale Interaktion relevant sind.
2.1.2 Bewertung der Umsetzung einzelner Kanäle
Um die Kommunikationskanäle und ihre Interaktionsmöglichkeiten möglichst objektiv bewer-
ten zu können, werden die drei Kategorien des 3C-Modells, Kommunikation, Kooperation und
Koordination verwendet. Für eine genauere Einordnung werden pro Kategorie eine Einteilung
in fünf Level eingeführt. Level 1 wird dabei eine sehr geringe Unterstützung und Level 5 eine
sehr umfangreiche und gute Unterstützung der jeweiligen Kategorie bedeuten. Um zu ent-
scheiden auf welchem Level die Umsetzung des Kanals liegt wird ein Punktemodell verwendet.
Für jede Frage gibt es zwischen 0 und 4 Punkten. Diese Punkte entsprechen der Güte der
Umsetzung entsprechend einer konkreten Frage. Es gibt 5 Fragen pro Kategorie, somit gibt
es maximal 20 Punkte. Damit werden die Level wie folgt aus der Summe aller Punkte pro
Kategorie berechnet:
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0–4 Punkte 5–8 Punkte 9–12 Punkte 13–16 Punkte 17–20 Punkte
Level 1 Level 2 Level 3 Level 4 Level 5
Folgende Fragen werden verwendet:
Kommunikation:
Frage 1 (KommQ1): Ist Kommunikation möglich?
Frage 2 (KommQ2): Werden Metadaten zur Kommunikation dargestellt und wird die Kommu-
nikation formatiert präsentiert (z. B. Datum, Autor sowie entsprechendes
Layout)?
Frage 3 (KommQ3): Ermöglicht die Darstellung eine schnelle Erfassung des Inhalts (z. B. mit-
tels Syntaxhervorhebung)?
Frage 4 (KommQ4): Gibt es Interaktionsmöglichkeiten innerhalb der Kommunikation (z. B.
Anklicken von Nutzern/Ressourcen)?
Frage 5 (KommQ5): Ist direkte Kommunikation möglich (z. B. mittels Instant Messaging/Chat)?
Kooperation:
Frage 1 (KoopQ1): Ist eine Unterstützung der Kooperation vorhanden (z. B. grundsätzlich für
mehrere Benutzer ausgelegt)?
Frage 2 (KoopQ2): Wird die Kooperation gefördert (z. B. Hürden werden reduziert um Beiträge
von anderen Benutzern zu erleichtern)?
Frage 3 (KoopQ3): Ist die Kooperation eﬃzient möglich?
Frage 4 (KoopQ4): Gibt es Interaktionsmöglichkeiten innerhalb der Kooperation (z. B. Chat
direkt aufrufbar)?
Frage 5 (KoopQ5): Ist direkte Kooperation möglich (z. B. mittels Live-Editing mit mehreren
Benutzern)
Koordination:
Frage 1 (KoorQ1): Ist eine Unterstützung der Koordination vorhanden?
Frage 2 (KoorQ2): Wird die Koordination gefördert (z. B. Hürden werden reduziert, Koordinati-
onsmöglichkeiten werden vorgeschlagen)?
Frage 3 (KoorQ3): Können Koordinationsmöglichkeiten von Betroffenen schnell erkannt wer-
den?
Frage 4 (KoorQ4): Gibt es Interaktionsmöglichkeiten innerhalb der Koordination (z. B. mittels
Nennen von Benutzern)?
Frage 5 (KoorQ5): Ist direkte Koordination möglich (z. B. mittels direkter Zuweisung von Auf-
gaben an Benutzer)?
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Jede Frage kannmit Ja oderNein beantwortet werden, was jeweils 4 oder 0 Punkten entspricht.
Es ist aber auch möglich, falls die Frage nur teilweise erfüllt wird, einen, zwei oder drei Punkte
zu vergeben.
Hierbei wird zur Visualisierung eine Zuordnung, wie in Abbildung 2.1 dargestellt, verwendet.
Dabei wird das in Abbildung 1.1 dargestellte 3C-Modell um die hier deﬁnierten Level ergänzt.
Für jedes Level gibt es einen Kreis, der innerste und kleinste Kreis ist für das Level 1 und
der größte Kreis ist für das Level 5. Durch die Platzierung auf den nicht dargestellten Achsen
für jede Kategorie, kann eine einfach abzulesende Visualisierung der Unterstützung für jede
Kategorie erreicht werden.
Cooperation
Communication Coordination
ABBILDUNG 2.1: Visualisierung des Bewertungsergebnisses durch die Markierung der dreiKategorien auf dem, dem Level entsprechenden, Kreis. Der innerste Kreis entspricht demkleinsten Level 1.
Die im Folgendenen analysierten Ansätze haben wurden aufgrund ihrer Bekanntheit und Ver-
breitung sowie aufgrund unseren Erfahrungen ausgewählt. Diese stellen nur einen kleinen Teil
der verfügbaren Ansätze dar, geben aber trotzdem einen guten Eindruck über die verfügbaren
Technologien. Insbesondere ähneln sich viele Ansätze stark und unterscheiden sich nur in den
dahinterstehenden Firmen.
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2.2 Vorhandene Ansätze in kommerzieller Software
2.2.1 Stack Overﬂow
Stack Overﬂow1 ist eine nahezu allen Softwareentwicklern bekannte Frage und Antwort Platt-
form. Zu Beginn nur für Softwareentwickler gedacht, wurden bald weitere gleich aufgebaute
Seiten wie Server Fault oder Super User und viele weitere2 vom StackExchange Netzwerk
erstellt. Der Erfolg liegt in der einfachen Handhabung, in der hauptsächlich durch die Benut-
zer der Seite regulierten und bewerteten Antworten und Kommentare sowie der schnellen
Beantwortung von Fragen (92% nach durchschnittlich 11 Minuten [25]). Dies wird durch ein
einfaches Bewertungssystem umgesetzt, nach dem höher bewertete Antworten auch weiter
oben und damit zuerst angezeigt werden. Das führt bei genug Aktivität zu sehr vielen qualitativ
hochwertigen Antworten auf häuﬁg gestellte Fragen. Ebenso reizt es Benutzer gute Fragen zu
stellen und gute Antworten zu geben, da durch die Bewertung die eigenen Reputationspunkte
steigen. Es gilt aber auch ebenso für nicht so häuﬁg gestellte Fragen und die Antworten dafür,
da die Benutzer in einem Review-Prozess auch solche Fragen bearbeiten und die Qualität
steigern. Mittlerweile kann die Kombination aus Fragen und Antworten sogar für manches
Application Programmable Interface (API) als gute Dokumentation inkl. guter Beispiele dienen.
Ein Beispiel für eine Übersicht vorhandener Fragen ist in ausschnittsweise in Abbildung 2.2
dargestellt. Je nach Plattform gibt es von der Gemeinschaft der Benutzer selbst auferlegte
Regeln für die Ansprüche sowohl an Fragen als auch an Antworten. Es kann dabei passieren,
dass falls mehrere Benutzer dafür abstimmen, eine Frage gesperrt wird auch wenn sie relativ
populär ist (Abbildung 2.3). Nach [1] gibt es sogar Experten, die häuﬁg gestellte Fragen auf
Stack Overﬂow beantworten um weniger E-Mails dazu zu bekommen.
Eine wichtige Funktion ist weiterhin die Unterstützung der Erstellung von Schlagworten und
Verschlagwortung durch die Benutzer. Dabei können Benutzer ab einer gewissen Reputation
Fragen zusätzliche Schlagwörter (Tags) zuweisen, über die andere Benutzer und Suchmaschi-
nen diese Frage besser ﬁnden können. Mit noch mehr Reputationspunkten können Benutzer
auch neue, noch nicht existierende Schlagwörter vorschlagen. Hierbei setzen die Seiten wieder
auf eine automatische Verwaltung, inklusive der Vereinigung und dem Löschen von Schlag-
wörtern, durch die Gemeinschaft der Benutzer.
Bewertung von Stack Overﬂow
Die Frage und Antwort Plattform Stack Overﬂow bietet offensichtlich eine Grundlage für
Kommunikation (KommQ1:4P). Dabei werden Meta-Daten und die Fragen, Antworten und
Kommentare formatiert dargestellt (KommQ2:4P). Die schnelle Erfassung des Inhalts ist durch
eine große Überschrift, Tags und Syntax-Highlighting gut möglich. Dabei kann es aber sein,
dass die richtige Antwort eventuell noch nicht an oberster Position ist da sie erst später
dazugekommen ist und noch nicht so viele Bewertungen erhalten hat oder sie noch nicht
akzeptiert wurde (KommQ3:3P). Es gibt die Möglichkeit mit Benutzern über Kommentare und
1http://stackoverflow.com (Besucht am 24.11.2014)2http://stackexchange.com/sites (Besucht am 24.11.2014)
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ABBILDUNG 2.2: Übersicht hervorgehobener Fragen auf Stack Overﬂow
einen allgemeinen Chatraum für bestimmte Themenbereiche aber nicht einzelne Fragen oder
durch anklicken zu interagieren (KommQ4:3P, KommQ5:2P).
Die Kooperation wird indirekt durch die Kommunikation begünstigt und die Plattform ist auch
für mehrere Benutzer ausgelegt (KoopQ1:4P). Es ist einfach möglich Antworten inkl. Quellcode
zu Fragen beizutragen (KoopQ2:2P). Die Eﬃzienz der Zusammenarbeit ist nicht so einfach
feststellbar und kommt auf weitere Faktoren an (KoopQ3:2P). ImWeiteren beziehen sich die
Fragen auf die Zusammenarbeit und nicht mehr auf die Kommunikation, deshalb gibt es auch
keine weiteren Interaktionsmöglichkeiten die eine Zusammenarbeit unterstützen und noch
nicht bei den Fragen zur Kommunikation einsortiert wurden (KoopQ4:0P, KoopQ5:0P).
Für die Koordination ist die Plattform ungeeignet, außer man weist Aufgaben im Chat-
Gespräch einander zu (KoorQ1:0P, KoorQ2:0P, KoorQ3:0P, KoorQ4:0P, KoorQ5:0P).
Coop.
Comm. Coord.
Stack Overﬂow Q&A Plattform
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 3 3 2 16: Level 4
Kooperation 4 2 2 0 0 8: Level 2
Koordination 0 0 0 0 0 0: Level 1
2.2.2 Coderwall
Coderwall3 ist eineWebplattform auf derman Tipps (siehe Beispiel in Abbildung 2.4) für andere
Softwareentwickler veröffentlichen kann. Im Format eines einzelnen Blog-Posts oder Artikels
wird ein bestimmter Sachverhalt erklärt. Ansprechend formatiert inkl. Syntax-Highlighting für
3https://coderwall.com (Besucht am 24.11.2014)
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ABBILDUNG 2.3: Beispiel einer relativ häuﬁg angesehenen Frage auf Stack Overﬂow, welche dieKriterien nicht erfüllt, aber trotzdem zufriedenstellend beantwortet wurde.
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Quellcode können am unteren Ende Kommentare von Besuchern dazu abgegeben werden
um den Tipp zu diskutieren oder auf verwandte Beiträge hinzuweisen. Der Beitrag/Tipp
kann mit Tags ähnlich wie bei Stack Overﬂow versehen werden. Insgesamt kann eine große
Ähnlichkeit zu Stack Overﬂow festgestellt werden. Was fehlt ist die Fragestellung und mehrere
mögliche Antworten. Man kann Tipps für einzelne Tags oder in zu Netzwerken (Bezeichnung von
Coderwall) zusammengefasste Technologien und Benutzer der Technologien ansehen oder
abonnieren um über neue Tipps informiert zu werden. Benutzerproﬁle werden ausgehend
von den Inhalten der Tipps generiert und mit den verwendeten Technologien markiert. Dafür
erhalten die Benutzer wie auch auf Stack Overﬂow Auszeichnungen nach festgelegten Kriterien
(siehe Beispiel eines Proﬁls in Abbildung 2.5).
ABBILDUNG 2.4: Coderwall Tipp eines Benutzers für das Ignorieren von Änderungen an einerDatei unabhängig von der .gitignore-Datei. Quelle: Earl Swigert auf coderwall.com
Bewertung von Coderwall
Coderwall ist grundsätzlich gesehen ein indirektes Kommunikationsmedium (KommQ1:4P).
Neben der zusätzlichen formatierten Darstellung von Meta-Daten (KommQ2:4P) und der
schnellen Erfassbarkeit (KommQ3:4P) wird eine weitere Interaktion aber nur durch Kommen-
tare ermöglicht (KommQ4:1P, KommQ5:0P). Bezüglich unserer beiden anderen Kategorien
des 3C-Modells, Kooperation und Koordination werden keine Punkte erreicht.
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ABBILDUNG 2.5: Coderwall Proﬁl eines Benutzers der 2 Auszeichnungen für seine PHP Projekteerhalten hat. Quelle: coderwall.com
Coop.
Comm. Coord.
Coderwall Protips (Blog)
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 4 1 0 13: Level 4
Kooperation 0 0 0 0 0 0: Level 1
Koordination 0 0 0 0 0 0: Level 1
2.2.3 Masterbranch
Masterbranch4 fasst Informationen aus Quellen wie GitHub, Stack Overﬂow, Sourceforge,
CodePlex, Bitbucket, Google Code, java.net und vielen weiteren zusammen. Aus den gesam-
melten Informationen werden verschiedene Kennzahlen abgeleitet. Dazu zählt zum Beispiel
die Anzahl der Projekte pro Programmiersprache, oder wie viel Prozent der Commits eines
Projekts von diesem Entwickler gemacht wurden. Des Weiteren gibt es eine automatisch
generierte Liste von Programmiersprachen und Technologien die der Entwickler hauptsächlich
verwendet. Über die Zusammenfassung hinausgehende Interaktionsmöglichkeiten gibt es
nicht. Masterbranch dient eher der Selbstdarstellung des eigenen Entwicklerproﬁls als der
Kommunikation, Kooperation oder Koordination.
4https://masterbranch.com (Besucht am 24.11.2014)
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Bewertung von Masterbranch
Aus dem gerade genannten Grund werden auch kaum Punkte in den von uns verwendeten Fra-
gen erreicht (KommQ1:0P, KommQ2:0P, KommQ3:0P, KommQ4:0P, KommQ5:0P; KoopQ1:0P,
KoopQ2:0P, KoopQ3:0P, KoopQ4:0P, KoopQ5:0P; KoorQ1:0P, KoorQ2:0P, KoorQ3:0P, KoorQ4:0P,
KoorQ5:0P).
Coop.
Comm. Coord.
Masterbranch
Automatische Proﬁlerstellung durch Aggregation vorhandener Informationen
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 0 0 0 0 0 0: Level 1
Kooperation 0 0 0 0 0 0: Level 1
Koordination 0 0 0 0 0 0: Level 1
2.2.4 CodeProject
CodeProject5 bietet online die Möglichkeit, einer großen Gemeinde an Software-Entwicklern
beizutreten. Die Online-Plattform ist eine Kombination aus einem Forum zur Diskussion, einem
Blog auf dem jeder Benutzer eigene Artikel veröffentlichen kann (ähnlich wie auf Coderwall)
sowie einer Frage- und Antwort-Plattform wie Stack Overﬂow.
Bewertung von CodeProject
Durch die Kombination der Ansätze mehrerer bereits vorhandener Plattformen wird die
Kommunikation zentralisiert. Weitergehende Unterstützung für die Zusammenarbeit oder die
Koordination bietet diese Plattform aber trotzdem nicht. Dadurch fällt auch CodeProject nur in
den Bereich der Kommunikation (KommQ1:4P, KommQ2:0P, KommQ3:4P). Die Verlinkung der
einzelnen Plattformbestandteile ist aber erhöht und gewünscht. So gibt es ein erhöhtesMaß an
Interaktionsmöglichkeiten innerhalb der Plattform (KommQ4:3P). Eine direkte Kommunikation
wird nicht unterstützt (KommQ5:0P).
Coop.
Comm. Coord.
CodeProject
Kombination aus Blog, Forum und Q&A-Plattform
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 4 3 0 15: Level 4
Kooperation 0 0 0 0 0 0: Level 1
Koordination 0 0 0 0 0 0: Level 1
5https://codeproject.com (Besucht am 24.11.2014)
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2.2.5 Cloud9
Die Online-Plattform Cloud 96, basierend auf der freien Cloud9 Integrierte Entwicklungsum-
gebung (IDE)7 welche selbst wiederum auf Bespin/Mozilla Skywriter basiert, enthält einen
Quellcode-Editor mit Syntaxhervorhebung, Code-Vervollständigung, gleichzeitigem Editieren
(Echtzeit) für mehrere Benutzer, siehe Abbildung 2.6, und Chat-Funktion. Des Weiteren kann
man verschiedene Arbeitsbereiche erstellen, die bei Bedarf vorkonﬁgurierte Softwarepakete
wie Webserver oder andere Programmierumgebungen bereitstellen. Dies reduziert den Konﬁ-
gurationsbedarf, sofern alles zur Genüge vorkonﬁguriert ist, enorm. Das Ziel ist, möglichst
eﬃzient und schnell programmieren zu können. Es ist auch möglich einen Arbeitsbereich zu
erstellen der per Secure Shell (SSH) auf einen eigenen Server zugreift und die Umgebung dort
nutzt. Weiterhin wird das direkte Klonen von git-Projekten unterstützt sowie vereinfacht für
Bitbucket- und GitHub-Projekte, falls man sein Konto mit dem jeweiligen Dienst verbunden
hat.
ABBILDUNG 2.6: CLOUD9 IDE mit gleichzeitigem Editieren durch zwei Benutzer. (Hervorhebungin Rot für Markierung der Teilnehmer)
Neben dem Quellcode-Editor gibt es verschiedene zusätzliche Bereiche wie einen Debugger
und Terminal für Kommandozeilen-Operationen wie zumBeispiel git commit und git push.
Die Bereiche des Quellcode-Editors können beliebig aufgeteilt (Split View) werden.
Ein ähnliches aber nicht mehr aktives Projekt ist der Space Editor8. Weitere Funktionen der
Cloud9 Online-Plattform werden in der folgenden Bewertung genannt:
6https://c9.io/ (Besucht am 24.11.2014)7https://github.com/ajaxorg/cloud9/ (Besucht am 24.11.2014)8https://github.com/chaoscollective/Space_Editor (Besucht am 24.11.2014)
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Bewertung der Cloud9 Online-Plattform
Die Bewertung basiert auf der kompletten Plattform und ihren Möglichkeiten und nicht nur
auf einzelnen Komponenten wie der Cloud9 IDE oder deren Komponenten.
Cloud9 unterstützt eine direkte Kommunikation durch eine Chat-Funktion für alle beteiligten
(anwesenden) Entwickler (KommQ1:4P, KommQ5:4P). Im Chat ist es aber nicht üblich längere
Texte zu schreiben bzw. Code zu verschicken. Dies könnte sowieso direkt im Echtzeit-Quellcode-
Editor gemacht werden. Meta-Daten werden formatiert und ordentlich dargestellt inklusive
Umwandlung des Zeitstempels in eine Angabe wie vor 5 Minuten (KommQ2:4P, KommQ3:1P).
Zusätzlich existieren Interaktionsmöglichkeiten wie die automatische Umwandlung von URLs
in anklickbare Hyperlinks (KommQ4:2P).
Die offensichtlich hauptsächlich auf Kooperation ausgelegte Entwicklungsumgebung bie-
tet gleichzeitiges Editieren von den Quellcode-Dateien(KoopQ1:4P). Benutzer können direkt
sehen, was der andere tippt und darauf reagieren und es kommentieren oder anpassen. Dies
ermöglicht zum Beispiel eﬃziente Paarprogrammierung. Mit der direkten Integration des
Chats ist auch für weitere Interaktion gesorgt (KoopQ2:4P, KoopQ3:4P, KoopQ4:4P, KoopQ5:4P).
Dafür sieht es im Bereich der Koordination eher schlecht aus. Es können zwar andere Benutzer
eingeladen werden und diese mit Lese- und/oder Schreibrechten ausgestattet werden, aber
das war es auch schon(KoorQ1:1P, KoorQ2:1P). So können Benutzer nur indirekt koordiniert
werden (KoorQ3:0P, KoorQ4:0P, KoorQ4:0P).
Coop.
Comm. Coord.
Cloud9 Online-Plattform
Online-IDE mit Live-Editing und Chat
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 1 2 4 15: Level 4
Kooperation 4 4 4 4 4 20: Level 5
Koordination 1 1 0 0 0 2: Level 1
2.2.6 GitHub
2.2.6.1 Einführung
GitHub9 ist eine webbasierte Plattform für mit git versionierte Softwareprojekte. Es ist kos-
tenlos und jeder kann sich ein Konto erstellen. Für private Repositories, auf die dann nur
ausgewählte Benutzer Zugriff haben, kann man bezahlen oder eine eigene Enterprise Ver-
sion von GitHub in seinem Unternehmensnetzwerk auch kostenpﬂichtig betreiben. GitHub
bietet eine Reihe von Kommunikationskanälen für die Interaktion mit dem Code und der
Dokumentation dazu an. Diese beschreibe ich in den nächsten Unterabschnitten.
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ABBILDUNG 2.7: GitHub Dashboard
2.2.6.2 Dashboard
Die in Abbildung 2.7 dargestellte Übersichtsseite zeigt einem einen personalisierten Über-
blick über aktuelle Geschehnisse wie Commits, Issues oder Kommentare zu Repositories
welche man beobachtet. Diese sich automatisch aktualisierende Liste ist vergleichbar mit dem
Newsstream von Facebook.
2.2.6.3 Proﬁl
Das für Interaktion erforderliche Benutzerkonto bietet eine Proﬁlansicht öffentlicher Infor-
mationen an. In Abbildung 2.8 sieht man eine Übersicht über die Aktivitäten eines einzelnen
Benutzers inklusive beliebter Repositories und Repositories zu denen der Benutzer etwas
beigetragen hat. Des Weiteren gibt es eine farb-codierte Übersicht über allgemeine Beiträge
im Zeitverlauf und der letzten Beiträge je nach Aktivität. Zusätzlich kann man hier sehen wie
viele andere Benutzer diesem Benutzer folgen, sprich über Aktivitäten informiert werden
und welche Repositories der Benutzer beobachtet (starred). Das Proﬁl ist vergleichbar mit der
Chronik von Facebook.
2.2.6.4 Repository/Projekt Übersicht
Projekte werden in, mit git versionierten, Repositories verwaltet. In Abbildung 2.9 sieht man
die Übersichtsseite eines Repositories. Für wichtige soziale Aktionen sind drei Knöpfe, siehe
9https://github.com/ (Besucht am 24.11.2014)
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ABBILDUNG 2.8: GitHub Proﬁlansicht mit Übersicht beliebter Repositories und der Übersichtder letzten Beiträge, aufgetragen über die Zeit.
ABBILDUNG 2.9: GitHub Repository Übersicht
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Abbildung 2.10, rechts oben verfügbar. Dazu gehört die Aktion Watchmit der man über alle
Beiträge zu dem Repository informiert wird. Im Gegensatz dazu ist die Aktion Star nur dafür
gedacht, dieses Repository auf eine Liste für eine spätere Referenz zu setzen oder einfach nur
Dankbarkeit dafür auszudrücken wobei aber nicht alle Beiträge abonniert werden. Die Fork-
Aktion wird benötigt wenn man Änderungen an den Dateien und somit auch dem Quellcode
eines Repositories vornehmen möchte.
Die weiteren Elemente geben die Anzahl der Commits, Branches, Releases und Mitwirkender
Benutzer an. Nach einem klick auf die Zahlen kommt man zu einer Auﬂistung der Inhalte
des entsprechenden Bereichs. Danach folgt eine interaktive Ordner- und Dateiansicht des
Repositorys inklusive letzter Commit-Nachricht und wie lange die Änderung her ist. Weiter
unten wird der Text aus einer Readme-Datei schön formatiert dargestellt. Hier bieten die
meisten Projekte erste Beschreibungen und allgemeine Informationen über ihr Projekt an.
ABBILDUNG 2.10: GitHub Repository soziale Aktionen: Watch, Star und Fork
2.2.6.5 Repository Bug-Tracking System
ABBILDUNG 2.11: GitHub Repository Issues
Für die Meldung von Problemen oder die Anfrage von neuen Features gibt es ein integriertes
Bug-Tracking System (Issues). In Abbildung 2.11 sieht man eine Liste der noch geöffneten
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Issues. Ein Issue erhält eine Nummer mit der er überall referenziert werden kann (und auch
automatisch verlinkt wird), einen aussagekräftigen Titel sowie eine ausführliche Beschreibung.
Wahlweise können Issues noch Label zugeordnet werden mit denen diese Kategorisiert wer-
den können. Des Weiteren kann jeder Benutzer von GitHub Kommentare zu einem Issue
abgeben oder Vorschläge für Code der das Problem löst, siehe Abbildung 2.12. Vorgeschlage-
ne Codeänderungen, welche in Form von Diffs dargestellt werden, können auch zeilenweise
kommentiert werden, siehe Abbildung 2.13.
ABBILDUNG 2.12: GitHub Issue Kommentare und weitere Features
2.2.6.6 Labels/Schlagworte
Von Projektmitarbeitern können beliebige Begriffe zur Klassiﬁzierung der Bugs verwendet
werden, diese funktionieren wie Schlagworte, sind aber eben nur für ein Projekt und nicht auf
der gesamten Plattform gültig.
2.2.6.7 Kommentarfunktion für Issues
Die gerade eben allgemein beschriebene Kommentarfunktion für Issues ist der wichtigste
indirekte Kommunikationskanal auf GitHub. Ein wichtiges Merkmal der Kommentare ist die
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ABBILDUNG 2.13: GitHub Diff Kommentare
Integration vonMarkdown [26] [27]. Mit Markdown ist es möglich Text mit intuitiven Mitteln
gestalterisch hervorzuheben. Markdown ist ohne, dass der Text umgewandelt wird noch lesbar.
Dies ermöglicht es ohne Vorkenntnisse oder spezielle Programme den Text lesen und bearbei-
ten zu können. Markdown muss von neuen Benutzern nicht gekannt werden um Kommentare
abzugeben, aber bietet erfahrenen Benutzern die Möglichkeit Kommentare oder Issues selbst
übersichtlich zu gestalten. Weiterhin ist es möglich in Kommentaren oder Issues selbst mit
@username einen anderen Benutzer zu nennen, zu referenzieren (mittels automatischen
Hyperlinks) und gleichzeitig auch zu informieren bzw. zur Diskussion einzuladen (der Benutzer
erhält automatisch eine Nachricht, dass er in einem Kommentar genannt wurde). Darüber
hinaus ist es nicht nur möglich Benutzer zu referenzieren, sondern auch Issues bzw. Pull
Requests mit #999 über ihre im Repository eindeutige Nummer. Der referenzierte Issue/Pull
Request wird damit verlinkt und auf der entsprechenden Seite wird der aktuelle Issue in dem
die Referenz geschrieben wurde, dort auch referenziert.
Eine sehr ähnliche Umsetzung der Kommentarfunktion an sich, kann bei weiteren populären
Seiten wie Stack Overﬂow und Bitbucket10 betrachtet/verwendet werden.
10http://bitbucket.org (Besucht am 24.11.2014)
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2.2.6.8 Bewertung des Bug-Trackers
Da die Kommentarfunktion immer in Kombination innerhalb eines Bug-Reports oder Pull-
Requests, also des gesamten Bug-Trackers, verwendet wird, werden die dadurch erweiterten
Funktionen wie Label, Milestones, usw. in die Bewertung miteinbezogen.
Es ist offensichtlich, dass Kommunikation möglich ist (KommQ1:4P). Weiterhin ist die Darstel-
lung sehr ansprechend und zum schnellen erfassen optimiert (KommQ2:4P, KommQ3:4P).
Es gibt Interaktionsmöglichkeiten durch das Anklicken von @username und referenzieren
von anderen Issues durch #999 (KommQ4:3P). Direkte Kommunikation ist nicht möglich
(KommQ5:0P). Grundsätzlich ist der Bug-Tracker und die Kommentarfunktion für mehrere
Benutzer ausgelegt (KoopQ1:3P) und es ist sehr einfach neue Kommentare zu veröffentlichen
(KoopQ2:4P). Eine weitere direkte und eﬃziente Kooperation ist darüber aber nicht möglich.
Die Kooperation wird nur indirekt durch die Diskussion des Quellcodes gefördert (KoopQ3:1P,
KoopQ4:0P, KoopQ5:0P). Die hauptsächliche Kooperation ﬁndet aber auch im Rahmen der
Bearbeitung des Quellcodes statt. Der Bug-Tracker unterstützt durch die Kommunikation na-
türlich auch eine Koordination (KoorQ1:2P, KoorQ2:1P). Des Weiteren ist es aber auch möglich
Benutzer zu nennen und diese werden darüber informiert (KoorQ3:4P, KoorQ4:4P). Zusätzlich
ist es möglich den Issues Label zuzuordnen und Milestones festzulegen. So ist sogar eine
leichte direkte Koordination möglich (KoorQ5:2P).
Der GitHub Bug-Tracker dient also hauptsächlich der Kommunikation und Koordination.
Coop.
Comm. Coord.
GitHub Bug-Tracker
Mit Markdown-Hervorhebung, Verlinkung und Benachrichtigungen
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 4 3 0 15: Level 4
Kooperation 3 4 1 0 0 8: Level 2
Koordination 2 1 4 4 2 13: Level 4
2.2.7 Visual Studio 2013 (Ultimate) CodeLens
In der Ultimate Version von Microsofts Visual Studio 2013 gibt es im Quelltext-Editor die soge-
nannte CodeLens (Code Information Indicator). Diese hat verschiedene Indikatoren die über
Funktionen angezeigt werden können. Zu den Indikatoren zählen Referenzen, Änderungen,
Autoren, Code Reviews, Work Items, Bugs & Incoming Changes. Wenn das Projekt mit einem
Team Foundation Server verwaltet wird, sind alle Indikatoren verfügbar, ansonsten nur der
Indikator für Referenzen auf diese Funktion. Seit dem Update 3 für VS 2013 Ultimate werden
auch die Indikatoren Autoren, Änderungen und Work Items in nur mit git verwalteten Projek-
ten angezeigt, siehe Abbildung 2.14. Work Items werden zwar angezeigt und beziehen sich
vermutlich auf per #nummer bezeichnete Issues, aber diese Issues werden ohne einen Team
Foundation Server nicht angezeigt. Die im Tooltip angezeigten Autoren können ohne Team
Foundation Server nur per E-Mail kontaktiert werden. Mit Team Foundation Server stehen
weitere Optionen zur Verfügung.
40 Kapitel 2 Analyse verschiedener Ansätze
ABBILDUNG 2.14: Visual Studio 2013 (Ultimate) CodeLens für mit git versionierte Projekte
Bewertung der Visual Studio CodeLens
Hier wird nur die Funktionalität der CodeLens an sich bewertet. Weitere Funktionen von Visual
Studio werden außen vor gelassen.
Zur Kommunikation trägt die CodeLens nur in der Form bei, dass Beteiligte evtl. indirekt kon-
taktiert werden können (KommQ1:0P, KommQ2:0P, KommQ3:0P, KommQ4:2P, KommQ5:0P).
Ähnlich spärlich sieht es bei der Kooperation aus. Eine Unterstützung für mehrere Benutzer
ist nur im Ansatz vorhanden (KoopQ1:1P, KoopQ2:0P, KoopQ3:0P). Die indirekte Kontakt-
möglichkeit führt hier bei Frage KoopQ4 zu 2 Punkten (KoopQ5:0P). Auch die Koordinations-
möglichkeiten sind praktisch nicht vorhanden. Man könnte aus den bisherigen Bearbeitern
und vorhandenenWork Items ableiten, wer zuständig ist (KoorQ1:1P, KoorQ2:0P, KoorQ3:0P,
KoorQ4:1P, KoorQ5:0P). Zusammenfassend bietet die CodeLens nur Ansatzpunkte für die 3 Ka-
tegorien und kann höchstens als schnelle Referenz dafür dienen, wer an der entsprechenden
Funktion im Quelltext mitgearbeitet hat und welche Issues damit verbunden sind.
Coop.
Comm. Coord.
Visual Studio 2013 (Ultimate) Code-Lens
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 0 0 0 2 0 2: Level 1
Kooperation 1 0 0 2 0 3: Level 1
Koordination 1 0 0 1 0 2: Level 1
2.2.8 Visual Studio Anywhere
Visual Studio Anywhere (VSAnywhere)11 ist eine Echtzeit-Kollaborationsplattform als Erweite-
rung für Microsoft Visual Studio mit direktem Teilen von geöffneten Quellcode Tabs u. ä. mit
Bearbeitungsfunktion und Chatfunktionalität. Dabei ergänzt VSAnywhere die Visual Studio IDE
um ähnliche Funktionen wie die bereits beschriebene Cloud9 Plattform. VSAnywhere bietet
eine einfache Oberﬂäche für die Verwaltung von derzeitigen Online-Kontakten auf Basis des
Team Foundation Servers für Visual Studio Projekte an. Mit den Benutzern kann dann zusam-
men über Live-Editing gleichzeitig am Code gearbeitet werden. Hierbei werden zusätzlich auch
11https://vsanywhere.com/web/ (Besucht am 24.11.2014)
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die Design-Elemente wie WinForms oder Extensible Application Markup Language (XAML)
unterstützt. Neben dem gleichzeitigen Bearbeiten kann mit den anderen Benutzern auch
gechattet werden. Es ist weiterhin möglich Benutzern die kein Visual Studio haben einen Link
zu schicken um per Browser zuschauen zu können. Dabei können die Browser-Nutzer aber
nicht weiter mit dem Code interagieren.
Bewertung von Visual Studio Anywhere
Hauptsächlich auf Paarprogrammierung ausgelegt bietet die Erweiterung von Visual Studio
hauptsächlich kooperative Unterstützung. Durch die Erweiterung wird es ermöglicht, dass
mehrere Benutzer am selben Code arbeiten können (KoopQ1:4P, KoopQ2:4P). Durch die
Umsetzung von Live-Editing ist auch ein eﬃzientes gleichzeitiges Arbeiten möglich (KoopQ3:4P,
KoopQ5:4P). Weitere Interaktion wird durch die direkte Verfübarkeit des Chats ermöglicht
(KoopQ4:4P).
Durch die Chat-Funktion wird direkte Kommunikation unterstützt (KommQ1:4P, KommQ5:4P).
Ebenso werden im Chat Meta-Daten dargestellt und es existieren viele Möglichkeiten zur
Hervorhebung der Kommunikationsinhalte (KommQ2:4P, KommQ3:4P). Weitere Interaktions-
möglichkeiten gibt es innerhalb des Chats nicht (KommQ4:0P).
Eine in-/direkte Koordination ist durch die Kommunikation möglich (KoorQ1:1P, KoorQ5:1P).
Eine explizite Unterstützung zur Koordination ist aber nicht vorhanden (KoorQ2:0P, KoorQ3:0P,
KoorQ4:0P).
Coop.
Comm. Coord.
Visual Studio Anywhere
Gleichzeitiges Editieren und Chat
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 0 4 4 16: Level 4
Kooperation 4 4 4 4 4 20: Level 5
Koordination 1 0 0 0 1 2: Level 1
2.3 Vorhandene Ansätze in freier Software
2.3.1 GitLab
GitLab12 ist eine Open-Source-Nachbildung von GitHub. Die Funktionen sowie die Darstellung
sind sehr ähnlich. Manche Funktionen werden aber zum Beispiel, vermutlich aus Marken-
schutzgründen, anders bezeichnet. Dazu zählt zum Beispiel ein Merge Request der bei GitHub
Pull Request genannt wird. Der Vorteil von GitLab ist, dass man es selber hosten, verwalten
sowie eigene Anpassungen am Quellcode vornehmen kann. Dies ist zwar auch mit GitHub
Enterprise möglich, aber dieses ist kostenpﬂichtig. Die Bewertung entspricht der von GitHub.
12https://about.gitlab.com (Besucht am 24.11.2014)
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Bewertung von GitLab
Genau wie auch schon bei der Bewertung von GitHub, wird hier der gesamte Bug-Tracker-
Bereich von GitLab betrachtet. Dazu gehören neben der Kommentarfunktion für Bug- und
Merge-Requests damit auch Funktionen wie Labels und Meilensteine.
Es ist offensichtlich, dass Kommunikation möglich ist (KommQ1:4P). Weiterhin ist die Darstel-
lung sehr ansprechend und zum schnellen erfassen optimiert (KommQ2:4P, KommQ3:4P).
Es gibt Interaktionsmöglichkeiten durch das Anklicken von @username und referenzieren
von anderen Issues durch #999 (KommQ4:3P). Direkte Kommunikation ist nicht möglich
(KommQ5:0P). Grundsätzlich ist die Kommentarfunktion für mehrere Benutzer ausgelegt
(KoopQ1:3P) und es ist sehr einfach neue Kommentare zu veröffentlichen (KoopQ2:4P). Eine
weitere direkte und eﬃziente Kooperation ist darüber aber nicht möglich. Die Kooperation
wird nur indirekt durch die Diskussion des Quellcodes gefördert (KoopQ3:1P, KoopQ4:0P,
KoopQ5:0P). Die hauptsächliche Kooperation ﬁndet aber auch im Rahmen der Bearbeitung
des Quellcodes statt. GitLabs Bug-Tracker unterstützt durch die Kommunikation natürlich auch
eine Koordination (KoorQ1:2P, KoorQ2:1P). Des Weiteren ist es aber auch möglich Benutzer
zu nennen und diese werden darüber informiert (KoorQ3:4P, KoorQ4:4P). Zusätzlich ist es
möglich den Issues Label zuzuordnen und Milestones festzulegen. So ist sogar eine leichte
direkte Koordination möglich (KoorQ5:2P).
Damit entspricht die Bewertung genau der Von GitHub. Somit kann der Bug-Tracker von GitLab
auch im Bereich der Kommunikation und Koordination eingeordnet werden.
Coop.
Comm. Coord.
GitLab Bug-Tracker
Mit Markdown-Hervorhebung, Verlinkung und Benachrichtigungen
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 4 3 0 15: Level 4
Kooperation 3 4 1 0 0 8: Level 2
Koordination 2 1 4 4 2 13: Level 4
2.3.2 FindBugs Cloud
FindBugs bietet mit dem Plugin FindBugs Cloud13 eine Kommentarfunktion für die gefundenen
Bugs (siehe Abbildung 2.15).
Ebenso können damit die Bugs nach vorgegebenen Klassiﬁzierungen eingeordnet/als bear-
beitet markiert werden. Dazu gehören „Needs further study, Not a bug, Mostly harmless,
Should ﬁx, Must ﬁx, I will ﬁx, Bad analysis, unclassiﬁed, Obsolete/unused (will not ﬁx)“ (siehe
Abbildung 2.16). Es können aber nicht nur einzelne Bugs kommentiert und klassiﬁziert werden
sondern auch komplette Bug-Gruppen. Dazu werden aber nur die vorgegebenen Gruppen für
Bugs verwendet.
Bugs werden dabei über ihren InstanceHash identiﬁziert (genauere Beschreibung in Unter-
unterabschnitt 4.5.2.2).
13https://code.google.com/p/findbugs/wiki/FindBugsCloudTutorial (Besucht am 24.11.2014)
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ABBILDUNG 2.15: FindBugs Cloud Kommentarfunktion GUI
ABBILDUNG 2.16: FindBugs Cloud Klassiﬁkationsauswahl für einen gefundenen Bug
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Für die Benutzung dieser Erweiterung von FindBugs wird ein spezieller FindBugs Cloud Server
benötigt. Man kann den bereits voreingestellten öffentlichen FindBugs Cloud Server verwen-
den oder einen solchen selber betreiben. Ein selber betriebener Server kann natürlich auch
nur für eine begrenzte Anzahl an Leuten, privat/innerhalb eines Firmennetzwerkes, betrie-
ben werden. Für die Anmeldung am Server wird nur eine OpenID14 benötigt, bei der die
E-Mail-Adresse weitergegeben wird.
Bewertung der FindBugs Cloud
Die durch die Kommentar- und Klassiﬁkationsfunktion gebotenen Möglichkeiten für die In-
teraktion fallen einerseits in die Kategorie Kommunikation (Kommentarfunktion) und ande-
rerseits in die Kategorie Koordination (Klassiﬁkationsfunktion). Dabei ist die Kommunikation
durch die Kommentare möglich und Meta-Daten werden zwar dargestellt, aber alles nur
wenig für den Benutzer aufbereitet (KommQ1:4P, KommQ2:2P). Daraus resultiert auch eine
langsamere Erfassung des Inhalts (KoomQ3:0P). Interaktionsmöglichkeiten sind praktisch
nicht vorhanden (KommQ4:0P, KommQ5:0P). Die Kooperation ist einzig durch den Status
des Bugs möglich (KoopQ1:3P, KoopQ2:0P, KoopQ3:0P, KoopQ4:0P, KoopQ5:0P). Genau durch
diese Funktionalität ist aber eine einfache und eﬃziente Koordination möglich (KoorQ1:4P,
KoorQ2:1P, KoorQ3:4P KoorQ4:0P, KoorQ5:0P). Die Benutzbarkeit der gesamten FindBugs
Erweiterung kann als gut und einfach bewertet werden, da die graphische Benutzeroberﬂäche
keine weiteren Hürden für die Benutzung in den Weg stellt und die beschriebenen Funktionen
in den Vordergrund stellt. Die Darstellung der Kommentare ist gestalterisch aber ungenü-
gend. Hinzu kommt, dass die Erweiterung nur eine Art Proof-of-concept war und nicht weiter
entwickelt wird.
Coop.
Comm. Coord.
FindBugs Cloud
Integrierte Kommentare für FindBugs Bugs
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 2 0 0 0 6: Level 2
Kooperation 3 0 0 0 0 3: Level 1
Koordination 4 1 4 0 0 12: Level 3
2.4 Vorhandene Ansätze in der Forschung
Neben den bis hier vorgestellten Ansätzen, die öffentlich verfügbar sind, gibt es noch nicht
kommerziell und/oder wenig verbreitete Ansätze aus der aktuellen Forschung. Zwei der
Ansätze werden hier vorgestellt.
14https://openid.net (Besucht am 24.11.2014)
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2.4.1 Firmentinterne Expertensuche SmallBlue
Mit SmallBlue haben Lin et al. [28] eine Anwendung vorgestellt, die vorhandene Kommuni-
kationsdaten innerhalb einer Firma nutzt, um daraus ein soziales Netzwerk von Experten
abzuleiten. Es soll automatisch Antworten auf die Fragen „Wer weiß was?“ , „Wer kennt wen?“
sowie „Wer weiß was über wen?“ geben können. Das Ziel ist für ein bestimmtes Thema
einen Experten zu suchen um mit diesem Kontakt aufnehmen zu können. Hierzu werden von
SmallBlue, nach vorheriger Einwilligung, die Inhalte der persönlichen E-Mail Korrespondenz
analysiert. Die aggregierten Informationen von möglichst vielen Benutzern werden über eine
Weboberﬂäche zugänglich gemacht. Dabei kann ein Benutzer persönliche Informationen über
sich selbst sehen, sowie verschiedene Suchanfragen über die Webseite formulieren. Dazu
gehört die Suche nach anderen Leuten die vornehmlich Experten auf einem bestimmten in
der Frage mit Stichworten formulierten Themengebiets sind. Das Ergebnis enthält mehrere
Personen inklusive Kontaktinformationen die die höchste Übereinstimmung bezüglich der
Stichwörter haben. Weiterhin wird, um die Wahrscheinlichkeit einer Kontaktaufnahme zu
erhöhen, der kürzeste Pfad über bereits bekannte Personen angezeigt. Bei höchstens 3 zu kon-
taktierenden Personen werden diese direkt in einer Form wie Frage <Person> nach <Experte>
angezeigt.
Aufgrund der nur für Firmen verfügbaren Software kann keine weitere Bewertung vorge-
nommen werden. Die Idee, vorhandene Kommunikation zu analysieren, bietet einerseits
Vorteile, da diese sowieso stattﬁndet, andererseits auch Probleme im Sinne von Eingriffen in
die Privatsphäre.
2.4.2 Jazz
Eine frühe Erweiterung der Eclipse-IDE um Funktionen die die Zusammenarbeit unterstützen
und fördern sollten, wurde 2003 von Cheng et al. mit Jazz vorgestellt [29]. Jazz erweiterte
Eclipse hauptsächlich um das sogenannte Jazz Band, Chat, Teilen des Bildschirminhalts sowie
um Concert Awareness. Dabei ist das Jazz Band eine visuelle Erweiterung um einen View in
dem andere Team-Mitglieder angezeigt werden. Diese Teams können von jedem zu jedem
Zeitpunkt erstellt werden. Eine frühe Form des gleichzeitigen Arbeitens wird von Concert
Awareness durch die Markierung von Ressourcen bezüglich des Bearbeitungsstatus vorbereitet.
Durch die Möglichkeit des Bildschirmteilens konnte damals schon Paarprogrammierung an
verschiedenen Arbeitsplätzen durchgeführt werden. Die Technik basierte aber noch auf
Virtual Network Computing (VNC) und nur einer konnte jeweils tatsächlich Änderungen am
Code vornehmen. Mittlerweile ist Jazz besser bekannt als IBM Rational Team Concert was als
weiterentwickeltes aktuelles Programm kommerziell verkauft wird, nicht mehr nur in Eclipse
sondern auch in Microsoft Visual Studio integriert ist und eine eigene Web-Oberﬂäche bietet.
2.4.3 Selbstbewusster Prompter für Eclipse
Ponzanelli et al. [30] haben eine Erweiterung für die Eclipse IDE entwickelt, die auf Basis des
aktuell geöffneten Quellcodes möglichst relevante, dazu passende, Fragen und Antworten
von Stack Overﬂow (siehe Unterabschnitt 2.2.1) sucht und bei hoher Relevanz dem Entwickler
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anzeigt. Ausgehend von der Idee, dass ein Empfehlungssystem sich im besten Fall wie ein
(Tele-)Prompter verhalten sollte: „Jederzeit bereit Vorschläge zu geben, wenn der Schauspieler
sie braucht sowie bereit zu sein automatisch Vorschläge zu geben wenn er merkt, dass etwas
falsch läuft“ wurde versucht dies umzusetzen. Die Erweiterung bietet dazu zwei neue Views
in Eclipse an. Im Notiﬁcation Center werden nur relevante (Schwellwert einfach über einen
Schieberegler einstellbar) Fragen inklusive einer Anzeige, wie hoch die Übereinstimmung ist,
angezeigt. Im zweiten View wird die Stack Overﬂow Diskussion angezeigt, sobald der Entwickler
in im Notiﬁcation Center die Frage anklickt. Um die Relevanz zu beurteilen werden verschiedene
Kriterien angewendet. Dazu gehört die Textuelle Ähnlichkeit, Code Ähnlichkeit, API Typen- und
Methoden-Übereinstimmung, Frage-Bewertung (Question Score), Antwort-Bewertung (Answer
Score), Benutzer Reputation und Tag Ähnlichkeit. Diese Kriterien werden jeweils mit einem
bestimmten Faktor gewichtet. Weiterhin wird nicht bei jeder Änderung des Codes eine Anfrage
generiert, sondern auch nur wenn ein gewisser Schwellwert erreicht ist.
Es wurden zur Evaluation zwei Benutzerstudien durchgeführt. Das Ergebnis ist zweigeteilt.
Als Stärken der Erweiterung werden die Genauigkeit und Relevanz der Vorschläge, die Be-
nutzeroberﬂäche, die einfache Benutzbarkeit sowie die Möglichkeit, die Sensitivität für die
Relevanz der angezeigten Fragen einzustellen, genannt. Für weitere Verbesserungen wird von
den Studienteilnehmern gefordert, dass neben Stack Overﬂow weitere Quellen einbezogen
werden sollen sowie ein Such-Feld für direktes Suchen mit eigenen Begriffen implementiert
werden soll.
Eine weitere Bewertung kann hier aufgrund fehlende Zugriffs auf die Erweiterung nicht
gemacht werden. Dennoch macht die vorgestellte Erweiterung einen sehr guten Eindruck was
auch durch die Evaluationsergebnisse unterstützt wird.
2.5 Fazit
2.5.1 Relevanz der verwendeten Fragen und Visualisierung
Mache Plattformen und manche Software lässt sich mit den verwendeten Fragen kaum
in eine Kategorie des 3C-Modells einordnen. Sie passen aber dennoch, auf Basis anderer
Eigenschaften, in bestimmte Kategorien. Hierzu sollte der Fragenkatalog in Zukunft angepasst
und evaluiert werden. Weiterhin wäre es sinnvoll die Level um ein Level 0 zu ergänzen. Damit
kann besser zum Ausdruck gebracht werden, dass kaum bis keine Unterstützung für die
entsprechende Kategorie des 3C-Modells vorhanden ist. Die Visualisierung unterstützt die
Darstellung bereits indem für Level 0 der Kreismittelpunkt verwendet wird.
2.5.2 Ansätze für Social Coding
Wir haben nun verschiedene Ansätze vorgestellt und in die Kategorien des 3C-Modells einge-
teilt (siehe dazu auch die zusammenfassende Tabelle in Abbildung A.1 im Anhang). Dabei ist
aufgefallen, dass es prinzipiell unterschiedliche Ansätze gibt, die Social Coding ermöglichen:
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• Gleichzeitiges Editieren/Live Editing als Erweiterung einer IDE.
Durch moderne JavaScript-Technolgien und die weite Verbreitung der dafür nötigen
Browser ist es möglich diese Technologien zur Unterstützung von Programmierern zu
verwenden. In Form von neuen Online-IDEs, die gleichzeitiges Editieren durch mehrere
Benutzer ermöglichen, ist eﬃziente Paarprogrammierung möglich. Ähnliche Ansätze,
aber basierend auf anderen Technologien, halten auch Einzug in vorhandene IDEs um
auch hier gleichzeitiges Editieren zu ermöglichen.
(Cloud9, Visual Studio Anywhere)
• Integration von Diskussion/Kommunikation in eine IDE.
Gerade im Zusammenhang mit gleichzeitigem Editieren bietet es sich an, die Beteiligten
auch durch einen separaten Chat miteinander kommunizieren zu lassen.
(Cloud9, Visual Studio Anywhere, Eclipse Prompter, FindBugs Cloud)
• Online-Plattform zur Diskussion des Codes und der Veränderungen.
Durch die Verbreitung von verteilten Versionsverwaltungssystemen haben sich Platt-
formen um die davon verwalteten Repositories und der Abläufe davon geformt. Durch
die hohe Code-Nähe können der Code und Änderungen daran direkt diskutiert werden
und eﬃzient an einer Stelle verwaltet werden. Des Weiteren bieten nicht auf einzelne
Projekte fokussierte Plattformen weitere Diskussionsmöglichkeiten.
(GitHub/GitLab, Stack Overﬂow, CodeProject)
• Zusammenfassende Plattformen zur Vernetzung der Entwickler.
Einerseits durch die Aggregation verschiedener Kennzahlen die aus den Quellcode-
Repositories oder anderen Beiträgen eines Entwicklers gewonnen werden können, ande-
rerseits durch die Darstellung von diesen Aktivitäten sind Entwickler besser dazu in der
Lage einzuschätzen, an was andere arbeiten, diesen zu folgen, sich davon inspirieren zu
lassen sowie bessere Entscheidungen zu treffen. Dies wurde auch durch eine Studie mit
GitHub Entwicklern von Dabbish et al. [5] bestätigt. Dort wurde herausgefunden, dass
Entwickler durch die Aktivitäten, teilnehmende Entwickler, verfügbare Dokumentation
und allgemeine Transparenz entscheiden, welches Projekt für ein bestimmtes Problem
die größten Zukunftsaussichten hat.
(GitHub/GitLab, Masterbranch)
• Social Tagging/Folksonomien: Zur benutzergenerierten Verschlagwortung von Inhalten.
Durch das Hinzufügen von klassiﬁzierenden Begriffen können viele Inhalte besser und
für die Entwickler relevanter klassiﬁziert werden. Im Rahmen von Social Coding geschieht
die Verschlagwortung aber nicht automatisch anhand eines festgelegten Katalogs von
Begriffen, sondern durch die Entwickler. (StackOverﬂow, GitHub/GitLab teilweise)
2.5.3 Möglichkeiten für die Implementierung
Mit den Erkenntnissen aus diesem Kapitel ergeben sich mehrere Möglichkeiten Social Coding
für die ASA umzusetzen. Zunächst bietet es sich an, eine Anbindung an existierende Platt-
formen wie GitHub, Bitbucket oder Stack Overﬂow zu schaffen. Für Stack Overﬂow existiert
bereits ein Ansatz. Deshalb wird im Folgenden eine Export-Möglichkeit für gefundene Bugs
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vorgestellt. Weiterhin sind aber nicht alle Projekte, insbesondere Closed-Source- bzw. kom-
merzielle Projekte, dafür geeignet die öffentlichen Plattformen zu verwenden bzw. verwenden
diese eben nicht. Für diese Projekte wird ein Kommentarsystem (Kapitel 4) beschrieben.
Neben der einfachen Kommunikation kann ein Kommentarsystem bei geeigneter Wahl von
Interaktions- und Darstellungsmöglichkeiten auch für eine eﬃziente Koordination sorgen. Für
beide Ansätze werden aus den Analyseergebnissen und Erkenntnissen zunächst allgemeine
Anforderungen abgeleitet. Danach werden verschiedene Vorgehensweisen das Umzuset-
zen diskutiert. Im Anschluss folgt die konkrete Implementierung mit der Erläuterung der
getroffenen Entscheidungen, Darstellung von Abläufen und Vereinbarungen.
Kapitel 3
FindBugs Issue Export
3.1 Einleitung
Social Coding ﬁndet häuﬁg direkt in den Bug-Tracker Einträgen auf den entsprechenden
Plattformen statt [2]. Dort wird zu einem beschriebenen Fehler diskutiert ob er existiert,
welche Auswirkungen er hat und wie er behoben werden kann. Diese Diskussion würde auch
den von der ASA gefundenen möglichen Fehlern helfen, um herauszuﬁnden ob die Fehler
tatsächlich relevant sind und behoben werden müssen, oder nicht. In diesem Kapitel wird dazu
eine Erweiterung eines ASA-Tools entwickelt. Zunächst wird entschieden, welches ASA-Tool
erweitert werden soll. Danach wird die Implementierung im Allgemeinen vorgestellt. Darauf
folgt eine Beschreibung von Anforderungen in Form von User Stories und dem jeweiligen
Ansatz diese Anforderung zu erfüllen. Abschließend wird die Benutzeroberﬂäche vorgestellt
und dieses Kapitel mit einer Bewertung zusammengefasst.
3.1.1 Zu erweiterndes ASA-Werkzeug
Ein häuﬁg für Java-Projekte eingesetztes ASA-Tool ist FindBugs. Insbesondere wird hier in
Verbindung mit Eclipse das entsprechende Plugin verwendet. Am Ende von Kapitel 1 wurde
die Detail-Ansicht eines gefundenen möglichen Fehlers in Abbildung 1.4 bereits kurz vorge-
stellt. Diese Ansicht bietet eine kurze Beschreibung des für diesen Fehler verantwortlichen
Fehlermusters sowie die Einstufung und weitere Merkmale. Nach einem Doppelklick auf einen
möglichen Fehler im Bug Explorer wird der relevante Quellcode, an dem der Fehler auftritt,
dargestellt. Hier ist es aufgrund der häuﬁg über mehrere Pakete und Klassen aufgeteilten
Codes schwierig für einen Entwickler, der sich gerade nicht mit diesem Bereich des Quellcodes
auskennt, zu beurteilen, wie mit diesem möglichen Fehler weiter vorgegangen werden soll.
Aufgrund der einfachen Verwendung und hohen Verbreitung von Java und Eclipse kann die
FindBugs Eclipse Erweiterung als guter Kandidat für den Ausgangspunkt der Implementierung
angesehen werden, die später auch evaluiert werden kann.
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Des Weiteren wird die beschriebene Export-Möglichkeit auch von Benutzern gefordert1,2 und
wurde bis jetzt nicht umgesetzt.
3.2 Implementierung
3.2.1 Einführung
Social Coding Techniken versuchen dem Benutzer so wenig wie möglich Hürden in den Weg zu
legen um seine Ziele zu erreichen. Diese Strategie wird auch mit dieser Erweiterung verfolgt.
Das Ziel ist, eine möglichst einfache Integration in den vorhandenen Arbeitsablauf. Dieser
ist aber häuﬁg unterschiedlich, weshalb hier auf nicht untersuchten Annahmen gearbeitet
wird. Es wird angenommen, dass viele Entwickler selten ihr Projekt mit FindBugs analysie-
ren, einmalig jeweils die Fehlerliste im Bug Explorer durchsehen und dann versuchen diese
möglichen Fehler zu beheben oder falls sie sich für keine Lösung entscheiden können Fehler
erstmal unberührt lassen. An diesem Punkt soll die Erweiterung dem Entwickler ermöglichen,
den Fehler als Bug an das Projekt zu melden, um anderen Entwicklern eine Beurteilung zu
ermöglichen.
Weiterhin soll die Erweiterung möglichst automatisch vorgehen um den Bug direkt melden
zu können. Hierzu soll zum Beispiel die verwendete Plattform automatisch erkannt werden.
Weitere Implementierungsentscheidungen werden jetzt vorgestellt.
3.2.2 Realisierung
3.2.2.1 Eclipse-Plugin
Die Erweiterung ist als Eclipse-Plugin realisiert. Sie erfordert natürlich das Vorhandensein des
FindBugs Eclipse-Plugins um einerseits auf bestimmte Klassen von FindBugs wie BugInstance
zuzugreifen und andererseits das dort eingeführte Kontextmenü zu erweitern. Um ein vorhan-
denes Kontextmenü zu erweitern, werden die Art des zu erweiternden Objekts sowie der voll-
ständige Name der vorhandenen implementierenden Klasse benötigt. In diesem Fall ist das Ob-
jekt vom Typ org.eclipse.core.resources.IMarker und die Klasse de.tobject.ﬁndbugs.MarkerActions.
Weiterhin muss angeben werden, welche Klasse die Aktion verarbeitet wenn geklickt wird. Dies
ist in diesem Eclipse-Plugin-Projekt die Klasse RightClickIssueShowExportAction welche das Inter-
face IObjectActionDelegate implementiert. In deren run-Methode kann nun die Export-Klasse
aufgerufen werden.
Die Export-Klasse zeigt zunächst für Bugs, die eine zu niedrige Conﬁdence haben, eine Warnung
an, ob dieser Bug wirklich exportiert werden soll. Danach wird ausgehend von der vom
Fehler betroffenen Quellcode-Datei das dazugehörige git-Repository gesucht. In diesem wird
daraufhin nach vorhanden remote-Einträgen in der Konﬁguration gesucht um herauszuﬁnden,
1https://sourceforge.net/p/findbugs/feature-requests/190/ (Besucht am 24.11.2014)2http://stackoverflow.com/questions/21328802/how-to-create-tickets-from-findbugs-reports(Besucht am 24.11.2014)
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auf welcher Plattform dieses Projekt verwaltet wird. Ausgehend von diesen Angaben wird die
PlatformExporterFactory.matchPlatform-Methode verwendet um herauszuﬁnden ob für diese
Plattform eine entsprechende Klasse für den Export vorhanden ist. Falls das der Fall ist, wird
eine Instanz der Klasse zurückgegeben. In dieser existiert immer, sichergestellt durch die
Implementierung des IPlatformExporter-Interfaces, eine exportBug-Methode mit welcher der
Bug plattformabhängig exportiert werden kann. Zur Veranschaulichung ist in Abbildung 3.1
ein UML-Klassendiagramm dargestellt.
ABBILDUNG 3.1: FBIssueExport Klassendiagramm
Die Art und der Ablauf des Exports ist immer abhängig von der verwendeten Plattform. Ein
Beispielablauf für GitHub wird im Folgenden beschrieben.
3.2.2.2 Beispiel Ablauf für GitHub Projekt
Für GitHub muss aus der remote-URL der Besitzer sowie der Name des Repositories heraus-
gefunden werden. Dies geschieht mit dem regulären Ausdruck:
1 Pattern platformUrlPattern =
2 Pattern.compile("((git@|https://)([\\w\\.@]+)(/|:))([\\w,\\-,\\_]+)/([\\w,\\-,\\_]+)
(.git){0,1}((/){0,1})");
Dieser ist sogar so allgemein gehalten, dass er auch für andere Plattformen, die das Format
<platformurl>/<owner>/<repositoryName> verwenden, funktioniert. Nachdem der Be-
sitzer und der Name des Repositories bekannt ist, muss überprüft werden ob das Repository
ein Fork (Abspaltung eines anderen Projekts) ist. Falls das nämlich der Fall ist, gibt es auf
GitHub für das Projekt keinen eigenen Issue-Tracker, sondern nur im ursprünglichen Projekt.
Per GitHub-API kann dies mittels eines einfachen Hypertext Transfer Protocol (HTTP) GET Re-
quests und der Verarbeitung der JavaScript Object Notation (JSON)-Antwort herausgefunden
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1 String md = "";2 md += "# " + bugInstance.getAbridgedMessage() + "\n";3 md += "\n\n"4 + bugInstance.getBugPattern().getDetailText() + "\n\n";56 md += "The problem occurs in ‘"7 + bugInstance.getPrimarySourceLineAnnotation().getClassName()8 + "‘ on line **" + bugInstance.getPrimarySourceLineAnnotation().getStartLine
() + "**";9 if(bugInstance.getPrimaryMethod() != null) {10 md += "in method ‘" + bugInstance.getPrimaryMethod().getMethodName() + "‘";11 } else if(bugInstance.getPrimaryField() != null) {12 md += "in field ‘" + bugInstance.getPrimaryField().getFieldName() + "‘";13 } else if(bugInstance.getPrimaryLocalVariableAnnotation() != null) {14 md += "in local variable ‘" + bugInstance.getPrimaryLocalVariableAnnotation().
getName() + "‘";15 }16 md += ":\n\n";171819 md += "‘‘‘java\n";20 md += getSourceCodeFragment(ProjectUtils.getSourceFile(project, bugInstance),
bugInstance.getPrimarySourceLineAnnotation().getStartLine() - 5, bugInstance.
getPrimarySourceLineAnnotation().getEndLine() + 5 );21 md += "‘‘‘\n\n";2223 md += "We have **" + bugInstance.getPriorityString() + "** confidence for this **" +
BugRankCategory.getRank(bugInstance.getBugRank()) + "** bug!";24 md +="\n\nThis bug was found by FindBugs and exported using kmindi’s [FBIssueExport
](https://github.com/kmindi/FBIssueExport). \n"25 + "(FindBugs Bug-ID: "+ bugInstance.getInstanceHash() + ")";
ABBILDUNG 3.2: Rumpf der getBugDescription-Methode
werden. Falls das Projekt ein Fork ist, kann dort der ursprüngliche Besitzer und Name des
Repositories abgelesen und im Folgenden weiter verwendet werden.
Um jetzt einen neuen Issue zu erstellen, muss zunächst ein Titel und eine Beschreibung dafür
erstellt werden. Hierzu wird auf die vorhandenen Daten der BugInstance zurückgegriffen. Der
Titel wird aus bugInstance.getMessageWithoutPreﬁx() gewonnen. Die ausführliche Beschreibung
inkl. Quellcode-Ausschnitt wird durch die in Abbildung 3.2 aufgelistete getBugDescription-
Methode erzeugt.
Für GitHub gäbe es auch die Möglichkeit den Issue per API direkt zu erstellen, für den Benutzer
ist es aber meiner Meinung nach intuitiver, wenn das bekannte Web-Formular geöffnet wird,
mit den gerade erstellen Daten gefüllt wird und er diese sehen und auch noch bearbeiten
kann, bevor er selbst auf Submit new issue drücken kann. Zur Umsetzung wird der Browser
geöffnet und per GET-Parameter die Beschreibung und der Titel angehängt. GitHub verarbeitet
die Parameter um das Formular damit zu füllen.
Um verschiedene Abläufe in den Exportern zu unterstützen sind einige Java-Bibliotheken
erforderlich. Diese wird im nächsten Abschnitt vorgestellt.
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3.2.2.3 Software-Abhängigkeiten
Aufgrund komplexer Konﬁgurationsvorgänge ist das Plugin zurzeit noch ohne eine automati-
sche Abhängigkeitskonﬁguration wie sie beispielsweise Tycho3 bieten würde. Deshalb gibt es
nun zwei Arten von Abhängigkeiten für das Eclipse-Plugin. Einerseits die Abhängigkeiten die
über Eclipse aufgelöst werden können und externe Abhängigkeiten.
Wichtige Eclipse-Abhängigkeiten sind:
• FindBugs Plugin (3.0.0) zur Analyse mit FindBugs sowie für den Zugriff auf die Ergebnis-
se und einzelne Felder der gefundenen möglichen Fehler.
• JGit (3.4.1) zum Zugriff auf die git-Repositories und die Kapselung von verschiedenen
git-Befehlen in einfach zu verwendende Java-Methoden.
• Apache log4j (1.2.15) für Debugging- und Logging-Zwecke.
Weitere nicht über Eclipse alleine lösbare Abhängigkeiten werden durch die folgenden Biblio-
theken, welche aktuell als jar-Dateien mitgeliefert werden, bereitgestellt:
• Apache HttpClient (4.3.6) für Anfragen über HTTP.
• Jackson(-Databind) (2.4.3) für die Verarbeitung von JSON-Antworten.
3.3 User Stories
Für einige weitere Anforderungen werden die in Alltagssprache gehaltenen, in der agilen Soft-
wareentwicklung eingesetzten, User-Stories verwendet. Diese werden nach einem einfachen
Muster wie zum Beispiel „Als <Rolle> möchte ich <Ziel>, um <etwas> zu erreichen.“ formuliert.
Dabei kann <etwas> auch weggelassen werden. Im Folgenden einige mögliche User-Stories
für das FindBugs Kommentarsystem.
3.3.1 Internetzugriff
„Als Benutzer möchte ich, dass die Anwendung mich frägt bevor sie auf das Internet zugreift
bzw. sensible Informationen darüber versendet.“
Diese Erweiterung greift nur auf die sowieso als remote-Repositories angegebenen Plattformen
zu. Bis jetzt wird der Benutzer nicht explizit gefragt ob ein Zugriff stattﬁnden darf.
3http://www.eclipse.org/tycho/ (Besucht am 24.11.2014)
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3.3.2 Einfach und Intuitiv bedienbar
„Die Erweiterung soll möglichst einfach und intuitiv bedienbar sein.“
Diese Anforderung wird durch den hohen Grad der Automatisierung sowie durch den einfa-
chen Ablauf des Exportierens umgesetzt.
3.3.3 Erster Start / Automatisches erkennen der verwendeten Plattform
„Die Erweiterung soll automatisch erkennen auf welcher Plattform das Projekt verwaltet wird
und sich das merken.“
Das automatische Erkennen der verwendeten Plattform ﬁndet zurzeit nur für mit git verwaltete
Projekte statt. Bei diesen können aus der git-Konﬁguration die remote-Repositories ausgelesen
und diese auf bekannte Plattformen hin untersucht und verarbeitet werden.
3.3.4 Doppelte Issue-Tracker Einträge
„Es soll vermieden werden Bugs einzutragen, die bereits eingetragen sind.“
Vor dem Exportieren überprüfen ob der Bug vielleicht schon gemeldet wurde und noch disku-
tiert oder schon behoben wurde. Dafür wird die Bug-ID in die Beschreibung aufgenommen
um die vorhandenen Issues danach überprüfen zu können. Das Interface IPlatformExporter
legt fest, dass ein PlatformExporter auch die Methode isBugAlreadyExported implementieren
muss. Diese soll eine plattformabhängige Überprüfung ermöglichen. Bis jetzt ist diese nur für
GitHub implementiert.
3.3.5 Mehrere Bugs gleichzeitig melden
„Als Benutzer möchte ich Bugs einer Katgeorie gemeinsam exportieren können.“
Dieses Verhalten ist bis jetzt nicht implementiert. Für die Implementierung gibt es zwei Ent-
scheidungsvarianten. Entweder alle Bugs werden einzeln gemeldet, dies ist leicht umzusetzen
indem über die enthaltenen Bugs iteriert wird. Oder es wird ein einzelner Bug Eintrag mit zu-
sammenfassenden Informationen über die enthaltenen einzelnen möglichen Fehlern erstellt.
3.4 Benutzeroberﬂäche
Die Benutzeroberﬂäche für die Export-Funktion ist sehr klein. Zurzeit besteht sie sogar nur
aus der Erweiterung des Kontextmenüs der Bug-Einträge im Bug Explorer von FindBugs (siehe
Abbildung 3.3. Für weitere Interaktion, falls nötig, werden Abfrage-Dialoge, wie in Abbildung 3.4
dargestellt, verwendet.
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ABBILDUNG 3.3: FindBugs Issue Export Kontextmenü innerhalb des Bug Explorer Views.
ABBILDUNG 3.4: Falls der Bug eine zu kleine Conﬁdence hat, wird der Benutzer gefragt ob erdiesen Bug wirklich melden will.
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Die weitere Benutzeroberﬂäche besteht nun aus den Webseiten der jeweiligen Issue-Tracker
auf denen der Bug gemeldet werden soll. Dazu wird das Formular bereits mit den nötigen
Daten gefüllt, siehe Vorschau der mit Markdown formatierten Beschreibung des Bugs im
Issue-Tracker auf GitHub in Abbildung 3.5.
ABBILDUNG 3.5: Vorschau der mit Markdown formatierten Beschreibung des Bugs im Issue-Tracker auf GitHub.
3.5 Fazit
3.5.1 Bewertung
Es ist bereits offensichtlich, dass die Erweiterung nur ein Zwischenschritt zwischen den Fehlern
und den vorhandenen Social Coding Plattformen ist. Deshalb ist es auch schwer, sie in eine
der Kategorien, Kommunikation, Kooperation oder Koordination einzuordnen. Auf Basis der
in der Analyse vorgestellten Fragen ergibt sich jeweils Level 1 (KommQ1:0P, KommQ2:0P,
KommQ3:0P, KommQ4:0P, KommQ5:0P; KoopQ1:0P, KoopQ2:0P, KoopQ3:0P, KoopQ4:0P, Ko-
opQ5:0P; KoorQ1:0P, KoorQ2:0P, KoorQ3:0P, KoorQ4:0P, KoorQ5:0P). Die Idee ist aber natürlich,
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die Diskussion zwischen den Entwicklern zu unterstützen. Diese ﬁndet dann aber auf den
entsprechenden Plattformen statt.
Coop.
Comm. Coord.
FindBugs Issue Export
Melden von FindBugs Bugs bei verschiedenen Issue-Trackern
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 0 0 0 0 0 0: Level 1
Kooperation 0 0 0 0 0 0: Level 1
Koordination 0 0 0 0 0 0: Level 1
3.5.2 Ausblick
Die in diesem Kapitel entwickelte Export- oder Melde-Möglichkeit für von FindBugs gefunde-
nen möglichen Fehlern ist eine einfache Umsetzung zur Integration von Social Coding. Mit
einem Rechtsklick kann ein Entwickler nun gefundene Bugs über den von seinem Projekt
verwendeten Issue-Tracker melden. Unterstützt wird dabei bis jetzt nur GitHub, Bitbucket
und SourceForge. Dabei funktioniert die automatische Erkennung der verwendeten Plattform
zurzeit nur mit git. Neben der Erweiterung umweitere Plattformen und weitere Versionsverwal-
tungssysteme wird als nächster Schritt die Verwendung von Mylyn4 gesehen. Mylyn verwaltet
Aufgaben für Projekte und bietet in Eclipse eine aufgabenorientierte Ansicht an. Weiterhin
bietet es Schnittstellen zu vorhandenen Plattformen an. Diese sollten von der Erweiterung
vorrangig genutzt werden, falls Mylyn benutzt wird. Hierbei gilt es für die weitere Entwicklung
zu beurteilen, ob eine Mylyn-Anbindung obligatorisch sein soll, sprich, dass es erforderlich ist,
Mylyn zu verwenden um Bugs über die Erweiterung melden zu können. Dies hängt davon ab
wie viele Entwickler Mylyn nicht einsetzen. Ein weiterer Schritt, um Social Coding in die ASA
zu integrieren, ist andere ASA-Programme um so eine Möglichkeit zu ergänzen. Hierzu sollte
nach der Popularität der verwendeten Programme vorgegangen werden sowie die bereits
vorhandenen Möglichkeiten beachtet werden. Abschließend gilt es die Erweiterung durch eine
Benutzerstudie zu evaluieren und herauszuﬁnden, ob Entwickler durch diese tatsächlich ge-
meinsam besser in der Lage sind, Entscheidungen zu treffen und Lösungen für die möglichen
Fehler zu ﬁnden.
Nachdem in diesem Kapitel auf vorhandene Social Coding Plattformen zurückgegriffen wurde,
soll im nächsten Kapitel noch eine Erweiterung vorgestellt werden, die eine Art von Social
Coding selber umsetzt.
4http://www.eclipse.org/mylyn/ (Besucht am 24.11.2014)

Kapitel 4
Implementierung
Kommentarsystem
4.1 Einleitung
In diesem Kapitel wird eine weitere Möglichkeit vorgestellt, wie die Automatische Statische
Code-Analyse (ASA) um Social Coding ergänzt werden kann. Nachdem im vorherigen Kapitel
vorhandene Ansätze nur angebunden wurden, wird nun ein autarkes System entwickelt. Die
grundsätzliche Annahme ist, dass verschiedene Entwickler ein Problem zusammen durch
die Diskussion, sei es über einen Chat oder ein indirektes Kommentarsystem, besser ge-
meinsam lösen können. Dazu trägt jeder mit seiner Erfahrung und seinem Fachwissen zur
Behebung eines Problems bei. Im Weiteren soll eine Diskussion für die Bugs ermöglicht
werden. Zunächst werden dazu allgemeine Anforderungen behandelt, entschieden, was für
eine Art Diskussion unterstützen werden soll und welches ASA-Programm erweitert werden
soll. Danach werden verschiedene Implementierungsmöglichkeiten gezeigt und es wird eine
davon implementiert. Daraufhin wird näher auf die konkrete Umsetzung eingegangen und die
getroffenen Architektur-Entscheidungen und Speziﬁkation vorgestellt. Als nächstes werden
Anforderungen und ihre Umsetzung in Form von User-Stories präsentiert. Am Ende folgt noch
die Beschreibung der Benutzeroberﬂäche sowie das bewertende Fazit.
4.2 Allgemeine Anforderungen
Egal welches Programm erweitert werden soll, es sollen auf jeden Fall folgende Dinge bei der
Umsetzung beachtet werden:
• Art der Diskussion: Bei der Entscheidung ob direkte Kommunikation mittels Chat über-
haupt gebraucht wird, wird davon ausgegangen, dass vermutlich wenige Leute gleich-
zeitig an den Berichten der ASA-Tools arbeiten. Deshalb lohnt es sich erst gar nicht,
real-time Ansätze nicht weiter zu verfolgen. Sprich es reichen asynchrone Kommunikati-
onsmöglichkeiten. Natürlich kann es vorkommen, dass die Entwickler sowohl zufällig als
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auch geplant gleichzeitig an einem Problem arbeiten, dies soll hier aber nicht der primäre
Fokus sein. Das bedeutet, dass im Folgenden also ein Kommentarsystem entwickelt
werden wird.
• Einfach und intuitiv: Die Benutzeroberﬂäche soll einfach, intuitiv bedienbar und ver-
gleichbar mit aktuellen Social Coding Technologien sein.
• Gute Benutzererfahrung: Die mit der Erweiterung verbundene Benutzererfahrung soll
gut sein. Dies soll vor allem durch die gerade beschriebene Benutzeroberﬂäche, deren
Umsetzung und Integration erreicht werden.
4.3 Auswahl des zu erweiternden ASA-Programms
Im vorhergehenden Kapitel 3 wurde bereits für FindBugs argumentiert und deswegen wird
es hier auch wieder verwendet. Für FindBugs existiert schon ein Ansatz in Form der in Un-
terabschnitt 2.3.2 vorgestellten FindBugs Cloud. Dort wurde aber auch angemerkt, dass die
Umsetzung ein Proof-of-concept ist und nicht weiter aktiv entwickelt wird. Aus diesem Grund
wird hier nun ein ähnlicher Ansatz, der aber eine bessere Benutzererfahrung bieten soll,
entwickelt.
4.4 Implementierungs-Möglichkeiten
Es gibt verschiedeneMöglichkeiten die Anforderungen umzusetzen. Zunächst könnteman eine
Client-Server-Architektur verwenden. Dabei wird die Authentiﬁzierung über einen zentralen
Server vorgenommen und auf diesem werden auch die Kommentare gespeichert. Eine weitere
Möglichkeit wäre es, ein verteiltes Back-End zu verwenden bei dem es auch möglich ist,
teilweise oﬄine zu arbeiten. Hierfür könnte git verwendet werden. Beide Ansätze haben Vor-
und Nachteile die nun gegeneinander abgewogen werden:
• Client/Server Architektur: Auf einem zentralen Server werden die Daten wie Bug-IDs,
Bug-Beschreibungen und Kommentare sowie Daten für berechtigte Benutzer, zwecks
Authentiﬁzierung gespeichert. Ein Client baut eine Verbindung auf und lädt Bugs/Kom-
mentare herunter und seine Kommentare, aktuelle Bugs/Änderungen hoch.
Vor- und Nachteile einer Client/Server Implementierung:
+ Live; verbundene Clients können über Änderungen direkt informiert werden
o Von der Quellcode-Verwaltung abgekoppelt
- Evtl. separate Oﬄine-Implementierung in den Clients
- Zentraler Server
- Extra Benutzerverwaltung/Authentiﬁzierung erforderlich
- Separate Datenbank erforderlich
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• Git-basiert: Es werden die Repository-Funktionen von git dafür verwendet, die Kommen-
tare zu speichern und unter den Teilnehmern zu verteilen. Dafür gibt es grundsätzlich
zwei Möglichkeiten. Entweder die Verwaltung ﬁndet in einem separaten Repository statt.
In diesem Bug-git-Repository wären dann nur die Bug-IDs, Beschreibungen und Kommen-
tare gespeichert. Oder es wird ein Unterordner im vorhandenen Quellcode-Repository
verwendet.
Vor- und Nachteile einer git-basierten Implementierung:
+ Kein zentraler einziger Server (single point of failure).
+ Quellcode-nah.
+ Mit vorhandenen Tools (git u. Texteditor) verwendbar.
+ Benutzerverwaltung/Authentiﬁzierung/Sichtbarkeit inklusive; Benutzer mit push-
Rechten können, für andere sichtbar, Kommentieren.
+ Bei der Verwendung von einem Unterordner, braucht man nur Zugriff auf den
Quellcode und schon hat man auch Zugriff auf alle Kommentare.
o Nicht Live; es ist ein regelmäßiges Anfragen auf Änderungen nötig. Live-Kommentare
sind aber auch nicht erforderlich, siehe Argumentation gegen IM-Funktionalität
(Abschnitt 4.2).
o Nur für Projekte die mit git verwaltet werden. Falls nicht in einem Unterordner
gespeichert wird, auch unabhängig vom verwendeten Versionsverwaltungssystem.
- Ohne Erweiterung nur E-Mail als Kontaktmöglichkeit.
- Je nach Implementierung umständliche Umsetzung für Änderungen und Löschen
von Kommentaren.
Wegen mehr Vorteilen, der möglichen direkten Integration in die Quellcodeverwaltung und die
damit verbundene Nähe zum Quellcode, wird im Folgenden eine git-basierte Implementierung
erstellt.
4.5 Git-basiertes Back-End
4.5.1 Einführung
Die Idee, git als Back-End für Alternative Benutzung zu verwenden, ist nicht neu. Es gibt
eine ganze Reihe Programme die git als Back-End für die verschiedensten Anwendungen
verwenden. Eine Liste kann unter [31] eingesehen werden. Verteilte Bug-Tracker gibt es auch.
Dazu gehören beispielsweise ditz1, git-issues2 oder Bugs Everywhere3. Diese sind im großen
und ganzen aber entweder nicht mehr in Entwicklung oder bieten nur ein Kommandozeilen-
Interface. Alle dieser Programme legen eine eigene Dateistruktur für die Verwaltung der Bugs
fest und verwenden das Versionsverwaltungsprogramm nur um diese Daten dort einzutragen
und damit anderen Entwicklern verfügbar zu machen. Einerseits könnte der Einfachheit halber
1https://rubygems.org/gems/ditz (Besucht am 24.11.2014)2https://github.com/duplys/git-issues (Besucht am 24.11.2014)3http://bugseverywhere.org/ (Besucht am 24.11.2014)
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eines dieser Programme integriert werden. Für keines ist aber eine Java-Implementierung vor-
handen und so müsste ein Wrapper für die jeweilige Kommandozeilenversion programmiert
werden oder eine eigene Java-Implementierung.
Andererseits gibt es eine noch nicht betrachtete Möglichkeit einen Bug-Tracker mit einem
Versionsverwaltungssystem abzubilden. Man könnte auch die vorhandene Kommentarmög-
lichkeit der git-Commits für die Speicherung von Kommentaren verwenden. Der Vorteil
wäre, dass Metadaten zu einem Kommentar (bzw. Commit) schon vom Versionsverwaltungs-
system erfasst und nur noch abgerufen werden müssen. Dies hört sich erstmal sehr einfach
an, es gibt aber noch verschiedene Probleme die beachtet und behoben werden müssen.
Dazu wird als nächstes die konkrete Realisierung vorgestellt.
4.5.2 Realisierung
4.5.2.1 Branch-/Tag-/Datei- und Ordnerstruktur Vereinbarungen
Nachdem ein Commit gemacht wurde und die Commit-Nachricht als Kommentar verwen-
det wurde, ergibt sich folgendes Problem: Im Allgemeinen weiß man nun nicht mehr, zu
welchem Bug der Kommentar überhaupt verfasst wurde. Dies kann man sich aber durch
die Verwendung von git-Branches merken. Dazu wird für jeden Bug und seine Kommentare
ein eigener Branch verwendet. In diesem Zusammenhang lässt sich auch ein schwer wie-
gendes Argument für die Integration als Unterordner direkt im Quellcode-Repository ﬁnden.
Wenn die Bugs in einem Unterordner und einem eigenen Branch behandelt werden, kann
dieser Branch auch für Änderungen am eigentlichen Quellcode verwendet werden und die
Nachrichten zu den Quellcode-Commits könnten parallel zu den Kommentaren dargestellt
werden. Da für die Diskussion des Bugs aber auch eine Beschreibung und in Zukunft eventuell
weitere Dateien in Ordnern gespeichert werden sollen, könnte es andererseits als störend
angesehen werden, wenn diese Ordner/Dateien sowie Branches und Commits das eigent-
liche Quellcode-Repository aufblähen. Der Vorteil bei git ist, dass nicht alle Branches eines
Repositories geladen werden müssen. So kann die Implementierung die Branches erst dann
holen, wenn sie benötigt werden. Deshalb wird die Möglichkeit ein separates Repository zu
verwenden verworfen. Dies kann durch die manuelle Erstellung natürlich trotzdem umgesetzt
werden. Eine automatische Integration und/oder Erkennung durch die Erweiterung ist aber
nicht realisiert.
Die gerade beschriebene Struktur aus Bugs, Commits und Branches wird jetzt wie folgt genauer
deﬁniert:
• Branch für ASA-Bug Tracking: Es muss ein Branch mit dem Namen asa-bugs vorhan-
den sein.
• Branch für jeden Bug: Jeder Bug erhält einen eigenen Branch mit einem eindeuti-
gen Namen asa-bug-ID (die ID entspricht der FindBugs Bug-ID, siehe Unterunterab-
schnitt 4.5.2.2). Der Branch ermöglicht die Zuordnung der Commits zum Bug. Der Branch
wird ausgehend vom asa-bugs-Branch erstellt.
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• Tag4 für ersten Commit: Um den Beginn der Commits für einen Branch erkennen zu
können, ohne Commit-Inhalte verarbeiten zu müssen, soll ein weiterer Name (asa-bug-
begin-ID) verwendet werden, der den ersten Commit für den Bug bezeichnet bzw. im
Sinne von git darauf zeigt. Es könnte auch git merge-base verwendet werden, aber
dies würde nicht mehr funktionieren wenn in Zukunft manche Branches vereint werden,
da dann die Merge-Basis eine Neue ist.
• Datei-/Ordnerstruktur: ImWurzelverzeichnis des Working Directorys wird ein Ordner
mit dem Namen .fbcomments erwartet. Dieser muss im asa-bugs-Branch vorhanden
sein. Zusätzlich gibt es dort einen Unterordner für jeden Bug. Der Name der Ordner
ist die eindeutige ID eines Bugs. In jedem Bug-Ordner muss eine DESCRIPTION.md-
Datei liegen. In dieser Textdatei beﬁndet sich die Beschreibung des Bugs sowie weitere
Informationen die von Benutzern hinzugefügt und aktualisiert werden können. Die
Bug-Ordner müssen nur im Branch des jewiligen Bugs vorhanden sein.
• Commit-Nachrichten/Commits: Commits können entweder leere Commits sein („git
commit –allow-empty“), können eine Änderung an der DESCRIPTION.md-Datei enthalten
oder weitere Dateien im Bug-Ordner ändern und hinzufügen. Alle Commits müssen im
Branch des Bugs getätigt werden, da darüber die Zuordnung stattﬁndet.
Die Branch- und Tag-Repräsentation kann in Abbildung 4.1 exemplarisch betrachtet werden.
Es wird davon ausgegangen, dass die Benutzer nicht destruktiv arbeiten. Falls doch, kann über
die vorhergehenden Commits der ursprüngliche Zustand wiederhergestellt werden.
4.5.2.2 Bug-IDs in FindBugs
In FindBugs können gefundenen Bugs über einen eindeutigen Wert identiﬁziert werden. Diese
ID wird als der sogenannte InstanceHash bzw. die FINDBUGS_UNIQUE_ID bezeichnet.
Ausgehend von einer Liste von Annotationen des Bugs, werden die Hash-Werte dieser An-
notationen zu einem InstanceKey durch Doppelpunkte getrennt aneinandergefügt. Der
MD5-Hash des InstanceKey repräsentiert den InstanceHash. Zu den Annotationen ge-
hören unter anderem die Klasse, Methode, Felder sowie ein Zeilenbereich in dem der Bug
auftritt.
Falls Änderungen am Quellcode durchgeführt wurden und sich der Hash nach einer erneuten
FindBugs-Analyse ändert, kann der alte InstanceHash aus dem Feld oldInstanceHash
zurückgewonnen werden. Nach einer kurzen Überprüfung wird der alte InstanceHash zur Zeit
nicht gespeichert.
4In git ist ein Tag einfach nur ein Zeiger auf einen bestimmten Commit. Also genauso wie für einen Branch nurohne die automatische Änderung des Zeigerziels.
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asa-bugs
ASA-BUG-HASH1
C0
C1
C2
C4
ASA-BUG-HASH2
C3
C6
C7
C8
ASA-BUG-BEGIN-HASH2
ASA-BUG-BEGIN-HASH1
C5
ABBILDUNG 4.1: Beispiel für die Repräsentation und Realisierung mit Branches und Tags fürBug Kommentare. Die Commits C1-C8 enthalten dabei jeweils das Kommentar zum Bug alsCommit-Nachricht.
4.6 Eclipse-Plugin Implementierung
4.6.1 Aufbau
Genauso wie der FindBugs Issue Export ist diese Erweiterung auch als Eclipse Plugin realisiert.
In diesem Fall verfügt sie aber über eine umfangreiche Benutzeroberﬂäche (Graphical User
Interface (GUI)) die als ViewPart in Eclipse integriert ist und den Inhalt entsprechend dem
aktuell markierten Bug anzeigt. Diese stellt den Bug, seine Beschreibung, bisherige Kommen-
tare sowie ein Eingabefeld zum Verfassen eines eigenen Kommentars dar. Dafür wird auf
einige Bibliotheken wie JavaFX und weitere (sieheUnterabschnitt 4.6.2) zurückgegriffen. Die
ausführlichere Beschreibung folgt in Abschnitt 4.8. ImWeiteren ist die Erweiterung nach dem
Model View Controller (MVC)-Prinzip aufgebaut. Dadurch werden die Daten, die Darstellung
der Daten und die Programmlogik voneinander getrennt. So ist es möglich diese jeweils
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unabhängig voneinander weiterentwickeln und verwenden zu können. Eine Übersicht der
wichtigsten Models, Views und des dafür verwendeten Controllers ﬁndet sich in Abbildung 4.2.
Im IssueModel werden neben allgemeinen Informationen zum Issue, wie zum Beispiel der
Bug-ID, auch eine Liste von Kommentaren sowie die Beschreibung gespeichert. Dabei wird
jeweils eine Instanz des entsprechenden Models erwartet. Zur Darstellung übergibt der Issue-
ViewController dem IssueView das Datenmodell in Form einer Instanz der Klasse IssueModel. So
kann der IssueView einfach auf die Daten zugreifen, ohne über die konkrete Implementierung
Bescheid wissen zu müssen. Weiterhin verwendet der IssueView zur weiteren Unterteilung
weiter spezialisierte Views. Dazu gehören der CommentListView, der CommentInputView, der
DescriptionView sowie der DescriptionEditView. Diese erweitern entsprechende JavaFX-Layout-
Komponenten um sie im IssueView einfach verwenden zu können. Dabei greifen sie auf die
entsprechenden Daten auch über die entsprechenden Models zu.
ABBILDUNG 4.2: Darstellung der vom FindBugs Kommentarsystem verwendeten MVC-Architektur.
4.6.2 Software-Abhängigkeiten
Aufgrund komplexer Konﬁgurationsvorgänge ist das Plugin zurzeit noch ohne eine kom-
plett automatisierte Abhängigkeitskonﬁguration wie sie beispielsweise Tycho5 bieten würde.
Deshalb gibt es nun zwei Arten von Abhängigkeiten für das Eclipse-Plugin. Einerseits die
Abhängigkeiten die über Eclipse aufgelöst werden können und externe Abhängigkeiten.
Wichtige Eclipse-Abhängigkeiten sind:
• JGit: Zum Zugriff auf die git-Repositories und die Kapselung von verschiedenen git-
Befehlen in einfach zu verwendende Java-Methoden.
5http://www.eclipse.org/tycho/ (Besucht am 24.11.2014)
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• FindBugs Plugin: Zur Analyse mit FindBugs sowie für den Zugriff auf die Ergebnisse und
einzelne Felder der gefundenen möglichen Fehler.
• JavaFX: Für die Erweiterung von FindBugs werden JavaFX Komponenten verwendet. Die-
se sind für eine auf Hypertext Markup Language (HTML) und Cascading Style Sheets (CSS)
basierenden, modernen und geräteunabhängigen Gestaltung von Benutzerschnittstellen
konzipiert.
• e(fx)clipse: Um die JavaFX Komponenten bei der Entwicklung von Eclipse Plugins ver-
wenden zu können.
• Apache log4j: Für Debugging- und Logging-Zwecke.
Weitere nicht über Eclipse alleine lösbare Abhängigkeiten werden durch die folgenden Biblio-
theken, welche aktuell als jar-Dateien mitgeliefert werden, bereitgestellt:
• txtmark6: Markdown-zu-HTML-Konverter für die Aufbereitung der mit Markdown for-
matierten Kommentare und DESCRIPTION.md-Datei.
• github-markdown-css7: Zur visuellen Formatierung des erzeugten HTML. Ohne diese
CSS-Angaben würden die HTML-Texte nur wenig hervorgehoben präsentiert werden.
• PrettyTime8: Zur Darstellung von Datum und Uhrzeiten als vergangene Zeit statt dem
Zeitpunkt. Beispielsweise wird damit vor zwei Minuten statt 06.02.14 18:03:65 Uhr ausge-
geben.
4.6.3 JavaFX und Lambdas
Durch die Verwendung von JavaFX Property in den Eingabefeldern (TextArea) kann durch
folgenden bequemen Code jeweils das Live-Preview des mit Markdown hervorgehobenen
Texts realisiert werden:
1 this.textArea.get().textProperty().addListener((observable, oldValu, newValue) -> {
2 resizingWebView.get().setContent(
3 String.format(htmlFrame, cssString, String.format("<div id=\"bug-description
\" class=\"markdown-body\">%s</div>", Processor.process(newValue))));
4 });
Dabei wird über die textProperty-Methode das entsprechende Property für den Textinhalt
der TextArea geholt und im Anschluss ein Listener hinzugefügt. Dieser wird ausgeführt, wenn
der Inhalt des Textfelds geändert wird. Das Konstrukt () -> { } wird als Lambda-Ausdruck
bezeichnet. In diesem Fall muss keine extra benannte Funktion erstellt werden, sondern es
kann mit der anonymen, namenslosen und inline deﬁnierten Funktion gearbeitet werden, die
bei einer Änderung dann ausgeführt wird.
6https://github.com/rjeschke/txtmark (Besucht am 27.11.2014)7https://github.com/sindresorhus/github-markdown-css (Besucht am 24.11.2014)8http://ocpsoft.org/prettytime/ (Besucht am 24.11.2014)
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4.6.4 PrettyTime
Um für Benutzer schnell ablesbare Daten und Uhrzeiten darzustellen, wird die PrettyTime-
Bibliothek verwendet. Mit dieser ist es möglich, als Java-Date gegebene Zeitpunkte in Text
umzuwandeln. Benutzt wird sie wie folgt:
1 PrettyTime p = new PrettyTime();
2 String labelText = p.format(new Date((long) commit.getCommitTime() * 1000));
Nachdem bis hier einige Details der Implementierung beschrieben wurden, werden als nächs-
tes weitere Anforderungen genannt. Danach folgt eine Beschreibung der Benutzeroberﬂäche.
4.7 User-Stories
4.7.1 Start
„Als Benutzer möchte ich, dass die Software bei Bedarf das Repository automatisch um die
erforderlichen Strukturen ergänzt.“
„Als Benutzer möchte ich, dass die Software automatisch erkennt, ob mein Projekt bereits
über ein anderes Bug-Tracking-System verwaltet wird um nicht an zwei Stellen Bugs verwalten
zu müssen.“
Um diese beiden Anforderungen umzusetzen, soll folgender Ablauf beim Ausführen der
Erweiterung stattﬁnden:
Beim Start der Anwendung soll überprüft werden ob die Branch-,Tag- und Ordner-Struktur
bereits existiert. Wenn nicht, soll zunächst überprüft werden, ob das Projekt auf einer Plattform
verwaltet wird, die einen Bug-Tracker inkl. Kommentarfunktion bereits verwendet und falls
das der Fall ist, vorschlägt, dass diese Plattform auch für die Diskussion der gefundenen
Bugs verwendet wird. Wenn keine solche Plattform verwendet wird, soll das Repository zum
Bug-Tracken vorbereitet werden. Dafür können ähnliche Überprüfungen wie aus dem, in
Kapitel 3 vorgestellten, FindBugs Issue Export Plugin verwendet werden.
Der weitere Ablauf für den Start in Form eines Business Process Model and Notation (BPMN)-
Diagramms in Abbildung 4.3 dargestellt.
4.7.2 Internetzugriff
„Als Benutzer möchte ich, dass die Anwendung mich frägt bevor sie auf das Internet zugreift
bzw. sensible Informationen darüber versendet.“
Es wird davon ausgegangen, dass im betroffenen Projekt nur remote-Angaben für Repositories
eingetragen sind, welche auch ohne Nachfrage benutzt werden dürfen. Deshalb ﬁndet keine
weitere Abfrage statt.
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ABBILDUNG 4.3: BPMN-Diagramm für die Aktivitäten beim Start.
4.7.3 Vorformatierte Beschreibung
„Wenn ich als Benutzer einen neuen Bug kommentieren und beschreiben will, soll mir eine
vorformatierte Beschreibung auf Basis der FindBugs-Erkenntnisse vorgeschlagen werden.“
Eine auf den FindBugs-Erkenntnissen basierende Beschreibung im Markdown-Format wurde
bereits im FindBugs Issue Export Plugin realisiert. Diese Methode kann auch hier, so wie in
Abbildung 3.2 abgebildet, implementiert werden.
4.7.4 Nur kommentierte Bugs tracken
„Als Benutzer möchte ich, dass nur für Bugs die kommentiert werden/sind, Einträge und
Branches im Repository erstellt werden.“
Dies wird von der Erweiterung so umgesetzt, dass für noch nicht beschriebene und/oder
kommentierte Bugs nur eine vorformatierte Beschreibung angezeigt wird, die der Benutzer
bei Bedarf speichern kann. Erst dann wird für den Bug ein Eintrag im Repository angelegt.
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4.7.5 Bearbeiten/Löschen von Kommentaren
„Als Benutzer möchte ich die Möglichkeit haben meine Beiträge bearbeiten und löschen zu
können.“
Durch die Wahl von git als Back-End ist es nicht vorgesehen, beliebige Kommentare nachträg-
lich bearbeiten zu können. Für den letzten Kommentar (Commit) ohne, dass jemand anderes
einen nachfolgenden Kommentar getätigt hat, ist es möglich den Kommentar zu bearbeiten.
Hier für kann zum Beispiel git commit –ammend && git push upstream asa-bug-ID
–force-with-lease und git rebase verwendet werden. Falls jemand einen folgenden
Kommentar getätigt hat, ist es nicht mehr möglich vorhergehende Kommentare einfach zu
bearbeiten, da sich dadurch folgende Commits ändern würden. Grundsätzlich wäre es aber
auch mit git möglich. Durch eine Änderung der Commits müssten alle anderen Beteiligten ihr
Repository zurücksetzen um den neuen Stand zu akzeptieren. Dies wird nicht automatisiert
unterstützt.
4.7.6 Bearbeiten der DESCRIPTION.md-Datei
„Als Benutzer möchte ich nicht nur Kommentare abgeben können, sondern auch Ergänzungen
an der DESCRIPTION.md-Datei durchführen können.“
Durch den DescriptionEditView ist es nach dem Bestätigen eines Buttons für Benutzer einfach,
die Beschreibung des Bugs inklusive einer Vorschau der gerenderten Beschreibung bearbeiten
zu können.
4.7.7 Doppelte Kommentare
„Es soll unterbunden werden, dass man einen weiteren Kommentar veröffentlicht, wenn man
selber den letzten Kommentar veröffentlich hat und diesen stattdessen bearbeiten könnte.“
Diese Anforderung wird bis jetzt noch nicht durch die Erweiterung umgesetzt.
4.7.8 Vereinigen von zwei Bugs inkl. zugehöriger Kommentare/Dateien
„Als Benutzer möchte ich, wenn ich erkenne, dass zwei verschiedene gefundene Bugs eigent-
lich ein und denselben Bug beschreiben, die Möglichkeit haben, diese Zusammenführen zu
können.“
Diese Anforderung wird bis jetzt noch nicht durch die Erweiterung umgesetzt.
4.7.9 Export einzelner Bugs zum Bug-Tracker
„Falls mein Projekt bei GitHub oder einer anderen Plattform mit Bug-Tracker inkl. Kommentar-
funktion verwaltet wird, möchte ich, dass ich einen Bug dorthin exportieren bzw. dort melden
kann.“
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Hierfür wurde im vorherigen Kapitel 3 bereits einen Ansatz vorgestellt, der dafür verwendet
werden kann.
4.7.10 Bezeichner und (Vor-)Einstellungen
„Als Benutzer möchte ich die Möglichkeit haben, festzulegen, wie die Branches/Tags und
Ordner bezeichnet werden. Diese Einstellungen sollen für ein Projekt gespeichert werden
können, damit andere Benutzer auch diese Einstellungen verwenden.“
Hierfür sollen in der Projekt-Konﬁguration Einstellungen festgelegt werden können. Diese
Einstellungen dürfen aber nach der ersten Verwendung nicht mehr geändert werden, au-
ßer es wird eine Migrationslogik eingebaut, die entsprechend anders bezeichnete Objekte
umbenennt.
4.8 Benutzeroberﬂäche
Die Benutzeroberﬂäche, siehe Abbildung 4.4, basiert auf JavaFX-Komponenten und ist in einen
ViewPart eingebettet. Die Benutzeroberﬂäche ist in 3 Teile aufgeteilt. Im obersten Bereich wird
die Beschreibung des Bugs, hervorgehoben mit Markdown, dargestellt. Weiterhin wird der
Bereich zum Bearbeiten in zwei Teile geteilt. Dann kann man im linken Bereich, so wie in der
Abbildung 4.4 gerade dargestellt, die Beschreibung bearbeiten und im rechten Teil wird einem
eine Vorschau der mit Markdown hervorgehobenen Beschreibung angezeigt. Das gleiche
Prinzip ist im unteren Bereich der Benutzeroberﬂäche für das Abgeben eines Kommentars
realisiert. Im mittleren Teil werden die Kommentare, auch mit Markdown hervorgehoben,
dargestellt. Der dargestellte Protop ist in der Version in einem eigenen Fenster realisiert. In der
Anwendung beﬁndet sich die Darstellung komplett in einem ViewPart um dem Look-and-Feel
von Eclipse zu entsprechen. Als ViewPart kann ein Benutzer diesen auch beliebig innerhalb
von Eclipse positionieren, vergrößern und verkleinern.
Weiterhin verhält sich die Anzeige so, dass immer die Informationen, also Beschreibung und
eventuell vorhandene Kommentare, zu dem Bug angezeigt werden, der aktuell im Bug Explorer
markiert ist. Dieses Verhalten entspricht damit dem des vorhandenen Bug Info Views. Für
eine Darstellung der kompletten Eclipse GUI beﬁndet sich ein Screenshot in Abbildung A.2 im
Anhang.
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ABBILDUNG 4.4: GUI des FindBugs Kommentarsystems. Diese Ansicht zeigt sowohl die Bear-beitungsmöglichkeit für die Beschreibung als auch die für einen Kommentar. In beiden Fällenwerden HBox-Layouts verwendet, um rechts daneben eine Vorschau angezeigt zu bekommen,wie die Beschreibung bzw. das Kommentar nachher hervorgehoben aussehen wird.
72 Kapitel 4 Implementierung Kommentarsystem
4.9 Fazit
4.9.1 Bewertung
Es ist unmittelbar klar, dass die Erweiterung durch die Kommentare für Kommunikation sorgen
kann (KommQ1:4P). Ebenso wurde durch die Verwendung von PrettyTime und Markdown da-
für gesorgt, dass die Metadaten zur Kommunikation entsprechend angeordnet und formatiert
sind (KommQ2:4P). Weiterhin ermöglichen sie damit auch eine schnelle Erfassung des Inhalts
(KommQ3:4P). In der bis jetzt implementierten Version beﬁndet sich noch keine Interaktions-
möglichkeit um die Entwickler kontaktieren zu können oder direkter mit ihnen kommunizieren
zu können (KommQ4:0P, KommQ5:0P). Durch die Integration mit git und die inhärente Aus-
legung für mehrere Benutzer kann die Erweiterung auch für die Kooperation im weitesten
Sinne genutzt werden (KoopQ1:2P). Dennoch wird die Kooperation nicht weiter gefördert,
als es durch die indirekte Kommunikation möglich ist (KoopQ2:0P, KoopQ3:0P, KoopQ4:0P,
KoopQ5:0P). Im Unterschied zur FindBugs Cloud gibt es im Moment bei dieser Erweiterung
keine Möglichkeit, außer durch explizite Nennung in der Beschreibung, für eine Koordination
mittels Klassiﬁkationsfunktion oder ähnlichem (KoorQ1:0P, KoorQ2:0P, KoorQ3:0P, KoorQ4:0P,
KoorQ5:0P).
Coop.
Comm. Coord.
FindBugs Kommentarsystem
Integrierte Kommentare für FindBugs Bugs
Q1 Q2 Q3 Q4 Q5 Summe
Kommunikation 4 4 4 0 0 12: Level 3
Kooperation 2 0 0 0 0 2: Level 1
Koordination 0 0 0 0 0 0: Level 1
4.9.2 Ausblick
Die vorgestellte Implementierung sollte als nächstes bezüglich ihres Mehrwerts für Benutzer
evaluiert werden. Dabei sollte auch auf die allgemeinen Anforderungen eingegangen wer-
den und untersucht werden, ob diese zufriedenstellend umgesetzt wurden. Insbesondere
wegen der schwer änderbaren und schwer löschbaren Kommentare, werden hier negative
Rückmeldungen erwartet. Ausgehend von den Ergebnissen der Evaluation gilt es dann zu
Beurteilen, ob eine Datei-basierte Speicherung der Kommentare sinnvoller ist. Dabei sollte
dann komplett auf die Speicherung in den git-commits verzichtet werden. Andererseits ist
es auch möglich, komplett auf die Speicherung von Dateien zu verzichten und alle Daten,
also auch die Beschreibung, welche jetzt noch als DESCRIPTION.md-Datei gespeichert ist, in
der Commit-Nachricht unterzubringen. Dafür könnte ein einfaches JSON-basiertes Format
verwendet werden. Dadurch wäre die Implementierung sehr viel konsequenter als durch die
aktuelle Kombination von beiden Speicherarten.
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Allgemein sollte die Implementierung um weitere, für die Benutzer mit Interaktion belegten,
Kontaktmöglichkeiten versehen werden sowie die Benutzererfahrung weiter verbessert wer-
den. Es gibt noch viele weitere Möglichkeiten die ASA-Programme sozialer und benutzerfreund-
licher zu gestalten. Dazu könnte auch die Integration einer automatischen Zuweisung von,
vom aktuellen Benutzer wahrscheinlich behehbaren, Bugs zählen, wie sie in [32] beschrieben
wird. Ebenfalls kann eine bessere Visualisierung der Programmabläufe, im Zusammenhang
mit den Fehlerbeschreibungen, für einen eﬃzienteren Umgang mit den gefundenen Bugs
sorgen [33].

Kapitel 5
Fazit
Beginnend mit dem Kapitel 1 wurden in dieser Masterarbeit zunächst wichtige verwandte
Arbeiten wie „The (R) Evolution of Social Media in Software Engineering“ [1] und „Why Don’t
Software Developers Use Static Analysis Tools to Find Bugs?“ [9] vorgestellt um einen Einstieg in
den Themenbereich des Social Codings sowie der in der Arbeit zu erweiternden Automatische
Statische Code-Analyse (ASA) zu bieten. Danach sind die gerade genannten Themen detailliert
beschrieben und insbesondere eine Deﬁnition für Social Coding hergeleitet worden. Mit der
in Abbildung 1.2 dargestellten Visualisierung wurde weiter dafür gesorgt, den Begriff Social
Coding schnell einordnen zu können.
Imweiteren Verlauf wurden danach verschiedene Ansätze für Social Coding analysiert und
in die drei Kategorien, Kommunikation, Kooperation und Koordination des 3C-Modells so-
wie nach der grundlegenden Art des Ansatzes eingeteilt. Anhand der hier untersuchten
Plattformen und Softwares haben sich dabei fünf grundsätzliche Ansätze für Social Coding
herauskristallisiert. Dazu gehören Gleichzeitiges Editieren bzw. Live Editing als Erweiterung
einer IDE, Integration von Diskussion oder Kommunikationsmöglichkeiten im Allgemeinen in
eine IDE oder anderer Programme für den Umgang mit Quellcode, Online-Plattformen zur
Diskussion und Online-Plattformen mit aggregierenden Funktionen und Proﬁlen zur Vernet-
zung der Entwickler sowie als fünftes das sogenannte Social Tagging mit dem Inhalte durch
benutzergenerierte Begriffe oder Klassen von eben diesen Benutzern selbst eingeteilt werden
können.
Bei der Einteilung in die drei Kategorien des 3C-Modells ﬁel auf, dass dies nicht einfach ist und,
trotz des in Kapitel 2 aufgelisteten Fragenkatalogs, nicht immer zufriedenstellende Ergebnisse
lieferte. Dies war besonders bei der Bewertung der ersten Implementierung der Fall. Diese
erweitert das Eclipse FindBugs Plugin um eine Export-Möglichkeit für Bugs um diese auf
verwendeten externen Bug-Trackern bei Social Coding Plattformen wie GitHub einfach melden
zu können. Der Fragenkatalog bezieht sich zwar auf die Erweiterung, aber nicht auf die davon
verwendeten und damit integrierten Plattformen. Diese spielen jedoch in diesem Fall eine
große Rolle und sollten bei zukünftigen Bewertungssystemen miteinbezogen werden.
Neben der Export-Erweiterung wurde im Kapitel 4 eine weitere Implementierung vorgestellt.
Mit dem dort eingeführten Kommentarsystem wurde auch wieder das Eclipse FindBugs Plugin
um die Möglichkeit erweitert, Bugs mit eigenen Beschreibungen im Markdown-Format zu
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versehen, sowie Kommentare zu den Bugs abgeben zu können. Dabei wurde der so erstellte
Bug-Tracker in das Quellcode-Repository des Projekts integriert, um von der schon vorhan-
denen Rechteverwaltung, der Dezentralität und der Verteilung durch git zu proﬁtieren. Bei
der Implementierung wurde weiterhin ein besonderer Ansatz gewählt: Kommentare zu Bugs
werden in den Commit-Nachrichten von git gespeichert. Damit sind leider mehr Nachteile als
Vorteile verbunden, was voraussichtlich auch von einer noch durchzuführenden Evaluation
gezeigt werden würde. Deshalb sollen nach einer Evaluation und Beachtung weiterer Rückmel-
dungen die Kommentare und weitere von git bisher automatisch erfassten, mit dem Commit
gespeicherten, Metadaten, in Dateien gespeichert werden.
Insgesamt kann nun auf zwei nützliche Erweiterungen für das ASA-Programm FindBugs
zurückgegriffen werden. Diese sind in Zukunft, wie schon beschrieben, noch zu evaluieren
und weiter auszubauen. Weiterhin gilt es in der Zukunft andere ASA-Programme für andere
Programmiersprachen um ähnliche Ansätze zu erweitern, um auch dort die gefundenen Fehler
gemeinsam besser verstehen, beurteilen und dann beheben zu können.
Bei der Implementierung von Social Coding muss man sich bewusst machen, dass es eine sehr
große Spanne zwischen einfachen und sehr komplexen Umsetzungen gibt. Dies hängt vom zu
erreichenden Ziel, dem Vorgehen und von den verwendeten und integrierten Technologien ab.
Abschließend kann man festhalten, dass bei Social Coding die Benutzererfahrung eine sehr
große Rolle spielt, da sie der entscheidende Faktor für die freiwillige Benutzung, das Teilen
und das Weitersagen ist und damit für den Erfolg des Ansatzes sorgt.
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Name
Typ/Art/Besonderes
Kommunikation
Kooperation
Koordination
StackOverﬂow
Online-PlattformzurDiskussion
++++
++
+
Coderwall
Entwickler-Blog
++++
+
+
Masterbranch
AutomatischeProﬁlerstellung
+
+
+
CodeProject
KombinationausBlog,ForumundQ&A-Plattform
++++
+
+
Cloud9
Online-IDEmitLive-Editing
++++
+++++
+
GitHubBug-Tracker
Markdown,VerlinkungundBenachrichtigungen
++++
++
++++
VisualStudioCodeLens
Inline-Informationen
+
+
+
VisualStudioAnywhere
Live-EditingundChat
++++
+++++
+
GitLabBug-Tracker
Markdown,VerlinkungundBenachrichtigungen
++++
++
++++
FindBugsCloud
KommentarefürFindBugsBugs
++
+
+++
FindBugsIssueExport
Melde-MöglichkeitfürmöglicheBugs
+
+
+
FindBugsKommentarsystem
KommentarefürFindBugsBugs
+++
+
+
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