Abstract. This paper describes a practical dynamic route planning method using real road maps in a wide area. The maps include traffic signals, road classes, and the number of lanes. The proposed solution is using a genetic algorithm adopting viral infection. The method is to use viruses as domain specific knowledge. A part of an arterial road is regarded as a virus. A population of viruses is generated in addition to a population of routes. Crossover and infection determine the near-optimal combination of viruses. When traffic congestion frequently changes during driving, an alternative route can be selected using viruses and other routes in the population in a real time. Experiments in dynamic environments using a real road map with 28000 cars show that the proposed method is superior to the Dijkstra algorithm for use in practical car navigation devices.
Introduction
Car navigation devices are the most widely used form of information terminals for Intelligent Transportation Systems (ITS) [1] . These devices provide drivers with information on traffic conditions, tourist-site facilities, restaurant menus, and so on, as well as recommending routes to destinations by utilizing the satellite global positioning system and nationwide digital road map databases. In Japan, the provision of real-time information on traffic congestion began in 1996, and these are presently more than 14 million vehicles using the information. Systems utilizing this information can supply not only the location of congestion but also the extent of congestion expressed as the time required for passing through it.
Route planning problems in car navigation systems are search problems for finding an optimal route from a starting point to a destination on a road map. In a practical system, when traffic congestion changes during driving, the route should be reevaluated before the car reaches the next intersection. Solutions to these search problems, such as the Dijkstra algorithm (DA) [2, 3] and the A* algorithm [4, 5] are exact algorithms, so they always determine the optimal route but cannot guarantee that deadlines will be met. The computational time of the DA has been reduced by restricting a search to within the area where traffic congestion has changed, but this method cannot settle the problem. As to A* algorithms, a RTA* and a LRTA* [4] have been proposed for real-time applications. They usually use the direct distance between the next crossing and the destination as a heuristic function. A major drawback is that these algorithms do not satisfy the constraints regarding amenities of driving such as the number of turns or signals, because these amenities cannot be calculated until the entire route to the destination is determined.
In this paper, we propose a method for finding the easiest-to-drive and quasi-shortest route within a given time using a genetic algorithm (GA) [6] . Because GAs always have routes in a population during a search, they (a) provide guarantees on meeting deadlines; (b) evaluate the constraints regarding all amenities; and (c) make it is possible for the route to be reevaluated in a short time using another routes in the population. However, it has often been pointed out that a typical GA may not be able to solve large-scale problems within a practical amount of time. In the proposed method, we plan to improve the search rate and quality of solutions by giving direction to the search, using To reduce the number of turns P CR viruses [7] [8] [9] . We already have proposed a GA-based route planning method [10] [11] [12] . In this paper, we describe the algorithms of generating population of viruses and viral infection for real-time route planning and its systematic evaluation in dynamic environment using real road maps. Although a great deal of research on dynamic path-planning problems has been carried out with the aim of application in mobile robots and communication network [13, 14] , there have been very few reports on practical methods for navigation in dynamic environments in a wide area. Moreover, research into the evaluation of different forms of navigation on the basis of real road maps has seldom appeared. The car navigation device, which can be used to plan detours to escape congestion, has recently come onto the market. Regardless of computational time, a new route may be recalculated in the device by using a DA to minimize the time required to reach the destination. Since many devices can display the same route, the detour planned by an exact algorithm may become congested. However, the proposed method is to find a quasi-optimal route that takes the amenities of driving into consideration in dynamic environments where heavy congestion frequently occurs over a wide area.
In the following sections, we start by showing constraints on route planning problems and clarify the requirements for methods of route planning in a dynamic environment. Then we explain an outline of our method. Next, we describe the fitness function, genetic operators, and the algorithm used for avoiding congested roads. Next, we introduce a system of traffic flow simulation using maps used in actual car navigation devices. Finally, we give the results of experiments where we compared the GA with the DA in application with real road maps that have 464 to 1095 nodes.
Overview

Route planning problems
To formulate route planning problems in the real world, we suppose a road network Net = (N , L) with a set of nodes N and a set of links L. Each node has the property of {with/without signal} and each link has the property of {length of link, road class, number of lanes}. Table 1 shows examples of the road class.
In this paper, we treat a route planning problem formulated by (Net, O, D, f , C), where O and D are an origin and a destination, f is an objective function, and C is a set of constraints. These constrains can be classified into two categories: they are hard constraints corresponding to traffic regulations and soft constraints corresponding to the amenity of driving. Table 2 shows the soft constraints applied. We regard the route with the lowest number of the total of penalties as the best one for drivers concerning the amenity.
The DA has been influential in path planning research on road networks. This research includes the complexity of the DA [15] , applications to real road networks [20, 21] , and route guidance in dynamic environments [22] . The objective of the research is to find a route minimizing the travel time from an origin to a destination. However, very few reports have mentioned the amenity of driving and/or real-time route planning in response to changes information.
Route planning in a dynamic environment
The information that is required by drivers in selecting routes may be classified into the following three groups.
1) Road information:
Traffic conditions (congestion, accidents, regulations), near view, the road map. 2) Destination information: Its location and facilities, the purpose of travel, weather at the destination. 3) Mobile information: The car's location, remaining fuel, vehicle-related conditions, traveler-related conditions (fatigue, hunger, and other physical conditions).
The device should provide alternative routes when the information is changed. Car navigation devices thus have to have a function for real-time route planning in response to changes in the information they are receiving.
Strategies for GA
Searching in usual GAs, based on neo-Darwinian evolutionary theory, is conducted by means of crossover and mutation. The proposed method aims to improve the rate of search by giving a direction to evolution by using crossover and infection. Partial solutions are considered to be viruses, and a population of viruses is created as well as a population of individuals. Infection substitutes the genes of a virus for an individual's loci decided by the virus. The present method is aimed at a quick accumulation of partial solutions, that is schema in GAs, by using infection.
We propose the solution to dynamic route planning problems using the virus GA based on the following basic strategies: 1) A part of an arterial road is regarded as a virus. We generate a population of viruses in addition to a population of routes (see Section 3.4). 2) Only routes that include viruses are generated as the initial population. If two of the same routes are produced in the population, one is removed. 3) Crossover and infection are introduced as genetic operations so as to generate the combination of viruses in successive generations (see Sections 3.5 and 3.6).
We express a virus by a sequence of intersection symbols. Viruses do not include the origin and the destination, while individuals (routes) must include them. In our method, domain specific knowledge is regarded as a virus. This is the method that simulates a human being's problem solving process.
Route planning algorithm
Cording on GA
We regard a route from an origin O, i.e. a starting point, to a destination D as an individual and express it by a variable-length sequence of intersection symbols. Let R k be the k-th individual in the population.
We also regard arterial roads as viruses and express them in the same manner. Let V j = (V j (1), . . . , V j (m j )) be the j-th virus in the population of viruses, where m j is the number of nodes on V j . Viruses do not include the starting point and the destination, while individuals must include them.
Fitness function
We evaluate routes based on the following basic policy.
Policy 1:
The fitness of a route is evaluated by the weighted sum of the route length, the travel time, and the amenities of driving; no toll is considered. Drivers should input information on the weights and whether toll roads will be used or not. The extent of traffic congestion on the route can be expressed by the link travel time, i.e. the time required to pass though the link. An amenity can be calculated from penalties if the route violates constraints shown in Table 2 . Table 3 shows examples of penalties and delay times. The total penalty of the route R k is defined by the following expression, where Sum(X) and Ave(X) are the sum and the average of the penalty X along the route, respectively.
Thus, the fitness function f (R k ) of the route R k can be expressed as
l k : length of R k ; t k : sum of the travel time and the delay time on R k ; P k : total penalty on R k ; l max , t max , P max : the maximum values in the population; l min , t min , P min : the minimum values in the population; a, b, c: weights defined by drivers.
Procedure of the proposed method
The general procedure of the proposed method is given below. The further details are described in the following sections. procedure main( ) { input map database, an origin, a destination, and weights (a,b,c); generate a population of viruses; generate an initial population of routes; genetic operation( ); repeat until destination is reached if (traffic condition changes) { avoidance of congestion; genetic operation( );}} procedure genetic operation( ) { repeat until deadline is met { calculate the fitness of the routes; selection, crossover, and infection;} select the elite route from the population; output the elite route as a recommended route;}
Population of viruses and Initial Population of Routes
We generate initial population of routes using the roads of categories 1 and 2 (see Table 1 ). Since links on these roads have road names such as Route 17 and are numbered serially on maps, we can take the links as a separate road. If all the roads in the target map belong to category 3, the proposed method should not be applied. No real time information on traffic congestion provides on these roads, no dynamic route planning technique is necessary.
The procedure of generating a population of viruses and an initial population of routes is given below. Steps 1 and 2 correspond to a population of viruses and step 3 corresponds to a population of routes. Here, N p is the population size, N c1 and N c2 are the number of roads of categories 1 and 2 in the target area, respectively.
[
Step 1] Select all the roads of categories 1 and 2 within the rectangle on the map with a diagonal that links the origin and the destination. 
. Let this set of roads be a population of viruses {V j |j = 1, . . ., N p }. And, for each V j , let the node that the distance is closer to the origin in the both ends of V j be the first node V j (1). [ Step 3] for j = 1 to N p { generate both the route from O to V j (1) and the route from V j (m j ) to D by using the RTA* algorithm [4] ; the route that combines these two routes with V j becomes the j-th individual R j . } Consequently, the size of the population of routes is equal to the size of the population of viruses.
Selection and Crossover
We use the steady-state model [6] with one-point crossover for alternation of generations in order to reduce the computational time per generation. In this model, two routes are replaced by crossover with each new generation, and so two evaluations of fitness are required between generations. Mutation is not used in this method. Here are the directions for the process.
and R j have one or more nodes in common ){ select a crossover site at random from among the node(s); apply crossover to R i and R j and produce offspring R o1 and R o2 ; select the elite route as R i ' from among S = {R i , R j , R o1 , R o2 }; select one further route as R j ' from among S − {R i '} by roulette; 
Viral infection
Infection substitutes the nodes of the virus for the nodes of the route, if the route has the two same nodes that the virus has. In Fig. 1, for select the elite route as R e from the population; n = 0; for j = 1 to N p { Select a virus V j from the population of viruses; if (V j has more than one node in common withR e ) { select two nodes as R e (k 1 ) = V j (i 1 ) and R e (k 2 ) = V j (i 2 ) at random from among the nodes in common; n + +;
Select the elite route as R e from among {R i |i = 1, . . . , n}; Figure 2 shows how to avoid traffic congestions using other routes in the present population. In this figure, R e is the recommended route that is the elite route in the population selected before the car starts out. Let us assume that the car is at the present point when the area indicated by the dotted line becomes congested with traffic. Followings are the directions for the process, where node R e (i p ) is the present point and R e is a new recommended route. n = 0; S = {}; /* Let S be empty set */ for (k = 1 to N p ) { if (R e and R k have any node(s) in common before the congested area){ select a node as R e (i 1 ) = R k (i 2 ) at random from among the nodes; n + +;
Avoidance of Congestion
if (R e and V j have one or more nodes in common before the congested area && R k and V j have any node(s) in common){ select nodes as R e (i 3 ) = V j (i 4 ) and R k (i 5 ) = V j (i 6 ) at random from among the nodes; n + +; 
Evaluation System for dynamic route planning
Traffic flow simulation using CA
In order to evaluate the proposed method, we have developed a traffic flow simulator [16] that uses the standard map, whose format was developed and established by the Navigation System Researchers' Association [23] , which is the map used in actual car navigation devices and produced environments where spontaneous traffic congestion occurs. This system can simulate any road in Japan. We have implemented Nagel and Rasmussen's multi-speed model [17, 18] in cellular automata [19] . In this model, a road is regarded as a belt that consists of many connected cells, and the state of the road at a given cell is represented by whether or not there is a car in the cell. The method is intended to realize the systematic evaluation of route selection methods by expressing the driver's overall situation, in terms of environmental factors, the destination, and information to do with the vehicle. In Nagel's multi-speed model, a road is defined on a one-dimensional array of Length L. The length of each cell is defined as the minimum distance between two cars. Each site of the array may be empty, or it may be occupied by one car having an integer velocity v. This integer number for the velocity is the number of sites each vehicle moves during one step. The choice of maximum velocity is somewhat arbitrary, but it can be justified by comparison between the model and real world measurements. One iteration consists of the following steps, which are performed simultaneously for all vehicles, where gap is the number of unoccupied sites in front of a vehicle. The standard map has road characteristics such as speed limits, link lengths, road classes, the number of lanes, traveling direction, and the existence of signals. The traveling direction is expressed by 32 values, that is from 0 to 31. In the following, a road belongs to category 1 or 2 is a main road. A road of category 3 is a basic road.
Rule for transit of an intersection
The algorithm that determines the behavior of a car at an intersection is shown below, where gap is the distance between a car approaching the intersection and a signal and v is the speed of the car.
if(has signals) go or stop according to color; if(has no signal) if(a preference road && (left-turn || straight drive)) go; else if(the car is stopped && (0 < gap-v)) go; else stop;
We need algorithms that can determine the combination of signals because the S standard map only indicates the existence of signals. Our idea for such an algorithm is shown below.
(1) Three-road intersection [ Step 1] Calculate the difference of the direction of two roads respectively. [ Step 2] Select two roads that the absolute value of the difference is close to 16. [ Step 3] Let the two roads be one group and let the rest be another group.
(2) Four-road intersection [ Step 1] Sort the roads according to the direction in small order. [ Step 2] Let the 1st and the 3rd be one group. [ Step 3] Let the 2nd and the 4th be one group.
When the number of crossing roads is an odd number greater than three, we decide the combination of signals by accordingly extending (1) . Likewise, to decide the signal combinations for an even number of crossing roads greater than four, we extend (2).
Lane-change rules
Each car obeys the following rules for lane-change. 4 . A car that is traveling behind a slow-moving vehicle has a 20% probability of changing lanes. However, a car that is to turn at the next intersection is not able to change lanes before the intersection. 5. When a car wants to change lanes, it checks the distance and speed of other cars on adjacent lanes. If the speed of a car behind that car is too high, passing it is not possible. Moreover, a car is not allowed to change lanes when it is traveling behind two cars in adjacent lanes traveling at the same speed.
Experiments
Trial of the Traffic Flow Simulation
A simulation was carried out using the rules shown in Section 4. We implemented a simulation of two road maps shown in Fig. 3 and Table 4 . Figure 3 shows the maps 10 minutes after the start of the simulation. The heavy black lines indicate stretches of congested road, defined as stretches where the link travel time is more than 5 times the usual time calculated from the speed limit; the other roads may be congested with traffic to a lesser degree.
We determine the traveling direction of a car at an intersection so as to reflect the fact that more cars are driven on main roads than on basic roads. We start by counting the number of main roads at an intersection. The car then has a 30% probability of traveling on main roads. The direction of travel is randomly determined if a car doesn't go on main roads or there is no main road at the intersection. Each cell represents 5.5 m and a single time step is 2 s. For a given road, the speed limit acts as the maximum speed. The density on a basic road is uniformly 0.1 at the beginning of a simulation run, where the density is the number of cells in which a car exists divided by the number of all cell on the target road. We vary the density on main roads from 0 to 1. The numbers of cars driven on a particular road at intervals during a 1000-step simulation run is shown in Fig. 4 . Because cars on basic roads can flow into main roads, in both figures, the traffic does not become 0 when density is 0. The traffic has maximum when density is around 0.23 and 0 on map 1 and 2, respectively. We see that heavier congestion can frequently occurs over a wider area on map 2.
Effectiveness of infection
To evaluate the performance of the infection in the proposed method, we first performed experiments in a static environment. The size of population N p = 30, the upper bound of generations M = 500, and parameters of the fitness function (a, b, c) = (0, 1, 1) in the GA. Figure 5 shows the road map used and examples of the route planned by the proposed GA and the route by the DA of an available car navigation device (Panasonic KX-GA21). The map has 7664 links and 6076 nodes. The length of the former route is 58 km.
We performed three experiments using the map. Table 5 shows the number of viruses used in generating initial population or viral infection. Experiment 1 is the case with no infection. Experiment 2 is the case that infection uses the same set of viruses as initial population. And experiment 3 is the case that infection uses all viruses on the map. Table 3 . The x-axes of both figures indicate the computational time when using a 550 MHz Pentium III PC. They include the time required to read a map databases from a CD-ROM and generate a population of viruses.
Origin
The case of infection using 30 viruses is superior to the case of no infection over the entire region in both figures, while the amount of knowledge, that is the number of viruses, used in computation is the same for both cases. Furthermore, Fig. 6 shows that the performance can be improved, when increasing the amount of knowledge. 
Route Planning in Dynamic Environments
We simulated a case with variation in the road information in order to compare the proposed GA and the DA. The size of population N p = 15, the upper bound of generations M = 100, and parameters of the fitness function (a, b, c) = (0, 1, 1) in the GA. The cost function of the DA is travel time, which does not include the delay time shown in Table 3 because considering the number of turns is difficult for the DA (this will involve the expansion of search space). The search area of the DA was limited to the region within the rectangle whose diagonal links the origin and the destination. The experimental conditions for the DA are based on these of an available car navigation device.
We again used the road maps in Fig. 3 and Table 4 . Figures 7 and 8 show the routes on map 1 planned by the GA and the DA, respectively. The original route is the route with no traffic, planned before a car starts out. The road information was updated every 5 minuets. The same routes on map 2 are shown in Figs 9 and 10. We see that both methods can generate different routes in response to change in the road information. Table 6 shows indexes on the quality of routes on map 1. The travel time in Table 6 includes the delay time. The main road ratio means the ratio of main road length to route length. The computational time is the time when using a 550 MHz Pentium III PC. The same results for map 2 are shown in Table 7 . Tables 8 and 9 show the travel time and the computational time of the routes by the DA (see Figs 8 and 10) .
The results in Tables 6 to 9 led us to the following conclusions.
-The GA and the DA give about the same performance in terms of travel time.
-The GA is superior in terms of computational time needed to respond to changes in the road information. It took 1.4% or 7% of the computational time before starting for map1 and 1.8% for map 2, while the time for the DA was almost the same as before starting.
This means that the GA is an effective solution to real time route planning problems. As described above, we set (a, b, c) to the specific values in the experiments. These values obviously give no effect on computational time. 
Conclusions
In this paper, we have described our proposal for a practical method for dynamic route planning and the method of its evaluation. Experiments using actual road maps have shown that the infection approach is effective in solving the problem and that the method is superior to the DA as a method for practical car navigation devices. Because GAs always have routes in a population during a search, it is possible for the route to be reevaluated in a short time using another routes in the population and the constraints regarding all amenities in driving can be reflected in search. It is different in these features from the DA.
It is the first study of virus GA applications to real world problems. In our method, domain specific knowledge, that is schema, is regarded as a virus, and genetic operations determine the quasi-optimal combination of viruses. Our strategy is general, and can be effectively used in other optimization problems. We will apply the strategy to timetabling problems, the learning of neural networks, and the evolution of cellular automata.
In the future work, we will introduce multiobjective optimization techniques into the GA so that three fitness functions: route length, travel time, and amenity of driving can be evaluated separately. The travel time prediction is the important challenge in route planning. We will extend the proposed method so that predicted values can be taken into consideration.
