Abstract-Estimation of retransmission timeout (RTO) in TCP networks is important in order to maximize throughput. If the RTO is too small, packets will be unnecessarily declared lost, thus resulting in a retransmission. If RTO is too large, applications will wait too long before declaring a packet to be lost, thus reducing throughput. The conventional method due to Karn and Jacobson for estimating RTO is using a smoothing filter [1], [2] , and this was later refined to utilize mean deviation measurements [1], [2] . In wireless links, the delay can often be impulsive, and weighted-average filters perform poorly. This paper presents results for mobile wireless transmission, and investigates the use of a median filter for timeout estimation in the presence of competing traffic flows. We demonstrate the applicability of this approach to estimating TCP round-trip times, and UDP packet jitter.
I. INTRODUCTION
A S the Internet expands, the number of TCP segments to be transmitted increases greatly, and consequently, there is congestion. Researchers have designed two different approaches to address the problem of transmission congestion. The first method is to modify the existing TCP/IP, examples of which are sliding windows and Random Early Drop [3] . The second method is to design a new protocol, such as Snoop Protocol [4] . The aim of this paper is to accurately estimate round-trip time (RTT) (which in turn affects RTO). All these will be described in following sections.
II. TRANSMISSION CONTROL PROTOCOL/INTERNET PROTOCOL (TCP/IP)
In early 1970s, the Transmission Control Protocol/Internet Protocol (TCP/IP) was developed by Defense Advanced Research Projects Agency (DARPA), an agency inside the U.S. Department of Defense [5] .
TCP resides in the transport layer of the conventional sevenlayer Open Systems Interconnection (OSI) model. It is above the IP layer and below the upper layers. TCP is not loaded into router (also called gateway in some books) to support user data transfer. It resides in the host computer.
TCP provides the following services to upper layers:
• Connection-oriented data management;
• Reliable data transfer; • Resequencing;
• Flow control (sliding window); and • Precedence (i.e. priority) and security [6] .
III. ACKNOWLEDGEMENT (ACK) AND SLIDING WINDOW
TCP uses a technique called positive acknowledgement with retransmission to make a connection reliable.
When a packet of data arrives at the receiver site, the receiver site transmits a positive acknowledgement (ACK) message to the sender site. The sender site will transmit a new packet of data only when the ACK message is received. The sender will start a timer when it transmits a packet of data.
When the timer expires before ACK message is received, the sender site will transmit the packet of data again.
To prevent duplicate packets being sent due to long delays in the network, the sequence number of the packet of data is also sent back with the ACK message.
Sliding window protocol improves TCP by letting the sender side transmit certain number of packets of data without waiting for ACK messages. The window size controls the number of packets of data to be sent before any ACK messages are received.
The success of TCP retransmission algorithm depends on the management of RTT [7] .
As the number of computers inside the network grows, the problem of ACK messages and retransmissions becomes complicated, and there will be congestion in the network. Congestion is the focus of this research. The objective of this research is to apply the median filter to improve the performance of TCP to alleviate congestion.
IV. MEDIAN FILTER
The following example demonstrates the operation of median filter [8] .
Example Apply median filter with a window size of 3 to the array x(n), where x(n)=[2 80 6 3] . y [1] The properties of median filter are stated below [9] , [10] :
1) The filter belongs to the class of Order Statistic (OS) filter. 2) Order Statistic filters operate according to the following steps:
• The original signal x(n) is sorted in ascending order to produce y(n).
• The median of y(n) is selected x(n) → Rank (sorting number in ascending order) → y(n) → Apply appropriate OS-filter-coefficient → z(n)
x(n) = original signal y(n) = ranked signal z(n) = filtered signal 3) For median filter, the filter-coefficient matrix ,a, can be expressed as a = [0..0 1 0..0]. 4) The filter has a non-linear frequency response due to its filter-coefficient matrix. 5) Noisy step signal is rounded at the step. 6) The filter will not attenuate noise well, if the noise comes from a noisy ramp signal 7) The filter eliminates impulse noise. However, if the impulse noise is close to an edge, the noise may be removed but the signal edge moves toward the impulse noise (edge jitter). 8) The filter preserves signal edges.
V. MEDIAN-FILTERING RESULTS FROM A WIRELESS POINT-TO-POINT CONNECTION
A simple point-to-point wireless connection is established between a notebook computer and a desktop computer. The distance between two computers is around one metre, and the transmission rate is 24Mbps. A network analyzer software is activated on the desktop computer to monitor and gather the network traffic. To simulate a wireless connection disturbance, the notebook computer is carried and moved around, while the desktop computer is streaming a video clip from the notebook computer.
The captured data from the network analyzer software is exported to an Excel file.
A MATLAB program is written to analyze a series of round-trip-time (RTT) values obtained experimentally from a wireless connection. The series of RTT will later be sent to a median filter for evaluating the performance of median filter on RTT. The median filter window size used for testing are three, five, seven and nine.
From Fig.2 to Fig.5 , when the median filter window size increases, those RTT values which are greatly different from the rest are filtered away. However, the RTT values are getting smaller as the median filter window size increases.
From this observation, median filter can improve RTT, which in turn improves the congestion window size management. With consistently stable RTT values, a wireless connection can have fairly constant transfer rate.
VI. RESULTS
According to RFC 793 [11] , the RTT can be estimated by A further investigation on the performance between median filter and weighted-average filter is carried out by using RTO.For simplicity, the unfiltered RTO and median-filtered RTO are taken to be 1.1 times of their respective RTT values. For the weighted-average filtered RTO, it is found by [12] . sample number 13655 to 13665 are shown in Fig. 7 to Fig.  12 .
From Fig. 10 to Fig. 12 , weighted-average filter generates RTO timings much higher than those by median filter.
The histogram of RTT values are shown from Fig. 13 to Fig.  20 . From Fig. 13 , the histogram of the unfiltered RTT does not have a Gaussian distribution. That is, large RTT values exist on the right hand size of Fig. 13 . However, these large RTT values are not in huge amount.
In Fig. 14 , the histogram of SRTT shows a much gradual change in RTT values, compared with Fig. 13 . However, the RTT values are not spread evenly. From Fig. 15 to Fig. 20 , pdf of median-filtered RTT with different window sizes are shown. From the window sizes, the pdf distribution can be significantly improved. That is, the large RTT values are being distributed to some smaller values.
In order to compare the results from different window sizes, a table is created. From table 1, mode and outlier from different window size are shown.
The mode is defined as the RTT value that occurs most in that set of filtered RTT values. Outlier is defined as the RTT value that is ±10% of the mode.
From table 1, the number of outliers decreases as the window size increases. This shows that exceptional large RTT values are successfully removed. However, the mode has no significant change after the window size is three. From these observations, median filter can perform better than the weighted-average filter because consistent RTT and small RTO are obtained, which are desirable factors for high connection throughput.
VII. COMPUTATION AND IMPLEMENTATION

CONSIDERATION
The experimental results presented in this paper indicates that median filter is useful for RTO estimation yet it is hard to be efficiently implemented for real-time usage. This problem is due to the fact that a median number can only be found from a series of numbers which are sorted in ascending or descending order. Sorting is a time consuming process and the time to sort a series of number is directly proportional to the window size of the median filter [13] .
As the bit rate of wireless networks is increasing, the time required for the median computation becomes critical. From the previous section, it is shown that a large window size is desirable. However, this also increases the amount of time in finding the median.
From Fig. 21 , the time required for median filtering from 63886 data samples is obtained by using an Intel R Core TM 2 E6750 with vPro TM technology running at 2.66GHz. Two 800MHz-1GB RAMs are used. The software that is being used to rub median filtering is MATLAB 7 (R14). The sorting technique being used is bubble sort. From [13] , a fast two-dimensional median filtering algorithm was proposed, and the algorithm was proven to perform better than Quicksort [14] . The two-dimensional algorithm can be adapted for one-dimensional computation.
VIII. CONCLUSION
From the experimental results, median filter can perform better than the weighted-average filter because consistent RTT and small RTO are obtained, which are desirable factors for high connection throughput.
As the bit rate of wireless networks is increasing, the time required for the median computation becomes critical. From the previous section, it is shown that a large window size is desirable. However, this also increases the amount of time in finding the median. The time required for the median computation is examined for different window sizes, and it is found that the computation time is directly proportional to the window size.
IX. FURTHER DEVELOPMENT
The performance of median filter will be modeled by simulation using Network Simulator, version 2 (NS2). Median filter will also be implemented in Linux. Data from simulation and implementation will be analyzed. The fast two-dimensional median filtering algorithm will be adapted for one-dimensional median filtering to improve the computational efficiency. 
