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Povzetek: 
 
Diplomsko delo je zasnovano na merjenju toka in napetosti električnega kolesa ter izračunu 
njegove moči in energije. Izmerjene vrednosti so prikazane na različne načine: najprej na 
android napravi, na kateri je predstavljena zgolj številska vrednost meritev. Za grafični prikaz 
meritev pa sta uporabljna TFT LCD-zaslon, priključen na Arduino, ter program Processing, ki 
je namenjen prav grafični upodobitvi meritev na osebnem računalniku. 
Na tržišču imamo na razpolago najrazličnejše pripomočke in metode za merjenje napetosti in 
toka. Zagotovo med cenejše spada uporaba že kar dobro razvitega in razširjenega orodja 
Arduino. Le-ta obstaja v najrazličnejših velikostih, odvisno od načina uporabe ter od 
zahtevnosti projekta. Arduino ploščice imajo namreč različno število vhodov, izhodov in celo 
internetni priključek. 
Za merjenje toka je skupaj z Arduino ploščico najenostavneje uporabiti senzor ACS 712, ki 
deluje na principu Hallovega efekta in obstaja v treh različnih velikostih toka. Merjeno 
napetost je treba prilagoditi na velikost vhodne napetosti merilnega člena, in sicer z 
napetostnim delilnikom, sestavljenim iz dveh uporov. 
Eden izmed ciljev je tudi vse izmerjene vrednosti, ki smo jih izmerili z Arduinom in jih poslali 
preko bluetooth komunikacije, prikazati na android telefonu. Tudi na tem področju je možno 
uporabiti najrazličnejša programska orodja: od profesionalnih do bolj laičnih. V nalogi sta 
uporabljena precej razširjen MIT app inventor ter S2-terminal, ki sta namenjena predvsem 
začetnikom. Meritve so prikazane tudi v obliki grafa na LCD-zaslonu. 
Ključne besede: Arduino, android, napetost, tok, moč, ACS 712 , bluetooth, Hallov efekt. 
 
 
 
 
 
Abstract 
 
This work is based on measuring the current and voltage of an electric bicycle and calculating 
its power and energy. One of our goals is to show results in different ways. The numerical 
value of the measurements will be showed on the smart phone. Both the TFT LCD screen 
connected to Arduino an the Processing program that can be used on a personal computer 
will be used for a graphical presentation.   
There are a lot of different accessories and methods on the market for measuring current 
and voltage. But the cheapest and the most widespread device is definitely Arduino. It is 
available in different sizes, depending on our needs and complexity of our project.  These 
devices offer different numbers of analog and digital inputs and outputs and even an 
internet connection. 
The easiest way of current measuring is the use of  ACS 712 sensor, working on principle of 
the Hall effectand available in three different sizes. The results have to be adapted to the 
size of the input current measurement with the voltage divider, made up of two resistors.  
Our goal is also to send the data from Arduino to an android device using bluetooth. There 
are a lot of different ways, both professional and laic, to do this. In this project we used the 
easiest way to display data on the phone by using the MIT App Inventor and the S2 terminal, 
both of them totally free of charge and designed for beginners. The measurements are also 
going to be displayed on the LCD display. 
Key words: Arduino, android, voltage, current, power, ACS 712 , bluetooth, Hallov effect 
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Seznam okrajšav 
 
LCD ( Liquid Cristal Display): zaslon s tekočimi kristali 
IDII (Interaction Design Institute Ivrea): Fakulteta za interaktivno oblikovanje 
GUI (graphic user interface): vplivanje na elektronske naprave preko vizualnih ikon 
USB (Universal Serial Bus): univerzalno serijsko vodilo 
PCB (Printed Circuit Board):  tiskano vezje 
GND (Ground):  ozemljitev 
LED (light-emitting diode): polprevodniški elektronski element, ki sveti, ko skozenj teče tok 
IC (Integrated Circuit):  integrirano vezje 
PTH (Plated-Trough hole): pritrjeno skozi luknje 
SMD (Surface Mounted Device): pritrjeno na površini 
ATMEL (Advancet Tehnology for Memory and Logic): proizvajalec tiskanih vezij (napredna 
tehnologija za spomin in logiko) 
CPU (Central Process Unit): centralna procesna enota 
RAM (Random Access memory): bralno-pisalni pomnilnik 
SRAM (Static Random Access memory): statični bralno-pisalni pomnilnik 
EEPROM (Programable Read Only Memory): električno izbrisljiv programirljiv bralni 
pomnilnik 
QR code (Quick Response Code): dvodimenzionalna črtna koda, namenjena hitremu branju 
telefona 
LEON: laboratorij za električna omrežja in naprave 
TFT (thin-film-transistor): tankoslojni tranzistor 
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CRT (Cathode Ray Tubes): katodne cevi 
DSTN (dual-scan supertwist nematic): prikaz slike na dveh zaslonih − hitrejše osveževanje 
RGB (red green blue):  rdeča, zelena, modra barvna lestvica 
UTP (unshielded twisted pair): nezaščiten, med seboj prepleten par žic, namenjen 
telekomunikaciji 
 
 
 
1 
 
1 Uvod 
 
V sodobnem svetu se vsak dan pojavljajo novi izumi. Nova znanja in ideje omogočajo lažje 
delo in življenje. Mnogo naprav lahko vključimo in nadziramo s pomočjo mobilnih aparatur, 
zato inovatorji ves čas iščejo načine, kako bi doprinesli k blaginji in bolj enostavnemu načinu 
življenja. Ena pomembnejših komponent pri tem pa je tudi izvajanje meritev.  
Za merjenje moči moramo poznati napetost in tok. Na internetu je možno najti kar nekaj 
načinov merjenja z različnimi tokovnimi kleščami in podobnimi pripomočki, ki pa so obenem 
tudi dragi. Ena izmed možnih rešitev je programsko okolje Arduino, ki je razmeroma poceni 
in omogoča reševanje najrazličnejših problemov, in sicer od meritev do upravljanja različnih 
robotov. Nanj je namreč možno priključiti številne elemente, saj ima tako analogne kot tudi 
digitalne vhode in izhode. V nalogi je uporabljena najcenejša in najenostavnejša ploščica 
Arduino Nano s Kitajske, kupljena preko spleta. Ob nakupu neoriginalne Arduino ploščice 
obstaja tveganje, da ob povezavi ploščice z računalnikom le-ta Arduina ne prepozna in 
posledično programiranje ni mogoče, kar se je zgodilo v okolju Windows 7. Osebni računalnik 
pa se je potem brez kakršnega koli problema povezal z Arduinom v okolju Windows 8.  
Napetost lahko merimo s pomočjo napetostnega delilnika, ki ga izdelamo s pomočjo uporov, 
tok pa s posebnim vezjem ACS 712, ki deluje na principu Hallovega efekta. Način, kako 
povezati s telefonom, je predstavljal kar nekaj težav, na koncu pa je bilo uporabljeno zelo 
razumljivo in enostavno programsko okolje za začetnike, ki temelji na blokovnem 
programiranju, in sicer MIT app inventor. Za samo povezavo med telefonom in Arduino 
ploščico je potreben tudi bluetooth vmesnik, ki pošilja meritve na telefon. Preizkušeno je bilo 
tudi že izdelano programsko okolje, imenovano S2, ki je na voljo na spletu in ga lahko 
brezplačno prenesemo na telefon. 
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2 Izbira programskega orodja 
 
Pred pričetkom kakršnega koli projekta se je treba odločiti za pravilno izbiro elementov ter 
programskega okolja, saj je le tako možno doseči želene rezultate. Pri tovrstnem problemu je 
na razpolago cela paleta najrazličnejših pripomočkov za merjenje in kasnejšo obdelavo 
podatkov. Izbira pa je pogosto najbolj odvisna od načina uporabe, ki je lahko omejena že s 
samim prostorom za delo.  Pri delu je pomembno, da zavzame čim manj prostora, da je 
omogočena čim večja natančnost oziroma čim manjši pogrešek meritev ter da ni predrago. 
Finančni razred posameznih merilnih členov je namreč zelo raznolik: od nekaj evrov pa do 
nekaj sto evrov, vse je seveda odvisno tudi od tega, kako natančno in na kakšen način so 
meritve izvedene. 
Vsekakor je pravilna izbira merilnih elementov zelo pomembna zaradi kasnejših neželenih 
zapletov. Treba je poznati zahteve naloge, potem pa na podlagi zahtev ustrezno izbrati 
elemente. Pri izvedbi naših meritev sta pomembni napetost in tok pri uporabi električnega 
kolesa.  Na spletu so najrazličnejši pripomočki za merjenje teh dveh parametrov, vse pa je 
odvisno od naših želja in zahtev. Za merjenje toka je zelo zanimiva in enostavna uporaba 
tokovnih klešč, ki se jih vse pogosteje uporablja. V naslednjih podpoglavjih so na kratko 
predstavljene različne cenovno dokaj ugodne in neprofesionalne možnosti za izvajanje 
meritev. 
 
2.1 Seeed Bluetooth multimeter 
 
Zanimivo rešitev predstavlja podjetje Seeed, ki je imelo na tržišču multimeter z vgrajenim 
bluetoothom za komunikacijo z android telefonom ter že izdelano aplikacijo za mobilno 
napravo [1]. V našem primeru pa nastopi težava z merilnim območjem, možnostjo 
spreminjanja android programa ter samim nakupom, ki ni več mogoč. Napravo je možno tudi 
reprogramirati po lastnih željah, saj gre za odprtokodni sistem, ki je namenjen razvijalcem. 
Za lažjo predstavo je prikazan na sliki 1. Vedeti moramo torej, na kakšen način želimo 
prikazati izmerjene podatke, v našem primeru najprej na osebnem računalniku, kasneje pa 
tudi na android telefonu. Prav to pa nam izbor merilnih in komunikacijskih pripomočkov 
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precej zoži. Poskrbeti je namreč treba za združitev izmerjenih podatkov, saj želimo izračunati 
moč in energijo ter ju poslati na telefon. Specifikacije merilnika so zbrane v tabeli 1. 
 
 
Slika 1: Seeed bluetooth multimeter [1] 
 
Tabela 1: Tabela specifikacij Seeed merilnika [2] 
Veličina Minimalno Srednje Maksimalno Enota 
Merilno območje napetosti 30 / 30 VDC 
Natančnost merjenja napetosti   3   % 
Merilno območje toka   1   A 
Natančnost merjenja toka   3   % 
Merilno območje upornosti 10 / 1.000.000 Ω 
Natančnost merjenja upornosti   5   % 
Delovna temperatura 0 / 45 °C 
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2.2 Mooshimeter 
 
Mooshimeter je zanimiva merilna naprava, izum mladih raziskovalcev, ki je po videzu in 
delovanju  podobna prej omenjenemu sistemu, le da ta temelji tako na grafičnem, kot tudi 
tekstovnem prikazu izmerjenih podatkov. Merilnik ima možnost merjenja enosmerne 
napetosti do 600 V ter izmenične do 420 V. Merilno območje toka je nekoliko nizko, in sicer 
10 A, kar pa je lahko za nekatere projekte premalo in si je treba pomagati na drug način. 
Naprava ima samo štiri vhode, in sicer vhod za merjenje napetosti, toka, upornosti ter skupni 
vhod. Za prikaz podatkov na android napravi si na telefon naložimo njihovo tovarniško 
aplikacijo in le še sledimo navodilom.  Mooshimeter je prikazan na sliki 2 [3]. 
 
 
Slika 2: Prikaz merjenja z Mooshimetrom [3] 
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2.3 Owon multimeter 
 
Owon multimeter je merilnik, kakršnega smo vajeni pri vsakdanji uporabi.  Ima običajen 
zaslon za prikaz meritev, vhode za merjenje ter izbirni gumb. Med vsemi do sedaj 
predstavljenimi aplikacijami je tovrstna rešitev še med najbolj profesionalnimi in med drugim 
tudi finančno dosegljiva neprofesionalnim uporabnikom. Tudi v tem primeru ima proizvajalec 
merilnika že izdelan lastni program za prikaz meritev. Aplikacija ima najrazličnejše možnosti, 
ki nam olajšajo delo: 
- Možnost povezave z večjim številom merilnih naprav in prikaz rezultata vsakega od njih. 
- Izmerjene meritve lahko shranjujemo na osebni računalnik oziroma jih prenašamo na 
telefon, kar nam omogoča primerjanje meritev med seboj.  
- Možnost daljinskega nadzora multimetrov, kar predstavlja večjo varnost. 
- Izmerjene vrednosti lahko delimo preko spleta s svojimi prijatelji. 
Program pa še ni razvit do te mere, da bi se multimeter lahko povezal z mobilnim telefonom 
znamke iPhone. Povezava je namreč možna le z Android napravo [4]. Slika 3 prikazuje 
tovrstni merilnik. 
 
 
Slika 3: Owon bluetooth multimeter [5] 
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3 Izbira Arduino programskega orodja 
 
V tem poglavju so podrobneje predstavljeni: Arduino ploščica, njena zgodovino in njeni 
elementi. Za izbiro omenjene ploščice lahko navedemo številne pozitivne razloge: 
- elementi so dokaj ugodni, saj gre za že zelo razširjen sistem, 
- lahko napišemo program, kot ga sami želimo, in s tem nismo odvisni od tovarniško 
narejenih in s tem nespremenljivih programov, 
- lahko dostopamo do že napisanih programov in si z njimi pomagamo, 
- celoten sklop elementov je majhen in kompakten,  
- Arduino ima možnost priklopa najrazličnejših dodatkov, od bluetooth vmesnika, 
merilnika toka, LCD-ekrana (več o tem v nadaljevanju naloge).  
Nakup Arduina je zelo enostaven, potrebno je le vedeti, kaj želimo z njim delati, saj obstaja 
več vrst in velikosti. Nakup lahko opravimo neposredno na uradni strani Arduina, pod 
zavihkom ''Buy'' oziroma  na povezavi https://store.arduino.cc/, kjer se nahajajo 
najrazličnejša vezja ter dodatki. Ponudba na trgu je zelo velika, kar pomeni, da imamo na 
razpolago tudi druge, morda cenejše prodajalce, katerih izdelki pa niso originalni. Že na 
spletnem mestu Ebay lahko najdemo najrazličnejše replike Arduina po zelo nizkih cenah. 
Delovanje le-teh in s tem tudi povezljivost z originalnimi Arduino programi je nemoteno in 
deluje pravilno, edina težava, ki se lahko pojavi, je povezovanje neoriginalne Arduino 
ploščice z računalnikom, na katerem je nameščen Windows 7 (v našem primeru se je ploščica 
povezala šele, ko je bil na osebnem računalniku naložen Windows 8). Najboljši naslov za 
nakup vseh cenovno ugodnih izdelkov, ki jih potrebujemo,  je torej spletno mesto Ebay, za 
katerega pa potrebujemo plačilni sistem Paypal, ki je že dodobra razširjen. Vse elemente, 
potrebne pri izdelavi projekta, smo kupili prav na prej omenjenem spletnem mestu, kjer v 
iskalnik enostavno vpišemo želeno komponento (na primer Arduino Nano, ACS 712, Arduino 
HC05 bluetooth …) in izberemo ustrezno ponudbo. Za predstavo so spodaj navedene cene 
posameznega elementa vezja. Cene vključujejo tudi poštne stroške. 
- Arduino Nano: 2,30 € 
- ACS 712: 1,73 € 
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- HC05 bluetooth: 3,73 € 
- Napetostni regulator LM2596: 2,48 € 
- TFT LCD zaslon: 3,96 € 
 
3.1 Zgodovina Arduina 
 
Razvoj Arduina se je začel v Italiji, na šoli za tako imenovano načrtovanje medsebojnega 
vplivanja, IDII (Interaction Design Institute Ivrea). To je šola, na kateri se ukvarjajo s 
preučevanjem, na kakšen način ljudje medsebojno delujejo z najrazličnejšimi digitalnimi 
izdelki in na kakšen način ti izdelki vplivajo na ljudi. Pojem medsebojnega delovanja ljudi in 
naprav je plod dela Billa Verplanka in Billa Moggridga v osemdesetih letih prejšnjega stoletja. 
Za lažjo predstavo je Bill Verplank vse skupaj ilustriral s preprosto skico (slika 4), ki prikazuje 
interakcijo med človekom in okoljem. 
 
 
Slika 4: Verplankov princip interakcije med človekom in okoljem [7] 
 
Sliko si lahko razlagamo na podlagi vprašanja, kako lahko vplivamo na določeno stvar 
oziroma kako lahko nekaj spremenimo. Iz slike je razvidno, da na svet okoli sebe lahko 
vplivamo glede na občutke, zaznane iz okolja. Enostaven primer, ki to potrjuje, je mraz, ki ga 
naše telo občuti, zato se oblečemo. Za celotno delovanje pa je treba vedeti, kaj želimo ob 
določenem trenutku oziroma občutku iz okolice narediti. 
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Leta 2001 sta Casey Reas in Benjamin Fry ustanovila program Processing, katerega namen je 
bil ljudem z malo programerskega znanja dati možnost, da si ustvarijo svoj program in ga 
preizkusijo. Programiranje je bilo namreč precej enostavno in hitro ter je potekalo na grafični 
vizualizaciji. 
Na enak princip, kot sta ga odkrila Casey in Benjamin, pa je leta 2003 Hernando Barragan 
začel z razvijanjem mikrokontrolerja, imenovanega Wiring, ki je nekakšen predhodnik 
sedanjega Arduina, kar je razvidno že po sami obliki in komponentah. S pomočjo Wiringa so 
se ljudje lahko pobližje spoznali z elektronskimi komponentami in to na cenovno ugoden 
način.  
Leta 2005 sta Massimo Banzi in David Cuartielles razvila Arduino. Njegov vzpon se je začel 
zaradi želje po dostopni in enostavno uporabni napravi za študente na prej omenjeni 
fakulteti. Arduino zajema oba do takrat odkrita principa, in sicer Processing ter Wiring. 
Princip programa Processing se kaže v grafičnem vmesniku GUI (graphic user interface), ki ga 
uporablja Arduino program. Razlika je torej, da program Processing omogoča preizkušanje 
programov na digitalni način, Arduino pa omogoča uporabo zunanjih elementov, tipal in 
aktuatorjev. Arduino ploščica ima tudi možnost zamenjave čipa ob morebitnem uničenju. 
Slika 5 prikazuje primerjavo med Wiring in Arduino mikrokontrolerjem [6]. 
 
 
Slika 5: Primerjava Wiring in Arduino mikrokontrolerja [8] 
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3.2 Predstavitev Arduina 
 
S terminom Arduino lahko opišemo fizično ploščico iz tiskanega vezja (PCB) z mnogimi vhodi 
in izhodi. Najbolj razširjena je Arduino Uno ploščica in pa programsko orodje. V tej nalogi je 
zaradi prostorske stiske uporabljen Arduino Nano z dvanajstimi digitalnimi in osmimi 
analognimi vhodi oziroma izhodi. K programskemu orodju sodi program, v katerega pišemo 
želeno kodo, in pa ustrezna povezava med ploščico ter osebnim računalnikom. Za delo z 
Arduinom torej potrebujemo ustrezen operacijski sistem, kot na primer Mac, računalnik z 
okoljem Windows ali Linux. Le s pomočjo osebnega računalnika lahko prenesemo želeni 
program preko USB-povezave na Arduino.  Ko je program naložen na ploščico, lahko le-ta 
deluje neodvisno od računalnika. Za tovrsten način delovanja namreč poskrbi poseben vhod 
na ploščici, ki zagotavlja napajanje iz zunanjega vira. Arduino se razlikuje od računalnika po 
tem, da nima veliko spomina, operacijskega sistema, tipkovnice, miške in zaslona. Tovrstnim 
napravam, ki so podobne računalniku, lahko rečemo tudi mikrokontrolerji. Njihov namen je 
namreč nadzorovati dejanja v okolici s pomočjo senzorjev in aktuatorjev. Na primer: na vhod 
Arduina lahko povežemo senzor za merjenje temperature in na podlagi njegovih izmerkov 
uravnavamo moč grelca [9]. 
 
3.2.1 Programski jezik 
 
Programski jezik v katerem pišemo programsko kodo temelji na Processingu in je soroden z C 
programskim jezikom. C programski jezik se je pojavil z razvojem računalnika [10]. Gre za 
programski jezik tretje generacije, ki ga je razvijal Dennis Ritchie med letoma 1969 in 1973. 
Prednost omenjenega programskega jezika je, da ga podpirajo skoraj vse elektronske 
naprave. Za C-jezik je značilno, da se programska koda, ki jo želimo izvesti, nahaja znotraj 
funkcij. Prav tako je pomembno vedeti, da se vsak stavek zaključi s podpičjem oziroma se 
nahaja znotraj zavitih oklepajev. Nekatere prednosti C-jezika [8], [35]: 
− majhno število rezerviranih besed, 
− veliko logičnih operacij, 
− preprost sistem podatkovnih tipov. 
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3.3 Predstavitev elementov na ploščici 
 
3.3.1 USB-vtikač 
 
S pomočjo tega vtikača nalagamo program, ki smo ga napisali v Arduino programskem 
okolju, na mikrokrmilnik. Poskrbeti pa je treba, da je računalnik seznanjen z Arduino ploščico, 
za kar poskrbimo v samem programu za pisanje kode. Postopek je opisan v nadaljevanju. Za 
povezavo osebnega računalnika z Arduinom Nano uporabljamo kabel USB Mini-b. 
USB-kabel tako vsebuje štiri žice: napajalno Vcc, RX (sprejemna žica), TX (oddajna žica) in 
zemljo GND [10]. 
 
3.3.2 Enosmerno napajanje 
 
Za zunanje napajanje ploščice se odločimo takrat, ko program že prenesemo nanjo in pri 
izvajanju le-tega ne potrebujemo oziroma ne želimo uporabljati računalnika. Arduino lahko 
napajamo na dva načina, in sicer preko za to izdelanega vtikača, v katerega enostavno 
vključimo napajalnik, oziroma preko posebnega vhoda Vin in GND. Uporaba napajalnega 
vtikača je možna le pri nekaterih modelih Arduina, ravno zato moramo biti pozorni na 
območje enosmerne napetosti, s katero napajamo ploščico, ta se lahko giblje od 6 do 12 V. 
Območje napetosti se razlikuje s tipom ploščice. 
 
3.3.3 Vhodi 
 
Vhode Arduina si lahko predstavljamo kot čutila, saj nam povedo, kaj se dogaja v okolju okoli 
Arduina. Osnovni primer zunanjega senzorja, ki ga priključimo na vhod, je navadno stikalo 
[6]. Število analognih vhodov se spreminja s tipom Arduina. Za uporabo posameznega vhoda 
moramo le-tega predčasno omeniti v programu in hkrati povedati, kaj želimo z njim narediti. 
 
3.3.4 Izhodi 
 
Izhodi omogočajo vpliv na okolje tako, da nekaj vklopimo/ izklopimo …  Izhod lahko 
predstavlja le bit 0 ali 1, lahko pa tudi krmiljenje motorja ali pa prikaz na LCD-zaslonu [6]. 
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Logična 0 nam na digitalnem izhodu pomeni 0 V napetosti, logična 1 pa 5 V. Pozorni pa 
moramo biti na velikost toka, ki je pri napetosti 5 V 40 mA, kar je lahko dovolj za LED-žarnico, 
ne pa za direktno napajanje motorja [9].   
 
3.3.5 Čip 
 
Podjetje, ki izdeluje mikroprocesor znamke Atmel, je bilo ustanovljeno leta 1984 v Združenih 
državah Amerike. Na začetku poslovne poti so bili najbolj znani po spominskih čipih, ki so 
porabili malo energije. Kasneje pa so začeli izdelovati lastne mikroprocesorje, ki so temeljili 
na AVR-tehnologiji [10]. 
Čip mikrokontrolerja si lahko predstavljamo kot možgane celotne Arduino plošče. Na voljo 
sta dve vrsti čipov, in sicer ATmega 168 in ATmega 328. V našem primeru gre za čip ATmega 
328, ki ima obliko pravokotne ploščice črne barve in jo imenujemo tudi integrirano vezje (IC). 
Čip je lahko na Arduino pritrjen na dva različna načina: tako da stoji na posebnem podnožju, 
iz katerega ga enostavno izvlečemo in čip zamenjamo (PTH-način), ali pa je celoten čip 
prilotan direktno na Arduino ter ga ni več možno menjati (SMD-način) [6]. Vsi ukazi so zbrani 
v CPU. CPU bere program iz spomina (flash). Postopek je v tem primeru drugačen kot pri 
osebnem računalniku, kjer so podatki shranjeni na disk in kasneje naloženi na RAM. V našem 
primeru pa so spremenljivke shranjene na SRAM. Ob prekinjenem napajanju se podatki, 
zapisani na RAM, izbrišejo. Zaradi tovrstnih nevšečnosti je na voljo tretji tip spomina, pri 
katerem se podatki tudi po izklopu napajanja še vedno ohranijo, in sicer EEPROM. Omembe 
vredni sta enoti, imenovani Watchdog Timer in Power Supervision, ki omogočata varčevanje 
energije za nastavljen čas [9]. Za lažjo predstavo je v prilogi shema tovrstnega 
mikroprocesorja. 
 
3.3.6 LED-indikatorji 
 
Na Arduino ploščici so majhne LED-lučke, ki  sporočajo različne informacije. Na vezju so po 
navadi 4 indikacijske lučke:  
- Label L: lučka, ki je povezana s kontaktom 13, je primerna za testiranje programa 
(utripanje lučke). 
- Power POW: se vključi, ko je naš Arduino priključen na napajanje. 
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- Transmitted TX: zasveti, ko Arduino pošlje podatke. 
- Receive RX: zasveti, ko Arduino prejme podatke. 
 
3.3.7 Gumb za vnovični zagon 
 
To je edina tipka na našem Arduinu. Z njeno pomočjo lahko program, ki se izvaja, ponovno 
zaženemo ali povsem zaustavimo v primeru, da tipko pridržimo nekaj sekund. Povsem enak 
rezultat dosežemo ob povezavi GND- in RST-kontakta [6]. 
 
3.4 Nalaganje Arduino gonilnika na računalnik 
 
V tem poglavju je predstavljeno,  kako začeti z uporabo Arduina. Ko imamo želeno Arduino 
vezje, je potrebno le še programsko okolje za pisanje programa. Za nalaganje gonilnikov na 
računalnik si lahko pomagamo z uradno Arduino stranjo, kjer pod zavihkom ''Learning-
Getting started'' najdemo navodila za pričetek dela z omenjeno ploščico. V spodnjih štirih 
točkah so strnjena navodila za pričetek dela. 
1) V spletni brskalnik vpišemo uradni Arduino naslov: 
https://www.arduino.cc/en/Main/Software in kliknemo ''Windows ZIP file''. Na ta način smo 
na računalnik prenesli gonilnik. 
2) Preko ustreznega kabla povežemo računalnik z Arduino ploščico. Ob povezavi se prižge 
indikacijska LED-lučka za napajanje. V primeru, da računalnik ne zazna Arduina, je treba 
gonilnike zanj naložiti ročno, kot opisuje naslednja točka. 
3) V začetnem meniju kliknemo z desnim gumbom miške na ikono ''moj računalnik'' in 
izberemo možnost ''upravljaj''. Odpre se novo okno, v katerem izberemo ''upravitelj naprav''. 
Pod zavihkom ''vrata'' (COM in LPT) bi se morala nahajati naša ploščica (če je Arduino 
povezan z računalnikom). V primeru, da je računalnik ne zazna, jo najdemo pod zavihkom 
''druge naprave'', nanjo kliknemo z desnim gumbom miške, izberemo možnost ''posodobitev 
gonilnikov'' in ročno poiščemo gonilnik v računalniku. Gonilniki se nahajajo v mapi, preneseni 
iz Arduino spletne strani. Pomoč se nahaja tudi na Arduino spletni strani 
https://www.arduino.cc/en/Guide/UnoDriversWindowsXP.  
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4) Ko je računalnik prepoznal napravo, priključeno na USB-vhod, lahko naložimo gonilnik, ki 
smo ga prenesli s spleta.  
 
3.4.1  Nastavljanje programskega orodja 
 
Ko imamo vse pravilno nameščeno, lahko odpremo programsko orodje z dvojnim klikom na 
Arduino ikono. Odpre se okno, kot ga prikazuje slika 6. 
 
 
Slika 6: Arduino programsko okolje 
 
Pred pričetkom programiranja je treba nastaviti lastnosti našega Arduina, saj obstaja več vrst 
le-teh. Najprej je treba nastaviti Arduino ploščo, ki jo uporabljamo. Nastavitve izvedemo zelo 
enostavno s klikom na ikono ''Orodja'', ''plošča'' in izberemo svojo Arduino ploščo, v našem 
primeru je to Arduino Nano. Sledi nastavitev mikroprocesorja,  ki ga preberemo iz Arduino 
plošče. Ponovno izberemo okno ''Orodja'', ''procesor'' in obkljukamo procesor, ki ustreza 
Arduinu, v tem primeru ''ATmega 328''.  Na enak način nastavimo še vrata (COM), na katera 
je priključen Arduino, in pa programator. Ustrezna vrata za povezavo računalnika in Arduina 
izberemo pod zavihkom: ''Orodja'', ''vrata'' in izberemo vrata, ki nam jih ponudi računalnik. 
Vrata za povezavo nam računalnik ponudi le v primeru, da je napravo uspešno prepoznal in 
da je zanjo našel gonilnike. Vrata si lahko predstavljamo kot USB-vhod računalnika. 
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Podrobnosti so predstavljene pod točko 3 v poglavju 3.4. Izbiro programatorja prav tako 
izvedemo v vrstici ''Orodja'' in izberemo AVRISP mkll programator. 
V primeru, da smo vse izbrali pravilno, je komunikacija med računalnikom in Arduinom 
vzpostavljena. 
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4 Ostali elementi, potrebni pri projektu 
 
4.1 Merilnik toka ACS 712 
 
Na spletu lahko najdemo najrazličnejše metode za merjenje toka. Prav gotovo pa je med bolj 
enostavnimi in zanimivimi metodami merjenje toka s tako imenovanim ACS 712 merilnim 
členom, ki ga proizvaja podjetje Allegro. Nakup tovrstnega merilnega elementa lahko prav 
tako opravimo na spletnem mestu Ebay, kar smo si že ogledali v poglavju 3.  
ACS 712 element je v SMC-obliki, kar pomeni, da ga lahko pritrdimo na tiskano vezje. 
Priročen je tudi zaradi svoje majhnosti, kar je kot nalašč za projekte z omejenim prostorom. 
V tej nalogi bomo uporabili element, ki že vsebuje ACS 712 čip in vse potrebne priključke, 
seveda pa bi se tega lahko lotili sami in celotni merilni sistem še dodatno minimizirali. V 
osnovi poznamo 3 tipe tovrstnega merilnika, ki se med seboj razlikujejo po maksimalni 
velikosti toka, ki ga še lahko merijo brez uničenja čipa. Karakteristike vseh treh merilnikov so 
zbrane v tabeli 2. Dobra stran tovrstnih merilnikov toka je tudi galvanska ločitev primarnega 
dela vezja od sekundarnega, kar pomeni, da kljub visoki napetosti na primarni (vhodni) 
strani, sekundar (izhod) ostane nepoškodovan. V tem primeru gre za nekakšno magnetno 
izolacijo, saj merilnik deluje na principu merjenja magnetnega polja. Notranja upornost ACS 
712 merilnika je 1,2 mΩ, kar pomeni, da so lastne izgube merilnika zelo majhne. Pri 
temperaturi okolice 25 °C je pogrešek na izhodu maksimalno 1,5 % [12]. 
 
Tabela 2: Območja ACS 712 senzorjev [12] 
Oznaka čipa 
Temperaturno območje 
Ta[°C] Tokovno območje Ip [A] Občutljivost [mV/A] 
ACS712ELCTR-
05B-T od -40 do 85 ±5A 185 
ACS712ELCTR-
20A-T od -40 do 86 ±20A 100 
ACS712ELCTR-
30A-T od -40 do 87 ±30A 66 
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4.1.1 Opis elementov na ploščici 
 
  
Slika 7: ACS 712 merilnik toka 
 
1) VCC: Merilnik za svoje delovanje potrebuje 5 V enosmerne napetosti, ki jo priključimo na 
VCC- vhod neposredno iz našega Arduina. 
2) OUT:  Izmerjeno vrednost senzor prikaže na OUT-kontaktu, ki ga povežemo z želenim 
analognim vhodom Arduina.   
3) GND: gre za  kontakt, ki je prav tako kot pri Arduinu ozemljitev oziroma referenčna točka, 
kjer je napetost 0 V.  
4) D1: LED-dioda, ki signalizira delovanje oziroma napajanje našega senzorja. 
5) R1, C1, C2: elementi, ki so namenjeni glajenju signala. Gre za dva kondenzatorja ter upor. 
6) U1: Gre za glavni element, lahko rečemo tudi srce naprave, podobno kot je to  pri Arduinu 
ATmega328 čip. V tem primeru je to ACS 712 čip, katerega delovanje je predstavljeno v 
naslednjem poglavju. 
7) Skrajno levo se nahajajo vijaki, s katerimi pritrdimo žico, skozi katero teče merjeni tok. 
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4.1.2 Delovanje ACS 712 čipa 
 
Gre za linearni merilnik, ki meri tako enosmerni kot tudi izmenični tok na principu Hallovega 
efekta. Princip si nekoliko lažje predstavljamo s sliko prereza čipa. 
 
 
Slika 8: Prerez ACS712 čipa in prikaz delovanja [13] 
 
Tok vstopa v čip skozi oba kontakta na desni zgornji strani (1, 2) ter izstopa skozi spodnja dva 
kontakta (3, 4), kot prikazuje slika 8. Ta tok generira magnetno polje okoli zavoja na sredini 
med obema kontaktoma. Velikost magnetnega polja okoli zanke je proporcionalna velikosti 
toka, ki teče skozi zanko. Nad zanko, kjer se generira magnetno polje, je vstavljen Hallov 
senzor, ki pretvori magnetno polje v napetost. Na sredini čipa je nanesena tanka plast 
izolacije, ki omogoča merjenje izmeničnega toka [14]. 
 
4.1.3 Karakteristike ACS712 čipa 
 
4.1.3.1 Vklopna karakteristika 
 
Čip za svoje končno in zanesljivo delovanje potrebuje določen čas, da se vse komponente 
oskrbijo z napetostjo. Vklopni čas lahko definirano kot čas, ki je potreben, da je izhodna 
vrednost napetosti v mejah ±10% končne vrednosti.  
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Oznake na grafu:  
-     simbolizira vhodno enosmerno napetost našega merilnika, in sicer 5V,    
-        označuje minimalno vrednost napetosti, pri kateri čip začne delovati, 
-    je čas, ki je potreben, da dosežemo minimalno napetost, potrebno za delovanje, 
-    je čas, po katerem dosežemo 90 % vhodne napetosti [12]. 
Grafični prikaz je na spodnji sliki. 
 
 
Slika 9: Vklopna karakteristika [12] 
 
4.1.3.2 Čas vzpona 
 
Tovrstni karakteristiki lahko z drugimi besedami rečemo tudi odziv na stopnico. Tako 
imenovan čas vzpona traja od trenutka, ko dosežemo 10 % merjene vrednosti, pa vse do 90 
% meritve. Čas vzpona označujemo z oznako    (rise time). Tipična vrednost časa vzpona pri 
25 °C, 5 V in brez gladilnega kondenzatorja je 3,5 µs. Ostale vrednosti časa vzpona v 
odvisnosti od gladilnega kondenzatorja so zbrane v tabeli 3 [12]. 
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Slika 10: Odziv na stopničasti vhodni signal [12] 
 
Tabela 3: Odzivni čas v odvisnosti od velikosti kondenzatorja ACS 712 čipa [12] 
Kondenzator [nF] Odzivni čas tr [µs] 
1 5,8 
4,7 17,5 
22 73,5 
47 88,2 
100 291,3 
220 623 
470 1120 
 
4.2 Bluetooth HC05 
 
Zaradi želje po prikazovanju izmerjenih podatkov električnega kolesa na mobilnem anrdoid 
telefonu je treba v projekt umestiti tudi napravo, ki ima sposobnost pošiljanja podatkov iz 
Arduino ploščice na telefon. Najenostavnejša rešitev za tovrstno težavo je bluetooth vmesnik 
HC05, ki preko omenjene povezave pošilja podatke na telefon, ki je z njim povezan. Na voljo 
imamo več različnih tipov tovrstnih vmesnikov, med drugim HC06, ki je na videz zelo 
podoben našemu bluetoothu HC05, ločijo ju le določene razlike. Več različnih možnosti 
delovanja ponuja bluetooth tip HC05. Prikaz omenjenega bluetootha je na sliki 11. 
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4.2.1 Predstavitev glavnih kontaktov 
 
Glavni kontakti: 
− Vcc je oznaka, ki označuje mesto priklopa člena HC05 na napajalno napetost, ta pa se giblje 
od 3,3 V do 6 V enosmerne napetosti. Priporočljiva velikost napajalne napetosti znaša 3,3 V 
in jo lahko najdemo tudi na samem Arduinu. 
− GND označuje mesto, namenjeno povezavi vmesnika z negativno točko napajanja na 
Arduinu oziroma z zemljo. 
− TXD in RXD sta kontakta, namenjena za pošiljanje oziroma sprejemanje podatkov. 
− LED-lučka na prednji strani ploščice ima več prikazovalnih sposobnosti, s katerimi lažje 
razumemo delovanje bluetootha. Na začetku, po priklopu HC05 na ustrezno napajanje, LED-
lučka prične hitro utripati, kar pomeni, da je sistem napajan ter da bluetooth išče morebitne 
naprave, ki so na razpolago. Po uspešni povezavi zunanje naprave z vmesnikom HC05 začne 
LED-dioda utripati počasneje, in sicer z enojnim pulzom na vsaki dve sekundi.  
 
4.2.2 Karakteristični podatki 
 
− 2,4 GHz sprejemna frekvenca, 
− občutljivost  − 80 dBm (enota: decibeli na enoto enega miliwatta), 
− oddajna moč 4 dBm, 
− avtomatska ponovna povezava po 30 minutah v primeru, da je bil signal izgubljen, 
− majhne dimenzije: 12,7 mm X 27 mm, 
− tovarniško geslo za vzpostavitev komunikacije 1234 ali 0000 [15]. 
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Slika 11: Prednja in zadnja stran člena bluetooth HC05  
 
4.3 Delilnik napetosti 
 
Enostaven delilnik napetosti, ki smo ga uporabili v tej nalogi, služi za zmanjševanje primarne 
napetosti na želeno vrednost. S pomočjo dveh zaporedno vezanih uporov lahko na spoju 
med uporoma dobimo znižano napetost, kakršno koli želimo. Vsekakor pa se napetost na 
izhodu med obema uporoma ob priključitvi zunanjega porabnika oziroma bremena nekoliko 
zniža. Za lažjo predstavo je prikazan primer na sliki 12 [16]. 
 
 
Slika 12: Prikaz padca napetosti na izhodu ob priključitvi bremena [16] 
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Kot prikazuje slika 12, se napetost na izhodu delilnika zaradi priključitve bremena zniža za 
približno 7,5 % (TP vrednosti). Pri tem pa ne smemo pozabiti, da breme z manjšo lastno 
upornostjo povzroči večji padec napetosti kot breme z večjo upornostjo [16]. 
Želeno vrednost izhodne napetosti dobimo z enostavnim izračunom razmerja med uporoma, 
kot ga prikazuje enačba 1. 
 
     
  
     
     
 
    (1) 
Pri računanju uporov, ki smo jih potrebovali pri našem delilniku napetosti, je koristno vedeti, 
kako veliko napetost lahko pričakujemo na vhodu in kako veliko želimo imeti na izhodu. Ti 
dve veličini sta v enačbi 1 predstavljeni kot      in    . V tem primeru vemo, da napetost na 
bateriji ne bo presegala 40 V enosmerne napetosti, vendar vseeno raje vzamemo nekoliko 
rezerve in določimo, da bo vhodna napetost v napetostnem delilniku 55 V. Velikost izhodne 
napetosti delilnika pa je pogojena z maksimalno možno napetostjo na vhodu Arduina, ki pa 
ne sme presegati 5 V enosmerne napetosti.  Ko poznamo napetosti, lahko določimo velikost 
obeh uporov. Enačbo 1 najprej obrnemo, da dobimo sledečo obliko: 
 
     (     )         
    
   
 
  
     
 
 
  
 
  
     
 
 
Iz dobljenega razmerja 0,0909 dobimo iskani vrednosti uporov. Ker poljubno velikih uporov 
ne moremo dobiti, vrednost uporov zaokrožimo. V tem primeru ima tako upor    vrednost 1 
MΩ, upor    pa 100 kΩ. V kolikor želimo na izhodu delilnika dobiti večjo vrednost napetosti, 
enostavno povečamo vrednost upora   . Za lažjo predstavo je prikazana shema 
napetostnega delilnika na sliki 13. 
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Slika 13: Shema enostavnega napetostnega delilnika 
 
4.4 Enosmerni presmernik 
 
Merilni sistem smo hoteli izdelati tako, da v primeru, ko s seboj nimamo osebnega 
računalnika oziroma tega ne želimo uporabljati, lahko še vseeno izvajamo meritve ter 
rezultate prikažemo na LCD-zaslonu, pritrjenem na krmilo kolesa oziroma na android 
napravo. Pri tem pa se pojavi vprašanje napajanja celotnega sistema. Kot že omenjeno, 
Arduino lahko napajamo preko za to namenjenega vhoda Vin in Gnd. Za napajanje bi tako 
lahko uporabili baterijo ustrezne velikosti in jo neposredno priključili na omenjena vhoda. 
Zaradi menjave baterij pa smo se odločili za uporabo enosmernega presmernika navzdol. S 
pomočjo tega majhnega vezja smo pretvorili napetost iz akumulatorja kolesa na želeno 
napetost Arduina. Pri tem moramo biti pozorni, da izberemo ustrezen pretvornik glede na 
vhodno in izhodno napetost. Nakup lahko prav tako, kot smo to storili za ostale elemente, 
opravimo na spletnem mestu Ebay, kjer lahko izbiramo med najrazličnejšimi presmerniki: od 
tistih s 7-segmentnim zaslonom do tistih brez. Delovanje presmernika temelji na 
preklapljanju polprevodniškega stikala. Za spremembo napetosti poskrbimo z določeno 
velikostjo frekvence vklopov oziroma izklopov polprevodniškega stikala. Za lažjo predstavo je 
delovanje vezja prikazano na sliki 35. Z oznako    označujemo vhodno napetost 
akumulatorja, ki jo želimo znižati. Ventil    je namenjen vklapljanju oziroma izklapljanju toka 
skozi vezje. Za ventil ne smemo uporabiti navadnega tiristorja, saj le-ta zaradi enosmerne 
napetosti toka ne bi prekinil. Ravno zaradi tega moramo uporabiti GTO-tiristor. Izhodna 
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vrednost napetosti    je tako sestavljena iz napetostnih pulzov, ki nam dajo določeno 
srednjo vrednost napetosti. Namen diode    je zaščita diode    ob njenem izklopu, saj se 
zaradi izklopa diode    pojavijo inducirane napetosti na tuljavi   .  Zadnji elementi C, R in L 
pa predstavljajo breme [25].  
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5 Izdelava vezja in programiranje 
 
5.1 Sestavljanje vezja 
 
Eden izmed bolj zanimivih delov projekta je prav gotovo sestava vezja s pomočjo prej 
omenjenih komponent, ki  omogočajo merjenje moči in energije električnega kolesa. Ko 
priskrbimo ustrezne elemente, originalne ali kopije, lahko pričnemo  vezati. Preden začnemo 
z povezovanjem elementov med seboj je priporočljivo izrisati vezalno shemo in jo po 
možnosti tudi simulirati. Na začetku je najlažje, da z vezavo začnemo na tako imenovani 
protoboard oziroma razvojni plošči. Prepoznamo jo po številnih luknjicah, ki so med seboj 
povezane z bakreno povezavo. Ločimo dve različni povezavi luknjic, in sicer vzdolžno 
povezavo, ki se nahaja ob robu plošče in je običajno namenjena napajanju protoboard 
plošče, ter prečno povezavo luknjic, na kateri vežemo elemente med seboj. Plošče so po 
navadi razdeljene na dva dela, kar omogoča lažje delo z mikroprocesorji ter čipi. Omenjena 
plošča olajša delo, saj elementov ni treba spajkati med seboj in se tako prihrani čas ob 
morebitnih spremembah vezja ter menjavi elementov vezja.  
Sestavljanje vezja najlažje začnemo z glavnim elementom, in sicer Arduinom, ki ga umestimo 
na sredino razvojne ploščice, in sicer tako, da je vsaka stran Arduina na svoji polovici 
ploščice, v nasprotnem primeru bi imeli Arduino v kratkem stiku.  Potem lahko v vezje 
dodajamo še ostale elemente.  
Med kontakt A2 na Arduinu in pozitivni kontakt na razvojni ploščici priključimo prej 
preračunan upor napetostnega delilnika, v tem primeru je to 1 MΩ. Podobno naredimo z 
drugim uporom delilnika, le da tega priključimo na A2-kontakt Arduina in minus kontakt 
plošče. Slednji kontakt pa mora biti povezan tudi z GND-točko Arduina. S to povezavo smo 
omogočili merjenje napetosti, ki jo beremo oziroma merimo na analognem vhodu Arduina z 
oznako 2. Podatke o vhodih in izhodih Arduina kasneje uporabimo pri pisanju programske 
kode.  
Vezju dodamo še ACS 712 merilnik toka. Vezava tega elementa je zelo enostavna, saj ima 
samo tri kontakte. Za svoje delovanje merilnik toka potrebuje napetost 5 V, to mu 
omogočimo s povezavo Vcc-kontakta na merilniku in 5-voltnim kontaktom na Arduinu. Še 
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bolj očitna pa je povezava nične točke, saj sta imeni kontaktov na Arduinu in merilniku enaki. 
Pri povezavi izhoda merilnika Out pa imamo na razpolago katerikoli analogni vhod, ki je še 
prost, v tem primeru je to A3.  
Zaradi želje po prikazovanju meritev in izračunov na mobilnem telefonu je potreben 
element, ki te podatke pošilja iz Arduina na android napravo. Kot že omenjeno, smo se 
odločili za uporabo bluetooth vmesnika, katerega povezava z Arduinom je ob poznavanju 
posameznih kontaktov dokaj enostavna. Vcc-vhod enako kot pri merilniku toka povežemo z 
napajanjem iz Arduina, le da v tem primeru uporabimo 3,3 V. Tudi v tem primeru povežemo 
oba GND-kontakta med seboj. Nekoliko drugače pa je pri vezavi sprejemnih in oddajnih 
kontaktov. Oddajni TXD-kontakt bluetootha lahko direktno povežemo s sprejemnim 
kontaktom RXD-Arduina. Pri tej povezavi kontaktov ne smemo zamenjati, sicer naprava ne 
deluje pravilno (zaradi enakega imena se lahko zmotimo in povežemo RXD z RXD).  Pri 
povezavi TX-kontakta Arduina in RXD-kontakta bluetootha pa je pri določenih tipih 
bluetootha treba uporabiti tudi napetostni delilnik. Vzrok za tovrstno rešitev je 
nekompatibilnost med velikostjo izhodnega signala Arduina (ta je 5 V) ter maksimalno 
napetostjo na RXD-kontaktu bluetootha (ta znaša 3,3 V). Izračun vrednosti uporov delilnika 
napetosti izvedemo z enačbo 1, po že omenjenem postopku v poglavju  4.3. Ob poznanih 
podatkih o napetosti pridemo do sledečih upornosti:         in        . Upora 
vežemo po principu zaporedne vezave uporov. Upor    povežemo s TX-kontaktom Arduina, 
upor    priključimo med konec upora    in zemljo GND. Ostane nam le še povezava RXD-
kontakta bluetootha s točko med uporoma oziroma direktno s TX1-kontaktom Arduina [17]. 
Ugotovili smo, da pri povezavi vseh elementov z Arduinom (ACS712, bluetootha, LCD-
zaslona) napetost na RX-izhodu Arduina pade na 3,3 V, napetost na TX-kontaktu pa na 3,5 V. 
Sprejemne oziroma oddajne kontakte bluetootha in Arduina moramo ravno zaradi znižanih 
in s tem že primernih napetosti povezati med seboj brez uporabe napetostnega delilnika. V 
nasprotnem primeru je napetost prenizka in bluetooth naprava ne deluje pravilno. Za pomoč 
pri vezanju si lahko pomagamo s shemo vezja, ki je na sliki v prilogi, oziroma s sliko realnega 
vezja na sliki 14. 
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Slika 14: Vezje na protoboard ploščici 
 
5.2 Pisanje programske kode Arduina 
 
Pisanje programa poteka v za to pripravljenem programskem orodju Arduina, katerega 
nameščanje na osebni računalnik smo že predhodno opisali. Programsko okolje vsebuje že 
kar nekaj izdelanih primerov programov, s katerimi si lahko pomagamo. Do napisanih 
primerov dostopamo s klikom na zavihek ''Datoteka'' in izbiro okna ''primeri''. V tem primeru 
smo si pomagali s primerom ''ReadAnalogVoltage'', pod zavihkom ''Basics''.  Za začetek 
programiranja poženemo omenjeni program in odpre se okno, kot prikazuje slika 6. Na vrhu 
okna se nahajata dve orodni vrstici. Prva orodna vrstica je standardna in ponuja 
najrazličnejše možnosti nastavljanja. V drugi vrstici pa se nahajajo nekakšne bližnjice ukazov, 
ki olajšajo programiranje. Gumb v obliki kljukice je namenjen preverjanju napisane 
programske kode, s tipko v obliki puščice pa prenesemo napisani program na našo Arduino 
napravo. Poleg teh dveh ukazov so na voljo še odpiranje nove datoteke, odpiranje že 
napisane kode ter shranjevanje napisane kode.  
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Pri odprtju programa lahko opazimo, da je del programa že napisan.  Gre za del programske 
kode, ki mora biti prisotna v vsakem programu. To sta ukaza void setup() ter void 
loop. V obeh primerih pa je ukaz sestavljen iz dveh členov, in sicer void ter setup 
oziroma loop. Na kratko si poglejmo funkcijo posameznega ukaza:  
- ukaz void uporabljamo v primerih, ko deklariramo funkcijo. Pove nam tudi, da temu 
ukazu sledi funkcija, od katere se ne pričakuje povratnih informacij [18]. 
- setup() je prva funkcija pri izvajanju programa, ki jo prebere Arduino. Zanjo je 
značilno, da se izvede le enkrat, potem ko se program zažene. Ravno zaradi te lastnosti 
je primerna za deklariranje podatkov, za katere smo prepričani, da se med delovanjem 
kode ne bodo spreminjali. Pod te podatke uvrščamo določanje namembnosti 
posameznega kontakta Arduina, hitrost komunikacije med Arduinom in računalnikom v 
bitih na sekundo in podobne. Vsebino, ki jo želimo izvajati v funkciji setup(), 
zapišemo med zavita oklepaja [6]. 
- loop()ukaz je funkcija, ki se za razliko od prejšnje ne izvede le enkrat, ampak se izvaja 
neprestano. Njeno izvajanje lahko prekinemo z reset tipko na Arduinu oziroma s 
prekinitvijo napajanja. To pomeni, da celoten program pišemo v zavita oklepaja pod 
funkcijo loop [6]. 
Pred pričetkom pisanja vsakega programa je dobro vedeti, kako naj bi program izgledal, s 
tem pa je povezana tudi izbira spremenljivk. Spremenljivke, ki jih kasneje uporabimo v sami 
kodi, pišemo čisto na začetek programa, in sicer pred ukazom void setup. Pri deklaraciji 
spremenljivk je pomembna pravilna uporaba podatkovnega tipa. Izbira le-tega je odvisna od 
naloge in velikosti želene spremenljivke. Naloga spremenljivke je shranjevanje podatkov za 
kasnejšo uporabo. Pri tem je pomembno, koliko prostora za shranjevanje ji namenimo [10].  
Glavni podatkovni tipi so zbrani v tabeli 4. 
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Tabela 4: Podatkovni tipi [9] 
Tip 
Spomin v 
bitih Območje Opis 
boolean 1 0 ali 1 za opis logičnih vrednosti 
char 1 od -128 do +128 Za prikaz ASCII-zapisa, na primer A, 
lahko zapišemo kot 65. Negativna 
števila niso vključena. 
byte 1 od 0 do 255   
int 2 od -32768 do +32767 Predznačena 16-bitna vrednost. 
unsigned int 2 od 0 do 65536 Uporaba pri želji po večji 
natančnosti, ko ne pričakujemo 
negativnih vrednosti. 
long 4 od - 2147483648 do + 
2147483647 Uporaba pri zelo velikih številih. 
unsigned long 4 od 0 do 4294967295 Uporaba pri želji po večji 
natančnosti, ko ne pričakujemo 
negativnih vrednosti. 
float 4 od - 34028235E+38 do 
+34028235E+38  
Pri številih s plavajočo vejico 
(decimalnih). 
double 4 od - 34028235E+38 do 
+34028235E+38  
V principu naj bi bila pri double večja 
natančnost kot pri float. Natančnost 
se razlikuje od tipa Arduina, pri 
Arduino Due je 8 bytov, pri ostalih pa 
4 byte [10].   
 
Deklaracijo spremenljivk, ki jih uporabimo kasneje v programu, zapišemo na sledeči način: 
float sumenergija; 
float absenergija;   
int mpov[100]; 
float Moc; 
int cas=1000; 
int glob_cas=0; 
int Ustmeritev=100; 
float Usummeritev=0; 
float Umeritev[100]; 
float Upovprecjemeritev=0; 
int Istmeritev=100; 
float Isummeritev=0; 
float Imeritev[100]; 
float Ipovprecjemeritev=0; 
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Pri pisanju posamezne spremenljivke je pomemben vrstni red. Pomembno je, da najprej 
napišemo podatkovni tip, ki najbolj ustreza želeni uporabi, nato pa dodamo še ime 
spremenljivke, kamor se shranjujejo podatki. Pri izbiri imena imamo proste roke, pomembno 
je le, da se ne začne s prepovedanim znakom, kot so na primer številka, pika, podčrtaj in 
podobno. V zgornji programski kodi opazimo uporabo dveh podatkovnih tipov, in sicer int 
(integer) ter float. Za tip int smo se odločili pri spremenljivkah, ki so namenjene štetju. 
Pri ostalih spremenljivkah pa nas zanimajo še mesta za decimalno vejico, tako da izberemo 
tip float. Za lažje razumevanje je prikazan pomen posameznih spremenljivk [6]. 
Spremenljivka cas (v milisekundah) bo poskrbela za zakasnjen prikaz podatkov na zaslon. 
Kasneje jo bomo zamenjali z časovnikom, saj bo program preglednejši prav tako pa se bomo 
izognili ukazu delay. Pod imenom glob_cas bomo shranjevali čas, potreben za 
preračun energije. 
Spremenljivka sumenergija predstavlja prostor, v katerem so shranjene preračunane in 
seštete vrednosti energije. Energijo namreč najprej izračunamo iz moči in časa, nato pa 
vrednost prištejemo k prejšnji meritvi. Spremenljivka sumenergija je deklarirana na 
začetku programa zaradi ohranjanja svoje vrednosti, kajti če bi bila deklarirana v območju 
loop, bi se po vsakem novem zagonu zanke vrednost spremenljivke izbrisala. Ker bomo 
kolo vrteli preko pedal bo tok tudi negativen, zato moramo spremenljivko sumenergija 
pretvoriti v absolutno vrednost in jo poimenovati na primer absenergija. Za preračun 
energije pa je potrebna deklaracija spremenljivk moči, kjer bomo pod imenom mpov[] 
hranili produkt trenutne vrednosti toka in napetosti, ter vrednost nato povprečili in shranili 
pod spremenljivko Moc; 
Ustmeritev je oznaka za število meritev napetosti, ki jih želimo izvesti v eni sekundi. Pri 
izbiri te vrednosti se moramo odločiti, koliko meritev je za nas še zadovoljivo, saj je Arduino 
omejen s spominom oziroma hitrostjo. Odločili smo se za 100 meritev na sekundo, saj pri 
večjih številkah že prihaja do težav s premajhnim spominom. 
Ukaz Usummeritev, ki ima podobno nalogo kot prej omenjena summenergija, je 
namenjen shranjevanju vseh seštetih izmerkov. 
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Spremenljivka umeritev predstavlja polje z besedilom oziroma array, kamor zapisujemo 
100 meritev napetosti. Array je tako imenovana zbirka vrednosti, pri kateri ima vsako mesto 
svojo zaporedno številko, s katero lahko želeno vrednost tudi preberemo oziroma izluščimo 
od ostalih. Prvo mesto v zbirki se začne s številko 0 [18].  
Zaradi že omenjene zahteve po izvajanju stotih meritev na sekundo in izpisovanju povprečne 
vrednosti le-teh na eno sekundo je potrebna dodatna spremenljivka, v katero shranjujemo 
izračunano povprečno vrednost. V tem primeru je to Upovprecjemeritev, ki je 
nastavljena na začetno vrednost nič. 
Pri pisanju programa so pogosto uporabni tudi različni komentarji v obliki pojasnila, čemu je 
določen ukaz oziroma spremenljivka namenjena. Znak za enovrstične komentarje je v obliki 
dveh poševnih črt ''//'', za večvrstične pa začetek in konec vrstice, ki jo želimo spremeniti v 
komentar, označimo z /* in */ . Med samim izvajanjem programske kode program vse, kar je 
zapisano pod omenjenima znakoma, ignorira.[6] 
V nadaljevanju programa se premaknemo v območje void setup, kjer deklariramo hitrost 
povezave med Arduinom in računalnikom. Tega podatka v nadaljevanju programa namreč 
nič več ne spreminjamo.  
void setup()  
{ 
      Serial.begin(9600); 
} 
Omenjeni ukaz zapišemo na sledeči način: najprej programu omenimo, da želimo nastavljati 
hitrost komunikacije med napravama. To storimo z ukazom Serial. Drugi del ukaza, v 
katerega vpišemo želeno hitrost, pa se imenuje begin. Ker je  privzeta hitrost vgrajenega 
serijskega monitorja 9600 b/s, smo se odločili za to vrednost [34]. Na voljo so še številne 
druge vrednosti, kot so 300, 600, 1200, 2400, 4800, 9600, 14400, 19200, 28800, 38400, 
57600 ali 115200 bitov na sekundo [18]. 
Ko imamo določene vse parametre in spremenljivke, ki jih uporabimo v nadaljevanju, lahko 
prestopimo v glavni del programa, to je loop. 
void loop() { 
int start=millis(); 
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 //MERJENJE NAPETOSTI:                                                   
Usummeritev=0;                                                 
Upovprecjemeritev=0;    
                                                       
for (int i=0; i<Ustmeritev; i++){                              
float vrednost_napetosti= (analogRead(A2)* (5.0 / 1023.0))*9.3;                
Umeritev[i]= vrednost_napetosti;                                    
   } 
for (int i=0; i<Ustmeritev; i++){                   
     Usummeritev=Usummeritev+Umeritev[i]; 
     } 
   Upovprecjemeritev=Usummeritev/Ustmeritev;      
                
Za ukazom void loop()se pod deklaracijo start nahaja beleženje pretečenega časa od 
začetka programa do same deklaracije. Čas, ki se beleži v milisekundah, uporabimo kasneje 
pri računanju energije. Program za merjenje napetosti se začne z zahtevo po postavljanju 
povprečne vrednosti in vsote napetosti na nič. Le tako smo lahko prepričani, da se kakšna od 
številk ne bo ohranila pri naslednjem izračunu, kar bi privedlo do napačnih meritev. V 
nadaljevanju si pomagamo s ponavljajočo zanko for. Operacija for je namenjena kakršnim 
koli ponavljajočim se zahtevam, največkrat pa jo uporabljamo skupaj v kombinaciji z ukazom 
array. Zaradi lažje predstave si najprej poglejmo, na kakšen način sploh uporabljamo zanko 
for. Njen zapis izgleda tako, da v oklepaje vpišemo tri vrednosti. Prva vrednost je 
inicializacija, tukaj po navadi števec postavimo na nič. Druga vrednost je pogoj. Tretja 
možnost pa je povečevanje v prvem delu oklepaja omenjenega števca. Posamezne vrednosti 
so med seboj ločene s podpičjem. Program, za katerega je for zanka namenjena, pa pišemo 
v zavite oklepaje [18]. 
For(inicializacija; pogoj; povečevanje){program} 
V zanki uporabimo števec i, ki ga na začetku postavimo na vrednost nič, saj z njim štejemo 
število opravljenih meritev. Pod točko pogoj zapišemo, kaj mora biti doseženo, tukaj je to 
nastavljena vrednost meritev. Zadnji del i++ pa skrbi za povečevanje števca i vsakič, ko pogoj 
še ni izpolnjen. Po vsaki povečavi števca i se izvede tudi program, zapisan v zavitih oklepajih, 
kar omogoča, da vsako meritev shranimo v prej pripravljen prostor zbirke array. V zavite 
oklepaje tako napišemo program, ki omogoča merjenje napetosti na vodu A2, ki smo ga že 
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predhodno določili pri sestavi vezja. Zanka for se ponavlja toliko časa, dokler pogoj ni 
izpolnjen. Za branje vrednosti na analognem vhodu se poslužujemo ukaza analogRead() 
(vrednost, ki se nahaja za ukazom analogRead, je v bitih). Z ukazom preberemo vrednost 
napetosti na vhodu A2 (ta se giblje od 0 V do 5 V) in jo pretvorimo v bite (od 0 do 1023). 
Branje analognega vhoda traja približno 100 µs [15]. Pri pridobivanju informacije o 
dejanskem stanju napetosti na vhodu je treba dobljeno napetost, ki smo jo predčasno znižali 
s pomočjo napetostnega delilnika in se sedaj giblje med 0 V in 5 V, pretvoriti iz bitov, s 
katerimi operira Arduino, nazaj v zapis napetosti (Arduino namreč operira z biti, kar pomeni, 
da napetosti na določenem vhodu ne zapiše, kot je v resnici, ampak s števili bitov). Bitni 
zapis, ki ga uporablja Arduino, je od 0 do 1023 bitov. Pomagamo si z uporabo križnega 
izračuna (2) ter povezavo med napetostjo in številom bitov. Zanima nas namreč, koliko 
voltov je potrebnih za 1 bit. Preračun je potreben, ker bi v nasprotnem primeru na zaslonu 
dobili vrednost napetosti v bitih. 
 
   
  
 
     
  
 
 
  
     
     
          
 
(2) 
Enačbo 2 vključimo v program, kjer vse skupaj še dodatno pomnožimo s faktorjem 9,3, ki 
predstavlja napetostni delilnik. Vrednost tega faktorja dobimo z deljenjem uporov v 
napetostnem delilniku. V tem primeru delimo upor    z uporom   , kar nam vrne vrednost 
10. Zaradi 5-% tolerance uporov in drugih dejavnikov, ki vplivajo na točnost meritve, smo 
faktor prilagodili tako, da sta se meritvi Arduina in univerzalnega inštrumenta ujemali.  Vsako 
pretvorjeno meritev  shranimo v zbirko Umeritev[], kjer nam for zanka povečuje 
številko mesta v arrayu. To pomeni, da je pod imenom Umeritev[] shranjenih na primer 
100 meritev. Za lažjo predstavo je prikazan primer zapisa Umeritev[36,5; 36,2;36,4;36,4…]. 
V zbirko podatkov nam je uspelo zbrati želeno vrednost meritev. Te meritve so indeksirane 
od nič pa do končne 99. meritve. V naslednjem delu programa smo te vrednosti povprečili. 
Pri tem smo si zopet pomagali z zanko for, ki v tem primeru služi za štetje po array zbirki. 
Deklariramo jo enako, kot smo to storili pri predhodni zanki. Pri tem namreč beremo 
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podatke iz Umeritev in jih prištevamo spremenljivki Usummeritev, ki začne šteti iz 
vrednosti 0. Na koncu seštete podatke le še delimo s številom meritev Ustmeritev in tako 
dobimo povprečno vrednost merjene napetosti, shranjeno v Upovprecjemeritev.  
Del programa za merjenje toka pišemo na povsem enak način, kot smo to storili pri 
napetosti. V tem primeru se razlikujejo le indeksi spremenljivk, kjer namesto oznake U 
nastopa I. Glavna razlika pa je prav gotovo tudi v merjenju in preračunavanju meritve, saj je 
že sistem merjenja povsem drugačen.   
//MERJENJE TOKA: 
Isummeritev=0;                                                   
Ipovprecjemeritev=0;  
    
 for (int i=0; i<Istmeritev; i++){                                  
     float vrednost_toka=analogRead(A3); 
     float Tok=((512-vrednost_toka)*75.75/1023);                                                                      
     Imeritev[i]= abs(Tok);                                           
     } 
 
for (int i=0; i<Istmeritev; i++){                             
     Isummeritev=Isummeritev+Imeritev[i]; 
     } 
   Ipovprecjemeritev=Isummeritev/Istmeritev; 
 
Pri principu merjenja in preračunavanja toka v for zanki opazimo, da je prvi del, kjer 
beremo meritev iz analognega vhoda, zelo podoben merjenju napetosti, edino, kar se je v 
tem primeru spremenilo, je branje vhoda A3 namesto A2. V drugem delu pa je treba 
izmerjeno vrednost na vhodu A3 tudi preračunati. V primeru, da skozi senzor ACS 712 ne 
teče noben tok in da ne uporabimo izračunov za pretvorbo, nam Arduino kaže vrednost 512. 
Vrednost, ki se prikazuje na zaslonu, je število bitov. Gre torej za srednjo vrednost celotnih 
1023 bitov [19]. 
Ravno zaradi navedenega razloga v nadaljnjem izračunu od izmerjene vrednosti na vhodu A3 
odštejemo izhodiščno vrednost merilnika. Nekoliko bolj zapletena je pretvorba iz števila 
bitov v izpis amperov, ki tečejo skozi senzor, saj moramo pri tem upoštevati še občutljivost 
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čipa, ki se razlikuje glede na model. Že pri izpisu merjene napetosti smo spoznali način 
pretvorbe voltov v bite in obratno, v tem primeru pa je potrebna pretvorba v ampere s 
pomočjo upoštevanja občutljivosti senzorja. Izračuna se lotimo s pomočjo podatkov 
proizvajalca čipa ACS712, ki za 30 A senzor podaja občutljivost 66 mV/A. Podatke najdemo v 
tabeli 2. Sledi izračun, ki je na videz podoben kot pri enačbi 2. Zanima nas namreč, koliko 
amperov steče skozi senzor ob poznavanju občutljivosti senzorja, da na izhodu dobimo 
maksimalnih 5 V. 
 
   
 
 
      
  
 
 
  
     
      
        
 
(3) 
Prišli smo do ugotovitve, da dobimo pri 75,75 amperih na vhodu merilnika na izhodu 
napetost 5 V. Zapis programa je sedaj podoben kot pri napetosti. Izmerjeno vrednost na 
vhodu senzorja najprej pomnožimo z maksimalno vrednostjo amperov, ki smo jo izračunali z 
enačbo 3, na koncu pa vse skupaj še pretvorimo iz bitov v ampere tako, da delimo s 1023. V 
nadaljevanju je program skoraj identičen kot pri prikazu napetosti. Izmerjene vrednosti toka 
ponovno shranimo v zbirko array, jih iz nje preberemo, seštejemo in na koncu izračunamo 
povprečno vrednost toka [19]. 
Dobili smo dve glavni vrednosti, s katerima operiramo v nadaljevanju programa. Izračun 
moči opravimo po enačbi 4: 
       
 
(4) 
Program za izračun moči začnemo pisati z zanko for, ki poskrbi za množenje trenutne 
vrednosti toka in napetosti, saj se v nasprotnem primeru lahko pojavi določen pogrešek. 
Kasneje vrednosti eno za drugo preberemo iz zbirke, jih seštejemo, povprečimo in shranimo 
pod spremenljivko Moc tipa float. Za izbiro podatkovnega tipa smo se odločili na podlagi 
želje po vpogledu mest za decimalno vejico.  
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//PRERACUN MOCI 
for (int i=0; i<Istmeritev&Ustmeritev>i; i++){ 
   mpov[i]=Umeritev[i]*Imeritev[i]; 
  } 
for(int i; i<Istmeritev;i++){ 
   Moc=Moc+mpov[i]; 
  } 
Moc=Moc/Istmeritev; 
 
//PRERACUN ENERGIJE 
int konec; 
if(glob_cas==0){ 
 konec= millis()-start;  
}                                   
else{ 
  konec= millis()-glob_cas;  
  } 
glob_cas=millis(); 
float Energija=abs(Moc*konec)/3600000;                                 
    
float energija[]={Energija};                                   
sumenergija=sumenergija+energija[0]; 
absenergija=abs(sumenergija); 
 
Zadnji preračun, ki ga želimo opraviti, je preračun energije, prenesene v baterijo kolesa ob 
poganjanju pedal oziroma iz nje pri poganjanju motorja. Ob poznavanju moči lahko z 
enostavnim množenjem le-te s časom, ki preteče, da se program zaključi in ponovno zažene, 
dobimo energijo, ki se porablja za pogon.  
Pod oznako Energija bomo shranili izračunano vrednost energije v Wh (vatnih urah). V 
nadaljevanju programa izračunano vrednost shranimo v zbirko array pod ime energija. To 
je treba storiti zaradi zahteve po nenehnem prištevanju nove meritve k prejšnji vrednosti 
energije. V zadnjem delu stari številki prištevamo novo vrednost preračunane energije, ki jo 
preberemo iz  prvega mesta zbirke z naslovom 0. Ravno zaradi želje po ohranjanju vrednosti, 
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zapisane v sumenergiji, smo to spremenljivko deklarirali čisto na začetku, kjer se 
vrednost kljub vnovičnemu zagonu programa ohranja. 
Vse do sedaj izmerjene in preračunane vrednosti želimo sprva prikazati na računalniku, 
kasneje pa tudi na android telefonu. Ukaz, s katerim Arduinu sporočimo, da želimo izvedeti 
določeno informacijo, se začne z zapisom Serial, ki je namenjen komunikaciji po serijskem 
vodilu med računalnikom in Arduinom. Sledi ukaz, s katerim Arduinu povemo, da želimo 
izpisati spremenljivko, zapisano v okroglih oklepajih. Ukaz za izpis spremenljivke na zaslon se 
imenuje print oziroma println. Razlika med njima je: 
- Print() ukaz uporabimo za izpis podatkov, zapisanih v oklepaju. Za lažjo predstavo je 
prikazan primer, ki je naveden tudi na uradni Arduino strani [18]: 
Serial.print(78) nam izpiše "78". 
Serial.print(1.23456) nam izpiše  "1.23", izpis je zaokrožen na dve decimalni 
mesti, v primeru, da želimo mesta za vejico povečati, v oklepaj enostavno dodamo 
številko želenih mest za vejico. 
Serial.print('N') nam izpiše  "N". 
Serial.print("Hello world.") nam izpiše "Hello world." 
- Println() se od Print() razlikuje le po tem, da se kurzor po izpisu želene 
vrednosti postavi v novo vrstico [18]. 
//IZPIS MERITEV 
Serial.print (Ipovprecjemeritev); 
Serial.println ("A"); 
     
Serial.print (Upovprecjemeritev); 
Serial.println ("V");                                      
     
Serial.print (Moc); 
Serial.println ("W"); 
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Serial.print (sumenergija); 
Serial.println ("Wh"); 
     
delay(cas);                                                     
} 
 
Z ukazom Serial.print() najprej izpišemo želeno spremenljivko, nato pa z ukazom 
Serial.println() dodamo še enoto prej izpisane spremenljivke. Ukaz delay je 
namenjen zakasnjenemu prikazovanju meritev na ekran (v nadaljevanju smo to uredili s 
časovnikom). Na ta način podatke prikazujemo na zaslonu v nastavljeni časovni periodi. 
Temu ukazu se skušamo zaradi različnih zapletov izogibati, zato je v končnem programu 
predstavljen še drug način zakasnitve prikaza podatkov. Celoten program je zaradi lažje 
vizualizacije zbran v prilogi. 
 
5.3 Prenos programa na Arduino 
 
Za nalaganje napisanega programa na Arduino ploščico si pomagamo s sledečimi navodili [6]: 
1) Arduino preko ustreznega USB-kabla povežemo z osebnim računalnikom. 
2) Odpremo Arduino programsko okolje. 
V primeru, da še nismo opravili povezovalnih nastavitev s ploščico, to opravimo tako, 
da izberemo zavihek ''Orodja'', ''plošča'' in izberemo svojo Arduino ploščo. Na 
podoben način izberemo tudi ustrezna vrata (COM), na katera je priključen Arduino. 
3) Pred nalaganjem programa na ploščico delovanje programa lahko preverimo s 
kljukico v orodni vrstici. V primeru, da program ni zaznal napake in da so vse 
povezave med Arduinom in računalnikom ustrezne, lahko program prenesemo na 
ploščico. To storimo s klikom na gumb v orodni vrstici, ki je v obliki puščice. Za 
nalaganje lahko prav tako uporabimo bližnjico Ctrl+U. V primeru, da se program 
pravilno prenese na Arduino ploščo, se na dnu okna pojavi izpis ''nalaganje končano''. 
V nasprotnem primeru pa se okno obarva oranžno in izpiše ugotovljeno napako. 
4) Med nalaganjem programa na Arduino se prižge indikacijska lučka RX, kar pomeni, da 
se program prenaša. 
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5.3.1 Prikaz rezultatov 
 
Prikaz rezultatov opravimo preko tako imenovanega ''serijskega vmesnika''. Bližnjica do 
omenjenega vmesnika se nahaja na skrajno desni strani orodne vrstice in je v obliki 
povečevalnega stekla. Ob kliku na ikono se odpre novo prazno okno, v katerem se izpisujejo 
podatki, zapisani v ukazu Serial.print oziroma println. Okno omogoča tudi 
pisanje ukazov in posledično s tem vpliva na samo delovanje Arduina.  
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6 Prikaz meritev na android telefonu 
 
6.1 Uporaba MIT App Inventorja 2 
 
MIT App Inventor je program, s pomočjo katerega bomo vzpostavili povezavo z android 
pametnim telefonom in na njem prikazali podatke. Gre za inovativen in začetnikom 
programiranja enostaven program. Delo z njim je nekoliko drugačno od drugih, saj MIT App 
Inventor temelji na blokovnem oziroma grafičnem programiranju − za razliko od ostalih 
tekstovno usmerjenih programov. Programiranje je zaradi tega hitrejše, enostavnejše in tudi 
bolj pregledno. Prav zaradi omenjenih pozitivnih lastnosti je uporaba tega programa že zelo 
razširjena. Program uporabljajo profesorji, ki na enostaven način približajo svet 
programiranja svojim študentom, raziskovalci, oblikovalci in običajni ljudje, ki programirajo 
za zabavo [20]. 
Prav zaradi enostavnosti se lahko odločimo za uporabo tega programskega orodja pri izvedbi 
projekta. Pri tem programu je tudi nekaj pomanjkljivosti, ki lahko preprečijo uporabo ob 
postavljenih zahtevah. Za delovanje programa je namreč potrebna uporaba osebnega 
računalnika in tudi uporaba brezžičnega interneta. Android naprava in računalnik morata biti 
ves čas delovanja povezana s posebnim geslom ter priključena na isto brezžično (Wifi) 
omrežje.  
 
6.1.1 Programiranje 
 
Uporaba omenjenega programskega orodja je povsem brezplačna. S pomočjo povezave 
http://appinventor.mit.edu/explore/ dostopamo do uradne strani programa. Za začetek 
pisanja lastnega programa je potreben le Google račun. Ob odprtju uradne strani MIT App 
Inventorja v desnem zgornjem kotu opazimo ikono z napisom ''Create apps!''. Ob kliku nanjo 
se odpre novo okno, v katerega vnesemo svoj Google račun in geslo. To je celoten postopek 
prijave. Vsi programi, ki smo jih napisali, so se shranjevali na vpisani naslov.  
Za pričetek programiranja oziroma ustvarjanje nove android aplikacije kliknemo na zavihek 
''Projects'' v orodni vrstici ter izberemo možnost ''Start new project''. Odpre se okno za 
oblikovanje zaslona telefona. Na levem robu ekrana se nahajajo ukazi, s katerimi kasneje 
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aplikacijo kontroliramo. Ukaz, ki ga želimo uporabiti, kliknemo ter povlečemo na zaslon 
telefona. V tem primeru potrebujemo gumb, ki odpre drsni seznam, na katerem so izpisani 
bluetooth vmesniki, zaznani v okolici. To storimo tako, da s seznama ''user interface'' 
izberemo možnost ''list picker'' ter jo prenesemo v ekran. Naslednja zahteva je prikaz 
izmerjenih podatkov, za katerega uporabimo ikono ''label''. Na ekran smo tako postavili 
glavni funkciji za izbiro bluetootha in prikaz podatkov. Za popolno funkcioniranje programa 
potrebujemo še dve komponenti. Prva je tako imenovana ''clock'', ki se skriva pod zavihkom 
''Sensors''.  Komponenta omogoča realizacijo programa v realnem času. Druga komponenta 
pa se nahaja pod zavihkom ''Connectivity'' in se imenuje ''BluetoothClient''. Omogoča 
povezavo z bluetooth vmesnikom [21]. 
Ko imamo vse potrebne komponente na navideznem ekranu telefona, lahko pričnemo s 
sestavljanjem programske kode.  Program se od običajnih precej razlikuje. Tudi samo pisanje 
kode poteka nekoliko drugače, kot smo vajeni. Programirati začnemo tako, da se s klikom na 
gumb ''Blocks'' v desnem zgornjem kotu premaknemo v drugo okno, ki je namenjeno 
ustvarjanju programa. Pojavita se prazna stran in pa orodna vrstica na levi strani, ki pa je 
nekoliko drugačna od prejšnje. V orodni vrstici lahko opazimo tri zavihke, ki so na voljo za 
pisanje programa, in sicer ''Built in'', kjer so na voljo najrazličnejše operacije, ''Screen'', kjer 
imamo izpisane komponente, ki smo jih uporabili pri gradnji zaslona, ter ''Any component''. 
Pri pisanju programa smo uporabljali zavihek ''Screen'', v katerem se nahajajo vse za nas 
uporabne komponente. Program začnemo sestavljati po vrsti od začetnega dejanja, ki ga 
izberemo na telefonu, do končnega prikaza podatkov. Na začetku želimo ob kliku na tipko 
(list picker) izbrati želeno bluetooth povezavo. To najlažje storimo tako, da na zavihku 
''Screen'' odpremo okno ''ListPicker1'' in izberemo možnost ''when List picker1. 
BeforePicking do''. Izbrano okno kliknemo in ga prenesemo na želeno mesto na zaslonu. 
Tovrstni ukaz poskrbi, da se seznam bluetooth vmesnikov, zaznanih v okolici, dopolni, še 
preden kliknemo na gumb. Programu moramo le še povedati, katere podatke želimo 
pripraviti za uporabo. Ponovno odpremo zavihek ''ListPicker1'' ter k prejšnji ikoni dodamo 
novo ikono, ki se imenuje ''set ListPicker Elements to''. Manjka le še podatek, ki ga želimo 
pripraviti za kasnejšo izbiro, in sicer naslovi bluetooth naprav v okolici. Izberemo zavihek 
''BluetoothClient1'', ''BluetoothClient1 AdressAndNames''.  Na ta način smo sestavili prvi del 
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programa, kjer smo na tipko na zaslonu pripravili seznam zaznanih bluetooth vmesnikov v 
okolici. Predstavljene ikone so na sliki 15 [21]. 
 
 
Slika 15: Priprava zaznanih bluetoothov v okolici 
 
Naslednji dogodek, ki ga želimo doseči pri kliku na ikono, je prikaz prej pripravljenih 
podatkov o bluetoothih. Ukaz ustvarimo podobno kot prej: s klikom na ''ListPicker'', le da 
tokat izberemo možnost ''when ListPicker1. AfterPicking do''.  Temu ukazu − podobno kot 
prej − dodamo okno ''set ListPicker Selection to'', ki omogoča izbiro želenega bluetootha na 
seznamu. Izbranemu bluetoothu moramo le še sporočiti, da se želimo povezati z njim. Za to 
dejanje, povezano z bluetoothom, odpremo možnost ''BluetoothClient1'' in vstavimo okno 
''call BluetoothClient1.Connect address'', ki omogoči povezavo z bluetoothom našega 
Arduina. Za konec dodamo le še okno z imenom ''ListPicker1 Selection''. Sestava blokov je na 
sliki 16 [21]. 
 
 
Slika 16: Povezovanje z želeno bluetooth napravo 
 
Uspelo nam je zaznati, izpisati in izbrati želeno bluetooth povezavo. Naslednja zahteva je 
izpis podatkov, prejetih prek izbrane povezave. Pri zadnji točki je treba uporabiti tudi uro 
''Clock1'', ki narekuje izpisovanje podatkov. S seznama ''Clock1'' uporabimo blok ''when 
Clock1. Timer do'', ki poskrbi za pravilno časovno zaporedje izpisa podatkov. Naslednji 
vstavljeni blok mora ob predpogoju, da je bluetooth povezava vzpostavljena v oknu, ki je 
namenjen izpisu meritev, prikazati meritev, prejeto prek bluetootha. Uporabili smo if stavek, 
ki deluje identično kot pri ostalih programskih jezikih in ga najdemo pod zavihkom ''Built-in''. 
Opazimo, da ima okno dve odprtini, namenjeni novima blokoma. V zgornjo odprtino 
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vstavimo novo okno, v katerem se želimo spraševati, ali je pogoj izpolnjen. V tem primeru je 
to ustrezna povezava z bluetoothom. Spodnja odprtina bloka se izvede le v primeru, da je 
povezava vzpostavljena. V tem primeru preberemo podatke, prejete preko bluetootha, in jih 
prikažemo v razdelku Label1. Opisana sestava blokov je na sliki 17. Celoten strnjen program 
je na sliki 18 [21]. 
 
 
Slika 17: Izpis prejetih podatkov 
 
 
Slika 18: MIT App Inventor blokovni program za izpis podatkov, prejetih prek bluetootha 
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6.1.2 Uporaba 
 
Za preizkus napisanega programa v realnosti imamo tri možnosti, ki se nahajajo pod 
zavihkom ''Connect'' v orodni vrstici programa.  
1) ''All Campanion'' označuje povezavo računalnika in telefona preko brezžične 
internetne povezave Wifi. Ob uporabi tovrstne povezave je obvezna uporaba 
aplikacije MIT App Inventor, ki jo najdemo v Google trgovini play. Vzpostavitev 
povezave med osebnim računalnikom in android telefonom je zelo preprosta. V 
programu na računalniku kliknemo zavihek ''Connection'' in izberemo možnost ''All 
Campain''. Odpre se okno, v katerem je izrisana QR oziroma tekstovna koda. Ko 
imamo program naložen tudi na telefonu, kodo slikamo oziroma jo prepišemo v 
okno, ki je za to pripravljeno, in vzpostavi se povezava med računalnikom in android 
napravo. Za delovanje je potrebno tudi brezžično omrežje, na katerega sta priključeni 
napravi. Po uspešno vzpostavljeni povezavi se na zaslonu telefona prikaže slika, kot 
smo jo oblikovali na računalniku. 
2) Drugi način preverjanja delovanja programa je s pomočjo tako imenovanega 
Emulatorja. Slednji nam omogoča prikaz rezultatov brez uporabe telefona. Program 
se prikaže v nekakšnem navideznem oziroma virtualnem telefonu. Za uporabo pa je 
potrebno na računalnik namestiti tako imenovan aiStarter, s pomočjo katerega MIT 
App Inventor prepozna, da gre za uporabo omenjenega Emulatorja. Ustvarjeni 
program preizkusimo tako, da najprej zaženemo aiStarter, nato pa v orodni vrstici 
MIT App Inventorja na ikoni ''Connect'' izberemo možnost ''Emulator''. 
3) Zadnja možnost povezave je preko USB-kabla. Tovrstna rešitev je primerna za 
uporabo, ko ni na voljo nobenega brezžičnega internetnega omrežja. Enako kot v 
prejšnjem primeru tudi tokrat potrebujemo aiStarter za osebni računalnik, prav tako 
pa je obvezna uporaba MIT App Inventor aplikacije na naši android napravi. 
Vzpostavitev povezave med napravama je nekoliko bolj zapletena kot v prejšnjih 
primerih. Telefon mora namreč računalniku dovoliti dostop do sebe. To storimo tako, 
da na telefonu vključimo tako imenovano možnost ''Debugging''. Ostali postopek 
povezave je podoben prejšnjemu. Dodatne informacije o posamezni povezavi 
najdemo na uradni strani MIT App Inventorja [20]. 
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Odločili smo se za preizkus programa, kot to opisuje točka 1. Na telefon smo si naložili 
aplikacijo MIT App Inventor2, vključili bluetooth in brezžično povezavo ter se povezali z 
osebnim računalnikom. Če smo vse naredili pravilno, se mora na zaslonu telefona prikazati 
enaka slika, kot smo jo oblikovali na računalniku. Tudi v primeru morebitnih sprememb 
programa se v realnem času spremeni tudi program na telefonu. Za povezavo našega 
android telefona z bluetoothom HC05 kliknemo na ikono in prikaže se spustni seznam z 
bluetoothi, zaznanimi v okolici. Kliknemo na bluetooth HC05 in povezava se vzpostavi. V 
primeru, da povezava ni mogoča, je potrebno preveriti nastavitve telefona. Naš bluetooth 
telefon mora biti namreč viden ostalim napravam v okolici. Prav tako pa lahko poskusimo 
vzpostaviti povezavo s samim telefonom brez vmesnega MIT App Inventorja. V tem primeru 
nas bluetooth vpraša za nekakšno geslo, ki se po navadi glasi 1234 ali 0000. Ko je povezava 
vzpostavljena in Arduino pošilja izmerjene podatke preko bluetootha, se pod gumbom za 
bluetooth prikažejo rezultati meritev. Videz programa na telefonu je na sliki 19. 
 
 
Slika 19: Vzpostavitev povezave s HC05 in program, ki se izvaja na telefonu 
 
Na desnem zaslonu slike 19 smo na mesto gumba za izbiro bluetootha namestili sliko, ki 
simbolizira bluetooth povezavo. Enako smo naredili z ozadjem zaslona. Sliko enostavno 
vstavimo s pomočjo orodne vrstice na desni strani programa. Najprej kliknemo na ikono, ki ji 
želimo zamenjati sliko, nato pa pod zavihkom ''Properties'' izberemo možnost ''image'' in 
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izberemo želeno sliko iz računalnika. Pod napisom Meritev se na našem zaslonu izpisujejo 
podatki, prejeti preko bluetooth povezave.  
 
6.2 S2 Terminal 
 
Na spletu je moč najti številne programe, ki ustrezajo želenim zahtevam delovanja. Eden od 
teh je prav gotovo tudi S2-Terminal. Gre za nekoliko lažjo izvedbo prikaza meritev, glede na 
prej omenjeni MIT App Inventor. Pri S2-Terminalu je program namreč že v celoti napisan, kar 
pomeni, da je tudi uporaba omejena. Tovrstnega programa namreč ni več mogoče 
spreminjati. Prednosti, na podlagi katerih smo se odločili za omenjeni program, je več: 
- Aplikacija je brezplačna in jo enostavno naložimo na telefon iz Googlove trgovine play.  
- Za delovanje ne potrebuje brezžične internetne povezave, kot je bilo to pri prejšnji 
aplikaciji. 
- Uporaba je zelo enostavna. 
Ta aplikacija je za nas zanimiva ravno zaradi možnosti  samostojnega delovanja, torej brez 
uporabe računalnika. Nalaganje le-te na telefon pa je enako, kot smo to storili pri prejšnji 
aplikaciji. Obiščemo spletno stran Google trgovina play in brezplačno prenesemo S2-
Terminal. Za njeno uporabo kliknemo ikono na telefonu ter vzpostavimo bluetooth 
povezavo s HC 05. Povezavo vzpostavimo s klikom na ikono v obliki vtikača v desnem 
zgornjem kotu. Odpre se seznam z bluetoothi v okolici, ki so na voljo. Po uspešno 
vzpostavljeni povezavi  se na ekranu začnejo prikazovati meritve. Slika 20  prikazuje 
vzpostavitev povezave in izpis podatkov s S2-Terminalom. 
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Slika 20: Vzpostavitev povezave in izpis podatkov s S2-Terminalom 
 
6.3 Kivy 
 
Zadnja in tudi najzahtevnejša možnost pa je uporaba odprtokodnih programov, s katerimi 
napišemo želeni program. Program za razliko od prejšnjih dveh načinov napišemo sami, kar 
je mogoče za določene aplikacije bolj uporabno. Enako kot vsi doslej omenjeni programi je 
tudi ta povsem brezplačen. Uporaba tovrstnih programov pa zahteva precejšnje 
programersko znanje, saj programiranje temelji na tekstovni kodi in ne na grafični kot pri 
MIT App Inventorju. Sledeča povezava nas pripelje do programskega okolja Kivy: 
http://kivy.org/#home. Zaradi zahtev projekta smo se zadovoljili s prejšnjima programoma, 
saj smo z njima dobili želene rezultate in se zaradi tega nismo ukvarjali s programskim 
orodjem, kot je Kivy. 
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7 Delo v laboratoriju 
 
Merilni sistem smo preizkusili na električnem kolesu. Testiranja smo opravljali v laboratoriju 
za električna omrežja in naprave. Kolo, v celoti pripravljeno za delo,  je imelo nameščene: 
baterijo, motor in druge elemente, potrebne za delovanje. 
 
 
Slika 21: Potek dela v laboratoriju 
 
7.1 Merjenje toka in napetosti z Arduinom 
 
Meritve toka in napetosti, ki tečejo iz akumulatorja v motor kolesa, merimo, kot prikazuje 
slika 22.  Z oznako A na merilnih sponkah smo označili sponke, ki so namenjene merjenju 
toka, in njihovo priključitev. S črko V pa označujemo sponke, ki so namenjene merjenju 
napetosti.  
 
7.1.1 Priklop sponk za merjenje toka 
 
Merjenje toka opravljamo s pomočjo že večkrat omenjenega čipa ACS 712. Pri merjenju toka 
moramo biti previdni, na kakšen način priključimo merilne sponke v samo vezje. Merilne 
sponke moramo namreč priključiti zaporedno. Pri tem pa je pomembna tudi notranja 
upornost našega čipa, s katerim merimo tok, ta znaša 1,2 mΩ. Priporočljivo merjenje toka je 
na pozitivni strani baterije, saj bi merilnik v nasprotnem primeru kazal negativno vrednost 
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toka. Pri merjenju moramo biti pozorni tudi na morebitno magnetno polje okoli merilnika 
ACS 712. Zunanje magnetno polje lahko namreč zmoti polje, ki ga ustvarja tok skozi vodnika, 
in s tem povzroči napako pri merjenju [12]. 
 
7.1.2 Priklop sponk za merjenje napetosti 
 
Napetost merimo s pomočjo napetostnega delilnika. Na A2-kontakt Arduina priključimo 
pozitivno sponko in jo povežemo s pozitivnim izhodom baterije kolesa. Podobno storimo z 
negativno sponko, le da to priključimo med GND-kontakt Arduina in negativni kontakt 
baterije. V tem primeru je merjenje napetosti za razliko od merjenja toka vzporedno. V 
primeru, da zamenjamo merilni sponki na bateriji, Arduino ne izmeri pravilne napetosti, 
ampak kaže nič voltov.   
 
 
Slika 22: Merjenje toka in napetosti 
 
Ko so elementi za merjenje toka in napetosti povezani z akumulatorjem električnega kolesa, 
lahko začnemo z meritvami. Najprej  Arduino ploščico povežemo z osebnim računalnikom ter 
nanjo naložimo ustrezen program za merjenje, ki smo ga pred tem napisali. Pri tem moramo 
biti pozorni, da bluetooth vmesnik ni priključen na napajanje, saj se v nasprotnem primeru 
program ne prenese na Arduino ploščo. Vzrok za to sta skupna RX0- in TX1-kontakta. Ob 
povezavi bluetootha z omenjenima kontaktoma Arduina le-ta ne prepozna, iz katere naprave 
naj sprejema podatke, in program se ne prenese uspešno [26]. To pomeni, da moramo pred 
vsakim nameščanjem programa na Arduino izključiti bluetooth.  Med drugim se prepričamo, 
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da so vsi elementi na našem protobordu pravilno povezani. Program na Arduinu se začne 
izvajati takoj, ko ga prenesemo nanj. Naslednja naloga je, da vključimo baterijo (stikalo 
preklopimo iz stanja nič na ena) ter v Arduino programskem okolju odpremo serijski vmesnik 
za prikaz meritev (ikona v obliki povečevalnega stekla v desnem zgornjem kotu Arduino 
programskega okolja − kamor smo pisali program). Na zaslonu se odpre novo okno z 
meritvami. Opazimo lahko, da je napetost baterije okoli 35,7 V, skozi vezje pa naj bi teklo 
tudi nekaj toka, kar pa je bolj malo verjetno, saj kolesa še nismo pognali. Pri tem gre za 
pogrešek senzorja ACS 712. Nihanje in pogrešek izmerjene vrednosti toka sta povezana tudi z 
velikostjo kondenzatorja, ki je namenjen glajenju šuma.  Kondenzator se nahaja na merilniku 
ACS 712 pod oznako C1 oziroma C2. Težavo s šumom lahko rešimo s pomočjo dodatnega 
kondenzatorja, ki ga vežemo vzporedno k obstoječemu kondenzatorju na merilniku. Pri 
zmanjševanju šuma pa se pojavi težava z daljšim odzivnim časom, kot to prikazuje tabela 3 . 
Na sliki 23 si lahko ogledamo tudi graf, ki prikazuje šum v odvisnosti od velikosti 
kondenzatorja. [22]. 
 
 
Slika 23: Povezava šuma merilnika ACS 712 in kapacitivnosti njegovega kondenzatorja 
 
Za potrditev izmerjenih vrednosti toka in napetosti ponovimo meritve še z univerzalnim 
inštrumentom ter primerjamo rezultate z izmerki Arduina. Opazimo lahko, da se meritve ne 
ujemajo povsem. Meritve se razlikujejo že s samim načinom priklopa vezja. To je razvidno iz 
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tabele z rezultati pri različnih stanjih. Napetost akumulatorja, izmerjena z digitalnim 
inštrumentom, je 35,7 V, faktor množenja napetosti v Arduino programu je bil 9,45.  
 
Tabela 5: Pogreški meritev 
Način priključitve 
Izmerjena 
napetost 
Izmerjena napetost, prikazana na računalniku brez priključitve 
bluetootha 35,7 V 
Izmerjena napetost, prikazana na računalniku s priključitvijo 
bluetootha 36,3 V 
Izmerjena napetost, prikazana na telefonu z uporabo bluetootha 
in zunanjega napajanja 9V 33,8 V 
 
Opazimo, da se napake meritev razlikujejo od vrste uporabe oziroma vezave. Že pri uporabi 
bluetootha se napetost dvigne za približno 0,6 V. Očitna razlika pa nastane ob izbiri možnosti 
zunanjega napajanja Arduina z 9 V napetosti in uporabo blueootha. Pogrešek napetosti je 
skoraj 2 V. Težava je v sami povezavi napetostnega delilnika z baterijo oziroma z Arduinom.  
Da se izognemo tej nevšečnosti smo enostavno spremenili faktor množenja napetosti v 
programu. V tem primeru je izmerjena vrednost napetosti realna. Preizkus točnosti 
izvedemo tudi pri merjenju toka. Meritev najprej opravimo z univerzalnim inštrumentom in 
izmerimo vrednost toka, ki teče iz baterije oziroma akumulatorja do določenega porabnika. 
Meritev si zapišemo, nato pa jo ponovimo še z merilnikom ACS 712. 
Po uspešni kalibraciji oziroma nastavitvi naših senzorjev za merjenje toka in napetosti lahko 
kolo poženemo, tako da skozi vezje steče tok. To naredimo z ročico za večanje hitrosti 
kolesa, ki se nahaja na njegovem krmilu oziroma poženemo pedala kolesa. Ob zagonu kolesa 
steče skozi motor nekoliko večji tok, ki pa se med konstantnim vrtenjem stabilizira oziroma 
zmanjša. Sprememba je opazna tudi pri merjenju napetosti, ki pa se za razliko od toka ob 
zagonu nekoliko zmanjša.  
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Slika 24: Ročica za reguliranje hitrosti vrtenja motorja kolesa 
 
7.2 Meritve z osciloskopom 
 
Zaradi boljšega vpogleda v delovanje oziroma zaradi točnosti merilnega sistema si 
pomagamo z osciloskopom. Z njegovo pomočjo dobimo vpogled v napetost in tok, ki tečeta 
skozi motor, med drugim pa prikažemo tudi preračunano moč in jo primerjamo z močjo, 
izrisano na LCD-zaslonu Arduina.  Merilne sponke osciloskopa povežemo s kolesom na 
podoben način, kot smo to storili pri Arduinu, le da pri merjenju toka uporabimo tokovne 
klešče. Z njimi enostavno objamemo vodnik, katerega tok želimo meriti, in nastavimo 
občutljivost tokovnih klešč, ki jo kasneje upoštevamo pri izračunu. V našem primeru smo 
nastavili 100 mV/A. 
 
7.3 Končni videz merilnega sistema 
 
Na koncu celotno vezje prispajkamo na modularno ploščico oziroma naredimo tiskano vezje. 
Tako je vezje bolj kompaktno in ga lahko zapremo v škatlo ter pritrdimo na ogrodje kolesa. 
Spodnja slika prikazuje, da smo dodali v škatlo poleg vezja z vsemi komponentami še 
napetostni regulator, s katerim pretvorimo napetost baterije kolesa na napetost, na kateri 
obratuje Arduino. Podobno naredimo še z LCD-zaslonom. Kontakte Arduina in zaslona smo 
med seboj povezali s pomočjo UTP-kabla, saj vsebuje ravno 8 vodnikov. Prav tako pa smo v 
škatlico vgradili tudi zaslon in mu dodali objemko za pritrditev na krmilo kolesa. 
 
53 
 
 
Slika 25: Merilni sistem v škatli 
 
 
Slika 26: LCD-zaslon, zaprt v škatlico 
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8 Izris meritev na 1,8'' TFT LCD-zaslonu 
 
8.1 Predstavitev zaslona 
 
Ob prihodu LCD-jev so se razvile številne tehnologije za izdelavo le-teh. Med bolj poznane 
uvrščamo DSTN-tehnologijo in TFT-tehnologijo. DSTN-tehnologija omogoča hitrejše 
projiciranje slik na zaslon, posledica tega pa sta slaba ostrina prikazane slike in njena 
osvetljenost. Nekoliko bolj napredna in s tem tudi dražja pa je TFT-tehnologija, na podlagi 
katere je izdelan tudi zaslon, ki smo ga uporabili za grafični prikaz meritev. Tovrstna 
tehnologija je namenjena za izdelavo televizij in računalniških monitorjev. Zaslon, ki smo ga 
uporabili, ima vgrajeno tako imenovano ST7735 tiskano vezje, ki omogoča komunikacijo z 
Arduinom. Zaslone z uporabo omenjenega vezja proizvajajo mnogi proizvajalci, kot so 
SainSmart, Adafruit in Arduino. Ob morebitni uporabi zaslona drugega proizvajalca kot 
Arduina moramo biti pozorni, da v program vstavimo proizvajalčeve knjižnice ukazov. 
Arduino ima že svoje TFT-ukaze, ki temeljijo na posnemanju ukazov v že omenjenem 
programskem okolju Processing, Adafruit pa ima svoji GFX in ST7735 knjižnici [10]. TFT LCD-
zaslon je na sliki 27.  
 
 
Slika 27: Prednja stran LCD-zaslona 
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8.2 Povezovanje Arduina z LCD-zaslonom 
 
 
Slika 28: Priključni kontakti modula 
 
Pri povezovanju LCD-zaslona z Arduinom smo se posluževali le glavnih priključkov na levi 
strani slike 28. Za komunikacijo med Arduinom in zaslonom smo uporabili digitalne vhode 
oziroma izhode krmilnika, ki smo jih kasneje v programu ustrezno deklarirali. Najprej smo 
priključili zaslon na napajanje. Napajalna napetost zaslona je 5 V, slednjo dobimo na izhodu 
Arduina. VCC-kontakt zaslona smo tako povezali s 5-V kontaktom Arduina. Enako smo 
naredili s kontaktom BL, ki se uporablja za osvetljevanja ozadja zaslona. V primeru, da ozadja 
ne želimo osvetliti, kontakt povežemo z zemljo Arduina (GND). Za napajanje je potrebno 
povezati le še kontakt 8 zaslona z GND-kontaktom Arduina. Poskrbeli smo za ustrezno 
napajanje ekrana, treba je bilo le še povezati krmilne kontakte. Pri povezavi kontaktov od 1 
do 5 je za pravilno delovanje treba uporabiti 1 kΩ velike predupore. Uporaba le-teh je 
obvezna zaradi  zniževanja napetosti iz Arduinovih 5 V na 3,3 V, s katerimi operira zaslon. Pri 
originalnem LCD-zaslonu uporaba uporov ni potrebna [27]. RST-kontakt zaslona smo preko 
predupora povezali z Arduinovim digitalnim priključkom 9. Kontakt CS smo povezali z 
digitalnim priključkom 10, D/C s kontaktom 8, DIN s kontaktom 11 in CLK z digitalnim 
kontaktom 13. Pomen posameznih krmilnih kontaktov LCD-zaslona [28]: 
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- RST oziroma reset kontakt je namenjen vnovičnemu zagonu zaslona. Za uporabo 
izberemo digitalni priključek Arduina po izbiri in ga kasneje deklariramo v  programu. 
- CS  ali Chip select je kontakt za povezavo Arduina z LCD-jem. 
- D/C oziroma data/command, zaslonu povemo, kdaj gre za podatkovni in kdaj za 
ukazovalni način komunikacije. 
- DIN oziroma MOSI je kontakt, preko katerega LCD prejema podatke. Kontakt je na 
Arduino Nano pod številko D11 in ga ne smemo zamešati. 
- CLK oziroma clock je ura, ki ima prav tako fiksen pin, in sicer D13. 
Shema povezave zaslona z Arduinom Nano je na sliki 30. 
 
8.3 Pisanje programa 
 
Pred pričetkom programiranja je treba znati uporabiti oziroma prenesti knjižnico z ukazi. Na 
tržišču so številni različni proizvajalci LCD-zaslonov, ki uporabljajo tudi svoje knjižnice z ukazi. 
Ponudnik LCD-zaslonov Adafruit uporablja namreč svojo knjižnico. Knjižnici z imenom 
Adafruit_GFX in za 1,8'' zaslon Adafruit_ST7735 lahko najdemo na proizvajalčevi uradni 
strani in sta brezplačni. Na voljo pa so tudi razne Arduino knjižnice, ki nam prav tako lahko 
koristijo in normalno delujejo. Ko knjižnico prenesemo s spleta, jo je treba le še dodati v 
Arduino knjižnico. Preneseno knjižnico tako odarhiviramo in kopiramo v mapo libraries, ki se 
nahaja v mapi moji dokumenti/Arduino. Pri tem pa moramo biti pozorni, da v imenu 
knjižnice ni pomišljajev (lahko so podčrtaji).   
Pri pisanju programa si lahko pomagamo z Arduino programskimi primeri, ki so že napisanimi 
in jih najdemo pod zavihkom Datoteka/Primeri/TFT. Pri tem projektu nam je bil v pomoč 
primer z naslovom TFTGraph, ki ga je napisal Scott Fitzgerald. Program je dokaj enostaven in 
primeren za naše potrebe. Programu smo za lažjo predstavo dodali tudi mrežo v obliki 
kvadratov (ni obvezno), ki jo najdemo na uradni strani programa Processing [23]. Program je 
natančneje  prikazan po spodaj navedenih točkah, in sicer korak za korakom. 
#include "Timer.h"   
Timer t;   
#include <TFT.h>                                   
#include <SPI.h> 
#define cs   10 
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#define dc   8 
#define rst  9 
TFT TFTscreen = TFT(cs, dc, rst); 
bool stop_graf;                                  
int enka;                                         
int n; 
int stolpci[130];   
char stevilsko[6];                             
char cena[8];                                 
int st_vodoravnih = 10; 
int st_vertikalnih = 10; 
cas=1500; 
 
Najprej deklariramo spremenljivke, ki jih kasneje uporabimo v programu. Tokrat se 
deklaracija nekoliko razlikuje od običajno uporabljenih. Že na začetku opazimo ukaza 
include in define, ki se od ostalih razlikujeta po tem, da na koncu nista zaključena s 
podpičjem. Ukaz include omogoča, da v program vnesemo knjižnico z ukazi, 
namenjenimi programiranju LCD-zaslona. Ukaz define pa je uporaben v primerih, ko 
želimo sami poimenovati konstanto. Tovrsten ukaz po navadi uporabljamo za deklaracijo 
kontaktov Arduina. Sintakso ukaza define zapišemo na sledeč način #define ime 
ukaza vrednost. Za primer lahko uporabimo program, kjer ob uporabi besede cs 
program samodejno zamenja besedo z vrednostjo 10 [18]. Podobno se zgodi z ostalima 
dvema vrednostma. Z naslednjim ukazom: TFT TFTscreen = TFT(cs, dc, rst); 
definiramo tri kontakte, s katerimi kasneje nadziramo delovanje zaslona − za razliko od SPI-
povezave, kjer kontaktov zaradi fiksne povezave ni potrebno definirati [10]. Spremenljivka 
stop_graf, pod podatkovnim tipom bool bo skrbela za zaustavitev risanja oziroma 
brisanje grafov moči in energije ob prenehanju oziroma ponovnemu poganjanju pedala 
kolesa. Pod podatkovni tip integer  smo shranili spremenljivke, ki jih uporabimo kasneje v 
programu. Spremenljivka enka bo na primer skrbela za brisanje grafa moči, n pa za 
komunikacijo z programskim okoljem Processing. Uporabili bomo tudi zbirke array kamor 
bomo shranjevali vrednosti moči oziroma string številsko vrednost energije in cene. 
St_vodoravnih in st_vertikalnih označujeta, koliko črt mreže želimo izrisati na 
zaslonu. Risanju mreže se lahko po želji tudi izognemo. 
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void setup() { 
  Serial.begin(9600); 
  TFTscreen.begin(); 
  TFTscreen.background(0,0,0); 
  int odstevanje = t.every(cas, izvedi);} 
 
Pod razdelek void setup smo poleg Serial.begin dodali še ukaz za 
TFTscreen.begin(), ki poskrbi, da se na zaslonu prikazujejo podatki. Z zadnjim ukazom 
v razdelku void setup pa poskrbimo za želeno barvo ozadja zaslona. 
void loop() { 
t.update(); 
String izpisenergije = String(sumenergija);                              
izpisenergije.toCharArray(stevilsko, 6); 
String cenovno=String((sumenergija*0.000115),8); 
cenovno.toCharArray(cena,8); 
 
  int risi_visino = map(Moc,0, 566,0, TFTscreen.height()); 
if(stop_graf==false){                                                               
 for(int i=125; i>=0;i--){ 
    stolpci[i+1]=stolpci[i];                                                             
 }   
    stolpci[0]=risi_visino;                                                               
 }   
for(int i=0; i<90; i++ ){                                                           
   TFTscreen.stroke(0,220,0); 
   TFTscreen.line(126-i, (TFTscreen.height() - stolpci[i]), 126-i,        
TFTscreen.height());   
   TFTscreen.stroke(0,0,0); 
if(stolpci[i]==0){ 
   enka=0;} 
   else{ 
     enka=1;} 
     TFTscreen.line(126-i, (TFTscreen.height() - stolpci[i])-enka, 126-i, 
15);           
} 
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V glavnem delu progama void loop izrišemo vrednost želene veličine. Zaradi želje po 
izpisu vrednosti energije ter zasluženega denarja moramo najprej vrednosti pretvoriti v 
string.  Pri računanju zasluženega denarja z električno energijo upoštevamo povprečno ceno 
0,115€ na 1kWh. Vrednost shranimo v zbirko z osmimi prostimi mesti. V zgoraj navedenem 
primeru smo izrisali velikost izmerjene moči, njeno vrednost pa smo shranili pod 
spremenljivko Moc. V naslednji vrstici pod spremenljivko risi_visino shranimo 
izmerjeno vrednost moči in ji določimo meje. Pri tem postopku nam pomaga ukaz map, 
katerega sintaksa je: spremenljivka=map(vrednost,spodnja meja, zgornja 
meja, spodnja ciljna meja, zgornja ciljna meja). 
Na mesto vrednost smo vstavili izračunano vrednost moči, tej smo dodali spodnjo mejo 
risanja, ki je 0, zgornji obseg merjenja (poznamo približno maksimalno vrednost moči 566 W, 
nekoliko več ker ne rišemo do vrha zaslona) in še zgornjo maksimalno vrednost, ki je 
enostavno rob zaslona. Sledi if stavek, v katerem preverjamo ali je med delovanjem tok 
morda padel pod nastavljeno vrednost in ob enem pretekel nastavljen čas. V primeru, da to 
ne drži nadaljujemo risanje grafa moči s pomočjo zanke for. Graf želimo risati od desne k 
levi ob predpostavki, da se stari izmerki premikajo proti levi, nove vrednosti pa so vedno na 
prvem mestu. Za to bo poskrbel ukaz stolpci[0]=risi_visino; ki na prvo mesto 
vedno postavi zadnji izmerek. Naslednja zanka for poskrbi za risanje moči v zeleni barvi in 
sicer do roba legende moči, kar nastavimo v sami zanki (v tem primeru i<90).                                  
Z naslednjim ukazom TFTscreen.stroke zaslonu ''povemo'', kakšne barve naj bo izrisani 
graf. Tovrstni ukaz moramo uporabiti pred vsako želeno spremembo barve. Barvo, ki jo 
želimo prikazati na zaslonu, zapišemo z RGB-kodo v oklepaje za ukazom.  Primeri barv in 
njihovi zapisi v RGB-kodi so v tabeli 6.  
 
Tabela 6: Osnovne barve in njihov RGB-zapis [24] 
Barva RGB zapis 
  (255,0,0) 
  (0,255,0) 
  (0,0,255) 
  (0,0,0) 
  (255,255,255) 
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Vse je pripravljeno za izris izmerjene vrednosti napetosti na LCD-zaslon. To nam omogoča 
ukaz TFTscreen.line, ki omogoča izris linije oziroma črte glede na zapisane začetne in 
končne koordinate točke. Sintaksa ukaza se glasi: 
TFTscreen.line(Xzacetni,Yzacezni,Xkoncni,Ykoncni); v prvem delu 
ukaza povemo ekranu, kje naj nariše prvo točko, ki smo jo izmerili. X-koordinata se z vsako 
meritvijo poveča za 1 (oziroma zmanjša, odvisno od načina risanja), y-koordinata pa je 
izmerjena vrednost. Graf je stolpčne oblike, ker je izmerjena točka povezana z x-koordinatno 
osjo. V primeru, da želimo linijski prikaz (namesto stolpčnega), v ukazu TFTscreen.line 
dodamo zapis, ki bo poskrbel, da ne bomo barvali dna ekrana. Pri programiranju moramo 
upoštevati, da se koordinatno izhodišče nahaja v levem zgornjem kotu ekrana. K obstoječi 
končni točki y dodamo zapis -(stolpci[i]+3), ki poskrbi, da se z dna zaslona vrnemo 
na izmerjeno vrednost višine ter dodamo tri piksle, ki predstavljajo debelino črte.  Na 
razpolago imamo tudi točkovni prikaz meritev, njegova sintaksa se glasi: 
TFTscreen.point(Xkoordinata,Ykoordinata).Na koncu sledi še brisanje 
ekrana na podoben način, kot smo risali moč.  
TFTscreen.setTextSize(1);  
TFTscreen.stroke(255,255,255);                                                                     
TFTscreen.text("500W--", 0, 15);                                                                    
TFTscreen.text("400W--", 0, 37.6); 
TFTscreen.text("300W--", 0, 60.2);                                                                    
TFTscreen.text("200W--", 0, 82.8); 
TFTscreen.text("100W--", 0, 105.4); 
 
Na levem delu LCD zaslona bomo zaradi lažje predstave izrisali številčno vrednost moči. 
Zaslon razdelimo glede na meje risanja moči v ukazu map. Prav pri pisanju koordinat, kamor 
želimo postaviti besedilo, pa moramo biti pozorni na koordinatno izhodišče, ki se nahaja v 
levem zgornjem kotu zaslona, kot to prikazuje slika 29 [18]. 
 
 
Slika 29: Koordinatno izhodišče zaslona [10] 
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TFTscreen.stroke(0,0,0); 
float razdalja_med_vodoravnimi = (float)128/st_vodoravnih; 
float razdalja_med_vertikalnimi = (float)160/st_vertikalnih; 
 
for(int i = 0; i < st_vodoravnih; i++){ 
    TFTscreen.line(0, i*razdalja_med_vodoravnimi, 160, 
i*razdalja_med_vodoravnimi); 
  } 
for(int i = 0; i < st_vertikalnih; i++){ 
    TFTscreen.line 
(i*razdalja_med_vertikalnimi,0,i*razdalja_med_vertikalnimi, 128); 
  } 
 
Zaradi lažje predstave smo v ozadje zaslona postavili mrežo v črni barvi. To omogoča zgoraj 
napisana koda. Zavedati se moramo, da je izvajanje programa s tem nekoliko upočasnjeno. 
Pod podatkovni tip float smo shranili razdaljo med oknoma mreže po x- in y-smeri. 
Razdaljo posamezne smeri dobimo z deljenjem celotne dolžine oziroma širine ekrana z 
želenim številom oken, ki jih želimo prikazati. V naslednjih vrsticah rišemo črte mreže po x- in 
y-smeri z uporabo for zanke [23]. 
 
float vrh=128-(sumenergija*17.15);                                              
if(Ipovprecjemeritev<=0.2){                                                         
  int brisanje = t.after(3000, ustavi_graf);                                     
} 
else{                                                                               
  if(stop_graf==true){ 
    resetiraj();                                                               
    stop_graf=false;                                                           
    n=0; 
    } 
  } 
 
if(vrh<=25){                                                            
   TFTscreen.fill(0, 0, 0);                                                             
   TFTscreen.noStroke();                                                               
   TFTscreen.rect(130, 128-(absenergija*17.15), 30, 113); 
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   Energija=0;                                                                           
   sumenergija=0; 
   } 
else{ 
TFTscreen.noStroke();                                                                
TFTscreen.fill(0,0,255);                                                     
TFTscreen.rect(130, 128-(absenergija*17.15), 30, 113);}                                  
} 
Na zaslonu smo v obliki stolpčnega diagrama prikazali tudi energijo. Diagram je drugačne 
barve od grafa moči, princip prikazovanja pa je s pomočjo pravokotnika. 
Na začetku deklariramo spremenljivko vrh, ki je namenjena resetiranju zaslona, ko diagram 
doseže maksimalno vrednost 128 pikslov. Od celotne višine zaslona odštejemo preračunano 
energijo, ki jo množimo z 17.15 saj predpostavimo, da je 6Wh približno 25 pikslov pod vrhom 
zaslona (pod izpisom številske vrednosti energije). V naslednji vrstici preverimo, ali je tok 
padel pod nastavljeno vrednost (zaradi merilnega pogreška toka namesto 0,0 A vzamemo 0,2 
A). V primeru, da je pogoj izpolnjen se zažene časovnik, ki po pretečenem času preskoči v 
void ustavi_graf(), kjer se spremenljivka stop_graf postavi na logično 1. V 
primeru, da je pogoj izpolnjen (stop_graf=true) in da smo ponovno pognali kolo, program 
skoči na mesto void resetiraj() ter na mesto diagrama izrišemo pravokotnik v barvi 
ozadja, ob enem pa celotno zbirko z vrednostmi moči postavi na nič. Pravokotnik izrišemo z 
ukazom TFTscreen.rect(začetni X, začetni y, širina, višina); v 
katerem enostavno navedemo želene koordinate [18]. Po brisanju diagrama je prav tako 
potrebno resetirati vrednost, shranjeno v spremenljivki sumenergija. V nasprotnem 
primeru, ko nastavljena meja še ni dosežen, pa na mesto, zapisano v ukazu 
TFTscreen.rect(), izrišemo pravokotnik − na primer v rdeči barvi. Zaradi prelivanja 
pravokotnika z ozadjem oziroma izrisa stolpčnega diagrama bomo črn rob pravokotnika 
odstranili z ukazom  TFTscreen.noStroke()in izrisali samo polnilo pravokotnika v 
želeni barvi. Zaradi lažje predstave po vrednosti energije smo na zaslonu po preteku 
nastavljenega časa izpisali še številsko vrednost. Tudi v tem primeru najprej del zaslona, kjer 
želimo izpisati številsko vrednost, pobrišemo s pomočjo pravokotnika v barvi ozadja. V 
naslednjem odstavku pa z belo barvo izpišemo tekst v velikosti desetih pikslov (1=10 pikslov, 
2=20 pikslov …)[18]. Želeno besedilo lahko izpišemo le v primeru, da je ta zapisan v ''char'' 
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spremenljivki, za kar smo že predčasno poskrbeli. Podrobnosti so prikazane v celotnem 
programu v prilogi.   
void izvedi() 
{ 
TFTscreen.fill(0, 0, 0);                                                                    
TFTscreen.noStroke(); 
TFTscreen.rect(133, 15, 25, 7); 
 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.setTextSize(1); 
TFTscreen.text("[Wh]",133,5);                                                                
TFTscreen.text(stevilsko, 133, 15); 
 
TFTscreen.fill(0,0,0);                                                                        
TFTscreen.noStroke(); 
TFTscreen.rect(50, 5, 50, 7);  
TFTscreen.setTextSize(1.5); 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.text(cena, 50, 5);                                                             
TFTscreen.text(" EUR", 90, 5); 
  } 
 
void ustavi_graf(){  
if(Ipovprecjemeritev<=0.2){                                                   
      stop_graf=true;                                                             
      n=1; 
  }  
  } 
   
void resetiraj() 
{   
TFTscreen.fill(0, 0, 0);                                                        
TFTscreen.noStroke(); 
TFTscreen.rect(130, 25, 30, 130); 
TFTscreen.rect(40, 15, 100, 113);                                           
sumenergija=0; 
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absenergija=0;    
for(int i=0; i<129; i++){                                                     
 stolpci[i]=0; 
 n=0; 
   } 
  } 
Med prikazovanjem podatkov meritev na LCD-zaslonu se lahko zgodi, da so vrednosti 
zaokrožene tako, da dosežemo ravno vodoravno črto mreže v ozadju. Razlog za tovrstno 
dogajanje je v prikazovanju podatkov v enotah izmerjene vrednosti (na primer napetost) in 
ne v bitih, s katerimi operira Arduino. Prikaz meritev na LCD-zaslonu je na spodnji sliki. 
 
 
Slika 30:Prikaz meritev na LCD-zaslonu 
 
8.3.1 Dodajanje odštevalnika  
 
Programu, ki je napisan v poglavju 5.2 in 8.3, bomo dodali še odštevalnik časa, ki bo služil 
prikazu podatkov na LCD-zaslonu in na telefonu v različnem časovnem zaporedju, prav tako 
pa si bomo z njegovo pomočjo pomagali pri resetiranju grafov in teksta. Podatke na LCD-
zaslonu namreč želimo prikazovati hitreje kot podatke na telefonu zaradi večje preglednosti. 
Prav tako pa bi se radi izognili uporabi ukaza delay, ki potek programa lahko hitro spremeni 
v neželenega. Dodali pa bomo še dva dodatna časovnika in sicer za zaustavitev risanja grafov 
moči in energije na zaslon in za prikaz številčne vrednosti energije ter cene energije. V 
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spodnjih odstavkih je prikazan zapis časovnika, celoten program (vse skupaj združeno) pa je 
priložen v prilogi.  
Za uporabo časovnika, ki bo odšteval nastavljen čas in po izteku izvedel želeni ukaz, moramo 
prav tako kot pri uporabi LCD-ja tudi tokrat v program umestiti knjižnico z ukazi.   Knjižnica, ki 
jo potrebujemo za izvedbo naloge, je na uradni Arduino strani pod imenom ''Timer.h'' 
[29]. Enako kot v prejšnjem primeru tudi to knjižnico prenesemo, odarhiviramo, 
preimenujemo tako, da v imenu ni pomišljajev, ter prenesemo v mapo libraries. Pri pisanju 
programa si lahko pomagamo z že narejenim programom, do katerega pridemo s klikom na 
Datoteka/Primeri/Timer_master/kitchen_sink. 
#include "Timer.h" 
Timer t; 
int cas=1500; 
int casovnik=1500; 
int time=3000; 
 
Na začetku programa je potrebno vpeljati knjižnico, ki jo bomo uporabljali, in deklarirati 
spremenljivke. Z ukazom #include v program vnesemo ime knjižnice, ki jo potrebujemo in 
se nahaja v prej omenjeni mapi libraries. V naslednji vrstici povemo programu, da želimo vse 
nadaljnje ukaze, ki se navezujejo na časovnik, označiti s črko t. Ukaz Timer t je ukaz, 
definiran v knjižnici.  Z ukazom cas definiramo čas v milisekundah, ki naj preteče do 
naslednjega izpisa meritve na serijski monitor oziroma android napravo. Te spremenljivke ne 
bomo uporabili v programu, kjer prikazujemo podatke na LCD zaslonu ter v programskem 
okolju Processing. Naslednji dve deklaraciji časa bosta služili zakasnjenemu prikazu vrednosti 
energije ter njene cene na LCD zaslon in zakasnjeni zaustavitvi risanja grafa moči in energije. 
 
void setup()  
{ 
int odstevanje = t.every(cas, izvedi); 
int izpis = t.every(casovnik, naredi); 
} 
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Pod vrstico void setup() zapišemo glavne lastnosti časovnika. V tem delu namreč 
izberemo, na kakšen način želimo uporabiti časovnik. Na voljo imamo več različnih ukazov, 
kot so every, after, oscillate, pulse, stop, update. Vsak od naštetih 
ukazov ima svoje lastnosti [29]: 
- int every(int čas, klicanje);  
funkcija izvede ukaz ''klicanje'' po vsakem preteku ''časa'', zapisanega  v milisekundah 
- int after(int čas, klicanje) 
samo enkrat izvede ukaz ''klicanje'' po izteku ''časa'' 
- int oscillate(int pin, long čas, int začetnavrednost) 
po vsakem izteku časovne periode ''čas'' se spremeni vrednost izhodnega ''pina'' glede na 
zapisano ''začetno vrednost'' 
- int pulse(int pin, long čas, int začetnavrednost) 
po enkratnem izteku ''časa'' se spremeni vrednost digitalnega izhoda ''pin'', odvisno od 
''začetne vrednosti'' 
- int stop(int id) 
prenehanje štetja, vrne ID časovnika 
- int update() 
ukaz zapišemo v zanko loop in je namenjen izvedbi oziroma posodobitvi vseh ukazov, ki so 
povezani s časovnikom  
Od vseh zgoraj naštetih možnosti uporabe časovnika smo se odločili za uporabo every 
ukaza, ki po vsakem preteku nastavljenega časa izvede določen ukaz ter časovnik after. 
 
void loop()  
{ 
  t.update();  
 
if(Ipovprecjemeritev<=0.2){ 
  int brisanje = t.after(time, ustavi_graf); 
} 
else{ 
  if(stop_graf==true){ 
    resetiraj(); 
    stop_graf=false; 
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    } 
  } 
} 
void izvedi() 
{ 
  Serial.println(Moc); 
  Serial.println(sumenergija); 
} 
void naredi() 
{ 
TFTscreen.fill(0, 0, 0);                                                                         
TFTscreen.noStroke(); 
TFTscreen.rect(133, 15, 25, 7); 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.setTextSize(1); 
TFTscreen.text("[Wh]",133,5);                                                                
TFTscreen.text(stevilsko, 133, 15); 
TFTscreen.fill(0,0,0);                                                                         
TFTscreen.noStroke(); 
TFTscreen.rect(50, 5, 50, 7);  
TFTscreen.setTextSize(1.5); 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.text(cena, 50, 5); 
TFTscreen.text("EUR", 90, 5); 
  } 
void ustavi_graf(){  
if(Ipovprecjemeritev<=0.2){ 
    stop_graf=true;   
  }  
  } 
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Glavni del programske kode se nahaja pod ukazom void loop. Z ukazom t.update() 
posodobimo zapisan čas, v tem primeru je to ena sekunda. V tem delu kode se nahaja tudi 
časovnik namenjen zaustavitvi risanja grafa po preteku nastavljenega časa.  Za izpis meritev 
po nastavljenem času je potrebno uporabiti void ukaz, le da se ta imenuje enako, kot smo 
zapisali v ukazu every oziroma after.  V zgornjem primeru je prikazana le uporaba in 
postavitev časovnikov brez ostalih spremenljivk. Celoten program za oba primera se nahaja v 
prilogi. 
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9. Izris meritev na računalniku  
 
Zaradi želje po prikazovanju meritev na nekoliko večjem zaslonu od omenjenega LCD-ekrana 
je v sledečih poglavjih prikazano, kako to storimo s pomočjo programskega orodja 
Processing. Omenjeno programsko orodje je prav tako kot Arduino brezplačno. Uporabili 
smo ga skupaj z Arduino programskim okoljem. Programsko orodje Arduino poskrbi za 
merjenje in pošiljanje podatkov preko USB-priključka, programsko orodje Processing pa 
meritve izriše na zaslon osebnega računalnika.  Arduino program je skoraj v celoti identičen 
programu, ki smo ga izpisali za prikaz podatkov na LCD-ekranu (kot je prikazano v prilogi), 
izpustili smo le del za izris grafa na LCD-zaslon in vse println() funkcije, ki smo jih 
zamenjali s Serial.write. Spremenjen Arduino program se nahaja v prilogi. Bolj 
podrobno pa je predstavljen program v programskem orodju Processsing. V primeru 
komunikacije Arduina s Processingom pa ni možno pošiljati podatkov na android napravo, saj 
v takem primeru uporabljamo algoritem, ki to onemogoča. Razlog za to je pri neprestanem 
povpraševanju računalnika, ali je ta pripravljen za komunikacijo. Komunikacijo vzpostavimo v 
primeru, da programsko okolje Processing prejme črko A, ki jo po serijskem vodilu pošilja 
Arduino. Pri pošiljanju črke po vodilu oziroma meritve na serijski vmesnik uporabljamo enak 
ukaz, in sicer println. Ravno zaradi nenehnega povpraševanja po komunikaciji med 
računalnikom in Arduinom komunikacija s serijskim vmesnikom ni mogoča. 
 
9.1 Program v programskem okolju Arduino 
 
int doSerial = 0; 
int inByte = 0; 
 
Na začetko, tako kot vedno deklariramo spremenljivke, v tem primeru sta to spremenljivka 
za vzpostavitev komunikacije in za izmenjevanje bytov. 
void setup(){ 
  Serial.begin(9600); 
  establishSerial(); 
} 
void loop() { 
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if (doSerial == 1 && Serial.available() > 0) {                                                             
    inByte = Serial.read();     
    prviSenzor = n; 
    drugiSenzor = konec; 
    tretjiSenzor = Moc/3;                                                 
    Serial.write(prviSenzor); 
    Serial.write(drugiSenzor); 
    Serial.write(tretjiSenzor); 
  } 
V primeru, da je povezava vzpostavljena, kar pomeni, da smo prejeli povratno črko A.  Bomo 
pričeli z komunikacijo in pošiljanjem samih podatkov prek povezovalnega kabla v 
programsko okolje Processing. Podatke bomo pošiljali s pomočjo ukaza Serial.write(), 
ki pa na žalost lahko pošilja samo 1 Byte, kar je 255 bitov in nam onemogoči pošiljanje moči 
(ta doseže tudi 500W). Ravno zaradi te težav moč predčasno delimo z tri ter jo v programu 
Processing ponovno množimo z enakim faktorjem. Težavo bi lahko odpravili tudi na druge 
načine. 
void establishSerial() {                                                   
Serial.begin(9600); 
int wdt = 10; 
do  { 
    wdt--; 
    Serial.print('A');                                                                    
    delay(50); 
  } 
while(wdt = 0); 
if (Serial.available() > 0) { 
    doSerial = 1; 
  }  
else { 
    Serial.end(); 
  } 
} 
} 
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V tem delu program pošilja veliki tiskani A prek povezovalnega kabla, pošiljanje ponovi 
desetkrat. V primeru da je povezava možna spremenljivka doSerial zasede vrednost ena. 
 
9.2 Pisanje programa v programskem orodju Processing 
 
9.2.1 Programsko okolje Processing 
 
Gre za programsko orodje, ki temelji na vizualnem oziroma grafičnem prikazu podatkov. 
Program je bil prvotno namenjen študentom, ki se učijo programiranja. Programiranje je 
predstavljeno na zanimiv način, saj ob vsaki pravilno napisani programski kodi na ekranu 
prejmemo želeno obliko slike. Program se uporablja v številnih šolah in univerzah po svetu 
pa tudi v znanih podjetjih, kot so Google, Intel, Nokia … Omenjeno programsko okolje se 
trudi konkurirati drugim podobnim programskim orodjem, ki pa so za razliko od Processinga 
licenčni oziroma plačljivi. Processing ravno zaradi tega uporabljajo najrazličnejši kadri: od 
študentov, umetnikov, dizajnerjev, razvijalcev do amaterskih uporabnikov. Prednosti pri 
uporabi omenjenega programskega orodja so [33]: 
- Gre za odprtokodni in brezplačen program. 
- Interaktivni programi z 2D, 3D ali PDF izhodno datoteko. 
- Programsko orodje je kompatibilno z GNU/Linux, Mac OS Xter Windows operacijskim 
sistemom. 
- Na razpolago je več 100 knjižnic z ukazi. 
- Na voljo imamo različno učno dokumentacijo. 
 
9.2.2 Pisanje programa 
 
Programsko orodje najprej brezplačno prenesemo iz uradne Processing spletne strani: 
https://processing.org/, in ga inštaliramo na računalnik. Program nato zaženemo z dvoklikom 
na ikono. Odpre se okno, ki je na videz zelo podobno Arduino programskemu orodju.  
Pri pisanju programa si pomagamo z že napisanim programom in ga dopolnimo po svojih 
željah. Najdemo ga v Arduino programskem orodju pod zavihkom: 
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Datoteka/Primeri/Communication/Serial Call Response, kjer se nahajata obe kodi, tako za 
Arduino kot tudi za Processing. Po odprtju primera opazimo, da se na vrhu okna nahaja 
program za Arduino okolje, spodaj pa je pod komentarji zapisana koda za Processing 
programsko okolje. Kodo, zapisano v komentarjih, označimo in kopiramo v prej odprto okno 
programa Processing. 
import processing.serial.*; 
Serial myPort;  
int[] serialInArray = new int[3];  
int serialCount = 0;                   
int n; 
int cas; 
int moc; 
float sumenergija; 
int enka; 
float[] stolpci= new float[230]; 
boolean stop_graf;      
boolean firstContact = false; 
int visina_zaslona; 
 
Program se začne podobno kot pri Arduinu z deklaracijo spremenljivk in knjižnic, ki jih 
uporabimo v programu.  Z ukazom import programu povemo, da bomo uvozili knjižnico, v 
tem primeru z imenom processing.serial.*.Zvezdica na koncu ukaza nam omogoča 
prenos celotne knjižnice hkrati. Sintaksa import  ukaza izgleda takole import ime 
knjižnice. [30]. Za pošiljanje oziroma prejemanje podatkov (enega bita na sekundo) prek 
serijske komunikacije uporabimo ukaz Serial. Napravo, priključeno preko serijske 
povezave, lahko v programskem okolju Processing uporabimo kot vhod oziroma izhod. Med 
drugim deklariramo tudi array podatkovni tip, v katerega shranjujemo tri prejete meritve ter 
ostale spremenljivke, uporabljene v nadaljevanju. Tudi v tem programskem okolju se bomo 
poslužili podobnih spremenljivk, kot pri Arduinu. Uporabili bomo namreč ukaze enka, 
stolpci in stop_graf, ki bodo služili prikazu oziroma zaustavitvi grafov. Spremenljivka 
int serialCount poskrbi na primer za resetiranje števil, ko se array napolni [30]. 
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void setup() {  
visina_zaslona=displayHeight-24;                                                                 
size(displayWidth, visina_zaslona);   
background(0);   
noStroke();   
println(Serial.list());                                                                             
String portName = Serial.list()[0]; 
myPort = new Serial(this, portName, 9600); 
} 
 
V tem delu programa deklariramo spremenljivke, za katere smo prepričani, da se med 
izvajanjem programa ne bodo spreminjale. Ukaz void uporabimo v primeru, ko ne 
pričakujemo nobene povratne informacije programa. Ukazu void nato dodamo še ukaz 
setup, ki se izvede le enkrat po tem, ko se program zažene. S pomočjo te funkcije v 
programu definiramo velikost zaslona, komunikacijo in podobne parametre, ki se kasneje ne 
bodo spreminjali. Funkcijo setup lahko uporabimo le enkrat v celem programu.  Parametre 
pišemo v zavite oklepaje. Pod spremenljivko z imenom visina_zaslona bomo shranili 
velikost zaslona računalnika oziroma nanj priključenega monitorja. Od celotne višine 
odštejemo nekaj pikslov zaradi samega roba zaslona. Na začetku z ukazom size definiramo 
velikost okna v pikslih, v katerega bomo izrisali graf. Deklaracija ukaza izgleda takole: 
size(širina zaslona, višina zaslona). V tem primeru bo okno v velikosti 
monitorja računalnika. Dodamo še barvo ozadja, zapisano v kodi ASCII. Z naslednjim ukazom 
zapišemo seznam vseh serijskih povezav, ki so na voljo. Ukaz list je namreč namenjen  
ustvarjanju seznama, zapisanega kot string. Pod ukaz myPort zapišemo, katera vrata so 
povezana z Arduinom. Na koncu s kodo ASCII le še nastavimo želeno ozadje, v našem 
primeru črno [30].   
void draw () { 
} 
 
Funkcijo draw po navadi deklariramo takoj za funkcijo setup.  Program, zapisan v funkciji 
draw, se izvaja neprekinjeno, dokler funkcije ne ustavimo. Ravno zaradi te lastnosti  jo po 
navadi uporabljamo skupaj z ukazom noloop(), redraw() ali loop().  Tudi to 
funkcijo lahko v programu uporabimo le enkrat [30]. 
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void serialEvent(Serial myPort) {                                                                             
int inByte = myPort.read(); 
    if (firstContact == false) { 
      if (inByte == 'A') { 
      myPort.clear();                                                                      
firstContact = true;                 
      myPort.write('A');                                                        
    } 
  } 
 
V prvem delu programa se vprašamo, ali je povezava med Arduinom in računalnikom 
vzpostavljena. V primeru, da smo od Arduina prek USB-povezave prejeli črko A, počistimo 
vse, kar je bilo do sedaj na povezavi, ter Arduinu vrnemo črko A v znak, da je povezava 
vzpostavljena. Ko je povezava vzpostavljena, se zgornji del programa preskoči in program 
preide v else del [32]. 
    else {                                                                              
serialInArray[serialCount] = inByte; 
serialCount++; 
//prejemanje meritev                         
    if (serialCount > 2 ) { 
      n = serialInArray[0]; 
      cas = serialInArray[1]; 
      moc = serialInArray[2]; 
Prejete podatke pod imenom inByte enega za drugim shranjujemo v prej pripravljen array. 
Hkrati pa povečujemo vrednost števca. Naslednji if stavek poskrbi, da ob doseženih treh 
vrednostih v zbirki array vsako posebej preberemo in shranimo pod želeno spremenljivko 
[32].  
//RISANJE GRAFA MOČI 
int prejeta_moc=moc*3; 
float graf = map(prejeta_moc, 0, 566, 0, visina_zaslona);                              
 
if(n==0){ 
  for(int i=228; i>=0;i--){ 
     stolpci[i+1]=stolpci[i]; 
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 }   
  stolpci[0]=graf;                                                                        
} 
 
for(int i=0; i<210; i++ ){                                                       
   fill(0,220,0); 
   noStroke(); 
   rect(round((displayWidth*5.8/7))-(i*round((displayWidth*5/7/200))), 
(visina_zaslona), round((displayWidth*5/7/200)), -stolpci[i]); 
   fill(0,0,0); 
   if(stolpci[i]==0){ 
      enka=0;} 
   else{ 
      enka=1;} 
      noStroke(); 
     rect(round((displayWidth*5.8/7))-(i*round((displayWidth*5/7/200))), 
(visina_zaslona-stolpci[i])-enka, round((displayWidth*5/7/200)), -
((visina_zaslona-stolpci[i])-enka-((visina_zaslona*15)/100))); 
}   
 
Na tem mestu na podlagi prejetih meritev izrišemo graf, podobno kot smo to že počeli pri 
LCD-ekranu. Uporabili smo že poznano funkcijo map in vanjo zapisali ustrezne vrednosti ter 
meritev, ki jo želimo izrisati. Programu navedemo želeno barvo ter omejitve risanja. 
Omejitve risanja smo posplošili glede na izbrano velikost zaslona. Mejo risanja smo izbrali pri 
približno 85 % celotnega zaslona. Z ukazom rect bomo izrisovali pravokotnike moči, katerih 
dimenzije določimo v oklepaju. Pri pisanju dimenzij oziroma koordinat se moramo vedno 
sklicevati na celotno širino oziroma višino zaslona, saj ne vemo na kakšen zaslon bomo 
izrisovali meritve. V prvem delu ukaza rect zapišemo x koordinato, ki se bo preračunavala 
glede na širino zaslona in pomikala proti levi strani ekrana s pomočjo zanke for.  
//izpis meritve energije 
float c=(prejeta_moc*cas)/1000; 
float Energija=c/3600;                                                           
float energija[]={Energija};                                                       
sumenergija=sumenergija+energija[0]; 
float cena=sumenergija*0.000115;   
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String cena_string = nf(cena, 1, 5); 
 
fill(0,0,0);                                                                       
noStroke(); 
rect(((displayWidth*87)/100), ((visina_zaslona*8)/100), 
((displayWidth*100)/100), ((visina_zaslona*8)/100));  
 
fill(255,255,255); 
textSize((visina_zaslona*5)/100);                                                           
text("[Wh]", ((displayWidth*88)/100), ((visina_zaslona*6)/100)); 
text(sumenergija, ((displayWidth*87)/100), ((visina_zaslona*12)/100));                      
//IZPIS CENE ENERGIJE 
fill(0,0,0);                                                                       
noStroke(); 
rect(((displayWidth*40)/100), 0, ((displayWidth*25)/100), 
((visina_zaslona*7)/100)); 
fill(255,255,255); 
text(cena_string + " €", ((displayWidth*40)/100), 
((visina_zaslona*5)/100)); 
 
Tudi v tem primeru smo poskrbeli, da je videz LCD-zaslona in zaslona v programu Processing 
kar se da identičen. Prav zaradi tega smo tudi tukaj dodali številski prikaz energije v Wh. Za 
izračun le te pa potrebujemo čas, ki ga pošlje Arduino. Zasluženo električno energijo 
izpišemo s pomočjo stringa, kjer ukaz nf pretvori vrednost zapisano v float obliki v 
string obliko [30].bomo Preračun energije smo opravili posebej, saj ga ne bomo prenašali 
iz Arduina.  Programu povemo želene koordinate izpisa ter ga po izpisu prekrijemo s 
pravokotnikom v barvi ozadja zaslona[31]. Graf moči bomo risali s pomočjo pravokotnikov.                     
//IZRIS STOLPČNEGA DIAGRAMA 
int aa= (visina_zaslona-((visina_zaslona*15)/100))/6; 
float stolp=visina_zaslona-(sumenergija*aa);                               
if(n==1 & moc<=5){ 
   stop_graf=true; 
} 
else{ 
   if(stop_graf==true){   
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   n=0; 
   sumenergija=0; 
   Energija=0; 
   for(int i=0; i<228; i++){ 
      stolpci[i]=0; 
   } 
   } 
stop_graf=false; 
   fill(0, 0, 0);                                                                                
   noStroke(); 
   rect(((displayWidth*85)/100), ((visina_zaslona*15)/100), 300, 
visina_zaslona); 
 }  
if(stolp<=((visina_zaslona*15)/100)){                                                 
   fill(0, 0, 0);                                                                                
   noStroke(); 
   rect(((displayWidth*85)/100), ((visina_zaslona*15)/100), 300, 
visina_zaslona); 
   sumenergija=0; 
} 
else{ 
   fill(255,0,0);                                                                               
   noStroke(); 
   rect(((displayWidth*85)/100), stolp, 300, visina_zaslona); 
} 
Stolpčni diagram energije začnemo risati glede na velikost monitorja računalnika. Graf se 
mora dvigovati s takim korakom, da bo ob prihodu do številskega izpisa energije kazal 3Wh. 
Za ta preračun poskrbi spremenljivka stolp. V naslednjem delu programa, podobno kot 
pri Arduinu spremljamo kaj se dogaja s tokom in glede nanj ustrezno reagiramo. V tem 
primeru namesto časovnikom uporabljamo spremenljivko n, ki nosi informacijo o časovniku. 
Program je identičen Ardoino programu, zato ga ne bomo podrobneje opisovali [31].. 
//Legenda 
fill(255,255,255); 
textSize((displayHeight*5)/100); 
text("500W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*15)/100)); 
text("400W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*32)/100)); 
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text("300W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*49)/100));                           
text("200W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*66)/100)); 
text("100W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*83)/100)); 
 
myPort.write('A');                                                             
serialCount = 0;     
    } 
  } 
} 
Prikaz meritev v programskem okolju Processing na osebnem računalniku je na spodnji sliki. 
 
 
Slika 31:Prikaz meritev v programskem okolju Processing 
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10 Sklep 
 
V nalogi smo si ogledali enega od načinov merjenja moči in energije električnega kolesa ter 
prikazali meritev na android napravi, LCD-zaslonu in osebnem računalniku. Odločili smo se za 
uporabo precej razširjenega orodja Arduino, ki temelji na C-programskem jeziku. Med delom 
smo se seznanili z najrazličnejšimi komponentami, ki so pripomogle k delovanju celotnega 
merilnega sistema. S smiselno povezavo le-teh smo ustvarili nekakšen merilni sistem, zaprt v 
škatlico, pri katerem je elemente ob morebitnem uničenju možno enostavno zamenjati. 
Programsko kodo, smo ves čas dopolnjevali ter izboljševali njeno delovanje. Z enim 
programom lahko prikazujemo podatke na LCD-zaslonu, ki je priključen na Arduino ploščico, 
ter hkrati na osebnem računalniku preko programa Processing. Meritve vizualno prikažemo s 
pomočjo dveh grafov ter s številsko vrednostjo. Težava, ki se pojavi v tem primeru, pa je 
pošiljanje podatkov na android napravo, ki zaradi komunikacije z računalnikom ni možno. V 
tem primeru je na Arduino potrebno naložiti ustrezen program, ki izključuje uporabo 
računalnika.  
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Priloga: 
 
  
Slika 32: ATmega 328P [11] 
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Slika 33: Vezalna shema merilnega sistema − brez uporabe LCD-zaslona 
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Slika 34: Shema povezave Arduina in LCD-zaslona 
 
 
Slika 35: Enosmerni presmernik navzdol [25] 
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Program za prikaz podatkov na android napravi ter TFT LCD-zaslonu. 
#include "Timer.h"     
Timer t;                        
#include <TFT.h>                                   
#include <SPI.h> 
#define cs   10 
#define dc   8 
#define rst  9 
 
//********DEKLARACIJA SPREMENLJIVK********* 
bool stop_graf;                                  
int glob_cas=0; 
int enka;               
int Ustmeritev=100;                               
int Usummeritev=0;            
int Umeritev[100];    
int Upovprecjemeritev=0;                         
int Istmeritev=100;                              
int Isummeritev=0;     
int Imeritev[100];     
int Ipovprecjemeritev=0; 
 
float sumenergija; 
int mpov[100];         
float Moc; 
int stolpci[130];                
float absenergija;    
int cas=1500;                             
int casovnik=1500; 
int time=3000; 
 
TFT TFTscreen = TFT(cs, dc, rst);               
                      
char stevilsko[6];                          
char cena[8];                                  
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void setup() { 
  Serial.begin(9600);                           
  TFTscreen.begin();                                                 
  TFTscreen.background(0,0,0);                   
  int odstevanje = t.every(cas, izvedi);          
  int izpis = t.every(casovnik, naredi); 
} 
 
void loop() { 
  t.update();       
  int start=millis();                                         
//************NAPETOST*********** 
Usummeritev=0;                                                       
Upovprecjemeritev=0;  
 
for (int i=0; i<Ustmeritev; i++){    
    float vrednost_napetosti= (analogRead(A2)* (5.0 / 1023.0))*9.3;      
    Umeritev[i]= vrednost_napetosti;                                    
  } 
for (int i=0; i<Ustmeritev; i++){                            
    Usummeritev=Usummeritev+Umeritev[i];               
  } 
Upovprecjemeritev=Usummeritev/Ustmeritev;              
// ****************TOK******************* 
Isummeritev=0;                                                       
Ipovprecjemeritev=0;  
 
for (int i=0; i<Istmeritev; i++){          
    float vrednost_toka=analogRead(A3); 
    float Tok=((512-vrednost_toka)*75.75/1023);                                                          
    Imeritev[i]=abs(Tok);                                             
  } 
for (int i=0; i<Istmeritev; i++){       
    Isummeritev=Isummeritev+Imeritev[i];    
  } 
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Ipovprecjemeritev=Isummeritev/Istmeritev; 
//***************PRERACUN MOCI********** 
for (int i=0; i<Istmeritev&Ustmeritev>i; i++){ 
    mpov[i]=Umeritev[i]*Imeritev[i]; 
  } 
for(int i=0; i<Istmeritev;i++){ 
    Moc=Moc+mpov[i]; 
  } 
Moc=Moc/Istmeritev; 
//****************PRERACUN ENERGIJE************** 
int konec; 
if(glob_cas==0){ 
 konec= millis()-start;  
}                                
else{ 
  konec= millis()-glob_cas;  
  } 
glob_cas=millis(); 
float Energija=abs((Moc*konec)/3600000);                                 
    
float energija[]={Energija};                                           
sumenergija=sumenergija+energija[0];   
absenergija=abs(sumenergija);      
String izpisenergije = String(sumenergija);                              
izpisenergije.toCharArray(stevilsko, 6); 
String cenovno=String((sumenergija*0.000115),8); 
cenovno.toCharArray(cena,8); 
//*************RISANJE NA LCD******************* 
int risi_visino = map(Moc, 0, 566, 0, TFTscreen.height());                         
if(stop_graf==false){                                                               
 for(int i=125; i>=0;i--){ 
    stolpci[i+1]=stolpci[i];                                                             
 }   
    stolpci[0]=risi_visino;                                                               
 }   
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for(int i=0; i<90; i++ ){                                                           
   TFTscreen.stroke(0,220,0); 
   TFTscreen.line(126-i, (TFTscreen.height() - stolpci[i]), 126-i, 
TFTscreen.height());   
 
   TFTscreen.stroke(0,0,0); 
   if(stolpci[i]==0){ 
     enka=0;} 
    else{ 
     enka=1;} 
   TFTscreen.line(126-i, (TFTscreen.height() - stolpci[i])-enka, 126-i, 
15);           
}   
//**********IZPIS LEGENDE MOCI*********** 
TFTscreen.setTextSize(1);  
TFTscreen.stroke(255,255,255);                                                                     
TFTscreen.text("500W--", 0, 15);                                                                    
TFTscreen.text("400W--", 0, 37.6); 
TFTscreen.text("300W--", 0, 60.2);                                                                    
TFTscreen.text("200W--", 0, 82.8); 
TFTscreen.text("100W--", 0, 105.4);                                                           
//*********RISANJE ENERGIJE ZAUSTAVITEV RISANJA******** 
float vrh=128-(sumenergija*17.15);                                               
if(Ipovprecjemeritev<=0.2){                                                             
int brisanje = t.after(time, ustavi_graf);                                     
} 
else{                                                                               
  if(stop_graf==true){ 
    resetiraj();                                                               
    stop_graf=false;                                                            
    }  
  }   
if(vrh<=25){                                                            
   TFTscreen.fill(0, 0, 0);                                                             
   TFTscreen.noStroke();                                                               
   TFTscreen.rect(130, 128-(absenergija*17.15), 30, 113); 
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   Energija=0;                                                                           
   sumenergija=0; 
} 
else{ 
   TFTscreen.noStroke();                                                         
   TFTscreen.fill(0,0,255);                                                     
   TFTscreen.rect(130, 128-(absenergija*17.15), 30, 113);                                  
} 
} 
void izvedi() 
{ 
TFTscreen.fill(0, 0, 0);                                                                     
TFTscreen.noStroke(); 
TFTscreen.rect(133, 15, 25, 7); 
 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.setTextSize(1); 
TFTscreen.text("[Wh]",133,5);                                                                
TFTscreen.text(stevilsko, 133, 15); 
 
TFTscreen.fill(0,0,0);                                                                        
TFTscreen.noStroke(); 
TFTscreen.rect(50, 5, 50, 7);  
TFTscreen.setTextSize(1.5); 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.text(cena, 50, 5);                                                             
TFTscreen.text(" EUR", 90, 5); 
} 
 
void ustavi_graf(){  
if(Ipovprecjemeritev<=0.2){                                                   
      stop_graf=true;                                                                 
  }      
}   
void resetiraj() 
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{                                                                                
TFTscreen.fill(0, 0, 0);                                                        
TFTscreen.noStroke(); 
TFTscreen.rect(130, 25, 30, 130); 
TFTscreen.rect(40, 15, 100, 113);                                           
sumenergija=0; 
absenergija=0; 
    
for(int i=0; i<129; i++){                                                     
 stolpci[i]=0; 
   } 
} 
  void naredi() 
{ 
Serial.print(Moc); 
Serial.println("W"); 
Serial.print(sumenergija);              
Serial.println("Wh"); 
Serial.print(Ipovprecjemeritev);  
Serial.println("A"); 
Serial.println(""); 
} 
Univerzalni program za prikaz grafa na TFT LCD-zaslonu in na osebnem računalniku v 
programu Processing. 
#include "Timer.h"      
Timer t;                                
#include <TFT.h>                                   
#include <SPI.h> 
#define cs   10 
#define dc   8 
#define rst  9 
 
//********DEKLARACIJA SPREMENLJIVK********* 
bool stop_graf;                                  
int glob_cas=0; 
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int enka;                     
int n;                                            
int prviSenzor = 0;                               
int drugiSenzor = 0;                              
int tretjiSenzor = 0;                             
int inByte = 0;                                   
 
int Ustmeritev=100;                               
int Usummeritev=0;                   
int Umeritev[100];             
int Upovprecjemeritev=0;                         
int Istmeritev=100;                              
int Isummeritev=0;                   
int Imeritev[100];         
int Ipovprecjemeritev=0; 
float sumenergija; 
int mpov[100];     
float Moc; 
int stolpci[130];               
float absenergija;         
int cas=1500;                                 
 
TFT TFTscreen = TFT(cs, dc, rst);                                    
int doSerial = 0;       
char stevilsko[6];                       
char cena[8];                               
 
void setup() { 
  Serial.begin(9600);                           
  establishSerial(); 
  TFTscreen.begin();                                                 
  TFTscreen.background(0,0,0);                   
  int odstevanje = t.every(cas, izvedi);          
} 
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void loop() { 
  t.update();        
  int start=millis();                                       
//************NAPETOST*********** 
Usummeritev=0;                                                       
Upovprecjemeritev=0;  
for (int i=0; i<Ustmeritev; i++){     
    int vrednost_napetosti= (analogRead(A2)* (5.0 / 1023.0))*9.3;      
    Umeritev[i]= vrednost_napetosti;                                    
  } 
for (int i=0; i<Ustmeritev; i++){                            
    Usummeritev=Usummeritev+Umeritev[i];          
  } 
Upovprecjemeritev=Usummeritev/Ustmeritev;            
// ****************TOK************ 
Isummeritev=0;                                                       
Ipovprecjemeritev=0;  
 
for (int i=0; i<Istmeritev; i++){       
    int vrednost_toka=analogRead(A3); 
    int Tok=((512-vrednost_toka)*75.75/1023);    
    Imeritev[i]=abs(Tok);                                             
  } 
for (int i=0; i<Istmeritev; i++){          
    Isummeritev=Isummeritev+Imeritev[i];    
  } 
Ipovprecjemeritev=Isummeritev/Istmeritev; 
//*******************PRERACUN MOCI*************                                       
for (int i=0; i<Istmeritev&Ustmeritev>i; i++){ 
    mpov[i]=Umeritev[i]*Imeritev[i]; 
  } 
for(int i=0; i<Istmeritev;i++){ 
    Moc=Moc+mpov[i]; 
  } 
Moc=Moc/Istmeritev; 
91 
 
//********************PRERACUN ENERGIJE************** 
int konec; 
if(glob_cas==0){ 
 konec= millis()-start;  
}                               
else{ 
  konec= millis()-glob_cas;  
} 
glob_cas=millis(); 
float Energija=abs((Moc*konec)/3600000);                                   
float energija[]={Energija};                                           
sumenergija=sumenergija+energija[0];   
absenergija=abs(sumenergija);              
String izpisenergije = String(sumenergija);                              
izpisenergije.toCharArray(stevilsko, 6); 
String cenovno=String((sumenergija*0.000115),8); 
cenovno.toCharArray(cena,8); 
//*******POSILJANJE PODATKOV NA PC-PROCESSING******** 
if (doSerial == 1 && Serial.available() > 0) { 
    inByte = Serial.read();     
    prviSenzor = n; 
    drugiSenzor = konec; 
    tretjiSenzor = Moc/3;                                                 
    Serial.write(prviSenzor); 
    Serial.write(drugiSenzor); 
    Serial.write(tretjiSenzor); 
    
} 
//*************RISANJE NA LCD************ 
int risi_visino = map(Moc, 0, 566, 0, TFTscreen.height());                         
 
if(stop_graf==false){                                                               
 for(int i=125; i>=0;i--){ 
    stolpci[i+1]=stolpci[i];                                                             
 }   
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    stolpci[0]=risi_visino;                                                               
 }     
for(int i=0; i<90; i++ ){                                                           
   TFTscreen.stroke(0,220,0); 
   TFTscreen.line(126-i, (TFTscreen.height() - stolpci[i]), 126-i, 
TFTscreen.height());  
   TFTscreen.stroke(0,0,0); 
   if(stolpci[i]==0){ 
     enka=0;} 
   else{ 
     enka=1;} 
   TFTscreen.line(126-i, (TFTscreen.height() - stolpci[i])-enka, 126-i, 
15);           
}   
//**********IZPIS LEGENDE MOCI*********** 
TFTscreen.setTextSize(1);  
TFTscreen.stroke(255,255,255);                                                                     
TFTscreen.text("500W--", 0, 15);                                                                    
TFTscreen.text("400W--", 0, 37.6); 
TFTscreen.text("300W--", 0, 60.2);                                                                    
TFTscreen.text("200W--", 0, 82.8); 
TFTscreen.text("100W--", 0, 105.4);                                                             
//*********RISANJE ENERGIJE ZAUSTAVITEV RISANJA******** 
float vrh=128-(sumenergija*17.15);                                                                                                                                  
if(Ipovprecjemeritev<=0.2){                                                         
  int brisanje = t.after(3000, ustavi_graf);                                     
} 
else{                                                                               
  if(stop_graf==true){ 
    resetiraj();                                                               
    stop_graf=false;                                                           
    n=0; 
    } 
  } 
 
if(vrh<=25){                                                            
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   TFTscreen.fill(0, 0, 0);                                                             
   TFTscreen.noStroke();                                                               
   TFTscreen.rect(130, 128-(absenergija*17.15), 30, 113); 
   Energija=0;                                                                           
   sumenergija=0; 
   } 
else{ 
   TFTscreen.noStroke();                                                         
   TFTscreen.fill(0,0,255);                                                     
   TFTscreen.rect(130, 128-(absenergija*17.15), 30, 113);                                  
} 
} 
//******KOMUNIKACIJA Z PROGRAMSKIM OKOLJM PROCESSING***** 
void establishSerial() {                                                   
  Serial.begin(9600); 
int wdt = 10; 
do  { 
    wdt--; 
    Serial.print('A');                                                                    
    delay(50); 
  } 
while(wdt = 0); 
 
if (Serial.available() > 0) { 
    doSerial = 1; 
  }  
else { 
    Serial.end(); 
  } 
} 
void izvedi() 
{ 
TFTscreen.fill(0, 0, 0);                                                                     
TFTscreen.noStroke(); 
TFTscreen.rect(133, 15, 25, 7); 
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TFTscreen.stroke(255, 255, 255); 
TFTscreen.setTextSize(1); 
TFTscreen.text("[Wh]",133,5);                                                                
TFTscreen.text(stevilsko, 133, 15); 
 
TFTscreen.fill(0,0,0);                                                                         
TFTscreen.noStroke(); 
TFTscreen.rect(50, 5, 50, 7);  
TFTscreen.setTextSize(1.5); 
TFTscreen.stroke(255, 255, 255); 
TFTscreen.text(cena, 50, 5);                                                             
TFTscreen.text(" EUR", 90, 5); 
  } 
 
void ustavi_graf(){  
if(Ipovprecjemeritev<=0.2){                                                   
      stop_graf=true;                                                             
      n=1;                                                                   
  }        
  } 
   
void resetiraj() 
{                                                                               
TFTscreen.fill(0, 0, 0);                                                        
TFTscreen.noStroke(); 
TFTscreen.rect(130, 25, 30, 130); 
TFTscreen.rect(40, 15, 100, 113);                                           
sumenergija=0; 
absenergija=0; 
    
for(int i=0; i<129; i++){                                                     
 stolpci[i]=0; 
 n=0; 
   } 
  } 
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Processing program: 
import processing.serial.*;                                              
Serial myPort;                                                              
int[] serialInArray = new int[3];    
int serialCount = 0;                 
int n;                                                                 
int cas;                                                                     
int moc; 
float sumenergija; 
int enka; 
float[] stolpci= new float[230];   
boolean firstContact = false;      
boolean stop_graf;                                                     
int visina_zaslona; 
 
void setup() { 
visina_zaslona=displayHeight-24; 
size(displayWidth,visina_zaslona );                                        
background(0);   
noStroke();                                                                                                                                                                                                                                                                                          
println(Serial.list());    
String portName = Serial.list()[0]; 
myPort = new Serial(this, portName, 9600); 
} 
 
void draw() { 
} 
void serialEvent(Serial myPort) {                                                                              
int inByte = myPort.read(); 
                                                                                                                                                                                                                                  
if (firstContact == false) { 
    if (inByte == 'A') {                                                       
      myPort.clear();                                                           
      firstContact = true;                                                      
      myPort.write('A');                                                        
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    } 
  } 
else {                                                                            
    serialInArray[serialCount] = inByte; 
    serialCount++; 
//************PREJEMANJE MERITEV******** 
if (serialCount > 2 ) { 
      n = serialInArray[0];                                             
      cas = serialInArray[1];     
      moc = serialInArray[2];    
//********RISANJE GRAFA********* 
int prejeta_moc=moc*3; 
float graf = map(prejeta_moc, 0, 566, 0, visina_zaslona);                             
if(n==0){ 
  for(int i=228; i>=0;i--){ 
     stolpci[i+1]=stolpci[i]; 
 }   
  stolpci[0]=graf;                                                                        
} 
 
for(int i=0; i<210; i++ ){                                                       
   fill(0,220,0); 
   noStroke(); 
   rect(round((displayWidth*5.8/7))-(i*round((displayWidth*5/7/200))), 
(visina_zaslona), round((displayWidth*5/7/200)), -stolpci[i]); 
 
   fill(0,0,0); 
   if(stolpci[i]==0){ 
      enka=0;} 
   else{ 
      enka=1;} 
   noStroke(); 
   rect(round((displayWidth*5.8/7))-(i*round((displayWidth*5/7/200))), 
(visina_zaslona-stolpci[i])-enka, round((displayWidth*5/7/200)), -
((visina_zaslona-stolpci[i])-enka-((visina_zaslona*15)/100))); 
}         
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//*****IZPIS MERITVE ENERGIJE******* 
float c=(prejeta_moc*cas)/1000; 
float Energija=c/3600;                                                                                                                                           
float energija[]={Energija};                                                       
sumenergija=sumenergija+energija[0]; 
float cena=sumenergija*0.000115;   
String cena_string = nf(cena, 1, 5);     
fill(0,0,0);                                                                       
noStroke(); 
rect(((displayWidth*87)/100), ((visina_zaslona*8)/100), 
((displayWidth*100)/100), ((visina_zaslona*8)/100));  
 
fill(255,255,255); 
textSize((visina_zaslona*5)/100);                                                           
text("[Wh]", ((displayWidth*88)/100), ((visina_zaslona*6)/100)); 
text(sumenergija, ((displayWidth*87)/100), ((visina_zaslona*12)/100));                      
//*****IZPIS CENE ENERGIJE***** 
fill(0,0,0);                                                                       
noStroke(); 
rect(((displayWidth*40)/100), 0, ((displayWidth*25)/100), 
((visina_zaslona*7)/100)); 
fill(255,255,255); 
text(cena_string + " €", ((displayWidth*40)/100), 
((visina_zaslona*5)/100)); 
//******IZRIS STOLPICNEGA DIAGRAMA****** 
int aa= (visina_zaslona-((visina_zaslona*15)/100))/6; 
float stolp=visina_zaslona-(sumenergija*aa);                               
if(n==1 & moc<=5){ 
   stop_graf=true;   
}  
else{ 
   if(stop_graf==true){ 
     sumenergija=0; 
     Energija=0; 
     n=0; 
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     for(int i=0; i<228; i++){ 
        stolpci[i]=0; 
   } 
 } 
stop_graf=false; 
   fill(0, 0, 0);                                                                                
   noStroke(); 
   rect(((displayWidth*85)/100), ((visina_zaslona*15)/100), 
300,visina_zaslona); 
 }   
if(stolp<=((visina_zaslona*15)/100)){                                                 
   fill(0, 0, 0);                                                                                
   noStroke(); 
   rect(((displayWidth*85)/100), ((visina_zaslona*15)/100), 300, 
visina_zaslona); 
   sumenergija=0; 
} 
else{ 
   fill(255,0,0);                                                                               
   noStroke(); 
   rect(((displayWidth*85)/100), stolp, 300, visina_zaslona); 
} 
//*******LEGENDA*********** 
fill(255,255,255); 
textSize((displayHeight*5)/100); 
text("500W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*15)/100)); 
text("400W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*32)/100)); 
text("300W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*49)/100));                           
text("200W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*66)/100)); 
text("100W - - -", ((displayWidth*1)/100)-15, ((visina_zaslona*83)/100)); 
//*********RESETIRANJE STEVCA, POSILJANJE A ******* 
myPort.write('A');                                                             
serialCount = 0;         
    } 
  } 
} 
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