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"World: Installasjon" 
.......................................................... " 
"IlllllesiR; av fakta an instal.las janen. Det legges inn fakta an " 
"sted, type virksanhet, tid. forurensinq, ferdsel oq forstynelse. n 
"*********************************************************" 
"ai ->" 
"Dette er hovedgoal.et. !lar starter analyse-prosessen. Det leses inn " 
"navn, type, sted oq tid for aktiv installasjal. I t.1..llegq leses det" 
"inn installasjals-avherqige att.rii::A.ltter, forurensinq, fedsel oq " 
"forstyrrelse. Fakta san allerede ligger i databasen blir iklæ spurt etter! " 
"En del falcl:a blir etterlyst avhengiq av hva slags type(T) installasjat n 
"det dreier seq an attributter (Tl." 
a1 -> 
navrHLI. 
t~(T) 
sted-ai(S) 
tid-ai 
attributter (T) 
ferdsel (F) 
forurensiR1 (F-oru) 
foxstyrrelse (F-orst); 
"Legger cwlysninger inn i databasen." 
navrHLI. -> ask (navnaiq, N) ; 
type-ai (T) -> type-ask (typea.iq, virksanhet, T) ; 
type(X,al.je) -> eq(X,"al.jeletinq"); 
type(X,al.je) -> eq(X,''oljeboring''); 
type (X, seismikk) -> eq(X, ''rnarinseisnilck"); 
type (X, seismikk) -> eq(X, ".lanclseismikk"); 
type (X, feltaibeid) -> eq(X, "feltarbeid"); 
type (X, faltaibeid) -> eq(X, "feltaibeid"); 
"!fan her brulce is-a precill<ater'' 
n~ an sted oq tid" 
sted-ai (S) -> sted(S); 
"type-ask (steda.l.q, sted, S) ; " 
tid-ai-> 
type-ask (starttidaarq, tidaar, 5-tartaar) 
type-ask (starttidmctu tiåmd,. 5-tart:Jmd) 
type-ask (sluttidaarq, tidaar, 5-luttaar) 
type-ask (sluttic:lnrd;, tiånnd,. 5-luttmrd); 
"Henter inn flere relevante q:plysllin;ler avhenqiq av type installasjon" 
"CUt fordi det finnes bare en type." 
attri.butter (Tl -> eq(T, "feltaibeid'') l; 
attributter (Tl -> eq(T, "l.andseismikk") l sprenon!nqs-anf; 
attributter (Tl -> eq(T, ''marinseisnilck") l sprengninqs-anfanq; 
attributter (T) -> 
eq(T, ''oljeletinq") 
l 
terranq-tp 
a:!kanst-veier 
perSat-antall 
transport 
11'Cntasje 
~yr; 
attributter (T) -> 
eq (T, ''ol jeborlrrf') 
l 
terranq-tp 
a:!kanst-veier 
p>rsc:n-antall 
transport 
IICfltaSje 
bore-utstyr; 
''Se1smiklc." 
sprergni~"QS-anfanq -> antall-detateringer kg--<:l.ynanitt Jczn-prcci1lcsjon; 
antall-detateringer -> 
ask (antdetcnq, Dl; 
kQ-dynaml.t t -> 
ask (kgdyniln1.ttq,K~); 
lcm-procilksjon -> 
ask (l<npitxq, K-i!P) ; 
''Olje" 
terreng-tp -> 
type-ask (tpterrerqq, terreng, Tl ; 
adkanst-veier ->; 
person-antall -> ask (antpersq, P) ; 
transp::>rt -> 
typ&-transpart 
tyrqste-tran.spxt-enhet; 
typ&-transpart ->; 
m::rltasje -> 
I!'OI"'tasje-tidspunkt 
derronterirx;s-tidsplnlct; 
bare-utstyr -> 
type-ask(t~reutstyrq,b:>reutstyr,B); 
m::rltasje-tidspmkt ->; 
demanterings-tidspunkt ->; 
"* ** ** ** •• ** **** ••••• ** ** •••••••• *** •• **** •• ** •••••• * •• ** ... 
... *. ** •••••• **** ••• ****** **** ** ••••••••••••• ** •••••• * ..... .. 
Forurensnirq'' 
"HITa slags foruresning'' 
"forurensn.trq (F) ->" 
"henter avhel'XJig av type installas):>n inn q:plysninger an trafikk, " 
"ferdsel og annen forurensende virksanhet på installasjonen. Disse " 
"q:plysningene prøves å sanles til en felles størrelse <F>." 
"<fo:rurensninq/1> tar for seq h.h.v.luft-, vann- og jordforurensil'XJer." 
forurensil'XJ (N-F) -> 
luft (F-oruL) 
vann (F-oruVJ 
jord (F-<>ruJ) 
foru-f (F-<:>ruL, F-<:>nJV, F-oruJ, F) 
null-en("foru", F,N-F); 
foril-f (F-oruL, F-<:>ruV, F-oruJ, F) -> 
val (adJ. (F-<>ruL, add(F-=uv, F-oruJ} ) , F) ; 
luft (F-<>ru) -> 
brennstoff (B-r) 
forl>xennin;-avfall (F-br) 
luft-f (B-r,F-br,F-<>ru); 
vann (F-<>ru) -> 
borevæske (B-V) 
baresl.am (B-S) 
olje(O) 
vann-f (IHT, B-S,O, F-<>ru); 
jord (F-<>ru) -> 
borevæske (B-V) 
boreslan (B-S) 
avfall (A) 
smereclje (5-0) 
jord-f (B-V, B-S,A, s-o, F-<>ru) ; 
luft-f(B-r,F-br,F-<>ru) -> 
val(add.(F-br,B-r) ,F-<>ru); 
vann-f (B-Vaeske, B-Sl.an, o-lje, F-<>ru) -> 
val (adi(B-Vaeske,add(B-Slan,o-lje)) ,F-<~ru); 
jord-f (B-Vaeske, B-Sl.an,A-'Vfall,s-olje, F-<>ru) -> 
val (add(B-Vaeske,adi(B-Slarn,add(A-'Vfall,s-olje))) ,F-<>ru); 
"Pr å2gn .. " 
brennstoff (L-trBr) -> 
foibruk-<iiesel (L-trO) 
foibruk-bensin (L-trB) 
fozbruk-<~1 je (L-trO) 
brennstoff-f(L-trD,L-trB,L-trO,L-trBr); 
brennstoff-f (L-trO, L-trB, L-trO, L-trBr) -> 
val (add(L-trD,ad:i(L-trB,L-trO)) ,L-trBr); 
forbr~vfall (float (K-blan)) -> 
ask (kbl<mavfall.q, 5-l<blan) 
strin;r-integer (5-l<blan, K-blan); 
borevæske (float (L-tr) ) -> 
ask (ltrl:orvskq, 5-Ltr) 
strinq-integer(5-Ltr,L-tr); 
boreslam(float (K-bl<rn)) -> 
ask (Jcbkbors.l.arrq, 5-i<bl<rn) 
strinq-integer (5-i<bl<rn, K-bl<rn); 
olje(float (L-tr)) -> 
ask (ltrspolq, 5-Ltr) 
strinq-integer(s-Ltr,L-tr); 
sncereolje (float (5-a())) -> 
ask (l trsrw::q, 5-310) 
strinq-integer(5-Sm0,5-m0); 
avfall (float (K-bl<rn) ) -> 
ask (Jcbkavfq, 5-~l<rn) 
strinq-integer (5-i<bl<rn, K-bl<rn); 
forbruk-diesel (float (L-tr) ) -> 
ask (ltrdieselq, 5-Ltr) 
strinq-integer(5-Ltr,L-tr); 
forbruk-bensin (float (L-tr)) -> 
ask (ltrbensinq, 5-Ltr) 
strinq-integer(5-Ltr,L-tr); 
forbruk-el je (float (L-tr) ) -> 
ask (ltrolq, 5-Ltr) 
string-integer(5-Ltr,L-tr); 
"****************************'*****************************" 
................................................................ 
"Hva slags forstyrrelse" 
"forstyrrelse (F) ->'' 
"henter inn cwlysninger an sted oq typl forstyrrelse. Hvis iklæ" 
"q::pl.ysningene er tilstede spør proqrcmæt brulæren." 
forstyrrelse (N-F) -> 
ask (typeaiq, T) 
eq (T, "feltarbeid'') 
l 
helikopter (H) 
baat-trafikk (B) 
tur(T-u) 
frst-felt (H, B, '1'-u, F) 
null-en ("forstyrr", F, N-F) ; 
forstyrrelse (N-F) -> 
ask (typeaiq, T) 
eq (T, ''marinseismiJOt") 
l 
baat-trafikk (B) 
frst-f!'arin (B, F) 
null-en("forstyrr",F,N-F); 
forstyrrelse (N-F) -> 
ask (typeaiq, T) 
eq (T, bre-seismil<lc.) 
l 
helikopter (H) 
baat-trafikk (B) 
tur(T-u) 
frst-bre (H, B, T~, F) 
null-en("forstyrr", F,N-F); 
forstyrrelse (N-F) -> 
ask (typeaiq, T) 
eq(T, "tundraseismikk") 
l 
helikopter (H) 
baat-trafikk (B) 
tur(T~) 
transport (T-r) 
frst-tundra (H, B, T~, T-r,F) 
null-en("forstyrr",F,N-F); 
forstyrrelse (N-F) -> 
ask (typeaiq, T) 
eq(T, ''oljeleting") 
l 
tur(T-u) 
frst-cl. jelt (T~, F) 
null-en ("forstyrr", F, N-F) ; 
forstyrrelse (N-F) -> 
ask (typeaiq, T) 
eq (T, ''ol jetorirq'') 
l 
tur(T-u) 
frst-cl. jebar (T~. Fl 
null-en ("forstyrr", F, N-F); 
"Forstyrrelser eksplisitte til ferdsel." 
"Det meste av forstyrrelser kan trekkes ut fra aktive installasjcner." 
"llgg:regerings funl<s jcnene. " 
frst-felt (H-elil<cpter, 8-dat, T-ur, F-Qrst) -> 
val (aåi(H-elikopter,aåi(B-aat, T-ur)) ,F-QrSt); 
frst-marin (8-Mt,F-<:>rst) -> val (B-aat, F-<:lrst); 
frst-bre (H-ellkopter,B-Mt, T-ur, F-<:lrst) -> 
val(aåi(H-ellkcpter,aåi(B-Mt,T-ur)),F-<:>rst); 
frst-tundra (H-elikcpter, B-aat, T-ur, T-ransport, F-<:lrst) -> 
val (aåi(H,aåi(B,aåi(T-ur, T-ransport))) ,F-QrSt); 
frst-oljelt(T-ur,F-<:>rst) -> val(T-ur,F-<:lrst); 
frst-<:>ljebar (T-ur, F-<:lrst) -> val (T-ur, F-<:lrst); 
"*********************************************************" 
"**************************************************1nt*****" 
"HITa slags ferdsel" 
"ferdsel(F) ->" 
"henter avhen;iq IN type installasjon inn q:plysninger an trafikk oq " 
"ferdsel, oq prøver å san1e dette Ul en felles størrelse. [}isse " 
"d!itaene hllr lagt ned i <:Btabasen." 
ferdsel (N-F) -> 
ask (typeaiq, Tl 
eq(T, "feltarbeid") 
l 
helikopter(H) 
~>Mt-trafikk (Bl 
tur(T-u) 
ferds-felt (H, B, T-u, F) 
null-en("ferd",F,N-F); 
ferdsel (N-F) -> 
ask (typeaiq, T) 
eq (T, ''marinseisnikk") 
l 
baat-trafikk (B) 
ferds-marin (B, F) 
null-en(" ferd", F, N-F); 
ferdsel (N-F) -> 
ask (typeaiq, Tl 
eq (T, ''breseismikk") 
l 
helikcpter (Hl 
baat-trafikk (B) 
tur(Tu) 
ferds-bre (H, B, T-u, Fl 
null-en(" ferd", F ,N-F); 
ferdsel (N-F) -> 
ask (typeaiq, T) 
eq (T, "tundraseismikk") 
l 
helikopter (Hl 
b!lat-trafikk(B) 
tur(T-u) 
transport (T-r) 
ferds-tundra(H,B,T-u,T-r,N-F) 
null-en ('"ferd", Fl ; 
ferdsel (N-F) -> 
ask (typeaiq, Tl 
eq(T, "oljeletlrq'') 
l 
tur(T-u} 
ferds-<:>1 jelt (T-u, F) 
null-en("ferd", F,N-F); 
ferdsel (N-F) -> 
ask (typeaiq, Tl 
eq(T, "oljet:orin;'") 
l 
tur(T-u) 
ferds-<:>1 jet:or (T-u, Fl 
null-en("ferd",F,N-F); 
he.U.l<cpter (M-<>nqde) -> 
antall-flygi~ (A) 
antall-Jan-fl :.q (K-m) 
rute-fl:.q (1>-ep,D-est) 
hell-f (A, K-m, 0-ep, 0-est, M-engde) ; 
''M!rq:le is A *!9n" 
heli-f (A-ntfl:.q, K-m, Vl, V2,M1ngde) -> 
val (nul (A-ntfl:.q, K-m) ,M-engde); 
baat-trafikk (B) -> 
ant-i::laat -turer (A-bt l 
baat-type(T-ype) 
l:aat -stoerrelse (s-toerrelse l 
rute-<:>aat (1>-ep, 0-est l 
baat-f (T-ype, s-toerrelse, A-bt, 0-ep, 0-est, Bl; 
baat-f (T-ype,s-toerrelse,A-nt81lat1\lrer, D-<!p, D-<!st, B) -> 
val (A-nt81lat1\lrer, B); 
tur(T) -> 
ant-turgaaere (A-ntall) 
st~tur (s-ted) 
tur-f (A-ntall, s-ted, T) ; 
tu.r-f (A-ntall, s-ted, T) -> val (A-ntall, T) ; 
antall-flyginger(flæt(A-ntFlyg)) -> 
ask (antfl ygq. s-AntFl yg) 
strinq-integer(s-AntFlyg,A-ntFlyq); 
antall-km-flyq(flæt (A-ntl<ln)) -> 
ask (kmfl ygq. 5-Ant.l<ln) 
string-integer (s-1\nt~,A-nt.l<ln); 
rut&-flyg(D-<!p,D-<!st) -> 
ask (flyqfraq, D-<!p) 
ask(flyqtllq,D-<!st); 
ant4:>aat-turer (flæt (A-Bt)) -> 
ask(antbaatturerq, 5-ABt) 
string-integer(s-ABt,A-Bt); 
baat-type (T-ype) -> 
ask (typebaatq. T-ype) ; 
baat-stoerrelse (flæt (5-t)) -> 
ask (åoltq, 5-St) 
string-integer (5-St, 5-t) ; 
rut&-baat (D-<!p,D-<!st) -> 
ask (baatrutefraq,D-<!p) 
ask (baatrutetllq, D-<!st) ; 
ant-turqaaere (flæt (A-nt)) -> 
ask (ant turq, 5-Ant) 
string-integer (s-Ant, A-nt); 
s~tur(s-tecU -> 
~sk (stedturq, sted, s-tecU ; 
.. Agqregerinqsfunksjcnene." 
ferds-felt (H-elilccpter, ~t, T-ur, F) -> 
val (acti(H-elilccpter,acti(B-aat, T-ur)) ,F); 
ferds-<Mrin(~t,F) -> 
val (B-aat, F); 
ferds-bre (H-..U.Jccpter, B-aat, T-ur, F) -> 
val(acti(H-elilccpter,acti(B-aat,T-ur)),F); 
ferds-tundra (H-..lllccpter, &-aat, T-ur, T-ransport, F) -> 
val (actl (H-..lllccpter, ac:Xi (B-aat, T-ur) ) , F) ; 
ferds-oljelt (T-ur,F) -> 
val (T-ur, F) ; 
ferds-oljel:x:>r(T-ur,F) -> 
val (T-ur, F) ; 
; End war lei: Nonnal 
''World:!æin" 
"hunan,rev,runana,rein, kalvo,rrort, pred,kald.syk, vandr, repro, tilqjb" 
"runana." 
"* **** ** ** ** ** ••••• ** •• ** **** ******* ** **** •• ** •• ** ** ** *** *" 
"Analyse q:pl.egget." 
"Denne verden inneholder alle kanponentene til SValbard-" 
"* •••• **** ** ** •• *** **** **** ** **** ***** ** ** ** ** •• **** * •• ** *" 
run-analysis-rein -> 
wrt-if (fortsettq) 
ootinl ("************REIN***********") 
line 
line 
sted(s-t) 
wrt-rd (kjoennreinq, K-j) 
wrt-rd (alderreifXi,A-ld) 
wrt-rd(tidsstewq, T) 
strirq-integer (A-lei. I -Ald) 
strinq-integer (T, I-T) 
rein (attr (s-t,K-j, I-Ald. I-T) ,A-ntall) 
line 
line 
ootm("Alder: ") 
out(I-Ald) 
a.ttln(", Kjønn: ") 
outrn(K-j) 
a.ttln(", Sted: ") 
outrn(s-t) 
a.ttln(", Antall: ") 
a.tt (A-ntall) 
line 
run-analysis-rein; 
run-analysis-rein -> not (wrt-if (fortsettq)) /; 
...................................................... 
"**************************************************" 
··~ .. 
"rein (attr N, sllnle, O, 0) ,Antall)" 
"inneholder antall dyr i tidsskritt <!J>;" 
REIN" 
"rein (Attri.l:utter,Antall) ->" 
"gir avhengig av kjmn, alder og tid antall rein 1 neste tidsskritt;" 
"Startverdii tidsstew o nå legges 1 rein-dl!!" 
rein (attr(5-ted.K-joenn,A-lder,O) ,100) ->; 
rein (attr (5-ted. "simle" ,0, T...PlusEn) ,A-ntallFoedte) -> 
a.ttlnl ("REINSIMLE") 
total-foedte (attr (5-ted. "simle", O, T...PlusEn) ,A-ntallFoedte) 
ass-rein-db (aslæd-katp (rein (attr (s-ted, "silnle", O, T-PlusEn) ,A-ntallFoedte) , 
A-ntallFoedte)) 
a.ttlnl ("REINSIMlE<''); 
rein (attr (5-ted. "bukk", O, T-PlusEn), A-ntallFoedte) -> 
a.ttlnl ("REINBUI<I<'') 
total-foedte (attr(5-ted. "bukk", O, T-PlusEn) ,A-ntallFoedte) 
ass-rein-db (asked-katp (rein (attr (s-ted, "blkk", O, T...PlusEn) ,A-ntallFoedte), 
A-ntallFoedte)) 
a.ttlnl ("REllBJKK''); 
rein (attr (5-ted. "simle",18, T...PlusEn) ,+0. 0) ->; 
rein (attr (5-ted. "simle" ,A-lder, T...PlusEn) ,A-ntallPein) -> 
a.ttlnl ("REINSIMLE") 
val(inf(A-lder,18) ,l) 
val (sub (A-lær ,l) ,A-lcMinEn) 
val (sub(T...PlusEn,l), T) 
ask-korp (rein (attr (s-ted, "silnle", A-lct11.nEn, T) , A-nt) , A-nt) 
mortalitet (attr (5-ted. "simle", A-lder, T-PlusEn), M-ort) 
ask-korp (beskatt-rein (attr (5-ted, "silnle" ,A-lder, T...P lusEn) , !Hoskat t) , 8-<oskat t) 
val (sub (A-nt,nul (A-nt, add (l+<lrt, B-<oskatt) ) l ,A-nta.llRein) 
ass-rein-db (asked-katp (rein (attr (s-ted, "silnle" ,A-lder, T-PlusEn) ,A-ntallPein), 
A-ntallPein)) 
a.ttlnl ("REINSIMLE"); 
rein (attr(s-ted. "bukk" ,13, T-PlusEn) ,-tO.O) ->; 
rein (attr (5-ted. ''bukk" ,A-lder, T...PlusEn) ,A-ntallRein) -> 
a.ttlnl ("REINill1<K") 
val(inf(A-lder,13) ,l) 
val (sub (A-lder ,l) ,A-lcMinEn) 
val(sub(T-PlusEn,l), T) 
ask-korp(rein (attr (5-ted, "bJkk",A-lcMinEn, T) ,A-nt) ,A-nt) 
mortalitet (attr (5-ted. "bukk" ,A-lder, T-PlusEn) ,M-ort) 
ask-l<atp (beskatt-rein (attr(s-ted, "blkk",A-lder, T-PlusEn), 8-<oskatt), 6-eskatt) 
val (sub (A-nt,nul (A-nt, add(l+<lrt, 8-<oskatt))) ,A-nta.llRein) 
ass-rein-db (asked-katp (rein (attr (5-ted, "blkk" ,A-lder, T-PlusEn) ,A-nta.llRein), 
A-ntallPein)) 
a.ttlnl ( "REINBUKK'') ; 
"Rekursiv prosedyre; Regner ut totale antall fødte dyr;" 
"SIMlER og llJKKER" 
total-foedte (attr (s-ted, "simle", 17, T) ,A-ntsimler) -> 
reprocilksjon(attr (s-ted, "simle" ,17, Tl ,R-p) 
ask-kar;> (rein (attr (s-ted, "simle", 17, Tl , R), R) 
val (div (mul (R-p, R), 2) ,l'r-ntSimler); 
total-foedte (attr (s-ted,"simle" ,A-ldersTeller, T) ,A-ntSimler) -> 
val (inf (A-ldersteller, 17), l) 
val (ad:i (A-ldersTeller, l ) , T-eilerP lusEn) 
reproduksjon (attr (s-ted, "simle",A-ldersTeller, T), R-p) 
ask-kar;> (rein (attr (s-ted, "simle" ,A-ldersTeller, Tl , R) , R) 
total-foedte (attr(s-ted, "simle", T-ellerPlusEn, T) ,A-nt) 
val (add(div (lnul (R-p,R) ,+2.0) ,A-nt) ,A-ntsimler); 
total-foedte (attr (s-ted, ''bukk", 17, Tl ,A-ntBukker) -> 
reproduksjon (attr (s-ted, "b.lkl<.", 17, T), R-p) 
ask-kar;> (rein (attr (s-ted, ''bukk", l 7, T) , R) , R) 
val (div (lnul (R-p, R), +2 .0) ,A-ntBukker); 
total-foedte (attr (s-ted, "b.lkl<.",A-ldersTeller, T) ,A-ntBuklær) -> 
val (ad:i (A-ldersTeller, l) , T-ellerPlusEn) 
reproduksjon(attr(5-ted, "buklt",A-ldersTeller, T) ,R-p) 
ask-kar;> (rein (attr (s-ted, "b.lkl<.", A-ldersTeller, T), R), R) 
total-foedte(attr(s-ted, "bukk", T-ellerPlusEn, Tl ,A-nt) 
val (add(div (mul (R-p,R), +2.0) ,A-nt) ,A-ntBuklær); 
·~ få en tilfeldiq fordelirq av kjlnnene!! Slik det ernA" 
"er det 50/50 simler oq b.Iklær" 
"~ellirq av Simler oq Buklær" 
antall-rein(attr (5-ted,K-j,A-ld, T) ,A-ntRein) -> 
akkurm-rein (attr (s-ted, "simle", l, T), l'r-ntSim) 
akkurm-rein (attr (s-ted, ''bukk", l, Tl ,A-ntBukk) 
val (add (A-ntS!m, A-ntBukk) ,A-ntRein); 
aklo..Jrrrrt-rein(attr (s-ted, "simle",l8, T) ,A) -> 
val(+O.O,A); 
akla.mn-rein (attr (s-ted, "simle" ,N, T) ,A) -> 
val (inf (N, 18) , l) 
ask-kar;>(rein (attr (s-ted, "simle" ,N, T) ,A-ntall) ,A-ntall) 
val (ad:i(N, l) ,N-PlusEn) 
akkurm-rein (attr (s-ted, "simle" ,N-E' lusEn, Tl ,Al) 
val (ad:i(Al,A-ntall) ,A); 
akkurrm-rein (attr (s-ted, "b.lkl<.", 13, T) ,A) -> 
val (+O.O,A); 
akkurrm-rein (attr (s-ted, "b.lkl<.", N, T) ,A) -> 
val (inf(N, 18) ,l) 
ask-kar;>(rein (attr (5-ted, "b.lkl<." ,N, T) ,A-ntall) ,A-ntall) 
val (add(N, l), N-PlusEn) 
akkurm-rein (attr (s-ted, "bukk" ,N-E' lusEn, T) ,Al) 
val (add (Al, A-ntall) ,A) ; 
"ttttttttttttuuuuuttuuuuuttttttttttt" 
"fungerer iklæ foreløpig'' 
akkurrm-rein-it (attr(s-ted, "simle",A-ld, T) ,A) -> 
assiqn(antall,+O.O) 
enun(U, 18) 
val (sub (U, l) , N) 
ask-kar;>(rein (attr (s-ted, "simle",N, T) ,A-ntall) ,A-ntall) 
eq (1'-<!!p, antall l 
assiqn(antall,val (add(T-eup,A-ntall))) 
eq (A, antall) ; 
akkurrm-rein-it (attr (s-ted, "bukk" ,A-lei, Tl ,A) -> 
assiqn (antall, +0.0) 
enun(U, 14) 
val (sub (U, l), N) 
ask-kar;> (rein (attr (s-ted, "b.lkl<.", N, T) ,l'r-ntall) ,A-ntall) 
eq (T-øtp, antall) 
assiqn (antall, val (add (T-eup,A-ntall) ) ) 
eq (A, antall) ; 
.. furqerer iklæ foreløpig'' 
............................................. 
beite-l:lehm (A-ttributter, 8-eholl) -> 
antall-rein (A-ttributter,A-ntRein) 
val (div(A-ntRein,+3.0) ,IH!rov); 
beite-pr-ind(A-ttributter, IH!ite) -> 
tllqj-t>eite (A-ttributter, <r-llqj8eite, B-ehOII>) 
val (div (B-eh011, T-llqj8eite), IH!ite); 
"* ** ** ** ** ** ** ** *** ** ** ** **** ** ***** * * ** ** * * ** **** *** ** ** * n 
"* ****** •• **** •••• * •• ** ..... ** ** ** •• * •• **. ** * ** ** ••••• *'* ** ... 
'~esket" 
ant -<nenn (P) - > 
ask (antpersq, Sl 
strirq-inteqer es, P l; 
"Finnes i aktive installasjoner." 
aNdel -snikskyttere (1'.-rrlel.snik) -> 
ask (andelsnikskyttq, 5-Prossnik) 
str-pros-real (5-ProsSni.k,J>.-rrlel.Snik); 
"******* **** ** ** *** ** ••••••••••••••• ** •••••••••• ** ........ .. 
............................................................. 
''Polarrev" 
"!Xliarrev(N, T,J>r.ntall) ;" 
"Antall innelcl.der antallet polarrev for aldersgruwe <N> oq " 
"i tid <I>;" 
polarrev(attr(s-ted, K-joenn,O,O) ,+l.Oe+2) ->; 
polarrev (attr(s-ted,K-joenn,l,O) ,+l.Oe+2) ->; 
polarrev (attr(S..ted,K-joenn, 2,0) ,+l.Oe+2) ->; 
polarrev (attr(s-ted, K-joenn, 3,0) ,+l.Oe+2) ->; 
polarrev (attr(s-ted, K-joenn, 4,0) ,+l.Oe+2) ->; 
polarrev(attr(s-ted, K-joenn, 5,0) ,+l.Oe+2) ->; 
polarrev (attr(S..ted, K-joenn, 6,0) ,+l.Oe+2) ->; 
polarrev(attr(s-ted, K-joenn, 7,0) ,+1.0e+2) ->; 
polarrev (attr(s-ted, K-joenn,8,0) ,+l.Oe+2) ->; 
polarrev (attr(s-ted,K-joenn, 9,0) ,+l.Oe+2) ->; 
polarrev (attr(s-ted, K-joenn,lO,O), +l.Oe+2) ->; 
polarrev (attr(s-ted,K-joenn,ll,O) ,+1.0e+2) ->; 
polarrev (attr(5-ted,K-joenn,l2,0), +l.Oe+2) ->; 
polarrev (attr(s-ted,K-joenn,l3,0) ,+1.0e+2) ->; 
polarrev (attr(s-ted, K-joenn,l4,0), +l.Oe+2) ->; 
polarrev (attr(5-ted,K-joenn,l5,0) ,+1.0e+2) ->; 
polarrev (attr(s-ted,K-joenn,16,0) ,+l.Oe+2) ->; 
"antall-p:llarrev(T,AntaliP) ->" 
"regner ut p! grunnlaq i!N polarrev-bestanden i tid <1'> antallet" 
" polarrev;" 
antall-polarrev(T,J>r.ntallP) -> 
akklJIIII-1X>larrev (attr (Vl, V2, O, T) ,A-ntallP) ; 
"aklcunn-palarrev (attr (-, -,N, 0) ,A) ->" 
"Initielle (default) verdier se over;" 
"aklcunn-palarrev(Attributter,A) ->" 
"qår fra alder <N> cppti.l 16 san er lvzlyeste alder p! polarrev oq " 
"legger i A sumnen i!N polarrever i i alle aldersklasser;" 
"aklcumn-polarrev (Attributter,A) ->'' 
''vanlig utregning; Sjekker at vi ildæ går ut OITei" hl2rfeste alder; " 
"I tillegg unngAr vi TII>-0 siden denne ivaretaes i!N default " 
"in1. tierirgen; •• 
akk\JIIII"1X)larrev (attr (Vl, V2, N, 0) ,A) -> 
val (1nf(N,l7) ,l) 
polarrev (attr (Vl, V2, N, 0) ,A-ntall) 
val (ad:i (N,l) , Nl) 
aklcunn-palarrev(attr (Vl, V2,Nl, 0) ,Al) 
val (add (Al,J>r.ntall) ,A) ; 
aklamn-pal.arre(attr(Vl,V2,17,T),A) -> val(+O.O,A); 
akk\JIIII"1X)laev (attr(Vl, V2,N, T) ,A) -> 
val (inf(N,l7) ,l) 
val (inf (0, T) ,l) 
ask-~ (polarrev (attr (Vl, V2,N, T) ,1'.-ntall) ,1'.-ntall) 
val (ad:i(N,l) ,Nl) 
aklcunn-palarrev(attr (Vl, V2,Nl, T) ,Al) 
val (add(Al,J>r.ntall) ,A); 
............................................................. 
............................................................. 
"Ca normale rrortaliteter hentet fra SU'albardreinen oq dens livsgrunnlaq;" 
noii1HIIOrt(attr (Vl, "simle",l, V2), +1.3e-l) ->; 
noZl!HOOrt (attr (Vl, "simle", 2, V2), +6.0e-l) ->; 
noii1HIIOrt (attr (Vl, "simle", 3, V2), +6.0e-l) ->; 
noii1HIIOrt (attr (Vl, "simle", 4, V2), +1.6e-l) ->; 
noii1HIIOrt (attr (Vl, "simle", 5, V2) ,+l.Se-1) ->; 
noii1HIIOrt(attr (Vl, "simle", 6, V2) ,+1.4e-l) ->; 
noii1HIIOrt(attr(Vl,"simle", 7,V2),+1.6e-l) ->; 
nomHOOrt (attr (Vl, "simle", 8, V2) ,+l.Se-1) ->; 
noii1HIIOrt (attr (Vl, "simle", 9, V2), +2.1e-1) ->; 
noii1HIIOrt (attr (Vl, "simle",l0,V2) ,+2.4e-l) ->; 
noii1HIIOrt (attr (Vl, "simle",ll, V2) ,+2.0e-l) ->; 
noZl!HOOrt (attr(Vl, "simle",l2, V2) ,+3.5e-l) ->; 
noii1HIIOrt (attr(Vl, "simle",l3, V2) ,+5.0e-l) ->; 
noii1HIIOrt (attr(Vl, "simle",l4, V2) ,+2.6e-l) ->; 
noii1HIIOrt (attr(Vl, "simle",l5,V2) ,+1.6e-l) ->; 
noii1HIIOrt (attr (Vl, "simle" ,16, V2), +2.0e-l) ->; 
noii1HIIOrt (attr (Vl, "simle",l7, V2) ,+S.Oe-1) ->; 
noii1HIIOrt (attr (Vl, "simle",17, V2) ,+1.0) ->; 
noii1HIIOrt (attr (Vl, "bukk",l, V2) ,+l.Je-1) ->; 
noii1HIIOrt (attr (Vl, ''bukk" ,2, V2) ,+6.0e-1) ->; 
noZl!HOOrt (attr (Vl, "bukk", 3, V2) ,+J.Oe-1) ->; 
noil!HOOI't (attr (Vl, ''bukk",4, V2) ,+S.Oe-1) ->; 
noil!HOOI't (attr (Vl, ''bukk", S,V2) ,+l.Se-1) ->; 
noil!HOOI't (attr (Vl, ''bukk", 6, V2), +l. 6e-l) ->; 
noil!HOOI't(attr (Vl, ''bukk", 7 ,V2) ,+2.3&-1) ->; 
noil!HOOI't (at tr (Vl, ''bukk", 8, V2) , + 3. Se-l) ->; 
noil!HOOI't(attr (Vl, ''bukk", 9, V2) ,+S.Oe-1) -,>; 
noil!HOOI't (attr (Vl, ''bukk", 10, V2) ,+6.3&-1) '"->; 
noil!HOOI't (attr (Vl, ''bukk", 11, V2) ,+7 .Se-l) ->; 
noil!HOOI't (attr (Vl, "bukk" ,12, V2) ,+8.4e-l) ->; 
noil!HOOI't (attr (Vl, ''bukk" ,13, V2) ,+1.0) ->; 
"Henter inn en initiell mortalitet for tidsskritt 0;" 
"Hvis brukeren starter rred tidsskritt O qjelder default!!! Det samne er" 
"tilfelle for korxiisjal;" 
''ITOrtalitet (Attrlbutter,Ml ->'' 
"Attrihltter-attr (sted, Kjoenn, Alder, l'id);" 
"beregner rrcrtalitetsrate <M> ~ qrunnlaq av predasjon, korxiisjon oq" 
"sykdan; Det taes utqMqsplnkt i en nonnal rrcrtalitet <hOJ:IIH!Drt/2>; • 
rrcrtalitet (attr(s-ted, K-joenn,A-lder, 0) ,M-ort) -> 
aJtml. (''MJRI."') 
l10IJIH!Ort (attr (Vl, K-jænn,A-lder, V2) ,M-ort) 
aJtml. ("t1:Rl'<") ; 
mortalitet (h-ttrihltter,N-M) -> 
aJtml. (''MlRI."') 
predasjon(A-ttributter,P) 
kondisjon (h-ttrihltter, V-ekt) 
kaldl.s-m:>rt (A-ttributter, v-ekt, M-ort) 
ask-katp (syk (A-ttrihlt ter, S) , S) 
bez ("Syk", ''M:>rt", syk-IIDrt-bez (S, s-Ml) 
noil!HOOI't (h-ttrihltter ,N-<liiiM) 
rrcrt-f (P ,M-ort,s-M.N-amM,M) 
null-e"~ (''!Tort n ,M,N-M) 
ass-rein-d:l (asked-katp (ln:lrtalltet (A-ttributter, N-M) ,N-M)) 
aJtml. ('MRI'<"); 
"syk-IIDrt (S, 5-yl<M%t) må leqges inn! ! ! " 
...................................................... 
MRiru.I~· 
............... ttttttttttttttttttttttttttttttttttttt" 
rrcrt-f (P-red, M-ort, s-yk, N-<m!M:>rt, N;f't:lrt) -> 
val (ad:i(P-red,ac:Xi(M-ort,ad:i(s-yk,N-<m!M:>rt))) ,N-yM:>rt); 
...................................................... 
" kon:iis-m:>rt kaldl.sjonens virlcninq ~ MRrALITETEN;" 
"Kmdisjalens innvirlcninq pl mortalitet;" 
"Proporsjonal samnenhenq rrellan mortalitet oq kcn:iisjon!" 
korxiis-m:>rt (h-ttrihltter, V-ekt,M-ort) -> 
vekt-rel-n-vekt(A-ttributter,V-ekt,R-ateNVekt) 
val(inf(~teNVekt,+6.0e-l),l) 
val (+l.O,M-ort); 
korxiis-m:>rt (A-ttrihltter, V-ekt,N-M:Irt) -> 
vekt-rel-n-vekt(A-ttributter,V-ekt,R-ateNVekt) 
val (inf (+l. O, R-ateNVekt), 0) 
km (R-ateNIIekt,M-ort) 
null-en ("kcndiS-IIDrt", M-ort, N-M:lrt); 
km(~teNVekt,M-ort) -> 
val (sub (+l.O,Illll. (+2.5, sub(~teNIIekt,+6.0e-1))) ,M-ort); 
kald-til-m (G-radKon:iis jon) -> 
ask (korrl!Drtq, 5-ProsKon::lis joo) 
str-pros-real (5-ProsKaldisjon, G-racl<a!disjal); 
"Sykdans innvirkninq p} rrcrtaliteten;" 
syk-til-m(G-rac!Syk) -> 
ask (sykrrcrtq, s-GradSyk) 
st.r-pros-real (s-Gra:isyk, G-radSyk); 
................. * * * ** •• **** **** ••••• * ***** ** * *** ••••• ** •• *" 
"* ** ** **** **** ••••••• ** ** ** ** ••••••• ** **** **** ** •••• * ** ** *" 
''predasjon(attr(-,Kjoenn,Alder, 0) ,0) ;" 
"henter inn initiell predasjal san settes til <O> i tidsskritt <0>;" 
"predas jon (Attrihltter, Pl ->" 
"Attrihltter-attr (sted, Kjoenn,Alder,l'id) ; " 
"beregner predasjoo <P> i neste tidsskritt <rid> for dyra rred <Kjænn> at' 
"<Alder>;" 
.. ask-katp (rein (A-ttributter,A-ntallrein) ,l'r-ntallRein) n 
"skal kanskje v re rred" 
predasjon(attr (5-ted, K-joenn,A-lder,O} ,+0.0) -> outml ("PRED"); 
predasjoo (A-ttri.bJtter,N-P) -> 
aJtml. ( "PRED") 
eq(h-ttrihltter,attr (5-ted,K-jænn,A-lder, T..PlusEn)) 
val(sub(T~lusEn,l), T) 
ask-karp(p:llarrev-Ul-pr (A-ttributter,G-radP) ,G-radP) 
antall-polarrev (T ,A-ntF) 
andel-snikskyttere (h-rdSnik) 
ant -menn (A-ntM) 
ask-korp (bes katt-rein (A-ttributter, s--kattA!Xlel), 9-eskattA!Xlel) 
pred-f (G-radP, float (A-ntp) ,A-nd.SniJt, float (A-ntM) , 9-eskattJ\ndel, P) 
null-<!!! ("?red"' p' N-P) 
ass-rein-å> (aslæd-katp (pred:Lsjcn (A-tt.rih.ltter ,N-P) ,N-P)) 
outml ("PRED<"); 
"fttttttttttttttttttttttttttttttttttttttttttttttttt" 
PREDASJCNS-FlN<SJQÆN" 
"ftttttttttttttttttttttttttttttttttttttttttttttttt" 
pred-f (G-radP,l'r-ntP,l'r-ndSnik,lr-ntM, s--kattA!Xlel, P) -> 
val (adi(add(rmll(G-racP,A-ntP) ,mul. (A-nd.Snik,A-ntM)) ,s--kattA!Xlel), P); 
"fttttttttttttttttttttttttttttttttttttttttttttttttt" 
" V1 finner antall djr skutt ved snikskytinq ved A multiplisere andel djr • 
"ulovliq falt pr. menneske med antall menesker i anrådet;" 
"* *'* ** **** **** •• ** *. * ****** ** ** ** ••• ** ** •• ** ** ******* ..... .. 
... * * ** ** •• **** •• ** * ** * * ** ** ** ** **** * ** **** •• ****** ********" 
ideell-vekt (attr (Vl, "simle",O, V2) ,+1.2e+l) ->; 
ideell-vekt(attr (Vl, "simle", l, V2) ,+2.0e+l) ->; 
ideell-vekt (attr (Vl, "simle", 2, V2) ,+3.0e+l) ->; 
ideell-vekt(attr(Vl, "simle", 3, V2) ,+3. 7e+l) ->; 
ideell-vekt (attr (Vl, "simle", 4, V2), +4 .3e+l) ->; 
ideell-vekt (attr (Vl, "simle", 5, V2) ,+4. 7e+l) ->; 
ideell-vekt (attr (Vl, "simle", 6, V2), +S.Oe+l) ->; 
ideell-vekt (attr (Vl, "simle", 7, V2) ,+5.2e+l) ->; 
ideell-vekt (attr (Vl, "simle",8, V2) ,+5.2e+l) ->; 
ideell-vekt (attr (Vl, "simle", 9, V2) ,+5.2e+l) ->; 
ideell-vekt(attr (Vl, "simle", 10, V2) ,+5.3e+l) ->; 
ideell-vekt (attr (Vl, "simle", ll,V2) ,+5.3e+l) ->; 
ideell-vekt (attr(Vl, "simle", 12,V2) ,+5.3e+l) ->; 
ideell-vekt (attr(Vl, "simle", 13,V2) ,+5.3e+l) ->; 
ideell-vekt (attr(Vl, "simle", 14, V2) ,+5.3e+l) ->; 
ideell-vekt (attr(Vl, "simle", 15,V2) ,+5.3e+l) ->; 
ideell-vekt (attr (Vl, "simle", 16,V2) ,+5.3e+l) ->; 
ideell-vekt (attr (Vl, "simle", 17, V2) ,+5.3e+l) ->; 
ideell-vekt (attr (Vl, ''bukk" ,O, V2) ,+ 1.2e+l) ->; 
ideell-vekt(attr (Vl, ''bukk",l,V2) ,+2.0e+l) ->; 
ideell-vekt(attr (Vl, ''bukk",2,V2) ,+3.0e+l) ->; 
ideell-vekt (attr (Vl, "bukk", 3, V2), +3. Se+ l) ->; 
ideell-vekt (attr (Vl, ''bukk",4, V2) ,+4.0e+l) ->; 
ideell-vekt (attr(Vl, ''bukk", 5, V2) ,+4.2e+l) ->; 
ideell-vekt (attr(Vl, ''bukk", 6,V2) ,+4.4e+l) ->; 
ideell-vekt (attr(Vl, ''bukk", 7,V2) ,+4.5e+l) ->; 
ideell-vekt(attr(Vl, ''bukk" ,8,V2) ,+4.6e+l) ->; 
ideell-vekt(attr (Vl, "bukk", 9,V2) ,+4.6e+l) ->; 
ideell-vekt (attr(Vl, ''bukk", 10, V2) ,+4.6e+l) ->; 
ideell-vekt (attr (Vl, ''bukk", ll,V2), +4.6e+l) ->; 
ideell-vekt (attr (Vl, ''bukk" ,12, V2) ,+4.6e+l) ->; 
voksen-vekt(attr (Vl, "simle", V2,V3) ,+5.3e+l) ->; 
voksen-vekt (attr (Vl, ''bukk", V2, V3) ,+4 .6e+l) ->; 
"Henter inn en initiell vekt for tldsskritt 0;" 
"Hvis brukeren starter med tidsskritt O qjelder default! ! ! Det same er" 
"tilfelle for !!Drtalltet;" 
"kond1s jon (A-tt.rih.ltter ,N-yvekt) ->" 
"Kaldis jcn er det sam-e san vekta p! djret. Her bereqnes rry vekt <Nfvekt>" 
•'pl ~av en rekl<e miljolbetingelser.?????" 
kond1sjon(attr(5-ted,K-joenn,A-lder,O),V-ekt) -> 
outml (''I<IN)") 
ideell-wkt (attr (Vl,K-joenn,A-lder, V2), V-ekt) 
outml ("KCNX"); 
l<ald.l.sjcn (A-ttributter,N-r~ekt) -> 
outml ( "l<[N)") 
eq(attr(s-ted,K-joenn,lr-lder,T~lusEn),A-ttributter) 
val (sub(T~lusEn, l), T) 
val ( sub (h-l der, l ) , A-ldo!l.nEn) 
ask-kamp(kcndisjcn(attr(s-ted,K-joenn,lr-ldMinEn,T),V-ektFoer),V-ektFoer) 
syk (A-ttrlbutter,s) 
belte-pr-irrl (A-ttributter, EH l 
lnst-forst (Fl 
ideell-vekt (A-ttributter, I-æellVekt) 
vekt-rel-n-vekt (attr (Vl, K-joenn,A-lcMinEn, V2), V-ektFoer,R-elVekt) 
vekst-justerlnq (R-elVekt, v-J) 
ny-kord-f (A-ttributter, V-ektFoer,B-I,F, V-J, N-Yiekt) 
ass-rein-å> (asked-katp (korrlis jon (A-ttributter, N-r~ekt) ,N-r~ekt)) 
outrnl (''KCNX''l; 
"tflttttttttt#ttttttttttttttttttfttttttfttttttttttt" 
KQVI~· 
"ttftttttttllttttttUtttUttttttttUtttttttttttttttt" 
"ny-kondisjon (Attributter, Vf,Bi, F, Vj, Nyvekt) ->" 
"nykmdisjoo beregner ny kmdisjoo i årsste.::p;" 
"I~ beite eller kmdisjcnsprc:bl.emer;" 
"l?rchlemer! !IJ.ne r !»virkninq(prcparsjalal);" 
ny-kmd-f (attr (Vl, K-j,A-ld. V2), V-F, 9-I, F, V-J,N-yVekt) -> 
val (inf (llul (+3.0,9-!),+1.0) ,O) 
eq(F,+O.O) 
val (sub (A-ld. l) , A-ld-11nF.n) 
ideell-vekt (attr (Vl, K-j,A-ld-11nF.n, V2), I-VNu) 
ideell-vekt (attr (Vl,K-j,A-ld. V2), !-\/Neste) 
val (sub(I-VNeste, I....lJ!oll) ,I>-iffiV) 
val (llul (acl:i(V-F,I>-iffiV), v-J) ,N-yVekt); 
ny-kmd-f(attr(Vl, K-j,A-ld. V2), V-F,B-I,F,V-J,N-yVekt) -> 
val (sub(A-ld.ll ,A-ld-11nF.n) 
ideell-vekt (attr (Vl, K-j,A-ld-11nF.n, V2), I-l/Nu) 
ideell-vekt (attr (Vl,K-j,A-ld. V2), !-\/Neste) 
val (sub(I-VNeste, I....lJ!oll) ,1>-iffiV) 
paadrag (9-I, F, 1>-iffiV, J-ustertl?aadrag) 
val (rnul (ad:i (V-F, J-ustertl?a.odraq) , V-J), N-yVekt) ; 
"ttttttttttt#UUtttflttttttttttttttttttttttttttttt" 
''paadraq(Beite,Foru,Diffiv,l?aadrag) ->" 
"Beite ligger mellan O eg 1/3. Foru mellan O eg l. Diffiv er differanse " 
"vekt rrellan ideell vekt Alcle~l til Alcler." 
paadraq (B-eite, F-oru,l>-iffiV, P-aadraq) -> 
paavirkning-beite (B-eite, B) 
paavirlcning-foru (F-aru, F) 
val (sub (D-iffiV,acl:i(mul (B,mul (9-eite,I>-iffiv)) ,mul (F,mul (F-aru,I>-iffiv)))), 
P-aadraq); 
paavirlming-beite(a-eite,B) -> 
val (div (+l. O, +3.0), E-ntredj) 
normaliser (E-ntredj, 9-eite,N-Beite) 
bez ("Beite", "Korxi", paavirk-bei te-bez (N-Be1 te, B) ) ; 
paavirknirq-foru (F-aru, F) -> 
bez ("Forurensing", "Kald'', <paavirk-foru-bez, F-aru, F>); 
''Vekst-justering (R-elVekt, V-ekstJUst) ->" 
"forell2big line r vekst justering. Potensiell vekt l kning maksvekt hvis" 
"kondisjoo er o. 6." 
max-vekt-just(+2.0) ->; 
"Proporsjonal minking av justeringsfaktoren ned til l (Iclentitet);" 
"NM vekt p& dyret • icleell vekt så vokser dyret etter " 
"nykondis ja! beregningen;" 
vekst-justering (R-e! Vekt, V-ekstJUst) -> 
eq(R-e1Vekt,+6.0e-l) 
max-vekt-just (V-ekstJust); 
vekst-justering (R-elVekt, V-ekstJust) -> 
max-vekt-just (M-axVJ) 
val (div (sub<*axVJ, +1.0) ,+4.0e-1) ,1>-iff) 
val (sub (M-axVJ,mul (D-iff,sub(R-e1Vekt,+6.0e-1))), V-ekstJust); 
vekt-rel-n-vekt (attr (Vl,K-j,A-lcler, V2), V-Foer,R-ate) -> 
ideell-vekt (attr (Vl, K-j,A-lcler, V2), I-Vekt) 
val (div(V-Foer,I-1/'ekt) ,R-ate); 
vekt-rel-voksen-vekt (attr (Vl, K-j, V2, V3), V-ekt, R-ateVoksVekt) -> 
voksen-vekt (attr (Vl, K-j, V2, V3), V-v) 
val (div (V-ekt, V-v) ,R-ateVoksVekt); 
"Tilgjengelig beites innvirkning p& ka!disjooen." 
tllgjb-tll-k (G-radl'llgjei'YJ'!liglleite) ->; 
"* •••• ** ** •• ** ** ••••••• ** •••••• ** ** * * *** **** •••••• *******.fl 
................................................................ 
"Sl:'K" 
"syk (attr (-, -, -, 0), 0);" 
"henter inn initiell syk; I tidsskritt <O> er syk <O>; D.v.s at elet ikke er" 
"syl<danspAvirkning fra installasjooer;" 
"syk(Attrib.Jtter, S) ->" 
"Attrti:utter-attr(Sted,Kjoenn,Alcler, Tidl;" 
"tar !» grunnlag av kjønn, alcler og tid. og beregner en sykdansrate i" 
"inteLVillet [0,1];" 
syk(attr (Vl, V2,V3, 0) ,+0.0) -> ootml ("SYK''); 
syk(attr (5-ted, K-joenn,A-lder, T-PlusEn) ,N-S) -> 
aJtml. ("SYK'') 
val (sub (T-PlusEn, l), T) 
val (sub (A-lder, l) ,A-ldfu!En) 
kond-til-s (G-rad!<) 
ask-karp (korxlis joo (attr (5-ted, K-joenn,A-ldfu!En, T) , K), K) 
foru-til-s (G-radForu) 
inst-foru (F-oru) 
val (ad:i (mul (G-rad!<, K) ,mul. (G-radForu, F-oru) ) , S) 
null-en ("syk", S,N-S) 
ass-rein-db (aslæd-karp (syk (attr (5-ted, K-joenn,A-lder, T-PlusEn) ,N-S), N-S)) 
aJtml. ("SYK<"); 
"#ttttttttttttttttttttttttttttttttttttttttttttttttt" 
SYK-f'lNI<Sol:N:N'' 
"#lttttttttttttttttttttttttttttttttttttttttlttttltt" 
" S is Grad-k*K + Grad-foru*F, " 
"tttttttttttttttttttttttttttttttttttttttttttttttttt" 
"Foru-tll-s er pred.ikatet san forteller hvor stor påvirlminq " 
"forurensirq har på SYK;" 
foru-tll-s (I -nnv) -> 
ask (forusykq, s-Innv) 
str-pros-real(5-Innv,I-nnv); 
"Kordisjonens innvirkninq på sykdan;" 
kood-tll-s (I-nnv) -> 
ask (lcaldsykq, 5-Innv) 
str-pros-real (5-Innv, I-nnv): 
... **** •••••••••• *** ** **** •• ** **** *** ****** ****** ** ** * ..... .. 
............................................................. 
''Vi antar det bare er et kalvinqscmråde for hver bestand. (It-beskaffenhet)" 
" Kal vinqsanråde" 
"kalvinqsanraade (s-ted, Areal, K) ->" 
"sjekl<er an det finnes forstyrrelse på s-ted <5-ted>.Hvis ikke sA er " 
"kalvings- anr!de urørt, ellers finnes ut hva slags oq hvor kraftiq " 
"forstyrrelse. Beskaffenheten til kalvi.nqsanr}de <l<> blir justert " 
"deretter i <forst->ko/2>. Beskaffenhet• besk (Areal, Kvalitet) • " 
~ vel oqsA v re avhenqiq av forrige tidsstepps kalvo. beskaffenhet." 
kalvi.nqsanraade (attr (5-ted, Vl, V2, T-PlusEn) , B-eskaffenhet) -> 
aJtml. ( "l<l\LVO'') 
not (forstyrr (5-ted)) 
val (sub(T-PlusEn, l), T) 
ask-karp (kalvinqsanraade (attr (5-ted, Vl, V2, T-PlusEn) , B-eskaffenhet) , 
B-eskaffenhet) 
aJtml. (''1<1\LVU<") : 
kalvi.nqsanraade (attr (st"'i!d. Vl, V2, T...PlusEn) , B-eskaffenhet) -> 
aJtml. (''1<1\L\10'') 
val (sub (T...PlusEn, l), T) 
ask-karp(kalvinqsanraade (attr (s-ted, Vl, V2, T), B--eskaffenhet), B--eskaffenhet) 
total-forst-til-ko (s-ted, B--eskaffenhet) 
aJtml. (''1<1\L'vU<") ; 
"Gåenæ oq helikopter spesielt!" 
forst-tll-ko(s-ted,besk(A-real,K-val)) -> 
ask(stedaiq,S) 
eq(s,s-ted) 
val (+O.O,K-val) 
val (+O.O,A-real) 
c.Unb 
assert (asked(ædelaqtkalvcq, "ja"), nil) 
cbm("rein"); 
forst-tll-ko(s-ted,B-esk) -> 
rue&-flyq (X, 5-ted) 
antall -flyqinger (A-nt) 
flyq--forst-kalv-f (A-nt, B--esk): 
forst-til-l<o(s-ted,B-esk) -> 
rue&-flyq (5-ted, X) 
antall -flyqinqer (A-nt) 
flyq--forst-kalv-f (A-nt,B--esk): 
forst-til-ko(s-ted,B-esk) -> 
sted-turqanqe (s-ted) 
ant-turgaaere (A-nt) 
tur-forst-kalv-f (A-nt, B-esk): 
"total-forst-tll-ko (B--esk) ->" 
"qår iqjenn::m alle forstyrrelses typene oq henter deres respektive" 
"beskaffenheter <Areal, Kvalitet> isolert sett. Disse blir multiplisert" 
"sanren. Vi må kanskje i annen arqanq ha en mer sofistikert utreqninq." 
total-forst -til-ko (s-ted, B--esk) -> 
setof (K,forst-til-ko(s-ted.besk(A,K)) ,K-l) 
nult-llst (K-l,K); 
flyg-forst-kalv-f (A-ntFlyg,besk (A, K) ) -> 
noDII!!.llser (100,A-ntFlyq, ~AntFlyq) 
bez (N-Antflyq,K); 
tur-forst-kalv-f (A-nt, besk (A, K)) -> 
noDII!!.llser (1CXXl,A-nt, ~Ant) 
bez (N-ant,K); 
forstyrr (s-ted) -> ask (stedal.q. S) eq (S, s-ted); 
forstyrr (s-ted) -> ask (flyqf~ S) eq(S, s-ted); 
forstyrr (s-ted) -> ask (flyqtilq, S) eq(S, s-ted); 
forstyrr(s-ted) -> ask(baatrutefraq,S) eq(S,s-ted); 
forstyrr(s-ted) -> ask(baatrutetilq,S) eq(s,s-ted); 
forstyrr (s-ted) -> ask (stedturq, S) eq (S, s-ted); 
"forstyrr(s-ted) -> ask(q,S),eq(S,s-ted) ." 
"--------------------------
.... ** * * •• **** ••••• 111' * •••• ** *. **** ** ** * •• ** ** ** ** ** ** **. * * ***" 
...................... ** ** •• ** •• ** •• * ** **** ** ** ** •• *** ** ..... 
"!Eproduks jcrl" 
"reproduksjoo (Attri.b..ttter, R) ->'' 
"Attri.b..ttter-attr (Sted, Kjoenn,Alcler, Tid);" 
"Gir reprodults jonsrate <R> for simlene med alder <Tid> (T);" 
reprodults jon (A-ttri.b..ttter, ~R) -> 
outml ("'REPRO'') 
syk-til-rp (G-rcd.S) 
syk (A-ttril:utter, Sl 
kcrxi-til-rp (G-rad<) 
kondisjon (A-ttril:utter, V~t) 
Jcmdis-repro (A-ttri.b..ttter, v~. R-eproRate) 
antall-km-flyg (K-m) 
ant-turqaaere (A-ntTurer) 
repro-f (G-radS, S, G-radK, R-eproRate, K-m,A-nt'l\lrer, R) 
nulle-en ("repro''. R.~) 
ass-reirHD (asked-katll (reprodultsjat (A-ttributter,~) .~Rl l 
outml (''REPRX") ; 
repro-f (G-radS, S, G-radK, R-eproRate, K-m, A-ntall, R) -> 
val (acki (mul (G-radS, S) ,lllll. (G-rad{,R-eproRate) ) , R); 
"Jcmdis-repro (attr (Vl, Kj, V2, V3), V-ekt, R-epro) ->'' 
"Kcndisjalens innvirkn.lnq p! reprodultsjonen;" 
"Line r reproduksjon stigning fra 7041 I!N voksenvekt til Voksenvekt;" 
"0.5 i repro til 0.95;" 
korrlis-repro (attr (Vl, K-j, V2, V3), V-ekt, R-epro) -> 
vekt-rel-voksen-'lfekt (attr (Vl,Kj, V2, V3), V-ekt,P) 
val(inf(P,+7.~1),1) 
val (+O.O,R-;;,pro); 
korrlis-repro (attr(Vl,Kj, V2, V3), v~.~Peprol -> 
vekt-rel-voksen-'lfekt (attr (Vl,Kj, V2.V3) .v~.Pl 
val (inf (P,101) ,1) 
val (ad:i(+5.~1,nul (sub(P,+7 .~1) ,dl.v(+3.0,+2.0))) ,R-epro) 
null-en ("korrlis-repro", R-epro,N-Repro); 
"Pepre is (P-70)* (3/200) + 0.5;" 
"ref Øritslarx!s notater;" 
kat~til-rp(I-nnv) -> 
ask (kondreproq, 5-Innv) 
str-pros-real (s-Innv, I -nnv): 
"Syl<dans innvirkn.lnq p! Reprodlks jonen" 
syk-til-rp (I -nnv) -> 
ask (sykreproq, s-Innv) 
str-pras-real (s-Innv, I -nnv); 
... ** ****** •• **** ** * •• * * •• ****** *** *. **** •••• ** ****** * * * ** *" 
"*** ** ** ** ** ******. ** ** ••••••••••••••• ****** •••••••• * •• ** *" 
\11\N)IUJoaR" 
''vandringer (Attributter, V) ->" 
"gir rate «> for hvor m.arqe dyr san vandrer i tid <T> på grunnlag " 
"av forstyrrelse oq kondisjon i tid <T>;" 
vandringer (A-ttributter, V) -> 
outml (''VJIN)R") 
forst-til-v(G-radFarst) 
karl-til-v (G-radK) 
inst-forst (F) 
ask-karp(l<ondisjon(A-ttrib.ltter, V-ekt) ,V~kt) 
vekt-rel-n-vekt (A-ttributter, V-ekt, R-elVekt) 
vanclr-f (G-radForst, G-rad<,F, R-elVekt, V) 
ass-rein-d:> (asked-ka!p (vandringer (A-ttributter, V) , V) ) 
cutml. (''VNVR<"); 
"fttttttttttttttttttttttttttttttttttttttttttttttttt" 
WIM)RI~' 
"ftltttttttttttttttttttttttttttttttttttttfttttlfttt" 
vandr-f(G-rF,G-rK,F,R-V,V) -> 
val (ad:i (Jnul (G-rF, F) ,mul (G-rK, R-V) ) , V) ; 
"tttttttttttttttttttttttfttttttttttttttttttttttfttf" 
"Februar, mars, april; BaJ:e volcsne dyr! (70.. tN asyøptote vekt) ; " 
"Kaldisja>enS innvirkninq p& vandringer;" 
kald-til-v (I-nnv) -> 
ask(kon:ivandrq, s-rnnv) 
str-pros-real (s-Innv, I-nnv); 
farst-tll-v(I-nnv) -> 
ask(forstvardrq,s-Innv) 
str-pros-real (s-Innv, I -nnv); 
"*********************************************************" 
·························•*********************************" 
"tllqj-beite(T+l,B) ->" 
"Henter inn areal reinvegetasjal i anrådet, reinens arealbehcw at' 
''beregner nytt beite <B>;" 
tilqj-beite(attr(s-ted,K-j,A-ld,T-PlusEn),<lH!ite,~hov>) -> 
outml ("TTI.GJBEITE") 
val (sub(T-PlusEn,l), T) 
val (sub(A-ld, l) ,A-lcMnEll) 
areal-rein-veq (attr (s-ted, Vl, V2, T-PlusEn) ,A-real) 
beite-behov (attr (s-ted, K-j,A-lcMnEn, T), B-ehov) 
tllqj-b (A-real, 8-ehc:N, B-elte) 
ass-rein-d:> (aslæd-karp (tllqj-beite (attr (s-ted, Vl, V2, T-PlusEn), <lH!ite, ~hov> 
),<lH!ite,~)) 
outml (''TII.GJBEITE<"); 
"tllqj-b(Areal, Behov, Beite) ->" 
"beregner baiteqnmnlaget <Beite> i areal far reinen;" 
tilqj-b (A-real, B-ehc:N ,B-elte) -> 
val (sub (B-ehc:N ,A-real) ,D-iff) 
val (inf (+0. O, D-iff), l) 
val (sub(A-real,D-iff), ~ite); 
tllqj-b(A-real,IH!hcN,A-real) -> val (inf (+O.O,sub(A-real,B-ehc:N)), l); 
''Vi antar .!1lgen minkirq av beite når beitetrykket er mindre enn" 
"eller lik kapasiteten; Klima er begrensende faktor for vegetasjonen;" 
"beregner beiteqrunnlaqet i areal far reinen; " · 
areal-rein-veq (attr (s-ted, Vl, V2, T-PlusEn) ,A-real) -> 
ask-karp (areal-rein-veq (attr (s-ted, V1, V2, T-PlusEn) ,A-real) ,A-real); 
;End world: rein 
"W:lrld: tcols" 
.......................................................... " 
''Velttøy oq brukergrensesnitt for J:li\IOl" 
"'*********************'**********************************" 
"Mstcher flere tekster til hver kamlarlcb; For ekseapel. kan brulæren " 
"skrive <avslutt> <av> <a> <sl> <exit> <quit> eller <q> for å avslutte n 
''progrannivå; Det er her lett å tllp3SS8 andre språk!" 
" Avslutter proqr1111rlivå; " 
avslutt ("a") ->; 
avslutt ("avslutt") ->; 
avslutt ("av") ->; 
avslutt ("slutt") ->; 
avslutt ("sl") ->; 
avslutt ("exit") ->; 
avslutt ("qlit") ->; 
avslutt ("q") ->; 
~faktun("ef") ->; 
~faktum("endrefaktum'') ->; 
~faktun("endre") ->; 
en:!re-faktun("c:hange") ->; 
~faktun("ch") ->: 
en:!re-faktun ("endr'') ->; 
feltazbeid("feltarb") ->; 
feltazbeid("feltarbeid") ->; 
feltarbeid("felt") ->: 
feltarbeid("fa") ->; 
feltazbeid("feltarbeid") ->; 
"fjerne alle fakta med et hr:x:la " 
"abalish (Hode) -> ; 
f :Jern-alle-fakta (" faf") ->; 
f je:m-alle-fakta ("fje:m-alle") ->; 
fjem-alle-fakta("fjerna") ->; 
fje:m-alle-fakta("abalish") ->; 
fje:m-alle-fakta(''rEmc:llleali") ->; 
f je:m-alle-fakta ("nna") ->; 
fje:m-alle-fakta("deleteall") ->: 
fje:m-alle-fakta ("dela") ->; 
"--··-- fjerne 
__ .. __ .. 
fjenHlataba.se ("fdb") ->; 
fje:m-faktun ("ff") ->; 
fjem-faktun("fjem") ->; 
fjern-faktum("fje:mfaktum") ->: 
fjern-faktum("retract") ->; 
fje:m-faktum("StWI8SS") ->; 
fjam-faktun(":rei!DIIe") ->; 
fje:m-falctum ("IIII'') ->; 
fjam-faktun("delete") ->; 
f jam-faktum ("del") ->; 
" laster inn tidligere fakta " 
last-inn-state ("load") ->; 
last-inn-state("lastinn") ->; 
last-inn-state ("il") ->; 
last-inn-state ("lei") ->; 
last-inn-state ("last") ->; 
.. __ ,, __ 
legge til -· '-" 
l&Qg-til-faktun ("leggtll ") ->; 
l&Qg-til-faktun (" l.egq-til-faktum'') ->: 
l&Qg-til-faktun("lt") ->: 
l&Qg-til-faktum("ltf") ->; 
l&Qg-til-faktun("assert") ->; 
l&Qg-til-faktum("ass") ->; 
''Negative svar -> : 
neqativ("n") ->; 
neqativ(''nei") ->; 
neqativ("iklæ") ->; 
negativ("fell") ->; 
neqativ("aldri") ->; 
neqativ("unuliq") ->; 
neqativ ("uenig'') ->; 
" Positive svar -> ; 
positiv("ja") ->; 
positiv("j") ->; 
positiv("riktiq") ->: 
positiv ("stemrer") ->; 
positiv("korrekt") ->; 
positiv ("enig") ->; 
positiv ("ok." l ->; 
"Starter selve analysesysterret for rein;" 
~ysis ("start") ->; 
run--analysis ("dal<on") ->; 
run--analysis ("run") ->; 
run--analysis ("go'') ->; 
run--analysis (''x") ->; 
~ysis ("star") ->; 
"Starter innlesirq av J.n.stallasjals fakta;" 
start-ai ("ai "l ->; 
start-ai ("s") ->; 
start-ai ("sti") ->; 
start-ai ("startai "l ->; 
start -.ai ("in.stallasjal") ->; 
start-ai ("stinst") ->; 
•'CAr til vedWæhalds-progro!1111livå;" 
"På dette nivået kan programet forandres" 
vedlil<eOOld (''vedlilæOOld") ->; 
vedlil<eOOld(''v'') ->; 
vedlil<eOOld(''Ved") ->; 
vis-fakta (''visfakta") ->; 
vis-fakta("list") ->; 
vis-fakta (''vis") ->; 
vis-fakta (''v'') ->; 
vis-fakta (''vf") ->; 
vis-fakta("ls") ->; 
"Lager kalstant for spæ:smAl oq svar (mo:iulariserinq); Variablene san " 
"f. eks; <andelsniksltytt.q> elcspandenls til tekster (Hvor stor andel" 
" persal4l er sniJcskyttere>) san skrives pA skjemlen; " 
" (De er orQanisert alfabetisk) ; Det er lett A qå inn A forandre pA " 
"tekstene her; Dette er b!de nyttiq under progræmerinq oq" 
" c:gqraderinq vedlil<eOOld; Istt A forandre språk; " .. , _____________________ , 
questicnoode(alc:lerreinq,"Alder rein (simle:O; 16/b.lkk:O; 12)>'') ->; 
questicnoode (andelsniksltyttq, "Hvor stor andel persal4l er snikskyttere>") ->; 
questicnoode (andrexderivq, ''Derivert X-verdi slutt>") ->; 
questicnoode (arxlreyderivq, ''Derivert Y-verdi slutt>") ->; 
questicnoode (andr:exlcorc:Q, "X-koordinat slutt>") ->; 
questicnoode (andreykordq, "Y-kcordinat slutt>'') ->; 
questicnoode (antl::l5at.tUieZQ, "Antall båttturer>") ->; 
questicnoode (antde~ "Antall detoneri.IQer>") ->; 
questicnoode (antflYQ:<, "Hvor lll!llXJ8 flyginger pr. døgn>") ->; 
questicnoode (antpersq, "Hvor lll!llXJ8 personer er koplet til virJc.sameten>") ->; 
questicnoode (antturq, "TUrgåere pr døgn>") ->; 
questicnoode (araalreinvegq, "A:ceal z:einvegetas ja! (J<IIm) >") ->; 
questicnoode (baatrutefraq, ''Båtrute fra>") ->; 
questicnoode (baatrutetilq, "Båtrute til>") ->; 
questioncode (d.<tq, "':Wl'>") ->; 
questicnoode (fjernalle-faktaq, ''Fjern alle fakta (<hode (X Y Z); >)>") ->; 
questicnoode (fjernfaktum:r, "Fjern fakta (<hode (X Y Z); >)>") ->; 
questicnoode (fjerrxienneq, ''Vil du fjerne denne (ja/nei)>") ->; 
questicnoode (flyqfraq, "Helilcqlterrute fra>'') ->; 
questicnoode (flygtilq, ''llel.ikq)ter rute til "l ->; 
questicnoode (foerstexderivq, ''Derivert X-verdi start>") ->; 
questicnoode (foersteyderivq, ''Derivert Y-verdi start>") ->; 
questicnoode (foerstexkordq, ''X-koordinat start>") ->; 
questicnoode (foersteykordq, ''Y-koordinat start>") ->; 
questicnoode(forstvandrq,"Forstyrrelsers innvirknirq pA vandrinq(O l)>") ->; 
questicnoode (fortsettq, "Fortsett (ja/nei)>") ->; 
questicnoode(forusykq,"Forurensinqs innvirkninq pA syk(O l)>'') ->; 
questicnoode (hvillænverderq, ''lsgge til regel i hvilken verden>") ->; 
questicnoode (kbkavfq, "!G:ll<m durp!t avfall>") ->; 
questicnoode (lcbkbors.latq, "!G:ll<m boreslam>") ->; 
questicnoode (ld:lkmavfallq, ''l<l:lkm fozbrent avfall>") ->; 
questicnoode (kgd:ynanittq, "!(q; dynanl.tt>") ->; 
questicnoode (kjoennreinq, "Kj l M rein (simlelb.lkk>") ->; 
questicnoode (l<mflYQ:<. "Antall Jan; flYQinp'') ->; 
questicnoode (lcnproc::Q, "!Qn; prcxiJJ<s jon>") ->; 
questicnoode (kon:trortq, "Kondisjonens innvirkninq pA 110rtaliteten (0 l)>") ->; 
questicnoode (kond:;, "kcndisjal (KjoeM Alder Tid Vekt); >") ->; 
questicnoode (korxlreprcq, "Koodisjcnens innvirkninq pA reproduksjcnen (0 l)>") ->; 
questicnoode (kondsykq, "Kondisjcnens innvirkninq pA syl«i:m(O l)>") ->; 
questicnoode(l<orxivandrq,"Kaldisjalens innvirknizq pA vandrinq(O l)>") ->; 
questicnoode (kalvoq, "kalvinqsanraade (Sted Aieal Tid Beskaffenhet); >") ->; 
questicnoode (leggtllhodeq, "Regelhode (<hode (X Y); >) >") ->; 
questicnoode (leggtllhaleq, "Regelhale (<halel (X) hale2 ('! Z); > (evnt <true; >) >" 
) ->; 
questicnoode (ltrbensinq, ''Liter bensin>") ->; 
questicnoode (ltrborvskq, "Liter spilt borev ske") ->; 
questicnoode (ltrdieselq, ''Liter diesel>") ->; 
questicnoode (ltrolq, ''Liter forbruk olje>") ->; 
questioooode (ltrsocq, "Uter spilt SIÆirealje>") ->; 
questioooode (ltrspalq, "Uter spilt olje>") ->; 
questioooode (lcllll.l.Qbesl<at.tq, ''T.1..liatt beslcattningsraW") ->; 
questioooode ~rtq, "mortalitet (Kjønn Alder Tid M:lrt); >") ->; 
questioooode (navr.aiq, "Gi navn på installasja!>'') ->; 
questioooode (navnlcatpq, "Navn på katpc:rlent (.re1nlkond1.sjon/etc)>") ->; 
questioooode (oedelagtlcalvoq, "Er lcalvJ.nqsanrAde ødelagt>") ->; 
questioooode (pre<±j; ''predasjon (Kjmn Alder Tid l?redas joo); >") ->; 
questioooode (prevtilprec:q, ''p:llarrev-Ul-pr (Alder Grad:-p); >") ->; 
questioooode (re!nq, "rein(siJnl.elbukk Alder Tid Antall-rein); >") ->; 
questioooode (reproq, "reproduks jan (Alder Tid Repm-rate); >") ->; 
questioooode (sluttldaarq, "Slut tid (89) >") ->; 
questioooode (sluttldmd:j, "Slut tid( jan)>") ->; 
questloooode (starttidaarq, "starttid (89)>") ->; 
questioooode(starttic::lnndq,"Starttid (jan)>") ->; 
questioooode (stedaiq, "sted installasja'l>") ->; 
questioooode (stedreinq, "Sted rein>") ->; 
questioooode (stedturq, "Hvor ferdes fol.lc>") ->; 
questioooode (svarlovllqtypeq, "SVar med lovlig type>") ->; 
quesUoooode (svarjaneiq, "SVar ja eller nei>") ->; 
questioooode(sylcm:lrtq,"9fks innvirkninq på mortaliteten(O l)>") ->; 
questioooode (sykq, "syk (Kjmn Alder 'I1d 9jk); >") ->; 
questioooode (sykreproq, "syks !nnvirkninq på reprocilksjooen (0 l)>") ->; 
questioooode (tldsstewq, ''Tidsstew>"l ->; 
questloooode (tilgjbeiteq, ''tilgj-beite (Tid Beiteareal); >") ->; 
questloooode (typeaiq, "Hva sla:]s virksanhet>") ->; 
questionccde (typebMtq, •'Båttype>") ->; 
questioooode (typeboreutstyrq, "Hva slags boreutstyr slcal brukes>") ->; 
questioooode (typeterrenqq, "Hva slags terrengtype ligger inst. i>") ->; 
questioooode (typevedlikehalc:Q, "Hva slags vedlilæhold>") ->; 
questioooode (varrl!q, ''van:irinqer (Kjmn Alder Tid Vandrinqsrate); >") ->; 
questioooode (visfaktumq, "Gi faktun san slcal vises (<hcrle (X Y); >)>") ->; 
"explain (X) kan brukes for A forklare hvis bruker 1Jclæ taster qcdkjent svar" 
" " 
T'fPE.SJEl(I(IN;" 
"Iler an;;is expllsitt hva san er lovllqe svar pA spørsmAl; " 
"For eksanpe1. er alle 12 mAæder angitt; Alfabetisk etter type; " 
"'-----------------------------------------------
lovlig-type (boreutstyr, "svada") ->; 
lovlig-type (k joenn, "siJnl.e") ->; 
lovlig-type (kjoenn, "bukk") ->; 
lovlig-type (sted, "~a") ->; 
lovlig-type (tidnnd, "jan") ->; 
lovlig-type (tidnrxi, "feb'') ->; 
lovlig-type (ticimd, "mars") ->; 
lovlig-type (tidnrxi, "apr'') ->; 
lovlig-type (tidnnd, "mai") ->; 
lovlig-type (tidnnd, "jun") ->; 
lovlig-type (tidnrxi, "jul") ->; 
lovlig-type (tldnrxi, "auq'') ->; 
lovlig-type (tidnrxi, "sep'') ->; 
lovlig-type (tidnrxi, "okt") ->; 
lovlig-type (tidnnd, "nov") ->; 
lovlig-type (tidnnd, "des") ->; 
lovlig-type(Udaar,A) -> 
string-integer (A, I) 
val (inf (I, 0), 0) 
val(inf (!,100) ,l); 
lovlig-type (terreng, "strard") ->; 
lovlig-type (terreng, ''dal") ->; 
lovlig-type (terreng, "bre") ->; 
lovlig-type (terreng, "fjell") ->; 
lovlig-type (virk.sc::zmet, "larxiseismikk") ->; 
lovlig-type (virkscmhet, ''!na.rinseismiklc") ->; 
lovliq-type(virkscmhet,"oljeletirg") ->; 
lovlig-type (virkscmhet, "ol jeborirg") ->; 
lovliq-type (virkscmhet, "feltarbeid") ->; 
"ftftffUUUUUttttftfftftUUUUttUUUtffttft" 
"Kanrarxl:r løkka. Prcgramnet startes ved " 
">?- d:skal>; " 
...................................................... 
"dakon ->" 
"Skriver ut et pranpt leser sA inn en Jcarmando oq utfører danne;" 
dakal -> 
outm("**********~ -> Data-assistert konsekvensanalyse**********") 
line 
line 
dal<onh jelp 
line 
~t 
l.n-w:>rd(J-d::>, X) 
line 
dakal jd:l (J-dJ) ; 
"dakaljd:l(J-dJ) ->" 
"Avhengig <N hva <Jd:l> er instansiert Ul <Nsluttes proqrarmet " 
"analysen starter eller proqramret går Ul neste nivå for vedlilæoold aV'' 
nprogramret; " 
dakonjcb(J-d:l) -> last-inn-state(J-d:l) dakon /; 
dakonjob(J-dl) -> avslutt (J-d:l) /; 
dakonjcb (J-d:l) -> start-ai (J-d:l) ai dakon /; 
dakonjcb(J-d:l) -> vedllkehold(J-d:l) vedlilæh daka! /; 
dakonjcb(J-d:l) -> run-analysis(J-d:l) run-analysis-rein dakon /; 
dakonjob("h") -> dakonhjelp dakon l; 
dakonjcb(I-kkedef) -> outm(''Finner J.Jdæ l«rmarxtl! !") line dakon /; 
dakalprarpt -> ootm("daka!l>"); 
dakonhjalp -> 
ootm("SVar med:") 
line 
line 
ootml("a 
outml("li 
outml ("star 
outml("sti 
outml ("v 
ootml("h 
line; 
"vedl.ilæhold ->" 
: Avslutt") 
: Last Inn f=ige IÆI!DIY-status") 
: Sl'art Analyse Rein") 
: srart innlesing' an Installasjon") 
: Vedlilæhold av pr:ogran/database") 
: Hjelp") 
"Skriver ut et prarpt, leser inn en Jcannancb oq utfæ:er denne; " 
vedlilæh -> 
vedlilæhal.ct! jelp 
line 
vedlllælcl~ 
in-..ord(V-e:lllkeholdJ'cb, Y) 
line 
vedlilæholdjcb (V-«ll.ilæholdJ'cb); 
''vedlilæholdjcb (V-«ll.ilæholdJcb) ->" 
"Avhenq:lq iN hva <Jcb> er instansiert til <Nsluttes vedlilcehold'' 
"(tilbake til lxlvednivl) fakta blir laqt til databasen osv; " 
vedlilæholdjcb(J-d:l) -> <Nslutt(J-dl) /; 
vedlilæholdjcb(J-dl) -> legg-til-faktum(J-dl) legg-til vedl.ikeh /; 
vedlilæholdjcb (J-dl) -> fjern-database (J-d:l) fjem-<b vecllilæh l; 
vedlilæholdjcb(J-d:l) -> fjern-faktun(J-dl) fjern vedllJæh /; 
vedlilæholdjcb (J-dl) -> f:Jern-alle-fakta (J-dl) fjern-alle vecllilæh l; 
vedlilæholdjcb (J-dl) -> vis-fakta (J-dl) vis vecllilæh l; 
vedlilæholdjcb(J-d:l) -> endre-faktum(J-d:l) endre vedlilæh /; 
vedlilæholdjcb(J-dl) -> vedlilceholdhjelp vedllJæh /; 
vedlilæholdjcb(I-kkedef) -> ootm("Finner J.Jdæ Jcamvm:D!!") vedlikeh /; 
vedlilceholc:lpratpt -> ootm (''vedlhl >"); 
vedl.ilæholdhjalp -> 
ootm("SVar med:") 
line 
line 
: Avslutt vedlilæholci") 
: Legq Til Faktum") 
: Fjern Faktum") 
: Fjern DataBase") 
: Fjern Alle Fakta") 
: Vis Fakta") 
outml("a 
outml("ltf 
outml("ff 
ootml("fdJ 
outml("faf 
ootml(''Vf 
ootml("ef 
outml("h 
line; 
: Endre Faktun") 
: Hjalp") 
''Utfører mxlifikasjooen av databasen" 
legg-til -> 
wrt-rd (hvilkenverdenq, V-erden) 
<hm (V-erden) 
outm("Skriv inn reqler i world ") 
out (V-erden) 
outml (" oq slutt med en ekstra '; '") 
insert 
clJni:l (''tools"); 
fjern-> 
wrt-:rd-teil!l (f jernfaktunq, H-<XIe) 
not (ikl<e-fjern-en (H-<XIe)); 
fjern-alle -> 
wrt-:rd-teil!l (fjemallefaktaq, H-ede) 
rule (H-<XIe, T) 
suppress (l) ; 
fjem-d:> -> 
rule-nb (aslæd, N) 
find-rule (asked) 
suwrøss(N) 
<hm ("rein") 
kill-sut:o..orld("rein-d:>") 
new-sul:world("J:ein-d>", 3000) 
cUmb cutml(''Database fjernet!"); 
vis -> wrt-rd-tenn(visfaktunq,H-ode) not (iklæ--vis-frem(H-ode)); 
"For å presse fram clause til å hente alle Hoder san matcher" 
"(forskjellige instansieringer); " 
endre -> vis fjem legq-til; 
iklæ--vis-frem(H-ode) -> 
rule (H-o:le, T) 
out (H-ode) 
ootm(" -> ") 
out(T) 
outm("; ") 
line 
fall; 
"il<læ-f jern-en (H-o:le) ->" 
"feiler for å få med seq alle instansieringer av hode; " 
"Brulæren velger hvilke san skal fjemes" 
il<Jæ-fjem-en (H-ode) -> 
rule (11-o:le, T) 
outJn (H-ede) 
cutm(" -> ") 
out(T) 
outm("; ") 
line 
wrt-if (fjemdenneq) 
find-rule (H-ode) 
sq:press (l) 
fall; 
"tftttttttttttttttttttttttttttttttttttttttttttttttt" 
"tttttttttttttttttttttttttttttttttttttttttttttttttt" 
Brulærgrensenitt h jelpeproseåtrer" 
ass-rein-dl (T) -> 
cbm("rein") 
cbm("rein-d:l") 
assert (T, nil) 
cl..l.rrb 
cUrnb; 
inst-foru (F-oru) -> 
forurensirrJ (F-aru); 
inst-farst (F) -> 
forstyrrelse (F); 
inst-ferd(F) -> 
ferdsel (F) ; 
sted(s-tecl) -> asked(stedaiq, s-ted); 
sted (s-ted) -> 
not (asked (stedaiq, s-ted) ) 
cbm ("sted'') 
~sted(s-ted) 
cUmb 
assert (asked (stedaiq, s-ted), nil); 
''NJI"' 
not (P) -> p l fall; 
not(P) ->; 
nunber (N) -> real (N); 
nuri:ler (N) -> integer (N); 
str-pros-real (s-trPros,R-eal) -> 
strirq-integer (s-trPros, P....rosint) 
val (div (float (P-rosint) ,+1.0e+2), R-i!oal); 
plus-list (nil,O) ->; 
plus-list(X.L,Y) -> plus-list(L,Z) val(add(X,Z),Y); 
mul.t-list (nil,l) ->; 
mul.t-list(X.L,Y) -> rrult-list(L,Z) val(nul(X,Z),Y); 
"Sjekker an X ligger rrellan O cq l. Hvis mindre enn O qi svar O." 
"Hvis st21rre enn l qi svaret l. Ellers q1 X san svar" 
null-en (N-avn, X, N-oma.lX) -> 
val (inf (+l.O,X), l) 
outJn (N-avn) 
OUOTI(''-'') 
oot(X) 
rutml(" rut of range (0,1)!") 
eq (N-ormalX, +l. 0) ; 
null-«t(N-avn,X,~) -> 
val (inf (X,+O.O) ,1) 
outln (N-avn) 
outm('"-") 
oot (X) 
rutml(" rut of range (0,1) !") 
eq(N-ormalX, +0.0) ; 
null1n(N-avn,X,X) -> rut(N-avn) rutm(",..') rut(X); 
"INPUI' - aJI'Pt1I"' 
"Innhent.inq av fakta (cachinq);" 
"Spu spm:smU O. leser svar A oq legger til databasen hvis danne regel " 
"eller dette faktun iklæ er i datal::asen. Ellers returneres regel eller " 
"faktun qjennan A; " 
"!ægel. eller faktun blir lagt ned i datal::asen på følgende f0ll11: • 
"aslæd(<regel.>) eller aslæd(faktum); " 
ask(Q-<:o:le,A) -> aslæd(Q-Code,A); 
ask (Q-Code,A) -> 
not (aslæd(Q-Code,A)) 
cpestioocode (Q-Code, Q) 
rutm(O) 
outln("?") 
i.n-o.ord (A2, Y) 
line 
ask2 (Q,Q-Code,A2,A); 
"1. Brulær t:ren;jer forklaring'' 
"2.For bruk når vi vil ha et spesielt svar, nemliq A" 
"2.Faktun blir lagt ned i databasen; " 
"3.Ber an l forardre regler i databasen; " 
ask2 (O,Q-<:o:le, "?",Al -> explain(Q-<:o:le} ask(Q-<:code,A}; 
ask2 (0, Q-<:o:le,Al,Al} -> assert (aslæd(Q-<:ode,Al l, nil} ; 
ask2 (0, Q-<:o:le, V, A) -> vedlllæhold (V) vedll.Jæh ask (Q-Code, A) ; 
ask3 (O,Q-<:o:le,A,A) -> assert (aslæd(Q-Code,A}, nil}; 
"type-a.slt (O, T, Bl ->" 
"Spu an en type (Q} oq sjeklær at det svares (A} med en type (T} san" 
" er lovliq; outm(X} outm(Y} kan iklæ brulæs da den inneholder " 
"første svaret san iklæ trenger v re riktiq; <aslæd(typeq type XI>" 
"i databasen inneholder riktiq svar; " 
type-ask (0, T,A) -> ask (O, A} svar-l.ovl.iq-type (O, T,A}; 
"svar-lovlig-type (Q, T, A) ->" 
.. (A) er lovliq type (T) hvis det matcher med l.ovl..iq-type/2 tabell; n 
"Hvis iklæ fjernes dette fra databasen oq spirsmUet stilles en qanq til; " 
svar-lovlig-type (0, T,A) -> lovlig-type (T,A) l; 
svaz-lovllg-type (Q-Kode, T-ype, s-var) -> 
wrt-.td. (svar l.ovliqtypeq, A) 
rule (aslæd ((H(cde, s-var), nil) 
S'WI"e5S (l) 
assert (aslæd((H(cde,A) ,nil) 
svar-lovlig-type ((H(cde, T-ype, A); 
SPØR JA/NEI ~ .. 
"ask-if (0) ->" 
"Spor ja/nei spm:smU; Hvis svaret er positivt (positive (A)) Ms målet;" 
"Hvis svaret er negativt feiles (fall); E:r svaret~ av delene prøves p}" 
"nytt! .. 
ask-if (Q) -> ask(O,Al positi"......,.",..r(O,A); 
"Hvis positivt svar, legq til databasen; Hvis hverken positivt eller" 
"negativt svar, sp;!lr an iqjen; " 
positiV&-anSWer (O, A) -> positiv (A); 
positive-answer(Q-Code,A) -> 
rot (negativ (A)) 
rot (pcsi tiv (A) ) 
wrt-Id(svarjaneiq,A2 l 
rule (aslæd(Q-Code,A), nil) 
sq:press (l} 
assert (aslæd(Q-Code,A2) ,nil) 
positi ve-answer (Q-code, A2); 
"ask-kcmp(K-atp) ->" 
"sender rred en hal vinstansiert karpc:rlent san sporsnli" 
"(f; eks; <kmdisjcl'l (simle, 12 , 2 , Vekt)>" 
"oq intansierer fullsterdig i «atp> hvis den er i databasen; " 
"Ellers spørres bruker; Q er p! fcmæn rein(Attributter X) hvor det" 
"er X'en vi slcal finne; Vi trenger ikke r:jJ. ned i REIN p! den andre" 
"da det allerede er gjort pA det første forsøket! Det er dessverre" 
"in;len backtrac:Jd.ngsef felet pA LlCW'<I oq CLIK!. " 
ask-katp (Q, K-atp) -> 
cbm("rein") 
cbm ("rein-d:l") 
asked:-kcmp (Q, K-atp) 
clJnb 
clJnb; 
aslt-katp (Q, K-atp) -> 
not (asked-kcmp(Q, K-atp)) 
clJnb 
clJnb 
spilt (Q, ~istQ) 
wrt-katp(~istQ) 
arq(l,~ist~H-L) 
attm("::qi ") 
a.tt(H-L) 
outm("'>'") 
in-...ord (~tall, P-rcsent:Maltall l 
val (div (float (P-rosent:Maltall) ,+l.Oe+2) ,M-rate) 
line 
ask-katp2 (Q,M-rate, K-atp) ; 
"ask-katp2 (Q , T-all, K-atp) ->" 
"sjekker an <Tall> er et tall; I sA fall blir tallet sendt ti.l..baJæ qjennan'' 
"<!(arp> cpp oq ut av «atp> i aslt-kcmp; " 
"Fakt\J!l blir lagt ned i databasen; " 
"Ber an å foran:lre reqler i databasen; " 
ask-karp2 (Q, "?", K-atp) -> 
eJCPla1n (Q) 
ask-kcmp (Q, K-atp) ; 
ask-kcmp2 (Q, V, K-atp) -> 
vedl1kehold (V) 
vedl1keh 
ask-kcmp(Q,K-atp); 
ask-kcmp2 (Q, T-all, K-atpl) -> 
ruti:er (T-all) 
val (T-all, K-atpl) 
cbm("rein") 
cbin("rein-<:b") 
assert (asked-kcmp(Q, K-atpl) ,nil) 
clJnb 
climb; 
"ask-attr(N-avn, attr(s-t , K-j, A-ld , T)) -> " 
"henter attributtene til l<atponent <Navn> san mol v re p! fo:aæn" 
••rein kaldis jcl'l etc; " 
wrt-kcmp (N-avn.~iste) -> 
a.ttln(''Kcllp:rlent: ") 
wrt(N-avn) 
line 
arq (l, ~iste,A-ttr) 
spilt (A-ttr ,A-ttrListe) 
arq(2,A-ttrListe,s-ted) 
a.ttm("sted : ") 
wrt-str (s-ted) 
line 
arq(3,A-ttrListe,K-j) 
outm("Kjønn : ") 
wrt-str(K-j) 
line 
arq(4,A-ttrListe,A-ld) 
a.ttm("Alder : ") 
wrt(A-ld) 
line 
arq(S,A-ttrListe, T) 
a.ttm("Tidsstepp: ") 
wrt(T) 
line; 
"SI<RIWr a; !ES (SKJE:Rol) .. 
"uten mcx:lifikasjon a<1 database; " 
wrt-str (S) -> 
l::ourrl ( s) 
ooon(S); 
wrt-str (S) -> 
free(S) 
ouon (''X"); 
wrt(T) -> 
bound(T) 
oot(T); 
wrt(T) -> 
free(T) 
outm (''X"); 
wrt-rd-teim((r~,A) -> 
q.æstiaxxx:le (~. 0) 
ootm(O) 
ootm("?") 
in (A) 
1.n-<:har (C) 
line; 
wrt-.rd(Q-Code,A) -> 
QJE!Stiaxxx:le (Q-Code, 0) 
ootm(O) 
ootm("?") 
1n-wo.rd (A, Y) 
line; 
wrt-if(O) -> wrt-rd(O,A) pos-answ(O,A); 
pos-an.sw (0, A) -> positiv (A); 
pos-answ (Q-Code,A) -> 
oot (neQatiV (A)) 
not (positiv (A)) 
wrt-.rd (svarjaneiq, A2) 
pos-answ (Q-<:ode, A2) ; 
"typa-aalt (0 , T, B) ->" 
"Spn' an en type (0) oq sjeklær at det svares (A) lll!d en type (T) saner" 
"l011llq; A kan J.klæ brulæs da den inneholder første svaret san J.klæ " 
"trenger V re rlJcUq; n 
type--..rt-.rd(O, T,A) -> wrt-.rd(O,A) read-l011ll9-type (0, T,A); 
"reacl-l011llg-type (0, T, A) ->" 
"(A) er lovllq type (T) hvis det matcher lll!d lovil9'"type/2 tabell; " 
"Hvis J.klæ stilles spiJrSil'ålet en Qan1 til; " 
read-l011llg-typa (0, T,A) -> l011llg-type (T,A) /; 
read-lovllq-type (~, T~,s-var) -> 
wrt-.rd (svarlovliqtypeq,A) 
reao:H011ll9'"typa (~, T~,A); 
''Uavhengiq kcnt.ra avhengig fakta n 
"Uavhen;iq fakta lll!d !!Ul..l.ghet san aklcimll.ares. n 
"rlere betingelser oq krav må cppfylles for at venstresida skal gjelde; " 
"i.nclep-ancX:atine ([P] P); " 
.................................................... " 
Ft.NKS.XID" 
...................................................... 
"not!M.liser 1!+-ax , X , N-oii!IalisertX) ->" 
"nornaliserer <X> til å v re i intervallet [O l]; Når X•>Max så er'' 
''N:m:llisertX - l; " 
"Hvis funksjalen ligger klar benyttes denne, ellers lages en ey." 
"F121rste klausul passer på å gå ne:i i bezier'' 
bez (X-Akse, Y-l\lcse,<N-avn,X', Y>) -> 
å:wn("rein") 
cbm ("rein-dl") 
tabell (<N-avn,Pl,P2,P3, P4>) 
clJlrD 
clinD 
find-y-bez(Pl,P2,P3,P4, +O.O,X' ,F-aktislcX, Y); 
bez (X-Akse, Y-Akse, <N-avn, X', Y>) -> 
clinD 
clJlrD 
cbm ("bezier'') 
db-bezier(X-Akse,Y-Akse,Pl,P2,P3,P4) 
clJlrD 
å:wn("rein") 
cbm ("rein-dl") 
assert (tabell (<N-avn, Pl,P2, P3,P4>) ,nil) 
clinD 
clJlrD 
find-y-bez(Pl,P2,P3,P4, +O.O,X', F-aktislcX, Y); 
nornallser (1+-ax, X, N-oii!IalisertX) -> 
val (abs (X) , A-bsX) 
val (inf (1+-ax,A-hsX), 0) 
val (div (A-bsX,I+ax), N-amalisertX) ; 
nornallser (1+-ax, X, N-oii!IallsertX) -> 
val (abs (X) ,A-bsX) 
val (inf (1+-ax,A-hsX) ,l) 
val (+l. O, N-atrrallsertX) ; 
; End world: toals 
to-b!gin -> 
new-sul:warld (''tcols" ,15000) 
insert ("SValbard: cialconprcx;ro!lll: tcols. to") 
new-subworld("insta.llasjal",l0000) 
insert ("Svlllbard:~:installaajal. to'') 
cl.!Irb(''toals") 
new-sul:warld ("rein" ,15000) 
insert ("Svalhard:c:lalo:lrprogræ:rein. to") 
new-sul:warld ("Iein-<b". JOCX)) 
cl.!Irb (''rein") 
cl.!Irb ( "toals"l 
new-sul:warld ("beziar". 4000) 
insert("SVa.lbard:~o!lll:bezdraw.to") 
cl.!Irb ("toals") 
new-sul:warld ("stad", 3500) 
insert ("Svalhard:d!llcicrprograu: svall:ardsted. to") 
cl.!Irb ("toals") 
dakcn; 
; End world: Ncmnal 
"Starter cpp prcgrannet d1rekte" 
"laster inn !lltalbal:d kart inn i grafisk vinål" 
do-sted(s-ted) -> 
f~sted 
rule(ZOI'le(I) ,nil) 
sq:press(l) 
assert (ZOI'le (0) , nil) 
III!Ssaga (I, s-ted) 
/; 
f~-> 
set-iii.nålw(''gri!lidc",l, 30,50, 420, 300) 
set-wirr:bor("c:cnsole",O) 
wtplt ("graphic") 
gr-load("!lltalbal:d:macpaints:sval.bardpll1ntfill") 
gr-dr--ruttaJS (btt.tcn-setl) 
~to(240,150) 
gr-text(3,18,3.4.6.nil) 
wtml ('~albal:d") 
gr-text (4,12,nil) 
block(end, always (steds-anqivelsa)); 
f~sted-> 
set-wirr:bor ( ''qri!lidc", 0) 
set-wirr:bor ("ccnsole", l) 
wtplt ("cc:nsol.e") ; 
cllck-test -> 
gr-click (l,X, Y) 
gr-butten-hit (btt.tat-setl, <X, Y>,A) 
actim(A); 
actial(edit) ->edit; 
actial (stc:p) -> 
set-wirr:bor ('~,O) 
set-wirx:lcw ("c:cnsole", l l 
Wtplt ("CXlllSOl.e") 
block-alt (16); 
actim (retry) ->; 
actim(ok) -> 
set-wirx:lcw ("grapli.c", 0) 
set-wirr:bor ("c:cnsole", 1) 
wtp1t ("oonsol.e") 
block-exit (encl) ; 
in-part(P,I) -> 
rect(I,R) 
qr-in-rect (P,R) 
/; 
in-p!lrt (P. 0) ->; 
steds-angivelse -> 
gr-gettrouse (X, Y, B) 
shot-assert (X, Y, Bl; 
slx:lw-assert (X, Y,B) -> 
eq(B,O) 
in-p!lrt (<X, Y>' N) 
shc:w(N); 
show-assert. (X, Y, Bl -> 
aq(B,l) 
in-p!lrt (<X, Y> • N) 
shcw(N) 
cllck-test; 
shc:w(I) -> 
zone(I) 
/; 
shc:w(I) -> 
zone(J) 
restaure (J) 
rect(I,X) 
Inv~(X) 
assert(zone(I) ,nU) 
plt._ssage (I) 
/; 
shc:w(O) -> 
assert (zone (0), nU) 
plt~(O); 
Invert.Rect (R) -> gr-rect (3, R); 
EraseRact (R) -> gr-rect (2, R); 
put-ssage (N) -> 
EraseRsct (<0,190>.<420, 300>) 
message (N,M) 
QN!DV9to(40,200) 
out:ml. 1M) ; 
restaure (I) -> 
rule(zone(I) ,nU) 
s~(1) 
rect(I,X) 
InvertFect (X) 
l; 
restaure (I) ->; 
always (P) -> 
repeat 
p 
fall; 
~t->; 
~t -> repeat; 
messaqe(O,"Kllldt pl et sted 
messaqe(1, ''Bjørnøya 
message (2, "Vest-~t.sbergen 
message (3, "??? ") ->; 
message (4, "4 ") ->; 
message (5, "5 ") ->; 
message (6, "6 ") ->; 
message(7,"7 ") ->; 
message (8, "8 ") ->; 
III!SsaQØ (9, "9 ") ->; 
message (10, "10 ") ->; 
message (11, "11 ") ->; 
message (12, "12 ") ->; 
III!SsaQØ (13, "13 ") ->; 
message (14, ''14 ") ->; 
rect(14,<189,44>.<236,101>) ->; 
rect(13,<131,86>.<187,119>) ->; 
rect (12,<139,16>.<187, 55>) ->; 
rect(11,<75,103>.<103,136>) ->; 
rect(10,<74,66>.<125,92>) ->; 
rect(9,<78,10>.<139,26>) ->; 
rect (8,<74, 90>.<131,103>) ->; 
rect(7,<125,55>.<189,86>) ->; 
rect(6,<125,86>.<131,90>) ->; 
rect (5, <74, 26>. <139, 68>) ->; 
rect(4,<46,26>.<74,102>) ->; 
rect(3,<28, 65>.<46,91>) ->; 
rect (2, <28, 37>.<46, 65>) ->; 
rect (1,<10, 51>.<28,84>) ->; 
buttal-set1 (<250,5>.<295,20>, "Edit",edit) ->; 
butt.oo-setl (<310, 5>.<355,20>, "Stcp", stcp) ->; 
buttat-set1 (<250,25>.<295, 40>, "OK",olt) ->; 
buttat-setl (<310, 25> .<355, 40>, "Retry" ,retey) ->; 
zooe(O) ->; 
; End world: sted 
") ->; 
") ->; 
") ->; 
"bezier-values (pl, p2, p3, p4) i.Mehol.der funlcsjalen! ! " 
do-bezier (X-Akse, Y-Akse, Pl, P2, P3,1?4) -> 
find-bezier(X-Akse, Y-Aksel 
rule (bezier-values (Pl, P2, Pl, P4), nil) 
S\.WIØSS (l) 
set-wil'lCbor (''qraØIJ.c", 0) 
set-wil'lCbor ("ccnsole" ,l) 
ootput ( "ocnsale") ; 
flnd:-bezier (X-Akse, Y-Akse) -> 
set....,ind:Jw (''gr~c" ,1, 30, 50, 420, 300) 
set-wil'lCbor ("ca!SOle", 0) 
ootput ("graphic") 
gr-load ("SVal..bard:macpaints: funksjcnsskjema") 
gr-<lraw-buttcns (lcnappe-mengdel l 
gr-<rCUetO (240, 150) 
gr-text (3, 10, 3.nil) 
outln("X:") 
aJtm (X-Akse) 
outln(" Y:") 
aJtm (Y -Akse) 
gr-text (4, 12,n!l) 
bezier-interaction 
bez-J<nawe-kllkk-test; 
find-bezier -> 
set-winc:bw ("qrapuc", 0) 
set-winc:bw ("ccnsole", l) 
ootplt ("ccnsole"); 
er:ror-hook(x) -> fin:i-rule(l::ezier-'llalues) Slglri!SS(l) fall; 
bez-knaf.pe-kllkk-test -> 
EraseRect (<0, 180>. <400, 300>) 
gr-f!OIIeto(S0,200) 
nel.ding (5 ,MS) 
outlnl (MS) 
gr-click (l,X, Y) 
gr-b.lttoo-hit (kna>PE!'"'!!engdel,<x,y>,a) 
actioo (A) ; 
actioo (edit) -> 
fim-rule (bezier-values) 
sq:press(l) 
edit; 
actioo (stq:>) -> 
fim-rule (bezier-values) 
sq:press(l) 
set-winc:bw ("grapuc'', 0) 
set-winc:bw ("ccnsole", l) 
ootplt ("oonsole") 
block-exit (16); 
actioo (retry l -> 
fim-rule (bezier-'llalues l 
sq:press(l) 
find-bezier; 
actioo (ok) -> l; 
in-part (P, I) -> 
rect(I,R) 
Qr-in-rect (P, R) 
l; 
in-part(P,O) ->; 
bezier-interaction -> 
gr-f!OIIeto(S0,200) 
nel.dinq (l ,Ml) 
outlnl (Ml) 
gr-clickr(l,Xl,Yl) 
gr-<rCUetO (Xl, Yl) 
Qr-line (l' l) 
EraseRect (<O, 180>. <400, 300>) 
gr-<rCUeto (50' 200) 
nel.dinq (4 ,M4) 
outlnl (M4) 
gr-clickr (l,X4, Y4) 
gr-i!OVI!tO(X4,Y4) 
gr-line(l,l) 
EraseAect (<0, 180>. <400, 300>) 
gr-f!OIIetO(S0,200) 
nel.dinq (2 ,M2) 
outlnl~) 
gr-clickr (l,X2, Y2) 
gr-<rCUetO (X2, Y2) 
gr-line (1, l) 
EraseRect (<0, 180>. <400, 300>) 
nel.dinq (3,M3) 
gr-f!OIIeto(S0,200) 
outml (M3) 
gr-clickr(l,X3,Y3) 
gr-11D119tO(X3, Y3) 
Qr-line(l,l) 
graf-intern(<Xl, Yl>,<X2, Y2>;<X3, Y3>,<X4, Y4>,Pl,P2,P3,P4) 
assert (bezier-'llalues (Pl, P2, P3, P4) , nil) 
dr.......tlezier (Pl,P2,P3,P4) 
l; 
dra1r-bezier (Pl, P2, P3, P4) -> 
bez-<lrawOl (Pl,P2,P3,P4,0) 
enun (T, 100) 
val (div (float (T), + l.Oe+2), T') 
bez-<lrawOl (Pl, P2, P3, P4, T' l; 
"X cq Y er truncated i interngraf" 
"Tre~ ildæ den første her, cq heller ildce den andre" 
bez-<lrawOl (Pl,P2,P3,P4,+1.0) -> 
t:ezier (Pl, P2,P3, P4, +l.O,X, Y) 
intern-graf (X, Y,X', Y') 
g:r-llneto(X', Y'); 
t:ez-drawOl (<X, Y>,P2,P3,P4,0) -> 
intern-graf (X, Y,X', Y') 
gr-m:>ueto(X', Y'); 
t:ez-drawOl (Pl, P2, P3, P4, T) -> 
t:ezier (Pl,P2, P3,P4, T,X, Y) 
intern-graf (X, Y,X', Y') 
g:r-llneto (X' , Y • ) 
fall; 
"Fzrste alternativ gjelder startpmktet" 
''Tredje regel gir presisjon. Her brukes +-0.02" 
firxl-y-bez(<X, Y>,P2,P3,P4,+0.0,Xl,X, Y) -> 
val (inf(Xl,add(X,+5.0e-2)), l) 
val (inf(sub(X, +5.0e-2) ,Xl), l); 
firxi-y-bez (Pl, P2,P3, <X, Y>, +l.O,Xl,X, Y) -> 
val (inf(Xl,add(X,+5.0e-2)), l) 
val (inf(sub(X, +5.0e-2) ,Xl), l); 
firxl-y-bez(<Xl,Yl>,<X2,Y2>,<X3,Y3>,<X4,Y4>,T,X5,X,Y) -> 
t:ez-fo.r:mel. (Xl,X2,X3,X4, T,X) 
val (inf (X5,add(X,+2.0e-2)), l) 
val (inf (sub(X, +2.0e-2) ,XS), l) 
t:ez-fo.r:mel. (Yl, Y2, Y3, Y4, T, Y) 
l; 
firxl-y-bez(<Xl,Yl>,<X2,Y2>,<X3,Y3>,<X4,Y4>,T,X5,X,Y) -> 
val (add(T,+l.Oe-2), T-PlusEn) 
f~z(<Xl,Yl>,<X2,Y2>,<X3,Y3>,<X4,Y4>,T-PlusEn,XS,X,Y); 
bezier (<Xl, Yl>,<X2, Y2>,<X3, Y3>,<X4, Y4>, T,X, Y) -> 
t:ez-fo.r:mel. (Xl,X2,X3,X4, T,X) 
bez-fo.r:mel. (Yl, Y2, Y3, Y4, T, Y); 
bez-famel (5-t, 5-td,5-ld, s-1, T, V) -> 
val (inf (T,+l.Oe-2) ,0) 
val (sub (+l. O, T), E-nT) 
val (sub(T,+l.O), T-En) 
val (mul (E-nT,lllll. (E-nT,mul. (E-nT, 5-t))), V-En) 
val (mul (+3.0,lllll. (T,mul. (T-En,lllll.(T-En,s-td)))) ,V-To) 
val (mul (+3.0,lllll. (T,lllll. (T,mul. (E-nT,s-ld.)))) ,V-Tre) 
val(mul(T,lllll.(T,lllll.(T,s-1)) ),V-Fire) 
val (add(V-En,add(V-To,add(V-Tre,V-Fite)) ),V); 
intern-graf (X, Y, X' • , Y • • ) -> 
val (add(mul (+l.Oe+2,X) ,+3.0e+l) ,x• l 
val (add(sub(+l.Oe+2,mul. (+l.Oe+2, Y)), +3.0e+l) ,Y') 
val (trunc (X') ,x• •) 
val (trunc (Y'), Y' •); 
qraf-intern(<Xl, Yl>,<X2, Y2>,<X3, Y3>, <X4, Y4>,Pl,P2,P3,P4) -> 
val (div(sub(float (Xl) ,+3.0e+l) ,+l.Oe+2) ,Xl') 
val (div (sub(float (X2) ,+3.0e+l) ,+l.Oe+2) ,X2') 
val (div(sub(float (X3) ,+3.0e+l) ,+l.Oe+2) ,X3') 
val (div (sub(float (X4) ,+3.0e+l), +l.Oe+2) ,X4 •) 
val (div(sub(+l.Oe+2, sub(float(Yl) ,+3.0&+1)) ,+l.Oe+2), Yl') 
val (div(sub(+l.Oe+2, sub(flæt (Y2) ,+3.0e+l)) ,+l.Oe+2), Y2') 
val (div(sub(+l.Oe+2,sub(float (Y3) ,+3.0e+l)) ,+l.Oe+2), Y3') 
val (div (sub(+l.Oe+2,sub(float (Y4) ,+3.0e+l)) ,+l.Oe+2), Y4') 
eq(p4,<X4' ,Y4'>) 
eq(pl,<Xl' ,Yl'>) 
eq(p2,<X2', Y2'>) 
eq(p3,<X3' ,Y3'>); 
InvertRect (R) -> gr-tect (3,R); 
ErasePect (R) -> g:r-rect (2, R) ; 
repeat ->; 
repeat -> repeat; 
melding(l,''Vis startpmkt ") ->; 
meld1ng(2, "Vis utqangsble fra startpmkt ") ->; 
maldinq(3, ''Vis utqangsbue fra sluttpmkt ") ->; 
meldinq(4, ''Vis sluttpmkt ") ->; 
meldinq (5, ''Trykk på en lcna!:P for nytt valg ") ->; 
~(<250,5>.<295,20>,''Edit",edit) ->; 
l (<310, 5>.<355, 20>, "Stcp", stcp) ->; 
(<250, 25>. <295, 40>, ''Retry", tetiy) ->; 
knappe-mengdel (<310, 25>. <355, 40>, "(]{",ok) ->; 
rect (funksjon,<31,31>.<129.129>) ->; 
; End wor lei: NcDnal. 

