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ABSTRACT 
Pair programming promotes immediate, informal collaboration 
over coding activities. The driving developer writes the code and 
controls the keyboard and mouse; the navigating developer checks 
the code as it is written by the driver; the developers swap their 
roles frequently. In agile development, programmers often code in 
pairs, in order to detect errors faster, produce higher code quality 
and discover better solutions.  
There is substantial research providing evidence of enhanced self-
confidence and programming and communication skills if pair 
programming is used in teaching. However, the use of pair 
programming in higher education is mostly in co-located settings at 
campus-based universities. Our overall objective is to investigate 
how the benefits of pair programming can be brought to students 
learning to program online at a distance. 
This paper presents two initial studies looking at remote pair 
programming (RPP) also called distributed pair programming, in a 
part-time distance education setting, where students typically 
follow an unscheduled self-study style, have little interaction with 
each other, and have little time for extra activities. We investigated: 
whether readily available generic communication tools, instead of 
purpose-built academic prototypes, were sufficient for RPP; 
whether student pairs ‘jelled’ (learned to function well together) 
quickly; whether the ways in which the partners interact, or existing 
programming experience, affected jelling; and whether students felt 
positive about, and saw benefits in RPP, despite the overhead on 
their limited study time.  
In the paper, after describing particular challenges encountered, we 
present and discuss our findings and make recommendations for 
future implementation. The findings support the use of remote pair 
programming in teaching, with the majority of students considering 
it to be beneficial. 
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1. Introduction  
Pair Programming (PP) is widely used in agile software 
development. A developer in the driver role writes the code, and 
controls the keyboard and mouse; the other developer, the 
navigator, watches for potential defects and assists with design 
decisions as the code is being written. These roles are switched 
often as the development progresses. Advocates argue that PP leads 
to better designed solutions with fewer defects, and reduces silos of 
knowledge about the codebase [38]. 
 
Using PP in education has been advocated for many years. Some of 
the learning advantages seen in the classroom are: 
• Improved academic results for students [25, 29-31] 
• Improved efficiency in programming in terms of coding 
time and quality [11, 12, 27, 32, 35, 42] 
• Improved student satisfaction [25, 26, 29, 30, 43] 
• Reduced workload for the teachers [30, 33] 
• Improved coding productivity for female students [2, 40] 
For collaborative coding to be considered PP, both programmers 
must work at the same computer and continually talk to each other 
and carry out other physical interactions such as pointing to the 
screen [38, 41]. These collocation and communication 
requirements are straightforward to implement in a programming 
lab but become more challenging in distance learning contexts.    
 
The Open University (OU) provides distance programmes to 
mainly part-time mature students, who have professional and 
family commitments. Our Computing students learn to program 
mostly in their own time, without direct supervision. They expect 
and prefer unscheduled self-study. In this context, it is not easy to 
introduce remote pair programming (RPP), also called distributed 
pair programming, in which partners aren’t collocated. We 
conducted two studies to explore the potential benefits of RPP for 
our students and to identify whether barriers could be overcome.  
 
For most educational research on RPP, the educators/researchers 
developed bespoke tools, e.g. IDE plugins. These are often 
prototypes, difficult to obtain and install, and restricted to particular 
platforms, IDEs, or programming languages. However, time-poor 
students need readily available tools that are easy to install and use. 
Our first research question is: 
1. Can some generic collaborative tools be adopted for 
RPP?    




‘Pair jelling’ happens as both programmers adjust from solitary to 
collaborative programming. Part-time students in distance 
education often don’t know and don’t interact with each other. That 
could lead to longer jelling times, and in turn less engagement with 
RPP. We thus want to know how long jelling takes for such 
students. Individual students interact with their partners in 
characteristic ways that Kaur Kuttal, et al. [20] ascribed to 
‘leadership style’ and this affects their collaboration, e.g. in how 
they swap roles. To our knowledge, this paper is the first to look at 
jelling and leadership styles. 
2. How long does it take for a pair to ‘jel’ and is it related 
to leadership style? 
RPP entails some overhead (learning a tool, scheduling sessions, 
etc.) and imposes collaborative work, which many distance learners 
dislike [21]. We want to know if students in a self-study context 
nevertheless feel positive about RPP.  
3. Do students perceive worthwhile benefits of RPP? 
For space reasons, the next section presents only some of the related 
work on RPP. We then describe the design and results of our two 
exploratory studies in Sections 3 and 4 and conclude in Section 5. 
 
2. Related Work  
There are several studies of RPP in education [7] but most look at 
outcomes such as productivity (lines of code per hour) and grade 
improvement: while important, they are not related to our work. 
 
The study by Hughes, et al. [17] is also in a part-time distance 
education setting but their main aim was to see the effect of passive, 
indirect and direct PP participation on confidence and self-esteem. 
They asked students to: watch a video of collocated tutors pair 
programming; attend a live demonstration of RPP; do one RPP 
session with a student partner. Only 4 students (2 pairs) did the 
latter, whereas our studies involve more students, pairing over 
multiple sessions.  
 
Some studies considered partner compatibility. Kaur Kuttal, et al. 
[20] looked at gender and RPP. They found that same-gender pairs 
were democratic but mixed-gender pairs more often had one 
authoritative partner and that women did not benefit from the 
mixed-gender pairing. Hanks [16] asked volunteering students 
about their schedule and skill level to allocate compatible pairs. 
However, that study did not investigate whether there was a link 
between the student's results and the approach to pairing students. 
Lui [24] and Wray, et al. [44] suggested that to achieve the full 
educational advantage of RPP, skilled students should be matched 
with novices, but Shaw [34] believes this creates an imbalance 
between partners where the skilled student ends up doing most of 
the work. Wanfeng, et al. [39] considered students’ personality 
type, skill, gender and time management in analysing requirements 
for compatibility in RPP. Students showed a preference for another 
partner with similar or higher technical skills. Students with low 
technical skills expressed frustration as their lack of programming 
skills limited the progress of their collaboration.  Xinogalos, et al. 
[45] observed that pairs with collective better performance in a 
prior course maintained strong academic results in a following 
course supported by RPP, while pairs with poor prior performance 
performed far worse. 
 
The success of implementing RPP depends on the tools that support 
the workflow [10]. The communication tool failure faced by 
students in formal experiments by  Canfora, et al. [4], [5] led to the 
dismissal phenomenon (where students stopped collaborating), 
poor productivity and substandard code quality.  
 
Based on prior research, it is important for RPP tools to support:  
 
1. Synchronous Collaboration – both students should see the 
driver’s screen in real-time, following the WYSIWIS 
(What You See Is What I See) metaphor [36]. 
2. Shared and equal access – both students should have 
shared and equal access to the same code repository [13].  
3. Integrated communications – both students can engage in 
discussion without losing focus on the code. Features that 
allow the student to make subtle gestures, such as head-
shake or finger-pointing, enhance communication and 
improve the pairing experience [10, 15]. 
Some tools, like DistEdit [22], allow both students to type and 
execute code simultaneously, which risks introducing errors if a 
strict driver-navigator protocol isn’t followed. A modified version 
of the VNC system by Hanks [16] introduced a way for the 
navigator to request the cursor. This approach makes students 
aware of each other’s roles and activities. FASTDash  [3] and 
Palantir [1] also provide awareness, using a spatial representation 
of the shared codebase that highlights the team members' current 
activities. Collece and Collabode are web-based IDEs for Java that 
share changes instantly, without the need for version control [9, 14]. 
These tools need an additional audio-visual communication tool, 
whereas Jimbo [13] and CodeBuddy [23] are IDEs with integrated 
video and audio calls and text messaging. CodeBuddy also includes 
automatic and manual role switching, code quality analysis, 
engagement analysis and code commenting.   
 
Tsompanoudi, et al. [37] implemented a scripting mechanism by an 
Eclipse IDE plugin that automates role switches between paired 
students within set time limits. Students reported the overall 
experience as good but they did not like the forced role rotation as 
it becomes disruptive to the thinking process of the driving student. 
D'Angelo, et al. [6] developed an eye-tracking system to prompt 
the driver to a location where the navigator is looking at the screen. 
 
3. Study Design 
We started with a search for readily available generic collaborative 
tools that could support RPP, even if they don’t provide the 
advanced features of bespoke tools (Section 2). Using the chosen 
tool(s), students conducted RPP sessions and were afterwards 
asked about their experience, including the effectiveness of the tool 
and the perceived improvement of programming, communication 
and other skills. 
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As noted above, collaborative RPP tools must support synchronous 
collaboration, equal access, and integrated communications. Doing 
a web search on “collaborative tools”, “screen sharing applications” 
and “code editors for pair programming”, the results were filtered 
down to 8 tools that meet the three requirements: AdobeConnect, 
Skype, Stride, GoToAssist, TeamViewer, USETogether (since 
renamed to Drovio), Microsoft Teams and Zoom. USETogether is 
specifically aimed at RPP; the others are generic communication 
tools that can be adopted for RPP.  
 
All these tools allow voice and video calls and sharing desktop 
screens. Zoom and TeamViewer are cloud-based applications with 
extra features such as whiteboard and annotation tools. This enables 
both programmers to make notes, create drawings, and add arrows 
on the shared screen. USETogether allows both programmers to see 
each other’s cursor moving around on the screen in real-time.  
 
One of the key principles of PP is to swap the driver and navigator 
roles. AdobeConnect, TeamViewer, GoToAssist, Zoom, and Stride 
require a restart of a session, with the new driver initiating a session 
on their computer. Skype, Microsoft Teams and USETogether 
allow both partners to use the initial driver’s computer, as in 
traditional PP where both partners sit at the same computer. The 
current driver can pass control of the computer to the navigator 
without having to restart the session. 
 
Table 1 summarizes the tool evaluation. USETogether and 
Microsoft Teams were chosen for the pilot study because they 
provide all features. This phase of the research was carried out in 
June 2019 and thus doesn’t include any improvements made to the 
tools since then. 
Following the necessary institutional ethical approvals, students on 
several modules that include programming were invited, by email, 
to participate. Interested students were asked to complete a consent 
form, and an initial questionnaire about their programming 
experience. Pairs were formed from students on the same module. 
They were asked to collaborate on non-assessed programming 
activities which they would otherwise have carried out individually 
as part of their studies. 
An internal project website was developed to inform students about 
PP and RPP and this research, to collect consent forms and to 
deliver the research instruments. The website also provides 
resources on communication software installation and usage, as 
well as a forum for students to ask any questions they had about the 
research study.  
 
The first session for each pair was an ice-breaking meeting 
facilitated by the researcher, which included describing the 
principles of pair programming. Students were encouraged to ask 
questions about the research and get to know the assigned partner. 
From the second session, the pairs self-directed the sessions, i.e. 
they decided when to meet, which activity was to be done and who 
would drive first. The sessions were recorded for later observation. 
 
The students were asked to complete a reflective journal after each 
session, to get an insight into their experience as the study 
progressed. We provided the students with prompts to write about: 
their feelings before, during and after the sessions, evaluation of the 
tools and working with their partner, and an overall reflection. For 
example, we asked “What was good/bad?”, “Did you work well 
with your partner?”, “Were there any technical issues?”. At the end 
of the study, participants were invited to complete another 
questionnaire. A voucher was given to those who did, as a token of 
appreciation for their time. 
 
These studies did not assess students’ code quality or academic 
performance but rather how the students interacted with each other 
using the provided collaboration tool, and their overall experience. 
We conducted two studies, exploring different aspects, to get an 
idea of the variables that may affect RPP. The studies covered 
collaborative tools, pairing method, pair jelling, potential benefits 
(time management, study habits, programming skills, confidence) 
and overall satisfaction. 
In study 1, about 300 students were invited from one 1st year and 
one 2nd year module, and 16 signed up (low participation rates in 
research studies are typical in part-time distance learning contexts, 
partly because students have very little free time available). Of 
those, 4 dropped out before the study began and 2 could not be 
paired as they were studying different modules. The remaining 10 
students were paired based on their time availability indicated in 
the pre-study questionnaire. This study examined two collaborative 
tools (USETogether and Microsoft Teams), students’ experience 
and the pair jelling effect.  
 







Ease of swapping 
Roles 
AdobeConnect x x   
GoToAssist x x x  
Stride x    
Skype x   x 
TeamViewer x x x  
USETogether x x x x 
Zoom x x x  
Microsoft Teams x x x x 
Table 1: Summary of collaborative tools 
     




In study 2, 1769 students were invited, of whom 122 signed up and 
24 completed the study, i.e. filled in the end survey. Most students 
dropped out due to the impact of COVID 19 and the difficulty in 
scheduling a convenient time for the sessions. The pairing was 
carried out without regard to gender, skills or availability. This 
study narrowed its examination to one tool (Microsoft Teams) and 
to investigating students’ reported experience.  
 
4. Analysis And Results 
We examined qualitative data gathered from the students' reflective 
journals, as well as quantitative and qualitative data from the end 
survey questions, which were based on a Likert scale varying from 
1 (strong disagreement with a given statement) to 5 (strong 
agreement). Text boxes allowed students to elaborate their 
responses. We used the median to measure the central tendency of 
the survey responses and interquartile range (IQR) to assess their 
degree of dispersion. In the tables that follow we have highlighted 
results that are either negative (median ≤ 2) or positive (median ≥ 
4) and also suggest consensus (IQR < 2) rather than polarised views 
(IQR ≥ 2) about the statement. 
4.1 Using Collaboration Tools  
To address research question 1, we asked students to rate their 
experiences of using the tool. Students in study 1 started using 
USETogether and switched to Microsoft Teams towards the end 
due to issues with the former. Study 2 participants used Teams only.  
 
 
As Table 2 shows, most students agreed that USETogether and 
Microsoft Teams were easy to install, easy to use with a partner and 
have adequate audio-visual quality. Microsoft Teams supports the 
recording functionality well (i.e. students can create an audio-visual 
recording of their RPP session) while USETogether performed less 
well in this regard. There was a mix of experiences (IQR = 2) with 
regard to the computer becoming unresponsive or crashing.  
 
USETogether is specifically developed for RPP, whereas Teams 
isn’t, and yet responses are similar. While the number of responses 
is too small to draw general conclusions, they seem to indicate that 
generic collaboration tools can be adopted for RPP. 
 
4.2 Pair jelling period and leadership style 
The first author observed the sessions, noted the interactions and 
categorised each partner according to the leadership styles used in 
the study by Kaur-Kuttall et al. [20]: 
 
i. Democratic style (shares the decisions with the other 
partner) 
ii. Authoritative style (dominates the interactions) 
iii. Laissez-faire style (all decision-making is delegated to 
the other partner) 
iv. Paternalistic style (instructs the other partner) 
The observed style and the self-reported skills level in the pre-study 
questionnaire were taken into account to investigate  their effects 
on pair jelling. The end survey asked the students how long it took 
to jel. The last column of Table 3 is the number of sessions they 
reported until perceived jelling, which agrees with observations of 
the online sessions.  
 
The table suggests that partners with the same style may jel the 
fastest. In pair Gamma, the novice student P2 had gone further in 
the module activities and thus tended to teach the more advanced 
student P1, thus appearing paternalistic.  
 
Beta and Epsilon are the only pairs with equal skill levels. Based 
on Melnik, et al. [28] reporting that students prefer to collaborate 
with a partner of equal skill and experience, one would have 
expected these pairs to jel more quickly. This preference seems to 
have been overridden by the pairs’ styles: it took three sessions for 
Beta (democratic/authoritative) to jel while Epsilon (both 
democratic) jelled in one. Remote teams can feel a "swift" level of 
trust but this trust seems very frail and it is critical to collaboration 
success or failure [18].  
 
The study seems to indicate that leadership style affects how paired 
programmers jel. All partners’  styles remained unchanged until 
jelling. Once jelling had taken place, the student pairs were able to 
accommodate each other’s style in a more fluid interaction.  
Student Experience Statement Study 1 (n = 10) Study 2 (n = 24) 
USETogether Microsoft Teams Microsoft Teams 
 MED IQR MED IQR MED IQR 
It was easy to install 4.5 1 5 0.5 4 1 
It was easy to use with my programming partner 4 1 4.5 1 4 1 
It has a high impact on my computer systems' resources 2 2 2 1.5 2.5 1 
It froze or crashed sometimes 2 2 3 2 2 2 
The audio-visual quality is adequate 4 0 4 0.5 4 0.5 
We were able to record our sessions 3 0.5 4 1.5 4 1.5 
Table 2: Students’ experience of using collaborative tools. 
 




With a significant amount of research reporting the benefits of PP 
on co-located students, we included 4 statements in the end survey 
for students to appraise the benefits for their learning (see Table 4).  
All students who had completed more than 4 sessions (the 
minimum required) were invited to complete the survey, even if 
they subsequently dropped out from the study. As Table 4 shows, 
most students agreed or strongly agreed that RPP improved their 
learning experience. The exception is in Study 2 groups, where the 
median opinion on the impact on time management skills was 
neutral. While groups in Study 1 were paired based on their 
indicated time availability, the groups in Study 2 were paired 
randomly, irrespective of time availability. This is reflected in how 
students manage their schedules as they struggled to find a suitable 
time to accommodate each other. Two study 2 students commented:  
 
“I found it difficult to arrange a mutually convenient time to take 
part in sessions with my partner.” 
 
“the peer cancelled session 3 with a five minutes notice and I never 
heard from her again. No reason was given and there was no 
attempt to reschedule.” 
 
As mentioned in Section 1, we probed student satisfaction in the 
face of any issues. In the end survey we asked “What is your overall 
feeling about your experience of using RPP in your module?” using 
a Likert scale from 1 (very dissatisfied) to 5 (very satisfied). Study 
1 responses had median 4 and IQR 2 (n = 10);  study 2 responses  
had median 4 and IQR 1 (n = 24). We also asked “Would you 
recommend RPP to other students and its wider use within 
computing modules?” and most replied yes (93% in study 1 and 
83% in study 2). Overall, there is a positive attitude towards remote 
pair programming, confirming previous research on pair 
programming. Looking at the survey’s comments, students who 
were satisfied or very satisfied mentioned the following: 
 
• Improved feeling of inclusion and social interaction 
• Improved team working experience, e.g. confidence in 
communication, motivation, skill for employment   
• A positive impact from peer pressure, e.g. keep up with studies 
before sessions, time management and discipline.  
• Improved coding skills from learning from pair, i.e. 
knowledge transfer.   
Some comments from the students are:  
 
“During the RPP sessions I have noticed I was more focused and 
engaged with the task than I normally would by myself”. 
 
“My coding skills have definitely improved, but also my 
understanding of how to code and what you can and shouldn't do. 
It was also really nice to have someone else to talk to who is 
studying the same module as me. Distant learning can get very 
lonely and this has massively helped alleviate this feeling” 
 
“I am very satisfied with the experience because I feel it brought to 
light the best part of me in a programming context. I always felt 
problem-solving includes creativity and ideas come much easier 
when I can bounce them with a partner, our minds are more agile 
and personally, I felt empowered to know I am not alone in solving 
it.” 
     
Pair 
Gender Leadership Style Skills Level  Sessions 
before 
jelling P1 P2 P1 P2 P1 P2 
Alpha Male Male Democratic Authoritative Novice Intermediate 2 
Beta Male Male Democratic Authoritative Novice Novice 3 
Delta Male Male Democratic Democratic Intermediate Novice 1 
Epsilon Female Female Democratic Democratic Novice Novice 1 
Gamma Male Female Democratic Paternalistic Advanced Novice 2 
Table 3: Students’ jelling factors and period for study 1 
 
 
Student impact Study 1 (n= 10) Study 2 (n = 24) 
 MED IQR MED IQR 
My coding and debugging skills are better than before I used pair programming 4.5 1 4 1 
Participating in RPP has improved my confidence level when communicating my thought 
process 
5 1 4 1.5 
My RPP sessions helped improve my time management skills 4 1 3 2 
My study habits were positively affected because of the RPP sessions 4.5 3 3.5 1.5 
Table 4:  Impact of RPP on students 
 





Students who were dissatisfied or neutral mentioned the following 
factors: the partner didn’t show up for sessions; they felt their 
module’s exercises were not suitable for pair programming. It is 
worthwhile to note that in the overall assessment of the benefits of 
RPP, some students who reported technical challenges in their 
journal (inability to record sessions, disconnection from the 
internet, computer crashes, etc.) nevertheless have positive feelings 
towards RPP for online learning.  
 
In study 1, where students were paired by availability, there were 
fewer incidents of a partner not showing up in comparison with 
study 2 where the pairing was randomised. Katira, et al. [19] found 
that collaboration is successful even when students are paired 
randomly, but our studies suggest this is not true for part-time 
students. A student noted in their journal that “the whole point of 
[the] OU is being able to fit around individuals, so having a pair 
[imposed] can make it difficult to schedule time”. Co-located full-
time students have a structured learning process, e.g. with 
timetabled laboratory sessions. This contrasts with the flexibility on 
which most part-time remote teaching and learning is based [8]. 
4.4 Limitations And Future Research 
The studies reported in this paper represent initial investigations of 
RPP in a distance learning context. As such, they are subject to 
limitations. The small number of self-selecting students does not 
necessarily represent our student population, or distance learners 
generally. We do not claim any statistical significance or general 
applicability of our results. However, the studies uncover RPP 
barriers and benefits perceived by these keener students, and we 
assume that these barriers and benefits may be felt even more 
acutely by other students.  
 
We didn’t develop bespoke programming exercises for the studies. 
Instead, we asked students to work in pairs through their module’s 
activities, so as not to impose extra workload on already time-poor 
students.  The responses suggest this approach isn’t always suitable. 
Overall, the reasons indicated for dissatisfaction suggest that better 
integration of RPP into the course design process is needed to reap 
the potential benefits of RPP. 
 
Questions around the effect of leadership style on the pair jelling 
period deserve a more systematic examination. In our study 1, a 
definitive conclusion cannot be drawn due to the small sample size 
and various variables involved during the investigation. Data from 
study 2, which is yet to be analysed, should shed more light on this 
issue. Further long-term studies could indicate if pair jelling has an 
impact on the effectiveness of RPP. If so, monitoring pair jelling 
could help spot conflicts early and drive a methodology for conflict 
management to ensure collaboration does not break down. 
 
Future studies using larger samples could shed further light on the 
other aspects of pairing we investigated: prior skills level and 
gender. We also plan to carry out more quantitative investigations 
of the learning effectiveness of RPP, using before-and-after 
measures of students’ programming skills, and making 
comparisons with individual programming practice.  
 
5. Conclusion 
Many studies show evidence that pair programming in Computing 
education can have positive effects on technical and soft skills. Pair 
programming is relatively easy to embed into scheduled full-time 
study. This paper presents exploratory studies into the possible 
benefits of, and barriers to, remote pair programming in 
unscheduled part-time distance education. 
 
While many RPP studies use specially built tools, these may be 
difficult to obtain or install. We asked students to use generic 
communication tools to work on their module’s exercises with a 
partner in several RPP sessions. We analysed students’ pre-and 
post-study questionnaires, recorded sessions and reflective 
journals. In the first study, students were paired according to their 
declared time availability; in the second, they were randomly 
paired. We also carried out the first, as far as we know, 
investigation of pair jelling and leadership style. 
 
Students found the tools easy to use and install, and broadly 
adequate for RPP, despite occasional technical problems. Students 
agreed that RPP improved their coding and debugging skills and 
their confidence. Responses as to whether RPP improved their time 
management or study habits varied. Almost all students would 
recommend RPP for inclusion in distance learning computing 
modules. From our limited amount of data, leadership style seemed 
to be a more dominant factor for pair jelling than programming 
skills level. Students were less satisfied or even stopped sessions if 
there were scheduling difficulties with their partner or if they felt 
their module’s exercises were not suitable for pair programming. 
 
Our research suggests that RPP can enhance the learning 
experience in part-time distance education, provided that potential 
barriers are dealt with by: providing guidance on how best to use 
existing communication tools instead of developing bespoke ones, 
taking time availability and leadership style into account when 
pairing students, and choosing appropriate programming activities.  
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