Abstract
Introduction
In present century malware attackers are playing a good game over malware defenders. Malware defenders come across through thousands of new malware samples every day. Malcodes are distributed over internet through untrusted websites at an alarming rate. Often malware enters into the system through the downloaded file. Once the malware enters the system it performs malware activity and corrupt the entire system. Some of the malware can easily be detected and defended through antivirus scanners (AVS). But, today, the packers pack the malware in such a way that it plays hide and seek with the AVS and malware wins the game. So, it becomes a tuff job for the AVS to detect the malware. If the detector detects a malware in a non-infected file, it is considered as false positive. Also, if the scanner fails to detect malware in an infected file it is considered as false negative. A hit ratio is considered if the scanner detects the malware in an infected file. This paper is a survey study of basics of malware. The paper is organized as follows: Section I describes the classification of malware. Section II briefly explains the techniques to detect malware following with section III about analysis tools of malware. Section IV describes the categories of malicious software. Section V include various obfuscation techniques with section VI highlights various deobfuscation techniques. Section VII gives brief conclusion about the paper. 
I. Classification of Malware

A. Static analysis detection technique
It is the procedure of analyzing software without executing it. During static analysis [9] the application is break down by using reverse engineering tools and techniques, so as to re-build the source code and algorithm that the application has created. Static analysis can be done through program analyzer, debugger and disassembler. Various static analysis techniques are as follows:
Signature based detection technique
This technique is also known as pattern matching or string or mask or fingerprinting technique. A signature is a bit of sequence injected in the application program by malware writers, which uniquely identifies a particular malware. To detect a malware in the code, the malware detector search for a previously specified signature in the code.
Heuristic detection technique
This technique is also known as proactive technique [4] . This technique is similar to signature based technique, with a difference that instead of searching for a particular signature in the code, the malware detector now searches for the commands or instructions that are not present in the application program. The result is that, here it becomes easy to detect new variants of malware that had not yet been discovered. Different heuristic analysis techniques are:
File based heuristic analysis
Also known as file analysis. In this technique, the file is analyzed deeply like the contents, purpose, destination, working of file. If the file contains commands to delete or harm other file, than it is considered as malicious. 
2.2Weight based heuristic analysis
It is the much ancient technique. Each application is weighted according to the danger it may possess. If the weighted value exceeds the predefined threshold value, then the application contains malicious code.
Rule based heuristic analysis
The analyzer, here, extracts the rules defining the application. These rules are then matched with the previously defines rules. If the rules are mismatched, then the application contains malware.
Generic signature analysis
In this signature, variants of malware are detected. A variant of malware means, the malware are different in behavior but belong to same family like "identical twins". This technique uses previously defined antivirus definition, to discover new variants of malware.
Advantage of Static Analysis
Static analysis is fast and safe; also it gathers the structure of code of program under inspection. If static analysis can calculate the malicious behavior in the application then this information can then be used for future security mechanism.
Disadvantage of Static Analysis
Static analysis does not take stand for analyzing the unknown malware. Also, the source code of many applications is not easily available. For doing static analysis, researchers must have a good knowledge of assembly language and also should have a deep understanding of functioning of operating system.
B. Dynamic analysis detection technique
The process of analyzing the behavior or the actions performed by the application while it is executing is called dynamic analysis [7] . Dynamic analysis can be done through monitoring function calls, tracking the information flow, analyzing function parameters and tracing the instructions. Generally a virtual machine or sandbox is used for this analysis; the doubted application is usually run into a virtual environment. If the application behaves unusually it is categorized as malicious. Nowadays, there are behavioral blocking software, which blocks malicious action of the program before their attack
Advantage of Dynamic Analysis
One can easily detect the unknown malware by simply analyzing the behavior of the application.
Disadvantage of Dynamic Analysis
This analysis takes time as the executing time of the application, so in some cases, it is not fast neither safe. Also, this analysis does not stand for the application which shows the different behavioral changes by different triggering conditions. In short, it fails to detect multipath malware.
C. Hybrid analysis detection technique
This technique is the combination of both static analysis and dynamic analysis [6] . The procedure it follows it that it first checks for any malware signature if present in the code under inspection and then it monitors the behavior of the code. Hence this technique combines the advantages of both the above techniques. 
III. Some static analysis and dynamic analysis tools
IV. Categories of Malicious software Encrypted Malware
This approach uses the concept of encryption to prevent signature based Antivirus Scanners [10] . This approach comprises of two main parts of an encrypted malware-encrypted main body and decryptor. Each encrypted malware is made different from its signature by using different key every time. The disadvantage to this approach is that the malware can be easily detected by antivirus scanners as the decryptor consists of same code pattern.
Oligomorphic Malware
The most advancement to encrypted malware is oligomorphic malware. The malware authors changes the decryptorevery time, hence generating thousands of new malware. But still, it can be detected by its signature, as decryptor can replicate itself finite number of times.
Polymorphic Malware
The polymorphic malware is same as oligomorphic malware, with a difference that, it generates infinite number of decryptor by using different obfuscation techniques. The basic function of polymorphic malware remains the same each time it is decrypted, only the code changes. The toolkit called Mutation Engine (ME) is used in order to change non-obfuscated code to polymorphic code. One part of the code remains the same with each iteration, hence it can be easily detected by Antivirus Scanner.
Metamorphic Malware
Metamorphic malware [1] is written again every time with the each iteration, which makes each new malware different from its previous once. They can easily pass through AVS. As AVS scanner are unable to match any signature henceforth. Metamorphic malware are not packed malware, hence, they never leave a signature in the memory to be matched. Authors generate then by enhancing different obfuscation techniques thoroughly and strictly.
V. Obfuscation technique
Obfuscation is the technique, generally used by malware authors, to make source code harder to read, understand and reverse engine, and to conceal the malicious intent of the malware [3] .
Figure2. Obfuscation
A' contains malicious code which is difficult to reverse engine, but it holds functionality and performs comparable to A.
Basically six techniques are used for Code Obfuscation Source code (A) Obfuscation technique O (A) Obfuscated code (A')
Dead-Code-Insertion-It is the simplest form of code obfuscation technique which can be done by inserting NOPs (No Operation Performed) or some push statement followed by pop statement in the code.
Subroutine Reordering-As the name suggests, this technique randomly changes the order of subroutines in the program, hence generates K' different malwares, where K is the number of subroutines.
Code Transposition -In this, the order of instruction is changed by using statements like jmp and unconditional branch statements, which makes the code different from its naive code. Code transposition can be done in two ways. The first method is as described above. The second one generate the new variants by reordering the independent instructions, which is difficult to implement and harder to identify the malware.
Instruction Substitution -This technique replaces some of the code statements with the equivalent statements. For example MOV with either Push or Pop.
Code Integration -A new brief is inserted into the source code of the program in order to make the code malicious.
Register reassignment -The registers of the code is replaced by the unused registers. The program code and its behavior remains the same.
VI. Deobfuscation Techniques
Deobfuscation is the technique, generally used by malware detectors to make malicious or packed code easier to read, understand and reverse engine and to conceal the malicious intent of the malware.
Malware Normalization
It is the procedure of eliminating the obfuscated code from the program to enhance the capability of the malware detector. During this process, the malware goes through the normalizer and then it is matched with its ancestors present in the database. If it is matched, then it becomes a new signature and then stored in the database.
The PE code is passed through the decompression software, through which decompressed code is obtained, the code is then passed to the disassembler and disassembled code is passes through the normalizer. The code so obtained is the normalized code, which is send to the malware detector.
The detector extracts the features of the malware and then is compared to the signatures of known malware present in signature repository. The comparison is done through comparison engine using sequence alignment algorithm. The possibility is that of matching maximum to maximum signature present in the repository to that of normalized code obtained. If the signature is not matched with the signature repository, then it is categorized as new signature and stored in repository.
Similarity Analysis
It is the procedure of analyzing whether the code under inspection is the variant of same malware or not. Similarity analysis is done to capture a polymorphic malware by analyzing API sequence. The PE code of the program is passed to the decompressor, the obtained decompressed code is then sent to PE parser. From this binary parser, sequence of API calls is obtained, which is then used for similarity analysis. Also signature from database is used for similarity analysis. This analysis generates a value which is compared against the threshold value. If the obtained value is greater than the threshold value, then it is considered as a malware otherwise benign.
CONCLUSION
In this paper we had surveyed a study about various types of malware and categories of malicious software. In particular, a light has been thrown on various obfuscation and deobfuscation techniques. Although the rate hazards of new malware are increasing at an alarming rate, this 
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CONCLUSION
In this paper we had surveyed a study about various types of malware and categories of malicious software. In particular, a light has been thrown on various obfuscation and deobfuscation techniques. Although the rate hazards of new malware are increasing at an alarming rate, this paper provides a thorough study of tools for analyzing malware with a clear understanding of various countermeasures need to be adopted.
