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Le logiiel Xlim3D est le fruit du travail de plusieurs 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e logiiel.
Ce doument presente dierents travaux et tente d'uniformiser le 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enrayer une eventuelle derive...
On trouvera a l'interieur de e manuel des textes erits en partie par des personnes qu'il faut
iter:
Jean-Franois Rivest Il lui revient le merite d'avoir erit la premiere librairie etoee de
traitement d'images au Centre et de l'avoir diusee ;
Christophe Gratin L'initiateur des traitements morphologiques tridimensionnels par logi-
iel. Sa librairie s'appuie sur l'interpreteur Xlisp-Stat, qui est devenu l'interpreteur de
base ;
Hugues Talbot Le onepteur de nombreuses fontions, y ompris elles traitant les graphes
;
Mike Clarkson Le premier a avoir propose et integre les travaux des herheurs.
Il faut egalement remerier les dierentes personnes qui ont ontribue au developpement du
logiiel: M. Bilodeau, B. Marotegui, F. Meyer, J.-F. Rivest, H. Talbot, M. Van Droogen-
broek
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Il est bien onnu que le langage Lisp est un langage d'intelligene artiielle. La plupart
des manuels qui le derivent ont e type d'appliations a l'esprit. La pratique reserve epen-
dant un autre usage a l'interpreteur; dans ertaines appliations, il sert de lien ave des
librairies de langage ompile. Les raisons sont simples: on a la failite d'un langage in-
terprete ave la vitesse d'un langage ompile. Cela permet des developpements rapides de
programmes puisqu'on evite la ompilation et pare qu'il est possible de dialoguer aisement
ave l'interpreteur, par exemple en aÆhant des messages.
Le programme Xlim3D est base sur le langage deni par l'interpreteur Xlisp-Stat qui
permet toute une serie d'operations omprenant notamment des manipulations statistiques
de donnees, des operations vetorielles, un systeme de programmation oriente objet et un
meanisme d'alloation dynamique. Des librairies de traitement d'image ont ensuite ete gr-
eees sur e noyau en exploitant au mieux les deux derniers atouts du langage interprete,
'est-a-dire qu'une partie des traitements (notamment elui des elements struturants) se fait
dans la philosophie d'une orientation objet et que l'interpreteur harge dynamiquement des
librairies suivant les besoins. Cela eut ete impossible ave l'interpreteur Xlisp sur lequel etait
onstruit Xlim [3℄. C'est Christophe Gratin [1℄ qui a songe a utiliser l'interpreteur Xlisp-Stat
pour proter du potentiel de l'orientation objet. Il faut aussi feliiter Mihel Bilodeau qui
a opere la fusion des logiiels existants pour en faire des \pakages" que l'on peut a present
harger dynamiquement. Gr^ae a e hargement, il est possible d'inserer du ode ompile
m^eme durant l'utilisation de l'interpreteur pour eetuer une mise au point ou eviter que
l'interpreteur ne prenne trop de memoire au hargement. Remerions enn Jean-Franois
Rivest dont les rapports ont servi de base au present doument.
Cette partie du manuel derit l'utilisation du langage interprete. Sans vouloir etablir une
liste exhaustive des fontions (voir [4℄ pour ela), nous presenterons les ommandes de base de
l'interpreteur en detaillant les quelques partiularites du langage Xlisp-Stat qui le dierenient
d'un autre interpreteur Lisp. Nous expliquerons egalement omment developper et ajouter
son propre ode dans l'interpreteur.
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1.1 Les premiers pas
1.1.1 Debut d'une session
Assurez-vous d'abord que les exeutables Xlim3d et xlisp sont denies dans votre \PATH".
Si le logiiel est bien ongure, il suÆt de le laner en tapant la ommande Xlim3d. Le
programme verie alors si le repertoire ourant ontient un hier init.lsp, sinon il vous
demande d'en plaer un dans le repertoire. Ce hier est important pare qu'il denit des
variables bien utiles a l'utilisation des librairies de traitement d'image. On peut aussi ajouter
des ommandes qui ongurent l'interpreteur d'une ertaine maniere, omme en hargeant
par defaut l'une ou l'autre librairie, ou enore demander a Xlim3d de harger immediatement
un hier en faisant Xlim3d fihier.lsp. L'interpreteur hargera alors init.lsp et en-
suite fihier.lsp. Pour sortir du programme, Ctrl-C ne fontionne pas pare que ette
ommande est reservee a l'interruption de routines Lisp mais il faut taper (exit).
1.1.2 Quelques expliations onernant le langage
Il y a deux types de resultat que l'interpreteur de Xlim3D est apable de fournir. Le premier
est l'evaluation d'une expression. Les quelques lignes suivantes denissent une variable et
evaluent son ontenu:





La variable a vaut bien 10. La deuxieme utilite est la realisation d'une ation, e qui en Lisp
s'exprime par un jeu de parentheses ontenant la fontion et ses arguments. Ainsi,
> (+ 1 2)
3
>
realise l'addition de 1 et 2. En fait, Lisp utilise une notation fontionnelle sous la forme
(fontion argument1 argument2), evalue la quantite entre parentheses et retourne le
resultat de l'evaluation. Chaque valeur peut alors ^etre utilisee omme argument d'une autre
fontion elle-m^eme entre parentheses et ainsi de suite. La priorite est donnee aux parentheses
interieures. Les instrutions
> (+ (* 2 3) 4)
10
>
seront traduites respetivement par (+ 6 4) et puis par 10.
Le langage Lisp est base sur le onept de liste. En d'autres termes, ontrairement au
langage C, le nombre d'arguments des fontions ainsi que leur type est plus souple. Le Lisp
se hargera des veriations quant au nombre et a la validite des arguments. Ainsi, (+ 2 3
6.2) est orret mais pas (+ 2 3 "ar") qui tente d'additionner une ha^ne de arateres.
1.2 Les types d'objets renontres xi
Les ommentaires ommenent toujours par un point virgule (;). Tout e qui suit sur
la m^eme ligne sera ignore par l'interpreteur. Notons aussi que l'interpreteur onvertit tout,
hormis les ha^nes arateres, en majusules. Nous onseillons neanmoins d'utiliser des majus-
ules a ertains moments pour augmenter la lisibilite du ode, par exemple lors de la denition
de onstantes.
1.2 Les types d'objets renontres
Le Lisp manipule des nuds, sortes d'entite de base qui ontiennent des informations omme
une valeur, un type, ... Une fontion ou une image est ontenue dans un nud. Cette
struture fondamentale est a l'origine de l'implementation en C de l'interpreteur et quand
sont venues les librairies de traitement d'images, il a fallu adapter la struture du nud pour
qu'il traite orretement les images.
1.2.1 Les types de donnees
Xlisp-Stat gere plusieurs types de donnees. Voii la liste des prinipaux types proposes par
l'interpreteur a laquelle nous avons ajoute les types image et graphe:
 Les entiers. Ce sont des long omme en langage C;
 Les points ottants. Ce sont des double omme en langage C. Il faut toujours mettre
le point deimal dans un nombre an qu'il n'y ait pas de meprise, omme dans \5.0";
 Les nombres omplexes. En guise d'exemple, (setf a (sqrt -1)) ree le nombre
omplexe a;
 Les tableaux, qui peuvent ontenir tous les autres types, eux-m^eme ompris lorsqu'on
veut faire des tableaux multidimensionnels;
 Les ha^nes de arateres;
 Les objets;
 Les listes;
 Les variables booleennes. Elles n'ont que la valeur \true" notee T ou NIL qui est
egalement le signe d'une liste vide;
 Les pointeurs de hier (\streams");
 Les images qui peuvent ^etre 2D ou 3D;
 Les graphes.
Tester un type. Parfois, il peut ^etre utile de savoir quel est le type d'un symbole ou d'un
argument de fontion. Nous avons dresse la liste des prediats qui examinent le type de leur
argument (ils retournent T ou NIL):
 (integerp a) verie si a est un entier;
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 (floatp a) verie si a est un reel;
 (omplex a) verie si a est un nombre omplexe;
 (numberp a) verie si a est un nombre (entier, reel ou omplexe);
 (arrayp a) verie si a est un tableau;
 (stringp a) verie si a est une ha^ne de arateres;
 (objetp a) verie si a est un objet;
 (listp a) verie si a est une liste;
 (streamp a) verie si a est un pointeur de hiers;
 (image2dp a) verie si a est une image 2D;
 (image3dp a) verie si a est une image 3D;
 (graphp a) verie si a est un graphe.
Il y a une fontion qui, bien que e ne soit pas un test proprement dit, retourne le type de




On assigne une valeur a une variable en utilisant la fontion setf (ou setq) ou def. Cette
derniere instrution memorise la variable et permet surtout de trouver une trae des on-
stantes en tapant l'instrution (variables). On libere une variable denie ave (def a) par
(undef 'a) (noter la presene d'un \quote" dont l'utilite est derite i-apres). Voii quelques
exemples:
> (setf var 5) ; On ree la variable var ontenant 5
5 ; Xlisp repond ela
> var ; On evalue var
5 ; Xlisp repond ela
> (def GRID "s") ; La onstante GRID reoit la haine "s"
GRID
> (variables) ; La fontion qui imprime la liste des onstantes
(GRID)
> (undef 'GRID) ; On lib\`ere GRID
GRID
> (variables) ; La liste sera vide
NIL
>
On peut egalement faire des assignations multiples:
> (setf b 4  6 d "foo")
"foo"
>
1.2 Les types d'objets renontres xiii
La derniere expression evaluee sera elle qui sera retournee.
Une regle importante a propos des assignations: ne jamais assigner un symbole deja reserve
par le systeme {'est la raison pour laquelle les fontions usuelles de Xlisp-Stat se trouvent
dans l'index des fontions et dans le paquet xlispstat de l'index des \pakages". Cei ne peut
que auser des problemes. Frequemment, Xlisp ne se plaindra pas mais erasera tout simple-
ment la valeur preedemment stokee sous e nom, e qui peut avoir des eets desastreux.
En partiulier, ne jamais assigner le symbole `T', ou `NIL'... Ce sont des erreurs qui sont
ommunement faites. Parfois, il arrive qu'on ne desire pas evaluer une expression. Pour e
faire, Lisp met a disposition la fontion quote ou ' pour eviter une evaluation. Ainsi, (setf
plus '(+ a 5)), equivalente a (setf plus (quote (+ a 5))), est une fontion qui denit
l'addition de a et 5. Quelques lignes pour illustrer le omportement:
> (setf plus (quote (+ a 5))) ; Definit une fontion "plus"
(+ A 5)
> (setf a 5)
5
> (eval plus) ; "eval" fore l'evaluation de plus (interessant pour une
10 ; fontion)





En agissant de la sorte, nous avons deni une fontion avant que la variable a ne soit denie
puisque l'evaluation est repoussee jusqu'au moment de l'appel (eval plus).
La fontion quote est ouramment utilisee pour obtenir de l'aide sur une fontion. En
eet, (help 'fontion) fournit une aide en ligne. De m^eme, (apropos 'name) liste toutes
les fontions dont le nom ontient la ha^ne de arateres \name". Cela merite une illustration:
> (help 'def)
DEF [funtion-do℄
Syntax: (def var form)
VAR is not evaluated and must be a symbol. Assigns the value of FORM to
VAR and adds VAR to the list *VARIABLES* of def'ed variables. Returns VAR.
If VAR is already bound and the global variable *ASK-ON-REDEFINE*

















En ayant fait (apropos 'ero), l'interpreteur aÆhe la liste de toutes les fontions qui perme-
ttent de faire une erosion morphologique (sauf zerop). L'interpreteur est apable de gerer les
informations d'aide par lui-m^eme tres simplement a partir d'une ha^ne de arateres inseree
apres la denition du prototype d'une fontion. Cette possibilite est tellement importante
que, avant m^eme avoir explique omment denir une fontion, nous avons juge utile de fournir
un exemple.
> (defun aire (r)
"Calule l'aire d'un disque a partir de son rayon"
(* r r 3.14))
AIRE ; La fontion aire existe desormais ainsi qu'une aide en ligne
> (help 'aire)
AIRE [funtion-do℄
Calule l'aire d'un disque a partir de son rayon
NIL
1.2.3 L'orientation objet
L'objetif poursuivi par les onepteurs de Xlisp-Stat en introduisant des notions de
l'orientation objet est la failite de mise au point de l'interfae. Cela ne signie pas que
l'utilisation des onepts soit limitee a la programmation de l'interfae graphique. Xlisp-Stat
fournit un type \objet" et une serie de fontions apables de les traiter. Par ailleurs, la
partie 3D de Xlim3D utilise une hierarhie d'objet pour traiter les elements struturants.
Idealement, les images devraient ^etre des objets mais on est enore loin d'une telle situation.
Nous invitons le leteur a onsulter le doument [4℄ pour une desription detaillee de
l'orientation objet dans le adre de Xlisp-Stat.
Nous allons a present derire une serie de fontions qui s'appliquent aux dierents. La
liste n'est bien s^ur pas exhaustive mais elle omporte les instrutions les plus utiles.
1.3 Operations sur des nombres
Avant d'entamer une desription des fontions qui traitent les nombres, il faut faire une
remarque onernant la presentation des resultats. Un hire 3 apparaissant tel quel a l'eran
peut ^etre un entier ou un reel. Sahant que la fontion sqrt retourne toujours un reel, on
peut omprendre e qui se passe quand on exeute es quelques lignes:
> (sqrt 9) ; On prend la raine arr\'ee de 9
3
> (integerp (sqrt 9))
NIL ; Le resultat n'est pas un entier ...
> (floatp (sqrt 9))
T ; C'est un r\'eel
>
1.3 Operations sur des nombres xv
Conversion du type des nombres. Il est fondamental d'^etre apable de onvertir des
nombres d'un type dans un autre. Pour onvertir un reel en un entier, les operations sont
(trunate a), qui rend entier en supprimant la partie deimale, et (floor a), qui tronque
toujours vers le plus petit entier. Pour onvertir un entier en reel, il faut faire (float a).
Operations arithmetiques. Voii les operations importantes que l'on peut faire sur
les nombres: il y a les operations arithmetiques, qui peuvent prendre un nombre variable
d'arguments (2 au minimum):
 (+ a b ) Addition de a, b, ;
 (- a b ) Soustration de a, b, ;
 (* a b ) Multipliation de a, b, ;
 (/ a b ) Division de a par b et . Calule (a=(b  ));
 (min a b ) Minimum entre a, b, ;
 (max a b ) Maximum entre a, b, ;
 (rem a b) Reste de la division de a par b (Exemple: (rem 3.5 1.1) fournit 0.2).
Si un des arguments des operations preedentes est reel, le resultat sera reel lui aussi. Une
remarque importante sur la division. Ave l'anien interpreteur Xlisp, si tous les arguments
de la division etaient des entiers, la division etait entiere, i.e. le resultat etait tronque a
l'entier. Ce n'est plus le as dans la version atuelle de Xlim3d qui retourne parfois un reel
m^eme si les arguments sont entiers. Par exemple,
> (/ 5 3) ; Un division entre nombres entiers
1.66667 ; ... ne produit pas un entier
> (integerp (/ 6 3))
T ; sauf si a est un multiple de b
>
Les operateurs arithmetiques peuvent aussi s'appliquer a des listes ou a un melange de listes
et de nombres. On dit alors que les fontions ont ete \vetorisees". Quelques ommandes
illustrent la rihesse du langage.
> (+ '(1 2 3) '(4 5 6)) ; On additionne deux listes de meme longueur
(5 7 9)
> (+ 5 '(1 2 5)) ; Le nombre est ajoute a haun des elements
(6 7 10)
>
Il y a aussi des operations a une seule operande:
 (1+ a) retourne a + 1.
 (1- a) retourne a - 1.
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Operations partiulieres. Voii quelques operations qui peuvent servir:
 (abs a) Valeur absolue de a;
 (sin a) Sinus de a. L'angle est exprime en radians;
 (os a) Cosinus de a;
 (tan a) Tangente de a;
 (sqrt a) Raine arree de a (le resultat est neessairement un reel);
 (exp a) Exponentiation e
a
(le resultat est un reel);
 (expt a b) ou (^ a b) produit a
b
ou a et b peuvent ^etre des entiers ou des reels;
 (log a) Logarithme neperien;
 (random a) retourne un nombre aleatoire entre 0 et a-1.
1.4 Operations sur quelques types de donnees partiulieres
1.4.1 Cha^nes de arateres
Le Lisp ontient tout e dont on a besoin pour traiter les ha^nes. Cette setion ne mentionne
que e qui est le plus frequemment renontre.
Lorsqu'on veut imprimer des ha^nes de arateres, il peut s'averer utile de rajouter les
arateres de ontr^ole suivants, un peu tels qu'ils sont denis dans le langage C:
 retour de hariot;
 retour de hariot sans saut de ligne;
 aratere de tabulation.
Pour onatener des ha^nes, on peut utiliser la fontion (strat a b  ...) qui on-
atene les ha^nes a b . La fontion (format) produit le m^eme genre de resultat mais sa
mise en uvre est plus lourde.
Il y a egalement tout un ensemble de fontions de omparaison. Par exemple, la fon-
tion (string= a b) qui ompare deux ha^nes de arateres. Ave ette fontion, on peut
egalement omparer des sous-ha^nes en utilisant les les :start1 :start2 :end1 :end2 qui
indiquent respetivement le numero du aratere du debut de la omparaison pour la ha^ne
1, pour la ha^ne 2, et les ns de omparaison. Voii quelques exemples:
(string= "J Smith" "K Smith" :start1 1 :start2 1)
; supprime les premiers arateres, et retourne T
(string= "a" "b") ; retourne NIL
(string= "a" "a") ; retourne T
Pour ouper des moreaux de ha^nes, il y a aussi une fontion: (subseq string start
end). Cette fontion extrait de la ha^ne e qui est entre start et end.
Les setions suivantes derivent quelques fontions pour gerer des listes et des tableaux.
1.4 Operations sur quelques types de donnees parti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1.4.2 Listes
Presque par denition, Xlisp est apable de travailler sur des listes. D'abord une petite
expliation sur e qu'est une liste. Ensuite, nous detaillerons quelques fontions de traitement
de listes.
Une liste est un ensemble de taille variable d'objets quelonques ompris entre parentheses.
On peut egalement avoir des listes de listes, des listes de tableaux, et ainsi de suite. (12 15
18 22) et (12 "a" 3.14) sont toutes deux des listes.
Il y a une quantite enorme de fontions qui servent a gerer des listes.

Etant donne que e
sont frequemment des strutures imbriquees, il peut ^etre assez diÆile de savoir a quoi on a
aes tant les nuanes, qui font la erte des lispiens, sont nombreuses.
Voii les fontions jugees les plus utiles:
 (list a b  ...) ree une liste ave les elements a b  .... On peut aussi mettre
une liste a l'interieur d'une autre, omme dans l'exemple (list 1 2 (list 3 4)) qui
retournera (1 2 (3 4));
 (first a) extrait et retourne le premier element de la liste a;
 seond, third, fourth retournent respetivement le seond, le troisieme et le qua-
trieme element de la liste;
 (nth n liste) retourne le n-eme element de la liste;
 (rest liste) retourne la liste moins le premier element;
 (last liste) retourne une liste omposee du dernier element de la liste. (append
liste1 liste 2) ajoute la liste 2 au bout de la liste 1 pour ne former qu'une liste. Par
exemple: (append '(1 2 3) '(4)) retourne (1 2 3 4).
Quelques lignes pour illustrer l'usage des fontions:
> (setf a (list 1 2 3 4))
(1 2 3 4) ; Voii e que Xlim3d retourne
> (setf b (list "Hello" "world"))
("Hello" "world")
> (setf  '(1 2)) ; Remarquer la presene du quote qui evite l'evaluation
(1 2)
> (list a b )
((1 2 3 4) ("Hello" "world") (1 2)) ; Listes imbriquees
> (append a b )











Les tableaux sont des strutures qui ressemblent beauoup a elles renontrees dans des
langages de programmation plus traditionnels omme le Fortran. On aede a un element d'un
tableau en speiant son numero. L'indie du premier element est zero. Les tableaux, omme
en Fortran, ne peuvent pas ^etre rallonges aisement. Si on ne onna^t pas la taille initiale d'un
tableau et que la longueur est suseptible de hanger onstamment, il est preferable d'utiliser
des listes.
La dierene notable des tableaux ave les autres langages, 'est qu'il est possible de
stoker des donnees de type dierents dans un m^eme tableau. Par exemple, l'element 0
peut stoker un entier, l'element 1 une liste, et. Comme toujours, pour faire des tableaux
multidimensionnels, il faut stoker des tableaux dans les tableaux.
Voii quelques fontions pour gerer des tableaux:
 (make-array taille) ree un tableau de la taille taille;
 (vetor e1 e2 e3 ...) ree un tableau et l'initialise ave les expressions e1 e2 e3
... La taille du tableau sera ajustee pour ontenir toutes les expressions;
 (aref tableau no) aede a l'element no du tableau tableau.
Voii un exemple:
> (setf tableau (make-array 2)) ; Creation d'un tableau
#(NIL NIL)
> (setf (aref tableau 0) 0) ; Assignation: tableau[0℄<=0
0
> (setf (aref tableau 1) '("a" 1)) ; Assignation: tableau[1℄<=(list "a" 1)
("a" 1)
> tableau ; Imprime le ontenu du tableau
#(0 ("a" 1))
1.5 Operations booleennes et tests
Ces operations sont des tests an de manipuler et de generer les variables booleennes vraies
T et fausses NIL.
1.5.1 Operations logiques
On peut faire des operations logiques ave les variables booleennes:
 (and a b) et logique entre a et b;
 (or a b) ou logique entre a et b;
 (not a) non logique: si la ondition a etait vraie, le resultat serait NIL. Il y a ertains
eets egalement lorsqu'on donne une liste: si elle est vide NIL, le resultat est T.
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1.5.2 Tests de omparaison
Il y a un grand nombre d'operateurs de omparaison. Voii eux qui sont utiles:
 (= a b) verie si a et b sont numeriquement egaux. Les arguments peuvent ^etre des
entiers ou des reels;
 (/= a b) verie si a et b ne sont pas egaux. Attention, (n = ab)estinterpreteomme(= ab)etnonpasomme(= = ab); (< a b)verifiesiaestpluspetitqueb;
 (> a b) verie si a est plus grand que b;
 (<= a b) verie si a est plus petit ou egal a b;
 (>= a b) verie si a est plus grand ou egal a b;
 (null a) verie si la liste a est vide.
1.6 Contr^ole de boules
Les lispiens ont tendane a ne pas utiliser les strutures de ontr^ole des programmes de la
m^eme faon que le reste du monde. Dans ette setion, nous montrerons omment utiliser les
strutures de ontr^ole de Lisp ave un fort aent langage C.
1.6.1 Blos
Il y a quelques fontions pour onstruire des blos en Lisp. Les lispiens font generalement
la grimae et preferent utiliser d'autres onstrutions mais, omme il n'est pas question
d'esthetique ii, elles valent la peine d'^etre presentees.
 (prog1 (fa a) (fb a) (f a) ...) exeute la sequene de fontions (fa a) (fb a)
(f a) ... La valeur retournee est elle de la premiere expression a ^etre evaluee;
 (progn (fa a) (fb a) (f a) ...) m^eme hose que (prog1 ...), sauf que 'est
maintenant le resultat de la derniere expression a ^etre evaluee qui sera retournee.
Pour retourner une valeur d'un blo d'instrutions, ou d'une boule, tout en l'interrompant,
utiliser la fontion (return a). Cette fontion retourne du blo en question la valeur de a.
Ces fontions sont exatement omme des onstrutions de type \begin{end" que l'on retrouve
en Pasal.
1.6.2 Prise de deision
Voii les fontions pour prendre des deisions.
 (when test (fa a) (fb a) (f a) ... ) quand test est egal a T, exeute la suite
d'instrutions (fa a) (fb a) (f a)... C'est omme un \if" en langage C, sauf qu'il
n'y a pas de lause \else";
 (unless test (fa a) (fb a) (f a)...) m^eme hose que la fontion (when ...),
sauf que maintenant, la suite d'instrutions sera exeutee quand le test sera egal a NIL;
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 (if test (then) (else optionnel)) si l'expression test est vraie, exeute
l'expression then. Sinon, et s'il y a un else, exeute elui-i. La valeur retournee est
elle de then quand test est vrai, sinon else. S'il n'y a pas de else, et que then n'est
pas evaluee, 'est NIL qui est retourne. Il faut noter que si l'on desire faire plusieurs
operations dans un if, il faut utiliser des blos ave prog1 ou progn.
Quelques exemples:
(when (= a b)
(print "a et b egaux")
(print (* a b)))
(if (/= a b)
(progn
(print "a et b differents")
(print (+ a b))
)
(progn
(print "ei est la lause else")




Voii maintenant les manieres de faire des boules:
 (loop (fa a) (fb a) (f a) ...) Cette fontion est une boule innie. Elle exeute
la sequene (fa a) (fb a) (f a) ... jusqu'a e qu'il y ait interruption d'une faon
ou d'une autre. Generalement, on interrompt e type de boule en utilisant la fontion
(return). Par exemple:




(setf a (1+ a))
(if (= a 3) (return "fin de boule."))






"Hello" "fin de boule."
>
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 (dotimes (a stop ret) (fa a) (fb a) (f a)...) Cette fontion est une boule
iterative. a part a zero et ontinue jusqu'a temps qu'elle atteigne stop exlusivement.
La variable a est une variable loale, e qui signie qu'elle n'est onnue qu'a l'interieur
de la boule. S'il y a un autre symbole a a l'exterieur de la boule, sa valeur sera
onservee. A la n de la boule, l'expression optionnelle ret est retournee. S'il n'y a
pas de ret la valeur retournee est NIL. Par exemple:
(dotimes (a 10 "'est fini!")
(print a))
Cet exemple imprimera de 0 a 9 et retournera omme valeur nale "'est fini!".
 (dolist (sym liste ret) (fa a) (fb a) (f a) ...)
C'est une boule iterative. Elle deompose la liste \liste" element par element, qu'elle
assigne a sym. La variable liste est une variable loale. Sa valeur n'est onnue qu'a
l'interieur de la boule. Elle exeute le orps de la boule ave sym omme valeur jusqu'a
temps que la liste liste soit vide. La valeur optionnelle ret est retournee a la n. Par
exemple:
> (setf liste (list "un" "deux" "trois"))
("un" "deux" "trois")






1.7 Manipulation des hiers et impression
1.7.1 Manipulation des hiers
L'entree de parametres ou la sauvegarde des resultats requiert la manipulation de hiers
qu'il faut pouvoir lire ou erire, e qui dans la plupart des langages n'est guere aise. Xlisp-
Stat n'ehappe pas a la regle. Quelques fontions elementaires et puissantes sont derites
i-dessous. Comme en langage C, on manipule des pointeurs de hiers qui sont passes d'une
fontion a une autre. Ces pointeurs sont appeles \streams".
 (open "file.txt") ouvre le hier dont le nom est \le.txt". La fontion retourne un
pointeur sur e hier qui peut ^etre ouvert en leture ou en eriture.
Par exemple:
(setf pointeur (open "file.txt" :diretion :input)
ouvre le hier \le.txt" en leture et
(setf pointeur (open "file.txt" :diretion :output)
ouvre e hier en eriture;
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 (read pointeur) retourne un objet lu dans le hier pointe quelle que soit sa nature
(entier, reel, ha^ne de arateres, ...) et passe au suivant. Cette fontion detete le
type de l'objet lu en utilisant la m^eme syntaxe que la fontion (prin )(f. page xix).
Ainsi, pour une ha^ne de arateres, il faut qu'elle soit entre des guillemets (quotes).
C'est la prinipale fontion de leture disponible. Contrairement a l'usage dans Xlisp,
la fontion ne renvoie pas NIL en as de n de hier mais un message d'erreur. Pour
obtenir NIL quand on arrive a la n du hier, il faut donner un deuxieme argument a
la fontion, a savoir NIL. La syntaxe exate est alors (read pointeur nil);
 (read-line pointeur) lit une ligne entiere du hier pointe par pointeur et retourne
la ha^ne de arateres orrespondant a ette ligne. L'interpretation de la ligne est a
harge de l'utilisateur ave les fontions de manipulation de ha^nes de arateres;
 (lose pointeur) ferme le hier pointe par pointeur. Il est onseille de fermer un
hier apres usage.
L'exemple suivant onstruit une liste ave tout e que ontient un repertoire:
; Cree un fihier ontenant le resultat de ls
(system "ls > tmp_ls")
(setf file (open "tmp_ls" :diretion :input))
; Initialisation d'une liste
(setf liste (list ))
; Boule jusqu'a la fin du fihier
(loop
(if (setf el (read-line file))





Voii un exemple qui ouvre un hier et transfere son ontenu multiplie par 2 dans un autre:
; Ouverture d'un fihier en leture et d'un autre en eriture
(setf input (open "input-file.txt" :diretion :input))
(setf output (open "output-file.txt" :diretion :output))
(loop
(if (setf number (read input nil))




; Fermeture des fihiers
(lose input)
(lose output)
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1.7.2 Impression
Dans tous les langages, imprimer les resultats n'est pas une mine aaire. Xlisp ne fait pas
exeption a la regle. Cette setion montre omment on peut se debrouiller pour avoir quelque
hose rapidement et simplement.
Les fontions de type PRINT
Ces fontions impriment les resultats sur le terminal ou dans un hier.
 (print a out) imprime d'abord un retour hariot suivi de la valeur de a (Xlisp faisait
l'inverse). L'argument out est optionnel: 'est le pointeur a un hier. S'il est absent,
la fontion imprime sur le terminal. Elle retourne toujours la valeur de a. Par exemple:
(print "hello") imprimera la ha^ne de arateres sur le terminal. A noter que les
ha^nes de arateres sont entourees de guillemets;
 (prin a out) imprime la valeur de a sans un retour de hariot. out est optionnel:
'est le pointeur a un hier. En son absene, la fontion imprime sur le terminal.
prin retourne la valeur de a. Par exemple: (prin "hello") imprimera la ha^ne de
arateres sur le terminal. La ha^ne ne sera pas entouree de quotes;
 (prin1 a out) fait la m^eme hose que (prin), sauf que les ha^nes de arateres sont
entourees de quotes;
 (terpri destination) imprime un retour de hariot sur la destination, qui est option-
nelle. S'il elle n'est pas speiee, 'est sur le terminal.
La fontion format
L'usage de ette fontion est assez omplexe. Elle est egalement tres puissante et polyvalente:
on peut aussi bien imprimer sur un terminal que dans un hier, et on peut egalement reer
une ha^ne de arateres a l'aide de ette fontion.
Voii sa syntaxe:
(format destination formattage expr1 expr2 ... )
ou
 destination est soit un pointeur a un hier, soit T si on veut imprimer sur le terminal,
soit NIL si on veut reer une ha^ne de arateres;
 formattage est une ha^ne de arateres speiant le format;
 expr1 expr2 ... sont les expressions a imprimer.
Les diretives de formattage importantes sont:
 A! : imprime la valeur de l'expression. Si 'est une ha^ne de arateres, elle est
imprimee sans quotes;

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 ! imprime un tilde;
 ! seul a la n d'une ligne, 'est un aratere de ontinuation.
Un exemple typique de e que nous avons a faire en traitement d'images: sauvegarder des
images (dans l'exemple se sont des nombres) dans des hiers numerotes de 0 a 5.
(dotimes (i 6)
(setf out-name (format NIL "image~a.txt" i)) ; Cree le nom du fihier
(setf out (open out-name :diretion :output)) ; Ouvre le fihier




Il peut ^etre interessant de onserver l'historique de toutes les instrutions Lisp que l'on a
entrees au lavier. Il existe dans Xlisp la fontion dribble qui permet de denir un hier
dans lequel seront enregistrees toutes les ommandes; e type de hier s'appelle un hier
\sript".
Xlim3D ontient en plus la fontion getpid qui retourne le numero du proessus Xlisp en
ours. Cei permet de reer failement des noms de hiers uniques pour les hiers sript.
Il suÆt d'inlure dans le hier \init.lsp" la ommande suivante: (dribble (format nil
"sript~a.lsp" (getpid))), utile seulement si l'on desire onserver une trae de toutes les
sessions.
Chaque instane du programme travaillera ainsi ave un hier sript distint.
Chapter 2
Les omposantes de Xlim3d
Pour des raisons historiques, le logiiel Xlim3D resulte de la fusion de deux logiiels Xlim et
Xl3d, le premier etant reserve a la manipulation d'images bidimensionnelles ontrairement
au seond. La prinipale onsequene de ette fusion est la oexistene de deux strutures
d'images. Le manuel de referene indique a haque fois si les arguments sont des images 2D ou
3D entre parentheses a ^ote du mot Desription. L'importante fontion qui fait le passage
entre les images est ImCopy.
Dans ette version de Xlim3d, on s'est ontente de faire ommuniquer les deux logiiels en-
tre eux pour qu'ils puissent ehanger des donnees, 'est-a-dire des images. La programmation
en Lisp apporte un peu plus de souplesse au systeme. Ainsi, la fontion (imxv imin) per-
met de visualiser les deux types d'images (voir le hier \Fondamental.lsp"). On remarquera
egalement que, puisque Xl3d etait en mesure de traiter des images 2D, un bon nombre de
fontions atuelles sont redondantes. Pour ouronner le tout, deux strutures independantes
de graphe sont apparues dans le logiiel: l'une est adaptee aux grands graphes (elle tiree
de Xlim), l'autre est preferable pour des petits graphes (Xl3d). Bien qu'il soit preferable
d'unier le type, e n'est pas trop g^enant pare que es deux graphes desservent des objetifs
dierents.
Les setions suivantes derivent les omposantes de Xlim3d. C'est un texte base sur les
rapports de C. Gratin, legerement adapte a la nouvelle version du logiiel. La partie onsaree
aux graphes est le fruit du travail de H. Talbot.
2.1 Les images
2.1.1 La struture d'image 2D
Les pixels d'une image 2D sont denis sur un nombre xe de bits qui depend de l'installation
(generalement 16 bits). Il y aussi moyen de travailler ave des images de reels mais seulement
pour quelques fontions (omme fft).
Un exemple de session ave des images 2D.
> (setf in (imread "images/am.ras")) ; Lit une image d'entree
raster_read: Reading raster image images/am.ras: [256℄[256℄...
#<Foo: #f1770>
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> (setf out (timmallo in)) ; Cree une image de sortie de meme taille
#<Foo: #f1608>
> (ero4 in out 2) ; Erosion en 4-onnexite de taille 2
#<Foo: #f1608>
> (imxv out) ; Visualisation
WRITE-RASTER: Writing raster image tmp28960.1: [256℄[256℄...
>
Si ette derniere instrution n'est pas disponible, il faut laner
> (raster-write out "tmp_xlim.ras")
> (system "xv tmp_xlim.ras &")
2.1.2 La struture d'image 3D
La struture d'image 3D est elle qui est generee par une fontion du pakage 3D (ImGet,
ImGet2D ou ImGetSame). Ces images peuvent ^etre bi ou tridimensionnelles. Les images
bidimensionnelles ne sont pas ompatibles ave e qui a ete appele \struture d'image 2D",
pare qu'ii il y a neessairement un bord. Les seules fontions qui peuvent travailler ave
les deux types d'image ('est-a-dire les strutures d'image 2D et 3D) sont les instrutions de
opie (ImCopy et ImIsCopy).
Une image 2D du pakage 3D est denie dans le plan XZ (attention, 'est bien XZ et non
XY), tandis que le premier plan d'une image 3D est XY. Cette implementation permet de
traiter la parite des images 2D (trame hexagonale) et des images 3D (trame ubique a faes
entrees) ave la m^eme struture d'image. Que e soit le plan XZ ou XY n'a pas d'importane
qu'au moment de lire une image. Signalons que le format \visilog" admet des images tant 2D
que 3D. Ainsi nous pouvons faire
> (setf im2d (ImGet2D 256 256))
> (ImReadVisilog im2d filename)
et aussi
> (setf im3d (ImGet 256 256 10))
> (ImReadVisilog im3d filename)
Pour utiliser le format \raster", qui lui ne lit que des images 2D, il faudra faire
> (setf im2d (ImGet2D 256 256))
> (ImReadRaster im2d filename)
Mais les autres fontions de leture (ImReadAnyBitMap, ImReadText, ImReadAsii)
n'aeptent que des images 3D. Dans un bitmap orrespondant a une image 3D, les premiers
pixels orrespondent au premier plan XY, tandis qu'une image 2D est vue omme un plan
XZ. Pour rendre les images 2D ompatibles ave les instrutions de leture des images 3D,
nous devons utiliser l'instrution ImSwapYZ qui permute les oordonnees Y et Z ; 'est-a-dire
la leture d'une image 2D au moyen d'une fontion 3D se realise omme suit:
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> (setf im2d (ImGet2D 256 256))
> (ImSwapYZ im2d)
> (ImReadAnyBitMap im2d filename 256 256 20 0 0 0 0 256 256 1)
> (ImSwapYZ im2d)
Pour simplier l'usage, nous avons deni les fontions ImReadAnyBitMap2D et
ImReadAsi2D dont l'usage est:
> (setf im2d (ImGet2D 256 256))
> (ImReadAnyBitMap2D im2d filename 256 256 0 0 0 256 256)
> (ImReadAsii2D im2d "im.as")
Dans haque image est denie une fen^etre ative: 'est la partie de la fen^etre sur laquelle
s'eetue eetivement le traitement. Elle est donnee par les oordonnees du premier point
de la fen^etre et par ses tailles dans les trois dimensions.
Les images sont odees sur 8 bits non signes, 16 bits non signes ou 32 bits signes. Mais
la plupart des fontions sont erites pour des images 8 bits. Il n'est don pas assure qu'une
fontion donnee soit appliable a une image 16 ou 32 bits. Un message d'erreur, sous la
forme Bad image type, appara^tra a haque fois que le type de l'image n'est pas supporte
par l'algorithme. Il n'existe pas a proprement parler d'images binaires. Une image binaire
sera simplement vue omme une image 8 bits dont les pixels ont des valeurs nulles (i.e. pixel
eteint) ou non nulles (i.e. pixel allume).
Certaines onventions ont ete adoptees pour les fontions de traitement d'images, notam-
ment:
 toutes les fontions de traitement d'images ont un nom qui ommene par Im {nous
onseillons neanmoins d'utiliser une nomenlature ou il n'y aurait plus que I pour
indiquer qu'il s'agit d'une fontion s'appliquant a une image;
 nous n'avons pas surharge les operateurs existant (omme par exemple add), e qui
aurait pu ^etre une solution;
 les nombres orrespondant a des valeurs de pixels passes omme parametres ou retournes
omme resultat sont toujours donnes sous forme de reels, m^eme s'ils s'appliquent a
des images entieres (par exemple retourne un nombre reel, et dans (ImSetConstant a
value) value doit ^etre un reel).
Un exemple de session ave des images 3D.
> (setf n1 (ImGet2D 256 256)) ; Creation d'une image soure
Image (256,1,256), unsigned har, ative window [(0,0,0),(256,1,256)℄
> (setf n2 (ImGetSame n1)) ; Creation d'une autre image
Image (256,1,256), unsigned har, ative window [(0,0,0),(256,1,256)℄
> (ImReadRaster n1 "images/am.ras") ; Initialisation de l'image
Image (256,1,256), unsigned har, ative window [(0,0,0),(256,1,256)℄
> (ImIsCopy n1 n2) ; Copie
Image (256,1,256), unsigned har, ative window [(0,0,0),(256,1,256)℄
> (Imxv n2) ; Affihage
Image (256,1,256), unsigned har, ative window [(0,0,0),(256,1,256)℄
>
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2.2 Les graphes
2.2.1 Les graphes en tant que struture supplementaire
Dans ette setion, nous presentons e qu'il est neessaire de savoir pour pouvoir manipuler les
graphes denis au niveau du ompilateur C an de omprendre leur utilisation et de pouvoir
developper des fontions personnelles. Pour une meilleure omprehension de e qui va suivre,
il peut ^etre bon de se reporter aux travaux de L. Vinent [5, 6℄.
Introdution sur les graphes morphologiques. Par graphe morphologique, nous enten-
dons une struture reliant des sommets (\verties"), qui orrespondent a des points, par des








Figure 2.1: Exemple de graphe planaire aux sommets et ar^etes values.
La struture que nous allons derire permet d'avoir des graphes planaires (dont auune
des ar^etes ne se roisent) ou non, des graphes orientes ou non (A est relie a B mais B n'est
pas relie a A), onnexes ou non, mais d'une maniere generale, les graphes que nous allons
onsiderer seront planaires, non orientes et onnexes. Vinent s'etait lui-m^eme limite aux as
des graphes aux ar^etes non valuees. La majorite des operations que nous omptons faire subir
aux graphes ne hangent pas leur struture de onnexite, mais seulement les valuations des
ar^etes et des sommets. Les graphes morphologiques sont simplement onsideres omme des
images a niveaux de gris aux proprietes de onnexite variables selon le lieu. Comme l'a montre
Vinent, les operations morphologiques sur les images sont egalement valables la plupart du
temps sur les graphes (erosion, dilatation, ligne de partage des eaux,...). Les images ne sont
en general que des graphes aux proprietes de onnexite tres regulieres).
La struture de graphe implementee est la suivante:
typedef strut hgraph {
int id; /* graph kind */
GWIN *field; /* desribe a window around graph */
int order; /* number of verties in a graph */
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VERTEX *verties; /* array of verties */
VALUE *values; /* valuation of the verties */
int nb_edges; /* total number of non-oriented edges */
int *neighs; /* array of bak-relation to verties */
VALUE *edval; /* valuation of the edges */
} HGRAPH;
Voila omment ette struture se deompose:
 id est un entier qui derit a quel type de graphe on a aaire:
{ IDGR DELAUNAY (1) : triangulation de Delaunay;
{ IDGR GABRIEL (2) : graphe de Gabriel;
{ IDGR RNG (2) : graphe de voisinage relatif.
D'autres identiations de graphe sont bien s^ur possibles: arbres de reouvrement min-
imal, par exemple;
 field est une petite struture qui derit les dimensions d'une fen^etre neessaire pour
ontenir le graphe;
 order est juste le nombre de sommets du graphe;
 verties est un simple tableau de sommets. La struture de sommet ontient la position
de haque sommet dans la fen^etre, et un index dans neighs[℄ sur le premier de ses
voisins;
 values est un simple tableau de m^eme taille que verties, et ontient la valeur (niveau
de gris) de e sommet;
 nb edges est le nombre d'ar^etes du graphe (asymptotiquement 6 fois le nombre de
sommet dans le as de graphes (triangulation de Delaunay) rees a partir d'images
mosaque);
 neighs est un tableau d'assez grande taille. Il ontient des index de sommets dans
verties, et permet de onna^tre les relations entre tous les sommets. Comme il est
derit plus haut, haque struture de sommet ontient un indie dans e tableau, qui
orrespond au premier de ses voisins. Les voisins suivant du sommet onsidere sont
ranges dans l'ordre roissant dans e tableau. Pour onna^tre l'ensemble des voisins
d'un sommet, il suÆt de regarder dans nb edges a partir de l'index dans la struture
sommet du sommet en ours, jusqu'a l'index de dans la struture sommet du sommet
suivant. Les index renontres sont eux des voisins du sommet en ours dans verties.
La gure 2.2 permet de mieux omprendre ette organisation;
 edval est un tableau de m^eme taille que neighs, et ontient les valuations des ar^etes
du graphe.
Cette struture est bien sur un ompromis entre plusieurs ontraintes. Elle a les avantages
suivants:








S1 S2 S3 S4 S5 S6 S7
S1 S3 S5 S5 S4 S7 S6 S6
Sommets :
Pointeurs de sommets :
Figure 2.2: Codage par sommets. Chaque sommet pointe vers ses voisins stokes dans un
tableau de pointeur de sommets (indies).
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1. Elle est relativement souple: elle permet de stoker aussi bien les graphes orientes que
non, les graphes planaires ou non, et;
2. Elle est relativement simple d'aes: les voisins d'un sommet s'obtiennent failement;
3. Par ontre, elle est gourmande en plae surtout dans le as de graphes non orientes, aux
ar^etes non values. Chaque ar^ete est immuablement notee deux fois: une fois omme
lien entre A et B, une autre fois omme lien entre B et A;
4. De plus, elle n'est pas tres souple lorsqu'il s'agit d'ajouter ou d'enlever une ar^ete a un
graphe. De maniere interne, on aura inter^et a revenir a une struture basee sur des
listes ha^nees lorsqu'on voudra traiter e genre de problemes.
2.2.2 Les graphes relatifs a la partie 3D
Quand on desire parler de onnexite, on denit un graphe: un reseau d'ars reliant les points
de l'image entre eux. En reseau hexagonal, on pourra par exemple relier un point aux six
points les plus prohes. En reseau arre, on le reliera tant^ot aux 4 points les plus prohes
(4-onnexite), tant^ot aux 8 points les plus prohes (8-onnexite). Un graphe est deni par une
liste (l'objet lispien) de veteurs, 'est-a-dire une liste de triplets de valeurs reelles representant
les oordonnees relatives (x,y,z) des points relies par un ar au point onsidere.
Une \parite" a ete introduite sur les plans (sur les lignes en 2D) de sorte que l'on puisse
travailler en reseau ubique a fae entree (hexagonal en 2D). Cette parite appara^t au niveau
de la denition du graphe puisqu'alors les oordonnees relatives par rapport au point entral
peuvent ^etre non entieres.
Exemple:
(def hexagonal6Gr '((-0.5 0.0 -1.0) (0.5 0.0 -1.0) (-1.0 0.0 0.0) (1.0 0.0
0.0) (-0.5 0.0 1.0) (0.5 0.0 1.0)))
Cei denit les six voisins d'un point en reseau hexagonal. Attention: remarquez que, puisqu'il
s'agit d'un graphe s'appliquant a une image 2D, la deuxieme oordonnee est toujours nulle
(et non pas la troisieme).
Un ertain nombre de graphes standard ont ete rees dans le hier \Graphs.lsp":
square4Gr (deni dans le plan XZ), square4XYGr (deni dans le plan XY), square8Gr
(deni dans le plan XZ), square8XYGr (deni dans le plan XY), hexagonal6Gr, ubi6Gr,
ubi26Gr, f12Gr. Ces variables pourront ^etre utilisees omme parametres d'un ertain
nombre de fontions Lisp (omme ImMinima, ImFillHoles, ImWatershed...).
ATTENTION: les veteurs denissant un graphe NE DOIVENT PAS posseder de o-
ordonnee stritement superieure a 1 en valeur absolue. La raison en est que les algo-
rithmes ne font auun test de presene des points dans l'image. Pourquoi 1 ? Car
toutes les images possedent un bord supplementaire de 1 pixel (qui n'appara^t qu'au
niveau de la programmation en C). Si les oordonnees depassent 1 vous devrez alors
travailler sur une sous-image de vos images en utilisant les fontions ImSetWindow et
ImSetGlobalWindow. Mais la gestion des bords risque alors de ne pas ^etre assuree
onvenablement. Prudene don...
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2.3 Noyaux de points
On utilisera aussi dans les fontions de Xlim3D une struture appelee noyau (Kernel) qui
est en fait identique a la struture graphe {'est une liste de veteurs{ mais dont le r^ole est
dierent. On denira un noyau K par exemple pour determiner la moyenne, la mediane, ou
bien enore la plus petite des valeurs d'une image sur K. A la dierene du graphe, le noyau
pourra ontenir le veteur nul.
Exemple:
(def hexagonK '((-0.5 0.0 -1.0) (0.5 0.0 -1.0) (-1.0 0.0 0.0) (0.0 0.0 0.0)
(1.0 0.0 0.0) (-0.5 0.0 1.0) (0.5 0.0 1.0)))
Un ertain nombre de noyaux standard ont ete rees dans le hier \Kernels.lsp": diamondK
(deni dans le plan XZ), diamondXYK (deni dans le plan XY), squareK (deni dans le plan
XZ), squareXYK (deni dans le plan XY),hexagonK, otaedronK, ubeK, ubotaedronK.
Ces variables pourront ^etre utilisees omme parametres d'un ertain nombre de fontions Lisp
(omme ImMean, ImInfKernel, ImConvolve...).
Comme dans le as des graphes, si les oordonnees depassent 1, vous devrez travailler sur
une sous image de vos images en utilisant les fontions ImSetWindow et ImSetGlobalWindow.
La gestion des bords risque enore de ne pas ^etre assuree onvenablement. Prudene don,
une fois enore.
2.4 Les elements struturants
Les elements struturants sont implantes sous la forme d'objets. Ils peuvent ^etre de plusieurs
formes:
1. deompose omme somme d'elements struturants elementaires, 'est-a-dire d'elements
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3. quelonque, deni sous la forme d'une image.
Ces distintions sont d'origine tehnique: on n'utilise pas le m^eme algorithme selon qu'un
element struturant peut ^etre deompose ou pas, pour des questions de vitesse de alul.
Il existe 4 lasses d'elements struturants:
 La lasse de base est la lasse SElement. L'implantation de l'element struturant n'est
pas onnue. Elle sert simplement de lasse-mere aux lasses qui vont suivre. Elle ne
possede ni hamp de donnees ni methode;
 DeomposedSE, sous-lasse de la lasse SElement, est la lasse des element stru-
turants du as 1. Un element struturant est alors deni par une liste de noyaux de
points (Kernel vu plus haut), haque noyau etant lui-m^eme une liste de veteurs;
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 HomotetiSE, sous-lasse de DeomposedSE, orrespond aux elements struturants du
as 2. Un element struturant est alors deni par la donnee d'un noyau de points
(Kernel) et d'une taille;
 Enn ImageSE, sous-lasse de SElement, est une lasse d'elements struturants a priori
quelonques. Ils sont denis par une image.
Un ertain nombre d'instanes de la lasse HomotetiSE ont ete reees (hier \SE-
lements.lsp"). Elles orrespondent aux boules de base assoiees aux dierents graphes:
diamondSE (deni dans le plan XZ), diamondXYSE (deni dans le plan XY), squareSE (deni
dans le plan XZ), squareXYSE (deni dans le plan XY), hexagonSE, otaedronSE, ubeSE,
ubotaedronSE. Ces instanes ont ete initialisees ave une taille egale a 1. Cette taille
peut bien entendu ^etre modiee par l'utilisateur quand il le desire (voir la methode :Size).
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Chapter 3
Developpement de programmes
Le developpement de nouvelles fontions peut s'eetuer soit au niveau de l'interpreteur, soit
au niveau du langage ompile suivant le type de fontions a realiser. Reste a savoir omment
debogger un programme ou ajouter une fontion a une librairie. Nous allons derire des
solutions pour e type de problemes pour les deux niveaux.
3.1 Developpement de programmes Lisp
3.1.1 Ajout d'une fontion
Pour qu'elle soit utilisable au niveau Lisp, une fontion doit ^etre denie en suivant un proto-
type partiulier:
(defun nom (arguments) "Aide en ligne" (orps de la fontion))
Passons en revue les dierentes omposantes du prototype:
 nom. Le nom de la fontion s'erit en un mot. Il peut ^etre quelonque mais il est
onseille de \alquer" la nomenlature existante. Nous mettons aussi en garde les pro-
grammeurs qui redenissent des fontions existantes; e n'est pas une bonne faon de
faire. Pour avoir une liste des fontions fournies, onsultez l'index des fontions a la n
de e doument;
 arguments. La denition des arguments est assez omplexe ar il y a moyen de denir
des arguments optionnels et variables (&optional, &rest), ainsi que d'introduire des
les (&key) dans la denition ou enore de limiter le domaine de validite d'une variable
par &aux. Avant de passer a l'examen de l'usage de es mots, il onvient de preiser
le domaine d'existene d'une variable. Les arguments qui ne sont preedes d'auun
mot-lef sont opies dans es variables (muettes) au moment d'entrer dans la fontion.
Les arguments delares dans le prototype seront loaux a la fontion. Si on utilise
des arguments qui ne sont pas delares dans la fontion, ils seront onsideres omme
globaux. Exemple:
> (setf x 10) ; La variable x est mise a 10
10
> (defun f (x) (setf y 4)(setf x 5)) ; Une fontion qui met x a 5
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F ; (et y a 4)
> (f x) ; On tente de modifier x
5
> x ; La valeur de x n'a pas hange
10
Par ontre, le r^ole de (setf y 4) est moins lair. Comme telle l'instrution va af-
feter la valeur d'une variable qui aurait existe preedemment. Pour eviter et eet de
debordement, il faut utiliser le mot &aux dans la denition de la fontion. Voii quelques
lignes d'illustration:
> (setf y 10)
10
> (defun f (x &aux y) (setf y 4) (setf x 5)) ; Noter la presene




10 ; La variable globale y n'est plus modifiee
>
On plae generalement &aux a la n des arguments. Signalons une erreur frequente:
&aux limite l'existene d'une variable a la fontion mais ne libere pas un blo de donnee
qui lui est attahe. Ainsi, si y etait une image, le nud y serait libere a la n mais
pas la zone de memoire ontenant les pixels. Pour remedier a ela, il faudra liberer
expliitement la zone de memoire des images (par exemple ave imfree) avant de sortir
de la fontions sinon on sera rapidement a ours de memoire.
Le mot &rest prend tous les arguments restants. Voii un exemple d'utilisation qui
denit une addition ave un nombre quelonque d'arguments:
> (defun add (x &rest y) ; y est une liste ave tous les arguments
(loop
(if (null y) (return))
(setf x (+ x (first y)))







> (add 4 5 68)
77
>
Les mots &optional et &key sont plut^ot destines a traiter des arguments optionnels.
Le fontionnement de &optional est trivial sauf en e qui onerne la valeur par defaut
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de l'argument qui lui est attahe. Cet argument vaut NIL par defaut. Si on veut
modier ette valeur par defaut, on plae l'argument ave la valeur entre parentheses.
L'implementation de la fontion fatorielle sous forme reursive illustre le fontion-
nement:
> (defun fatoriel (n &optional imp) ; imp dit s'il faut affiher
(if imp (format T "n = ~a\n" n)) ; les resultats intermediaires











Pour imprimer par defaut, on remplae la premiere ligne par
> (defun fatoriel (n &optional (imp T)) ; imp dit s'il faut affiher
Comment faire lorsqu'on a plusieurs arguments optionnels? On peut reourir au mot
&key. La syntaxe de denition est prohe de elle de &optional; seule la maniere de
mettre en uvre la variable diere.
> (defun 5+ (x &key imp (ajouter 5)) ; Definit deux arguments
(if imp (+ x ajouter))) ; optionnels. Par defaut, imp
5+ ; vaut NIL et ajouter vaut 5.
> (5+ 10)
NIL
> (5+ 10 :imp T)
15
> (5+ 10 :imp T :ajouter 5.1) ; On a modifie la valeur par defaut
15.1
>
Nous onseillons vivement l'usage du mot &key au lieu de &optional ou de
&rest;
 aide en ligne. Il s'agit d'une ha^ne de arateres qui appara^t lorsqu'on lane la
ommande (help 'nom). La maniere habituelle d'erire l'aide est
"Args: (x y)
Voii e que fait la fontion."
 orps de la fontion. On plae tout e que l'on veut dans le orps d'une fontion. La
derniere expression evaluee est retournee.
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3.1.2 Chargement de hiers
La fontion pour harger des hiers Xlisp est (load "fihier"). Le hier, qui doit obli-
gatoirement se terminer par \.lsp", sera alors lu et interprete exatement omme s'il avait
ete tape au terminal. L'extension par defaut est .lsp. Si tout se deroule bien, l'interpreteur
retourne la valeur T.
3.1.3 Deboggage
Trois outils de deboggage sont disponibles dans l'interpreteur: l'arr^et en ours d'exeution, le
traage des arguments et l'exeution pas a pas. La plupart des langages Lisp les fournissent
mais leur omportement diere sensiblement d'un systeme a une autre. La desription en-
tamee ii est propre a Xlisp-Stat.
Arr^ets lors de l'exeution
Le moyen le plus simple d'interrompre l'exeution est l'utilisation de la fontion break. Plaer
l'instrution a l'interieur du orps d'une fontion permet d'examiner le ontenu des variables.
Le programme se poursuit des que l'on tape (ontinue). Voii un exemple:








[ ontinue from break loop ℄
15
Le nombre qui appara^t a gauhe de \>" indique le niveau dans lequel a lieu l'interruption.
break aepte une ha^ne de arateres omme argument optionnel. Dans e as, la ha^ne
appara^tra lors de l'arr^et.
Le systeme generera un arr^et de type break lors d'une erreur a l'exeution, m^eme si ette
instrution n'est pas plaee dans le ode, a ondition que la variable globale *breakenable*
ne vaille pas nil. Il en va de m^eme pour la variable *traenable* qui imposera l'impression
d'une \trae" des appels ayant preede l'interruption. baktrae permet d'imprimer les mes-
sages si *traenable* vaut nil malgre tout. Les ommandes (debug) et (nodebug) perme-
ttent de basuler plus aisement la valeur de la variable *breakenable*.
Traer une fontion
Typiquement, un programme plante pare que des mauvais arguments lui ont ete fournis.
Lorsqu'il est plante quelque part, il indique dans le prompt le numero du niveau de deboggage.
On peut alors examiner les arguments en faisant (baktrae n) ou n est le nombre de niveaux
dans la pile. Voii un exemple:
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> (debug) ; Initialisation du mode de deboggage
T
> (defun aire (r) ; Une fontion qui alule l'aire d'un disque
(* r r 3.14))
AIRE
> (aire "foo") ; On donne un mauvais type d'argument













Il faut un peu d'experiene pour dehirer de tels messages.
Il est possible au ours de l'exeution d'utiliser une fontion qui montre la trae des appels
de fontion. Cette fontion s'appelle (trae fn) et elle donne la liste des arguments qui sont
soumis a la fontion fn. Un exemple:
> (trae aire) ; On veut traer la fontion aire.
(AIRE)
> (aire 1 2 3 4)
Entering: AIRE, Argument list: (1 2 3 4)
error: too many arguments
1>
Pour supprimer une fontion de la \trae", il faut faire (untrae fn). La fontion fn sera
supprimee de la liste des fontions a traer. Ces deux fontions sont tres utiles pour loaliser
les problemes.
Exeution pas a pas
Comme dans gdb, Xlisp-Stat pretend pouvoir observer le deroulement du programme pas a
pas au moyen de l'instrution step. Ce mode de fontionnement semble reserve a Maintosh
ar il ne marhe pas dans la version atuelle de l'interpreteur.
Niveaux de deboggage
Il y a des niveaux en mode debug. Il faut ^etre apable de revenir a un niveau anterieur. Cela
se fait au moyen de deux fontions: (lean-up) (qui remonte d'un niveau) et (top-level)
ou Ctrl-C (qui ramene au sommet). Voii un exemple:
> (debug)




> (+ "foo" "ree")
error: not a number - "foo"
1> foo
error: unbound variable - FOO
if ontinued: try evaluating symbol again
2> (lean-up)
[ bak to previous break level ℄
1> ree
error: unbound variable - REE
if ontinued: try evaluating symbol again
2> (top-level)
[ bak to top level ℄
>
Quelques subtilites du systeme
La memoire est quelque hose de ritique en Lisp. On en manque toujours. Voii quelques
fontions pour la gerer.
Un interpreteur Lisp a des strutures qu'on appelle \nuds". Ces nuds servent a stoker
les elements des listes et a les oller ensemble. Au ours des manipulations, les nuds sont
frequemment delies et se retrouvent dans les limbes: il n'est plus possible de les trouver pour
les re-utiliser. Une fontion pour ramasser es nuds \dehets" s'appelle un \garbage olle-
tor". Il y a eu une quantite onsiderable de reherhes pour optimiser e garbage olletor, et
les lispiens en sont ers. Par ailleurs, le fait d'examiner tous les nuds existants pour trouver
eux qui sont libres prend du temps qui pourrait ^etre onsare au alul. La fontion pour
forer la ollete des dehets est (g). Elle est frequemment invoquee automatiquement. En
eet, haque fois que Xlisp manque de memoire, il fait appel a ette fontion. S'il ontinue a
en manquer, il faudra qu'il en demande au systeme d'exploitation. Cei est fait par la fon-
tion (expand n) ou n est le nombre de paquets de nuds qu'il demandera. Habituellement,
un paquet de nuds omprend approximativement 1000 nuds. Cette fontion est appelee
automatiquement, mais on peut le faire aussi manuellement.
On peut voir les statistiques de memoire de Xlisp en faisant la fontion (room).
Une autre fontion qui n'est pas portable et qui n'a pu entrer dans les ategories de fon-
tions derites dans e rapport: la fontion (system "ommande") qui exeute la ommande
demandee. Cette ommande depend evidemment des possibilites du systeme d'exploitation.
3.2 Developpement de librairies ompilees
3.2.1 Ajout d'une fontion
Ajouter une fontion d'une librairie ompilee n'est pas aussi simple qu'au niveau Lisp. En
plus de la denition du niveau Lisp, il faut lier la fontion de sorte que l'interpreteur aille
herher le ode au moment de l'appel de la fontion.
Il y a trois sortes de hiers a modier ou a reer:
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1. Un hier de denition Lisp. Dans e hier se trouveront les noms de nouvelles fon-
tions reees lors d'un appel dynamique;
2. Les soures de la librairie: le ur de l'apport au systeme existant;
3. Un hier \olle" qui etablit une passerelle entre le niveau Lisp et le niveau C. Ces
hiers se terminent generalement par \glue.".
Pour illustrer la demarhe, nous preferons renvoyer a des hiers existants qui pourront
servir de modele (notamment pour l'eriture de la olle). Examinons le as de la fontion
C minval() fournie dans le pakage 2d. Cette fontion est ontenue dans le hier \sr/-
imlib/jfr/imstat.". Telle quelle, la fontion n'est pas utilisable pare que les arguments de
Lisp sont dierents. Il faut alors erire une fontion xminval qui fait l'interfae et opere le
passage des arguments. Cette derniere est omprise dans le hier \xlimglue." du m^eme
repertoire. Bien que la fontion puisse ^etre inseree dans le ode C de l'interpreteur, ei ne
suÆt pas enore pare que l'interpreteur ne trouvera pas de fontion du nom de minval. Tout
fontionnera orretement lorsque sera denie la fontion (ou maro) Lisp \minval" omme
dans le hier \2d.lsp" du m^eme repertoire. Notons au passage que ela peut se faire en
utilisant de preferene la fontion defun qui se hargera elle-m^eme d'examiner les arguments,
soulageant de devoir le faire au niveau C. De plus, on peut gerer la reation d'une image de
sortie au niveau Lisp plut^ot qu'au niveau C. Ainsi, au lieu de denir lpe4 par:
(defmaro LPE4 ( &rest z)
`(all-lfun "xlpe4" ,z))
il vaut mieux erire
(defun LPE4 (ImMinima ImOriginal ImOut)
" Args: ImMinima ImOriginal ImOut
Watershed with reonstrution to remove minimums ..."
(all-lfun "xlpe4" ImMinima ImOriginal ImOut)
ImOut ; Returns the ouput image
)
Apres adaptation du \Makele" loal, tout est en plae pour que la fontion soit disponible
dans le pakage en question.
Si vous herhez de l'inspiration pour programmer dans la partie 3D, vous pouvez onsulter
des hiers soure dans le repertoire \sr/imlib/3d". Prinipalement, regarder dans l'ordre les
hiers *. et *.h suivants: \3dstru., 3dimage., 3dmis., 3dio." et \3derror.". Ce sont
eux qui ontiennent les prinipales fontions de reation et d'aes aux images. Les autres
hiers ontiennent les primitives de traitement d'images.
3.2.2 Exemple: developper une fontion qui traite les graphes
Dans ette partie nous presentons e qu'il est utile de savoir pour pouvoir ajouter des fontions
personnelles de manipulation de graphe dans Xlisp-Stat. Cet exemple est tire d'un doument
de H. Talbot.
La philosophie de la manipulation des graphes au niveau du C est extr^emement prohe de
elle de la manipulation des images dans Xlim3D. On a besoin de savoir:
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 Comment ehanger des donnees entre le Lisp et le C;
 Comment manipuler les strutures de graphes.
De m^eme que pour rajouter des fontions de traitement d'image a Xlim3D, on va ii avoir
besoin d'ehanger les arguments entre le C et le Lisp, apres avoir erit un programme de
traitement de graphe en C. Cei s'opere au moyen d'une fontion olle (glue), erite en C,
qu'il va falloir delarer.
Le mieux est sans doute enore de donner un exemple. Imaginons que nous voulions ajouter
une fontion de traitement de graphe, par exemple la dilatation simple. Nous appellerons ette
fontion gdil. Cette fontion va prendre trois arguments : un graphe d'entree, un graphe de
sortie, et une taille, qui orrespond a un nombre d'iterations.
Delaration du nom de la fontion Lisp
Pour ^etre apable d'appeler la fontion C de dilatation a partir du Lisp, il faut delarer un
nom Lisp qui orrespond a l'appel de la fontion xgdil(). Depuis que Xlim3D permet le
hargement dynamique de fontions, la delaration se fait dans un hier Lisp qui, dans e
as, s'appelle \graphs.lsp" (il est dans les \pakages").
Faites bien attention : GDIL est le nom Lisp de la dilatation. En lair on appellera la
dilatation en Lisp par : (gdil gin gout size). Quand a xgdil, 'est le nom de la fontion
olle, que nous allons detailler maintenant.

Eriture de la fontion olle
La fontion olle est une fontion en C qui se harge de reuperer les arguments du Lisp, de les
onvertir en arguments omprehensibles par le C, d'appeler la \vraie" fontion de dilatation,
de reuperer les resultat et le as eheant, de les retourner au Lisp. On pourrait normalement
la deduire d'un simple prototype de la fontion C de dilatation pare e que les deux fontions
sont tres prohes.
Nous allons detailler plusieurs aspets de l'eriture de la fontion olle mais une remarque
importante s'impose avant: ave la nouvelle version de Xlim3D, il est possible de deporter une
partie de la gestion de la olle au niveau Lisp, 'est-a-dire dans le hier \graphs.lsp". Cela
est preferable tant pour des questions de failite d'eriture que pour les besoins de gestion du
logiiel. Ainsi, verier le type d'un argument s'eetuera de preferene au niveau Lisp si ela
est possible.
1. Reuperer les arguments et les onvertir. On reupere les arguments provenant du
Lisp au moyen des maros suivantes (la liste n'est pas exhaustive):
 xlgetarg(): permet de lire n'importe quel argument. Des onversions doivent avoir
lieu ensuite pour permettre de l'utiliser. Voir la fontion olle de garith. Cette maro
ne fait pas de veriation de type;
 xlgafixnum(): lit un argument entier. Lorsque l'argument lu n'est pas un entier, une
erreur est generee;
 xlgaflonum(): lit un argument en ottant. Verie le type;
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 xlgastring(): lit une ha^ne de arateres. Verie le type;
 xlgaimage2d(): lit une image 2D. Il faut utiliser xlgaimage3d() pour reuperer une
image 3D. Le type de l'argument est verie;
 xlgagraph(): lit un graphe morphologique. Le type est verie.
Il existe d'autres maros disponibles, mais elles-i sont les plus ourantes pour gerer des
fontions sur les images ou sur les graphes. Il est assez rare qu'on manipule des listes, des
fontions, des tableaux... Rien ne vous emp^ehe de le faire ependant.
2. Veriation des arguments. Souvent en onjontion ave xlgetarg(), on voudra
verier a la main le type des arguments passe au C. Voii une liste de maros qui permettent
de faire e genre de hoses.
 fixp(LVAL node): verie si l'argument est entier;
 floatp(LVAL node): verie si l'argument est un ottant;
 image2dp(LVAL node) ou image3dp(LVAL node): verient si l'argument est une image;
 stringp(LVAL node): verie si l'argument est une ha^ne de arateres;
 graphp(LVAL node): verie si l'argument est une image.
Nous devons aussi nous assurer que le nombre d'arguments est orret, et generer une
erreur le as eheant. Voii une ourte liste de fontions et maros utiles:
 moreargs(): retourne TRUE s'il reste des arguments, FALSE sinon;
 xltoomany(): renvoie le message \il y a trop d'argument sur la ligne de ommande";
 xlerror(har *message, LVAL node): permet d'aÆher un message d'erreur a propos
du nud node.
Cette partie n'est pas neessaire si la denition de GDIL au niveau Lisp est realisee ave
defun pare que ette fontion integre diretement une veriation du nombre d'arguments
avant l'appel de la fontion olle.
3. Fontions et maros de onversion de type. Ces maros et fontions permettent
de reer un nud Lisp a partir d'un type C et reiproquement. En plus des maros standard,
nous avons ajoute des fontions pour manipuler les images et les graphes. Voii les fontions
propres aux graphes:
 LVAL vgraph(HGRAPH *graph) retourne un nud Lisp nouvellement ree a partir d'un
graph C;
 HGRAPH getgraph(LVAL nud) retourne un pointeur sur un graphe (ATTENTION !) a
partir d'un nud.
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Exemple: olle de la fontion de dilatation xgdil. Nous voulons programmer la fontion
de dilatation sur des graphes. Soit la fontion Lisp (gdil gin gout size) ou gin et gout
sont deux graphes pas neessairement identiques, et size une taille, don un entier. Voii
















Manipuler les graphes au niveau du C
Pour reprendre notre exemple, dans le as de la dilatation, on herhe a parourir les sommets
les uns apres les autres. On veut pouvoir aeder eventuellement aux ar^etes. Dans le as ou
on veut parourir des arbres ou faire des reherhes en largeur d'abord, on peut vouloir gerer
une pile FIFO. Nous allons presenter des methodes pour faire tout ela. Il est bien lair que
ette partie ne presente pas la methode anonique de manipulation de graphes.
Parourir la liste des sommets du graphe. Cette partie est vraiment simple, puisque les
sommets sont simplement memorises dans un tableau. Voii quelques lignes qui permettent
de reherher l'element maximum dans le graphe:
int i, mv;
mv = gin->values[1℄;
for (i = 2 ; i < gin->order ; i++) {
if (mv > gin->values[i℄) mv = gin->values[i℄;
}
return mv;
Parourir les ar^etes. Voila qui est un peu plus omplexe. Comme il est indique dans [6℄,
on peut agir de la faon suivante:
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order = gin->order;
for (k=0 ; k<iter ; k++) {
gopy(&gwork, gout);
for (i=1 ; i<order ; i++) { /* forget the last one for now */
inf = gout->values[i℄;
for (j=gout->verties[i℄.neigh ; j<gout->verties[i+1℄.neigh ;j++) {






En lair les voisins d'un sommet i sont ranges dans gout->neighs de j = gout
->verties[i℄.neigh a j < gout->verties[i+1℄.neigh. Les numeros de es voisins
sont don dans gout->neighs[j℄ pour toutes les valeurs de j derites. Les valeurs de es
ar^etes sont elles rangees dans gout->edval[j℄.
On note que ette onvention permet de derire des graphes orientes et de permettre des
valuations dierentes selon le sens de parours d'une ar^ete.
Les les d'attentes. Les les d'attentes pour l'instant implementees sont des les FIFO
non-hierarhiques. Adapter les FAH pour les images au as des graphes est assez trivial. La
liste des fontions disponibles sur les les d'attentes est la suivante:
 gFifo init(GFIFO *theFifo, int n); initialise la taille de la le d'attente a n
elements;
 gFifo free(GFIFO *theFifo); libere la le d'attente;
 gFifo empty(GFIFO *theFifo); teste si la le d'attente est vide ou non;
 GFIFO ELT gFifo first(GFIFO *theFifo); retourne le premier element de la le
d'attente. NULL est retourne si la pile est vide;
 int gFifo add(GFIFO *theFifo, GFIFO ELT elt); ajoute un element dans la le
d'attente.
Ajouter et enlever des ar^etes au graphe. Pour ette partie, la struture de graphe
hoisie n'est pas tres souple. Il vaut mieux revenir a une struture de graphe organisee a
l'aide de listes ha^nees. La struture suivante est proposee:





De faon tres simple, il suÆt d'organiser les sommets du graphe en un tableau de BVERTEX
de taille adequate, et de rajouter a haque sommet un pointeur vers une liste ha^nee. Pour
plus de detail, voir la fontion addnewedge() dans \hgraph.".




Utilisation de l'instrution \gdb"
La ommande gdb, denie sur la plupart des mahines ou tourne UNIX, permet de debogger
les programmes. La maniere habituelle de proeder onsiste a laner gdb suivi du nom de
l'exeutable. Par exemple, gdb a.out lane le programme de deboggage pour a.out.
Pour debogger Xlim3D, il faut ommener par laner gdb xlisp mais ela ne suÆt pas a
ause du hargement dynamique des fontions (load "pakage/..."). En fait, les adresses
des fontions ne sont pas toutes onnues de gdb au moment du hargement. Par onsequent, si
le ode pourra ^etre reupere lors du hargement des librairies, gdb sera dans l'impossibilite de
situer les fontions qu'elles ontiennent et don d'examiner leur ontenu. Pour dejouer ette
situation, l'utilisateur doit ommuniquer l'adresse des hiers *.o a gdb apres le hargement
dynamique des fontions. Voii une exemple de session ave gdb qui met en lumiere la
proedure a suivre et l'ordre des instrutions:
/user/me%gdb xlisp
GDB is free software and you are welome to distribute opies of it
under ertain onditions; type "show opying" to see the onditions.
There is absolutely no warranty for GDB; type "show warranty" for details.




XLisp version 2.1, Copyright () 1989, by David Betz
XLIM3D version 1.0 by CMM. 1992.
...
; loading "pakage/2d.lsp"
; linking /user/me/Xlim3d/lib/xlimglue.o 0x29d3e0
; linking /user/me/Xlim3d/lib/libkernel.a 0x0
; linking /lib/lib.a 0x0
...
; loading "pakage/3d.lsp"
; linking /user/me/Xlim3d/lib/3dglue.o 0x1e6e78
; linking /user/me/Xlim3d/lib/lib3d.a 0x0




Program reeived signal 2, Interrupt
0x8f8f4 in read ()
(gdb) add /user/me/Xlim3d/lib/xlimglue.o 0x29d3e0
add symbol table from file "/user/me/Xlim3d/lib/xlimglue.o" at
text_addr = 0x29d3e0?
(y or n) y
(gdb) add /user/me/Xlim3d/lib/3dglue.o 0x1e6e78
add symbol table from file "/user/me/Xlim3d/lib/3dglue.o" at
text_addr = 0x1e6e78?
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(y or n) y
(gdb) ontinue
Continuing.
A partir de e moment, les fontions sont onnues a l'interieur de gdb et le deboggage peut
se poursuivre normalement.
Ce n'est pas toujours ommode de debogger dans gdb surtout quand on desire voir deler
les lignes de ode. emas ore une solution agreable a e probleme mais son emploi est loin
d'^etre tres simple. Voii omment demarrer dans emas:
/user/me%emas
Puis, il faut taper dans l'ordre Es-x, gdb, Xlim3d (ou xlisp).
Cei ree une session normale ave gdb a l'interieur de emas. Imaginons que l'on
desire examiner le omportement de la routine raster read. La premiere etape on-
siste a speier a gdb ou se trouvent les soures de la fontion en tapant diretory
/user/me/Xlim3d/sr/imlib/jfr. Suivant l'installation de emas, ette etape est
neessaire ou non. Pour simplier la t^ahe, on peut aussi mettre toutes es ommandes qui
speient ou trouver les soures dans un hier \.gdbinit" plae dans le repertoire ourant.
Puis, il suÆt de taper break raster read et de poursuivre l'exeution du programme.
Cei fera appara^tre une seonde fen^etre ave le ontenu du hier \imio." des le moment
ou le programme entre dans la fontion raster read. La ommande exls fournie dans le
repertoire \sr/xlispstat2.1R2/emas" failite quelque peu le travail a ondition de parvenir
a l'adapter a son environnement emas, e qui n'est pas si
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4.1 La struture d'image
FontionImIs2D imin
imin Image




Desription (2D): Cette fontion imprime le type des donnees ontenues dans l'image







Desription (3D): Retourne la ha^ne de arateres orrespondant au type de l'image imin
(\unsigned har", \unsigned short", et.).
Pakage: 3d
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4.2 La grille d'image
Fontionimage-grid imin
imin Image soure






grid Cha^ne de arateres: grille
Desription (2D): Change la trame de l'image soure. Soit "s" ou "h" pour une trame
arree ou hexagonale. Il n'y a pas de onversion proprement dite, mais seulement un hange-
ment de type d'images.




Desription (2D): Retourne la parite de la premiere ligne de l'image soure. Soit 1 pour
une ligne impaire ou 0 pour une ligne impaire. Ce hamp de la struture image est important
pour la trame hexagonale. En eet, il y a une onvention qui est variable: on deplae vers la





parity Entier: la parite de la premiere ligne de l'image
Desription (2D): Change la onvention de parite de la premiere ligne d'une image. En
trame hexagonale, les lignes paires ou impaires sont deplaees de 1/2 pixel vers la droite.
Cette fontion dit si la ligne 0 de l'image doit ^etre deplaee ou non. Les valeurs sont 1 ou 0,
ave respetivement la ligne impaire (1) ou paire (0) .
Exemple: (image-new-parity imin 1)
Pakage: 2d
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4.3 Entree et sortie
4.3.1 Leture d'images
Fontionimread leName
leName Cha^ne de arateres: nom de l'image sur disque
Desription (2D): Lit une image de format Morpho Periolor, TIFF, SUN Rasterle ou
Visilog, indieremment. Le type de l'image est determine par l'extension du nom de l'image
(la derniere serie de arateres apres le point). L'extension pour une image visilog est \.vz",
pour une image TIFF \.tif" ou \.ti", pour une image Sun Rasterle \.ras" et pour une
image Morpho Periolor \.imp". Retourne l'image lue.




arg Nom du hier (ha^ne de arateres)
Desription (2D): tfread lit les images au format TIFF. Sont supportes les images 8
bits, un otet par pixel, Noir et Blan (niveau de gris en fait). Les images palettes ne voient
pas leur LUT deodee. Ces limitations se omprennent dans la mesure ou Xlim3D n'a pour
l'instant auun moyen de traiter des images ouleurs si e n'est en separant les anaux a la
main. La fontion retourne une poignee sur l'image lue.




arg Nom du hier (ha^ne de arateres)
Desription (2D): mpread lit les images au format Morpho Periolor. La fontion retourne
une poignee sur l'image lue.
Exemple: (setf input (mpread "test.imp"))
Auteur:Hugues Talbot
Pakage: talbot
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Fontionraster-read arg
arg Nom du hier (ha^ne de arateres)
Desription (2D): raster-read lit des images de format raster de SUN. Sont supportes
8 bits, arithmetique entiere.




leName Cha^ne de arateres
Desription (3D): Chargement dans l'image imout du hier image leName. Le hier
image doit ^etre au format raster. Ce format est uniquement aepte pour les images 2D.
Exemple: (setq n1 (ImGet2D 256 256)) (ImReadRaster n1 "ima.ras")
Pakage: 3d
Fontionvisiread arg
arg Nom du hier (ha^ne de arateres)
Desription (2D): visiread lit des images de format VISILOG. Sont supportes 8 et 16
bits, arithmetique entiere.




leName Cha^ne de arateres
Desription (3D): Chargement dans l'image imout du hier image leName. Le hier
image doit ^etre au format visilog. C'est le seul format d'entree aepte pour les images 3D.
Exemple: (setq n1 (ImGet 256 256 10)) (ImReadVisilog n1 "ima.img")
Pakage: 3d
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Fontionread-all name skip x y byte grid order
name Nom du hier (ha^ne de arateres)
skip Taille de l'en-t^ete a ne pas lire (nombre d'otets)
x Dimension en `x' de l'image
y Dimension en `y' de l'image
byte Nombre d'otets par pixel
grid Type de grille: "s" pour trame arree et "h" pour hexagonale
order Ordre des otets: "s" poids fort a gauhe et "b"
poids fort a droite (ompatible IBM PC)
Desription (2D): Cette fontion lit des images de tous formats, a ondition que l'on
onnaisse des arateristiques fondamentales sur es images et que les pixels soient stokes
les uns a la suite des autres. Retourne une image toute allouee. L'exemple i-dessous lit une
image de format VISILOG (le header est de 76 bytes), a 16 bits par pixel, trame arree, et
les donnees sont de type non-IBM.
Exemple: (setf input (read-all "image.ima" 76 128 128 2 "s" "s"))
Pakage: 2d
FontionImReadAnyBitMap2D imout leName leXSize leYSize headerSize &optional
winXStart winYStart winXSizewinYSize
imout Image
leName Cha^ne de arateres
leXSize Entier: taille image en X
leYSize Entier: taille image en Y
headerSize Entier: taille du header (en otets)
winXStart Entier: oordonnee X du point de depart de la fen^etre
winYStart Entier: oordonnee Y du point de depart de la fen^etre
winXSize Entier: taille en X de la fen^etre
winYSize Entier: taille en Y de la fen^etre
Desription (3D): Chargement d'une image 2D d'un format quelonque. Le hier image
leName est suppose ontenir un en-t^ete suivi des pixels. Il est possible de (et il faut) speier
quelle partie de l'image on desire harger.
Exemple: (setq im (ImGet2D 256 256))
(ImReadAnyBitMap2D im "ima.img" 512 512 120 20 20 256 256)
Auteur: Beatriz Marotegui
Pakage: 3d
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FontionImReadAnyBitMap imout leName leXSize leYSize leZSize headerSize
&optional winXStart winYStart winZStart winXSize winYSize winZSize
imout Image resultat
leName Cha^ne de arateres
leXSize Entier: taille image en X
leYSize Entier: taille image en Y
leZSize Entier: taille image en Z
headerSize Entier: taille du header (en otets)
winXStart Entier: oordonnee X du point de depart de la fen^etre
winYStart Entier: oordonnee Y du point de depart de la fen^etre
winZStart Entier: oordonnee Z du point de depart de la fen^etre
winXSize Entier: taille en X de la fen^etre
winYSize Entier: taille en Y de la fen^etre
winZSize Entier: taille en Z de la fen^etre
Desription (3D): Chargement d'une image de format dierent de visilog. Le hier image
leName est suppose ontenir un en-t^ete suivi des pixels. Il est possible de (et il faut) speier
quelle partie de l'image on desire harger.
Exemple: (setq n1 (ImGet 256 256 10))
(ImReadAnyBitMap n1 "ima.img" 256 256 120 16 40 0 0 200 256 80)
Pakage: 3d
Fontionreadhand name
name Chemin indiquant ou se trouve le hier a lire.
Desription (2D): La routine readhand sert a lire des petites images entrees dans un
hier a la main; elle onvient surtout durant la phase de mise au point des algorithmes.
Le hier ontiendra la taille horizontale et la taille vertiale respetivement sur les deux
premieres lignes. Puis viennent les donnees rangees omme dans une matrie, .-a-d. ave un




4.3 Entree et sortie 9
FontionImReadAsii2D imout leName
imout Image resultat
leName Cha^ne de arateres
Desription (3D): Chargement d'une image enregistree sous la forme d'un hier asii
(hier texte) dans lequel les valeurs des pixels sont odees par des ha^nes de arateres
separees par des blans. Le hier doit ommener par les tailles de l'image en X et Y (en
realite X et Z).
Exemple: Un exemple de hier
6 6
2 2 2 2 2 2
3 3 3 3 3 3
4 4 4 4 4 4
5 5 5 5 5 5





leName Cha^ne de arateres
Desription (3D): Chargement d'une image enregistree sous la forme d'un hier asii
(hier texte) dans lequel les valeurs des pixels sont odees par des ha^nes de arateres
separees par des blans. Le hier doit ommener par les tailles de l'image en X, Y et Z.
Exemple: Un exemple de hier:
6 7 2
1 1 1 1 1 1 1
1 2 2 1 1 2 3
1 2 2 3 3 4 1
2 2 2 2 3 5 1
3 3 5 8 8 1 1
1 1 2 2 2 1 1
0 0 0 2 0 1 1
0 1 1 3 4 5 0
0 0 0 2 3 4 4
0 0 0 0 3 3 3
0 0 0 3 3 4 4
0 0 5 5 5 6 8
Pakage: 3d
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Fontionreadlum dirname expr2 expr3 expr4 expr5 expr6 expr7







Desription (2D): Cette routine sert a lire une image omposee de deux trames et stokee
sous ette forme; elle est inspiree de la routine read-all (format numerique CCIR 601). La
ha^ne de arateres est le hemin indiquant le repertoire qui ontient les deux trames (hiers
lum001 et lum002).
Exemple: (setf im (readlum "/images/laire" 0 720 576 1 "s" "s"))
Auteur:Mar Van Droogenbroek
Pakage: vandroog
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FontionImReadText imout leName
imout Image resultat
leName Cha^ne de arateres
Desription (3D): Chargement dans l'image imout du hier image leName. Le hier
image doit ^etre un hier texte derivant une liste de hiers onstituant les dierentes setions
en Z d'une image 3D. Ce hier texte doit ontenir les informations suivantes :
1ere ligne : mot lef emphyrio
2eme ligne : taille en X
3eme ligne : taille en Y
4eme ligne : taille en Z (i.e. nombre de hiers images 2D)
5eme ligne : nombre de bits par pixel (8, 16 ou 32)
6eme ligne : taille de l'en-t^ete preedent la valeur du premier pixel dans les hiers images
2D.
7eme ligne et suivantes : noms des hiers images 2D.











(setq n1 (ImGet 256 256 10))
(ImReadText n1 "ima.txt")
Pakage: 3d
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4.3.2 Eriture d'images
Fontiontfwrite im name &optional omp
im Image soure
name Nom du hier de sortie
omp Argument optionnel : entier indiquant la ompression employee
Desription (2D): tfwrite erit sur le disque les images au format TIFF 8 bits, Noir et
Blan (niveau de gris), un otet par pixel. Le Noir est represente par la valeur 0. La version
de TIFF supportee est 5.0. Le dernier argument est optionnel, et s'il est donne, e doit ^etre
un entier de valeur :
 0 : pas de ompression
 1 : ompression de Lempel, Ziv & Welh
 toute autre valeur ou pas de valeur indique : pas de ompression.
Exemple:






leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image imin selon le format
TIFF. Cette fontion n'est appliable qu'a des images 2D.
Pakage: 3d
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Fontionraster-write im name &optional ode
im Image soure
name Nom du hier de sortie
ode Code pour inverser la LUT (optionnel)
Desription (2D): Erit un hier de format raster de SUN. Taille supportee: 8 bits. Si
on met omme ode d'operation "i" en option, la LUT sera inversee.
Cette fontion verie si le nombre de olonnes dans l'image est pair, a ause de problemes
inherents aux rasters de SUN. Si e n'est pas le as, la fontion ajoute une olonne de zeros
a droite de l'image.




leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image im selon le format




arg Nom du hier de sortie
Desription (2D): Erit un hier de format VISILOG. Taille supportee: short 16 bits.




arg Nom du hier de sortie
Desription (2D): Erit un hier de format VISILOG. Taille supportee: har 8 bits.
Exemple: (visiwrite8 image "sortie.ima")
Pakage: 2d
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FontionImWriteVisilog imin leName
imin Image
leName Cha^ne de arateres





leName Cha^ne de arateres
Desription (3D): Enregistrement de l'image imin sous la forme d'un hier asii tel que





leName Cha^ne de arateres
Desription (3D): Enregistrement de l'image imin sous la forme d'un hier asii, tel que




leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image imin sous la forme




leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image imin selon le format
VIFF. Cette fontion n'est appliable qu'a des images 2D.
Pakage: 3d
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FontionImWritePGM imin leName
imin Image
leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image imin selon le format




leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image imin selon le format




leName Cha^ne de arateres
Desription (3D): Enregistrement dans le hier leName de l'image imin selon le format





leRadial Cha^ne de arateres
Desription (3D): Enregistrement de l'image imin sous la forme d'une liste de hiers im-
ages visilog 2D et d'un hier de desription, tel que derit pour la fontion ImReadText. Les
noms des hiers images sont obtenus par onatenation de la ha^ne de arateres leRadial,
d'un point (.) et du numero du plan (0,1,2 et.).
Pakage: 3d
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FontionImDump imin &optional (format defaultImDumpFormat)
imin Image
format Cha^ne de arateres
Desription (3D): AÆhe le ontenu de l'image imin a l'eran sous forme asii, selon le
format derit par la ha^ne de arateres format. Ce format est elui qui sera passe a la
fontion C printf pour aÆher la valeur de haun des pixels (par exemple : "%4d ", "%3x"
et.).
Exemple:
(ImDump n1 "%3x") ; dump des pixels sous forme de valeurs
hexadeimales sur 3 digits.
Pakage: 3d
4.3.3 Visualisation d'images
Quelques routines qui permettent la visualisation d'images sur un PC ompatible muni d'une
arte VGA.
Fontionpdisp image posx posy
image Image a aÆher a gauhe de l'eran
posx Coordonnee `x' dans l'eran du debut de l'image
posy Coordonnee `y' dans l'eran du debut de l'image
Desription (2D): Cette fontion aÆhe une image en mode VGA 320 x 200 du PC. Le
oin en haut a gauhe est plae a la position (posx, posy). Si l'image est trop grande, elle est
toujours lue a partir de la position (0,0) et est tronquee.




image Image a aÆher
Desription (2D): Visualisation d'une image a niveaux de gris ave une table de ouleurs
omportant 64 niveaux de gris.
Exemple: (greyview image)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d
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Fontionolview image
image Image a aÆher
Desription (2D): Visualisation d'une image a niveaux de gris en fausses ouleurs.
Exemple: (olview image)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d
Fontiongview image
image Image a aÆher
Desription (2D): Visualisation d'une image a niveaux de gris ave une table de ouleurs
omportant 64 niveaux de gris. Les niveaux de gris 1, 2 et 3 sont reserves a des plans
graphiques de ouleur respetivement bleue, rouge et verte.
Exemple: (gview image)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d
Fontiongtview image name
image Image a aÆher a gauhe de l'eran
name Texte a aÆher en bas a gauhe de l'eran
Desription (2D): Visualisation d'une image a niveaux de gris ave une table de ouleurs
omportant 64 niveaux de gris et aÆhage d'un texte en bas a gauhe de l'eran.
Exemple: (gtview image text)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d
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Fontiontview image name
image Image a aÆher a gauhe de l'eran
name Texte a aÆher en bas a gauhe de l'eran
Desription (2D): Visualisation d'une image a niveaux de gris ave une table de ouleurs
omportant 64 niveaux de gris et aÆhage d'un texte en bas a gauhe de l'eran.
Exemple: (tview image text)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d
Fontiondgview image1 image2 name
image1 Image a aÆher a gauhe de l'eran
image2 Image a aÆher a droite de l'eran
name Texte a aÆher en bas a gauhe de l'eran
Desription (2D): Visualisation de deux image a niveaux de gris ^ote a ^ote, ave une
table de ouleurs omportant 64 niveaux de gris. Le texte est aÆhe en bas a gauhe de
l'eran.
Exemple: (dgview image1 image2 text)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d
Fontiondview image1 image2 name
image1 Image a aÆher a gauhe de l'eran
image2 Image a aÆher a droite de l'eran
name Texte a aÆher en bas a gauhe de l'eran
Desription (2D): Visualisation de deux image a niveaux de gris ^ote a ^ote, ave une
table de ouleurs de type fausses ouleurs. Le texte est aÆhe en bas a gauhe de l'eran.
Exemple: (dview image1 image2 text)
Auteur: Fernand Meyer
Mahine: PC muni d'une arte VGA
Pakage: 2d




expr Image ou liste d'images
Desription (3D): Visualise les images 2D speiees a l'aide du programme xv. Fontionne
sous X windows uniquement.
Exemple: (ImSunDsp n1 n2 n3) ou (ImXv (list n1 n2 n3))
Mahine: SUN
Pakage: 3d
FontionImXV3D image M N &optional lename
image Image
M Entier, nombre de plans par ligne
N Entier, nombre de lignes
lename Nom du hier a erire sur le disque
Desription (3D): Visualise des images 3D.
Genere une image 2D, dans la quelle les plans de l'image image (en Z) sont disposes ^ote a
^ote selon un ordre lexiographique ave M plans par ligne et N lignes. Cette image 2D est
visualisee a l'aide du programme xv, et liberee apres. Pour visualiser une image ave xv, il est
neessaire d'erire un hier sur le disque. Le nom de e hier est genere automatiquement,
sauf s'il est passe omme argument dans l'appel de la fontion.
Exemple:
(ImXV3D image 3 2 "mon image") ; Visualise 6 plans de l`image image
passant par un fiher qui s'appelle "mon image.tmp"
(ImXV3D image 2 2) ; Visualise 4 plans de l`image image passant par un






Desription (3D): Visualise l'image 2D imin a l'aide du programme editimage. Fon-
tionne sous X windows.
Mahine: SUN
Pakage: 3d
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FontionImXloadimage expr
expr Image ou liste d'images
Desription (3D): Visualise les images 2D speiees a l'aide du programme xloadimage.




image Image a aÆher
num Entier donnant le numero de la fen^etre dans laquelle l'image doit ^etre aÆhee.
Desription (2D): Cette fontion est speique NeXT. Il s'agit en fait d'une maro a erire
dans le `init.lsp', derite omme suit :
(defun disp (im s)
`(display ,im ,s (symbol-name (quote ,im))))
(defun disp2 (im s)
(display (eval im) s (symbol-name im)))
Ces deux maros sont indispensables au bon fontionnement de la frontale NeXT a Xlim3D.
L'utilisation de ette fontion est assez evidente: on donne l'image a aÆher et un numero
d'eran (ainsi plusieurs images dierentes peuvent elles ^etre aÆhees suessivement dans une
m^eme fen^etre). Le nom de l'image sera aÆhe dans le titre de la fen^etre.





image Image a visualiser en perspetive
Desription (2D): Cette fontion retourne une poignee vers une image TOUJOURS
512x256 qui est une representation 3D minimale de l'image d'entree. On doit don toujours
aeter le resultat de ette fontion a un identiateur de Xlisp-Stat.
Exemple:
(setf hop3d (m3d im0)) ; met dans hop3d une nouvelle image,
representation 3d de im0.
Pakage: nil
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4.3.4 Agrandissement d'images (zoom diret et inverse)
Fontionzoom iminout
iminout Image d'entree/sortie
Desription (2D): Fait un zoom 2X dans le sens horizontal et vertial. L'image d'entree





iminout Image d'entree et de sortie
Desription (2D): Cette fontion fait subir a l'image d'entree un zoom de rapport 1/2
dans les deux diretions (absisse et ordonnee). La transformation s'eetue dans l'image
elle-m^eme. L'image de sortie est obtenue en faisant la moyenne des quatre pixels adjaents
dans les deux diretions du zoom (et non en hoisissant un pixel sur quatre). Une grande
quantite d'information sur l'image est don perdue. Il s'agit en fait de l'appliation suessive
de unzoomx et de unzoomy. Cette fontion n'est ependant pas une maro.
Exemple:
(unzoom im0) ; la taille de im0 est divisee par 2 dans les deux
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Fontionunzoomx iminout
iminout Image d'entree et de sortie
Desription (2D): Cette fontion fait subir a l'image d'entree un zoom de rapport 1/2
dans la diretion de l'axe des absisses. La transformation s'eetue dans l'image elle-m^eme.
L'image de sortie est obtenue en faisant la moyenne des deux pixels adjaents dans la diretion
du zoom (et non en hoisissant un pixel sur deux). Une grande quantite d'information sur
l'image est don perdue.
Exemple:












iminout Image d'entree et de sortie
Desription (2D): Cette fontion fait subir a l'image d'entree un zoom de rapport 1/2
dans la diretion de l'axe des ordonnees. La transformation s'eetue dans l'image elle-m^eme.
L'image de sortie est obtenue en faisant la moyenne des deux pixels adjaents dans la diretion
du zoom (et non en hoisissant un pixel sur deux). Une grande quantite d'information sur
l'image est don perdue.
Exemple:
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4.3.5 Impression d'images a l'eran
Fontionprintimage im
im Image soure




im Image binaire a imprimer a l'eran
Desription (2D): Cette routine imprime une image binaire a l'eran sans laisser
d'intervalle entre les pixels. Une image a plusieurs niveaux de gris est binarisee en valeurs




4.4 Conversion de format d'image
FontionIIntToReal imin imout
imin Image a onvertir (entiere)
imout Image de sortie (reelle)
Desription (2D): Cette routine opie l'image d'entiers dans une image ontenant des
reels.




imin Image a onvertir (reelle)
imout Image de sortie (entiere)
Desription (2D): Cette routine opie l'image de reels dans une image d'entiers.
Exemple: (irealtoint imin imout)
Auteur:Mar Van Droogenbroek
Pakage: real




Desription (3D): Convertit l'image unsigned short (i.e. 16 bits) imin en l'image unsigned
har (ie 8 bits) imout, les valeurs resultats etant reehelonnees lineairement de sorte a ^etre













mask Optionel : image-masque
Desription (2D): Retourne la valeur minimale dans une image. Si on donne une image-





Desription (3D): Retourne le minimum de l'image imin.
Pakage: 3d
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FontionImMaxValue imin
imin Image
Desription (3D): Retourne la valeur maximale odable pour les images du type de imin.





Desription (2D): Retourne la valeur maximale dans une image. Si on donne une image-









row Numero de ligne
Desription (2D): Retourne la valeur minimale d'une ligne d'une image. Les lignes partent
a 0.
Exemple:
(minval-h input 3) ; retourne la valeur min de l'image ``input''
sur la ligne 3.
Pakage: 2d
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Fontionmaxval-h imin row
imin Image
row Numero de ligne
Desription (2D): Retourne la valeur maximale d'une ligne d'une image. Les lignes par-
tent a 0.
Exemple:
(maxval-h input 3) ; retourne la valeur max de l'image ``input''




ol Numero de olonne
Desription (2D): Retourne la valeur minimale d'une olonne d'une image. Les olonnes
partent a 0.
Exemple:
(minval-v input 3) ; retourne la valeur min de l'image ``input''




ol Numero de olonne
Desription (2D): Retourne la valeur maximale d'une olonne d'une image. Les lignes
partent a 0.
Exemple:
(maxval-v input 3) ; retourne la valeur max de l'image ``input''
sur la olonne 3.
Pakage: 2d
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Fontionimage-x imin
imin Image soure























Desription (3D): Retourne un entier egal a la taille en X de la fen^etre ative de l'image
imin.
Pakage: 3d
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FontionImWYSize imin
imin Image










Desription (3D): Retourne un entier egal a la oordonnee en X du premier point de la




Desription (3D): Retourne un entier egal a la oordonnee en Y du premier point de la




Desription (3D): Retourne un entier egal a la oordonnee en Z du premier point de la
fen^etre ative de l'image imin. (0,0,0) orrespond au premier point de l'image.
Pakage: 3d
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4.5.1 Aes aux arateristiques des images
Fontionsetborder iminout val
iminout Image soure et de sortie
val Valeur du bord
Desription (2D): Met le tour d'une image a une ertaine valeur donnee. Les dimensions
de l'image ne hangent pas. L'image d'entree et de sortie sont les m^emes.




val Valeur du bord
Desription (2D): Met un bord a une image. La valeur du bord est donnee. Les dimen-
sions de l'image hangent. L'image d'entree et de sortie sont les m^emes.
Exemple: (same-putborder image-io 5)
Pakage: 2d
Fontionrmborder iminout
iminout Image soure et de sortie




Fontionnew-putborder image imout val
image Image soure
imout Image destination
val Valeur du bord
Desription (2D): Met un bord autour d'une image a une valeur donnee. Il faut que
l'image de sortie ait une taille nulle pare que le blo de donnees est perdu au ours de la
realloation de memoire.
Exemple: (new-putborder input output 3)
Pakage: 2d
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Fontionputside-u image val
image Image soure et de sortie
val Valeur du bord
Desription (2D): Met un bord en haut d'une image a une valeur donnee. L'image d'entree
et de sortie sont les m^emes.
Exemple: (putside-u image-io 5)
Pakage: 2d
Fontionputside-d image val
image Image soure et de sortie
val Valeur du bord
Desription (2D): Met un bord en bas d'une image a une valeur donnee. L'image d'entree
et de sortie sont les m^emes.
Exemple: (putside-d image-io 5)
Pakage: 2d
Fontionputside-r image val
image Image soure et de sortie
val Valeur du bord
Desription (2D): Met un bord a droite d'une image a une valeur donnee. L'image d'entree
et de sortie sont les m^emes.
Exemple: (putside-r image-io 5)
Pakage: 2d
Fontionputside-l image val
image Image soure et de sortie
val Valeur du bord
Desription (2D): Met un bord a gauhe d'une image a une valeur donnee. L'image
d'entree et de sortie sont les m^emes.
Exemple: (putside-l image-io 5)
Pakage: 2d
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Fontionrmside-u iminout
iminout Image soure et de sortie





iminout Image soure et de sortie





iminout Image soure et de sortie





iminout Image soure et de sortie
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Fontionsetside-u iminout val
iminout Image soure et de sortie
val Valeur du bord
Desription (2D): Met le bord en haut d'une image a une valeur donnee. L'image d'entree
et de sortie sont les m^emes. Les dimensions de l'image ne hangent pas.
Exemple: (setside-u image-io 5)
Pakage: 2d
Fontionsetside-d iminout val
iminout Image soure et de sortie
val Valeur du bord
Desription (2D): Met le bord en bas d'une image a une valeur donnee. L'image d'entree
et de sortie sont les m^emes. Les dimensions de l'image ne hangent pas.
Exemple: (setside-d image-io 5)
Pakage: 2d
Fontionsetside-r iminout val
iminout Image soure et de sortie
val Valeur du bord
Desription (2D): Met le bord a droite d'une image a une valeur donnee. L'image d'entree
et de sortie sont les m^emes. Les dimensions de l'image ne hangent pas.
Exemple: (setside-r image-io 5)
Pakage: 2d
Fontionsetside-l iminout val
iminout Image soure et de sortie
val Valeur du bord
Desription (2D): Met le bord a gauhe d'une image a une valeur donnee. L'image
d'entree et de sortie sont les m^emes. Les dimensions de l'image ne hangent pas.
Exemple: (setside-l image-io 5)
Pakage: 2d
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4.5.2 Aes aux valeurs des images
Fontionget-pixel imin x y
imin Image entree
x Entier: oordonnee `x' du pixel
y Entier: oordonnee `y' du pixel
Desription (2D): Retourne la valeur du pixel situe a la oordonnee (x,y). Les oor-
donnees ommenent a 0. En haut a gauhe, 'est le point (0,0).
Exemple: (get-pixel imin 0 5)
Pakage: 2d
FontionImReadPixel imin x y z
imin Image
x Entier, oordonnee en X
y Entier, oordonnee en Y
z Entier, oordonnee en Z
Desription (3D): Retourne la valeur du pixel de oordonnees speiees.
Pakage: 3d
Fontionput-pixel imout x y val
imout Image de sortie
x Entier: oordonnee `x' du pixel
y Entier: oordonnee `y' du pixel
val Valeur a mettre dans l'image. (entier)
Desription (2D): Met un pixel speie par ses oordonnees a une valeur donnee dans une
image.
Exemple: (put-pixel input 4 5 -213)
Pakage: 2d
FontionImWritePixel iminout x y z value
iminout Image resultat
x Entier, oordonnee en X
y Entier, oordonnee en Y
z Entier, oordonnee en Z
value Reel, valeur du pixel
Desription (3D): Aete au pixel de oordonnees speiees la valeur value.
Pakage: 3d




Desription (2D): Met tous les pixels de l'image a une valeur donnee.
Exemple:





Desription (3D): Aete la valeur onstante value a tous les pixels de l'image imout.
Exemple: (ImSetConstant im 0.0) ; mise a 0 de l'image im
Pakage: 3d
4.5.3 Translation, rotation et transposition
Fontionrot+ iminout
iminout Image d'entree et de sortie.
Desription (2D): Cette fontion opere une rotation de 90 degres sur l'image d'entree
dans le sens trigonometrique positif. Les images d'entree et de sortie sont les m^emes. Auune
information n'est perdue, l'image de sortie aura ses arateristiques hangees orretement
dans le as ou les dimensions en absisse et en ordonnee de l'image de depart ne sont pas les
m^emes.
Exemple: (rot+ im0) ; un quart de tour.
Auteur:Hugues Talbot
Pakage: talbot
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Fontionrot- iminout
iminout Image d'entree et de sortie.
Desription (2D): Cette fontion opere une rotation de 90 degres sur l'image d'entree
dans le sens trigonometrique negatif. Les images d'entree et de sortie sont les m^emes. Auune
information n'est perdue, l'image de sortie aura ses arateristiques hangees orretement
dans le as ou les dimensions en absisse et en ordonnee de l'image de depart ne sont pas les
m^emes.




iminout Image d'entree et de sortie.
Desription (2D): Cette fontion opere une rotation de 180 degres (don une symetrie
entrale) sur l'image de sortie et d'entree (qui est en fait la m^eme). Auune information sur
l'image n'est perdue. Cette fontion n'est pas une maro et n'est pas une ombinaison de
deux rotations de 90 degres.






Desription (3D): Transpose l'image imin, le transpose etant le symetrique par rapport
au entre du parallelipipede que onstitue l'image.
Pakage: 3d
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FontionImSwapYZ iminout
iminout Image
Desription (3D): Transforme l'image bidimensionnelle (X,1,Z) iminout, en image
(X,Z,1): la taille en Z devient la taille en Y, et la taille en Y (= 1) devient la taille en
Z. Reiproquement ImSwapYZ transforme egalement une image (X,Y,1) en image bidimen-
sionnelle (X,1,Y).
Exemple:
(def im3d (ImGet 256 256 32)) ; im3d est une image 3D
(def im2d (ImGet2D 256 256)) ; im2d est une image 2D $-->$ (256,1,256)
(ImSwapYZ im2d) ; im2d est une image (256,256,1)
(ImSetConstantWindow im3d 0 0 10 256 256 1)
; modifiation de la fen^etre ative de im3d
(ImIsCopy im3d im2d) ; opie de im3d dans im2d $-->$ im2d
ontient le plan #10 de im3d




Desription (3D): Eetue une rotation des axes de l'image imin selon la formule suivante :






= x). La valeur renvoyee est la nouvelle
image.




Desription (3D): Eetue une rotation des axes de l'image imin selon la formule suivante :






= y). La valeur renvoyee est la nouvelle
image.
Exemple: (setq n2 (ImRotateAxesZXY n1))
Pakage: 3d
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4.6 Operations elementaires sur des images
4.6.1 Operations elementaires sur des ensembles




Desription (2D): Inverse l'image tout en la gardant positive (255-imin). L'image d'entree
et l'image de sortie peuvent ^etre les m^emes.





Desription (3D): Inverse l'image imin dans l'image imout.
Pakage: 3d
Fontionima-min imin1 imin2 imout
imin1 Image entree
imin2 Image entree
imout Image de sortie
Desription (2D): Prend le minimum entre deux images pixel par pixel. Les images
d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (ima-min a b out)
Pakage: 2d




Desription (3D): Operation imout = inf(imin1; imin2).
Pakage: 3d
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Fontionima-max imin1 imin2 imout
imin1 Image entree
imin2 Image entree
imout Image de sortie
Desription (2D): Prend le maximum entre deux images pixel par pixel. Les images
d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (ima-max a b out)
Pakage: 2d




Desription (3D): Operation imout = sup(imin1; imin2).
Pakage: 3d




Desription (3D): Completude inferieure de imin, resultat dans imout.
Pakage: 3d
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4.6.3 Seuillage
Fontionthresh imin val1 val2 imout
imin Image d'entree
val1 Valeur basse entree
val2 Valeur haute entree
imout Image de sortie
Desription (2D): Cette fontion met a 1 tout e qui est dans la plage donnee omme
argument. Plus simple d'utilisation que iomp. Evidemment, l'image d'entree peut ^etre la
m^eme que l'image de sortie. L'intervalle est ferme.
Exemple:
(thresh input 100 200 out) ; Tout e qui est dans la plage 100--200 sera
mis a 1.
Pakage: 2d




lowThresh Reel, seuil bas
hiThresh Reel, seuil haut
value Reel
Desription (3D): Seuillage de l'image imin, resultat dans imout, entre les valeurs
lowThresh et hiThresh (bornes omprises). Les pixels dont la valeur est omprise dans et
intervalle sont passes a la valeur value, les autres a 0.
Pakage: 3d




Desription (3D): Tous les pixels de imin dont la valeur exede thresh reoivent ette
valeur (thresh). Les autres pixels sont inhanges. Resultat dans imout.
Pakage: 3d
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Fontiondthr imin val1 val2 imout
imin Image d'entree
val1 Valeur de seuillage basse
val2 Valeur de seuillage haute
imout Image de sortie
Desription (2D): Cette fontion realise un double seuillage par reonstrution.
Niveau: LISP
; double white thresh with reons
(defun dthr (imin low high imout)
(let (imiii)
(setf imiii (timmallo imin))
(thresh imin high 256 imout)





Les meilleurs resultats sont obtenus ave des valeurs de seuils pas tres dierentes.
Exemple: (dthr imin 10 15 imout)
Auteur:Hugues Talbot
Pakage: nil
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4.6.4 Fontions alulees en haque pixel
Fontionlip imin val1 val2 imout val3 val4
imin Image d'entree
val1 Valeur basse entree
val2 Valeur haute entree
imout Image de sortie
val3 Valeur basse sortie
val4 Valeur haute sortie
Desription (2D): Cette fontion etire la plage dynamique de l'image d'entree. Tout e
qui est en dehors des valeurs basse et haute donnees en entrees sera ramene aux valeurs basse
et haute donnees pour la sortie. L'image d'entree peut ^etre la m^eme que l'image de sortie.
Exemple:
(lip input 100 200 output 0 255)
prend l'image \input", etire lineairement tout e qui est entre 100 et 200 de faon a e que
l'image \output" soit entre 0 et 255. Tout e qui depassera la fourhette 100{200 sera mis
soit a 0 soit a 255.
Pakage: 2d
FontionIRealClip iminout min max
iminout Image entree-sortie (reelle)
min Reel minimum
max Reel maximum
Desription (2D): Cette fontion er^ete l'image de sorte a la ramener dans la dynamique
omplete que forme l'intervalle donne en argument.
Exemple: (ireallip imin 12.0 255.0)
Auteur:Mar Van Droogenbroek
Pakage: real
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Fontionstreth imin val1 val2 imout val3 val4
imin Image d'entree
val1 Valeur basse entree
val2 Valeur haute entree
imout Image de sortie
val3 Valeur basse sortie
val4 Valeur haute sortie
Desription (2D): Cette fontion est presque semblable a lip. La dierene est que e
qui ne depasse pas les plages donnees n'est pas oupe omme 'est le as ave lip.
Exemple: (streth input 100 200 output 0 255)
prend l'image \input", etire lineairement tout e qui est entre 100 et 200 de faon a e
que l'image \output" soit entre 0 et 255. Tout e qui depassera la fourhette 100{200 sera
egalement \etire", e qui fait que l'on peut depasser les plages donnees en sortie. L'image
d'entree peut ^etre la m^eme que l'image de sortie.
Pakage: 2d
4.6.5 Operations arithmetiques
Cette setion derit les fontions qui travaillent non pas sur des voisinages de pixels mais sur
les pixels individuellement.
Fontionarith imin arg ode imout
imin Image d'entree
arg Image d'entree ou onstante entiere
ode Cha^ne: operation arithmetique
imout Image de sortie
Desription (2D): C'est la fontion qui fait des operations arithmetiques sur les images.
Il faut omme premier argument une image. Le seond argument est soit une image, soit
une onstante.Le troisieme argument est plus omplique: on speie l'operation a eetuer.





"/0" division. Le numerateur est multiplie par 10
0
"/1" division. Le numerateur est multiplie par 10
1
"/2" division. Le numerateur est multiplie par 10
2
"/3" division. Le numerateur est multiplie par 10
3
"/4" division. Le numerateur est multiplie par 10
4
"/5" division. Le numerateur est multiplie par 10
5
"/6" division. Le numerateur est multiplie par 10
6
"/7" division. Le numerateur est multiplie par 10
7
"?" division inverse: (a ? b) = (b / a) (Pour les entiers)
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"&" ET, bit par bit
"|" OU, bit par bit
"%" modulo
"5" modulo inverse: (a 5 b) = (b % a). (Pour les entiers)
"&&" ET logique: m^eme omportement qu'en C
"||" OU logique: m^eme omportement qu'en C
">>" shift des bits vers la droite
"<<" shift des bits vers la gauhe
"!" NON logique: m^eme omportement qu'en C
">0" valeur absolue
"+-" donne le signe du pixel: 0 lorsque egal a 0, 1 lorsque positif, et -1 lorsque negatif
Les images d'entree et de sortie peuvent ^etre les m^emes. La valeur retournee par la fontion
est l'image de sortie. S'il y a une division par zero, le resultat est bigval.
Exemple:
(arith image-a image-b "+" image-sortie)
Additionne l'image a a l'image b. Le resultat sur l'image de sortie.
(arith image 5 "-" image)
soustration de 5 a l'image. M^eme image en entree omme en sortie.
(arith image 0 "!" image)





Desription (3D): Ajoute la onstante value a l'image iminout. La onstante peut bien
s^ur ^etre negative.
Pakage: 3d




Desription (3D): Ajout de l'image imin1 a l'image imin2, resultat dans imout. Si imin2
est absent, ajoute imin1 a imout.
Pakage: 3d
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Desription (3D): Ajout de l'image imin1 a l'image imin2, resultat dans imout. Le resultat
est plafonne a la valeur maximale autorisee pour le type de l'image (255 pour une image 8
bits, 65536 pour une image 16 bits et.).
Pakage: 3d




Desription (3D): Si imin2 est presente, soustration imout = max(0; imin1   imin2).
Si imin2 est absente, soustration imout = max(0; imout  imin1).
Pakage: 3d




Desription (3D): Valeur absolue de la dierene des images imin1 et imin2 (imin1  






Desription (3D): Division de l'image iminout par la onstante value.
Pakage: 3d
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Desription (3D): Division de l'image imin1 par l'image imin2, resultat dans imout. Si





Desription (3D): Multipliation de l'image iminout par la onstante value.
Pakage: 3d




Desription (3D): Multipliation de l'image imin1 par l'image imin2, resultat dans imout.





Desription (3D): ET logique bit a bit de l'image iminout ave la onstante value.
Pakage: 3d




Desription (3D): ET logique bit a bit des images imin1 et imin2, ou des images imout
et imin1 si imin2 est absente.
Pakage: 3d
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Desription (3D): OU logique bit a bit des images imin1 et imin2, ou des images imout
et imin1 si imin2 est absente.
Pakage: 3d
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4.6.6 Comparaison d'images
Fontioniomp imin arg1 ode imout arg2 arg3
imin Image
arg1 Image ou nombre entier
ode Cha^ne: operation de omparaison
imout Image de sortie
arg2 Image resultat vrai ou valeur vraie
arg3 Image resultat faux ou valeur fausse
Desription (2D): iomp est la fontion de omparaison entre deux images ou une image
et un entier. Cette fontion a omme argument une image en entree. Le seond argument est
soit une image, soit un entier. Le troisieme argument est une ha^ne de arateres derivant
l'operation de omparaison a eetuer. Elle renvoie l'image de sortie. La syntaxe est similaire





">=" plus grand ou egal
"<=" plus petit ou egal
Si le resultat de ette omparaison est vrai ou faux, l'image de sortie prendra des valeurs
denies par les arguments de sortie. Ces arguments peuvent ^etre soit des salaires entiers,
soit des images. Dans le as d'images, le pixel ayant la m^eme loalisation que les pixels a
omparer aura la valeur orrespondante sur l'image de sortie. La valeur retournee par la
fontion est le nombre de pixels passant le test de omparaison.
On peut prendre les m^emes images en entree qu'en sortie.
Exemple:
(iomp input 6 ">" out 1 0)
; tous les pixels > 6 auront 1 omme valeur de sortie sur out.
(iomp input test ">" out 10 0)
; tous les pixels plus grands que l'image
; test auront omme valeur de sortie sur out 10.
(iomp input test ">" out vrai faux)
; tous les pixels plus grands que l'image test
; auront omme valeur de sortie sur out les pixels de l'image ``vrai''.
; Les autres auront omme valeur les pixels de l'image ``faux''.
Pakage: 2d
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FontionImCompare imin im ou val ond imout ResVrai ResFaux
imin Image a omparer
im ou val Image ou valeur a omparer
ond Cha^ne: operation de omparaison
imout Image resultat
ResVrai Resultat vrai. Une image ou une valeur
ResFaux Resultat faux. Une image ou une valeur
Desription (3D): Comparaison entre images et valeurs reelles. La omparaison est faite
pixel par pixel entre imin et im ou val (qui peut ^etre une image ou une valeur reelle). Si
le resultat de la omparaison est vrai, le pixel orrespondant de imout prend la valeur de
ResVrai, si le resultat est faux il prend la valeur de ResFaux.





">=" plus grand ou egal
"<=" plus petit ou egal
Exemple:
(imompare in 6 ">" out 1 0)
; Tous les pixels plus grands que 6 auront omme valeur dans out 1,
; les autres auront la valeur 0.
(imompare input test ">" out 5 0)
; Tous les pixels plus grands que l'image test auront omme valeur de
; sortie 5 dans out, les autres 0.
(imompare input test ">" out vrai faux)
; Tous les pixels plus grands que l'image test auront omme valeur
; dans out la valeur de l'image <vrai>. Les autres auront la
; valeur de l'image <faux>.
Auteur: Beatriz Marotegui
Pakage: 3d
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Fontionnomp imin arg ode
imin Image entree
arg Image d'entree ou entier
ode Cha^ne: ode d'operation
Desription (2D): Fontionne de la m^eme faon que iomp, sauf qu'il n'y a pas d'image
de sortie. Il n'y a que la valeur de retour qui donne le nombre de points ayant passe le test.
Pour la liste des operations, voir iomp: e sont les m^emes.
Exemple: (nomp input 1 "==") ; Le nombre de points == 1.
Pakage: 2d
4.7 Manipulation des niveaux de gris




Desription (3D): Passage de l'image imin a travers la Look Up Table lut. Resultat dans
imout. lut est une liste d'entiers dans laquelle (nth i lut) est la valeur qui sera aetee a tous










Desription (3D): Look Up Table \raine arree" de l'image imin, resultat dans imout.
Pakage: 3d




Desription (3D): Look Up Table \logarithme" de l'image imin, resultat dans imout.
Pakage: 3d





maxval Valeur maximal de sortie
Desription (3D): imout est une anamorphose de imin. Les valeurs omprises entre low
et high sont transformees entre zero et maxval a travers une fontion logarithmique. Les
valeurs plus petites que low sont mises a zero et les valeurs plus grandes que high sont mises
a maxval.
Exemple: (setf n plateaux (ImLabelRegions in out :gragh ubi26Gr)) ;




4.8 Gestion de la memoire
4.8.1 Creation et destrution d'images
Fontionimmallo x y frame
x Entier: taille horizontale
y Entier: taille vertiale
frame Cha^ne de arateres. Type de trame:
"s" pour arree,
"h" pour hexagonale. Attention: minusules seulement.
Desription (2D): Alloue une image. Retourne une poignee a elle-i. Il faut delarer la
taille horizontale et vertiale, ainsi que le type de trame: hexagonale ou arree.
Exemple:
(setf ima (immallo 10 34 "s"))
; Image 10 x 34 de trame arree allouee: elle s'appelle ima.
Pakage: 2d
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FontionRealImmallo hsize vsize trame
hsize Entier: taille horizontale
vsize Entier: taille vertiale
trame Type de trame: \s" pour arree, \h" pour hexagonale
Desription (2D): Alloue une image de reels. Retourne une poignee a elle-i. Il faut
delarer la taille horizontale et vertiale, ainsi que le type de trame: hexagonale ou arree.




FontionImGet2D xSize ySize &optional (imType "unsigned har")
xSize Taille en X
ySize Taille en Y
imType Cha^ne de arateres: type de l'image
Desription (3D): Creation d'une image 2D. La valeur retournee est l'image reee. Les
valeurs autorisees pour imType sont \unsigned har", \unsigned short" et \int". La valeur
par defaut est \unsigned har".
Exemple: (setq n1 (ImGet2D 256 256)) ; reation d'une image 2D de taille
256x256 odee sur 8 bits par pixel
Pakage: 3d
FontionImGet xSize ySize zSize &optional (imType "unsigned har")
xSize Entier: taille en X
ySize Entier: taille en Y
zSize Entier: taille en Z
imType Cha^ne de arateres: type de l'image
Desription (3D): Creation d'une image. La valeur retournee est l'image reee. Les
valeurs autorisees pour imType sont "unsigned har", "unsigned short" et "int". La valeur
par defaut est "unsigned har".
Exemple: (setq n1 (ImGet 256 256 32 "unsigned short")) ; reation d'une
image de taille 256x256x32 odee sur 16 bits par pixel
Pakage: 3d
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Fontiontimmallo im
im Image soure
Desription (2D): Alloue de la memoire pour une image, retourne une poignee a ette
image, et initialise la struture de m^eme maniere que im.




Desription (2D): Alloue de la memoire pour une image de reels, retourne une poignee a
ette image, et initialise la struture de m^eme maniere que imin. L'image servant de modele
peut ^etre omposee d'entiers ou de reels; le resultat est le m^eme.
Exemple: (setf nouveau (realtimmallo input))
Auteur:Mar Van Droogenbroek
Pakage: real
FontionImGetSame imin &optional (imType (ImType model))
imin Image
imType Cha^ne de arateres: type de l'image
Desription (3D): Creation d'une image ayant les m^eme arateristiques de taille que
l'image imin. La valeur retournee est l'image reee. Si le type n'est pas speie la nouvelle
image est de m^eme type que l'image servant de modele.
Exemple:
(setq n1 (ImGet 256 256 32)) & reation d'une image de taille
256x256x32 odee sur 8 bits par pixel
(setq n2 (ImGetSame n1) & reation de n2 de m^emes arateristiques que
n1
(setq n3 (ImGetSame n1 "unsigned short")) & reation de n3 de m^emes
arateristiques que n1, mais de profondeur 16 bits.
Pakage: 3d
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FontionImMapMxN imin M N
imin Image
M Entier, nombre de plans par ligne
N Entier nombre de lignes
Desription (3D): Genere, a partir d'une image 3D imin, une image 2D dans laquelle les
plans (en Z) sont disposes ^ote a ^ote selon un ordre lexiographique ave M plans par ligne
et N lignes. Retourne ette nouvelle image.
Exemple:
(setq n1 (ImGet 256 128 32))
(ImReadVisilog n1 "ima3D.img")










expr Image ou liste d'images
Desription (3D): Liberation (i.e. destrution) des images speiee par expr.
Exemple:
(ImFree n1 n2 n3) & destrution des images n1, n2 et n3
(ImFree (list n1 n2 n3)) & autre forme admise
Pakage: 3d




Desription (2D): Copie les pixels de l'image soure dans l'image destination. Il faut que
les deux images soient deja allouees.





Desription (3D): Reopie l'image imin dans l'image imout. Celle-i a ete reee pour faire
le pont entre la partie 2D et la partie 3D. En eet, ses parametres peuvent ^etre aussi bien
des images 2D que des images 3D. Si l'image d'entree est une image 2D alors imout sera une





Desription (3D): Reopie l'image imin dans l'image imout.
Pakage: 3d
Fontionol-opy imin ol1 imout ol2
imin Image d'entree
ol1 Entier: numero de la olonne a opier
imout Image de sortie
ol2 Entier: numero de la olonne de destination
Desription (2D): Copie une olonne donnee d'une image a une autre. L'image d'entree
et de sortie peuvent ^etre les m^emes.
Exemple: (ol-opy input 3 output 6)
Pakage: 2d
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Fontionline-opy imin line1 imout line2
imin Image d'entree
line1 Entier: numero de la ligne a opier
imout Image de sortie
line2 Entier: numero de la ligne de destination
Desription (2D): Copie une ligne donnee d'une image a une autre. L'image d'entree et
de sortie peuvent ^etre les m^emes.
Exemple: (line-opy input 3 output 6)
Pakage: 2d
4.8.2 Gestion d'une fen^etre dans l'image
FontionImSetWindow iminout xStart yStart zStart xSize ySize zSize
iminout Image
xStart Entier: oordonnee en X du point origine de la fen^etre
yStart Entier: oordonnee en Y du point origine de la fen^etre
zStart Entier: oordonnee en Z du point origine de la fen^etre
xSize Entier: taille en X de la fen^etre
ySize Entier: taille en Y de la fen^etre
zSize Entier: taille en Z de la fen^etre
Desription (3D): Denition de la fen^etre ative de l'image iminout.
Exemple: (setq n1 (ImGet 256 256 128)) ; Creation de l'image.
La fen^etre par defaut est elle definie a l'aide de
ImSetConstantGlobalWindow.
(ImSetWindow n1 32 60 10 128 128 64) ; Modifiation de la fen^etre ative.
Pakage: 3d
FontionImSetGlobalWindow xStart yStart zStart xSize ySize zSize
xStart Entier: oordonnee en X du point origine de la fen^etre
yStart Entier: oordonnee en Y du point origine de la fen^etre
zStart Entier: oordonnee en Z du point origine de la fen^etre
xSize Entier: taille en X de la fen^etre
ySize Entier: taille en Y de la fen^etre
zSize Entier: taille en Z de la fen^etre
Desription (3D): Denition de la fen^etre ative par defaut. Ce sera la fen^etre ative de
toutes les images allouees par la suite.
Pakage: 3d
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4.9 Copie{oller et masquage
Fontionut image supx supy infx infy
image Image soure
supx Coordonnee horizontale du retangle en haut a gauhe
supy Coordonnee vertiale du retangle en haut a gauhe
infx Coordonnee horizontale du retangle en bas a droite
infx Coordonnee vertiale du retangle en bas a droite
Desription (2D): Retourne une image omposee du retangle deni par les arguments.
Coupe l'image d'entree et ree l'image qui sera retournee. Le retangle omprend egalement
ses frontieres. Par exemple, (1,1){(1,1) aura omme taille 1. Si une des oordonnee est
negative, il y aura une valeur prise par defaut: la taille horizontale ou vertiale de l'image si
respetivement 'est une oordonnee vertiale ou horizontale qui est negative. L'origine est
le oin superieur gauhe.
Exemple: (setf nouveau (ut input 3 4 10 10))
Pakage: 2d
Fontionutpaste image supx supy infx infy imout outsupx outsupy
image Image soure
supx Coordonnee horizontale du retangle en haut a gauhe
supy Coordonnee vertiale du retangle en haut a gauhe
infx Coordonnee horizontale du retangle en bas a droite
infx Coordonnee vertiale du retangle en bas a droite
imout Image de sortie
outsupx Coordonnee horizontale du retangle de sortie en haut a gauhe
outsupy Coordonnee vertiale du retangle de sortie en haut a gauhe
Desription (2D): M^eme hose que ut, sauf que l'on speie ii l'image de sortie et la
loalisation du retangle qui sera olle. Si une des oordonnee est negative, il y aura une
valeur prise par defaut: la taille horizontale ou vertiale de l'image si respetivement 'est
une oordonnee vertiale ou horizontale qui est negative.
Exemple: (utpaste input 3 4 10 10 output 2 2)
Pakage: 2d
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4.10 Transformations lineaires
4.10.1 Filtrage par onvolution
Fontiononv3 imin imout expr3 expr4
imin Image entree
imout Image 3  3 ontenant le noyau de onvolution
expr3 Image de sortie
Desription (2D): Convolution par un noyau arre 3 x 3. Il n'y a pas de normalisation. Ca
marhe uniquement en trame arree, bien evidemment. L'image d'entree et de sortie peuvent
^etre les m^emes. Tout e qui est hors de l'image est onsidere omme etant a zero.
Exemple: (onv3 input es output)
Pakage: 2d




weights Liste de reels
Desription (3D): La valeur moyenne de imin est alulee sur l'ensemble des points kernel
a l'aide des ponderations denies par weights. Le resultat est attribue a imout.
Exemple: (ImConvolve n1 n2 diamondK '(0.1 0.1 0.6 0.1 0.1)) ; n2 =
moyenne ponderee de n1
Pakage: 3d
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4.10.2 Filtrage par passage dans le domaine transforme
Fontionfftidlp imin imout f
imin Image d'entree
imout Image de sortie
f Entier : frequene de oupure en pixel.
Desription (2D): Cette fontion opere un ltrage passe-bas ideal sur l'image d'entree
et plae le resultat sur l'image de sortie. La frequene de oupure est indiquee en pixel ;
elle orrespond au rayon du ltre energie/phase laissant passer les frequenes basses. Cette
fontion eetue une t direte, le ltrage et une t inverse. On ne peut aeder par ette
fontion aux valeurs de phase et d'amplitude de la transformee de Fourier de l'image de
depart.
ATTENTION : l'image d'entree et de sortie doivent avoir les m^emes dimensions, en partiulier
les images doivent ^etre arrees, et les dimensions en absisse et en ordonnees doivent ^etre des
puissanes de 2. Cei est une limitation theorique de l'algorithme que l'on peut ironvenir
en plaant une image ne onvenant pas a es standards dans une image plus grande qui y
onvient et en mettant les pixels non denis a 0. Quelques messages de ontr^ole sont emis
sur la sortie standard. On peut les ignorer. Les valeurs de l'image de sortie (qui sont des
ottants) sont onvertis en entiers entre 0 et 255.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.
Exemple: (fftidlp im0 im1 10) ; filtrage passe-bas.
Auteur:Hugues Talbot
Pakage: talbot
Fontionfftidhp imin imout f
imin Image d'entree
imout Image de sortie
f Entier: frequene de oupure en pixel.
Desription (2D): Cette fontion opere un ltrage passe-haut ideal sur l'image d'entree
et plae le resultat sur l'image de sortie. La frequene de oupure est indiquee en pixel ;
elle orrespond au rayon du ltre energie/phase laissant passer les frequenes hautes. Cette
fontion eetue une t direte, le ltrage et une t inverse. On ne peut aeder par ette
fontion aux valeurs de phase et d'amplitude de la transformee de Fourier de l'image de
depart.
ATTENTION: limitation d'utilisation. Voir fftidlp pour le detail.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.
Exemple: (fftidhp im0 im1 10) ; filtrage passe-haut.
Auteur:Hugues Talbot
Pakage: talbot
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Fontionffte2lp imin imout f
imin Image d'entree
imout Image de sortie
f Entier: frequene de oupure en pixel.
Desription (2D): Cette fontion opere un ltrage exponentiel passe-bas d'ordre 2 sur
l'image d'entree et plae le resultat sur l'image de sortie. La frequene de oupure est indiquee
en pixel ; elle orrespond a l'endroit ou la valeur du ltre n'est plus que de 50% de e qu'elle
est a l'origine. Le ltre vaut 0 a l'inni. Cette fontion eetue une t direte, le ltrage et
une t inverse. On ne peut aeder par ette fontion aux valeurs de phase et d'amplitude
de la transformee de Fourier de l'image de depart.
ATTENTION: limitation d'utilisation. Voir fftidlp pour le detail.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.
Exemple: (ffte2lp im0 im1 10) ; filtrage passe-bas exponentiel.
Auteur:Hugues Talbot
Pakage: talbot
Fontionfftbtlp imin imout f
imin Image d'entree
imout Image de sortie
f Entier : frequene de oupure en pixel.
Desription (2D): Cette fontion opere un ltrage Butterworth passe-bas d'ordre 1 sur
l'image d'entree et plae le resultat sur l'image de sortie. La frequene de oupure est indiquee
en pixel ; elle orrespond a l'endroit ou la valeur du ltre n'est plus que de 50% de e qu'elle
est a l'origine. Le ltre vaut 0 a l'inni. Cette fontion eetue une t direte, le ltrage et
une t inverse. On ne peut aeder par ette fontion aux valeurs de phase et d'amplitude
de la transformee de Fourier de l'image de depart.
ATTENTION: limitation d'utilisation. Voir fftidlp pour le detail.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.
Exemple: (fftbtlp im0 im1 10) ; filtrage passe-bas Butterworth.
Auteur:Hugues Talbot
Pakage: talbot
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Fontionfftbthp imin imout f
imin Image d'entree
imout Image de sortie
f Entier : frequene de oupure en pixel.
Desription (2D): Cette fontion opere un ltrage Butterworth passe-haut d'ordre 1 sur
l'image d'entree et plae le resultat sur l'image de sortie. La frequene de oupure est indiquee
en pixel ; elle orrespond a l'endroit ou la valeur du ltre n'est plus que de 50% de e qu'elle
est a l'inni. Le ltre vaut 0 a l'origine. Cette fontion eetue une t direte, le ltrage et
une t inverse. On ne peut aeder par ette fontion aux valeurs de phase et d'amplitude
de la transformee de Fourier de l'image de depart.
ATTENTION: limitation d'utilisation. Voir fftidlp pour le detail.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.






imout Image de sortie
Desription (2D): Cette fontion opere une FFT sur l'image d'entree et plae son spetre
en energie (phase/intensite) dans l'image de sortie.
ATTENTION: limitation d'utilisation. Voir fftidlp pour le detail.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.
Exemple: (fftspet im0 im1) ; spetre en energie dans im1.
Auteur:Hugues Talbot
Pakage: talbot
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Fontionfftspetl imin imout
imin Image d'entree
imout Image de sortie
Desription (2D): Cette fontion opere une FFT sur l'image d'entree, et plae son spetre
en energie (phase/intensite) dans l'image de sortie. An de faire mieux ressortir les details
dans le spetre lui-m^eme, les donnees de sorties sont passees dans un ltre logarithmique en
Log(1+x). Comme `x' est toujours positif, on ne ree pas d'artefat. Les zeros de `x' sont
egalement onserves. Les donnees ne sont renormalisees qu'apres passage dans le Log.
ATTENTION: limitation d'utilisation. Voir fftidlp pour le detail.
L'algoritme utilise est normalement plut^ot performant gr^ae a une tabulation des valeurs
trigonometriques et un alul eetue integralement en entier.
Exemple: (fftspetl im0 im1) ; spetre en energie logarithmique dans im1.
Auteur:Hugues Talbot
Pakage: talbot
Fontionfftreal imin imout1 imout2
imin Image d'entree
imout1 Image de sortie (reelle) ave la partie reelle
imout2 Image de sortie (reelle) ave la partie imaginaire
Desription (2D): Cette fontion realise la FFT (Fast Fourier Transform) d'une image
(omposee d'entiers) dont les tailles horizontale et vertiale sont quelonques. Les images de
sortie ontiennent respetivement la partie reelle et la partie imaginaire de la transformee
de Fourier. Il n'est pas inutile de rappeler que le spetre d'un signal purement reel (omme
l'image d'entree) est symetrique onjugue. D'autre part, l'origine du plan transforme est le
oin superieur gauhe. La fontion est nettement plus rapide si les dimensions de l'image sont
des puissanes de 2.
Exemple:
(setf out1 (realtimmallo in))
(setf out2 (realtimmallo in))
(fftreal in out1 out2) ; FFT direte
(ifftreal out1 out2 out) ; FFT inverse
Auteur:Mar Van Droogenbroek
Pakage: fft
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Fontionifftreal imin1 imin2 imout
imin1 Image d'entree ave la partie reelle
imin2 Image d'entree ave la partie imaginaire
imout Image de sortie (entiere)
Desription (2D): Cette fontion realise la IFFT (Inverse Fast Fourier Transform) de deux
images de reels ontenant la omposante reelle et imaginaire du spetre. Il s'agit d'images
dont les ^otes sont des longueurs quelonques. Neanmois, la fontion est nettement plus
rapide si les dimensions de l'image sont des puissanes de 2.
Auteur:Mar Van Droogenbroek
Pakage: fft
Fontionfft imin1 imin2 imout1 imout2
imin1 Image d'entree (reelle) ave la partie reelle
imin2 Image d'entree (reelle) ave la partie imaginaire
imout1 Image de sortie (reelle) ave la partie reelle
imout2 Image de sortie (reelle) ave la partie imaginaire
Desription (2D): Cette fontion realise la FFT (Fast Fourier Transform) d'une image de
valeurs omplexes dont les tailles horizontale et vertiale sont quelonques. Les images de
sortie ontiennent respetivement la partie reelle et la partie imaginaire de la transformee de
Fourier. L'origine du plan transforme est le oin superieur gauhe. La fontion est nettement
plus rapide si les dimensions de l'image sont des puissanes de 2. Attention, la routine
transforme les valeurs des variables d'entree imin1 et imin2.
Exemple:
(setf in1 (realtimmallo in))
(setf in2 (realtimmallo in))
(Iinttoreal in in1) ; Copie in dans la matrie ontenant les reels
(setf out1 (realtimmallo in))
(setf out2 (realtimmallo in))
(fft in1 in2 out1 out2) ; FFT direte
(ifft out1 out2 aux1 aux2) ; FFT inverse
Auteur:Mar Van Droogenbroek
Pakage: fft
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Fontionifft imin1 imin2 imout1 imout2
imin1 Image d'entree (reelle) ave la partie reelle
imin2 Image d'entree (reelle) ave la partie imaginaire
imout1 Image de sortie (reelle) ave la partie reelle
imout2 Image de sortie (reelle) ave la partie imaginaire
Desription (2D): Cette fontion realise la IFFT (Inverse Fast Fourier Transform) de deux
images de reels ontenant la omposante reelle et imaginaire du spetre (voir fft). Il s'agit
d'images dont les ^otes sont des longueurs quelonques. Neanmois, la fontion est nettement
plus rapide si les dimensions de l'image sont des puissanes de 2.
Auteur:Mar Van Droogenbroek
Pakage: fft
4.10.4 Analyse en sous-bandes
FontionSubbandAnalysis imin imout1 imout2 imout3 imout4
imin Image d'entree (entiere ou reelle)
imout1 Image de sortie ontenant un quart du ontenu frequentiel (reelle)
imout2 Image de sortie ontenant un quart du ontenu frequentiel (reelle)
imout3 Image de sortie ontenant un quart du ontenu frequentiel (reelle)
imout4 Image de sortie ontenant un quart du ontenu frequentiel (reelle)
Desription (2D): Analyse en sous-bandes de l'image d'entree ave des ltres de John-
ston. Les quatres images de sortie (obligatoirement reelles) reprennent respetivement les
omposantes de frequene: PBH(Passe-Bas Horizontal)-PBV, PBH-PHV (Passe-Haut), PHH-
PBV, PHH-PHV. Elles ont toutes une taille egale au quart de l'image originale; la fontion
detete une anomalie de et ordre. Les images de sortie doivent exister prealablement a
l'appel de la fontion. La valeur retournee est la moyenne. Il s'agit d'un reel que l'on a
soustrait au signal pour eviter une orruption trop importante des signaux sous-bande due a
la omposante ontinue. Ces ltres ne sont pas a reonstrution parfaite.
Exemple: (subbandanalysis imin imout1 imout2 imout3 imout4)
Auteur:Mar Van Droogenbroek
Pakage: sub
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FontionSubbandSynthesis imin1 imin2 imin3 imin4 imout mean
imin1 Image d'entre ontenant un quart du ontenu frequentiel (reelle)
imin2 Image d'entre ontenant un quart du ontenu frequentiel (reelle)
imin3 Image d'entre ontenant un quart du ontenu frequentiel (reelle)
imin4 Image d'entre ontenant un quart du ontenu frequentiel (reelle)
imout Image reonstituee a partir des quatre bandes (entiere ou reelle)
mean Moyenne du signal a reonstruire (reel)
Desription (2D): La fontion de synthese travaille en parallele ave la routine d'analyse
(SubbandAnalysis). Les ltres de synthese aboutissent a reonstruire presque parfaitement
l'image. Les quatres images d'entree (obligatoirement reelles) reprennent respetivement les
omposantes de frequene: PBH(Passe-Bas Horizontal)-PBV, PBH-PHV (Passe-Haut), PHH-
PBV, PHH-PHV. Elles ont toutes une taille egale au quart de l'image a reonstruire; la
fontion detete une anomalie de et ordre. Les images de sortie ainsi que l'image de sortie
doivent exister prealablement a l'appel de la fontion. La moyenne est le nombre reel obtenu
a l'analyse. Il faut garder a l'esprit que les signaux peuvent sortir de la gamme dynamique,
neessitant parfois un er^etage ou une mise a niveau par ajout d'une omposante ontinue.
Ces ltres ne sont pas a reonstrution parfaite.




Operations morphologiques de base
5.1 Erosion et dilatation




Desription (3D): Erosion de imin dans imout par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImErode n1 n2 ubotaedronSE) & Erosion par un ubotaedre de taille 5
Pakage: 3d




Desription (3D): La plus petite valeur de imin est alulee sur l'ensemble de points kernel
et est attribuee a imout ('est une erosion).
Exemple: (ImInfKernel n1 n2 ubotaedronK) ; n2 = erode de n1 par un
ubotaedre de taille 1
Pakage: 3d
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Desription (3D): Dilatation de imin dans imout par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImDilate n1 n2 ubotaedronSE) & dilatation par un ubotaedre de
taille 5
Pakage: 3d




Desription (3D): La plus grande valeur de imin est alulee sur l'ensemble de points
kernel et est attribuee a imout ('est une dilatation).
Exemple: (ImSupKernel n1 n2 ubotaedronK) ; n2 = dilate de n1 par un
ubotaedre de taille 1
Pakage: 3d
FontionImDilateByImageSE imin imout imse
imin Image
imout Image resultat
imse Image ontenant l'element struturant
Desription (3D): Dilatation de l'image imin dans l'image imout par l'element struturant
deni par l'image imse. imse est une image dans laquelle les points de l'element struturant
ont la valeur 1 et les autres la valeur 0, sauf le entre de l'element struturant qui doit ^etre a
la valeur 3 (= 1 + 2) s'il appartient a l'element struturant, ou a la valeur 1 (= 0 + 2) s'il
n'y appartient pas.
Cette fontion est une fontion de bas niveau et ne devrait normalement pas etre invoquee
par l'utilisateur. La fontion de haut niveau a utiliser est la fontion ImDilate qui invoque
ImDilateByImageSE quand l'element struturant est de la lasse ImageSE.
Pakage: 3d
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5.1.1 Erosion et dilatation ave des elements struturants speiques
Fontionero4 imin imout number
imin Image d'entree
imout Image de sortie
number Nombre d'iterations
Desription (2D): Erosion morphologique. Element struturant: une roix pour ero4, un
hexagone pour ero6 et un arre pour ero8. L'image d'entree et de sortie peuvent ^etre les
m^emes.
Exemple: (ero4 input output 4)
Pakage: 2d
Fontiondil4 imin imout number
imin Image d'entree
imout Image de sortie
number Nombre d'iterations
Desription (2D): Dilatation morphologique. Element struturant: une roix pour lo4,
un hexagone pour lo6 et un arre pour lo8. L'image d'entree et de sortie peuvent ^etre les
m^emes.
Exemple: (dil4 input output 4)
Pakage: 2d
Fontionbipero imin imout x y
imin Image d'entree
imout Image de sortie
x Coordonnee `x' du deuxieme point de l'element struturant
y Coordonnee `y' du deuxieme point de l'element struturant
Desription (2D): Erosion par un bi-point. On a l'origine et on donne les oordonnees du
seond point. L'image d'entree et de sortie peuvent ^etre les m^emes. La transformation n'est
pas geodesique. Un point tombant hors de l'image est onsidere egal a SMLVAL.
Exemple: (bipero input output 1 1)
Pakage: 2d
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Fontionbipdil imin imout x y
imin Image d'entree
imout Image de sortie
x Coordonnee `x' du deuxieme point de l'element struturant
y Coordonnee `y' du deuxieme point de l'element struturant
Desription (2D): Dilatation par un bi-point. On a l'origine et on donne les oordonnees
du seond point. Attention: l'element struturant n'est pas transpose (e qui peut ^etre
important pour des operations omposees omme l'ouverture). L'image d'entree et de sortie
peuvent ^etre les m^emes. La transformation n'est pas geodesique. Un point tombant hors de
l'image est onsidere egal a bigval.
Exemple: (bipdil input output 1 1)
Pakage: 2d
5.1.2 Erosion et dilatation dans des diretions arbitraires
Fontionsero imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Erosion sur une trame arree. Dans e as-i, on speie les diretions




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (sero input output 4 7)
Pakage: 2d
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Fontionsdil imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Dilatation sur une trame arree. Dans e as-i, on speie les di-





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (sdil input output 4 7)
Pakage: 2d
Fontionhero imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Erosion sur une trame hexagonale. Dans e as-i, on speie les





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (hero input output 4 7)
Pakage: 2d
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Fontionhdil imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Dilatation sur une trame hexagonale. Dans e as-i, on speie les





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (hdil input output 4 7)
Pakage: 2d
Fontionslinero8 imin imout dx dy & optionnel method
imin Image d'entree
imout Image de sortie
dx Deplaement en absisse
dy Deplaement en ordonnee
method Optionnel: un entier indiquant la methode (voir texte)
Desription (2D): Cette fontion opere une erosion ave un element struturant retiligne
entre. Une des extremites de l'ES est donnee en abisse et en ordonnee par dx et dy.
On suppose toujours que le entre de l'element struturant est en (0; 0). Puisque l'element






en theorie. Projetee sur
l'axe des x ou elui des y, sa longueur sera ependant toujours impaire, de m^eme que son
nombre de pixels, puisque l'ES est un segment de droite en 8-onnexite.
On approxime un ES retiligne par la methode de Bresenham. Cei etant dit, il y a plusieurs
methodes pour arriver a faire des erosions ave e genre d'ES:
 Methode 1: La methode la plus banale. L'element struturant est ballade sur toute
l'image, l'Inf est realule a haque fois. Il est geometriquement symetrique. Cette
methode est la plus eÆae pour les plus petites tailles d'ES (longueur totale < 7), son
temps d'exeution est lineaire ave la taille en pixel de l'ES. On obtient ette methode
si on preise 1 dans l'argument method. C'est aussi la methode employee par defaut.
 Methode 2: La methode alternative. On ne ballade plus l'element struturant, on
genere un balayage de l'image ayant la bonne orientation, et en regime permanent on
fait toujours entrer un seul pixel et sortir un seul pixel de l'ES, e qui permet d'obtenir
une methode tres eÆae, puisque son temps d'exeution est onstant ave la taille de
l'ES en pixel. La generation des balayages est un peu diÆile a obtenir, e qui fait
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que pour les petites tailles on perd du temps par rapport a la methode triviale. On se
rattrape tres vite des que la taille est superieure a environ 7 pixels (longueur totale).
Exemple: (slinero8 im0 im1 3 2 2) ; erosion dans la diretion (3,2),
methode 2
Ou enore:
; on definit l'operation duale
(defun slindil8 (imin imout dx dy &optional (method 1))
(invertim imin imin)
(slinero8 imin imout dx dy method)
(invertim imin imin)
(invertim imout imout) ; returns imout: OK
)
; op\'eration en soi
(slindil8 im0 im1 25 0 2) ; attention, l'ES aura une longueur de 50 pixels !
Voir aussi: slinope8, sero
Auteur:Hugues Talbot
Pakage: line
5.1.3 Erosion et dilatation adaptatives dans des diretions quelonques
Fontiona-sero imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Erosion sur une trame arree. Dans e as-i, on speie les diretions
dans lesquelles on veut eroder l'image. Ces diretion sont adaptatives: elles sont speiees sur
une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants dierents




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-sero input output dirs 7)
Pakage: 2d
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Fontiona-sdil imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Dilatation sur une trame arree. Dans e as-i, on speie les di-
retions dans lesquelles on veut dilater l'image. Ces diretion sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements stru-




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-sdil input output dirs 7)
Pakage: 2d
Fontiona-hero imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Erosion sur une trame hexagonale. Dans e as-i, on speie les
diretions dans lesquelles on veut eroder l'image. Ces diretion sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-hero input output dirs 7)
Pakage: 2d
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Fontiona-hdil imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Dilatation sur une trame hexagonale. Dans e as-i, on speie les
diretions dans lesquelles on veut dilater l'image. Ces diretion sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-hdil input output dirs 7)
Pakage: 2d
5.2 Erosion et dilatation de rang{maximum
Fontiongerop imin imb rank imout
imin Image d'entree
imb Image binaire ontenant l'element struturant plan
rank Valeur du rang pour le alul de l'erode
imout Image de sortie
Desription (2D): Cette fontion onstruit une image ou on ne prend pas la plus petite
valeur pour l'erode en niveaux de gris mais la Nieme valeur en partant de la plus petite. Ave
un seuil nul, 'est la dilate habituel. L'element struturant est quelonque (il est fourni dans
une image binaire).
Exemple: (gerop imin imb seuil imout)
Auteur:Mar Van Droogenbroek
Pakage: vandroog
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Desription (3D): La valeur de rang rank de l'image imin est alulee sur l'ensemble de
points kernel et est attribuee a imout. rank = 0 orrespond a l'erode.
Exemple: (ImRank n1 n2 ubotaedronK 3) ; n2 = pixels de rang 3 de n1
sur un ubotaedre de taille 1
Pakage: 3d
Fontiongdilp imin imb rank imout
imin Image d'entree
imb Image binaire ontenant l'element struturant plan
rank Valeur du rang pour le alul du dilate
imout Image de sortie
Desription (2D): Cette routine onstruit le dual de la fontion \gerop". Elle onstruit
une image ou on ne prend pas la plus grande valeur pour la dilate en niveaux de gris mais
la Nieme valeur en partant de la plus grande. Ave un seuil nul, il s'agit du dilate usuel.
L'element struturant est quelonque (il est fourni dans une image binaire).
Exemple: (gdilp imin imb seuil imout)
Auteur:Mar Van Droogenbroek
Pakage: vandroog
5.3 Erosion et dilatation ave des elements struturants en
niveaux de gris
Fontionveros imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Erosion sur une trame arree. Dans e as-i, on speie l'element
struturant volumique ave lequel on veut eroder l'image. Ca marhe uniquement en trame
arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (veros input es output 7)
Pakage: 2d
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Fontionvdils imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Dilatation sur une trame arree. Dans e as-i, on speie l'element
struturant volumique ave lequel on veut dilater l'image. Ca marhe uniquement en trame
arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (vdils input es output 7)
Pakage: 2d
Fontionveroh imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Erosion sur une trame hexagonale. Dans e as-i, on speie l'element
struturant volumique ave lequel on veut eroder l'image. Ca marhe uniquement en trame
hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (veroh input es output 7)
Pakage: 2d
Fontionvdilh imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Dilatation sur une trame hexagonale. Dans e as-i, on speie
l'element struturant volumique ave lequel on veut dilater l'image. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (vdilh input es output 7)
Pakage: 2d
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Chapter 6
Proedures elementaires
6.1 Ouverture et fermeture
FontionBOpen imin imb imout
imin Image d'entree binaire
imb Image ontenant l'element struturant plan
imout Image de sortie binaire
Desription (2D): Cette fontion realise l'ouverture d'une image binaire par un element
struturant de forme quelonque, fourni dans une image. Elle ne traite que les trames arrees
pour l'instant.
Exemple: (bopen imin imb imout)
Auteur:Mar Van Droogenbroek
Pakage: vandroog




Desription (3D): Ouverture de imin dans imout par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImOpen n1 n2 ubotaedronSE) & Ouverture par un ubotaedre de
taille 5
Pakage: 3d











Desription (3D): Fermeture de imin dans imout par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImClose n1 n2 ubotaedronSE) & Fermeture par un ubotaedre de
taille 5
Pakage: 3d
6.1.1 Ouverture et fermeture ave des elements struturants speiques
Fontionope4 imin imout number
imin Image d'entree
imout Image de sortie
number Nombre d'iterations
Desription (2D): Ouverture morphologique. Element struturant: une roix pour ope4,
un hexagone pour ope6 et un arre pour ope8. L'image d'entree et de sortie peuvent ^etre les
m^emes.
Exemple: (ope4 input output 4)
Pakage: 2d
Fontionlo4 imin imout number
imin Image d'entree
imout Image de sortie
number Nombre d'iterations
Desription (2D): Fermeture morphologique. Element struturant: une roix pour lo4,
un hexagone pour lo6 et un arre pour lo8. L'image d'entree et de sortie peuvent ^etre les
m^emes.
Exemple: (lo4 input output 4)
Pakage: 2d
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Fontionlinope imin imout size
imin Image d'entree
imout Image de sortie
size Taille
Desription (2D): Cette serie de fontions opere sur l'image d'entree respetivement :
 LINOPEH : une ouverture lineaire horizontale
 LINOPEV : une ouverture lineaire vertiale
 LINOPE+ : une ouverture lineaire a +45 degres (sens trigo)
 LINOPE- : une ouverture lineaire a -45 degres (sens trigo)
Niveau: LISP
Ces fontions sont implementees omme des fontions LISP.
Exemple: (linopeh im1 im2 40) ; ouverture lineaire horizontale de taille 40
Auteur:Hugues Talbot
Pakage: line
Fontionlinlo imin imout size
imin Image d'entree
imout Image de sortie
size Taille
Desription (2D): Cette serie de fontions opere sur l'image d'entree respetivement :
 LINCLOH : une fermeture lineaire horizontale
 LINCLOV : une fermeture lineaire vertiale
 LINCLO+ : une fermeture lineaire a +45 degres (sens trigo)
 LINCLO- : une fermeture lineaire a -45 degres (sens trigo)
Niveau: LISP
Ces fontions sont implementees omme des fontions LISP.
Exemple: (linloh im1 im2 40) ; fermeture lineaire horizontale de taille 40
Auteur:Hugues Talbot
Pakage: line







6.1.2 Ouverture et fermeture dans des diretions quelonques
Fontionsope imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Ouverture sur une trame arree. Dans e as-i, on speie les di-





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (sope input output 4 7)
Pakage: 2d
Fontionslo imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Fermeture sur une trame arree. Dans e as-i, on speie les di-





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (slo input output 4 7)
Pakage: 2d
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Fontionhope imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Ouverture sur une trame hexagonale. Dans e as-i, on speie les





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (hope input output 4 7)
Pakage: 2d
Fontionhlo imin imout dirs number
imin Image d'entree
imout Image de sortie
dirs Entier: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Fermeture sur une trame hexagonale. Dans e as-i, on speie les





Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (hlo input output 4 7)
Pakage: 2d
Fontionslinope8 imin imout dx dy & optional method
imin Image d'entree
imout Image de sortie
dx Deplaement en absisse
dy Deplaement en ordonnee
method Optionnel: un entier indiquant la methode (voir texte)







Desription (2D): Cette fontion realise une erosion suivie d'une dilatation ave un
element struturant retiligne. Les methodes de bases sont les m^emes que pour l'erosion
seule, voir ette fontion pour plus de details. ATTENTION, les numeros des methodes sont
dierents: la methode standard est la methode 0, et la methode alternative est maintenant
la methode 3 ! De es nombres, on pourra deviner nement que slinope8 et slinero8
appellent en fait la m^eme routine ave des arguments dierents. Cependant ave slinope8
seuls 0 et 3 sont permis, ainsi qu'ave slinero8 seuls 1 et 2 sont autorises.
La methode par defaut est la methode standard (0).
Exemple: (slinope8 im0 im1 3 2 2) ; Ouverture retiligne
Ou enore:
; on definit l'operation duale
(defun slinlo8 (imin imout dx dy &optional (method 1))
(invertim imin imin)
(slinope8 imin imout dx dy method)
(invertim imin imin)
(invertim imout imout) ; returns imout: OK
)
; operation en soi
(slinlo8 im0 im1 25 0 2) ; attention, l'ES aura une longueur de 50 pixels !
(slinlo8 im0 im2 0 25 2) ; meme remarque
(iomp im1 im2 ">" im2 im2 im1) ; inf entre im1 et im2 , resultat dans im2.
Voir aussi: slinero8, sope, linopev, linopeh, linope+, linope-
Auteur:Hugues Talbot
Pakage: line
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6.1.3 Ouverture et fermeture adaptatives dans des diretions quelonques
Fontiona-sope imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Ouverture sur une trame arree. Dans e as-i, on speie les di-
retions dans lesquelles on veut ouvrir l'image. Ces diretions sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-sope input output dirs 7)
Pakage: 2d
Fontiona-slo imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Fermeture sur une trame arree. Dans e as-i, on speie les di-
retions dans lesquelles on veut fermer l'image. Ces diretions sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-slo input output dirs 7)
Pakage: 2d







Fontiona-hope imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Ouverture sur une trame hexagonale. Dans e as-i, on speie les
diretions dans lesquelles on veut ouvrir l'image. Ces diretions sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-hope input output dirs 7)
Pakage: 2d
Fontiona-hlo imin imout imdirs number
imin Image d'entree
imout Image de sortie
imdirs Image: les diretions dans lesquelles sera faite l'operation
number Nombre d'iterations
Desription (2D): Fermeture sur une trame hexagonale. Dans e as-i, on speie les
diretions dans lesquelles on veut fermer l'image. Ces diretions sont adaptatives: elles sont
speiees sur une image, e qui fait qu'en haque pixel, on peut avoir des elements struturants




Ou les indies de `a' representent les numeros de bits de l'entier dirs. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (a-hlo input output dirs 7)
Pakage: 2d
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6.2 Ouverture et fermeture de rang{maximum
Fontiongopep imin imb rank1 rank2 imout
imin Image d'entree
imb Image binaire ontenant l'element struturant plan
rank1 Valeur du rang pour le alul de l'erode
rank2 Valeur du rang pour le alul du dilate
imout Image de sortie
Desription (2D): Cette routine eetue la mise en asade d'une erosion et d'une dilata-
tion toutes deux araterisees par un seuil. Ave deux seuils nuls, on retombe sur la denition
habituelle de l'ouverture pour des images. L'element struturant est quelonque (il est fourni
dans une image binaire).
Exemple: (gopep imin imb seuil1 seuil2 imout)
Auteur:Mar Van Droogenbroek
Pakage: vandroog
Fontionglop imin imb rank1 rank2 imout
imin Image d'entree
imb Image binaire ontenant l'element struturant plan
rank1 Valeur du rang pour le alul du dilate
rank2 Valeur du rang pour le alul de l'erode
imout Image de sortie
Desription (2D): Cette routine eetue la mise en asade d'une dilatation et d'une
erosion toutes deux araterisees par un seuil. Ave deux seuils nuls, on retombe sur la
denition habituelle de la fermeture pour des images. L'element struturant est quelonque
(il est fourni dans une image binaire).
Exemple: (glop imin imb seuil1 seuil2 imout)
Auteur:Mar Van Droogenbroek
Pakage: vandroog







6.3 Ouverture et fermeture ave des fontions struturantes
Fontionvopes imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Ouverture sur une trame arree. Dans e as-i, on speie l'element
struturant volumique ave lequel on veut ouvrir l'image. Ca marhe uniquement en trame
arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (vopes input es output 7)
Pakage: 2d
Fontionvlos imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Fermeture sur une trame arree. Dans e as-i, on speie l'element
struturant volumique ave lequel on veut fermer l'image. Ca marhe uniquement en trame
arree, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (vlos input es output 7)
Pakage: 2d
Fontionvopeh imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Ouverture sur une trame hexagonale. Dans e as-i, on speie
l'element struturant volumique ave lequel on veut ouvrir l'image. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (vopeh input es output 7)
Auteur:Hugues Talbot
Pakage: 2d
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Fontionvloh imin imb imout number
imin Image d'entree
imb Image 3  3 ontenant l'element struturant
imout Image de sortie
number Nombre d'iterations
Desription (2D): Fermeture sur une trame hexagonale. Dans e as-i, on speie
l'element struturant volumique ave lequel on veut fermer l'image. Ca marhe uniquement
en trame hexagonale, bien evidemment. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (vloh input es output 7)
Pakage: 2d
6.4 Filtrage morphologique
6.4.1 Toggle mapping (ontraste)




imout Image de sortie `o'
Desription (2D): Cette fontion fait un toggle mapping: si b   a <    b; o = a. Si
b  a >   b; o = . Enn, si b  a =   b; o = b.
Exemple: (toggle ima imb im imout)
Pakage: 2d
6.4.2 Filtres auto-median




Desription (2D): Filtre automedian. Element struturant: une roix pour automed4, un
hexagone pour automed6 et un arre pour automed8. L'image d'entree et de sortie peuvent
^etre les m^emes.
Exemple: (automed4 input out 10) ; automedian en losange, taille 10.
Pakage: 2d







6.4.3 Supremum de plusieurs operateurs
Fontionalinero8 imin imout size &optional method
imin Image d'entree
imout Image de sortie
size Taille de l'element struturant
method Optionnel: un entier indiquant la methode (voir texte)
Desription (2D): Cette fontion realise une erosion ave un element struturant retiligne
dans toutes les diretions representatives de la trame pour la taille donnee. Le Sup de toutes
les erosions dans toutes es diretions est donne en resultat. La methode de base est la m^eme
que pour slinero8. Cette fontion deide despotiquement quelles sont les diretions qu'il
faut onsiderer, et aÆhe es diretions a la onsole.
La taille donnee orrespond au rayon du disque dans lequel s'insrivent tous les elements
struturants. On a a peu pres  size diretions onsiderees. Les methodes disponibles sont
les m^emes que pour slinero8 a savoir: 1 pour la methode standard (omplexite en arre de
la taille) et 2 pour la methode alternative (omplexite lineaire ave la taille).
La methode par defaut est la methode standard (1).
Exemple: (alinope8 im0 im1 10 2) ; sup de toutes les erosions retilignes
de taille 10
Voir aussi: alinope8, slinero8, sero
Auteur:Hugues Talbot
Pakage: line
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Fontionalinope8 imin imout size & optional method
imin Image d'entree
imout Image de sortie
size Taille de l'element struturant
method Optionnel: un entier indiquant la methode (voir texte)
Desription (2D): Cette fontion realise une ouverture ave un element struturant re-
tiligne dans toutes les diretions representatives de la trame pour la taille donnee. Le Sup de
toutes les ouvertures dans toutes es diretions est donne en resultat. La methode de base est
la m^eme que pour slinope8. Cette fontion deide despotiquement quelles sont les diretions
a onsiderer, et aÆhe es diretions a la onsole.
La taille donnee orrespond au rayon du disque dans lequel s'insrivent tous les elements
struturants. On a a peu pres size diretions onsiderees. Les methodes disponibles sont les
m^emes que pour slinope8 a savoir: 0 pour la methode standard (omplexite variant omme
le arre de la taille) et 3 pour la methode alternative (omplexite lineaire ave la taille).
La methode par defaut est la methode standard (0).
Exemple:
>(alinope8 im0 im1 6 3) ; sup de toutes les ouvertures lineaires de taille 6
Loop#:0, x = 6, y = 0
Loop#:1, x = 0, y = 6
Loop#:2, x = 6, y = 1
Loop#:3, x = 1, y = 6
Loop#:4, x = -1, y = 6
Loop#:5, x = -6, y = 1
Loop#:6, x = 6, y = 2
Loop#:7, x = 2, y = 6
Loop#:8, x = -2, y = 6
Loop#:9, x = -6, y = 2
Loop#:10, x = 5, y = 3
Loop#:11, x = 3, y = 5
Loop#:12, x = -3, y = 5
Loop#:13, x = -5, y = 3
Loop#:14, x = 4, y = 4
Loop#:15, x = -4, y = 4
Square grid image [256x256℄ #<Foo: #29a70>
>
Voir aussi: alinero8, slinope8, sero
Auteur:Hugues Talbot
Pakage: line












Desription (2D): Retourne la valeur de la somme des pixels d'une image.
Exemple:
(volume input)
(setf moyenne (/ volume input) (* (image-x input) (image-y input))) ;




Desription (3D): Retourne le volume (= somme des valeurs de tous les pixels) de l'image
imin.
Pakage: 3d
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FontionSNR varimin1 imin2
imin1 Image d'entree (entiers ou reels)
imin2 Image erreur (entiers ou reels)
Desription (2D): Cette fontion retourne le rapport signal a bruit (en deibels) entre
une image d'entree et une image erreur. Les deux images peuvent ^etre des images entieres ou
des images omposees de reels. A toutes ns utiles, la fontion imprime aussi les earts types
des deux signaux.
Exemple: (snr imin imout)
Auteur:Mar Van Droogenbroek
Pakage: real
7.2 Mesures de frequenes
7.2.1 Histogrammes
Fontionhisto imin imout line &optional mask
imin Image d'entree
imout Image de sortie
line Numero de la ligne de l'image de sortie
mask Optionnel: image masque
Desription (2D): Fait un histogramme de l'image d'entree, et va la mettre sur une ligne
de l'image de sortie. Si on ajoute une image-masque, l'histogramme ne se fera que sur les
pixels sous le masque donne.




Desription (3D): Retourne une liste ontenant l'histogramme de imin. Le Ieme element
de la liste est le nombre de pixel de valeur I. La liste ontient (N + 1) entiers, N etant le
niveau de gris maximum renontre dans l'image.
Pakage: 3d
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7.2.2 Manipulation d'histogramme
Fontionrange-histo imin val1 val2 imout line
imin Image d'entree
val1 Valeur basse de l'intervalle onsidere
val2 Valeur haute de l'intervalle onsidere
imout Image de sortie
line Numero de la ligne de l'image de sortie
Desription (2D): Fait un histogramme de l'image d'entree, et va la mettre sur une ligne
de l'image de sortie. On donne en plus des valeurs de bornes an d'exlure du alul de
l'histogramme les valeurs qui se trouveraient au-dehors de es bornes.




real Nombre point ottant
Desription (2D): Retourne la valeur du rang de l'histogramme des pixels d'une image.
Examine l'histogramme de l'image, et fait sortir la valeur orrespondant au seuil de la distri-
bution umulee donnee en argument.
Exemple: (rankval input 0.5) ; valeur mediane de l'image.
Pakage: 2d
Fontionvarval imin &optional mask
imin Image
mask Optionnel :image-masque
Desription (2D): Retourne la valeur de la variane dans une image. Si on donne une
image-masque, l'operation se fera sur les pixels sous le masque donne.
Exemple: (varval input)
Pakage: 2d
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Desription (2D): Retourne la valeur du mode dans une image. Si on donne une image-
masque, l'operation se fera sur les pixels sous le masque donne.
Exemple: (modeval input)
Pakage: 2d




Desription (3D): La valeur moyenne de imin est alulee sur l'ensemble des points kernel
et est attribuee a imout.
Exemple: (ImMeanKernel n1 n2 ubotaedronK) ; n2 = moyenne de n1 sur un
ubotaedre de taille 1
Pakage: 3d
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Fontionreavg imin imout mask x y seuil or
imin Image entree
imout Image de sortie
mask Image masque
x Taille x: entier
y Taille y: entier
seuil Seuil aire valide: ottant
or Fateur de orretion du gain: ottant
Desription (2D): C'est un ltre retangulaire a moyenne mobile: on donne le retangle
pour la taille du ltre. Par ailleurs, ette moyenne est faite sur un masque: si le masque =
0, les points de l'image d'entree ne sont pas pris en ompte. Si la fration des points valides
i.e. sous un masque = 1 depasse un ertain seuil (\seuil aire valide"), la valeur de sortie sera
la somme des pixels dans la fen^etre  le fateur de orretion du gain. Si les donnees dans
la fen^etre sont onsiderees omme invalides, la valeur SMLVAL sera mise au entre de ette
fen^etre.
Les images d'entree et de sorties, ainsi que le masques ne doivent pas ^etre les m^emes. Les
tailles des fen^etres sont mises de faons a ^etre impaires, 'est-a-dire que si une taille est paire,
la fontion lui additionne 1. Taille minimale: 3.
Exemple: (reavg input output mask 10 20 0.5 0.1)
entree ltree ave le masque \mask". Si moins de 50 % de la fen^etre omporte des points
valides, SMLVAL est mis au entre de la fen^etre.
Pakage: 2d
Fontionremed imin imout mask x y seuil or
imin Image entree
imout Image de sortie
mask Image masque
x Taille x: entier
y Taille y: entier
seuil Seuil aire valide: ottant
or Fateur de orretion du gain: ottant
Desription (2D): M^eme prinipe que reavg, sauf que 'est la mediane qui est alulee.
Exemple: (remed input output mask 10 20 0.5 0.1) ; filtre retangulaire
median.
Pakage: 2d
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Desription (3D): La valeur mediane de imin est alulee sur l'ensemble de points kernel
et est attribuee a imout.
Exemple: (ImMedianKernel n1 n2 ubotaedronK) ; n2 = mediane de n1 sur
un ubotaedre de taille 1
Pakage: 3d
Fontionremod imin imout mask x y seuil or
imin Image entree
imout Image de sortie
mask Image masque
x Taille x: entier
y Taille y: entier
seuil Seuil aire valide: ottant
or Fateur de orretion du gain: ottant
Desription (2D): M^eme prinipe que reavg, sauf que 'est le mode qui est alule.
Exemple: (remod input output mask 10 20 0.5 0.1) ; filtre retangulaire
mode.
Pakage: 2d
Fontionrerank imin imout mask x y seuil or rank
imin Image entree
imout Image de sortie
mask Image masque
x Taille x: entier
y Taille y: entier
seuil Seuil aire valide: ottant
or Fateur de orretion du gain: ottant
rank Rang de l'histogramme
Desription (2D): Cette fontion est similaire dans l'approhe a la fontion reavg. La
dierene est dans un argument supplementaire: le rang de l'histogramme.
Exemple: (rerank input output mask 10 20 0.5 0.1 0.5)
M^eme hose que reavg, sauf que le rang 0.5 est demande a la fontion. Ce rang 0.5 est la
mediane de l'histogramme.
Pakage: 2d
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Fontionlowpass-v imin ol1 size imout ol2
imin Image d'entree
ol1 Numero de la olonne d'entree
size Taille de la fen^etre
imout Image de sortie
ol2 Numero de la olonne de sortie
Desription (2D): Filtrage par moyenne mobile d'une olonne de l'image d'entree. C'est
remis sur une olonne de l'image de sortie, et on peut ontr^oler la taille de la fen^etre. La
sortie est normalisee par la taille du ltre.
Exemple: (lowpass-v input 3 200 output 0)
Pakage: 2d
Fontionmedian-v imin ol1 size imout ol2
imin Image d'entree
ol1 Numero de la olonne d'entree
size Taille de la fen^etre
imout Image de sortie
ol2 Numero de la olonne de sortie
Desription (2D): Filtrage par alul de median d'une olonne de l'image d'entree. C'est
remis sur une olonne de l'image de sortie, et on peut ontr^oler la taille de la fen^etre. La
sortie est normalisee par la taille du ltre.
Exemple: (median-v input 3 200 output 0)
Pakage: 2d
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Fontionmedian-vol imin imout ol height real mult mask
imin Image d'entree
imout Image de sortie
ol Numero de la olonne de sortie
height Hauteur de la fen^etre
real Flottant: fration de validite
mult Fateur par lequel un pixel de sortie va ^etre multiplie
mask Image-masque
Desription (2D): Trae la ourbe du median d'une image sur toute la largeur de elle-i.
La ourbe est mise sur une image: on speie le numero de la olonne. Le median se fait sur
une image-masque: seulement les pixels de l'image d'entree qui sont sous le masque sont entres
dans l'histogramme. La valeur de sortie depend egalement d'un seuil de validite: en eet, si
la fen^etre n'est pas oupee par un marqueur a une ertaine fration donnee en argument, la
valeur de sortie sera SMLVAL. Si l'image-masque n'est pas donnee, elle est onsideree omme
une image ave tous ses pixels a 1.
Exemple: (median-vol input out 3 100 0.75 1.0 masque)
median sur input. Image de sortie: out, olonne no. 3. Si il a moins de 75% de la fen^etre sur
un marqueur, le entre de la fen^etre sera a SMLVAL.
Pakage: 2d
Fontionrank-v imin ol1 size imout ol2 rank
imin Image d'entree
ol1 Numero de la olonne d'entree
size Taille de la fen^etre
imout Image de sortie
ol2 Numero de la olonne de sortie
rank Flottant: rang de l'histogramme
Desription (2D): Filtrage d'une olonne de l'image d'entree par alul du rang. C'est
remis sur une olonne de l'image de sortie, et on peut ontr^oler la taille de la fen^etre. La
sortie est normalisee par la taille du ltre. Le rang est donne par le dernier argument de la
fontion.
Exemple: (rank-v input 3 200 output 0 0.5) ; un rang de 0.5 est une
mediane.
Pakage: 2d
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Fontionrank-vol imin imout ol height real mult rank &optional mask
imin Image d'entree
imout Image de sortie
ol Numero de la olonne de sortie
height Hauteur de la fen^etre
real Flottant: fration de validite
mult Fateur par lequel un pixel de sortie va ^etre multiplie
rank Flottant: rang
mask Image-masque: optionnel
Desription (2D): Fait une ourbe de rang d'une image sur toute la largeur de elle-i. La
ourbe est mise sur une image: on speie le numero de la olonne. Le median se fait sur une
image-masque: seulement les pixels de l'image d'entree qui sont sous le masque sont entres
dans l'histogramme. La valeur de sortie depend egalement d'un seuil de validite: en eet, si
la fen^etre n'est pas oupee par un marqueur a une ertaine fration donnee en argument, la
valeur de sortie sera SMLVAL. Si l'image-masque n'est pas donnee, elle est onsideree omme
une image ave tous ses pixels a 1.
Exemple: (rank-vol input out 3 100 0.75 1.0 0.5 masque)
rank sur input. Image de sortie: out, olonne no. 3. Si il a moins de 75% de la fen^etre sur un
marqueur, le entre de la fen^etre sera a SMLVAL.
Pakage: 2d
Fontionsan-h imin image &optional image
imin Image d'entree
image Image de sortie ou image-masque
image Image de sortie
Desription (2D): Balaie l'image d'entree et ree des ourbes sur l'image de sortie. S'il y
a 3 arguments, le seond est un masque. S'il n'y a que 2 arguments, toute l'image est balayee
horizontalement et les ourbes sont faites en onsequene.
Voii e qu'est haque ourbe:
Colonne 0: nombre de pixels marqueurs
Colonne 1: valeur min sur la ligne
Colonne 2: valeur max sur la ligne
Colonne 3: somme sur la ligne
Colonne 4: moyenne sur la ligne
Colonne 5: median sur la ligne
Exemple: (san-h input out)
Pakage: 2d
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imout Image de sortie
ol Numero de la olonne de l'image de sortie
default Valeur de sortie s'il n'y a pas de pixels masques
sur la ligne balayee
Desription (2D): Cette fontion genere une olonne ontenant une mesure dans l'image.
Voii les statistiques extraites:
"n": minimum sur la ligne horizontale.
"x": maximum sur la ligne horizontale.
"s": somme sur la ligne horizontale.
"a": valeur moyenne sur la ligne horizontale.
"0": valeur moyenne  10
0
sur la ligne horizontale.
"1": valeur moyenne  10
1
sur la ligne horizontale.
"2": valeur moyenne  10
2
sur la ligne horizontale.
"3": valeur moyenne  10
3
sur la ligne horizontale.
"4": valeur moyenne  10
4
sur la ligne horizontale.
"5": valeur moyenne  10
5
sur la ligne horizontale.
"6": valeur moyenne  10
6
sur la ligne horizontale.
"v": variane sur la ligne horizontale.
"v": variane sur la ligne horizontale.
"m": median sur la ligne horizontale.
"e": mode sur la ligne horizontale: la valeur orrespondant au maximum de
l'histogramme.
La mesure est prise sous un masque: tout e qui est sous le masque est pris omme mesure.
Ce masque est optionnel. S'il n'y en a pas, e seront tous les points de l'image d'entree qui
seront pris. Il faut faire attention au fait que le resultat est arrondi pour pour ^etre mis sur
une image entiere. L'image d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (v-log input "x" out 0 (bigval))
Pakage: 2d
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7.3.1 Generation de valeurs aleatoires
Fontionima-ran imout val
imout Image de sortie
val Amplitude
Desription (2D): Cette fontion met des nombre aleatoires suivant une distribution uni-
forme dans l'image donnee. On peut ontr^oler l'amplitude de l'image generee.
Exemple: (ima-ran input 30)
Pakage: 2d
7.4 Analyse de partiules individuelles
7.4.1 \Labelisation" de partiules
Fontionlabel4 iminout
iminout Image d'entree/sortie
Desription (2D): Etiquetage des tahes binaires sur l'image. L'entree est la m^eme image
que la sortie. La propagation des etiquettes se fait en 4,6,8-onnexite. La valeur retournee
par la fontion: le nombre de tahes.
Exemple: (label4 image)
Pakage: 2d




Desription (3D): Etiquetage des omposantes onnexes de l'image imin. La onnexite
est denie par le graphe graph. Resultat dans imout. Chaque omposante onnexe reoit une
valeur dierente. La numerotation repart a 1 si le nombre de omposante onnexes depasse
l'entier maximum representable dans le type de l'image (par exemple 255 pour une image 8
bits). Il est possible de onna^tre le nombre de omposantes onnexes en invoquant la fontion
ImAumulator.
Exemple:
(ImThresh n1 n2 30.0 255.0)
(ImLabel n2 :graph square4Gr) ; etiquetage d'une image 2D en 4-onnexite
Pakage: 3d
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Desription (3D): Etiquetage des plateaux de imin. La onnexite est denie par le graphe
graph. Resultat dans imout. Chaque plateau reoit une valeur dierente. La numerotation
repart a 1 si le nombre de omposante onnexes depasse l'entier maximum representable dans
le type de l'image (par exemple 255 pour une image 8 bits). Retourne le nombre des plateaux





immask Image servant de masque
Desription (2D): Cette fontion renvoie la valeur du premier numero de region ontenue
a l'interieur du masque (l'exterieur du masque vaut 0).




imout Image de sortie
Desription (2D): Cette fontion prend les tahes binaires de l'image d'entree, et ree une
image de sortie ontenant un point appartenant a haque tahe. Ces tahes sont onsiderees
en 4,6,8-onnexite. L'image d'entree est labellisee a la n, ainsi que l'image de sortie.
Exemple: (points4 input out)
Pakage: 2d
Fontionfirstpoints4,6,8 iminout
iminout Image d'entree et de sortie
Desription (3D): Le premier point de haque region (lorsqu'on balaie l'image dans le
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Desription (3D): Trouve le premier point de haque region de imin et lui donne la valeur
de la region dans imout. Ces points sont les premiers points de haque region lorsqu'on balaie
l'image dans le sens video. Le reste des points est mis a zero.
Auteur: Beatriz Marotegui
Pakage: 3d
Fontionlspro4 image x y val
image Image de sortie ave tahes.
x Coordonnee `x'
y Coordonnee `y'
val Valeur a propager
Desription (2D): Cette fontion propage dans une image-marqueur une valeur donnee.
On donne en entree les oordonnees ou un pont de la tahe se trouve. La propagation se fait
en 4,6,8-onnexite. Les tahes binaires sont tout e qui est dierent de zero. On peut repeter
l'operation plusieurs fois.




Desription (2D): Propagation de la taille en pixels de haque tahe binaire dans elle-i.
Propagation en 4,6,8-onnexite. La valeur retournee par la fontion: le nombre de tahes.
Exemple: (blobsiz4 image)
Pakage: 2d
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Fontiondirpro6 iminout
iminout Image d'entree/sortie
Desription (2D): Cette fontion propage dans les tahes de l'image d'entree/sortie la
valeur de l'angle que fait ette tahe ave l'axe des `x'. La valeur retournee par ette fontion
est le nombre de tahes qu'il y a dans l'image.
Elle fontionne en utilisant la regression lineaire: on a une liste des oordonnees `x' et `y' des
points d'une tahe donnee. Il est possible en utilisant de la regression lineaire standard de
trouver la pente de la droite passant par e \nuage" de points. En prenant l'ar-tangente de
ette pente, on a l'angle. Il y a un petit probleme, en partiulier ave les nuages de points
presentant une tendane a ^etre vertiaux. Cei est orrige en faisant la regression lineaire en
inversant les axes `x' et `y'. La fontion hoisit d'elle-m^eme la bonne regression a faire en
examinant la variane selon l'axe des `x' et selon l'axe des `y'. L'axe ayant la variane la plus





Desription (3D): Retourne la valeur numerique stokee dans le ompteur C ImAumu-
lator. Ce ompteur est utilise par exemple dans l'algorithme d'etiquetage pour memoriser le
nombre de omposantes onnexes.
Exemple:
(ImLabel n1 n2 :graph f12Gr) ; Etiquetage
(format t "Nombre de omposantes onnexes = a" (ImAumulator))
; Nombre de CC
Pakage: 3d
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7.4.3 Statistiques d'image sur des domaines denis par des labels
Fontionextpro4 iminout image ode
iminout Image-marqueur d'entree/sortie
image Image en niveaux de gris dont on va propager une valeur
ode Code d'operation: ha^ne de arateres
Desription (2D): Cette fontion propage dans haque marqueur binaire de l'image-
marqueur une valeur donnee par l'image en niveau de gris. La propagation se fait en 4,6,8-
onnexite.
Les odes d'operation sont les suivants:
"n" minimum de la region
"x" maximum de la region
"a" valeur moyenne de la region
"m" mode de l'histogramme de la region
"e" median de l'histogramme de la region
"s" somme de la region
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple:
(extpro4 marqueurs gris "a") ; propage la valeur moyenne de gris
sous haque tahe de ``marqueurs''.
Pakage: 2d
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Desription (3D): Les omposantes onnexes de l'image imregions reoivent une valeur
alulee d'apres les valeurs des pixels de l'image imvalues. Si method vaut 0, 'est la moyenne
de imvalues sur la CC qui sera aetee a ette CC dans imout. Si method vaut 1, e sera le
maximum. Pour 2 e sera la moyenne et enn pour 3 e sera la surfae de la CC. La onnexite
est denie par le graphe graph. Resultat dans imout.
Exemple:
(ImWatershed n1 n2) ; Ligne de partage des eaux et bassins versants
(ImInvert (ImThresh n2 n2 0.0 0.0) n2) ; Bassins versants dans n2
(ImLabelWithValue n2 n1 2 n2) ; Moyenne de l'image originale affetee
a haque bassin versant;
; La ligne de partage des eaux reste a la valeur 0.
Pakage: 3d







Desription (3D): Les plateaux de l'image imregions reoivent une valeur alulee d'apres
les valeurs des pixels de l'image imvalues. Si method vaut 0, 'est la moyenne de imvalues sur
la CC qui sera aetee a ette CC dans imout. Si method vaut 1, e sera le maximum. Pour
2 e sera la moyenne et enn pour 3 e sera la surfae de la CC. La onnexite est denie par
le graphe graph. Resultat dans imout.
Exemple:
(ImBasins n1 n2) & Bassins versants (sans ligne de partage des eaux)
(ImLabelRegionsWithValue n2 n1 2 n2) & Moyenne de l'image originale
affetee a haque bassin versant
Pakage: 3d
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Fontionextpro4 iminout image ode
iminout Image-marqueur d'entree/sortie
image Image en niveaux de gris dont on va propager une valeur
ode Code d'operation: ha^ne de arateres
Desription (2D): Cette fontion propage dans haque marqueur binaire de l'image-
marqueur une valeur donnee par l'image en niveau de gris. La propagation se fait en 4,6,8-
onnexite. A la dierene de extpro4, les valeurs sont prises sur le ontour de la tahe.
Les odes d'operation sont les suivants:
"n" minimum de la region
"x" maximum de la region
"a" valeur moyenne de la region
"m" mode de l'histogramme de la region
"e" median de l'histogramme de la region
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple:
(extpro4 marqueurs gris "a") ; propage la valeur moyenne de gris
pris sur le ontour des ``marqueurs''.
Pakage: 2d
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Fontionpropa6 iminout imageref ode
iminout Image d'entree dont haque plateau d'altitude onstante
sert de masque. Sert aussi d'image de sortie
imageref Image de referene : image a niveaux de gris dont on va extraire
une statistique a l'interieur de haque masque de l'image d'entree.
ode Code d'operation: ha^ne de arateres
Desription (2D): Cette fontion onsidere haque partiule onnexe de valeur homogene
dans l'image d'entree omme un masque separe. A l'interieur de haun de es masques,
elle etablit une valeur arateristique de la region a partir de l'image de referene et erit
ette valeur dans l'image d'entree/sortie. La valeur hoisie peut ^etre un maximum, minimum,
une valeur moyenne, un median. Elle est seletionnee par le ode d'operation. Voii sa
signiation:
"n": minimum de la tahe.
"x": maximum de la tahe.
"a": valeur moyenne de la tahe.
"m": median de la tahe.
"e": mode de la tahe: la valeur orrespondant au maximum de l'histogramme de la
tahe.
La propagation se fait pour l'instant en 6-onnexite seulement.
Exemple: (propa6 inout ref "a") propage la valeur moyenne de gris de iminout a
l'interieur de haque plateau de imageref. Le resultat est dans iminout.
Pakage: talbot
Fontionslie-mes6 iminout dir
iminout Image d'entree et de sortie
dir Diretion dans laquelle est prise la mesure
Desription (2D): Cette fontion fait un balayage de toute l'image dans la diretion
donnee en argument. Elle propage dans haque tranhe d'une tahe binaire la longueur
de ette tranhe. C'est omme si on faisait la mesure de haque oupe d'un objet binaire
dans une diretion donnee sur toute l'image.
Les diretions sont tout simplement le numero de la diretion pare qu'on en fait qu'une a
la fois. slie-mes6 fontionne sur des trames hexagonales et slie-mes8 sur des trames
arrees.
ATTENTION: il se peut que le fontionnement de la fontion ne soit pas orret.






leName Fihier de sortie: haine de arateres
Desription (2D): Cette fontion fait l'analyse individuelle de partiules onsiderees 4,6,8-
onnexes. Les resultats sont en ASCII sur le hier de sortie. La valeur de retour de ette
fontion: nombre de partiules.
Format du hier de sortie: numero de la tahe, taille de la partiule en pixels, oordonnees du
premier point vu lors d'un balayage sens raster (x,y), entre de gravite (x,y), oordonnees
du dernier point vu lors d'un balayage sens raster (x,y), n de ligne.




iminout Image d'entree et de sortie
Desription (2D): Cette fontion alule la fontion de distane en utilisant des erodes
suessifs par une roix pour dist4, un hexagone pour dist6 et un arre pour dist8. Ce n'est







imout Image resultat ontenant la fontion distane
Desription (2D): Ces fontions implementent la notion de fontion distane pour une
image binaire. Une image binaire est une image qui ontient des objets sur un fond. Les
objets sont reperes par une valeur positive quelonque et le fond par une valeur nulle.
Exemple: (dist6 im1 im2)
Auteur:Hugues Talbot
Pakage: 2d
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Fontioneudf8 imin imout
imin Image binaire d'entree
imout Image de sortie
Desription (2D): Cette fontion donne la fontion distane eulidienne selon la methode
de Danielsson en 8-onnexite. L'image d'entree doit ^etre une image binaire ave le fond a 0 et
les objets a une valeur superieure ou egale a 1. Sur l'image de sortie, les valeurs de la fontion
distane sont ramenees a l'entier le plus prohe. On n'a don pas une preision optimale.
On sait d'autre part que la fontion distane de Danielsson n'est qu'une approximation de la
vraie fontion distane eulidienne. Cependant ette approximation est exellente, et sur une
image en entier, omme elle que donne ette fontion, ette dierene n'est absolument pas
pereptible.





imin Image binaire d'entree
imout Image de sortie
Desription (2D): Cette fontion donne egalement la fontion distane eulidienne, in-
spiree de elle de Danielsson, mais selon un algorithme a base de les d'attente, selon les
methodes proposees par Lu Vinent dans sa these, et reprises par Pierre Soille. Le resultat
est une fontion distane qui donne les m^emes resultats (as d'erreur ompris !) que Daniels-
son, mais qui est jusqu'a 10 fois plus rapide selon les as. Dans ertains as \pathologiques",
elle peut ependant ^etre un peu plus lente que la methode de Danielsson de base ('est
pourquoi nous donnons les deux methodes). Attention, imin doit ^etre une image binaire.







Desription (3D): Fontion distane eulidienne de l'image binaire imin. Resultat dans
imout. Le alul est eetue en 2D selon un reseau arre, en 3D selon un reseau ubique.
Pakage: 3d
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Desription (3D): Fontion distane disrete sur le graphe deni par graph de l'image
binaire imin. Resultat dans imout.
Pakage: 3d






imout Image de sortie
Desription (2D): Gradient de Sobel: le module de e gradient est approxime par la valeur
absolue du max entre le gradient vertial et horizontal.
1 0 -1 1 2 1
Horizontal 2 0 -2 Vertial 0 0 0
1 0 -1 -1 -2 -1




imout Image de sortie
Desription (2D): Gradient de Roberts deni par maxfabs[f(i; j)   f(i + 1; j +
1)℄; abs[f(i; j + 1)  f(i+ 1; j)℄g.
Exemple: (roberts input output)
Pakage: 2d
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8.2 Residus




Desription (3D): Gradient interne, i.e. original - erode, de imin dans imout en utilisant
l'element struturant se.
Pakage: 3d




Desription (3D): Gradient externe, i.e. dilate - original, de imin dans imout en utilisant
l'element struturant se.
Pakage: 3d




Desription (3D): Gradient morphologique, i.e. dilate - erode, de imin dans imout en




imout Image de sortie
Desription (2D): Gradient morphologique en utilisant une roix (4-onnexite) pour
mgrad4, un hexagone pour mgrad6 et un arre pour mgrad8 omme element struturant.
L'image d'entree et de sortie peuvent ^etre identiques.
Exemple: (mgrad4 input output)
Pakage: 2d
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8.3 Chapeau haut-de-forme
Fontionwtophatr imin imout x
imin Image d'entree
imout Image de sortie
x Taille de l'erosion.
Desription (2D): Cette fontion est un top-hat blan par reonstrution de taille donnee.
Elle est implementee par une fontion LISP dont voii le ode:
Niveau: LISP
Exemple: (wtophatr imin imout 5) ; top-hat de taille 5.
Auteur:Hugues Talbot
Pakage: talbot
Fontionbtophatr imin imout x
imin Image d'entree
imout Image de sortie
x Taille de l'erosion.
Desription (2D): Cette fontion est un top-hat noir par reonstrution de taille donnee.
Elle est implementee par une fontion XLISP.
Niveau: LISP
Exemple: (btophatr imin imout 5) ; top-hat noir de taille 5.
Auteur:Hugues Talbot
Pakage: talbot




Desription (3D): Chapeau haut-de-forme blan (white), i.e. original   ouverture, de
imin dans imout par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImWhiteTopHat n1 n2 ubotaedronSE) & white top hat par un ubotaedre
de taille 5
Pakage: 3d
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Desription (3D): Chapeau haut-de-forme noir (blak), i.e. fermeture   original, de
imin dans imout par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImBlakTopHat n1 n2 ubotaedronSE) & Blak top hat par un ubotaedre
de taille 5
Pakage: 3d




Desription (3D): Aentuation du ontraste par addition du hapeau haut-de-forme
blan par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 2) & Etablir la taille du ubotaedre a 2
(ImWTHContrast n1 n2 ubotaedronSE) & Aentuation du ontraste
Pakage: 3d




Desription (3D): Aentuation du ontraste par soustration du hapeau haut-de-forme
noir par l'element struturant se.
Exemple:
(send ubotaedronSE :Size 2) & Etablir la taille du ubotaedre a 2
(ImBTHContrast n1 n2 ubotaedronSE) & Aentuation du ontraste
Pakage: 3d
8.4 Gradients de surfae 117
8.4 Gradients de surfae
8.4.1 Azimuth du gradient
Fontionazgrad6 imin imout
imin Image d'entree
imout Image de sortie
Desription (2D): C'est l'azimuth du gradient. L'image d'entree est deja une image de
gradient. Ce que fait ette fontion: elle examine dans le voisinage de taille 1 tous les points
qui sont maxima. Elle enode sur la sortie les diretions de haun des es points maxima. Les
points sont enodes omme la fontion arrow6 8 (). Il n'y a qu'une hose: si deux diretions
font opposition, elles sont supprimees.




imout Image de sortie
Desription (2D): Azimuth du gradient de Sobel: l'azimuth de e gradient est fait en
alulant l'ar-tangente du rapport du resultat de la onvolution du masque de Sobel vertial
et du resultat de la onvolution du masque de Sobel horizontal. Le resultat est en degres et
arrondi a l'entier le plus pres. Les images d'entree et de sortie peuvent ^etre les m^emes.
Exemple: (azsobel input output)
Pakage: 2d
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Chapter 9
Squelettes
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9.1 Squelettes binaires onstruits a partir de marqueurs
Fontionskel6 imin marker imout
imin Image binaire a squelettiser
marker Image binaire des marqueurs
imout Image resultat
Desription (2D): Ces fontions sont une implementation des squelettes binaires ave
marqueurs selon le modele de Lu Vinent (voir sa These de dotorat). On obtient le squelette
standard en donnant omme image des marqueurs le squelette par boules maximales (maxima
loaux de la fontion distane). On peut obtenir toute une gamme de squelettes dierents en
donnant omme image des marqueurs quelque hose de dierent, par exemple en donnant les
erodes ultimes on obtient le squelette minimal, et rien du tout les marqueurs homotopiques
des partiules de l'image de depart. Les marqueurs doivent ^etre ompris dans l'adherene des
partiules de depart, et leur forme est onservee au ours du traitement. Le squelette obtenu
n'est pas forement un ensemble de partiules d'un pixel de large et une etape d'aminissement
peut don ^etre neessaire. Une image binaire est de la forme suivante: les pixels du fond ont
une valeur nulle, les pixels des objets une valeur positive. Le resultat donne une image binaire
dont les objets ont une valeur de 255. Ces algorithmes sont senses ^etre tres rapides.
Exemple:
; on a alloue im1, im2, im3, ims images de travail.
(setf im1 (imread "test.tiff")) ; image binaire
(dist8 im1 im2) ; image de la fontion distane
(lmax8 im2 im3) ; maxima loaux (squelette par boules maximales)





iminout Image d'entree et sortie
Desription (2D): Cette fontion onstruit le entrode de toutes les partiules onnexes
dans l'image a partir de leur frontiere exterieure a valeur 0. Les trous sont entoures par une
boule fermee. Tous les points valant SMLVAL dans l'image gardent ette valeur et servent
de points onditionnants. On peut ainsi onstruire le squelette total, en onditionnant par
tous les points sans amont de la fontion distane ; on peut de m^eme onstruire le squelette
minimal en onditionnant par les erodes ultimes.
Exemple: (entroid input)
Pakage: talbot
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9.3 Transformee par tout ou rien





Desription (2D): Reherhe des ongurations partiulieres dans une image binaire.
Fontionne en trame arree. L'idee est de donner un numero a haque type de onguration
renontre. La lut donnee sert a speier une ation lorsque la onguration est renontree.




Pour la lut, 'est une image de 512  1 pixels. Chaque pixel verra sa valeur mise sur l'image
de sortie si sur l'image d'entree on retrouve la onguration speiee par son numero.
On peut tout faire ave ei (ou presque). Par exemple, on peut faire des aminissements et
epaississements.
Le nombre d'iterations peut ^etre xe. Si egal a 0, les iterations sont faites jusqua idempotene.
Exemple: (shmt input lut out 0)
Pakage: 2d
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Desription (2D): Reherhe des ongurations partiulieres dans une image binaire.
Fontionne en trame hexagonale. L'idee est de donner un numero a haque type de on-
guration renontre. La lut donnee sert a speier une ation lorsque la onguration est
renontree.




Pour la lut, 'est une image de 128  1 pixels. Chaque pixel verra sa valeur mise sur l'image
de sortie si sur l'image d'entree on retrouve la onguration speiee par son numero.
On peut tout faire ave ei (ou presque). Par exemple, on peut faire des aminissements et
epaississements.
Le nombre d'iterations peut ^etre xe. Si egal a 0, les iterations sont faites jusqua idempotene.





imout Image de sortie
Desription (2D): Ces fontions donnent les squelettes en 4 et 8 onnexite selon la meth-
ode proposee par Lu Vinent.
Niveau: XLISP Il s'agit de fontions XLISP. Voir la doumentation sur skel4,8.
Auteur:Hugues Talbot
Pakage: talbot
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9.5 Aminissement et epaississement
9.5.1 Aminissement homotopique
Fontionthin4 iminout
iminout Image binaire a aminir
Desription (2D): Ces fontions sont des fontion d'aminissement homotopique d'une
image binaire dans elle m^eme. Dans le as des squelettes de Lu Vinent, on obtient souvent
des squelettes \epais" de 2 pixels de large. Une telle etape d'aminissement fait dispara^tre
les zones \grasses". Il est dans e as vital que l'image soit aminie dans elle-m^eme, ar





Fontioninthin4 imin number ode
imin Image d'entree et de sortie
number Entier: nombre de voisins.
ode Cha^ne de arateres: ode d'operation.
Desription (2D): Cette fontion ompte le nombre de voisins d'un point non-nul et fait
un test derit par le ode d'operation. Si le test est positif, 0 est mis sur l'image de sortie
a la plae du pixel entral. Cette operation est iteree jusqu'a idempotene. Cette operation
est mise en oeuvre par les d'attente, et il faut faire attention: il peut y avoir des eets
indesirables auses par l'ordre de traitement des pixels.
Voii la liste des operations disponibles:
"==": egal
Les tests se font en 4,6,8-onnexite.
Exemple: (inthin6 input 1 "==") ; Pour faire un ebarbulage.
Pakage: 2d
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9.5.3 Squelette par ehage
Fontionamont48 ba ho iminout
ba Image d'entree : ehes desendantes
ho Image d'entree : ehes montantes
iminout Image d'entree/sortie binaire : points r^ete et amont
Desription (2D): Cette fontion aepte omme arguments d'entree les hamps de ehes
desendantes flba et montantes flho ainsi que les points r^ete assoies. Elle eetue une
remontee vers l'amont des points r^ete de maniere a onstruire le squelette assoie aux hamps
de ehes. Les points du squelette apparaissent ave une valeur 1 et les points r^ete ave une
valeur 0 dans l'image de sorti. Pour que les resultats soient orrets, il faut que l'image flba
soit ompletee: tout point possede une ehe desendante a l'exeption des minima regionaux
qui ont une valeur nulle. La fontion amont6 travaille en trame 6. La fontion amont48
travaille en 4/8 onnexite: le fond est en 4-onnexite et les partiules en 8-onnexite. Pour
ette raison le hamp de ehes flba doit ^etre 4-omplet: tout point a l'exeption des minima
regionaux possede une ehe desendante dans les diretions 0, 2, 4 ou 6.
Exemple: (amont6 flbas flho r)
Pakage: talbot
9.6 Points ritiques, etude du voisinage




Desription (2D): Deteteur de points extremite dans une image binaire. Cette detetion
est faite en 4,6,8-onnexite. Les points qui vont ressortir seront eux qui ont un seul voisin.
La fontion retourne le nombre de points extremite.
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (endpts4 input output)
Pakage: 2d





Desription (2D): Deteteur de points triples et superieurs dans une image binaire. Cette
detetion est faite en 4,6,8-onnexite. Les points qui vont ressortir seront eux qui ont plus
de 2 voisins.
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (mulpts4 input output)
Pakage: 2d
Fontionineigb4 imin number ode imout
imin Image d'entree
number Entier: nombre de voisins.
ode Cha^ne de arateres: ode d'operation.
imout Image sortie
Desription (2D): Cette fontion ompte le nombre de voisins d'un point non-nul et fait
un test derit par le ode d'operation. Si le test est positif, 1 est mis sur l'image de sortie.
La fontion retourne une valeur.





">=": plus grand ou egal
"<=": plus petit ou egal
Il faut que l'image d'entree et l'image de sortie soient dierentes. Les tests se font en 4,6,8-
onnexite.
Exemple: (ineigb4 input 2 "==" output)
Pakage: 2d
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9.7 Ebarbulage
Fontion2d iminout
iminout Image d'entree et de sortie
Desription (2D): Fait un ebarbulage de l'image donnee. Les tests se font en 4,6,8-
onnexite.
Exemple: (prune6 input) ; Pour faire un ebarbulage.
Pakage: 2d
Fontionebarb6 imin imout length
imin Image d'entree
imout Image sortie
length Longueur de l'ebarbulage - 1 de haque ^ote
Desription (2D): Routine d'ebarbulage pour images a niveaux de gris. Les images
d'entree sont ou bien des images de type squelette ou alors des images residus d'une ou-
verture de taille 1. Dans une telle image residu, haque point a au moins un voisin plus petit
que lui-m^eme. Cette fontion ommene par supprimer toutes les partiules de longueur 1 ou
2. Puis, elle detete les points extremites, 'est a dire les points ayant 4 voisins onseutifs
valant 0. Dans un dernier temps, on alule la fontion distane a es points extremites et on
ne garde que les points a une distane superieure ou egale a la valeur length.




10.1 Erosion et dilatation geodesiques





Desription (3D): Erosion geodesique de imin dans imout par l'element struturant se,
au dessus (a l'exterieur) du masque immask.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImGeoErode n1 n3 n2 ubotaedronSE) & Erosion geodesique dans le
masque n3 par un ubotaedre de taille 5
Pakage: 3d










Desription (3D): Dilatation geodesique de imin dans imout par l'element struturant se,
a l'interieur du masque immask.
Exemple:
(send ubotaedronSE :Size 5) & Etablir la taille du ubotaedre a 5
(ImGeoDilate n1 n3 n2 ubotaedronSE) & dilatation geodesique dans
le masque n3 par un ubotaedre de taille 5
Pakage: 3d
Fontiongbipero imin imout x y
imin Image d'entree
imout Image de sortie
x Coordonnee `x' du deuxieme point de l'element struturant
y Coordonnee `y' du deuxieme point de l'element struturant
Desription (2D): Erosion par un bi-point. On a l'origine et on donne les oordonnees du
seond point. Attention: l'element struturant n'est pas transpose. L'image d'entree et de
sortie peuvent ^etre les m^emes. La transformation est geodesique, e qui fait qu'un point qui
tomberait hors de l'image n'est par onsidere dans le resultat.
Exemple: (gbipero input output 1 1)
Pakage: 2d
Fontiongbipdil imin imout x y
imin Image d'entree
imout Image de sortie
x Coordonnee `x' du deuxieme point de l'element struturant
y Coordonnee `y' du deuxieme point de l'element struturant
Desription (2D): Dilatation par un bi-point. On a l'origine et on donne les oordonnees
du seond point. Attention: l'element struturant n'est pas transpose. L'image d'entree et
de sortie peuvent ^etre les m^emes. La transformation est geodesique, e qui fait qu'un point
qui tomberait hors de l'image n'est par onsidere dans le resultat.





iminout Image a ^etre erodee
imon Image de ontrainte
Desription (2D): C'est la fontion de reonstrution duale en niveaux de gris et en bi-
naire. La premiere image donnee en argument est elle qui va ^etre propagee et reonstruite
dans la seonde, qui la limite dans son expansion. La propagation se fait en 4,6,8-onnexite.
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (dreons4 mark limite)
Pakage: 2d




Desription (3D): Reonstrution (erosion geodesique jusqu'a idempotene) de iminout
au dessus de imin selon le graphe graph, resultat dans iminout.
Exemple: (ImIsCopy n1 n2)
(ImAddConstant n2 4.0)
(ImOverBuild n1 n2 :graph f12Gr)
Pakage: 3d
Fontionreons4 iminout imon
iminout Image a ^etre dilatee
imon Image de ontrainte
Desription (2D): C'est la fontion de reonstrution en niveaux de gris et en binaire.
La premiere image donnee en argument est elle qui va ^etre propagee et reonstruite dans la
seonde, qui la limite dans son expansion. La propagation se fait en 4,6,8-onnexite.
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (reons4 mark limite)
Pakage: 2d









Desription (3D): Reonstrution (dilatation geodesique jusqu'a idempotene) de iminout
sous imin selon le graphe graph, resultat dans iminout.
Exemple: (ImIsCopy n1 n2)
(ImAddConstant n2 -4.0)
(ImUnderBuild n1 n2 :graph f12Gr)
Pakage: 3d





Desription (3D): Ouverture obtenue par erosion de imin par l'element struturant se,
suivie d'une reonstrution onditionnellement a imin en utilisant la onnexite denie par
graph. Resultat dans imout.
Exemple: (ImEroBuildOpen n1 n2 (send ubotaedronSE :Size 5) :graph
f12Gr) ; ouverture par erosion reonstrution par un ubotaedre de
taille 5
Pakage: 3d





Desription (3D): Fermeture obtenue par dilatation de imin par l'element struturant se,
suivie d'une reonstrution onditionnellement a imin en utilisant la onnexite denie par
graph. Resultat dans imout.
Exemple: (ImDilBuildClose n1 n2 (send ubotaedronSE :Size 5) :graph




10.2.1 Seletion d'objets par reonstrution
Fontionfhol4 imin imout
imin Image d'entree
imout Image de sortie
Desription (2D): Ces fontions remplissent les trous des objets binaires ontenus dans
l'image de depart. Les objets sur l'image de sortie ont pour valeur de niveau de gris 255.
Exemple: (fhol4 im1 im2)
Auteur:Hugues Talbot
Pakage: talbot




Desription (3D): Bouhage des trous de imin selon la onnexite denie par le graphe
graph. Resultat dans imout.
Pakage: 3d
Fontionremregion4 imin imout
imin Image d'entree ontenant les labels des regions
imout Image de sortie
Desription (2D): Cette routine supprime les regions de taille unitaire (eu egard un voisi-
nage en 4-onnexite) qui se trouvent dans l'image d'entree; une region de e type reoit le
numero de region de son voisin de gauhe. Un bord d'epaisseur d'un pixel n'est pas traite.
Par ontre, les images d'entree et de sortie peuvent ^etre les m^emes.




imout Image de sortie
Desription (2D): Ces fontions eliminent les objets touhant les bords de l'image
d'entree. Les images d'entree et de sortie sont binaires. Les objets sur l'image de sortie
ont pour valeur de niveau de gris valant 255.
Exemple: (elibo4 im1 im2)
Pakage: 2d





10.3 Residus obtenus apres reonstrution





Desription (3D): Chapeau haut-de-forme assoie a l'ouverture par erosion et reonstru-
tion par l'element struturant se. Resultat dans imout.
Pakage: 3d





Desription (3D): Chapeau haut-de-forme assoie a la fermeture par dilatation-
reonstrution par l'element struturant se. Resultat dans imout.
Pakage: 3d
10.4 Fontions de distane geodesique





Desription (3D): Fontion distane disrete geodesique a l'interieur du masque immask
sur le graphe deni par graph de l'image binaire imin. Resultat dans imout.
Pakage: 3d
10.5 Zones d'inuene geodesique 133
Fontioninfdist4 imin imout
imin Image d'entree
imout Image de sortie ontenant le resultat.
Desription (2D): Fontion distane geodesique aux bords desendants des plateaux pour
des images a niveaux de gris. Un bord desendant d'un plateau etant onstitue de tous les
points frontieres voisins d'un point plus bas. La fontion distane utilisee est elle assoiee
a la onnexite de la trame: les points a distane 1 d'un point donne sont tous ses voisins.
Remarque: lorsque l'image d'entree est une image binaire, on obtient la fontion distane de
ette image binaire.
Exemple: (infdist4 inim imdist)
Pakage: talbot
10.5 Zones d'inuene geodesique
10.5.1 Squelettes par zones d'inuene
Fontionskiz4 iminout
iminout Image d'entree et de sortie.
Desription (2D): Fait le SKIZ de l'image en 4, 6 ou 8-onnexite. Le SKIZ n'est pas
eulidien, mais depend fortement de la trame. Il est fait par les d'attente. La valeur
retournee par la fontion orrespond au nombre de partiules initiales. On obtient des zones
d'inuene etiquetees separees par des ontours mis a BIGVAL. Si on utilise skiz4, on aura les
zones labellisees en 4-onnexite, et les frontieres en 8-onnexite, et vie-versa pour l'utilisation
de skiz8. Il n'y a pas de e type de problemes pour la 6-onnexite.
Exemple: (skiz4 image)
Pakage: 2d






iminout Image d'entree et de sortie.
immask Image du masque geodesique.
Desription (2D): Fait le SKIZ geodesique de l'image en 4, 6 ou 8-onnexite. Le SKIZ
n'est pas eulidien, mais depend fortement de la trame. Il est fait par les d'attente. La
valeur retournee par la fontion orrespond au nombre de partiules initiales. On obtient des
zones d'inuene etiquetees separees par des ontours mis a BIGVAL. Si on utilise skiz4, on
aura les zones labelisees en 4-onnexite, et les frontieres en 8-onnexite, et vie-versa pour
l'utilisation de skiz8. Il n'y a pas de e type de problemes pour la 6-onnexite.
Exemple: (gdskiz4 imin masque)
Pakage: 2d
Chapter 11
Ligne de partage des eaux, integrale
et ehage




Desription (2D): C'est la ligne de partage des eaux brute, sans imposition de minima.
Pour wsh4, la propagation se fait en 4-onnexite, e qui fait que la ligne de partage des eaux est
en 8-onnexite, et que les bassins versants sont en 4-onnexite. Pour wsh8, 'est le ontraire,
les frontieres sont en 4-onnexite. Quant a wsh6, il n'y a pas de problemes de onnexite.
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (wsh4 grad wagra)
Pakage: 2d
136






Fontionzpe4 image imR imG imB
image Image des labels etiquetes. Image de sortie egalement.
imR Composante rouge de l'image ouleur
imG Composante verte de l'image ouleur
imB Composante bleue de l'image ouleur
Desription (2D): Cette fontion permet de segmenter des images ouleurs a partir d'un
jeu de marqueurs etiquetes. Sont donnees au depart une image image ontenant tous les
marqueurs etiquetes et 3 omposantes de ouleur imR, imG, imB. Il s'agit d'un algorithme
de roissane de regions. Le jeu onsiste a faire onquerir le maximum de territoire a haque
marqueur. Tant que l'algorithme ne s'est pas stabilise, on aete pendant haque yle un
point de l'image a un marqueur voisin: e point est hoisi pare que sa ouleur est la plus
prohe de la ouleur d'un point deja ouvert par le marqueur.
Exemple: (zpe4 lab imR imG imB)
Pakage: talbot




Desription (3D): Determination des bassins versants de imin selon le graphe graph. Le
resultat est erit dans imout. A haque bassin versant est assoiee une valeur de gris distinte
(sauf s'il y a plus de bassins que la valeur maximale representable dans le type de l'image).
Il n'y pas de ligne de separation entre les bassins.
Exemple: (ImBasins n1 :graph f12Gr)
(ImThresh n1 n2 1.0 1.0 255.0) ; n2 ontient le premier bassin versant
Pakage: 3d




Desription (3D): Ligne de partage des eaux de imin selon le graphe graph. Resultat
dans l'image imout. A haque bassin versant est assoiee une valeur de gris distinte (sauf
s'il y a plus de bassins que la valeur maximale representable dans le type de l'image) et la
ligne de partage est a la valeur 0.
Exemple: (ImWatershed n1 :graph hexagonal6Gr) (ImThresh n1 n1 0.0 0.0)
Pakage: 3d
11.1 Ligne de partage des eaux 137
Fontionmosa4 image1 imout image2 ode
image1 Image dont les minima regionaux serviront de masque.
imout Image resultat.
image2 Image a niveaux de gris dont une statistique sera
extraite sous les masques.
ode Code d'operation: haine de arateres
Desription (2D): Cette fontion detete d'abord les minima regionaux de l'image image1.
Puis en se servant de haun de es minima regionaux omme d'un masque, elle etablit une
valeur arateristique de la region a partir de l'image image2 et erit ette valeur dans l'image
de sortie imout. La valeur hoisie peut ^etre un maximum, minimum, une valeur moyenne, un
median. Elle est seletionnee par le ode d'operation. Voii sa signiation:
"n": minimum de la tahe.
"x": maximum de la tahe.
"a": valeur moyenne de la tahe.
"m": median de la tahe.
"e": mode de la tahe: la valeur orrespondant au maximum de l'histogramme de la tahe.
La propagation se fait en 4,6,8-onnexite. Il faut que les trois images soient dierentes. La
routine mosa4,6,8 retourne le nombre de minima renontres dans l'image image1 .
Exemple: (mosa6 gradient sortie image "a") propage la valeur moyenne de gris de
\image" a l'interieur de haque minimum regional de \gradient". Le resultat est dans \sortie".
Pakage: 2d





Desription (3D): L'image imregions ontient des omposantes onnexes possedant ha-
une un niveau de gris (pas neessairement distints). ImConstrainedWS propage es valeurs
en restant dans les limites des bassins versants de imgradient. Cei revient a faire une ligne de
partage des eaux ave les marqueurs imposes que onstituent les CC de imregions et a aeter
a haque bassin versant la valeur du label de depart dans imregions. Le resultat imout est la
ligne de partage des eaux de imgradient dont l'homotopie a ete modiee en imposant omme










11.2 Ligne de partage des eaux ave marqueurs
Fontionlpe4 minima image imout
minima Image minima etiquetes
image Image dont on veut faire la ligne de partage des eaux
imout Image de sortie
Desription (2D): C'est la ligne de partage des eaux ave reonstrution de faon a
eliminer les minima en trop. Ainsi, on a une image de marqueurs etiquetes de faon a imposer
les minima marques.
Le resultat, 'est une image ave les bassins versants qui gardent les m^emes numeros que les
minima imposes. Ces bassins versants sont separes par la ligne de partage des eaux qui a la
valeur maximale de l'image. Pour lpe4, la propagation se fait en 4-onnexite, e qui fait que
la ligne de partage des eaux est en 8-onnexite, et que les bassins versants sont en 4-onnexite.
Pour lpe8, 'est le ontraire, les frontieres sont en 4-onnexite. Quant a lpe6, il n'y a pas de
problemes de onnexite.
Il faut que toutes les images soient dierentes (e que le programme ne verie pas!).
Exemple: (lpe4 lab grad dest)
Pakage: 2d





Desription (3D): L'image imregions ontient des omposantes onnexes (CC) possedant
haune un niveau de gris (pas neessairement distint). ImMosai propage es valeurs en
restant dans les limites des bassins versants de imgradients. Cei revient a faire une ligne
de partage des eaux ave les marqueurs imposes que onstituent les CC de imregions et a
aeter a haque bassin versant la valeur du minimum de depart dans imregions. Le resultat,
imout, est une sorte de mosaque dont les moreaux sont les bassins versants de imgradients
dont l'homotopie aurait ete modiee.
Exemple:
(ImMinima a ) ;  ontient les minima de l'image a
(ImLabelWithValue  b  2) ; haque minimum a maintenant pour valeur
la moyenne de l'image b sur le minimum
(ImMosai  a ) ; extension de es minima a la totalite




minima Image des labels etiquetes. Image de sortie egalement.
iminout Image dont on veut aluler les zones de partage des eaux
Desription (2D): C'est la ligne de partage des eaux ave reonstrution de faon a
eliminer les minima en trop. Ainsi, on a une image de marqueurs etiquetes de faon a imposer
les minima marques.
Le resultat, 'est une image ave les bassins versants qui gardent les m^emes numeros que les
minima imposes. Ces bassins versants ne sont pas separes par la ligne de partage des eaux
omme pouvait l'^etre lpe.
Il faut que toutes les images soient dierentes.




imlimout Image des onditions limite pour l'integration et image de sortie
image Image qu'on herhe a integrer
Desription (2D): Cette fontion onstruit l'integrale de l'image image (un gradient par
exemple) en utilisant omme onditions aux limites l'image imlimout. C'est a dire qu'elle
onstruit une image dont le gradient \image - erode" est identique a l'image image en tout
point ou l'image imlimout est nulle. L'image imlimout reste inhangee en tout point ou elle
est non nulle. Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (integ4 lim grad)
Pakage: talbot
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Fontionlabinteg4 imlimout image imlabel
imlimout Image des onditions limite pour l'integration et image de sortie
image Image qu'on herhe a integrer
imlabel Image de labels propages pendant l'integration
Desription (2D): Cette fontion onstruit l'integrale de l'image image (une image gra-
dient par exemple) en utilisant omme onditions aux limites l'image imlimout. C'est a dire
qu'elle onstruit une image dont le gradient \image - erode" est identique a l'image image en
tout point ou l'image imlimout est nulle. L'image imlimout reste inhangee en tout point ou
elle est non nulle. Chaque point de l'image imlimout permet de aluler un ertain nombre
de points dans l'image resultat. L'image de labels garde la trae de es liations. Le label
de haque point de l'image limite est propage a tous les points qu'il engendre. On peut ainsi
onstruire une image mosaique de type ligne de partage des eaux de l'integrale du gradient.
Il faut que l'image d'entree et l'image de sortie soient dierentes.




Fontionarrow4,8 imin imout ode
imin Image d'entree
imout Image sortie
ode Cha^ne de arateres: ode de l'operation





Liste des odes d'operation: le entre reoit une ehe s'il est:
">" plus grand que le voisin
"<" plus petit que le voisin
">=" plus grand ou egal que le voisin
"<=" plus petit ou egal que le voisin
"==" egal au voisin
"!=" pas egal au voisin
L'image d'entree doit ^etre dierente de l'image de sortie. En onnexite 4, on ne onsidere
que les voisins dans les diretions 0, 2, 4 et 6. La propagation se fait en 4,8-onnexite.
ATTENTION, il semblerait que arrow8 ne fontionne pas orretement.
Exemple: (arrow8 input out ">")
Pakage: talbot
FontionImArrow imin imout relation &key (graph defaultGraph)
imin Image
imout Image resultat
relation Cha^ne de arateres
graph Graphe
Desription (3D): Genere l'image de ehage assoiee a l'image imin et a la relation rela-
tion. relation peut prendre les valeurs suivantes: \ > ", \ < " et \ = ". Le bit I d'un pixel x





(x) est la valeur du Ieme voisin de x au sens du graphe deni par graph.
Pakage: 3d
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Fontionarrow6 imin imout ode
imin Image d'entree
imout Image sortie
ode Cha^ne de arateres: ode de l'operation





Liste des odes d'operation: le entre reoit une ehe s'il est:
">" plus grand que le voisin
"<" plus petit que le voisin
">=" plus grand ou egal que le voisin
"<=" plus petit ou egal que le voisin
"==" egal au voisin
"!=" pas egal au voisin
L'image d'entree doit ^etre dierente de l'image de sortie.
Exemple: (arrow6 input out ">")
Pakage: talbot
Fontionfl inv6 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion inverse le hamp de ehes de l'image d'entree imin. Si
dans l'image d'entree imin, le pixel a possede une ehe dans la diretion du pixel b, alors
dans l'image de sortie, le pixel b possedera une ehe vers le pixel a. L'image d'entree et de
sortie doivent ^etre dierentes.
Pakage: talbot




Desription (3D): Genere du ehage inverse du ehage imin: si x possede une ehe
vers y, 'est maintenant y qui possede une ehe vers x.
Pakage: 3d
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Fontionfl omp6 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion omplemente le hamp de ehes de haque pixel. Les
ehes de l'image de sortie se trouvent dans les diretions ou il n'existe pas de ehes dans




iminout Image d'entree et de sortie
Desription (2D): Cette fontion omplete le hamp de ehes iminout. Appelons
\eheurs" les points dont part une ehe. L'algorithme est base sur des les d'attente
mais est equivalent a l'algorithme plus simple suivant. Repeter jusqu'a stabilite:
Soit x le point ourant renontre lors du balayage de l'image: - si x n'est pas eheur, il
devient eheur vers haun de ses voisins deja eheur a la n du balayage preedent.
Apres onvergene tout point est devenu eheur, a l'exeption des minima regionaux de
l'image. Remarque : iomplet4 ne onsidere que 4 voisins alors que iomplet8 onsidere les
8 voisins.
Pakage: talbot
Fontionfl ero4,6,8 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion fait l'erosion d'un hamp de ehes imin. Pour haque
point on onsidere la ouronne de ses voisins (6 voisins en 6-onnexite, 4/8 voisins en 8-
onnexite). On onsidere l'ensemble binaire des points vers lesquels arrive une ehe du point
entral dans le hamp de ehage imin. On eetue une erosion geodesique de es points sur
la ouronne de voisins. Puis on onstruit les ehes allant du point entral vers les points a
valeur 1 de l'image erodee. L'image d'entree et de sortie peuvent ^etre identiques.
Pakage: talbot
144






Fontionfl dil4,6,8 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion fait la dilatation d'un hamp de ehes imin. Pour
haque point on onsidere la ouronne de ses voisins (6 voisins en 6-onnexite, 4/8 voisins
en 8-onnexite). On onsidere l'ensemble binaire des points vers lesquels arrive une ehe du
point entral dans le hamp de ehage imin. On eetue une dilatation geodesique de es
points sur la ouronne de voisins. Puis on onstruit les ehes allant du point entral vers les
points a valeur 1 de l'image dilatee. L'image d'entree et de sortie peuvent ^etre identiques.
Pakage: talbot
Fontionfl isole6 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion analyse le ehage de haque point. Si dans le hamp
de ehes il n'y a auune ehe ou bien uniquement des ehes isolees, le resultat vaut 1,
sinon il vaut 0. L'image d'entree et de sortie peuvent ^etre identiques.
Pakage: talbot
Fontionfl unite4 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion analyse le ehage de haque point. Si dans le hamp
de ehes il n'y a qu'une seule omposante onnexe de ehes, le resultat vaut 1, sinon il vaut
0. L'image d'entree et de sortie peuvent ^etre identiques.
Pakage: talbot
Fontionfl nb4 imin imout
imin Image d'entree
imout Image sortie
Desription (2D): Cette fontion analyse le ehage de haque point. L'image de sortie
imout ontient le nombre de omposantes onnexes de ehes dans le voisinage de haque
point. Ce omptage se fait uniquement en onnexite 4 lorsqu'on est en trame arree. L'image




Fontionrete48 imin1 imin2 imout
imin1 Image d'entree : ehes desendantes
imin2 Image d'entree : ehes montantes
imout Image sortie binaire : points r^ete valant 0
Desription (2D): Cette fontion prend les hamps de ehes desendantes imin1 et mon-
tantes imin2 en entree et produit les points r^ete en sortie. Les points non r^ete apparaissent
ave une valeur 1 et les points r^ete ave une valeur 0 dans l'image de sortie imout. Pour
que les resultats soient orrets, il faut que l'image imin1 soit ompletee: tout point possede
une ehe desendante a l'exeption des minima regionaux qui ont une valeur nulle. Ces
points de valeur nulle dans imin1 ne sont pas detetes omme des points r^ete. La fontion
rete6 travaille en trame 6. La fontion rete48 travaille en 4/8 onnexite : le fond est en
4-onnexite et les partiules en 8-onnexite. Pour ette raison le hamp de ehes imin1 doit
^etre 4-omplet : tout point a l'exeption des minima regionaux possede une ehe desendante
dans les diretions 0, 2, 4 ou 6.




Exemple: (rete6 flbas flho r)
Pakage: talbot




Desription (3D): Completude inferieure du ehage imin, resultat dans imout.
Pakage: 3d
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Detetion des extrema et
dynamique
12.1 Detetion d'extrema regionaux
Fontionminlab4 imin imout
imin Image d'entree
imout Image de sortie
Desription (2D): Deteteur de minima dans une image. Chaque minimum porte un label
dierent des autres sur l'image de sortie. Fontionne sur une trame arree ou hexagonale (4,6
et 8-onnexite).
Il faut que l'image d'entree et l'image de sortie soient dierentes.
Exemple: (minlab8 input output)
Pakage: 2d




Desription (3D): Determination des minima regionaux de imin, resultat dans imout. La
onnexite est denie par le graphe graph.
Pakage: 3d
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Desription (3D): Determination des minima regionaux etendus de profondeur depth de
imin, resultat dans imout. La onnexite est denie par le graphe graph.
Pakage: 3d




Desription (3D): Modie l'homotopie de imin, en lui imposant les minima ontenus
dans l'image \binaire" iminout, selon le graphe graph. Les minima a imposer doivent ^etre a
la valeur (ImMaxValue iminout) dans iminout.
Exemple:
(ImMinima n1 n2 :graph f12Gr) ; minima de n1 dans n2
(ImOpen n2 n2 (send ubotaedronSE :Size 4))
; filtrage des minima selon leur taille
(ImModifyMinima n2 n1 :graph f12Gr) ; modifiation de n1 qui ne onserve
plus que des minima d'une ertaine taille
Pakage: 3d




Desription (3D): Trouve le premier point de haque minimum regional de imin. A la n
de l'operation imout ontient autant de points a 1 qu'il y a de minima, le reste etant a 0. Ces
points sont les premiers points des minima au sens de l'ordre de leture (de gauhe a droite
et de haut en bas).
Pakage: 3d
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Desription (3D): Determination des maxima regionaux de imin, resultat dans imout. La
onnexite est denie par le graphe graph.
Pakage: 3d
Fontionlmax imin imout val
imin Image d'entree
imout Image de sortie
val Dynamique des maxima a deteter.
Cette fontion detete les maxima regionaux etendus d'une taille donnee (voir these de M.
Grimaud).
Niveau: XLISP
Elle est implementee par une fontion XLISP.
Exemple: (lmax imin imout 10) detete les maxima regionaux de taille 10.
Auteur:Hugues Talbot
Pakage: talbot





Desription (3D): Determination des maxima regionaux etendus de hauteur height de
imin, resultat dans imout. La onnexite est denie par le graphe graph.
Pakage: 3d
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Desription (3D): Modie l'homotopie de imin, en lui imposant les maxima ontenus dans
l'image \binaire" iminout, selon le graphe graph. Les maxima a imposer doivent ^etre a la
valeur (ImMaxValue iminout) dans iminout.
Exemple:
(ImMaxima n1 n2 :graph f12Gr) ; maxima de n1 dans n2
(ImOpen n2 n2 (send ubotaedronSE :Size 4))
; filtrage des maxima selon leur taille
(ImModifyMaxima n2 n1 :graph f12Gr) ; modifiation de n1
qui ne onserve plus que des maxima d'une ertaine taille
Pakage: 3d
Fontionlmax6 imin imout
imin Image de depart
imout Image des maxima loaux de l'image
Desription (2D): Ces fontions donnent omme resultat les maxima loaux de l'image
d'origine, a ne pas onfondre ave les maxima regionaux de ette m^eme image. Un maximum
est loal si dans le plus petit voisinage possible au sens de la trame de travail, le niveau de
gris du pixel onsidere est superieur ou egal a elui des pixels dans le voisinage onsidere. Un
pixel fait partie d'un maximum regional s'il fait partie une region de m^eme valeur de niveau
de gris, stritement superieure a la valeur du niveau de gris dans le dilate de et ensemble
par le voisinage minimal de la trame onsideree. On voit qu'un maximum loal n'est pas
forement regional mais que le ontraire est vrai. Dans le as ou on prend les maxima loaux
de la fontion distane d'un ensemble binaire, on obtient le squelette par boules maximales
(non onnexe) de et ensemble.





Fontionhdynmin48,6 imin imout onnetivity
imin Input image
imout Output image
imout Integer giving the onnetivity
Desription (2D): This funtion produes the dynamis of the input image minimums.
Note that it depends on the onnetivity (an argument is used to preise the onnetivity).
Auteur:Hugues Talbot
Pakage: talbot




Desription (3D): Determination des minima regionaux de imin dans imout. On attribue
aux minima la valeur de leur dynamique. La onnexite est denie par le graphe graph.
Auteur: Beatriz Marotegui
Pakage: 3d
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Chapter 13
Les graphes 3D
13.1 Graphes predenis et fontions s'y appliquant
13.1.1 Variables
Variablef12Gr
Desription (3D): Graphe onstitue des 12 points les plus prohes en reseau ubique a
fae entree (3D).
Exemple:
(ImMaxima n2 n1 :graph f12Gr) ; maxima 3D selon le graphe 12-onnexe
Variableubi26Gr
Desription (3D): Graphe onstitue des 26 points les plus prohes en reseau ubique (3D).
Exemple:
(ImMaxima n2 n1 :graph ubi26Gr) ; maxima 3D selon le graphe 26-onnexe
Variableubi6Gr
Desription (3D): Graphe onstitue des 6 points les plus prohes en reseau ubique (3D).
Exemple:
(ImMaxima n2 n1 :graph ubi6Gr) ; maxima 3D selon le graphe 6-onnexe
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Variablehexagonal6Gr
Desription (3D): Graphe onstitue des 6 points les plus prohes en reseau hexagonal
(2D).
Exemple:
(ImMaxima n2 n1 :graph hexagonal6Gr) ; maxima 2D selon le graphe
6-onnexe
Variablesquare4Gr
Desription (3D): Graphe onstitue des 4 points les plus prohes en reseau arree (2D).
Exemple:
(ImMaxima n2 n1 :graph square4Gr) ; maxima 2D selon le graphe 4-onnexe
Variablesquare8Gr
Desription (3D): Graphe onstitue des 8 points les plus prohes en reseau arree (2D).
Exemple:
(ImMaxima n2 n1 :graph square8Gr) ; maxima 2D selon le graphe 8-onnexe
13.1.2 Fontions sur les graphes
FontionGraphSize graph
graph Graphe
Desription (3D): Retourne le nombre d'elements du graphe.
Pakage: 3d
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FontionDefGraph graph
graph Graphe
Desription (3D): Initialise la variable defaultGraph a la valeur graphe et desative la
variable *warnDefaultGraph*.
Dans les fontions de xlim3d faites par propagation (watershed, labelisation, alul des om-
posantes onnexes, ...), il faut preiser quels sont les voisins d'un pixel (le graphe). Le graphe
au niveau lisp est un parametre key, initialise par defaut a la valeur de la variable glob-
ale defaultGraph. En etant un parametre key, il peut ^etre present ou absent dans la liste
d'arguments d'appel a la fontion. S'il est present, la fontion utilisera omme graphe le
parametre speie dans la liste d'arguments. S'il est absent la fontion utilisera le graphe par
defaut, 'est-a-dire la variable defaultGraph.
Quand on utilise le graphe par defaut, le systeme nous envoie un message d'alarme: \Warn-
ing: default graph used" au as ou on n'a toujours pas initialise la variable defaultGraph
selon les besoins (ette variable est initialisee a NIL par le systeme). Apres avoir initialise
orretement ette variable pour eviter le message d'alarme, il faut desativer la variable
*warnDefaultGraph*.
Exemple:
(ImWatershed in out :graph ubi26Gr)
; Est la ligne de partage des eaux utilisant omme graphe la trame
; ubique ave 26 voisins.
(ImWatershed in out)
; Est la ligne de partage des eaux utilisant omme graph
; defaultGraph. Le message d'alarme est apparu.
(DefGraph ubi26Gr)
; Definition du graphe par defaut a ubi26Gr et desativation
; du message d'alarme
(ImWatershed in out)
; Ligne de partage des eaux utilisant le graphe par defaut
(ubi26Gr)
; Le message d'alarme n'appara^t plus
Auteur: Beatriz Marotegui
Pakage: 3d
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Chapter 14
Codage
14.1 Cha^nes de Freeman
Fontionhain-ode8 imin x y imout
imin Image d'entree
x Entier: oordonee `x' du point de depart de la ha^ne
Ce point appartient au ontour de l'objet
y Entier: oordonee `y' du point de depart de la ha^ne
Ce point appartient au ontour de l'objet
imout Image sortie: ne doit pas ^etre initialisee
Desription (2D): Cette fontion genere une ha^ne en suivant le ontour d'une tahe sur
une image binaire. On donne les oordonnees du pixel appartenant au ontour de ette tahe,
et la fontion retourne une image qui a trois lignes: la premiere ligne ontient le ode des
diretions, la seonde et la troisieme ontiennent respetivement les oordonnees `x' et `y'
des points du ontour. La n de la ha^ne est signalee par la valeur -1 partout. L'image est
automatiquement allouee pour ontenir la ha^ne, e qui fait qu'il ne faut pas initialiser les
hamps de la struture-image qui sera donnee omme sortie.




L'image d'entree doit ^etre dierente de l'image de sortie. La ha^ne est en 8-onnexite.
Exemple: (hain-ode8 input out 5 6)
Pakage: 2d
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Fontionring-hain8 imin x y imout
imin Image d'entree
x Entier: oordonee `x' du point de depart de la ha^ne
Ce point appartient au ontour de l'objet
y Entier: oordonee `y' du point de depart de la ha^ne
Ce point appartient au ontour de l'objet
imout Image sortie: ne doit pas ^etre initialisee
Desription (2D): Cette fontion genere une ha^ne en suivant l'interieur d'un anneau sur
une image binaire. On donne les oordonnees du pixel appartenant a l'interieur de l'anneau
sans touher elui-i , et la fontion retourne une image qui a trois lignes: la premiere ligne
ontient le ode des diretions, la seonde et la troisieme ontiennent respetivement les
oordonnees `x' et `y' des points du ontour. La n de la ha^ne est signalee par la valeur -1
partout. L'image est automatiquement allouee pour ontenir la ha^ne, e qui fait qu'il ne
faut pas initialiser les hamps de la struture-image qui sera donnee omme sortie.




L'image d'entree doit ^etre dierente de l'image de sortie. La ha^ne est en 8-onnexite.
Exemple: (ring-hain8 input out 5 6)
Pakage: 2d
Chapter 15
Analyse de textures et lassiation
15.1 Traitement de textures
Fontionextend imin immask res oe imout
imin Image soure
immask Image servant de masque
res Nombre de resolutions dans la hierarhie
oe Nombre de oeÆients
imout Image de sortie
Desription (2D): Cette routine realise une extrapolation de textures par le biais d'une
deonvolution spetrale a plusieurs niveaux de resolution. L'image soure est onnue sur tous
les pixels du masque dierents de 0. Pour aelerer le traitement, on peut deonvoluer tous
les signaux d'une deomposition sous-bande hierarhique (nombre de resolutions  0). Pour
eetuer une seletion des raies spetrales importantes sans deonvolution, il suÆt de prendre
un nombre de oeÆients negatif. Les trois images (de taille identique) seront reees avant
l'appel a ette routine. Limitation: la taille maximale d'une image pour l'extrapolation est
xee par les variables TV et TH (neessairement egales) dans le hier sr/vandroog/extend.h.
Un message d'erreur est renvoye si la taille de l'image depasse les limites autorisees.
Exemple: (extend imin immask 2 500 imout)
Auteur:Mar Van Droogenbroek
Pakage: vandroog
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Chapter 16
Un langage pour le traitement
d'images
16.1 Commande du systeme d'exploitation
Fontiond diretoryName
diretoryName Cha^ne de arateres : nouveau repertoire de travail
Desription (2D): Cette fontion simplissime permet de hanger de repertoire de travail,









args Cha^ne de arateres: ommande
Desription: Doumente ailleurs dans la doumentation standard de XLISP. Lane une
ommande systeme.
Exemple:
(system "ls *.lsp") ;liste tous les fihiers xlisp.
Pakage: xlispstat
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Fontionhd diretoryName
diretoryName Cha^ne de arateres




args Cha^ne de arateres
Desription (3D): Appel de la fontion ls.








Desription (3D): Cette routine permet de onna^tre les fontions qui ne sont pas denies
apres le hargement dynamique des librairies. La liste aÆhee reprend toutes les fontions
qui ont une \glue" mais pas le ode orrespondant dans une librairie \*.a" ou dans un hier
objet \*.o". Le mode de fontionnement est lie au hargeur dynamique \dld".
Chapter 17
Non-lasse
FontionImDrawBall iminout xCenter yCenter zCenter radius value
iminout Image resultat
xCenter Entier, oordonnee en X
yCenter Entier, oordonnee en Y
zCenter Entier, oordonnee en Z
radius Entier, rayon
value Reel
Desription (3D): Trae une boule de entre et de rayon speies a la valeur value dans
l'image iminout.
Pakage: 3d
FontionImDrawBox iminout xStart yStart zStart xSize ySize zSize value
iminout Image resultat
xStart Entier, oordonnee en X
yStart Entier, oordonnee en Y
zStart Entier, oordonnee en Z
xSize Entier, taille en X
ySize Entier, taille en Y
zSize Entier, taille en Z
value Reel
Desription (3D): Trae un parallelepipede a la valeur value dans l'image iminout.
Pakage: 3d





Desription (3D): Eetue une separation des lignes paires et impaires de l'image imin
qui est en trame entrelaee. Si imin est une image (X,Y,Z), l'image retournee sera (X, Y/2,
2Z) et ontiendra les lignes paires de imin dans un plan et les impaires dans le plan suivant.
La valeur renvoyee est la nouvelle image, une image desentrelaee.





Desription (3D): C'est l'operation inverse de ImUntangle. A partir d'une image (X,Y,Z),
elle genere une image (X,2Y, Z/2) que ontient omme lignes paires un plan de l'image imin
et omme lignes impaires le plan suivant de imin. La valeur renvoyee est la nouvelle image,
une image entrelaee.




Les elements struturants: lasses
et methodes
18.1 La lasse Selement
18.1.1 Donnees
Pas de hamp de donnees.
18.1.2 Methodes
Pas de methode speique.
18.2 La lasse DeomposedSE
18.2.1 Donnees













(send objet :SEList &optional sEList)
sEList Liste de noyaux
Desription (3D): Methode d'aes au hamp sEList. Si le parametre optionnel sEList
est speie, la valeur de e parametre est aetee au hamp sEList. Si sEList est speie,
retourne objet, sinon retourne la valeur du hamp.
Exemple: (setq se (send DeomposedSE :new '(((0.0 0.0 0.0) (1.0 0.0 0.0)) (0.0 0.0 0.0)
(0.0 0.0 1.0)))))
(send se :SEList) ; retourne la valeur atuelle du hamp
(send se :SEList '(((0.0 0.0 0.0) (1.0 0.0 0.0) (0.0 0.0 1.0) (1.0 0.0 1.0)))) ; hange la valeur
du hamp
Pakage: nil
Methode sur DeomposedSE:New sEList
SYNTAXE
(send DeomposedSE :New sEList)
sEList Liste de noyaux
Desription (3D): Retourne une instane de la lasse initialisee ave sEList omme liste
d'elements struturants elementaires.






Desription (3D): Retourne une opie onforme de l'instane appelante (objet).
Exemple: (setq se1 (send DeomposedSE :new '(((0.0 0.0 0.0) (1.0 0.0 0.0)) ((0.0 0.0 0.0)
(0.0 0.0 1.0)))))
(setq se2 (send se1 :Copy)) ; un autre objet, identique a se1
Pakage: nil




Desription (3D): Transpose l'element struturant (en prenant le symetrique de haque
element struturant elementaire). L'objet est modie.






(send objet :Erode imout imin)
imout Image resultat
imin Image
Desription (3D): Erode l'image imin par l'element struturant objet. Resultat dans
imout. Retourne objet.
Exemple: (send se :Erode n2 n1)
Pakage: nil
Methode sur DeomposedSE:Dilate imout imin
SYNTAXE
(send objet :Dilate imout imin)
imout Image resultat
imin Image
Desription (3D): Dilate l'image imin par l'element struturant objet. Resultat dans
imout. Retourne objet.

















Desription (3D): Dilate l'image imin par l'element struturant objet dans le masque
geodesique immask. Resultat dans imout. Retourne objet.
Exemple: (send se :Dilate n2 n1)
Pakage: nil
18.3 La lasse HomotetiSE
18.3.1 Donnees
 baseKernel: Noyau de base.
 size: Nombre de fois qu'il est additionne ave lui-m^eme.
18.3.2 Methodes
Cette lasse herite bien entendu de toutes les methodes de la lasse DeomposedSE. Certaines
methodes ont ete redenies mais la doumentation de la methode de la lasse mere s'applique
18.3 La lasse HomotetiSE 169
enore. Elles ne sont don pas doumentees une deuxieme fois.
Methode sur HomotetiSE:BaseKernel
SYNTAXE
(send objet :BaseKernel &optional baseKernel)
baseKernel Liste: noyau de base
Desription (3D): Methode d'aes au hamp baseKernel. Si le parametre optionnel
baseKernel est speie, la valeur de e parametre est aetee au hamp baseKernel. Si
baseKernel est speie, retourne objet, sinon retourne la valeur du hamp.
Exemple:
(setq se (send HomotetiSE :new diamondK 6)) ; un "diamant" de taille 6
(send se :BaseKernel) ; retourne la valeur atuelle du hamp
(send se :SEList squareK) ; hange la valeur du hamp $-->$,




(send objet :Size &optional size)
size Liste: noyau de base
Desription (3D): Methode d'aes au hamp size. Si le parametre optionnel size est
speie, la valeur de e parametre est aetee au hamp size. Si size est speie, retourne
objet, sinon retourne la valeur du hamp.
Exemple:
(setq se (send HomotetiSE :new diamondK 6)) ; un "diamant" de taille 6
(send se :Size) ; retourne la valeur atuelle du hamp
(send se :Size 10) ; hange la valeur du hamp $-->$ se,













(send HomotetiSE :new baseKernel size)
baseKernel Liste: noyau de base
size Entier
Desription (3D): Retourne une instane de la lasse initialisee ave baseKernel omme
noyau de base et de taille size.
Exemple:
(setq se (send HomotetiSE :new hexagonK 6)) & un hexagone de taille 6
(send se :Dilate n2 n1) & dilatation par l'hexagone de taille 6 se
Pakage: nil
18.4 La lasse ImageSE
18.4.1 Donnees
 image: image de la forme binaire prise omme element struturant,




(send objet :Image &optional image)
image Image
Desription (3D): Methode d'aes au hamp image. Si le parametre optionnel image est
speie, la valeur de e parametre est aetee au hamp image. Si image est speie, retourne
objet, sinon retourne la valeur du hamp.
Exemple: (ImXv (send se :Image)) ; visualisation de l'element
struturant
Pakage: nil
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Methode sur ImageSE:Center
SYNTAXE
(send objet :Center &optional enter)
enter Liste de noyaux
Desription (3D): Methode d'aes au hamp enter. Si le parametre optionnel enter
est speie, la valeur de e parametre est aetee au hamp enter. Si enter est speie,
retourne objet, sinon retourne la valeur du hamp.





(send ImageSE :new image enter)
image Image
enter Liste de trois entiers
Desription (3D): Retourne une instane de la lasse initialisee ave image omme image
ontenant la forme binaire prise omme element struturant. La forme binaire doit ^etre a la
valeur 1 dans image et le reste a 0. enter est un triplet d'entiers denissant la position du
entre de l'element struturant. Le point ainsi designe doit se trouver a l'interieur de l'image
image.
Exemple:
(setq seIm (ImGet2D 64 64)) ; allouer une image pour y dessiner l'es
(ImDrawBall seIm 32 0 32 20 1) ; dessiner un disque
(setq se (send ImageSE :new seIm '(32 0 32))) ; le entre de l'element





Desription (3D): Retourne une opie onforme de l'instane appelante.














Desription (3D): Transpose l'element struturant (en prenant le symetrique de haque
element struturant elementaire). L'objet est modie.





(send objet :Erode imout imin)
imout Image resultat
imin Image
Desription (3D): Erode l'image imin par l'element struturant objet. Resultat dans
imout. Retourne objet.




(send objet :Dilate imout imin)
imout Image resultat
imin Image
Desription (3D): Dilate l'image imin par l'element struturant objet. Resultat dans
imout. Retourne objet.
Exemple: (send se :Dilate n2 n1)
Pakage: nil
Chapter 19
Les graphes: nouvelle struture
dans XLispStat
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CHAPTER 19. LES GRAPHES: NOUVELLE STRUCTURE DANS
XLISPSTAT
19.1 Les fontions sur les graphes
19.1.1 Creation et destrution de graphes
FontiongrMake imMosai imEdgeVal
imMosai Image mosaque
imEdgeVal Image servant a valuer les aretes
Desription (2D): Cette fontion prend deux images omme entree. La premiere est une
image mosaque qui permet de derire les relations de voisinage et la seonde de valuer les
aretes. La sortie est un graphe. En lair, dans le graphe resultat seront voisins deux bassins
versants qui auront au moins une ligne de partage des eaux en ommun (en 8-onnexite). La
valuation des sommets orrespondante sera elle de l'interieur de haque bassin versant, et
la valuation de l'ar^ete orrespondante sera le minimum dans l'image imEdgeVal le long de
l'ar^ete de ligne de partage des eaux ommune. Le graphe de sortie est neessairement une
triangulation de Delaunay.
Exemple: (setf g0 (grMake imMosa imGrad)) ; onstrution du graphe
Ou enore:
(defun grimmallo (imin &optional (debug ()))
(let (imiii0 res)
(setf imiii0 (timmallo imin))
(format t "Getting the mosai image\n")
(roberts imin imiii0)
(mosai8 imiii0 imin imiii0 "a")












Cette fontion permet de onstruire un graphe a partir d'une image standard.
Auteur:Hugues Talbot
Pakage: graphs
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FontiongDup graphin
graphin Graphe d'entree prototype
Desription (2D): Cette fontion duplique le graphe d'entree graphin et retourne un nou-
veau graphe, ayant la m^eme struture, les m^eme valuation d'ar^etes et de sommets. Une
veritable dupliation est eetuee.




graphin Graphe d'entree prototype
Desription (2D): Cette fontion duplique le graphe d'entree graphin et retourne un nou-
veau graphe, ayant la m^eme struture, les m^eme valuation d'ar^etes et de sommets. Cette
fontion n'opere pas une veritable dupliation, seules les valuations des ar^etes et des sommets
sont eetivement dupliquees, la struture du graphe (voisinages) n'est que liee au graphe
prototype. Si les relations de voisinages hangent dans graphin, alors elles hangent aussi
dans le graphe resultat. Cei permet pas mal de souplesse, et surtout permet de gagner
beauoup de memoire.





graphout Graphe de sortie
Desription (2D): Cette fontion opie graphin dans graphout.




graphin Graphe a liberer
Desription (2D): Cette fontion libere la memoire oupee par le graphe graphin. Celui-
i devient inaessible par la suite, bien s^ur.
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19.1.2 AÆher les graphes
FontionimMakeFG imProto graphin
imProto Une image
graphin Graphe a aÆher
Desription (2D): Cette fontion permet de remplir une image ontenant un graphe
resultat. L'image donnee doit avoir les m^emes dimensions que l'image mosaque ayant servi
a sa reation. Au retour, elle ontient 0 partout sauf un point par sommet, mis a la valeur
du sommet en question. La position de haque sommet est telle que l'intersetion ave les
bassins versants d'origine n'est pas nulle. Cei permet de reonstruire une image mosaque
gr^ae a la fontion propa8.
Exemple: (imMakeFG imSameOrig g0) ; remplit une image resultat
; Voii un exemple de fontion de visualisation:
(defun gdisp (gin sreen &key (graphe ()) (noedge ()) )
(let (imiii0 thegraph)
(if (and (not graphe) (not gimdisplay))




(setf imiii0 (timmallo graphe))
(setf thegraph (timmallo graphe))
(immakefg imiii0 gin)
(imopy graphe thegraph) ; graphe must remain untouhed
(propa8 thegraph imiii0 "x")
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19.1.3 Arithmetique sur les graphes
FontiongArith graphin Operand Operation grResult
graphin Graphe d'entree
Operand Soit un graphe, soit une onstante
Operation Cha^ne de aratere derivant l'operation
grResult Graphe resultat
Desription (2D): Cette fontion opere Operation sur graphin et Operand. Operand
peut ^etre soit un graphe soit une onstante entiere signee. grResult est le graphe dans lequel
l'operation est eetuee. Tous les graphes peuvent ^etre dierents ou non, mais leur struture
de sommet doit ^etre la m^eme; seule la valuation des sommets est prise en ompte.
Operand peut ^etre :
 "+" : addition.
 "-" : soustration.
 "*" : multipliation.
 "/" : division entiere.
 "%" : modulo.
 "&" : ET logique (bit par bit).
 "|" : OU logique (bit par bit).
 "
^
" : OU exlusif logique (bit par bit).
Exemple:
(gArith g0 g1 "+" g1) ; additionne g0 et g1 dans g1
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19.1.4 Comparaison de deux graphes
FontiongComp graphin Operand Operation grResult valueResYes valueResNo
graphin Graphe d'entree
Operand Soit un graphe, soit une onstante
Operation Cha^ne de aratere derivant l' operation
grResult Graphe resultat
valueResYes Valeur a mettre dans grResult si la omparaison est VRAIE
valueResNo Valeur a mettre dans grResult si la omparaison est FAUSSE
Desription (2D): Cette fontion ompare graphin et Operand. Operand peut ^etre soit
un graphe soit une onstante entiere signee. grResult est le graphe dans lequel la ompara-
ison est eetuee. valueResYes et valueResNo peuvent aussi ^etre soit des graphes soit des
onstantes entieres signees. Tous les graphes peuvent ^etre dierents ou non, mais bien s^ur
ompatibles en struture. Seule la valuation des sommets est prise en ompte. Operand peut
^etre :
"==" : test d'egalite.
"!=" : test de dierene.
">=" : superieur ou egal.
"<=" : inferieur ou egal.
">" : stritement superieur.
"<" : stritement inferieur.
Exemple:
(gComp g0 g1 "!=" g1 255 0) ; ompare g0 et g1 dans g1, binarise
a 255 et 0 (gArith g0 g1 "<" g1 g3 g4) ; toggle-mapping
Auteur:Hugues Talbot
Pakage: graphs
19.1.5 Information sur les graphes
FontiongInfo graphin
graphin Graphe sur lequel on veut avoir des informations
Desription (2D): Cette fontion donne quelques informations minimales sur le graphe
d'entree: nombre de sommets, d'ar^etes...
Exemple: (gInfo g0) ; derit g0
Auteur:Hugues Talbot
Pakage: graphs
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FontiongPeek graphin VertieNb
graphin Graphe sur lequel on veut avoir des informations
VertieNb Constante entiere positive donnant le numero du
sommet auquel on est interesse
Desription (2D): Cette fontion permet d'avoir des informations sur un sommet du
graphe donne: nombre de voisins, valuation de es voisins, valuation des ar^etes...





Desription (2D): Cette fontion permet de onna^tre la valuation minimale parmi les
sommets de graphin.





Desription (2D): Cette fontion permet de onna^tre la valuation maximale parmi les
sommets de graphin.




FontiongDil graphin graphout size
graphin Graphe d'entree
graphout Graphe de sortie
size Nombre d'iterations
Desription (2D): Cette fontion realise la dilatation de graphin dans graphout. graphin
et graphout peuvent en fait ^etre les m^emes.
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FontiongEro graphin graphout size
graphin Graphe d'entree
graphout Graphe de sortie
size Nombre d'iterations
Desription (2D): Cette fontion realise l'erosion de graphin dans graphout. graphin et
graphout peuvent en fait ^etre les m^emes.




graphout Graphe d'entree reonstruit
graphMask Graphe masque
Desription (2D): Cette fontion realise l'operation de reonstrution numerique par di-
latation geodesique de graphout dans lui-m^eme, graphMask etant le masque. Permet de
realiser la reonstrution binaire, bien s^ur. Notez bien que le graphe d'entree est modie.






graphout Graphe de sortie
Desription (2D): Cette fontion eetue l'operation dite de \Laplaian Zero Crossing".
C'est un Laplaien sur graphe. graphout ontient seulement les valeurs positives.
Exemple: (glz g0 gout) ; Laplaien
Auteur:Hugues Talbot
Pakage: graphs
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19.1.8 Marquage d'un nud du graphe
Fontiongmark graphin graphout number
graphin Input graph
graphout Output graph
number Number of vertie to mark
Desription (2D): Marks a vertie in the input graph. The output graph is idential to
the input graph but has an extra vertie whih points to the marked vertie. This extra
vertie has no neighborhood but has a value equal to that of the given number.
Auteur:Ronald Jones
Pakage: jones
Fontiongunmark graphin graphout number
graphin Input graph
graphout Output graph
number Number of vertie to remove mark from
Desription (2D): Takes the mark o a vertie in the input graph. The output graph is








Desription (2D): Computes the minimum spanning tree of the input graph using Prim's
algorithm. The input graph must be onneted with or without a marked vertie or dison-
neted with a marked vertie in eah onneted sub-graph. The identity of the output graph






Desription (2D): Computes the tree of minima of a graph using the `retreat of the sea'
algorithm. The input graph must be a minimum spanning tree (with identity set to the value









Desription (2D): Computes the dynamis for the verties in the input graph. The leaves
are given dynami values and the lakes are given depth values. The input graph must be a
tree of minima (with identity set to the value 6) with no marked verties. The output graph








20.1 General purpose and system
Fontionfile size lename
lename Name of the le on disk
Desription (2D): Measure the size in bits of a le on disk.
Pakage: up
Fontionhelp &optional string
string Name of a funtion
Desription (2D): Print the desription of a funtion. If no parameter is given, it prints
a list of all funtions. If the transformation ends with a number, do NOT put it; ex: for help
on ero type (help "ero").
Pakage: nil
20.2 Read & write images
Fontionpiread string
string Name of the le ontaining the image
Desription (2D): Read an image on disk in pi format. Sine it is in a pi format, the
image is assumed to be squared.
Pakage: up
Fontionpiwrite ima string
ima Image to write
string Name of the le to be reated
Desription (2D): Write an image on disk in pi format.
Pakage: up
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Desription (2D): Downsample by a fator of two in horizontal and vertial.
Pakage: up




model Model to be used to ll the regions
Desription (2D): Fill eah region of the image identied by the label image by a given
model estimated on the referene image.
The possible models are:
"poly0" Zero order polynomial (MSE optimization)
"poly1" First order polynomial (MSE optimization)
"poly2" Seond order polynomial (MSE optimization)
"sqrt energy" Square root of the energy
Pakage: up
Fontionupsample imin imout value
imin Input image
imout Output image
value Value to set the new points of the grid
Desription (2D): Upsampling of an image. The new points of the grid are set to value.
Pakage: up
20.4 Filters
Fontionarope4,8 imin imout area
imin Input image
imout Output image
area Area in number of pixels
Desription (2D): Area opening: elimination of all bright omponents whose area is
smaller than the parameter area. 4 and 8 onnetivity are available.
Pakage: up
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Fontionarlo4,8 imin imout area
imin Input image
imout Output image
area Area in number of pixels
Desription (2D): Area losing: elimination of all dark omponents whose area is smaller
than the parameter area. 4 and 8 onnetivity are available.
Pakage: up
20.5 Reonstrution
Fontiondreonsdir immarkout imref dir
immarkout Marker and output image
imref Referene image
dir Diretion of reonstrution: 1,2,3,4
Desription (2D): Dual reonstrution of binary & grey-level images. The rst image
(marker) is propagated by geodesi erosion into the seond one (referene). The reonstrution
is done in a diretion dened by dir: 1=Horizontal, 2=Diagonal 45, 3=Vertial, 4=Diagonal
135.
Pakage: up
Fontionreonsdir immarout imref dir
immarout Marker and output image
imref Referene image
dir Diretion of reonstrution: 1,2,3,4
Desription (2D): Reonstrution of binary & grey-level images. The rst image (marker)
is propagated by geodesi dilation into the seond one (referene). The reonstrution is done
in a diretion dened by dir: 1=Horizontal, 2=Diagonal 45, 3=Vertial, 4=Diagonal 135.
Pakage: up
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20.6 Skeleton
Fontionanhor4,6,8 imin imout thres
imin Binary input image
imout Output image
thres Threshlod
Desription (2D): Anhor points of a binary image, in 4,6 or 8 onnetivity, for doing its
skeleton (i.e. loal maxima of the distane funtion) by using skelh. The \anhor point"
image is thresholded at thres level (only those points whih are >= thres will be kept), so
that, depending on its value, dierent skeletons will be obtained:
= 0 : lassial skeletons,
> 0 : smoothed skeletons.
Pakage: up
Fontiononrgwsh4 imlabel imori imon
imlabel Input/output label image
imori Original image
imon Label image dening the onstraints
Desription (2D): Segment imori by using the label dened by imlabel. imon is used to
onstrain the result by a previous segmentation.
Pakage: up
Fontionhhmtr imin imlut imout iter




Desription (2D): Hit or miss transform on hexagonal grid. This operation looks for
partiular pixel ongurations in the binary input image. Similar to hhmt but eah struturing
is rotated to perform eÆiently sequential thinning.
Pakage: up
Fontionrgwsh4,8 imlabout imori
imlabout Input label and output image
imori Original image
Desription (2D): Region growing formulation of the watershed. The algorithm segment
the objets of imori that have been identied by imlabout. The result is in imlabout. The
propagation an be done in 4 and 8 onnetivity.
Pakage: up
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Fontionshmtr imin imlut imout iter




Desription (2D): Hit or miss transform on square grid. This operation looks for parti-
ular pixel ongurations in the binary input image. Similar to shmt but eah struturing is
rotated to perform eÆiently sequential thinning.
Pakage: up
Fontionskelh imin iman imout
imin Input image, binary
iman Image ontaining anhor points
imout Output image
Desription (2D): Skeleton of imin (in 6-onnetivity) by using anhor points (in 6-
onnetivity). Depending on the \anhor point" image, dierent kinds of skeletons an be
obtained see Lu Vinent PhD. Thesis). For instane:
max(dist(imin)): lassial skeletons; this anhor points an be obtained with anhor6
and thres = 0.
threshold(quenh(imin)): smoothed skeleton, depending on threshold level; this anhor
points an be obtained with anhor6 and thres > 0.
last ero(imin): minim skeleton.
none: homotopi markers of the dierent sets in an image.
...
Pakage: up
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Fontionskels imin iman imout
imin Input image, binary
iman Image ontaining anhor points
imout Output image
Desription (2D): Skeleton of imin (in 8-onnetivity) by using anhor points (in 4 or
8-onnetivity). Depending on the "anhor point" image, dierent kinds of skeletons an be
obtained (see Lu Vinent PhD. Thesis). For instane:
max(dist(imin)): lassial skeletons; this anhor points an be obtained with anhor4,8
and thres = 0.
threshold(quenh(imin)): smoothed skeleton, depending on threshold level; this anhor
points an be obtained with anhor4,8 and thres > 0.
last ero(imin): minim skeleton.
none: homotopi markers of the dierent sets in an image.
...
Pakage: up
Fontionwrite quenh imin buer
imin Grey-level image (skeleton)
buer Single line image (output)
Desription (2D): It sans imin from left to right, up to down and write eah non zero
pixel of imin in buer. buer has to be alloated but not initialised before.
Pakage: up
20.7 Labeling
Fontiononlabelfl4 imin imlabel imout size tolerane
imin Input image
imlabel Label image dening the onstraints
imout Output image
size Size limit of the at zone to be labeled
tolerane Grey-level tolerane on the atness
Desription (2D): Labels the at zones of imin using imlabel as onstraint (the labelling
proess will not allow any rossing of boundaries dened by imlabel)
Pakage: up
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Fontiononmarlabelfl4 imin imark imlabel imout
imin Input image
imark Marker image
imlabel Label image dening the onstraints
imout Output image
Desription (2D): Labels the at zones of imin that are marked by imark using imlabel as
onstraint (the labelling proess will not allow any rossing of boundaries dened by imlabel)
Pakage: up
Fontionlabelfl4 imin imout size tolerane
imin Input image
imout Output image
size Size limit fo the labelled zones
tolerane Flatness tolerane
Desription (2D): Labelling of at zones of imin. Only the at zones of size larger than
size are labelled (if size=0 all at zones are labelled). Non labelled at zones are merged and
the label zero is assigned to them. A at zone is the largest onneted omponent of quasi
onstant grey level value. The meaning of "quasi" depends on the tolerane parameter (Strit











Desription (2D): Loal maxima (points >= all their nearest maxlo6 neighbours) of
imin in imout (6-onnetivity). Original grey values are kept.
Pakage: up
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20.8 Contour
Fontionont buff imont buer1 buer2
imont Contour image
buer1 Buer with the set of movements
buer2 Buer with the set of starting points
Desription (2D): Performs the oding of the ontour image by means of hain ode and
triple points. The set of movements is stored in buer1 and the triple points marking the
position of eah luster in buer2. Returns the number of lusters in the image.
Pakage: up
Fontionont label imont imlabel
imont Contour image
imlabel Image of labels
Desription (2D): Creates a label image from a ontour image. The label #0 is not used
in the labelling. The funtion returns the number of regions in the labelled image.
Pakage: up
Fontionlabel ont imlabel imont
imlabel Image of labels
imont Contour image
Desription (2D): Creates a ontour image from a label image. The ontour image has
size (2N+1)(2N+1) being N the size of the imlabel image. Returns the number of ontour
points in the image.
Pakage: up
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Fontionpolygon imin imlabel dataFilename polOrder
imin Original image
imlabel Original label image resulting from a previous segmentation
stage (label range is [ 1 ... nb region ℄)
dataFilename Name of the le whih gets the bitstream
polOrder String speifying the order of the polynomial for texture
approximation : \poly0" \poly1"
Desription (2D): Contour oding by polygonal approximation.
The general priniple is to transform original regions into polygons whose shape an be simply
dened by a set of ontrol points. The ontour transformation is mastered by an error rite-
rion, assuming a polynomial approximation of the luminane within the regions. In addition,
the original topology of the segmentation is preserved. The resulting polygons are subse-
quently dened in a non redundant manner by transmitting the ontrol points lying on their
left sides only. Eah polygon an be made of several left sides sine they are not neessarily
onvex. The rst point of eah left side ould be addressed by its absolute oordinates, but
it is atually dened by a so-alled absolute vetor pointing from the previous transmitted
left side. The next ontrol points within a given left side are addressed by so-alled relative
vetors pointing from the previous ontrol points. Variable length entropi oders have been
designed for both kinds of vetors. Statistis (probability of vetor ourrene) have been
omputed on a representative set of images of onstant size (352x288). Human tables les
are: abs x.huf, abs y.huf, rel x.huf, rel y.huf
Pakage: lep
Fontionx polygon dataFilename imout
dataFilename Name of the le ontaining the bitstream
imout Label image reonstruted after deoding
Desription (2D): Deoding of the bitstream reated by funtion polygon (ontour oding
by polygonal approximation).
The left sides of the polygons are desribed by absolute and relative vetors read from the
bitstream le and written in output buer assoiated to a label number. One the buer
ontains the left sides, it is san downwards from left to right, spreading the label numbers
and updating their value everytime a new label is found.
Pakage: lep
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20.9 Coding
Fontionvq sample imin imlabel dataFilename sampleSize blokSize
imin Original image
imlabel Original label image
dataFilename Name of the le whih gets the bitstream
sampleSize Size of the squared sample whih is extrated in eah textured region
blokSize Size of the bloks whih are atually the odewords of the VQ
ditionnary (odebook). (sampleSize-blokSize+1)*(sampleSize-blokSize+1)
is the size of the odebook
Desription (2D): Mirosopi texture oding by vetor quantisation using a texture sam-
ple to generate the odebook.
Only the mirosopi textured regions (tiled roof, brik wall) are labelled, starting from label
1. Areas of slowly varying luminane are labelled 0. Thus, it is assumed that a funtion
has previouly deteted these 2 kinds of regions and performed a new labelling of the textured
regions. A texture sample of size sampleSize  sampleSize is extrated from eah texture and
transmitted. All possible bloks of size blokSize  blokSize (with blokSize < sampleSize)
are extrated from the sample to build the odebook of the vetor quantization. In the oding
proedure, eah blokSize  blokSize blok of the textured area is ompared to the bloks of
the odebook; the address of the most similar blok is simply transmitted to the deoder. In
addition, the sample is ompressed by a DCT based sheme for transmission. Regions whih
are not large enough to allow the extration of an entire sample are not enoded.
Pakage: lep
Fontionx vq sample imlabel dataFilename imout
imlabel Label image speifying the textured regions shapes
dataFilename Name of the le ontaining the bitstream
imout Image in whih the textures will be reonstruted by x vq sample
Desription (2D): Deoding of the bitstream reated by funtion vq sample (mirosopi
texture oding).
For eah speied region, a sample is read from the bitstream, deompressed and used to
generate a odebook. eah blok of the region is reonstruted by taking the odeword
(atually a blok of the sample) pointed by the address read from the bitstream.
Pakage: lep
20.9 Coding 195
Fontionsvq imin imlab immap od bufvar buÆlt bundex bufmean wn wx wy hx
hy bits
imin Input image
imlab Image of labels
immap Map image of pixels to proess
od Output oded image
bufvar Buer of oded variane fators
buÆlt Buer of oded lter oeÆients
bundex Buer of odebook indexes of bloks
bufmean Buer of oded blok means
wn Number of odewords for odebook
wx Horizontal dimension of odeword
wy Vertial dimension of odeword
hx Horizontal dimension of AR lter
hy Vertial dimension of AR lter
bits Number of bits used by SVQ odiation
Desription (2D): svq odes eah region of input image imin, applying a stohasti
odebook to eah region (dened by the labels image). This odebook is generated ltering
images of gaussian white noise with a lter obtained from the AR analysis of the region.
Pakage: up
Fontionortho basis2 imori imlabel immap imout bufout type order QQ dp




bufout Buer of symbols of oeÆients
type Model to be used to ll the regions: \pol ort" or \os ort".
order Order of the model (0,1,2,3,4,...)
QQ Coe. quantiation (\y" / \n")
dp Quantiation step
Desription (2D): Fill eah region of the image identied by the label image by a given
model estimated on the referene image. The possible models are:
\pol ort" orthogonal polynomial (MSE optimization)
\os ort" orthogonal harmonis (MSE optimization)
The model oeÆients an be quantiated with aquantiliation step dp.The number of
oeÆients is =(order+1)
2
. The region where map is zero are not lled.
Pakage: up
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Fontionoverlap re imin imout
imin Max-balls skeleton image
imout Multilevel reonstrution
Desription (2D): Dilate eah point of the skeleton (8-C), so that the overlaping balls sum.
Gives a grey level reonstruted image instead of a binary image. Used to nd redundant
points in skeletons (points whih area of dilation is overed by the dilations of other points)
Pakage: up
Fontionrm skel redun imoverlap skel minskel buf
imoverlap Overlap image, multilevel reonstrution (input)
skel Clasial max-balls skeleton (input)
minskel Minimal skeleton (output)
buf Single line image with values of the quenh funtion of minskel (output)
Desription (2D): Using the multilevel reonstrution of the image (an be obtained with
overlap re), it removes in the lasial skeleton the redundant points whih representation
area is overed by the dilation of the other points (of the minimal skeleton). The values of
the quenh funtion are written in a buer = a single line image.
Pakage: up
20.10 Entropy oding
Fontionarith buer lename size
buer Buer image
lename Filename
size Size of alphabet
Desription (2D): Arithmeti oding of the buer. The oding measures the pdf of the
soure and writes the bit sequene in lename.bit and the pdf in lename.pdf. The parameter




imin Input image to ode
leout Compated le
Desription (2D): Return size in bits of the reated le on disk.
Codes the positions of points in an image, by ounting the number of 0 between two points
and oding it in a ternary digits system, then it is overted in bits. suitable for sparse images
(skeletons...)
Pakage: up
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oding 197
Fontionhuffman buer lename size
buer 1D image ontaining the set of symbols
lename File where the oding is to be stored
size Size of the alphabet
Desription (2D): Performs the Human oding of the set of symbols ontained in buer.
It produes to les. Filename.pdf ontains the pdf of these symbols and lename.bit the bit
stream. It returns the size in bits of lename.bit.
Pakage: up
Fontionrl2D bin in bufout
bin in Binary input image
bufout Output buer
Desription (2D): Two-dimensional run-length oding of binary images. The output
buer must be an image struture and the program will alloate it. How to reate an image
struture: (setf buf (immallo 0 0 "s")
Pakage: up
Fontiondarith lename size buer
buer Buer image
lename Filename
size Size of alphabet
Desription (2D): Arithmeti deoding of lename. The deoding reads the bit sequene
in lename.bit and the pdf in lename.pdf. The parameter size denes the size of the alphabet.
The buer should be alloated.
Pakage: up
Fontiondelias imout lename
imout Binary image of the positions of points in oded image
lename Elias ode le
Desription (2D): Deodes a le written in Elias ode. The output is a binary image
orresponding to the points of the oded image. imout must be alloated and initalised
before.
Pakage: up
198 CHAPTER 20. FUNCTION DESCRIPTION
20.11 Buer manipulation
Fontiongroup symbol bun size group bufout
bun Input buer
size Size of the input alphabet
group Number of symbols to group together
bufout Output buer
Desription (2D): Group the symbols ontained in bun and write them in bufout. The
size of the input alphabet is sizealin, they are grouped by group number. The funtion returns
the size of the output alphabet: (size) exp group.
Pakage: up




buf Image buer (one line image)
Desription (2D): Write into a buer, that is an image of one line, the pixels of imin. The
sanning of imin is dened by map and seg whih are two label images: Eah region where
map is equal to 0 is skipped. The pixels of a given region dened by seg are written one after
the other in the buer.
Pakage: up
20.12 FLIP, urve manipulation
Fontionappend-urve lename imin ol min max minr maxr hname huname
lename File name of the le
imin Image
ol Column to be written in the le
min Minimum value (input to IMLIB)
max Maximum value (input to IMLIB)
minr Minimum output value (real)
maxr Maximum output value (real)
hname Channel name
huname Name of hannel unity
Desription (2D): Take a FLIP le and append a olumn (urve) to it. The lename is
the same exept for the extension whih is automatially added. The olumn is strehed in
dynamis as in the lip funtion.
Pakage: nil
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Fontionwrite-urve lename outimage ol deep min max minf maxf hname
huname
lename File name string
outimage Output FLIP image format previously read
ol Column number where urve will be wrote
deep Origin deep (in feet)
min Minimum value to put in IMLIB
max Maximum value to put in IMLIB
minf Minimum output value (oat)
maxf Maximum output value (oat)
hname Channel name
huname Units hannel name
Desription (2D): Writes a olumn (FLIP format). The ol is normalized in its dynami
range, like CLIP funtion. It reads a FLIP image format before: beause it needs the last read
image to inheritates harateristis related with the signal aquisition parameters. The le
name an be any valid operating system le name (inluding the le name path expression).
Exemple: (write-urve "tt.urve" imin 4 1254.7 0 255 0.0 255.0)
Pakage: nil
20.13 Detail oding
Fontionglskt imin imtmp marker imdeoded imoded
imin Textured residue image to ode
imtmp Dummy argument (not used at the moment)
marker Marker image for the zones to ode
imdeoded Image oded by dilation or erosion of k-level skeleton deomposition
imoded k-level grey skeleton image
Desription (2D): glskt (Grey Level SKeleton Texture Coding) performs the grey level
skeleton deomposition of the zones not marked by marker of imin. The imoded output
is the best reonstrution of input image from the k-best-level of skeleton deomposition.
The best riteria is a funtion of the entropy of k-best-level of the skeleton and the absolute
reonstrution error. The funtion returns the best skeleton level (positive: erosion, negative:
dilation)
Exemple: (setf level (glskt ori ori mask deoded oded))
Pakage: nil
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imsupport Binary support of details
buer Buer of grey levels
size Maximum detail size
num Maximum number of details seleted
ontrast Minimum ontrast (optional)
Desription (2D): Extration, seletion and oding of details from the oding residue
imres. A ranking is done aording to the pereptual signiane of eah detail in the original
image. Only the rst num details are seleted. Areas where immap=0 are disarded for detail
seletion. The details are returned in imod eah oded with a onstant grey level on a zero
valued bakground. The binary support of the details and its grey levels are also returned.
Pakage: nil




size Maximum detail size
ontrast Minimum ontrast (optional)
Desription (2D): Modied Meyers post-it thinning. Obtains details present in residual
images. They are returned in imdet as isolated blobs on a zero bakground. Their amplitudes
are the dierential values over the original image without details. ontrast is the minimum
ontrast over the bakground for a point to be onsidered as a possible detail. If no value is
provided, it is set to the variane of the residual image.
Pakage: nil





num Maximum number of details seleted
size Maximum detail size
Desription (2D): Ranking and seletion of details. Ranks and selets details from imdet.
The seleted details are labelled in order of importane and returned in imlab. The return
value of the funtion is the number of details seleted that is smaller or equal than num.
Pakage: nil
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imsupport Binary support of details
buer Buer of grey levels
num Maximum number of details to be oded
Desription (2D): Fills details with onstant values and returns the oded image imod
with the details oded on a zero bakground. Its binary support and a buer with the.
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